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BAB 5 IMPLEMENTASI 
 
5.1  Implementasi Kode Program 
Pada implementasi kode program ini dilakukan dengan cara mengubah flowchart 
yang sudah dirancang kedalam  bahasa peMrograman yang mampu terbaca oleh 
komputer. 
5.1.1 Inisialisasi Populasi Awal 
Proses inisialisasi populasi awal dilakukan untuk membangkitkan populasi awal 
secara acak dengan menggunakan angka permutasi random 1-50. Angka permutasi 
tersebut merupakan perwakilan dari setiap indeks makanan. Jumlah gen dalsam satu 
kromosom sejumlah 14 gen. Source code inisiaalisasi populasi awal  dapat dilihat pada 










public void Inisialisasi() { 
        for (int i = 0; i < parent.length; i++) { 
            for (int j = 0; j < kromosom; j++) { 
                parent[i][j] = (int) (((Math.random() * 50) + 
1)); 
                populasi[i][j] = parent[i][j]; 
            }        
} 
    } 
Kode Program 5. 1  Inisialisasi Populasi Awal 
Penjelasan kode program 5.1 inisialisasi populasi awal sebagai berikut : 
1. Baris ke-1 merupakan deklarasi method Inisialisasi 
2. Baris ke-2 sampai ke-5 merupakan perulangan untuk menentukan banyaknya 
parent berdasarkan jumlah popsize dan proses pembangkitan kromosom dengan 
nilai permutasi random 1-50 sebanyak 14 gen. 
5.1.2 Crossover 
Proses Crossover merupakan proses pembangkitan individu baru dengan 
menggunakan metode one-cut point. Proses ini diawali dengan menentukan jumlah 
offspring dengan cara nilai Cr dikalikan dengan nilai popsize. Kemudian memilih 2 
parent secara acak, setelah itu menetukan titik potong pada 2 parent yang sudah 






public void Crossover() { 
        int Crossover[][] = new int[OffspringCr][kromosom]; 
        int OneCut[] = new int[OffspringCr]; 
























        int P2[] = new int[OffspringCr]; 
        for (int i = 0; i < OffspringCr; i++) { 
            P1[i] = (int) (Math.random() * popsize); 
            P2[i] = (int) (Math.random() * popsize); 
            OneCut[i] = (int) (Math.random() * kromosom); 
            for (int j = 0; j < OneCut[i]; j++) { 
                Crossover[i][j] = parent[P1[i]][j]; 
                for (int p = OneCut[i]; p < Crossover[0].length; 
p++) { 
                    Crossover[i][p] = parent[P2[i]][p]; 
                } 
            } 
        } 
        for (int i = 0; i < OffspringCr; i++) { 
            for (int j = 0; j < 1; j++) { 
                for (int k = 0; k < Crossover[i].length; k++) { 
                    child[i + 1][j] = Crossover[i][j]; 
                } 
            } 
                  } 
          } 
Kode Program 5. 2 Proses Crossover 
Penjelasan kode program 5.2 proses Crossover sebagai berikut: 
1. Baris ke-1 merupakan deklarasi method Crossover 
2. Beris ke-2 sampai ke-5 merupakan deklarasi variabel array 
3. Baris ke-6 sampai ke-9 merupakan proses pemilihan parent secara acar dan 
proses menetukan titik potong. 
4. Baris ke-10 sampai ke-17 merupakan proses persilangan antara parent 1 dan 
parent 2. 
5. Baris ke-18 sampai ke-26 merupakan proses menampilkan hasil dari persilangan 
antara parent 1 dan parent 2 dan disimpan sebagai child baru. 
5.1.3 Proses Mutasi 
Pada proses ini menggunakan metode reciprocal exchange mutation. Metode ini 
bekerja dengan memilih 2 gen pada individu dari  suatu parent, kemudian 2 gen 
terpilih tersebut ditukar posisinya. Source code proses mutasi dapat dilihat pada kode 








public void Mutasi() {         
        System.out.println("Hasil Mutasi = " + OffspringMr); 
        int P1[] = new int[OffspringMr]; 
        int xp1[] = new int[OffspringMr]; 
        int xp2[] = new int[OffspringMr]; 
        for (int i = 0; i < OffspringMr; i++) { 






















                P1[i] = (int) (Math.random() * popsize); 
                xp1[i] = (int) (Math.random() * kromosom); 
                xp2[i] = (int) (Math.random() * kromosom); 
                if (xp1[i] != xp2[i]) { 
                    j = 10; 
                } 
            } 
            for (int x = 0; x < mutasi[0].length; x++) { 
                mutasi[i][x] = parent[i][x]; 
            } 
            int temp = mutasi[i][xp1[i]]; 
            mutasi[i][xp1[i]] = mutasi[i][xp2[i]]; 
            mutasi[i][xp2[i]] = temp;         
            for (int k = 0; k < mutasi[i].length; k++) { 
                child[i + 1][k] = mutasi[i][k]; 
                child[i][k] = mutasi[i][k]; 
            } 
        } 
    } 
Kode Program 5. 3 Proses Mutasi 
Penjelasan dari kode program 5.3 Proses Mutasi adalah sebagai berikut : 
1. Baris ke- 1 merupakan deklarasi method Mutasi. 
2. Baris ke- 2 menampilkan jumlah hasil dari mutasi. 
3. Baris ke- 3 sampai baris ke- 6 merupakan deklarasi variable array. 
4. Baris ke- 7 sampai baris ke- 15 merupakan proses untuk menentukan parent 
secara acak secara popsize dan juga memilih 2 gen untuk menukar posisi dari gen 
tersebut. 
5. Baris ke-16 sampai baris ke-27 merupakan proses menukar posisi gen xp1 dan 
xp2 dan disimpan sebagai child dari hasil mutasi. 
5.1.4 Proses Perhitungan Fitness 
Pada proses perhitungan fitness  dengan cara menghitung nilai kebutuhan gizi  
dalam satu hari. Dimana kebutuhan gizi didapatkan dari rata-rata kandungan gizi 
kalori, karbohidrat, protein dan lemak yang dijumlahkan dengan nilai kebutuhan gizi 
dari setiap kandungan gizi yang dibutuhkan oleh ibu hamil. Source code dari 








public void konversi_fitness throws SQLException, 
ClassNotFoundException { 
for (int x = 0; x < konversi_gen.length; x++, urut++) { 
    for (int y = 0; y < kromosom; y++) { 
















































                    Berat_Awal[x][y] = (double) 
Double.parseDouble((data.Karbo_db[konversi_gen[x][y]][2]).toStr
ing()); 
                    Kand_Kalori = (double) 
Double.parseDouble((data.Karbo_db[konversi_gen[x][y]][3]).toStr
ing()); 
                    Kand_Protein = (double) 
Double.parseDouble((data.Karbo_db[konversi_gen[x][y]][4]).toStr
ing()); 
                    Kand_Lemak = (double) 
Double.parseDouble((data.Karbo_db[konversi_gen[x][y]][5]).toStr
ing())                   Kand_Karbo = (double) 
Double.parseDouble((data.Karbo_db[konversi_gen[x][y]][6]).toStr
ing()); 
                    Berat_Total[x][y] = Berat_Awal[x][y] * 
(WaktuMakan_Pagi * (double) porsi_Karbo); 
                    Kalori[x][y] = ((Berat_Total[x][y] / 
Berat_Awal[x][y]) * Kand_Kalori); 
                    Protein[x][y] = ((Berat_Total[x][y] / 
Berat_Awal[x][y]) * Kand_Protein); 
                    Lemak[x][y] = ((Berat_Total[x][y] / 
Berat_Awal[x][y]) * Kand_Lemak); 
                    Karbo[x][y] = ((Berat_Total[x][y] / 
Berat_Awal[x][y]) * Kand_Karbo); 
       } else if (y == 1 || y == 6) { 
                    Berat_Awal[x][y] = (double) 
Double.parseDouble((data.PN_db[konversi_gen[x][y]][2]).toString
()); 
                    Kand_Kalori = (double) 
Double.parseDouble((data.PN_db[konversi_gen[x][y]][3]).toString
()); 
                    Kand_Protein = (double) 
Double.parseDouble((data.PN_db[konversi_gen[x][y]][4]).toString
()); 
                    Kand_Lemak = (double) 
Double.parseDouble((data.PN_db[konversi_gen[x][y]][5]).toString
()); 
                    Kand_Karbo = (double) 
Double.parseDouble((data.PN_db[konversi_gen[x][y]][6]).toString
()); 
                    Berat_Total[x][y] = Berat_Awal[x][y] * 
(WaktuMakan_Pagi * (double) porsi_PN); 
                    Kalori[x][y] = ((Berat_Total[x][y] / 
















































                    Protein[x][y] = ((Berat_Total[x][y] / 
Berat_Awal[x][y]) * Kand_Protein); 
                    Lemak[x][y] = ((Berat_Total[x][y] / 
Berat_Awal[x][y]) * Kand_Lemak); 
                    Karbo[x][y] = ((Berat_Total[x][y] / 
Berat_Awal[x][y]) * Kand_Karbo); 
            } else if (y == 2 || y == 7) { 




                    Kand_Kalori = (double) 
Double.parseDouble((data.PH_db[konversi_gen[x][y]][3]).toString
()); 
                    Kand_Protein = (double) 
Double.parseDouble((data.PH_db[konversi_gen[x][y]][4]).toString
()); 
                    Kand_Lemak = (double) 
Double.parseDouble((data.PH_db[konversi_gen[x][y]][5]).toString
()); 
                    Kand_Karbo = (double) 
Double.parseDouble((data.PH_db[konversi_gen[x][y]][6]).toString
()); 
                    Berat_Total[x][y] = Berat_Awal[x][y] * 
(WaktuMakan_Pagi * (double) porsi_PH); 
                    Kalori[x][y] = ((Berat_Total[x][y] / 
Berat_Awal[x][y]) * Kand_Kalori); 
                    Protein[x][y] = ((Berat_Total[x][y] / 
Berat_Awal[x][y]) * Kand_Protein); 
                    Lemak[x][y] = ((Berat_Total[x][y] / 
Berat_Awal[x][y]) * Kand_Lemak); 
                    Karbo[x][y] = ((Berat_Total[x][y] / 
Berat_Awal[x][y]) * Kand_Karbo); 
            } else if (y == 3 || y == 8) { 
                    Berat_Awal[x][y] = (double) 
Double.parseDouble((data.Lemak_db[konversi_gen[x][y]][2]).toStr
ing()); 
                    Kand_Kalori = (double) 
Double.parseDouble((data.Lemak_db[konversi_gen[x][y]][3]).toStr
ing()); 















































                    Kand_Lemak = (double) 
Double.parseDouble((data.Lemak_db[konversi_gen[x][y]][5]).toStr
ing()); 
                    Kand_Karbo = (double) 
Double.parseDouble((data.Lemak_db[konversi_gen[x][y]][6]).toStr
ing()); 
                    Berat_Total[x][y] = Berat_Awal[x][y] * 
(WaktuMakan_Pagi * (double) porsi_Lemak); 
                    Kalori[x][y] = ((Berat_Total[x][y] / 
Berat_Awal[x][y]) * Kand_Kalori); 
                    Protein[x][y] = ((Berat_Total[x][y] / 
Berat_Awal[x][y]) * Kand_Protein); 
                    Lemak[x][y] = ((Berat_Total[x][y] / 
Berat_Awal[x][y]) * Kand_Lemak); 
                    Karbo[x][y] = ((Berat_Total[x][y] / 
Berat_Awal[x][y]) * Kand_Karbo); 
             } else if (y == 4 || y == 9) { 
                    Berat_Awal[x][y] = (double) 
Double.parseDouble((data.Selingan_db[konversi_gen[x][y]][2]).to
String()); 
                    Kand_Kalori = (double) 
Double.parseDouble((data.Selingan_db[konversi_gen[x][y]][3]).to
String()); 
                    Kand_Protein = (double) 
Double.parseDouble((data.Selingan_db[konversi_gen[x][y]][4]).to
String()); 
                    Kand_Lemak = (double) 
Double.parseDouble((data.Selingan_db[konversi_gen[x][y]][5]).to
String()); 
                    Kand_Karbo = (double) 
Double.parseDouble((data.Selingan_db[konversi_gen[x][y]][6]).to
String()); 
                    Berat_Total[x][y] = Berat_Awal[x][y] * 
(Waktu_Selingan * (double) porsi_Selingan); 
                    Kalori[x][y] = ((Berat_Total[x][y] / 
Berat_Awal[x][y]) * Kand_Kalori); 
                    Protein[x][y] = ((Berat_Total[x][y] / 
Berat_Awal[x][y]) * Kand_Protein); 
                    Lemak[x][y] = ((Berat_Total[x][y] / 
Berat_Awal[x][y]) * Kand_Lemak); 
                    Karbo[x][y] = ((Berat_Total[x][y] / 
Berat_Awal[x][y]) * Kand_Karbo); 
              }  












                Total_Gizi_Protein = Total_Gizi_Protein + 
Protein[x][y]; 
                Total_Gizi_Lemak = Total_Gizi_Lemak + 
Lemak[x][y]; 
                Total_Gizi_Karbo = Total_Gizi_Karbo + 
Karbo[x][y]; 
                  FitnessNeigh = (int) (100000 / 
((Total_Gizi_Kalori - G.TEE_tambah) + (Total_Gizi_Protein - 
G.Pro) + (Total_Gizi_Lemak - G.Lem) + (Total_Gizi_Karbo - 
G.KH)));    
        } 
} 
Kode Program 5. 4 Proses Perhitungan  Fitness 
Penjelasan dari kode program 5.4 peroses perhitungan fitness adalah sebagai 
berikut : 
1. Baris ke-1 merupakan deklarasi method konversi_fitness. 
2. Baris ke-3 sampai baris ke- 29 merupakan proses perulangan sepanjang konversi 
dan nilai sesuai nilai kromosom pada baris  y ==0 dan y == 5 yang merupakan nilai 
dari gizi karbo kemudian dihitung nilai dari berat total makanan yang 
mengandung karbohidrat. 
3. Baris ke-30 sampai ke- 55 merupakan nilai kromosom pada baris  y == 1 dan y == 
6 yang merupakan nilai dari gizi protein nabati, dan kemudian dihitung nilai berat 
total makanan yang mengandung protein. 
4. Baris ke- 56 sampai baris ke-82 merupakan nilai kromosom pada baris y == 2 dan 
y == 7 yang merupakan nilai gizi dari protein hewani setelah itu menghitung nilai 
dari berat total makanan yang mengandung protein. 
5. Baris ke- 83 sampai baris ke- 108 merupakan nilai kromosom pada baris y==3 dan 
y==8 yang merupakan nilai gizi  dari lemak, kemudian  menghitung nilai dari berat 
total makanan yang mengandung lemak. 
6. Baris ke-109 sampai baris ke-133 merupakan nilai kromosom pada baris y==4 dan 
y==9  merupakan nilai merupakan nilai gizi dari selingan , kemudian menghitung 
nilai dari berat total dari makanan dari selingan. 
7. Baris ke-134 sampai baris ke-140 merupakan proses perhitungan nilai total 
kandungan gizi dari kalori, lemak, protein dan karbohidrat. 
8. Baris ke-141 sampai baris ke- 145 merupakan proses perhitungan nilai fitness. 
5.1.5 Proses Seleksi 
Pada proses seleksi menggunakan metode elitism. Prose seleksi dilakukan dengan 
mengurutkan nilai fitness  dari yang terbesar hingga yang terkecil. Nilai fitness  
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tertinggi akan terpilih untuk digunakan pada generasi selanjutnya. Source code proses 




















public void Seleksi() { 
        int[] hasil; 
       for (int x = 0; x < fitness.length; x++) { 
            for (int y = 1; y < fitness.length; y++) 
{ 
               if (fitness[y - 1] < fitness[y]) { 
                    double fit = fitness[y - 1]; 
                    fitness[y - 1] = fitness[y]; 
                    fitness[y] = fit; 
                    int pop[] = populasi[y - 1]; 
                    populasi[y - 1] = populasi[y]; 
                    populasi[y] = pop; 
                    int index_Ke = hasil[y - 1]; 
                    hasil[y - 1] = hasil[y]; 
                    hasil[y] = index_Ke; 
                } 
            }         
} 
Kode Program 5. 5 Proses Seleksi 
Penjelasan dari kode program 5.5 proses seleksi adalah sebagai berikut: 
1. Baris ke-1 merupaka deklarasi method seleksi. 
2. Baris ke-2 merupakan deklarasi variabel. 
3. Baris ke-3 sampai baris ke- 19 merupakan proses seleksi elitism. 
5.1.6 Proses Neighboard 
Proses neighboard ini merupakan proses untuk mendapatkan tetangga pada 
tahap Simulated Annealing. Pada proses ini mengambil individu yang mempunyai nilai 
fitness tertinggi dari proses Algoritme Genetika. Source code proses neighboard dapat 















public double[][] NeighSA() throws SQLException, 
ClassNotFoundException { 
        int[] P = new int[parent.length]; 
        int[] z = new int[parent.length]; 
        int[] y = new int[parent.length]; 
        int hari = 15; 
        double[][] hasilSA = new 
double[parent.length][kromosom]; 
        for (int i = 0; i < 1; i++) { 
            z[i] = (int) (Math.random() * kromosom); 
            y[i] = (int) (Math.random() * kromosom); 
           for (int j = 0; j < neighboard[0].length; j++) { 
                neighboard[0][j] = parent[0][j]; 












            int temp = neighboard[i][z[i]]; 
            neighboard[i][z[i]] = neighboard[i][y[i]]; 
            neighboard[i][y[i]] = temp; 
           for (int k = 0; k < neighboard[0].length; k++) { 
                hasilSA[i][k] = neighboard[i][k]; 
                } 
        } 
        return hasilSA; 
    } 
Kode Program 5. 6 Proses Neighboard 
Penjelasan dari kode program 5.6 proses neighboard adalah sebagai berikut: 
1. Baris ke-1 merupakan deklarasi method neighboard. 
2. Baris ke-2 sampai baris ke-8 merupakan deklarasi variable. 
3. Baris ke-9 sampai baris ke-11 merupakan proses perulangan untuk mendapatkan  
4. Baris ke-12 sampai baris ke-13 merupakan proses perulangan untuk menyimpan 
hasil neighboard menjadi parent. 
5. Baris ke-14 sampai baris ke-17 merupakan proses menyimpan hasil neighboard 
ke dalam hasil temp. 
6. Baris ke-18 sampai baris ke-23 merupakan proses perulangan untuk menyimpan 
hasil dari neighboard dan mengembalikan nilai hasil. 
5.1.7 Proses Simulated Annealing 
Pada proses ini bertujuan untuk mengetahui selisih antara fitness individu awal 
dan individu baru. Kemudian apakan individu baru dapat menggantikan posisi individu 





















public void SA() throws SQLException, 
ClassNotFoundException { 
        int[][] individu = null; 
        int temperature = 0; 
        double FitnessSA = 0; 
        double exp = 0; 
        while (To > Tn) { 
        double[][] Neighboard = this.NeighSA(); 
        FitnessSA = fitnessGA - FitnessNeigh; 
         if (FitnessSA >= 0) { 
            fitnessGA= FitnessNeigh; 
            } else { 
            exp = Math.exp(FitnessSA / To); 
            double Rand = Math.random(); 
           if (exp > Rand) { 
                fitnessGA = FitnessNeigh; 
            } else { 
                To = alpha * To; 
                      if (To > Tn) { 





        } 
    } 
Kode Program 5. 7 Proses Simulated Annealing 
Penjelasan dari kode program 5.7 proses Simulated Annealing adalah sebagai 
berikut: 
1. Baris ke-1 merupakan deklarasi method SA. 
2. Baris ke-3 sampai baris ke-6 merupakan deklarasi variable. 
3. Baris ke-7 sampai baris ke-22 merupakan proses perhitungan metode Simulated 
Annealing. 
5.2  Implementasi Antarmuka  
Impelentasi antarmuka merupakan sautu tampilan pada sistem optimasi 
komposisi makanan untuk ibu hamil menggunakan hybrid Algoritme Genetika dan 
Simulated Annealing yang terdiri dari 2 halaman yaitu halaman tampilan awal dan 
halaman proses optimasi. 
5.2.1 Tampilan Halaman Awal Sistem 
Tampilan halaman utama pada Gambar 5.1 berisi inputan yang harus diisikan 
oleh user berupa data ibu hamil seperti tinggi badan, berat badan, usia kehamilan dan 
kegiatan fisik. Kemudian inputan berupa data mengenai parameter dari Algoritme 
Genetika dan Simulated Annealing  seperti nilai popsize, jumlah generasi, nilai Cr dan 
Mr, nilai temperatur awal, temperatur akhir, dan nilai aplha. 
 
 
Gambar 5. 1 Tampilan Halaman Awal Sistem 
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5.2.2 Tampilan Halaman Proses Optimasi 
 
Gambar 5. 2 Tampilan Halaman Proses Optimasi 
Pada tampilan halaman proses optimasi seperti pada Gambar 5.2. berisi hasil dari 
proses optimasi dari hybrid Algoritme Genetika dan simulated anneailing berupa hasil 
kromosom, nilai fitness dan nilai gizi dari ibu  hamil. Kemudian berupa komposisi 
makanan dari ibu hamil dalam 1 hari yang meliputi makan pagi, selingan pagi, makan 
siang, selingan siang, makan malam dan selingan malam. 
 
 
 
 
 
 
 
 
