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1 Úvod 
1.1 Motivace 
Mezi základní poţadavky při vývoji webových aplikací patří dostatečně rychlá odezva 
aplikace na akce uţivatele. V ideálním případě by uţivatel neměl být schopen funkčně odlišit, 
zda pracuje ve webové aplikaci nebo v aplikaci nativní (ne-webové). Toto nebylo dříve 
z technických důvodů ve webových aplikacích moţné realizovat (nebo jen s vynaloţením 
nepřiměřeného úsilí). Avšak s nástupem moderních technologií je moţné vytvářet 
komplikovanější uţivatelské rozhraní i u webových aplikací. Dynamické uţivatelské rozhraní 
přináší vývojářům konkurenční výhodu a uţivatelům snadnější ovládání aplikace. 
Dalším poţadavkem současných aplikací je umístění aplikační logiky mimo vrstvu 
uţivatelského rozhraní. To přináší mnoho výhod, ale je problematicky realizováno v prostředí 
webových aplikací (obecně nejen tam). Zde je nutné přenášet velké mnoţství dat mezi 
klientem a serverem, jestliţe je aplikační logika umístěna výhradně na serveru. Nebo se část 
aplikační logiky zdvojí ve formě klientského skriptu i na klienta, ale pak vlastně nedochází 
k řádnému oddělení aplikační logiky od uţivatelského rozhraní a navíc jakákoliv duplikace 
kódu je neţádoucí. Údrţba a vývoj nových verzí aplikace, je-li část kódu zdvojena, přináší 
nejrůznější komplikace a prodraţuje vývoj. 
V jistém smyslu jdou tedy poţadavky na oddělení aplikační logiky od uţivatelského 
rozhraní a vytvoření webové aplikace s moţnostmi a odezvou nativní (ne-webové) aplikace 
proti sobě. Je tedy otázkou, zda je vůbec moţné tyto poţadavky splnit současně. Nebo alespoň 
za jakých podmínek, či pro jaký typ aplikací. Cílem práce je na tyto otázky odpovědět a 
pokusit se vytvořit ukázkovou implementaci navrţeného řešení. 
1.2 Struktura práce 
Druhá kapitola obsahuje popis základních pojmů pouţívaných v dalším textu, stručný 
historický vývoj webových aplikací a popis technologií a formátů, které jsou pouţity 
v ukázkové implementaci. 
Třetí kapitola popisuje třívrstevnou architekturu s některými specifickými detaily, 
které jsou vyuţity v dalším textu. 
Čtvrtá kapitola přináší přehled některých poţadavků na vývoj webové aplikace. Jsou 
zde uvedeny poţadavky na vlastnosti uţivatelského rozhraní, dále poţadavky kladené na 
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vlastní způsob vývoje webové aplikace a také poţadavky na komunikaci mezi klientem a 
serverem u webové aplikace. 
Pátá kapitola shrnuje moţné přístupy řešení webové aplikace, u které je poţadováno 
oddělení aplikační logiky od uţivatelského rozhraní. Jednotlivé přístupy jsou rozděleny podle 
mnoţství kódu na straně klienta a jsou prezentovány výhody a nevýhody jednotlivých 
přístupů. V závěru je nastíněn nově navrţený přístup, který je částečně inspirován přístupy 
předchozími. 
Šestá kapitola seznamuje čtenáře s nově navrţeným přístupem, který se snaţí pomocí 
pokročilého AJAXu rozdělit vrstvu uţivatelského rozhraní na klientskou a serverovou část a 
s vyuţitím dalších informací poskytnutých vrstvou aplikační logiky (metadat) optimalizovat 
mnoţství přenášených dat. 
Sedmá kapitola popisuje navrţený formát komunikace a rozhraní na straně serveru i 
klienta. Jsou popsány problémy, které bylo třeba při návrhu komunikace řešit. Zvláštní 
pozornost si například zaslouţila otázka identifikace instancí tříd, manipulace se soubory a 
obrázky, autentizace uţivatelů a další. 
Osmá kapitola uvádí implementační rozhodnutí provedená během realizace ukázkové 
implementace. Dále je popsána vnitřní struktura serverové části a popis základních tříd 
implementace. Popsána je i struktura klientského kódu, který se serverovou částí komunikuje. 
Devátá kapitola provádí praktické srovnání nově realizovaného přístupu s jinými 
přístupy. Srovnání není provedeno pro úplně všechny přístupy uvedené v páté kapitole, ale 
pouze pro ty, které lze objektivně prakticky porovnat.  
Desátá kapitola předkládá další moţné optimalizace a rozšíření, které nebyly 
ve vzorové implementaci realizovány, ale které byly zvaţovány a z důvodu přílišné náročnosti 
nebo nedostatku času byly nakonec zamítnuty či odloţeny. 
Poslední jedenáctá kapitola shrnuje výsledky práce a její přínosy. 
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2 Úvod do problematiky webových aplikací 
V kapitole jsou uvedeny základní pojmy, které jsou pouţívány ve zbytku textu. 
Představení pojmů je pojato spíše ve stylu vhodném pro další text neţ jako pokus o exaktní 
definování základních pojmů oboru. Dále jsou představeny knihovny a frameworky, 
na kterých je postaveno ukázkové řešení.  
2.1 Vymezení pojmů 
 Internet – celosvětová počítačová síť zaloţená primárně na protokolu TCP/IP 
 TCP/IP – protokol komunikace počítačové sítě, poskytuje moţnost komunikace mezi 
libovolnými dvěma počítači na rozsáhlé síti 
 WWW (World Wide Web) – sluţba poskytující textové a multimediální informace, 
webové stránky mohou být vzájemně provázané odkazy 
 webová aplikace – aplikace zaloţená na protokolech a standardech WWW 
 webový server – aplikace nabízející webové sluţby (nebo stránky) 
 webový klient (prohlížeč) – aplikace prezentující webové sluţby (nebo stránky) 
uţivateli 
2.2 Historický vývoj 
Zjednodušený popis vývoje webových sluţeb je uveden z pohledu, který se hodí 
v dalším textu. Detailní popis v širších souvislostech je nad rámec tohoto textu. 
2.2.1 Statické stránky 
Základní funkčnost nabízejí statické stránky, které obsahují formátovaný text, 
seznamy, tabulky, obrázky a odkazy na jiné stránky. Právě odkazy vytvářejí bohatou strukturu 
webu poskytující nejrůznější informace z nejrůznějších oborů. 
2.2.2 Dynamické stránky 
Moţnost vytvářet obsah stránky podle nejrůznějších kritérií a s vyuţitím různých 
datových zdrojů nabízí výrazně širší moţnosti. Prostředí webu je moţné vyuţít k vytváření 
webových aplikací, které reagují na poţadavky uţivatele a nabízejí alternativu k nativním (ne-
webovým) aplikacím, které běţí lokálně na počítači uţivatele. 
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2.2.3 Jednoduché skriptování 
Po vzniku dynamických stránek je logickým důsledkem i vznik moţnosti měnit obsah 
a chování stránky přímo v prohlíţeči. Nejprve se jedná o jednoduché modifikace vzhledu, 
ověřování vstupů a výpočty na stránce. Skriptování je chápáno jako volitelný doplněk a je 
běţné, ţe stránka funguje korektně i pokud je zobrazena v prohlíţeči, který nepodporuje 
skripty. 
2.2.4 Oddělení stylu od obsahu 
Postupně přestávají dostačovat základní moţnosti definování grafické podoby stránek 
přímo ve zdrojovém kódu. Vzniká moţnost oddělení definice stylu od vlastního obsahu. 
Dokonce je moţné změnou externí definice vzhledu získat pro jeden obsah různé grafické 
pohledy. 
2.2.5 Pokročilé skriptování 
Po určité době vznikají standardy pro skriptování na straně webových klientů. Po té 
následuje i podpora těchto standardů ze strany webových prohlíţečů. Nastává tedy doba, kdy 
je přijatelné, aby existovala stránka, jejíţ funkčnost je podmíněna aktivním skriptováním 
na webovém prohlíţeči. 
2.3 Vícevrstevná architektura (multitier architecture) 
Vícevrstevnou architekturou lze chápat rozdělení aplikace na více částí, kdy kaţdá část 
můţe fyzicky běţet na jiném počítači. Termín jednovrstevná architektura není běţný, spíše 
bývá pouţit pojem monolitická aplikace. Nejčastější je pouţívání dvouvrstevné a třívrstevné 
architektury. 
2.3.1 Dvouvrstevná architektura (two-tier architecture) 
Obecně lze dvouvrstevnou architekturou chápat jako libovolné rozdělení aplikace 
na dvě části, které mohou běţet fyzicky odděleně a vzájemně spolu komunikovat. Typicky 
dochází k rozdělení na zdroj dat (databázi) a vlastní výkonnou část aplikace (thick client). 
Avšak je také moţné rozdělit na serverovou část s většinou aplikační logiky a 
na minimalistického klienta (thin client), který pouze prezentuje data poskytovaná serverem. 
Krajním případem je rozdělení na server a terminál (konzoli), kdy klient pouze zobrazuje 
textový nebo grafický výstup vzdálené aplikace (celá aplikace běţí na serveru). Rozdělení 
aplikace je moţné provést i jiným způsobem (část aplikační logiky na serveru a část 
na klientovi), byly zmíněny pouze nejběţnější případy.   
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Dvouvrstevná aplikace se také často nazývá klient-server aplikace. Zde je časté 
připojení více klientů k jednomu serveru. 
2.3.2 Třívrstevná architektura (three-tier architecture) 
Aplikace je rozdělena na tři části, které mohou běţet fyziky odděleně. Nejčastější bývá 
rozdělení na datovou vrstvu (data layer), vrstvu aplikační logiky (business logic layer) a 
prezentační vrstvu (presentation layer).  
2.4 Současné technologie 
2.4.1 JavaScript (ECMAScript) 
JavaScript (ECMA, 1999) je skriptovací jazyk původně určený pro webové prohlíţeče 
a nabízející moţnost modifikace chování stránky na klientovi. Dnes je moţné jazyk pouţívat i 
jako skriptovací jazyk na serveru, případně na systémové konzoli. Lze říct, ţe se jedná 
o plnohodnotný jazyk, ve kterém byl implementován například i UNIX (běţící v okně 
prohlíţeče) (Landsteiner, 2003). 
Jedná se o dynamický jazyk bez typové kontroly a bez přímé podpory OOP 
s dědičností (v aktuální verzi). Má některé funkcionálními vlastnosti (closure, eval, …). 
Na počátku byl jazyk pouze interpretován, dnes jiţ existují i překladače (například i 
do prostředí .NET). 
V rámci standardizace byl z licenčních důvodů pojmenován jako ECMAScript. Dnes 
většina současných prohlíţečů podporuje verzi 3(Wikipedia, 2009). 
2.4.2 ASP.NET 
ASP.NET je prostředí .NET frameworku zaměřené na vývoj webových aplikací. 
Nahrazuje dřívější prostředí ASP (Active Server Pages), oproti kterému přináší událostmi 
řízený styl programování (podobně jako u programování formulářů klasických aplikací). 
Jedná se o alternativu například k JSP (Java Server Pages), které jsou zaloţeny na jazyku 
Java. 
2.4.3 WCF 
WCF (Windows Comunication Foundation) je součást .NET frameworku, která řeší 
komunikaci v rámci aplikace i mimo ni. Ve verzi 3.5 podporuje vývoj aplikací ve stylu REST. 
Jde o další krok v evoluci webových sluţeb na platformě .NET, který nahrazuje dřívější 
webové sluţby ASMX. 
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2.4.4 AJAX 
AJAX (Asynchronous JavaScript And XML) (Garrett, 2005) je termín pro technologii 
vývoje webových aplikací, kdy dochází k vyuţívání asynchronních poţadavků pro získávání 
dat a jejich následné zpracování a zapojení do aktuální stránky. Webové stránky mohou tedy 
poskytovat funkčnost, která by byla komplikovaně dosaţitelná s vyuţitím skriptů pouze 
na straně serveru. 
2.4.5 REST 
REST je styl vývoje distribuovaných aplikací poprvé zmíněn v (Fielding, 2000). 
Nejedná se pouze o komunikační protokol, ale celkový styl vývoje aplikace typu klient-
server. Pro přenos je pouţit protokol HTTP původně určený pro WWW. Klíčovou vlastností 
je bezestavovost na straně serveru. Stav je součástí přenášených dat. S výhodou jsou 
uplatňovány existující technologie a postupy pouţívané v prostředí webu (například 
hypertextové odkazy, hlavičky, autentizace a autorizace, cachování). 
2.4.6 JSON 
JSON je formát pro přenos dat. Jedná se o JavaScript objekt zapsaný specifikovaným 
formátem (Crockford, 2006). Jde o alternativu k formátu XML. Oproti XML je velikostně 
úspornější a je rychleji zpracovatelný JavaScriptem, coţ byl hlavní důvod jeho vzniku. 
Výrazově je slabší neţ XML, který nabízí rozsáhlejší moţnosti (validace, definice schématu, 
…). JSON je podporován jako přenosový formát WCF. Pro základní představu je uvedena 
krátká ukázka ve formátu JSON. 
 
JSON řetězec je moţné převést na objekt JavaScriptu prostým zavoláním funkce eval. 
To však přináší bezpečnostní problémy a vznikají tedy různé parsery. Do budoucna lze 
předpokládat, ţe pro deserializaci JSON objektů bude vytvořena přímá podpora 
v prohlíţečích (a interpretech). 
Gramatika formátu JSON je jednoduchá a je uvedena v příloze kvůli snadnější 
představě formátu přenášených dat v pozdějších kapitolách. 
{ 
  "items":  
  [ 
    { "id":1, "value": "1"}, 
    { "id":2, "value": "2"}, 
    { "id":3, "value": "3"}, 
  ] 
} 
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2.4.7 jQuery 
JQuery (jQuery, 2006) je JavaScriptová knihovna (framework) nabízející funkce 
pro modifikaci stránky na straně klienta. Dále nabízí funkce pro asynchronní poţadavky 
(GET, POST) ze strany klienta na server. Výhodou při pouţití je zakrytí rozdílů mezi 
prohlíţeči tím, ţe poskytuje vysokoúrovňové rozhraní. Autoři se snaţí o podporu většiny 
rozšířených prohlíţečů. Pro jQuery existuje velké mnoţství pluginů, které lze snadno 
zaintegrovat do aplikace. Například plugin blockUI (Alsup, 2007) nabízí moţnost dočasně 
zakázat uţivatelskou modifikaci webové stránky (hlavně formuláře). Dalším zajímavým 
pluginem je jqGrid (Tomov, 2007), který realizuje stránkovací tabulku (grid), kde stránkování 
a třídění je prováděno na serveru. S výhodou lze vyuţít i plugin jquery-json (Harris, 2008), 
který serializuje libovolný objekt JavaScriptu do formátu JSON. Pro asynchronní nahrávání 
souborů na server je moţné pouţít plugin AjaxUpload (Valums, 2008). 
Plánovaná je integrace jQuery do vývojových prostředků společnosti Microsoft 
(Guthrie, 2008). Má být integrováno do MS Visual Studia 2010.   
2.4.8 XML 
XML (W3C, Extensible Markup Language (XML) 1.0 (Fourth Edition), 2006) je 
textový formát určený přenos a uchovávání strukturovaných dat. Poskytuje kromě jiného i 
moţnost validace obsahu. Pro základní představu je uvedena krátká ukázka ve formátu XML. 
 
2.4.9 XSLT 
XSLT (W3C, XSL Transformations (XSLT) Version 2.0, 2007) je technologie 
pro transformace XML dokumentů. Sama šablona transformace je také XML dokumentem. 
Výstupem můţe být XML dokument nebo i jiný formát (binární, textový). Ve verzi 2.0 nabízí 
<items> 
  <item> 
    <id>1</id> 
    <value>1</value> 
  </item> 
  <item> 
    <id>2</id> 
    <value>2</value> 
  </item> 
  <item> 
    <id>3</id> 
    <value>3</value> 
  </item> 
</items> 
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několik šikovných rozšíření (například moţnost výstupu do více dokumentů v rámci jedné 
transformace). 
2.4.10 AOP 
AOP (aspektově orientované programování) (Kiczales, a další, 1997) je způsob 
programování, kdy je kód dodatečně obohacen o další funkčnost, jejíţ zápis do původního 
kódu by byl pracný nebo by celý kód zbytečně znepřehlednil. Dochází k dodatečné úpravě 
zdrojových kódu nebo aţ přeloţeného binárního kódu. AOP nabízí realizaci některých řešení 
bez nutnosti opakování kódu na více místech a tím tedy i následnou snadnější modifikaci 
aplikace. 
2.5 Subjektivně preferovaná prostředí 
Je vhodné zmínit, ţe autor diplomové práce udělal některá rozhodnutí výběru pouţitých 
technologií na základě vlastní předchozí zkušenosti s těmito technologiemi. Cílem práce není 
prezentovat nejlepší moţnou implementaci, ale navrhnout řešení včetně rozhraní a formátu 
komunikace a následně pro ně realizovat ověřovací implementaci s vyuţitím jiţ osvědčených 
postupů a technologií. Pro implementaci je pouţito prostředí .NET, jazyk C#, framework 
jQuery a konečně framework PostSharp (pro AOP) (PostSharp). 
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3 Architektura aplikací 
Aplikace můţe být členěna na části, kde kaţdá část zajišťuje dílčí funkcionalitu 
aplikace. Tyto části mohou být uspořádány do vrstev, kdy spolu komunikují pouze 
bezprostředně sousedící vrstvy. Snadno lze v případě potřeby nahradit implementaci jedné 
vrstvy implementací jinou a zbylé vrstvy ponechat beze změny. V dnešní době bývá často 
pouţívána architektura, která je tvořena třemi vrstvami. Taková architektura se nazývá 
třívrstevná (3-tier architecture). 
Ve zbytku kapitoly je popsána třívrstevná architekturu se specifickými detaily, která je 
pouţita. Také jsou ujasněny některé pojmy, jejichţ význam nemusí být zcela zřejmý a 
jednotný. Výběr architektury je ovlivněn předchozími zkušenostmi autora diplomové práce 
s touto architekturou. 
3.1 Vrstvy architektury 
Aplikace je tvořena třemi vrstvami, které leţí nad sebou. Komunikace probíhá pouze 
mezi vrstvami, které spolu sousedí. 
 Prezentační vrstva (User Interface, UI) – uţivatelské rozhraní a jeho logika 
 Vrstva aplikační logiky (Business Logic Layer, BLL) – výkonná logika aplikace, 
pracuje s daty (entitami) 
 Datová vrstva (Data Access Layer, DAL) – vrstva zajišťující uchovávání a opětovné 
získávání dat (entit BLL) 
3.2 Prezentační vrstva 
Uţivatelské rozhraní je ta část aplikace, kterou uţivatel vidí a se kterou pracuje. 
Existují dva nejčastěji pouţívané typy uţivatelského rozhraní. Textové uţivatelské rozhraní je 
vývojově starší, avšak stále pouţívané pro některé typy aplikací. Grafické uţivatelské 
rozhraní je v dnešní době běţné pro většinu aplikací. Nejde pouze o grafický návrh 
jednotlivých „obrazovek“, které jsou uţivateli zobrazovány, ale téţ o výkonnou logiku, která 
zajišťuje získávání dat z niţších vrstev, přechody mezi „obrazovkami“ a další potřebné 
operace. 
Vrstva uţivatelského rozhraní je přímo napojena na vrstvu aplikační logiky, ze které 
získává data a ta dále vizualizuje uţivateli. Kromě dat můţe získávat i nejrůznější metadata, 
která blíţe specifikují typ a formu dat a umoţní lepší prezentaci dat. Dále tato vrstva 
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zachytává poţadavky uţivatele a překládá je na akce (operace, události) vrstvy aplikační 
logiky. 
Uţivatelské rozhraní nekomunikuje přímo s datovou vrstvou, pouze nepřímo 
prostřednictvím vrstvy aplikační logiky. 
3.3 Vrstva aplikační logiky 
Výkonná logika aplikace sídlí ve vrstvě, která leţí uprostřed mezi prezentační vrstvou 
a vrstvou datovou. Jako jediná je napojena na obě zbývající vrstvy. Obsahuje ţivou strukturu 
dat (entit), nad kterou provádí operace, tedy změny vnitřního stavu entit.  
Z datové vrstvy získává dříve odloţená data (entity) a do datové vrstvy předává data 
(entity), která je třeba uchovat na pozdější dobu (perzistentní data). Vrstvě uţivatelského 
rozhraní poskytuje data k prezentaci uţivateli (ve vhodné formě). A konečně od vrstvy 
uţivatelského rozhraní dostává poţadavky na konkrétní operace s daty (entitami), které 
realizuje. 
3.4 Datová vrstva 
Vrstva poskytuje data (entity) vrstvě aplikační logiky a zajišťuje uchování dat 
pro pozdější vyuţití (perzistentní data). Konkrétní realizace vrstvy je silně závislá na vnitřní 
architektuře aplikace. Jsou-li entity aplikační vrstvy realizovány například jako instance tříd, 
můţe být datová vrstva realizována jako perzistence a relační databáze. 
3.5 Ověřování dat (validation) a výpočty závislých hodnot 
Podkapitola uvádí moţnosti, kam (do které vrstvy) lze umístit výkonný kód pro 
ověřování dat (hodnot entit) a také kód pro výpočet závislých hodnot entit. Tedy hodnot, 
jejichţ hodnota závisí na jiné hodnotě (hodnotách) stejné nebo jiné entity. Závislé hodnoty je 
moţné uchovávat (pomocí datové vrstvy) nebo je při opětovném získání odloţené entity 
dopočítat. 
Velmi jednoduché (z pohledu realizace) je umístění výkonného kódu pro ověřování 
dat do vrstvy uživatelského rozhraní. Zde je moţné ihned reagovat na případné chyby a 
vyţádat si od uţivatele opravu. Stejně tak výpočty závislých hodnot lze provádět okamţitě jiţ 
během zadávání dat a zobrazovat tak i průběţné mezihodnoty. Komplikace u tohoto způsobu 
řešení mohou vzniknout ve chvíli, kdy je obnovena entita vytvořená v jiné verzi aplikace 
s jinými pravidly ověřování. Bude existovat entita, která má neplatné hodnoty, a přitom je s ní 
zacházeno ve vrstvě aplikační logiky jako s entitou s platnými hodnotami. 
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Ověřování je také moţné provádět v datové vrstvě, konkrétně v databázi (je-li 
pouţita). Zde se jedná opět o jednoduchou realizaci, jelikoţ databáze nabízejí moţnosti 
na zajištění integrity dat. Při změně pravidel ověřování nemohou existovat neplatná data (to 
zajišťuje přímo databáze). Avšak kontroly jsou prováděny aţ ve chvíli ukládání entity, tedy 
není zde moţnost prezentace případných chyb jiţ během zadávání a navíc chybové zprávy 
databáze lze často jen velmi obtíţně transformovat na srozumitelné hlášky, které uţivatel 
dokáţe pochopit. Podobná situace nastává s výpočtem závislých hodnot. Ten je moţné 
provést pouze při obnovení entity a nelze snadno přepočítávat závislé hodnoty při úpravách. 
Moţným kompromisem je umístění výkonného kódu pro ověřování dat i výpočtu 
závislých hodnot do vrstvy aplikační logiky. Zde je moţné zajistit průběţné kontroly a 
smysluplné hlášky uţivateli. Navíc je moţné vytvářet komplikovanější pravidla, která mohou 
dynamicky reagovat na data i metadata. Z důvodu moţnosti existence chyb v realizaci BLL je 
vhodné vytvořit integritní omezení i v datové vrstvě, avšak aţ jako sekundární ochranu 
konzistence dat.  
Umístění kódu pro ověřování dat a výpočet závislých dat do BLL umoţní vytvoření 
automatických testů aplikační logiky (bez uţivatelského rozhraní a pouze se zjednodušenou 
nebo ţádnou datovou vrstvou) a také vyuţitelnost stejného kódu BLL pro různé aplikace nad 
stejnými daty (například webová a ne-webová varianta aplikace).  Můţe-li k jednomu zdroji 
dat přistupovat několik aplikací, jejichţ BLL není identická (z pohledu zdrojového kódu), pak 
je vhodné zajistit alespoň částečnou kontrolu integrity i v datové vrstvě (nejlépe přímo 
v databázi, je-li zdrojem dat). 
Mohou nastat případy, kdy je třeba z výkonnostního důvodu udělat kompromis 
v umístění logiky ověřování dat a výpočtu závislých hodnot. 
3.6 Metadata 
Metadata lze chápat jako dodatečné informace k datům, která blíţe specifikují typ a 
formu dat. Pro přehlednost je moţné je rozdělit na podkladové informace pro ověřování 
platnosti dat a na informace pro uživatelské rozhraní. Druhý typ lze chápat jako informaci, 
která patří pouze do uţivatelského rozhraní, avšak navázáním přímo na data lze získat vyšší 
uţitnou hodnotu dat (s daty se pak lépe pracuje). Metadata mohou mít neměnný charakter 
nebo se mohou měnit v závislosti na datech, případně dalších jiných metadatech. Druhá 
varianta umoţňuje vytvářet řádově komplikovanější struktury. 
V prostředí třívrstevné architektury se jeví přirozené navázat metadata na entity BLL a 
z důvodu konzistence dat vytvořit sekundárně na základě metadat integritní omezení v datové 
vrstvě (jestliţe to dynamický charakter metadat neznemoţní). 
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4 Vývoj webových aplikací 
Kapitola obsahuje souhrn poţadavků na vývoj webové aplikace, které vycházejí 
z praktických zkušeností autora diplomové práce.  
4.1 Uživatelského rozhraní 
Jednou z vrstev v třívrstevné architektuře bývá právě uţivatelské rozhraní (jako součást 
prezentační vrstvy). Vytváří přechodový můstek mezi aplikační logikou a uţivatelem, který 
s aplikací pracuje. Na jedné straně vizualizuje interní struktury aplikace ve formě vhodné 
uţivateli a na straně druhé překládá akce uţivatele na volání funkcí vnitřní logiky aplikace. 
Vzhledem k tomu, ţe se jedná o tu část aplikace, kterou uţivatel vidí, je návrhu 
funkčního provedení i grafickému vzhledu věnována značná pozornost během vývoje 
aplikace. Tato část se výrazně podílí na přijetí nebo odmítnutí aplikace a tedy na její komerční 
úspěšnosti. 
4.1.1 Návrh 
Velmi častým poţadavkem návrhu uţivatelského rozhraní je v dnešní době oddělení 
grafického návrhu od vlastního obsahu. Toto oddělení vyplývá z nutnosti spolupráce více lidí 
na jednom projektu. Zjednoduší také odladění aplikace a případné její budoucí úpravy. 
V prostředí webových aplikací je dnes běţné grafický vzhled specifikovat pomocí 
kaskádových stylů (CSS) (W3C, Cascading Style Sheets Level 2 Revision 1 (CSS 2.1) 
Specification, 2007) v oddělených souborech. Navíc je moţné pomocí XSLT provádět 
konverze strukturovaných dat na HTML kód zobrazitelný v prohlíţeči. Pouţité technologie 
také zajistí jednotný vzhled celé aplikace a okamţité promítnutí kaţdé změny grafického 
návrhu do celé aplikace. 
Velkou úsporu času vývoje aplikace přináší minimalizace opakování úkonů a 
zamezení duplicity kódu. V některých případech můţe být opakování úkonů nahrazeno 
generováním kódu nebo stránky pomocí šablon, coţ minimalizuje moţnost vzniku chyb 
oproti ručnímu vytváření a také se sniţuje pracnost vývoje a údrţby aplikace.  
Generování a oddělení definice grafického vzhledu od vlastního obsahu umoţní rychlé 
vytvoření základní struktury grafického rozhraní. Zadavatel tedy můţe včas reagovat a ujasnit 
své poţadavky ještě v počátečních fázích vývoje, kdy případná změna nenavyšuje výrazně 
cenu produktu. 
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4.1.2 Přizpůsobitelnost (customization) 
Kromě výhod, které generování přináší, existují i nevýhody. Zdrojem pro generování 
bývají data v nějakém strukturovaném formátu (např. XML). Dojde-li ke změně v těchto 
vstupních datech, proběhne automatické přegenerování výstupu. Případné dřívější ruční 
změny ve výstupu budou přepsány. Je tedy třeba zvolit, zda je moţné ve vygenerovaném 
výstupu provádět ruční úpravy. A pokud ano, tak zamezit jejich následnému přepsání 
při příštím automatickém generování. Komplikovanější alternativou by byla zpětná propagace 
změn do původního zdroje, coţ by si vyţádalo sloţitější logiku generátoru a navíc rozšíření 
struktury zdroje o nové (často předem neznámé) vlastnosti. 
Jazyk C# (ve skutečnosti i ostatní jazyky .NETu) nabízí šikovnou vlastnost, která 
umoţní oddělit generovaný kód od ručně psaného. Třídu (class) lze označit klíčovým slovem 
partial a následně ji rozdělit do několika souborů (obsah některých bude generován, jiných 
ne). Při překladu pak dojde ke spojení všech „částí“ třídy. 
Přizpůsobitelnost základu grafického rozhraní, tedy rozšíření konkrétního formuláře 
o pokročilejší funkce, je běţný poţadavek u většiny aplikací. V případě generování je třeba se 
rozhodnout, zda je jednodušší upravit vygenerovaný formulář (a zakázat jeho následné 
automatické přegenerování) nebo rozšířit šablonu o novou funkcionalitu. Jedná-li se pouze 
o vytváření jednoduché aplikace, u které není předpokládáno další rozšiřování v budoucnosti, 
jeví se vhodnější první moţnost. Lze-li předpokládat budoucí rozšiřování aplikace, pak je 
vhodné zváţit o něco pracnější druhou moţnost. 
4.2 Komunikace 
4.2.1 Minimalizace přenosu a dostatečná odezva 
Omezení velikosti přenášených dat mezi klientem a serverem přinese úspory 
v přenosovém pásmu a pravděpodobně povede ke zrychlení odezvy. Jsou-li opakovaně 
přenášena data, která se z velké části nemění, lze uváţit, není-li výhodnější přenášet pouze 
změny oproti předchozí verzi dat. Místo přenášení dlouhých seznamů poloţek najednou můţe 
být vhodnější seznam rozdělit na stránky, a ty přenášet aţ ve chvíli, kdy budou potřeba. 
Urychlí se tím počáteční načtení stránky. 
Formát přenášených dat také můţe ovlivnit celkovou velikost přenosu a rychlost 
odezvy. Rozhodujeme-li se například mezi formátem XML a JSON a víme-li, ţe data 
na klientovi jsou dále zpracovávána JavaScriptem, jeví se formát JSON prostorově úspornější 
i rychleji zpracovatelný (podle některých zdrojů 10 krát) JavaScriptem (Kelly, 2006). 
20 
 
Pouţívá-li aplikace asynchronní poţadavky ze strany klienta, je vhodné předem zvolit, 
zda bude povoleno posílání více poţadavků najednou nebo v kaţdý okamţik maximálně jeden 
a po dobu vyřizování poţadavku bude uţivatelské rozhraní deaktivováno. První moţnost 
nabízí lepší dynamičnost aplikace, ale vyţaduje komplikovanější logiku, která se nějak musí 
vyrovnat s kolizními poţadavky. 
4.3 Implementace 
4.3.1 Aplikační logika 
Mezi běţné poţadavky při vytváření aplikací patří oddělení aplikační logiky 
od uţivatelského rozhraní. Aţ na speciální případy můţe být logika uţivatelského rozhraní 
velmi jednoduchá.  
Vnitřní logika aplikace bývá označována jako aplikační logika a v praxi zkratkou BLL 
(business logic layer). V dalším textu je často pouţívána právě zkratka BLL. 
BLL lze řešit jako hierarchii tříd, které jsou vzájemně provázané. Některé myšlenky je 
moţné zobecnit i na jiný způsob realizace vrstvy aplikační logiky neţ pomocí tříd. Tento text 
je primárně zaměřen na realizaci pomocí tříd, protoţe se jedná o přístup, se kterým má autor 
práce největší praktické zkušenosti. U jiných přístupů by bylo vhodné většinu myšlenek 
nejprve prakticky ověřit. 
Třídy mají jednotné rozhraní (například dědí od společného předka). Celou hierarchii 
tříd lze automaticky generovat ze schématu tříd (jako partial class). Schéma obsahuje 
informace o třídách a jejich vazbách, dále informace o členech (members) tříd a případně 
další uţitečné informace. Jako moţným zdrojem pro generování můţe být UML class 
diagram, pokud se tento povede vhodně serializovat a následně pouţít jako vstup 
pro generátor. Generování kostry BLL také umoţní rychlejší získání základní funkcionality 
aplikace. 
BLL je na jedné straně napojena na uţivatelské rozhraní a na druhé straně napojena 
na zdroj dat. Tím bývá například perzistence, která mapuje třídy a jejich členy (members) 
na tabulky a jejich sloupce v databázi. Některé členy tříd nebývají perzistentní (ukládané do 
databáze), ale jejich hodnota je dopočítávána aţ v případě potřeby. Toto dopočítávání řeší 
také BLL. 
Kromě vlastních dat můţe BLL poskytovat k jednotlivým třídám i jejich členům určitá 
metadata, která upřesní charakter vlastních dat. Těchto metadat můţe vyuţít uţivatelské 
rozhraní pro lepší vizualizaci dat a jejich prevalidaci, mohou být také uţitečná pro perzistenci 
a databázi.  
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Databáze, do které jsou instance BLL tříd ukládány (pomocí perzistence) nabízí 
moţnost nastavit nejrůznější integritní omezení, kontroly přípustnosti dat a dopočítávání 
závislých hodnot. Je-li však konzistence dat řešena pouze pomocí databáze, je problematická 
prezentace chyb uţivateli. Chybové hlášky, které databáze vrací lze obtíţně transformovat 
do uţivateli srozumitelného jazyka. Jeví se tedy vhodné provádět kontroly jiţ v BLL, odkud 
lze případné chyby snadněji a ihned (ne aţ při uloţení) překládat do srozumitelného jazyka. 
Integritní omezení v databázi mají však stále svůj význam a jejich pouţití má smysl, aby se 
předcházelo chybám v datech způsobených nedůslednou implementaci BLL nebo jako 
následek nepředpokládaného stavu aplikace (HW problém, …). Zdvojení části výkonného 
kódu (v BLL a v databázi) přináší komplikace při dalším vývoji aplikace. Je moţné je 
částečně eliminovat generováním struktury databáze (včetně integritních omezení a kontrol) 
ze stejného zdroje a s vyuţitím stejných metadat, jako u generování BLL tříd.  
V průběhu realizace práce byl vytvořen výčet metadat členů tříd, která by BLL mohla 
poskytovat. Tento seznam byl inspirován moţnostmi formulářů v různých „konkurenčních“ 
prostředích (HTML, XForms, AdobeForms, …) a praktickými poţadavky, se kterými se autor 
diplomové práce dosud setkal. V závorce jsou uvedeny názvy členů (member) tříd, případně 
hodnoty výčtu (enum) pouţité ve zdrojovém kódu. Není-li zřejmý, je uveden i datový typ, 
který je pouţit ve vzorové implementaci (respektive na který datový typ je uváděný typ 
mapován). Pro přehlednost je moţné metadata rozdělit na podkladové informace pro 
ověřování platnosti dat a na informace pro uživatelské rozhraní. 
 
Podkladové informace pro ověřování platnosti dat: 
 Neprázdná hodnota (IsRequired). Je vyţadováno vyplnění neprázdnou hodnotou. 
Instance třídy s nevyplněnou hodnotou členu není platná a nelze ji uloţit. 
 Pouze pro čtení (IsReadOnly). Hodnota má pouze informační charakter a uţivatelské 
rozhraní by nemělo umoţnit ji měnit přímo. 
 Maximální délka textového řetězce (MaxLength). Uţivatelské rozhraní by nemělo 
povolit zadání delšího textu, neţ je specifikováno, případně by delší text mělo 
oříznout. Ve vzorové implementaci je pouţit datový typ INT32. 
 Viditelná hodnota (IsVisible). Hodnota má být v uţivatelském rozhraní zobrazována. 
 Neplatná hodnota (IsInvalid). Zadaná hodnota neprošla interními testy. Instance třídy 
s neplatnou hodnotou členu není platná a nelze ji uloţit. 
 Povolené hodnoty (AllowedValues). Seznam povolených hodnot v případě typu 
reference nebo assignment. Můţe se měnit v závislosti na ostatních datech. 
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Informace pro uživatelské rozhraní: 
 Popisek (Label). Textový popisek dostatečně vystihující význam pole pro uţivatele. 
 Tip na vyplnění (Hint). Detailnější popis významu pro uţivatele, případně návod 
na vyplnění hodnoty. 
 Formát při převodu na textový řetězec (Format). Popisuje formát, na který budou 
převedeny netextové hodnoty při převodu na text (například formát data a času, formát 
a přesnost desetinného čísla apod.). Formát je popsán jako textový řetězec, vlastní 
převod je realizován standardními knihovními funkcemi. 
 Typ dat (ClientType). Blíţe vystihuje formu, jak prezentovat data uţivateli. 
o Identifikátor (id). Číselný identifikátor instance BLL třídy. Ve vzorové 
implementaci je pouţit datový typ INT32. 
o Textový řetězec (string). Jednořádkový textový řetězec s omezením 
maximální délky. 
o Heslo (password). Jednořádkový textový řetězec, jehoţ hodnota není 
při zadávání viditelná. 
o Dlouhý text (text). Víceřádkový textový řetězec s omezením maximální délky. 
o Celé číslo (int). Ve vzorové implementaci je pouţit datový typ INT32 
z důvodu lepší komptability s JavaScriptem. 
o Logická hodnota (bool). 
o Desetinné číslo (decimal). Ve vzorové implementaci je pouţit datový typ 
DECIMAL (desetinné číslo s předem neomezenou přesností). 
o Datum (date). Ve vzorové implementaci je pouţit datový typ DateTime 
s nulovým časem. Na klientovi můţe být zobrazen i kalendář. 
o Datum a čas (datetime). Na klientovi můţe být zobrazen i kalendář. 
o Odkaz na jiný objekt (reference). Ve vzorové implementaci je řešeno jako 
odkaz na třídu (jinou nebo i stejnou). Na klientovi je zobrazován jako 
ComboBox umoţňující výběr jedné hodnoty. 
o Množina odkazovaných objektů (assignment). Ve vzorové implementaci je 
řešeno jako seznam obsahující odkazy na třídu (jinou nebo i stejnou). 
Na klientovi je zobrazován jako ComboBox umoţňující výběr více hodnot. 
o Tabulka (table). Ve vzorové implementaci je řešeno jako seznam obsahující 
odkazy na třídu (jinou nebo i stejnou). Na klientovi je zobrazován jako grid 
(tabulka) s moţností stránkování a třídění. 
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o Soubor (file). Moţno řešit jako odkaz na třídu reprezentující soubor nebo 
obrázek. Na klientovi je zobrazován jako odkaz umoţňující získat obsah 
souboru a jako nahrávací pole. 
o Obrázek (image). Moţno řešit jako odkaz na třídu reprezentující soubor nebo 
obrázek. Na klientovi je zobrazován jako zmenšený náhled a současně odkaz 
umoţňující získat obsah obrázku a jako nahrávací pole. 
4.3.2 Znovu-použitelnost (reusability) kódu 
Jsou-li BLL třídy vhodně navrţeny, je moţné je pouţít jak pro webovou, tak i 
pro nativní (ne-webovou) aplikaci. K jedné BLL pak existují dvě uţivatelská rozhraní 
obsahující pouze logiku specifickou pro daný typ aplikace. Vnitřní logika aplikace je společná 
a nezávislá na pouţitém uţivatelském rozhraní. Stejně tak je vnitřní logika pouţita 
při přístupu k BLL přes webové sluţby nebo jiná rozhraní, která aplikace poskytuje. Navíc je 
takto splněn poţadavek na oddělení uţivatelského rozhraní od výkonného kódu aplikace. 
4.3.3 Přizpůsobitelnost (customization) 
Podobně jako u formuláře uţivatelského rozhraní je nutné i BLL třídy přizpůsobit 
neboli rozšířit jejich základní funkčnost. V prostředí .NET se jeví vhodné vyuţití partial tříd, 
kdy kostra třídy je v jednom souboru (nejlépe automaticky generovaném) a uţivatelské 
rozšíření v jiném souboru. 
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5 Možné přístupy řešení webových aplikací 
Kapitola se snaţí shrnout přístupy návrhu webových aplikací od jednodušších po 
komplikovanější. Kopíruje částečně cestu při hledání ideálního přístupu, který by dokázal 
uspokojit aktuální poţadavky ze strany uţivatelů i ze strany vývojářů webových aplikací. 
U kaţdého přístupu jsou zmíněny nejpodstatnější výhody a nevýhody.  
Základním společným poţadavkem je oddělení vrstvy uţivatelského rozhraní od BLL. 
Nejsou tedy zmíněny přístupy, které toto oddělení nerespektují.  
5.1 Výkonný kód pouze na straně serveru 
Nejstarší webové aplikace bylo moţné řešit pouze tak, ţe veškerý výkonný kód byl 
obsaţen na serveru. Webový prohlíţeč (jakoţto klient) nabízel pouze moţnost zobrazit 
webovou stránku a odeslat poţadavek na další stránku jako reakci na uţivatelskou akci. I 
v současné době je moţné tento přístup pouţít, je však nutné zváţit přínosy a omezení. 
5.1.1 Serverové platformy 
Různá serverová prostředí nabízejí různá řešení umoţňující vývoj webových aplikací. 
Stejně tak existují i různé programovací jazyky, ve kterých lze kód psát. Z pohledu uţivatele 
se však tato prostředí neliší, pokud webové stránky, které vytváří, jsou identické nebo velmi 
podobné. Dokonce můţe být z uţivatelského pohledu nemoţné zjistit, na jaké serverové 
platformě webové stránky, které si právě prohlíţí, běţí. V dalším textu jsou tedy tato prostředí 
povaţována za ekvivalentní co do nabízené funkcionality. 
Velkou výhodou existence výkonného kódu pouze na serveru je vysoká kompatibilita 
mezi různými prohlíţeči. Jediné odlišnosti mohou být v grafické prezentaci zobrazované 
stránky, coţ jsou problémy související s grafickým návrhem aplikace a typicky pouze 
minimálně s funkcionalitou. 
Ve srovnání s následujícími přístupy také není nutné v tomto případě duplikovat část 
výkonného kódu i na klienta. Myslí se tím nejrůznější ověřování uţivatelských vstupů, jejich 
vzájemných vztahů a výpočty závislých hodnot. V tomto případě jsou veškeré tyto akce 
řešeny na serveru aţ po odeslání celého formuláře. Není-li formulář vyplněn správně, je 
uţivatel vyzván k nápravě. Běţné bývá vizuální označení vstupních polí, která jsou vyplněna 
chybně nebo vůbec a jejich vyplnění je vyţadováno. 
Zásadní uţivatelskou nevýhodou je malá interaktivita, na kterou jsou v dnešní době 
uţivatelé zvyklí. Formulář je třeba nejprve celý vyplnit, odeslat a aţ pak se změny hodnot 
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projeví. Stejně tak výpočty závislých hodnot jsou viditelné aţ po odeslání formuláře. I tak 
jsou případy, kdy sníţený uţivatelský komfort lze tolerovat. Příkladem můţe být aplikace 
orientovaná víc na prohlíţení neţ zadávání dat nebo interní informační systém. 
S předchozí nevýhodou souvisí i ta následující. Po opětovném zobrazení formuláře 
(kvůli chybnému vyplnění) by bylo vhodné obnovit stav okna prohlíţeče tak, jak byl 
před odesláním. Tímto se myslí nastavení stejného zvětšení obsahu (zoom), nastavení 
do stejného výřezu (je-li formulář větší neţ okno prohlíţeče) a nastavení focusu na stejné 
vstupní pole formuláře. Je-li formulář malý a do okna prohlíţeče se vejde celý, tento 
nedostatek se plně neprojeví (tedy aţ na nastavení focusu). V případě většího formuláře však 
můţe jít o překáţku vyţadující pouţití některého pokročilejšího přístupu. 
5.1.2 AutoPostback 
Jednu z nevýhod předchozího přístupu je moţné odstranit zavedením mechanizmu 
automatického odeslání celého formuláře při změně hodnoty libovolného vstupního pole. Zde 
se jiţ neobejdeme bez jednoduchého skriptu na straně klienta (webového prohlíţeče). 
Na událost onChange kaţdého vstupního pole formuláře se napojí kód, který provede 
odeslání formuláře. Nově přijatý formulář, který dorazí jako odpověď na ten odeslaný, jiţ 
obsahuje upravené hodnoty, včetně těch vypočítaných v jiných vstupních polích.  
I zde však zůstává problém s obnovením stavu prohlíţeče po načtení nového 
formuláře. Protoţe však jiţ nějaký kód na straně klienta existuje (ten pro automatické 
odeslání), lze i uloţení a následné obnovení stavu prohlíţeče řešit skriptem. Avšak tímto se 
pomalu přesouváme do některé z následujících podkapitol, které zmiňují pouţití 
komplikovanějších skriptů na straně klienta. Avšak minimálně obnovení nastavení focusu je 
třeba řešit, jinak se tento přístup stává prakticky nepouţitelným. 
Odstraněním jedné nevýhody vznikne jiná. Vzhledem k tomu, ţe dojde k odeslání 
formuláře a k načtení nového, dojde také k určitému „probliknutí“ formuláře na klientovi 
při kaţdém přechodu mezi vstupními poli formuláře. Toto můţe na uţivatele působit rušivě a 
přístup tedy nelze v některých případech vyuţít. Nevýhoda se projeví méně v prostředí interní 
sítě, kde je odezva serveru a přenosová rychlost lepší neţ v prostředí veřejné sítě. 
Kód na straně serveru můţe být identický s tím z předchozího přístupu. Díky tomu 
bude formulář funkční i tehdy, jestliţe webový prohlíţeč nebude podporovat klientské skripty 
nebo je bude mít z nějakého důvodu zakázané. Výhodou tedy je i dobrá kompatibilita 
s většinou prohlíţečů se zachováním základní funkčnosti ve všech prohlíţečích. 
Jestliţe by měl být tento výčet maximálně důsledný, tak by metoda AutoPostback 
neměla patřit do přístupu s výkonným kódem pouze na straně serveru, ale jiţ do přístupu 
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s jednoduchým kódem i na straně klienta. Avšak kód pro odeslání formuláře je natolik krátký 
a univerzálně podporovaný, ţe pro jednoduchost a názornost byl přístup zařazen zde. Kód lze 
dokonce zapsat přímo jako hodnotu atributu elementu HTML, nebude-li vyţadován striktní 
XHTML zápis. 
5.2 Tlustý klient 
Za opak umístění veškerého výkonného kódu na server lze povaţovat umístění 
veškerého (nebo většiny) výkonného kódu na klienta. Server pak můţe řešit pouze 
synchronizaci přístupu klientů ke zdroji dat. Případně provádět ověřování dat, pokud není 
komunikace s klienty zabezpečena a klienti sami dostatečně důvěryhodní. Veškeré výpočty 
závislých hodnot a ověřování uţivatelských vstupů provádí klient. 
5.2.1 Nativní (ne-webový) klient 
Existují zadání, která nelze efektivně řešit jako webové aplikace. Například proto, ţe 
skriptovací jazyk prohlíţeče nenabízí dostatečný výkon nebo funkcionalitu (přístup 
k chráněným prostředkům apod.). Nezbývá tedy nic jiného, neţ aplikaci řešit jako ne-
webovou klient-server aplikaci. 
Výhodou tohoto přístupu je, ţe nabízí maximální moţnosti, pokud jde o odezvu 
uţivateli a funkcionalitu uţivatelského rozhraní. 
Z pohledu vývoje je výhodou i to, ţe kód celé aplikace je psán v jednom 
programovacím jazyce. Například konverze mezi datovými typy různých programovacích 
jazyků nemusí být vţdy jednoduchá (C# vs. JavaScript). S výhodou lze vyuţít přenosového 
formátu, který není jazykově závislý (XML). 
Nevýhodu lze spatřovat v komplikovanější distribuci a aktualizaci aplikace, kdy je 
třeba kaţdou novou verzi aplikace rozšířit na všechny klienty. Není-li technicky moţné 
provést aktualizaci všech klientů najednou (například kvůli jejich počtu), je třeba řešit navíc 
problém vzájemné kompatibility různých verzí klienta a serveru aplikace. 
Jako snaha o kompromis vznikly JavaApplety a ActiveX komponenty, kdy je 
v prostředí prohlíţeče spouštěn binární kód. Přestoţe lze takto řešit problém s výkonem, často 
i s funkcionalitou, nejedná se o klasickou aplikaci a zůstávají problémy s omezeným 
přístupem ke chráněným prostředkům.  
5.2.2 Kód překládaný do skriptů prohlížeče 
Výhody vývoje nativních aplikací (snadnější ladění, stejnorodé prostředí apod.) se 
pokouší přenést i do prostředí webových aplikací některé projekty, které překládají výkonný 
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kód aplikace do skriptovacího jazyka prohlíţeče. I přes bezesporné výhody, které tento 
přístup přináší, existují i zde nevýhody, které je třeba zváţit.  
Byl shromáţděn výčet několika projektů, které by pro právě uvedený účel bylo moţné 
pouţít. Výčet není kompletní, ale měl by být dostatečně reprezentativní. 
5.2.2.1 Script# 
Projekt Script# (Nikhil, 2006) nabízí moţnost přeloţit zdrojový kód v jazyce C# 
do JavaScriptu. Přeloţit je moţné pouze podmnoţinu jazyka C#. Je také moţné vytvořit popis 
rozhraní externí JavaScript knihovny, která bude přeloţeným JavaScriptovým kódem 
pouţívána. Tento popis je ve skutečnosti struktura prázdných C# tříd, takţe ve vývojovém 
prostředí funguje například i typová kontrola, kontrola názvů funkcí, našeptávače apod. Další 
informace je moţné získat na stránkách projektu. 
Příslušné části výkonného kódu aplikace by bylo moţné přeloţit do JavaScriptu a 
vyvarovat se tak ručnímu vytváření duplicitního kódu na straně klienta v jiném jazyce. Tato 
moţnost nebyla autorem diplomové práce prakticky ověřena. 
Za nevýhodu pouţití lze povaţovat zatím malé rozšíření projektu Script# a jeho 
minimální podpora (pouze jeden vývojář), i kdyţ je vyuţíván i v rámci společnosti Microsoft 
(Kothari, 2006). 
Komplikovaná by pravděpodobně byla i integrace do jiţ existující aplikace, která má 
jiţ část výkonného kód duplikovánu na klientovi. 
5.2.2.2 GoogleWebToolkit (GWT) 
Projekt GWT (Google, 2006), který řeší unifikaci vývojového prostředí webových 
aplikací, vznikl ve společnosti Google a v současné době je pouţitelný i na jiné projekty. 
Překládán je kód z jazyka Java do JavaScriptu. Další informace lze nalézt na stránkách 
projektu. 
Výraznou výhodou je silná podpora společnosti Google, která můţe pro někoho 
znamenat určitou záruku podpory i do budoucnosti. Další výhody jsou stejné jako ty, které 
jsou uvedeny u projektu Script#. 
Vzhledem k subjektivnímu preferování prostředí .NET autorem diplomové práce 
nebyla vyuţitelnost projektu GWT prakticky ověřena a v tomto přehledu je uvedena pro větší 
úplnost. 
5.2.2.3 F# a FSWebToolkit 
Zajímavou alternativou v prostředí .NET je jazyk F#, který na rozdíl od ostatních 
.NET jazyků vznikl aţ v roce 2005 v rámci Microsoft Research (Syme & Microsoft). Jedná se 
28 
 
o funkcionální programovací jazyk prostředí .NET. Má se stát součástí standardního .NET 
frameworku a příští verze vývojového prostředí MS Visual Studia (Syme & Microsoft). 
Zdrojový kód zapsaný v jazyce F# je často přehlednější a kratší neţ ekvivalentní zdrojový kód 
zapsaný v jazyce C# (příp. jiných). Překládán je do stejného formátu (MSIL) jako ostatní 
jazyky .NET frameworku. 
Projekt FSWebToolkit, který vznikl na MFF UK (Petříček, 2007), umoţňuje překládat 
zdrojový kód v jazyce F# do JavaScriptu. Tedy podobně jako u projektu Script#, by i zde bylo 
moţné překládat část výkonného kódu aplikace (tentokrát napsaného v F#) do JavaScriptu a 
vyvarovat se tak duplicitnímu ručně psanému kódu v dalším jazyce (JavaScriptu). Ani zde 
nebyla vyuţitelnost projektu autorem diplomové práce prakticky ověřena.  
Pouţití v jiţ existujících aplikacích, by si vyţádalo přepsání výkonného kódu 
do nového jazyka (to by v některých případech mohlo aplikaci prospět). Další komplikací je 
přeškolení stávajících vývojářů na nový jazyk a také odlišný způsob programování 
(deklarativní způsob zápisu algoritmu místo imperativního způsobu). Jazyk F# zatím také 
není příliš rozšířen, i kdyţ lze očekávat, ţe díky silné podpoře od společnosti Microsoft, se 
toto brzy změní. 
V počátečních fázích vzniku této práce byla moţnost pouţití F# a částečně i 
FSWebToolkitu váţně zvaţována. Nakonec však bylo přihlédnuto k faktu, ţe stále jde o jazyk 
a projekt, které nejsou zatím prakticky příliš prověřeny. S tím souvisí i komplikovanější 
integrace a sloţitější řešení vzniklých implementačních problémů. Praktická stránka věci 
tehdy převáţila nad teoretickou. 
5.3 Skripty na straně klienta 
Někde mezi právě zmíněními krajními případy se nachází kompromis, kdy je část 
aplikační logiky přenesena ze serveru na klienta. Avšak z důvodu poţadavku na integritu dat 
nebývá tento přenos úplný, ale jde pouze o duplikování části kódu. Ověření správnosti a 
výpočty závislých hodnot jsou tedy prováděny jak na klientovi (kvůli rychlosti odezvy), tak 
na serveru (kvůli integritě dat).  
V prostředí webových aplikací jsou typicky na serverové a klientské straně pouţity 
rozdílné programovací jazyky. Můţe tedy docházet k mírně odlišným výpočtům, není-li vývoj 
dostatečně pozorný. Testování by mělo obsahovat i určité ověření ekvivalence výpočtů 
na serverové a klientské straně. Dva odlišné programovací jazyky také přináší vyšší nároky 
na vývojáře. 
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5.3.1 Ověřování elementů formulářů 
Jedním z původních důvodů vzniku skriptování na webovém klientovi bylo právě 
ověřování správnosti vyplněných vstupních polí formuláře a jednoduché výpočty. Přímo 
při zadávání lze například omezovat mnoţinu znaků, které lze do vstupního pole zadat (pouze 
čísla, email ve správném formátu atd.). Také lze například znemoţnit opuštění chybně 
vyplněného vstupního pole a nedochází tedy k odeslání formuláře v případě chybně vyplněné 
hodnoty. 
Kód na straně serveru můţe být identický s kódem, který je pouţit u metody 
AutoPostback zmíněné výše. Podobně i zde zůstane formulář funkční, jestliţe nebude webový 
prohlíţeč podporovat klientské skripty nebo je bude mít z nějakého důvodu zakázané. 
Výhodou tedy je i dobrá kompatibilita s většinou prohlíţečů se zachováním základní 
funkčnosti ve všech prohlíţečích. 
Zřejmou nevýhodou je větší pracnost vývoje aplikace způsobená duplikací výkonného 
kódu typicky do jiného jazyka. S tím souvisí i komplikovanější ladění, testování a 
v neposlední řadě i vývoj nových verzí aplikace.  
5.3.2 Duplikace části výkonného kódu na klienta 
Jestliţe je na klienta přenesena ještě větší část aplikační logiky neţ pouhé ověřování 
uţivatelem zadaných hodnot a jednoduché výpočty za účelem lepší odezvy, dojde k ještě 
většímu prohloubení nevýhod zmíněných v předchozím přístupu. Bez detailního 
automatizovaného testování není odladění aplikace téměř moţné. Komplikovaný vývoj si 
často vynutí určité kompromisy, pokud jde o funkcionalitu aplikace nebo integritu dat. 
Kód na straně serveru můţe být stále identický s kódem, který je pouţit v metodě 
AutoPostback zmíněné výše. I zde formulář zůstává funkční, jestliţe nebude webový 
prohlíţeč podporovat klientské skripty nebo je bude mít z nějakého důvodu zakázané. 
Komptabilita s prohlíţeči závisí na způsobu psaní klientských skriptů (pouţité konstrukce 
jazyka atd.), lze však zachovat základní funkčnost formuláře ve všech prohlíţečích. 
Právě zmíněná komplikovanost vývoje stála pravděpodobně u zrodu následujících 
přístupů. 
5.4 Aktualizace částí webové stránky AJAXem 
Jestliţe je moţné na klientovi vyvolat asynchronní poţadavek na staţení další stránky 
(nebo jiného typu dat) a takto vrácený obsah dále zpracovat, otevírá se cesta k dalším 
přístupům, které zlepšují odezvu prohlíţeče při zachování poţadované funkcionality. 
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V nejjednodušším případě dochází k „neviditelnému“ odeslání formuláře na server 
asynchronním poţadavkem. Na serveru je provedeno zpracování kompletní stránky jako 
v případě klasického odeslání formuláře. Klientovi můţe být zpět odeslána kompletní stránka, 
nebo jen její část. Na klientovi je obsah navrácené stránky „implantován“ do zobrazované 
stránky. Dojde tak k náhradě starého formuláře za nový, aniţ by došlo k porušení stavu 
prohlíţeče. Zachován však typicky nezůstane focus, pokud pole s focusem bylo nahrazeno 
novou verzí. Zachování focusu tedy bývá řešeno skriptem. 
Zřejmou výhodou tohoto přístupu oproti předchozím je absence „probliknutí“ 
v prohlíţeči při aktualizaci formuláře. Záleţí však na velikosti nahrazované části stránky a 
výkonu prohlíţeče, zda tato náhrada bude nebo nebude viditelná pro uţivatele. 
Je-li na to během vývoje kladen důraz, je moţné i zde zachovat funkčnost formuláře, 
pokud prohlíţeč nepodporuje klientské skripty nebo je má z nějakého důvodu zakázané. 
Kompatibilita s prohlíţeči je menší, vzhledem k tomu, ţe je vyţadována existence takového 
rozhraní prohlíţeče, které umoţní vyvolání asynchronního poţadavku. V dnešní době však 
většina prohlíţečů tuto moţnost nabízí. I zde lze zachovat základní funkčnost formuláře 
u všech prohlíţečů. Kód na straně serveru je třeba pouze minimálně upravit (jestliţe mají být 
u asynchronních poţadavků vraceny pouze části stránky a ne stránka celá) nebo za cenu 
větších přenosů ani to ne. 
Při implementaci je třeba řešit moţnost vzniku více poţadavků ze strany klienta 
najednou. Buď je moţné zamezit vzniku asynchronního poţadavku, dokud předchozí nebyl 
dokončen, nebo je třeba na serveru vytvořit komplikovanější kód, který se nějak vypořádá 
s konfliktními poţadavky ze strany klienta. 
Je moţné pozorovat, ţe u tohoto přístupu dochází typicky k opakovanému přenosu 
statických částí stránky, v nichţ se mění jen jejich malé části. 
5.4.1 jQuery – funkce Load 
JavaScriptová knihovna JQuery nabízí funkce, která zajistí asynchronní odeslání 
obsahu formuláře na server a aktualizaci obsahu části stránky částí stránky vrácené serverem. 
Nahrazovat je moţné libovolný element stránky a jeho pod-elementy.  
Na straně klienta je třeba zařídit nahrání knihovny JQuery. 
5.4.2 UpdatePanel 
UpdatePanel je řešení od společnosti Microsoft, které lze vyuţít v prostředí ASP.NET. 
Kaţdý UpdatePanel vloţený na stránku je moţné si představit jako pravoúhlou oblast, jejíţ 
aktualizaci (zakončenou přenosem obsahu celé této oblasti a nahrazením obsahu ve stránce 
31 
 
přímo v prohlíţeči) lze vyvolat klientským skriptem jako reakci na změnu hodnoty vstupního 
pole formuláře nebo i jindy. Na serveru dochází k úplnému zpracování stránky, je však moţné 
v kódu detekovat, zda jde o klasický poţadavek nebo o poţadavek z UpdatePanelu. 
Při vytváření stránky je třeba pouţít prvek ScriptManager, který zajistí nahrání 
klientského kódu na klienta ve vygenerované stránce. Je-li klientem prohlíţeč, který 
nepodporuje asynchronní odeslání poţadavku, je UpdatePanel simulován ve stylu metody 
AutoPostback. 
Výhodou UpdatePanelu je silná podpora od společnosti Microsoft a v dnešní době i 
široké pouţívání (Prosise, 2007). V případě pouţití UpdatePanelu na větší oblast je znatelná 
prodleva i několik sekund ve chvíli, kdy dochází k nahrazování starého obsahu novým. 
5.4.3 Konkurenční řešení 
Jako reakce na existenci UpdatePanelu vznikla konkurenčních řešení od společností, 
které vyvíjejí webové komponenty. Příkladem můţe být společnost Infragistcs 
s komponentout WebAsyncRefreshPanel. Základní myšlenka však je stejná jako u 
UpdatePanelu a nepřináší přístupy (snad jen lepší kompatibilitu s ostatními komponentami), 
které by mělo smysl zmínit. 
5.5 Aktualizace elementů webového formuláře AJAXem 
Během hledání ideálního přístupu řešení webové aplikace vznikl nápad vycházející 
částečně z UpdatePanelu a z pozorování, ţe velká část přenášených dat se nemění. Většinou 
se mění pouze hodnoty vstupních polí formulářů, případně okolní popisky. 
Omezí-li se tedy přenosy pouze na hodnoty polí formuláře a nezbytná další metadata, 
dojde ke sníţení mnoţství přenášených dat a tedy i ke zrychlení odezvy při zachování stejné 
funkcionality jako u řešení s UpdatePanelem. Na tento přístup lze nahlíţet tak, ţe jde o 
rozdělení vrstvy uţivatelského rozhraní na klientskou a serverovou část, kdy se logika 
uţivatelského rozhraní rozdělí (část na server a část na klienta). 
Bude sice nutné vytvořit komplikovanější skript na straně klienta, avšak to jiţ v dnešní 
době nezpůsobuje zásadní problémy. Je nutné stanovit určité minimální poţadavky 
na webového klienta, které bude třeba splnit, aby toto řešení bylo moţné pouţít. Je také nutné 
zmínit, ţe řešení není univerzální a jsou případy, kdy je vhodnější pouţít některý 
z předchozích přístupů. 
Pro větší úplnost přehledu přístupů je vhodné zmínit výhody právě navrţeného řešení. 
Nedochází k „probliknutí“ při přechodu mezi vstupními poli formuláře, protoţe není odesílán 
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celý formulář. Nedochází k opakovanému přenosu stejných částí stránky, protoţe jsou 
přenášeny pouze hodnoty vstupních polí formuláře.  
Celý výkonný kód aplikace je umístěn na serveru a nedochází tedy k duplikaci 
na klienta. Na klientovi je pouze výkonný kód uţivatelského rozhraní, který zajistí aktualizaci 
hodnot a přenos hodnot na server a z něj. 
Detailnější popis výhod i nevýhod řešení je předmětem následujících kapitol. Nechť je 
právě uvedený zjednodušený popis chápán jako základní myšlenka, která bude dále rozvíjena. 
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6 Návrh řešení s využitím pokročilého AJAXu 
V kapitole je uveden přístup vytváření webových aplikací, který se snaţí optimalizovat 
komunikaci mezi klientem a serverem s vyuţitím metadat, která jsou poskytována BLL 
objekty nebo jinak. Tato metadata je navíc moţné vyuţít i k automatickému generování 
formulářů uţivatelského rozhraní, čímţ se ještě více zjednoduší vývoj aplikace. Budou-li 
metadata vhodně vizualizována ve formuláři, zlepší se uţivatelská přívětivost aplikace. 
Součástí kapitoly je také popis několika metod, které umoţní minimalizovat velikost 
přenášených dat. 
6.1 Základní myšlenka řešení 
Základní myšlenkou celého přístupu je „roztrhnout“ logiku uţivatelského rozhraní 
na klientskou a serverovou část. K přenášeným datům lze poskytnout i metadata a díky tomu 
optimalizovat přenos mezi klientem a serverem. Klient modifikuje na své straně formulář 
podle toho, jaká data a metadata obdrţí. Výsledná webová stránka s formulářem je tedy 
finálně upravována aţ na klientovi, coţ je výrazný rozdíl oproti jiným přístupům, kdy podobu 
stránky vytváří server a klient ji pouze zobrazuje. Náhradu části stránky za novou verzi 
ve stylu UpdatePanelu nepovaţujme za finální úpravu ve smyslu předchozí věty. S jistou 
nepřesností lze říci, ţe se jedná o postup analogický XSLT transformací strukturovaných dat 
na webovou stránku přímo ve webovém prohlíţeči. 
Klient u sebe uchovává pouze editační formulář a veškeré instance tříd s daty a 
metadaty jsou uchovávány na serveru. Ať uţ v neaktivní podobě uloţené v databázi nebo 
v aktivní podobě v operační paměti v rámci uţivatelské relace (session). Změna vstupního 
pole formuláře vyvolá přenos nové hodnoty na server. Tam je hodnota zkontrolována a 
nastavena příslušnému členu instance třídy. Provedou se případné výpočty závislých hodnot. 
Zpět na klienta jsou přeneseny nová data a metadata, podle kterých je upraven obsah 
formuláře. 
Vlastní realizace je řešena rozdělením serverové části aplikace na sluţbu poskytující 
formuláře, sluţbu poskytující data a metadata a sluţbu poskytující statický obsah. Jde tedy 
o rozdíl oproti klasické webové aplikaci, kde je obsah webové stránky s formulářem (a daty) 
poskytován stejnou sluţbou, která poskytuje i statická data. Rozdělením na více sluţeb lze 
dosáhnout lepší škálovatelnosti aplikace (po vyřešení technických implementačních 
problémů) nebo minimálně moţnosti snadného sdílení statického obsahu mezi více 
aplikacemi. 
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Obrázek 2 – Prezentované řešení 
6.2 BLL objekty a metadata 
V průběhu implementace bylo třeba rozhodnout, jakým způsobem budou navázána 
metadata ke členům BLL tříd. Nabízejí se nejrůznější moţnosti. Nakonec byly vytvořeny dvě, 
které umoţní pouţitelnost navrţeného řešení ve většině aplikací (s modifikovatelným 
zdrojovým kódem i s nemodifikovatelným). 
Vzhledem k tomu, ţe byla vybrána realizace BLL pomocí tříd, nejsou zvaţovány 
moţnosti navázání metadat v jiných realizacích BLL. Lze však předpokládat, ţe by bylo 
moţné pouţít analogické způsoby. 
Nebyla realizována moţnost měnit metadata v závislosti na hodnotách dat, coţ by 
umoţnilo vytvářet komplikovanější formuláře neţ v případě neměnných metadat. Například 
číslo dokladu lze zadat pouze před uloţením dokladu, pak se stává neměnitelným. Dalším 
příkladem můţe být zaokrouhlení platby, které je viditelné jen pokud typ platby zaokrouhlení 
vyţaduje. 
6.2.1 Metadata jako atributy u členů (member) tříd 
Jazyk C# (a i ostatní jazyky .NETu) poskytuje konstrukci, kdy lze třídě, členům třídy 
(field i property) a metodám přiřadit tzv. uţivatelský atribut, který obsahuje typovaná data (i 
strukturovaná). Pro kaţdý typ metadat (popsaný v minulé kapitole) byl vytvořen jeden 
uţivatelský atribut, kterým lze členům BLL tříd specifikovat metadata.  
Jsou-li BLL třídy generovány automaticky z nějakého schématu, lze toto schéma 
rozšířit o poţadovaná metadata (pokud jiţ nejsou obsaţena) a uţivatelské atributy ke členům 
také generovat. 
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Pouţití uţivatelských atributů jako zdroje metadat je vhodné, je-li aplikace vytvářena 
nově nebo je-li k dispozici zdrojový kód aplikace, který je moţné dodatečně obohatit o tyto 
atributy. Metadata jsou navázána přímo na členy tříd, tedy jsou bezprostředně u dat. 
6.2.2 Metadata v externím XML 
Pro kaţdou třídu, která existuje v BLL, bude vytvořen jeden XML soubor obsahující 
seznam všech jejích členů a metadata k nim. Obsah XML souboru je moţné vytvářet 
nezávisle na zdrojovém kódu BLL tříd. Dokonce můţe být dodatečně měněn bez nutnosti 
rekompilace celé aplikace. 
Jsou-li BLL třídy generovány automaticky z nějakého schématu, lze i v tomto případě 
schéma rozšířit o poţadovaná metadata (pokud jiţ nejsou obsaţena) a obsah XML souboru 
generovat také. Generování můţe být jednorázové s následnou ruční úpravou a rozšířením 
o metadata, která ve schématu nejsou obsaţena. Prvotní obsah je také moţné generovat 
pomocí reflexe existujících BLL tříd.  
XML jakoţto zdroj metadat sice poněkud odděluje metadata od dat, avšak lze jej 
generovat z různých zdrojů automaticky (nebo alespoň základní kostru, která bude dále ručně 
doplněna). 
6.2.3 Přizpůsobení (customization) způsobu získání metadat 
V ukázkové implementaci je vytvořeno rozhraní „poskytovatele metadat“ 
(IMemberDataProvider), se kterým zbytek aplikace pracuje. Je tedy moţné v případě potřeby 
vytvořit i další poskytovatele metadat pouhou implementací tohoto rozhraní a nového 
poskytovatele v aplikaci zaregistrovat. 
6.3 Generování formulářů na základě metadat 
XML soubor, který můţe slouţit jako zdroj metadat, lze vyuţít i jako zdroj 
pro generování formuláře slouţícího k základní editaci instance třídy. Elementy formuláře 
jsou voleny podle typu člena třídy. Vlastní generování je řešeno jako XSLT transformace. 
Generován je HTML kód formuláře a obsluţný JavaScript kód, který je z technických důvodů 
oddělen od HTML kódu. 
Vygenerované HTML formuláře a JavaScript kódy jsou ukládány a nejsou 
automaticky přegenerovávány. Tím je jednoduše zajištěno, ţe při ruční úpravě formuláře nebo 
skriptu nedojde k přepsání těchto úprav automatickým generováním. Dojde-li k úpravě 
zdrojového XML souboru a je ţádoucí formulář a skript znovu vygenerovat, je nutné staré 
soubory ručně odstranit. 
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Právě uvedený postup vyniká především svou jednoduchou realizovatelností. Jestliţe 
by mělo být v aplikaci upraveno větší mnoţství formulářů ručně, pak kaţdá další úprava jejich 
struktury vyţaduje ruční zásahy i do formuláře. Minimálně by bylo vhodné, kdyby generátor 
dokázal upozornit na ty formuláře, které je třeba dodatečně ručně upravit, aby nabyl některý 
opomenut. Ideálně by generátor mohl zkusit provést spojení nově generovaného formuláře a 
původního upraveného formuláře (tedy podobně jako řeší konflikty systémy SVN a CVS). 
6.4 Grafická prezentace metadat 
Metadata jednotlivých členů instance třídy je moţné vizualizovat na formulář. 
V ukázkové implementaci bylo zvoleno relativně jednoduché a přímočaré mapování typů 
metadat na vlastnosti HTML formuláře. 
 IsRequired – Za vstupní pole formuláře je přidán element span, který obsahuje „*“. 
 IsReadOnly – Vstupnímu poli je nastaven atribut disabled, který způsobí nemoţnost 
editace. Disabled elementy nejsou standardně odesílány na server, coţ je vlastnost 
HTML. 
 MaxLength – Textovým vstupním polím formuláře je nastaven atribut maxlength 
na danou hodnotu. Není pak moţné do vstupního pole zadat delší text. 
 Format – Slouţí pouze k převodu netextové hodnoty na textovou a není vizualizován 
na formulář. 
 IsVisible – Nastavuje CSS vlastnost display, která způsobí zobrazení/skrytí vstupního 
pole. 
 Label – Všem elementům label, které mají nastaven atribut for na id totoţné s id 
vstupního pole formuláře, je nastaven obsah. 
 Hint – Vstupnímu poli formuláře je nastaven atribut hint. 
 IsInvalid – Za vstupní pole formuláře je přidán element span, který obsahuje „!“. 
Při implementaci je třeba počítat s tím, ţe můţe nastat situace, kdy bude zobrazen 
příznak IsRequired i IsInvalid. Je také třeba zajistit, aby element span pro kaţdý z příznaků 
IsRequired a IsInvalid existoval maximálně jednou. Pro ostatní typy metadat jiţ v navrţeném 
mapování nedochází k podobným kolizím. 
6.5 Minimalizace přenosu 
Minimalizace celkového počtu přenášených dat je výsledkem několika optimalizací, 
které byly realizovány. Další optimalizace, které však zatím realizovány nebyly, jsou uvedeny 
v závěrečných kapitolách. 
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 Přenášeny jsou pouze hodnoty a metadata. Ostatní elementy formuláře, které se 
typicky nemění, přenášeny nejsou. 
 Jako přenosový formát je zvolen JSON, který je prostorově úspornější neţ XML a 
také je rychleji zpracovatelný klientským skriptem. 
 Z přenosu jsou vynechány elementy, které mají výchozí hodnotu datového typu (null, 
0, false, …). Nejsou tedy přenášeny informace, které je moţné automaticky 
zreprodukovat. 
 Klient při poţadavku o přenos dat předá seznam členů, jejichţ hodnotu poţaduje. 
Pouze má-li seznam poţadovaných členů hodnotu null, jsou přenášeny členy všechny. 
Přenos se tak omezí pouze na data, která jsou na formuláři obsaţena. 
6.6 Schéma automatického generování 
Při vývoji webové aplikace je moţné z jednoho zdroje generovat různé části aplikace. 
Je zde uvedeno jedno z moţných řešení, jak lze usnadnit vytváření aplikace. 
Vysvětlivky:
Form Design
(HTML)
Form Script
(JavaScript)
DB Schema
(XML)
DB Schema
(SQL)
Class Schema
(XML)
Generated
BLL Classes
(C#)
Class Diagram
(UML/XML)
X
S
LT
XSLT
X
S
LT
XSLT
XSLT
XS
LT
realizovaná šablona
nerealizovaná šablona
 
Obrázek 3 – Schéma generování kostry 
Diagramu tříd v UML (ale lze vyuţít i prostého XML) lze s výhodou pouţít jako zdroj 
pro nejrůznější automatická generování. Je třeba pouze zajistit, aby diagram obsahoval 
veškeré potřebné informace o třídách a jejich členech (members). 
Jako základní lze generovat strukturu databáze, ve které jsou data ukládána. 
Z implementačních důvodů se osvědčilo generování realizovat přes mezistupeň ve formátu 
XML a aţ ten pak transformovat do sekvence SQL příkazů, která vytváří strukturu databáze. 
Důvodem pro tento dodatečný mezikrok je přehlednější zápis transformace v XSLT, která 
vytváří XML výstup, neţ transformace, která vytváří binární nebo textový výstup. Tento 
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jednoduchý způsob generování schématu databáze zajistí pouze jeho vytvoření. Při poţadavku 
o dodatečnou aktualizaci schématu databáze, je třeba databázi vytvořit znovu a vyřešit přenos 
dat (například vyuţít některou z existujících aplikací pro synchronizaci struktury a dat dvou 
databází – první staré s daty a druhé nové bez dat) nebo původní databázi rozšířit o nové 
prvky ručně (s vyuţitím části vygenerovaného skriptu nebo úplně bez něj). 
Jako součást schématu databáze lze generovat i nejrůznější integritní omezení a 
kontroly. Při generování záleţí na tom, zda se mohou metadata měnit podle obsahu dat nebo 
jsou metadata povaţována za neměnná. Pouze ve druhém případě je automatické generování 
integritních omezení a kontrol v databázi snadno realizovatelné. 
Dále je moţné generovat základní strukturu BLL tříd, které jsou označeny příznakem 
partial a lze je tedy dále snadno rozšiřovat v oddělených souborech o další kód a 
funkcionalitu. Automatické generování zajistí strukturu tříd, která bude totoţná se strukturou 
v diagramu. Navíc lze členům tříd přidat uţivatelské atributy, pomocí kterých pouţitá 
perzistence provádí mapování BLL tříd na tabulky databáze. 
Ze znalosti struktury jednotlivých BLL tříd je také moţné generovat základní podobu 
editačních formulářů a jejich pomocných skriptů. Typicky bude nutné formuláře dále 
přizpůsobit, avšak některé jednoduché formuláře bude moţné pouţít rovnou. 
Závislosti generování zobrazené na obrázku jsou uvedeny pro hrubou představu. 
Všechny kompletní šablony nejsou součástí ukázkové aplikace (z licenčních důvodů). 
Přiloţeny jsou pouze XSLT soubory, které ze schématu tříd ve formátu XML vygenerují 
základní editační formuláře pro tyto třídy. Tyto editační formuláře je pak moţné dále upravit. 
Customizace v uvedeném schématu automatického generování je moţná na několika 
místech. Lze upravovat editační formuláře a jejich pomocné skripty. Dále je moţné upravit 
SQL skript před tím, neţ bude pomocí něj vytvořena struktura databáze (není řešena 
automatická rozdílová aktualizace schématu proti minulé verzi). A konečně generované BLL 
třídy je moţné rozšiřovat v samostatných souborech díky existenci partial tříd v .NET 
frameworku (zdrojový kód jedné třídy je moţné rozmístit do více zdrojových souborů). 
6.7 Implementační rozhodnutí 
V průběhu vzorové implementace bylo učiněno několik implementačních rozhodnutí, 
také byla vybrána určitá prostředí. 
Na serverovou stranu byl zvolen framework WCF. Jako součást .NET frameworku má 
silnou podporu ze strany společnosti Microsoft. Nabízí moţnost serializace dat do formátu 
XML i JSON. Dále nabízí reţim komunikace s klientem ve stylu REST, kdy je moţné 
předávat parametry sluţby v URL. WCF sluţbu je moţné hostovat jak v rámci IIS web 
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serveru, tak i rámci libovolné samostatné aplikace nebo jako sluţbu operačního systému. 
Alternativou by mohl být starší typ webových sluţeb ASMX. Ten však některé právě zmíněné 
vlastnosti WCF nemá. Naopak je podporován i v prostředí Mono, které v současné době WCF 
nepodporuje. 
Jako formát pro přenos mezi klientem a serverem byl zvolen JSON. Oproti XML je 
prostorově méně náročný. Také zpracování v JavaScriptu je rychlejší neţ zpracování XML. 
Formát XML je informačně silnější (typová kontrola apod.), avšak pro vzorovou 
implementaci toto nemá význam, jelikoţ většina dat je nakonec přenášena jako textové 
řetězce. 
Na straně klienta je pouţit framework jQuery, která výrazně usnadňuje manipulaci 
s daty a zobrazenou stránkou a také komunikaci se serverem. Velkým přínosem je i to, ţe 
maskuje rozdíly mezi jednotlivými prohlíţeči a vytváří tak jednotné rozhraní pro tvorbu 
skriptů. Existence různých rozšíření pro tento framework lze povaţovat za další výhodu. 
Alternativou k frameworku jQuery mohou být jiné JavaScriptové frameworky (Dojo (Dojo, 
2004), Ext (Ext, 2007), Prototype (Stephenson, 2007), …). Volba byla učiněna z důvodu 
dobrých výsledků ve srovnávacích testech (Velichkov, 2009), také díky široké podpoře, 
plánovanému začleněním do vývojových prostředí společnosti Microsoft (Guthrie, 2008) a 
v neposlední řadě i díky předchozím dobrým zkušenostem autora diplomové práce s tímto 
frameworkem.  
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7 Popis komunikace a navržená rozhraní 
Kapitola popisuje formát komunikace mezi klientem a serverem u přístupu vytváření 
webových aplikací představeném v minulé kapitole. Dále jsou popsána rozhraní dvou 
webových sluţeb na straně serveru. Jedna sluţba zpřístupňuje data a metadata pro formuláře 
(dynamický obsah formulářů). Druhá sluţba pak poskytuje zdrojový kód vlastních formulářů 
a podpůrné skripty (statický obsah formulářů). 
7.1 Identifikace objektů 
Kaţdá instance BLL třídy je identifikována uspořádanou dvojicí <název třídy, číselný 
identifikátor>. Jako název třídy je pouţíván plně kvalifikovaný název BLL třídy, tedy včetně 
prostoru jmen (namespace). Z implementačních důvodů je třeba pro přenos nahradit znak 
tečka („.“) za znak podtrţítko („_“). Znak podtrţítko tedy nelze pouţít v názvu instance třídy 
jinde, aby bylo moţné snadno zajistit prostou konverzi. Problém interně vzniká u předávání 
parametrů WCF sluţbě pomocí URL (ve stylu REST), kdy má současná verze WCF problém 
s tečkou v textovém řetězci. Tento problém se projevuje pouze u některých typů hostování 
WCF sluţby (u hostování v rámci aplikace se neprojevuje). Tedy například místo názvu třídy 
„TestBLL.Item“ je třeba pouţívat „TestBLL_Item“.  
V průběhu vzorové implementace vzniklo rozhodnutí (implementační kompromis), ţe 
číselný identifikátor bude datového typu INT32 (32bitové celé číslo se znaménkem). Tento 
datový typ má dostatečný rozsah hodnot pro běţné aplikace. Také zvaţovaný typ INT64 
(64bitové celé číslo se znaménkem), případně GUID (globálně jednoznačný identifikátor) by 
přinesl implementační komplikace a drobná výkonnostní omezení. Číselný identifikátor je pro 
kaţdou instanci daného názvu unikátní, nemusí však být unikátní globálně. Neuloţené 
instance mají jeho hodnotu zápornou, uloţené kladnou. Po uloţení nově vytvořené instance 
BLL třídy dojde ke změně číselného identifikátoru ze záporné hodnoty na kladnou 
(přidělenou databází nebo perzistencí). 
7.2 Uživatelské relace (session) 
Přirozený poţadavek víceuţivatelského přístupu k webovým sluţbám si vynutil 
zavedení mechanismu uţivatelských relací (sessions). Protokol HTTP je původně 
bezestavový a stav je řešen přenosem identifikátoru uţivatelské relace a uchováváním 
stavových informací na serveru. Ten je moţné řešit prostředky protokolu HTTP, tedy přenášet 
identifikátor relace v hlavičkách (headers) poţadavků jako tzv. cookies, nebo předávat 
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identifikátor relace jako další parametr webových sluţeb. Z důvodu snadnější implementace a 
větší univerzálnosti (WCF hostování v IIS web serveru i samostatné aplikaci) byla zvolena 
druhá moţnost, která navíc jednoduše umoţní existenci více uţivatelských relací pro jednoho 
klienta. Toto sice nebylo ve vzorové implementaci vyuţito, avšak není vyloučeno budoucí 
praktické vyuţití. 
Jako identifikátor relace byl zvolen textový řetězec. Při vytváření je generován jako 
GUID (globálně jednoznačný identifikátor) pomocí knihovních funkcí .NET frameworku. 
Není třeba vytvářet identifikátor relace na klientovi v JavaScriptu, kde by to způsobovalo 
implementační komplikace (zejména zajištění globální unikátnosti). 
7.3 Binární soubory a obrázky 
Mezi typy dat členů instancí BLL tříd jsou i soubor a obrázek. Kromě vlastních 
binárních dat je ukládán u těchto typů i původní název souboru, dále MIME typ a také datum 
a čas poslední modifikace. U obrázku je navíc ukládán i rozměr, tedy šířka a výška. Všechny 
tyto dodatečné informace usnadňují manipulaci se soubory a obrázky v prostředí webové 
aplikace. Interně je kaţdý soubor a obrázek jednoznačně identifikován číselným 
identifikátorem (podobně jako instance BLL tříd). Typicky existuje v hierarchii BLL tříd 
jedna, která reprezentuje binární soubor a obrázek. Lze však zvolit i jiný přístup (například 
uloţení v souborovém systému). 
Na rozdíl od ostatních typů vstupních polí formuláře nelze u typu file přistupovat 
k hodnotě pole formuláře přímo v klientským skriptem. Vlastní přenos proběhne pouze 
při odeslání celého formuláře. Toto chování komplikuje řešení, kdy dochází k asynchronnímu 
přenosu změněných hodnot formuláře na server, aniţ by došlo k fyzickému odeslání celého 
formuláře. Navíc je třeba formuláři nastavit speciální typ kódování odesílaných dat 
(multipart/form-data), aby byl soubor vůbec odeslán. Existuje moţnost, jak tato omezení 
obejít. Pomocí klientského skriptu je vytvořen formulář ve skrytém elementu iframe, do něj 
jsou přidána potřebná pole (včetně pole typu file) a tento formulář je vyuţit namísto 
původního pole, které je nahrazeno například tlačítkem. Po výběru souboru dojde k odeslání 
skrytého formuláře a tím k přenosu souboru na server. Pro framework jQuery existuje plugin, 
který tuto funkcionalitu nabízí. Na straně serveru si toto řešení vyţádá existenci speciální 
operace (metody) webové sluţby, která bude schopna přijmout a dekódovat obsah formuláře 
se souborem. 
Alternativou k tomuto řešení je pouţití některého existujícího nahrávače (uploaderu) 
souborů, například FLASH nebo ActiveX komponenta, případně Java Applet. Tato řešení jsou 
však komplikovanější na zprovoznění a méně kompatibilní s většinou prohlíţečů neţ řešení 
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pomocí JavaScriptu. Není však vyloučeno, ţe v budoucnosti bude doimplementován nahrávač 
(uploader), který se pro serverovou stranu bude tvářit stejně jako JavaScriptové řešení se 
skrytým formulářem a nabídne vyšší funkcionalitu (například zobrazení průběhu nahrávání, 
současné nahrávání více souborů najednou apod.). 
Pro větší názornost je uveden tělo (body) HTTP poţadavku při nahrávání souboru (je 
nahráván textový soubor s jednořádkovým obsahem). Detailní popis formátu je uveden 
v RFC2388 (Masinter, 1998). 
 
7.4 Grid (tabulka) s možností řazení a stránkování 
Častým elementem na webových stránkách je tabulka. V případě editačního formuláře 
instance BLL třídy je pomocí tabulky zobrazována kolekce navázaných dat, tedy typicky 
instancí BLL tříd. Poněkud nestandardní způsob vytváření a aktualizace webového formuláře 
v právě popisovaném přístupu řešení webových aplikací si vyţaduje věnovat zvláštní 
pozornost tabulce. Protoţe data jsou do formuláře vkládána aţ klientským skriptem, je nutné i 
obsah tabulky plnit aţ na klientovi. Data v tabulce mohou mít předem neomezenou velikost, 
coţ zároveň s poţadavkem na optimalizaci komunikace mezi klientem a server vede k řešení, 
Content-Type: multipart/form-data; boundary=---------------------------41184676334 
Content-Length: 642 
 
-----------------------------41184676334 
Content-Disposition: form-data; name="session" 
 
2f054cd6-429c-4a17-b338-d4b7d87681b8 
-----------------------------41184676334 
Content-Disposition: form-data; name="name" 
 
TestNHBLL.Item 
-----------------------------41184676334 
Content-Disposition: form-data; name="id" 
 
1 
-----------------------------41184676334 
Content-Disposition: form-data; name="path" 
 
Document 
-----------------------------41184676334 
Content-Disposition: form-data; name="value"; filename="test.txt" 
Content-Type: text/plain 
 
This is content of samle text file. 
-----------------------------41184676334-- 
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kdy tabulka nabízí stránkování. Při přechodu na jinou stránku tabulky dojde k vyvolání 
automatického poţadavku o příslušná data, kterými se tabulka zaktualizuje.  
Pro framework jQuery existuje pokročilý plugin jqGrid řešící právě poţadovanou 
problematiku. Navíc nabízí i moţnost řazení dat podle různých sloupců. Toto řazení probíhá 
na serveru, klient pouze s poţadavkem na stránku přenáší i informaci, podle kterého sloupce 
má být řazeno. Na straně serveru je vytvořena operace (metoda) webové sluţby, která vrací 
poţadovanou stránku tabulky. Kromě tlačítek, která umoţňují změnu zobrazované stránky a 
záhlaví sloupců, která umoţňují změnu třídění, je moţné zobrazit i další tlačítka, kterými lze 
vyvolat manipulaci s řádky tabulky (vytvoření nového, editaci stávajícího a smazání 
stávajícího). Také lze zobrazit tlačítko pro aktualizaci dat tabulky. 
 
Obrázek 4 – jqGrid 
Plugin jqGrid byl zvolen díky rozsáhlým moţnostem přizpůsobení a jednoduchostí 
zprovoznění. Navíc se jedná o rozšíření frameworku jQuery, není tedy nutné integrovat další 
knihovny. 
7.5 Dočasná deaktivace uživatelského rozhraní 
Za účelem snadné serializace poţadavků mezi klientem a serverem je moţné zamezit 
moţnosti vzniku nového poţadavku, dokud minulý poţadavek není dokončen. Dočasnou 
deaktivací uţivatelského rozhraní lze pak zamezit vzniku poţadavku v nevhodnou chvíli. 
Framework jQuery poskytuje modul blockUI, který zakryje stránku poloprůhlednou vrstvou a 
zabrání tak ovládání pomocí myši. Dále zajistí odchycení stisku všech kláves na stránce a 
zabrání tak ovládání pomocí klávesnice. Navíc na poloprůhlednou vrstvu lze umístit text 
(nebo i obrázek) informující uţivatele o probíhající aktualizaci dat. Oproti některým jiným 
řešením nedochází při deaktivaci uţivatelského rozhraní pomocí pluginu blockUI 
k zablokování celého prohlíţeče, takţe je moţné v případě neočekávané chyby nebo 
při výpadku spojení vyţádat znovunačtení stránky (reload). 
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7.6 Autentizace uživatele 
Ověření uţivatele je nezbytným poţadavkem kaţdé webové aplikace, pokud se 
nejedná o veřejnou sluţbu, ke které je volný přístup. Díky vyuţití WCF na straně serveru je 
moţné vyuţít metody, které nabízí. Kvůli podpoře formátu JSON pro přenos jsou WCF 
sluţby nakonfigurovány v REST-enabled reţimu. WCF sluţbu je moţné nakonfigurovat jako 
veřejnou, dále je moţné vyuţít Basic autentizaci (Hallam-Baker, Hostetler, Lawrence, Leach, 
Luotonen, & Stewart, 1999), NTLM autentizaci (Glass, 2006) a další. Byla ověřena funkčnost 
moţnosti bez autentizace a Basic autentizace, kde je ověřováno uţivatelské jméno a heslo 
vůči systémovým (případně doménovým) uţivatelům serveru. Další metody jsou pouţitelné 
v případě přihlášení klientského počítače do Windows domény, kdy je klient identifikován 
systémovým uţivatelským jménem. Popis těchto metod lze najít ve volně dostupných 
zdrojích. Na klientovi je v případě Basic autentizace poţadováno zadání uţivatelského jména 
a hesla do standardního přihlašovacího dialogu při prvním asynchronním poţadavku. Je 
moţné vytvořit vlastní implementaci autentizace pro WCF a ověřovat uţivatele například 
proti seznamu uţivatelů uloţenému v databázi nebo i jinde. 
Nastavení způsobu autentizace je moţné provést v konfiguračním souboru aplikace 
(App.config nebo Web.config) v sekci configuration -> system.serviceModel -> bindings -> 
webHttpBinding -> binding -> security. Uvedeno je nastavení pro anonymní přístup a 
pro Basic autentizaci. 
 
 
Není-li webová sluţba konfigurována v konfiguračním souboru aplikace, ale je 
vytvářena a konfigurována programově ve zdrojovém kódu, je třeba i konfiguraci způsobu 
autentizace řešit ve zdrojovém kódu. V ukázkové aplikaci jsou pro názornost pouţity obě 
metody. 
Autentizaci je moţné nastavit zvlášť u kaţdé webové sluţby. Je-li poţadována lepší 
úroveň zabezpečení neţ ověření uţivatelským jménem a heslem, je moţné vyuţít pokročilejší 
metody zabezpečení komunikace, které nabízí WCF (jejich praktické ověření nebylo autorem 
diplomové práce provedeno). Zabezpečení na straně klienta je pak další otázkou, kterou je 
vhodné řešit v případě systému, který obsahuje citlivé informace. 
<security mode="TransportCredentialOnly"> 
  <transport clientCredentialType="Basic"/> 
</security> 
<security mode="TransportCredentialOnly"> 
  <transport clientCredentialType="None"/> 
</security> 
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7.7 Rozhraní na straně serveru 
Na straně serveru existují dvě webové sluţby zajišťující funkcionalitu řešení, jejichţ 
rozhraní a kontext pouţití jsou popsány. 
7.7.1 FormService 
Webová sluţba FormService poskytuje formuláře pro editaci instancí BLL tříd 
(bez dat a metadat, ta jsou poskytnuta další webovou sluţbou). Vrací pro konkrétní název 
BLL třídy editační formulář a přidruţený skript, který je z implementačního důvodu oddělen 
od HTML kódu formuláře. Dále dokáţe vrátit i celou HTML stránku obsahující tento 
formulář a skript. Obalí tedy formulář nezbytným HTML kódem, aby vznikla kompletní 
stránka. Sluţba je zamýšlena jako veřejná a není u ní poţadována autentizace. Lze 
automaticky vygenerovat kostru formulářů (podle schématu BLL tříd) a tu následně ručně 
přizpůsobit nebo rozšířit. Formuláře jsou do stránky vloţeny aţ v prohlíţeči. 
Sluţba nabízí čtyři operace (metody). Parametry jsou typu string, respektive typu 
(null, string) ve smyslu neterminálů a terminálů gramatiky JSON, která je uvedena v příloze. 
 Form(name) – Operace vrací editační formulář pro BLL třídu s daným názvem. 
Parametr je předán jako součást URL. Jestliţe editační formulář neexistuje, pokusí se 
sluţba o jeho automatické vygenerování z XML schématu (pokud existuje). 
o http://hostname/path/Form.svc/Form/TestBLL_Item 
 Script(name) – Operace vrací pomocný skript editačního formuláře pro BLL třídu 
s daným názvem. Parametr je předán jako součást URL. Jestliţe pomocný skript 
pro editační formulář neexistuje, pokusí se sluţba o jeho automatické vygenerování 
z XML schématu (pokud existuje). 
o http://hostname/path/Form.svc/Form/TestBLL_Item 
 Page(name, id, session) – Operace vrací celou stránku pro editaci BLL třídy s daným 
názvem. Parametry je předány jako součást URL. Stránka je vytvářena dynamicky 
podle šablony. Dojde k vloţení parametrů id a session do šablony, také k vloţení 
odkazu na pomocný skript a vloţení vlastního editačního formuláře. 
o http://hostname/path/Form.svc/Page/TestBLL_Item?id=1&session=123456 
 Static(name) – Operace vrací statický obsah (javascript, CSS, obrázek, …). Jedná se 
o operaci, která poskytuje sluţby jednoduchého webového serveru a umoţní 
zprovoznit webovou aplikaci i v prostředí, kde nelze webový server zprovoznit a 
v prohlíţeči, který nemá povolené načítání statického obsahu z lokální souborového 
systému (file:///). 
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o http://hostname/path/Form.svc/Static/image.png 
7.7.2 ConnectorService 
Webová sluţba ConnectorService slouţí k manipulaci s instancemi BLL tříd 
(vytváření, načítání, ukládání, mazání, upravování). Data a metadata, která sluţba vrací, je 
moţné uţivateli zobrazovat ve formuláři, který poskytuje webová sluţba FormService. Je 
však moţné sluţbu vyuţít samostatně a pouţívat libovolné statické nebo dynamické 
formuláře. U sluţby je zamýšlena autentizace uţivatele, protoţe poskytuje data a metadata 
instancí BLL tříd (tedy citlivé informace).  
Sluţba nabízí několik operací (metod). Většina (všechny aţ na jednu) operací vrací 
strukturu Reply, jejíţ popis je uveden níţe. Některé operace vyuţívají SessionContext, coţ je 
v jednoduchosti odkládací prostor pro uţivatelskou relaci na straně serveru uchovávající 
instance BLL tříd. 
V závorkách u parametrů operací (metod) je uváděn datový typ (ve smyslu 
neterminálů a terminálů gramatiky JSON, která je uvedena v příloze). 
 CreateSession – Operace vytvoří novou uţivatelskou relaci a pro ni vytvoří i 
SessionContext. 
 CloseSession(session) – Operace ukončí existující uţivatelskou relaci a odstraní 
obsah napojeného SessionContextu.  
o session (string) - identifikátor relace, která má být ukončena 
 Get(session, name, id, paths) – Operace slouţí k získání hodnot členů instance BLL 
třídy obsaţené v SessionContextu. 
o session (string) – identifikátor relace 
o name (string) – název instance BLL třídy 
o id (number) – číselný identifikátor instance BLL třídy 
o paths (null, array of strings) – seznam názvů členů instance BLL třídy, jejichţ 
hodnoty mají být získány (název člena je ve skutečnosti cesta k členu třídy; lze 
tedy získat i hodnotu členu v jiné třídě, na kterou má dotazovaná třída 
referenci); má-li seznam hodnotu null, jsou získány všechny členy instance 
třídy 
 Set(session, name, id, path, value)  – Operace slouţí k nastavení hodnoty člena 
instance BLL třídy obsaţené v SessionContextu. 
o session (string) – identifikátor relace 
o name (string) – název instance BLL třídy 
o id (number) – číselný identifikátor instance BLL třídy 
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o path (string) – název člena instance BLL třídy, jehoţ hodnota má být 
nastavena (název člena je ve skutečnosti cesta k členu třídy) 
o value (null, string) – textová reprezentace hodnoty, která má být nastavena 
(ještě před nastavením proběhne konverze na vhodný datový typ) 
 Create(session, name) – Operace slouţí k vytvoření nové instance třídy a následnému 
vloţení do SessionContextu. 
o session (string) – identifikátor relace 
o name (string) – název instance BLL třídy 
 Load(session, name, id) – Operace slouţí k načtení instance BLL třídy ze zdroje dat 
(pomocí perzistence) a následnému vloţení do SessionContextu. 
o session (string) – identifikátor relace 
o name (string) – název instance BLL třídy 
o id (number) – číselný identifikátor instance BLL třídy 
 Save(session, name, id) – Operace slouţí k uloţení instance BLL třídy do zdroje dat 
(pomocí perzistence) a aktualizaci (opětovným načtením) v SessionContextu. 
o session (string) – identifikátor relace 
o name (string) – název instance BLL třídy 
o id (number) – číselný identifikátor instance BLL třídy 
 Delete(session, name, id) – Operace slouţí k odstranění instance BLL třídy ve zdroji 
dat (pomocí perzistence) a odstranění ze SessionContextu. 
o session (string) – identifikátor relace 
o name (string) – název instance BLL třídy 
o id – číselný identifikátor instance BLL třídy 
 Reload(session, name, id) – Operace slouţí ke znovu-načtení instance BLL třídy 
ze zdroje dat (pomocí perzistence) a k aktualizaci v SessionContextu. Dojde tedy 
ke zrušení úprav od předchozího načtení. 
o session (string) – identifikátor relace 
o name (string) – název instance BLL třídy 
o id (number) – číselný identifikátor instance BLL třídy 
 Unload(session, name, id) – Operace slouţí k odstranění instance BLL třídy 
ze SessionContextu. 
o session (string) – identifikátor relace 
o name (string) – název instance BLL třídy 
o id (number) – číselný identifikátor instance BLL třídy 
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 GetTable(session, name, id, path, cols, page, rows, orderBy, orderDirDesc) – 
Operace slouţí k získání jedné stránky tabulky z kolekce (collection), která je 
přístupná jako člen BLL třídy v SessionContextu. 
o session (string) – identifikátor relace 
o name (string) – název instance BLL třídy 
o id (number) – číselný identifikátor instance BLL třídy 
o path (string) – název člena instance BLL třídy, který obsahuje kolekci 
(collection) hodnot a které mají být získány (název člena je ve skutečnosti 
cesta k členu třídy) 
o cols (null, array of string) – seznam sloupců tabulky, které mají být získány 
(sloupec je ve skutečnosti člen poloţky v kolekci) 
o page (number) – číslo stránky, která má být získána 
o rows (number) – počet řádek na stránku 
o orderBy (string) – název sloupce tabulky, podle kterého mají být řádky 
tabulky seřazeny 
o orderByDesc (true, false) – příznak, zda má být řazení opačné 
 File(session, id) – Operace slouţí k získání binárního obsahu souboru nebo obrázku, 
na který je odkaz z nějaké instance BLL třídy. Tato operace je jediná, která nevrací 
strukturu Reply, ale přímo binární obsah. 
o session (string) – identifikátor relace 
o id (number) – číselný identifikátor souboru nebo obrázku (kaţdému souboru 
nebo obrázku je přiřazen jednoznačný číselný identifikátor, podobně jako 
kaţdé instanci BLL třídy) 
 SetFile(value) – Operace slouţí k nahrání obsahu binárního souboru nebo obrázku 
na server a k nastavení reference na něj u člena instance BLL třídy obsaţené 
v SessionContextu. Tato operace je jediná, které nejsou předány parametry přímo, ale 
zakódované v jiném formátu (důvodem je specifický způsob nahrávání souborů 
z webového formuláře). Z důvodu vkládání výsledku volání operace do elementu 
iframe v prohlíţeči je vracen mime-typ text/plain a ne text/javascript nebo 
application/json (při jejichţ pouţití nelze získat obsah odpovědi v některých 
prohlíţečích), přestoţe se jedná o formát JSON. 
o value – poţadavek ve formátu multipart/form-data (webový formulář 
umoţňující nahrání binárního souboru) obsahující nahrávaný obrázek a další 
parametry. 
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 session (string) – identifikátor relace 
 name (string) – název instance BLL třídy 
 id (number) – číselný identifikátor instance BLL třídy 
 path (string) – název člena instance BLL třídy, který je referencí 
na soubor/obrázek a jehoţ hodnota bude nastavena na nahrávaný 
soubor (název člena je ve skutečnosti cesta k členu třídy) 
 value – struktura obsahující binární data nahrávaného souboru, jeho 
název a MIME typ 
7.8 Formát přenášených dat 
Popis struktur, ve kterých jsou přenášena data mezi klientem a serverem ve formátu 
JSON, je uveden pro lepší názornost a také jako součást navrţeného rozhraní. V závorkách je 
uváděn datový typ (ve smyslu neterminálů a terminálů gramatiky JSON, která je uvedena 
v příloze). Struktury Reply, Member, Table, Row, AllowedValue jsou typu (object, null). 
7.8.1 Odpověď (Reply) 
 Session (string) – identifikátor relace 
 Name (string) – název instance BLL třídy (u operací CreateSession a CloseSession 
má hodnotu null) 
 Id (number) – číselný identifikátor instance BLL třídy 
 Members (null, array of objects) – seznam dat a metadat poţadovaných členů 
instance BLL třídy (vracen pouze u operace Get, jinak má hodnotu null) 
 Table (null, array of objects) – stránka tabulky, která byla poţadována (vracen pouze 
u operace GetTable, jinak má hodnotu null) 
 Errors (null, array of strings) – seznam chyb, které nastaly na serveru a mají být 
prezentovány na klientovi 
7.8.2 Data a metadata (Member) 
 Path (string) – název člena instance BLL třídy (název člena je ve skutečnosti cesta 
k členu třídy) 
 Type (string) – typ dat člena instance BLL třídy (ClientType) 
 Value (string) – hodnota člena instance BLL třídy v textové podobě 
 IsReadOnly (null, true, false) – hodnota metadat (pouze pro čtení) člena instance 
BLL třídy 
 IsVisible (null, true, false) – hodnota metadat (je viditelný) člena instance BLL třídy 
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 IsRequired (null, true, false) – hodnota metadat (je vyţadována hodnota) člena 
instance BLL třídy 
 MaxLength (null, number) – hodnota metadat (maximální délka u textu) člena 
instance BLL třídy 
 IsInvalid (null, true, false) – hodnota metadat (neplatná hodnota) člena instance BLL 
třídy 
 Label (null, string) – hodnota metadat (textový popisek) člena instance BLL třídy 
 Hint (null, string) – hodnota metadat (tip na vyplnění) člena instance BLL třídy 
 AllowedValues (null, array of objects) – hodnota metadat (povolené hodnoty) člena 
instance BLL třídy 
7.8.3 Povolená hodnota (AllowedValue) 
 Value (null, string) – obsah povolené hodnoty 
 Label (null, string) – textový popisek povolené hodnoty 
7.8.4 Tabulka (Table) 
 Path (string) – název člena instance BLL třídy (název člena je ve skutečnosti cesta 
k členu třídy) reprezentovaný tabulkou 
 Page (number) – pořadové číslo stránky tabulky 
 Total  (number) – celkový počet stránek tabulky 
 Records (number) – počet řádek na stránku tabulky 
 Rows (null, array of objects) – řádky stránky tabulky 
7.8.5 Řádek tabulky (Row) 
Řádek tabulky je objekt, který obsahuje jednotlivé hodnoty (sloupce) typu (null, 
string). První hodnota řádku je chápána jako číselný identifikátor řádku, který by měl být 
jednoznačný v rámci tabulky. 
7.9 Ukázková komunikace 
Pro lepší představu je uveden poţadavek na operaci Load a odpověď serveru. Ukázka 
komunikace mezi klientem a serverem pro všechny navrţené operace je uvedena v příloze. 
 
{ 
    "name": "TestNHBLL.InvoiceItem",  
    "session": "2f054cd6-429c-4a17-b338-d4b7d87681b8",  
    "id": 1 
} 
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7.10 Rozhraní na straně klienta 
Logika uţivatelského rozhraní na straně klienta je tvořena třídou v JavaScriptu 
JSConnector (třída je ve skutečnosti vytvářena pomocí konstrukce prototype JavaScriptu, 
protoţe klasické třídy ve významu objektových jazyků JavaScript v současné verzi 
neobsahuje). 
7.10.1 JSConnector 
Je uveden popis významných polí (fields) a funkcí třídy JSConnector. 
 url – adresa ConnectorService 
 name – jméno instance BLL třídy, na kterou bude formulář napojen 
 sessionId – id HTML elementu, který obsahuje hodnotu relace (session) 
 idId – id HTML elementu, který obsahuje hodnotu číselného identifikátoru instance 
BLL třídy 
 pidId – id HTML elementu, který obsahuje hodnotu číselného identifikátoru instance 
nadřazené BLL třídy (například u kolekcí apod) 
 mapping – pole obsahující informace ohledně mapování elementů formuláře na členy 
(member) instance BLL třídy (mapování nemusí být prosté, hodnota některého člena 
můţe být na formuláři víckrát) 
 disableUI – funkce zavolaná, má-li být deaktivováno UI (dočasně zamezeno dalším 
úpravám formuláře ze strany uţivatele) 
 enableUI – funkce zavolaná, má-li být aktivováno UI (opět obnovena moţnost úprav 
ze strany uţivatele) 
 processError – funkce zavolaná, má-li být zobrazena chyba vrácená ze sluţby 
ConnectorService, která má být prezentována v uţivatelském rozhraní 
 initChange – funkci, kterou je třeba zavolat, aby došlo k nastavení onChange události 
elementů formuláře na základě mapování 
 initClickCreate – funkce, která nastaví konkrétnímu tlačítku na stránce akci vytvoření 
nové instance BLL třídy 
{ 
    "session":"2f054cd6-429c-4a17-b338-d4b7d87681b8", 
    "name":"TestNHBLL.InvoiceItem", 
    "id":1 
} 
52 
 
 initClickLoad – funkce, která nastaví konkrétnímu tlačítku na stránce akci načtení 
instance BLL třídy 
 initClickSave – funkce, která nastaví konkrétnímu tlačítku na stránce akci uloţení 
instance BLL třídy 
 initClickDelete – funkce, která nastaví konkrétnímu tlačítku na stránce akci smazání 
instance BLL třídy 
 initClickReload – funkce, která nastaví konkrétnímu tlačítku na stránce akci znovu-
načtení instance BLL třídy 
 initClickUnload – funkce, která nastaví konkrétnímu tlačítku na stránce akci uvolnění 
dříve načtené nebo vytvořené instance BLL třídy 
 initJqGrid – funkce, která inicializuje grid (rozšiřující modul Frameworku jQuery, 
který zajišťuje zobrazení stránkovatelné tabulky) 
 initAjaxUpload – funkce, která inicializuje uploader (rozšiřující modul frameworku 
jQuery, který zajišťuje asynchronní nahrání souboru na server) 
 init – funkce, která zajistí načtení instance BLL třídy z datového zdroje (pomocí 
perzistence), nebo vytvoří instanci novou podle toho, jaká je hodnota id a následně 
vyplní pole formuláře podle právě načtené nebo inicializované instance 
 
Je-li ve formuláři pouţito vstupní pole submit (tlačítko pro odeslání formuláře) je třeba 
přizpůsobit kód na serveru tak, aby byl kompatibilní s kódem webové sluţby 
ConnectorService.  Pouţití vstupního pole reset (tlačítko pro nastavené původních hodnot 
formuláře) není doporučeno, protoţe by nedošlo k úplné synchronizaci zobrazeného stavu 
formuláře s instancí BLL třídy na serveru. Pro obnovení hodnot formuláře je zamýšlena 
operace Reload, kterou lze navázat na běţné tlačítko (button). Operace Reload oproti 
vstupnímu poli reset nabídne zobrazení aktuálního stavu dat v datovém zdroji, pokud byla 
data mezitím změněna (jiným klientem, v jiném okně). 
53 
 
8 Implementace serverové a klientské části 
Kapitola obsahuje popis serverové a klientské části vzorové implementace. Jsou 
vyzdviţeny zajímavé části a není zabíháno do detailů u částí, které byly řešeny přímočaře. 
8.1 Třídy na straně serveru 
Pro vyuţití na straně serveru byl vytvořen objekt Dispatcher, který je implementován 
jako singleton a poskytuje reference na všeobecně pouţitelná rozhraní (IFactory, ILogger, 
IMemberDataProvider, ISessionContext, IMultipartFormDataDecoder), jejichţ popis je 
uveden dále. Pomocí objektu Dispatcher je moţné registrovat vhodnou implementaci rozhraní 
pro konkrétní aplikaci. V rámci vzorové implementace byly vytvořeny třídy, které 
implementují jednotlivá rozhraní. V případě potřeby je moţné vytvořit implementaci vlastní a 
tu na vhodném místě při inicializaci aplikace zaregistrovat u objektu Dispatcher. 
8.1.1 Napojení serverové části na zdroj dat (IFactory) 
Pro konkrétní datový zdroj (nebo perzistenci) je třeba implementovat rozhraní, které 
poskytne základní funkce pro prácí s instancemi BLL tříd. Je uveden výpis metod rozhraní a 
jejich krátký popis. 
 Create – vytvoří novou instanci BLL třídy a provede její inicializaci 
 Load – načte uloţenou instanci BLL třídy z datového zdroje 
 Save – uloţí instanci BLL třídy do datového zdroje 
 Delete – odstraní dříve uloţenou instanci BLL třídy v datovém zdroji 
 Reload – znovu-načte uloţenou instanci BLL třídy z datového zdroje 
 GetId – pro předanou instanci BLL třídy vrátí její číselný identifikátor 
V rámci ukázkové implementace byla vytvořena implementace rozhraní IFactory 
pro volně dostupnou perzistenci NHibernate (NHibernate) a také pro reálně nasazenou 
komerční perzistenci (z licenčních důvodů není přiloţena). Interně je pouţita reflexe 
pro přístup ke členům (member) tříd a také pro manipulaci se třídami (vytváření, volání 
metod, …). 
Výkonnostní srovnání jednotlivých perzistencí nebylo provedeno. Pouţití reflexe 
v implementaci rozhraní IFactory v testovací aplikaci a jeho vliv na výkonnost nebylo 
ověřeno. Primárním záměrem byla optimalizace komunikace bez ohledu na implementaci 
zbytku serverové části. 
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8.1.2 Logování (ILogger) 
Zaznamenávání informací o běhu aplikace a hlavně o vzniklých výjimečných a 
nepředpokládaných událostech je klíčovou vlastností aplikací. Kromě toho, ţe usnadní 
odladění aplikace, jde o nepostradatelný prostředek pro odhalování problémů v reálném 
nasazení. Z praktických zkušeností se zdá být vhodné neomezovat se pouze na jednu 
implementaci knihovny pro logování, ale mít moţnost si pro různé aplikace takovou knihovnu 
zvolit (například kvůli pouţití různých knihoven v různých pouţitých komponentách). 
Navrţené rozhraní obsahuje metodu pro vlastní logování a také výčet (enum), kterým 
je specifikována důleţitost zprávy. Implementace rozhraní pak můţe podle této důleţitosti 
rozlišovat metodu logování. Dále je uveden popis jednotlivých hodnot tohoto výčtu a popis 
jediné metody rozhraní. 
 Debug – informace slouţící primárně k ladění 
 Verbose – detailní informační text 
 Info – běţný informační text 
 Warning – varování (zotavitelná chyba modulu) 
 Error – chyba (nezotavitelná chyba modulu) 
 CriticalError – kritická chyba (nezotavitelná chyba aplikace) 
 Log – metoda provede zalogování zprávy (mezi předanými parametry je kromě 
textového popisu i důleţitost zprávy, kategorie zprávy a reference na výjimku (pokud 
vznikla a je třeba ji zalogovat)) 
V průběhu ukázkové implementace byly vytvořeny dvě implementace rozhraní 
ILogger. První z nich poskytuje pouze základní výpis na standardní výstup aplikace 
(Console). Druhá pak vyuţívá logovací moţnosti knihovny Enterprise Library (Microsoft, 
2005). V budoucnosti lze očekávat i implementaci vyuţívající moţnosti knihovny 
Log4Net(Apache, 2004). 
8.1.3 Práce s daty a metadaty (IMemberDataProvider) 
Získávání metadat a dat členů instancí BLL tříd je realizováno třídou, která 
implementuje rozhraní IMemberDataProvider. Různé aplikace mohou mít různý systém BLL 
tříd s různě definovanou vnitřní strukturou. Je uveden výpis metod rozhraní a jejich krátký 
popis. 
 GetClientType – vrací metadata (typ dat) 
 GetValue – vrací data 
 GetHint – vrací metadata (tip pro vyplnění hodnoty) 
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 IsReadOnly – vrací metadata (hodnota pouze pro čtení) 
 IsVisible – vrací metadata (viditelná hodnota) 
 IsRequired – vrací metadata (poţadovaná hodnota) 
 GetMaxLength – vrací metadata (maximální délka textového řetězce) 
 IsInvalid – vrací metadata (neplatná hodnota) 
 GetLabel – vrací metadata (textový popisek) 
 GetAllowedValues – vrací metadata (seznam povolených hodnot) 
 SetValue – nastaví hodnotu 
 SetFile – nastaví hodnotu (v případě binárního souboru nebo obrázku) 
 GetMemberNames – vrací seznam členů instance BLL třídy 
 FillMembers – naplní strukturu Reply.Members pomocí předchozích metod 
 FillTable – naplní strukturu Reply.Table v případě poţadavku na stránku tabulky 
V rámci ukázkové implementace byly vytvořeny dvě třídy, které implementují 
rozhraní IMemberDataProvider. První z nich získává metadata z uţivatelských atributů, které 
jsou připojeny k jednotlivým členům instancí BLL tříd, data pak získává ze členů samotných. 
Druhá třída vyuţívá jako zdroj metadat externí XML soubor, data získává ze členů BLL tříd.  
Dále vznikla ještě implementace, která jako zdroj metadat a dat pouţívá 
komplikovanější objekty, které obsahují jak data, tak i metadata. Tato implementace není 
z licenčních důvodů přiloţena. Můţe však dokládat univerzální návrh rozhraní 
IMemberDataProvider. 
8.1.4 Úložiště pro uživatelské relace (ISessionContext) 
Instance BLL tříd je třeba mít uloţené na straně serveru, protoţe nejsou kompletně 
přenášeny na klienta (na klienta jsou přenášena pouze vizualizovaná data) a je třeba 
uchovávat stav instancí mezi jednotlivými klientskými poţadavky. Pro kaţdou uţivatelskou 
relaci je vytvořeno úloţiště instancí BLL tříd. V případě pouţití perzistence je nutné zajistit 
spolupráci serverového úloţiště s úloţištěm perzistence (někdy se nazývá cache). Je uveden 
výpis a krátký popis metod rozhraní. 
 Create – vytvoří úloţiště pro uţivatelskou relaci (současně uloţí i uţivatelské jméno 
předané jako parametr; autentizace uţivatele není řešena v rámci rozhraní) 
 Clear – odstraní úloţiště pro uţivatelskou relaci 
 Contains – zjistí, zda existuje konkrétní instance BLL třídy v úloţišti 
 Remove – odstraní konkrétní instanci BLL třídy z úloţiště 
 Get – vrátí poţadovanou instanci BLL třídy z úloţiště 
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 Set – uloţí konkrétní instanci BLL třídy do úloţiště 
 GetUserName – vrátí uţivatelské jméno uloţené během vytváření úloţiště 
V ukázkové implementaci je pouţita třída SessionContext, která ukládá instance BLL 
tříd do interní struktury typu Dictionary, ke které je synchronizován přístup (pomocí zámků). 
8.1.5 Dekódování souborů (IMultipartFormDataDecoder) 
Jiţ dříve zmíněná problematika s nahráváním souborů na server ve specifickém 
formátu si vyţádala vytvoření rozhraní, které bude zajišťovat dekódování obsahu. Rozhraní 
nabízí pouze jednu metodu. 
 Decode – provede dekódování obsahu přenášeného souboru a dalších parametrů 
V ukázkové aplikaci je vytvořena implementace rozhraní, která funguje korektně, 
pouze pokud je WCF hostováno v IIS web serveru, kdy je přenášený soubor a další parametry 
dostupný v interních strukturách WCF a není tedy třeba dekódovat celý poţadavek. 
Pro ověření funkčnosti se toto zdá být dostatečné. Není však vyloučeno, ţe bude 
doimplementován dekódovač funkční i při hostování v samostatné aplikaci. 
8.1.6 Reflection helper 
Z důvodu větší univerzálnosti řešení vznikla statická třída Reflection.Helper obsahující 
metody, které umoţní vracet a nastavovat hodnoty členů tříd pomocí reflexe. Pomocí reflexe 
jsou také získávány uţivatelské atributy, ve kterých jsou ukládány metadata. Dále jsou 
získávány datové typy členů pro účely konverze textové hodnoty. Vznikly také metody, které 
pomocí reflexe zavolají metodu třídy nebo provedou konverzi na text (zavoláním některé 
metody ToString). Je zde uveden výpis metod třídy a jejich krátký popis. 
 GetValue – vrátí hodnotu člena třídy, jehoţ název je předán jako řetězec (název člena 
je ve skutečnosti cesta k němu; tedy klidně lze vrátit i hodnotu z jiné třídy, na níţ je 
odkazováno) 
 SetValue – nastaví hodnotu člena třídy, jehoţ název je předán jako řetězec (název 
člena je ve skutečnosti cesta k němu) 
 GetType – vrátí datový typ člena třídy, jehoţ název je předán jako řetězec (název 
člena je ve skutečnosti cesta k němu) 
 GetAttribute – vrátí uţivatelský atribut konkrétního typu, který je přiřazen členu 
třídy, jehoţ název je předán jako řetězec (název člena je ve skutečnosti cesta k němu) 
 InvokeToString – provede konverzi hodnoty na text zavoláním metody ToString, 
případně její variantu s konkrétním formátem (pokud existuje) 
 Invoke – zavolá metodu třídy (včetně předaných parametrů) 
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 IsMethod – zjistí, zda existuje metoda třídy s vhodnými typy parametrů 
 GetMemberNames – vrátí seznam veřejných členů třídy 
8.2 Webová služba poskytující formuláře 
V průběhu implementace sluţby FormService (popsána v podkapitole 7.7.1) bylo třeba 
řešit některé zásadní implementační problémy, které jsou v následujících odstavcích popsány. 
Vzhledem k moţnostem pouţité klientské knihovny (jQuery) v případě asynchronních 
poţadavků bylo třeba oddělit od sebe HTML kód editačního formuláře od pomocných 
skriptů, které tento formulář inicializují. V knihovně totiţ existuje funkce pro získání HTML 
kódu a jeho následné vloţení do stránky a pak funkce, která vykoná získaný JavaScript kód. 
Oddělení však nepřináší jiné implementační problémy, naopak dojde ke zpřehlednění šablon, 
které editační formulář generují. 
Původní myšlenkou bylo umístění veškerého statického obsahu (kaskádové styly, 
obrázky, statické stránky, …) na sdílený webový server. Dále mít moţnost umístit webové 
sluţby FormService a ConnectorService jinam (blíţ datovému zdroji) a propojení provést 
klientským skriptem. Statický obsah by mohl být sdílen dokonce více různými webovými 
aplikacemi. Avšak toto nelze jednoduše provést. 
Výchozí bezpečností nastavení většiny současných prohlíţečů zakazuje spouštění 
skriptů získaných asynchronním poţadavkem z jiné domény, neţ je doména zobrazené 
stránky (tzv. Cross-Domain problém). Jedná se pouze o skript získaný asynchronním 
poţadavkem. Ve stránce lze samozřejmě odkazovat skript z libovolné jiné domény pomocí 
elementu script. U některých prohlíţečů lze předchozí omezení vypnout u konkrétních domén 
(Internet Explorer), u některých lze toto omezení deaktivovat pouze globálně (Firefox) 
(Ullman, 2006). Ani jeden ze způsobů není příliš elegantní.  
V praxi je toto omezení většinou řešeno zavedením tzv. proxy sluţeb, které na serveru, 
odkud je povoleno vykonávání skriptů, přesměrovávají poţadavky na skutečný server, ze 
kterého není povoleno vykonávání skriptů (Ullman, 2006). Jinou moţností je stahovat na 
klienta skript jako MIME typ text/css (na který se omezení nevztahuje) a aţ na klientovi 
provést programovou konverzi (Walters, 2008). Ani jedno z těchto dvou řešení se nezdá být 
vhodné. Vytvoření WCF sluţby, která by zajistila funkci jednoduchého proxy serveru nebo 
webového serveru se jeví jako příliš komplikované a nesystematické řešení problému.  
Není-li tedy moţné vykonávat skripty z jiné domény, je moţným řešením umístit 
webovou stránku na stejnou doménu, kde jsou umístěny webové sluţby. Jinými slovy rozšířit 
webové sluţby o moţnost získání kompletní stránky. Ostatní statický obsah můţe být načítán 
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z externího serveru, to jiţ problém nečiní. Webová sluţba FormService tedy nabízí i operaci 
(metodu) Page, která vrací editační formulář v podobě kompletní webové stránky.  
8.3 Webová služba poskytující data a metadata 
Implementace webové sluţby ConnectorService (popsána v podkapitole 7.7.2) byla 
relativně přímočará po té, co bylo vytvořeno její rozhraní a struktury pro přenos dat. Přesto i 
zde bylo provedeno implementační rozhodnutí, která si zaslouţí zmínit. 
U webových sluţeb je ţádoucí přenášet informaci o vzniklé neodchycené výjimce 
na serveru na klienta. Standardně je ve WCF výjimka přenášena ve formě XML dokumentu. 
Jsou-li běţná data přenášena ve formátu JSON a v případě chyby je přenášeno XML, tak je 
třeba vhodně rozšířit klientský skript, aby dokázal zpracovat i tento formát získaných dat.  
Struktura odpovědi (Reply) jiţ obsahuje jako poloţku seznam chyb, které mají být 
na klientovi prezentovány. Seznam obsahuje běţně odchycené výjimky převedené 
do smysluplného textu. Jako rozumné se tedy zdá vyuţití tohoto způsobu přenosu výjimky 
na klienta i v případě neodchycené výjimky. Odchycení výjimky lze řešit tak, ţe kolem těla 
kaţdé operace (metody) webové sluţby bude přidán try … catch blok. Jedná se však o nepříliš 
elegantní řešení, které znepřehledňuje kód a komplikuje implementaci vlastních řešení, 
ve kterých je třeba uvádět stejnou konstrukci. Nakonec bylo zvoleno řešení zaloţené na AOP 
(aspektově orientované programování). Byl vytvořen aspekt, který provádí odchycení 
výjimky v poţadovaných metodách a její následné zpracování (zalogování a konverzi 
do seznamu chyb v odpovědi). Kód aspektu je implantován do přeloţeného kódu pomocí 
frameworku PostSharp, který byl vybrán na základě předchozích dobrých zkušeností a také 
díky dobré podpoře. Přestoţe jsou aspekty pouţity pouze na tomto místě, není vyloučeno, ţe 
v budoucnosti bude některá další funkcionalita řešena s vyuţitím AOP. 
8.4 JavaScriptová knihovna na klientovi 
Pro reálné pouţití je vhodné předefinovat některé funkce JavaScriptové třídy 
JSConnector a dále je třeba nastavit některé globální proměnné. Jedná se o jakési 
přizpůsobení pouţitému klientskému prostředí. Byla zvolena moţnost dodatečné 
konfigurovatelnosti za účelem širší pouţitelnosti celého řešení. Je uveden seznam funkcí 
určených k předefinování a globálních proměnných s krátkým popisem. 
 disableUI – funkce zavolaná, má-li být deaktivováno UI (dočasně zamezeno dalším 
úpravám formuláře ze strany uţivatele); s výhodou lze vyuţít plugin blockUI 
frameworku jQuery 
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 enableUI – funkce zavolaná, má-li být aktivováno UI (opět obnovena moţnost úprav 
ze strany uţivatele); s výhodou lze vyuţít plugin blockUI frameworku jQuery 
 processError – funkce zavolaná, má-li být zobrazena chyba vrácená ze sluţby 
ConnectorService, která má být prezentována v uţivatelském rozhraní 
 connectorServiceUrl – globální proměnná, která obsahuje adresu webové sluţby 
ConnectorService 
 formServiceUrl – globální proměnná, která obsahuje adresu webové sluţby 
FormService 
 jqGridImgPath – globální proměnná, která obsahuje cestu k obrázkům pouţitým 
v pluginu jqGrid (pokud plugin není pouţíván, není třeba definovat) 
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9 Porovnání s ostatními přístupy 
Kapitola se snaţí porovnat řešení zaloţené na rozdělení vrstvy uţivatelského rozhraní 
s ostatními přístupy. Řešení není univerzálně nejvhodnější, jsou ukázány typy aplikací, u 
kterých je pouţití vhodné, u kterých nepřináší výraznější výhody a u kterých dokonce pouţít 
nelze. 
9.1 Ukázková aplikace 
Pro účely praktického ověření funkcionality a zjištění reálných úspor velikosti 
přenášených dat byla vytvořena jednoduchá ukázková aplikace. Jedná se o seznam faktur 
(InvoiceList), editaci faktur (Invoice) a poloţek faktury (InvoiceItem). Faktura obsahuje 
kolekci poloţek faktur a referenci na obchodního partnera. Aplikace ověřuje funkčnost pouze 
na jednoduchých datových typech (obrázky a binární soubory nejsou pro jednoduchost 
pouţity). Na obrázku je uveden class diagram ukázkové aplikace pro lepší představu. 
 
Obrázek 5 – Class diagram ukázkové aplikace 
Seznam faktur, který implementuje současně i filtr nad tímto seznamem, je realizován 
jako BLL třída, která není perzistentní. Její číselný identifikátor je trvale záporný a jednotlivé 
poloţky filtru jsou členy této třídy. Toto řešení umoţní s instancí třídy (na serveru i 
na klientovi ve formuláři) zacházet jako s libovolnou jinou neuloţenou instancí BLL třídy a 
vyuţívat všechny moţnosti propagace a automatizace, coţ je velmi pohodlné. Faktura a její 
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poloţky jsou jiţ klasické perzistentní BLL třídy. Existence seznamu faktur ve více 
uţivatelských relacích nečinní problémy, jelikoţ jsou jednotlivé instance třídy vázány 
k uţivatelské relaci. Při pouţití seznamu faktur ve více různých formulářích se bude jednat 
o různé instance třídy s různým číselným identifikátorem. 
Jako perzistence byl v testovací implementaci pouţit projekt NHibernate, který ukládá 
instance BLL tříd do databáze MS SQL. Je uvedena struktura editačních formulářů. 
 
Obrázek 6 – Seznam faktur (InvoiceList) 
 
Obrázek 7 – Faktura (Invoice) 
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Obrázek 8 – Položka faktury (InvoiceItem) 
Kromě řešení, které je zaloţené na rozdělení uţivatelského rozhraní (JSConnector), 
byla implementována řešení zaloţená na přístupu AutoPostback a UpdatePanel. 
Implementace těchto řešení není zdaleka kompletní. Chybí například moţnost uloţení změn, 
smazání instance, vytvoření nové instance. Je implementována pouze editace instance, ale bez 
moţnosti uloţení změn. 
Pomocí modulu FireBug prohlíţeče FireFox byla zjištěna velikost přenášených dat 
ve výše zmíněných editačních formulářích (AutoPostback, UpdatePanel, JSConnector). 
Výsledky pro kaţdou třídu zvlášť jsou uvedeny v tabulkách. 
 
 Statický obsah Úvodní načtení Aktualizace 
AutoPostback 21 kB 10 kB 10 kB 
UpdatePanel 87 kB 11 kB 9 kB 
JSConnector 384 kB 11 kB <2 kB 
Tabulka 1 – Seznam faktur (InvoiceList) 
 Statický obsah Úvodní načtení Aktualizace 
AutoPostback 21 kB 7 kB 7 kB 
UpdatePanel 86 kB 9 kB 6 kB 
JSConnector 387 kB 13 kB <1 kB 
Tabulka 2 – Faktura (Invoice) 
InvoiceItem Statický obsah Úvodní načtení Aktualizace 
AutoPostback 21 kB 6 kB 6 kB 
UpdatePanel 86 kB 7 kB 5 kB 
JSConnector 370 kB 11 kB <1 kB 
Tabulka 3 – Položka faktury (InvoiceItem) 
„Statickým obsahem“ je myšlen obsah, který je načítán typicky pouze jednou 
pro celou webovou aplikaci a následně je prohlíţečem cachován. Jedná se o nejrůznější 
obrázky, definice CSS a statické skripty. Výrazně větší velikost statického obsahu u metody 
JSConnector je způsobena pouţitím gridu jqGrid, který zobrazuje typ table a pouţívá velké 
mnoţství obrázků a také definici vzhledu v CSS. U zbylých dvou metod je pouţit neupravený 
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grid GridView, který součástí standardního ASP.NETu. Ten je velikostně úspornější a navíc 
není z důvodu jednoduchosti nastaven na stránkování a třídění řádek. 
„Úvodní načtení“ je velikost dat, kterou je třeba přenést při úvodním načtení 
formuláře. Není sem jiţ zahrnuta velikost statického obsahu. Součástí přenosu jsou i vlastní 
data, takţe není moţné formulář cachovat (výjimkou by mohla být poslední metoda 
za předpokladu, ţe formulář nebude upravován nebo automaticky generován příliš často). 
Aktualizací se myslí velikost dat, které je třeba přenést při změně hodnoty v poli 
formuláře. I u těchto jednoduchých formulářů je překvapivá (pro autora) výrazně niţší 
velikost přenášených dat při aktualizaci. Lze očekávat, ţe u rozsáhlejších a komplikovanějších 
formulářů bude úspora v hodnotě řádu (10krát niţší přenos) nebo i vyšší. Ze zjištěných 
hodnot je vidět, ţe ani u jednoduchých editačních formulářů není navrţená metoda horší neţ 
metody ostatní. 
Je zřejmé, ţe řešení zaloţené na duplikaci části výkonného kódu do klientského 
skriptu by mělo ještě niţší velikost přenášených dat (hodnota ve sloupci aktualizace by byla 
nulová), avšak za cenu výrazně vyšší pracnosti vývoje. Vyuţití metod, které překládají 
aplikační logiku jak do jazyka serverové, tak do jazyka klientské části, nebylo detailně 
zkoumáno. I tato cesta můţe přinést dobré výsledky. 
9.2 Vhodné aplikace pro nasazení 
Řešení zaloţené na rozdělení uţivatelského rozhraní na klientskou a serverovou část 
lze s výhodou pouţít pro aplikace, kde je aplikační logika obsaţena v BLL třídách. Čím 
budou vztahy mezi členy tříd komplikovanější a čím budou poţadavky na kontrolu vstupních 
dat častější, tím více se projeví úspora v přenosu pouze dat a metadat a ne celých formulářů 
(případně částí formulářů). Ani moţnost změn metadat v závislosti na datech nečiní problém 
realizované implementaci řešení. 
Pro rozsáhlé formuláře lze uvaţovat o pouţití záloţek (řešených na straně klienta), 
které umoţní formulář uspořádat do logických částí a usnadnit tak orientaci uţivatele 
ve formuláři. Realizace záloţek nebyla provedena, avšak vzhledem k předchozím 
zkušenostem z jiných projektů lze očekávat snadnou a nenásilnou integraci. 
9.3 Nevhodné aplikace pro nasazení 
Jestliţe aplikace pouţívá formuláře, jejichţ struktura se můţe v průběhu editace 
výrazně měnit (například přibývají určité části formuláře podle jiţ vyplněných dat), bylo by 
pouţití prezentovaného řešení komplikované ne-li nemoţné bez dalších úprav. Také vyuţití 
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nestandardních typů vstupních polí formuláře komplikuje nasazení (minimálně by si vyţádalo 
adaptaci klientského skriptu, aby dokázal správně přistupovat k hodnotám pole). 
V právě zmíněných případech se jeví vhodnější pouţití metody zaloţené 
na UpdatePanelu, kdy výkonný kód zůstane na serveru a vytváření struktury formuláře je 
řešeno tamtéţ. Budou-li poţadavky na dynamičnost formuláře ještě komplikovanější, bude 
moţné implementaci řešit pomocí rozsáhlých klientských skriptů a to ručně vytvářených nebo 
generovaných (z jiného jazyka nebo zápisu). 
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10 Další možná rozšíření 
Kapitola popisuje moţná rozšíření, která zatím nebyla prakticky implementována, 
avšak jsou zajímavé z myšlenkového hlediska nebo lze očekávat jejich praktickou realizaci 
v budoucnosti.  
10.1 Reimplementace serverové části v PHP (nebo dalších) 
Jiţ v průběhu návrhu rozhraní a realizace ukázkové implementace bylo uvaţováno 
o moţnosti přenosu serverové části (tedy webových sluţeb) na jinou platformu. Vzhledem 
k širokému pouţití v praxi se jeví jako vhodné prostředí PHP. Pokud by se jednalo o aplikaci, 
kde by byla jednoduchá aplikační logika a šlo by primárně o zpřístupnění zdroje dat uţivateli 
(například jednoduchá evidence čehokoliv), pak při pouţití PHP vynikne snadné nasazení a 
rozsáhlá podpora. Klientská strana by mohla zůstat beze změny a bylo by moţné dokonce 
dosáhnout toho, ţe klient by nepoznal, zda komunikuje se serverem implementovaným v PHP 
nebo v ASP.NET (například pomocí mod_rewrite). Prostředí PHP má oproti ASP.NET 
výhodu v nezávislosti na platformě (lze jej provozovat na hlavních systémových 
platformách). 
Dalším prostředím, ve kterém by mohlo být zajímavé mít implementaci serverové 
části je prostředí MONO (MonoProject, 2001). Jedná se o volně dostupný projekt, který 
implementuje virtuální stroj pro prostředí .NET (je tedy binárně kompatibilní). Prostředí 
MONO lze provozovat i na jiných operačních systémech neţ Windows (Linux, OSX, BSD). 
Na druhou stranu MONO zatím nepodporuje všechny vlastnosti poslední verze .NET 
frameworku, například chybí podpora WCF. Takţe implementace serverové části by byla 
zaloţena na starších sluţbách ASMX a ty zase nepodporují JSON jako přenosový formát. 
Implementace serverové části by tedy byla komplikovanější, avšak následně pouţitelná i 
na jiných systémech neţ Windows. 
Implementace serverové části v jiném prostředí by měla poskytovat stejné rozhraní, 
aby bylo moţné pouţít stejného klienta. Vnitřní struktura by také mohla být zachována a šlo 
by pouze o přepsání výkonného kódu z jednoho jazyka do jiného. Je však moţné řešit 
implementaci jinak a vyuţít specifické vlastnosti jiného prostředí. 
10.2 Reimplementace klientské části v Silverlightu (nebo .NETu) 
Návrh rozhraní webových sluţeb a formát přenášených dat umoţní relativně snadno 
nahradit klientskou část napsanou v JavaScriptu za jiné prostředí. V dnešní době se začíná 
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rozšiřovat prostředí Silverlight. V rámci zjednodušení lze říct, ţe se jedná o analogii 
technologie FLASH v prostředí .NET.  
Také byla uvaţována moţnost pouţít navrţené webové sluţby a formát komunikace 
pro nativní (ne-webovou) aplikaci typu klient-server. Tedy jako alternativu k .NET Remoting 
pro přenos dat a metadat mezi klientem a serverem. Výhodou tohoto pouţití by byla moţnost 
připojit k jednomu serveru jak webové klienty, tak i klasické tlusté klienty. 
V případě implementace klientské části v jiném neţ webovém prostředí by 
pravděpodobně nebylo vyuţito generování formulářů. Nebo by bylo třeba tuto část výrazně 
přepracovat, aby lépe vyhovovala ne-webovému prostředí. Avšak sluţba pro přenos dat a 
metadat (ConnectorService) se zdá být dostatečně univerzální. 
10.3 Uložení stavu rozpracovaného formuláře 
V případě rozsáhlých formulářů s komplikovanými závislostmi je z uţivatelského 
pohledu zajímavá moţnost uloţení stavu rozpracovaného formuláře pro pozdější dokončení. 
Častým nepříjemným efektem v praxi je pro uţivatele automatické odhlašování po určité době 
neaktivity na klientovi. V tu chvíli dojde ke ztrátě dat, která byla dosud vloţena. Podobně 
dojde ke ztrátě dat i v případě dočasného výpadku serveru nebo spojení. 
Způsob řešení rozšíření je otázkou. Nabízí se moţnost nabídnout uţivateli ke staţení 
jakousi historii jím provedených úkonů, kterou by bylo moţné následně zreprodukovat. 
Avšak nutnost explicitního uloţení a uchování nějakého souboru u klienta by pravděpodobně 
nebyla akceptována příliš pozitivně. Kromě toho je zde otázka uchování citlivých dat, pokud 
by nebyla data vhodně zabezpečena například šifrováním. Ukládání historie do cookies 
na klientovi také nepřináší ideální řešení. Problém je s velikostí ukládaných dat a opět 
s citlivostí informací. Poslední dobou se objevují i další moţnosti uchovávání dat v prohlíţeči 
(Cubrilovic, 2008). 
Další moţnost uloţení historie editace je na serveru. Uchování v rámci uţivatelské 
relace se nezdá být vhodné, protoţe ta zanikne při odhlášení uţivatele (ať uţ automatickém 
po určitém času neaktivity nebo vyţádaném). Historii editace by bylo moţné uchovávat 
v rámci nějakého uţivatelského profilu, čímţ by se nabídla moţnost přenášet tento profil i 
mezi různými fyzickými klienty v rámci přihlášení jednoho uţivatele. 
Stále však zůstává otázka, jak by měl být uţivatelský profil technicky řešen, jak 
naloţit s konfliktními poţadavky a kdy jej prohlásit za zastaralý.  
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10.4 Spojování více editačních formulářů do jednoho 
V ukázkové implementaci je moţnost editace řádku tabulky řešena přechodem 
na editační formulář instance BLL třídy, která je v řádku zobrazena. Editace komplikovanější 
struktury BLL tříd je tedy z uţivatelského pohledu komplikovaná a nepřehledná. Původním 
úmyslem bylo vloţit do aktuálního formuláře editační formulář další instance BLL třídy a ten 
graficky reprezentovat jako modální okno zobrazené nad původním formulářem nebo původní 
formulář „roztáhnout“ a nový do něj vloţit. Webová sluţba FormService právě kvůli tomu 
nabízí i operaci (metodu) pro získání pouze formuláře a ne jen kompletní stránky 
s formulářem v ní. 
Kromě editace řádku tabulky by bylo vhodné také nabídnout moţnost editace instance 
BLL třídy, na kterou je v aktuálním formuláři odkazováno (typ reference nebo assignment), 
případně vytvořit instanci novou.  
Obě tato rozšíření budou vyţadovat komplikovanější klientský kód a systematickým 
způsobem deklarované řízení průchodu mezi jednotlivými formuláři. Jinak by se staly 
formuláře uţivatelského rozhraní příliš komplikované, neţ aby je bylo moţné generovat 
automaticky.  Není-li ovšem automatické generování formulářů z nějakého důvodu ţádoucí, 
lze formulář navrhnout ručně tak, aby poskytl právě popsaný uţivatelský komfort. 
10.5 Další optimalizace přenosu 
Následující text popisuje moţnosti, kterými lze dále optimalizovat přenos, zejména 
mnoţství přenášených dat, ale také počet poţadavků. 
10.5.1 Přenášení pouze skutečně změněných dat 
Současná ukázková implementace přenáší při změně libovolné hodnoty na formuláři 
data a metadat všech zobrazovaných polí formuláře. Díky tomu je stále přenášeno velké 
mnoţství dat, která se od posledního přenosu nezměnila. Jestliţe by bylo moţné uchovávat 
na serveru stav formuláře, který odpovídá stavu na klientovi, bylo by moţné přenášet pouze 
data, která se od posledního přenosu změnila. Na první pohled jednoduché a účinné rozšíření 
však s sebou nese nové komplikace. 
Je třeba vyřešit synchronizaci nejen ze serveru na klienta, ale i opačně. Jinak by se 
mohlo stát, ţe na serveru bude uchován jiný stav formuláře neţ na klientovi. K odchýlení 
stavů můţe dojít například při vzniku výjimky nebo při krátkodobém výpadku serveru či 
spojení.  
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V současném řešení klient posílá seznam názvů členů instance BLL třídy, které 
poţaduje. Bylo by zřejmě vhodné odlišit, zda konkrétní člen poţaduje v kaţdém případně 
nebo jen jestliţe v něm došlo od předchozího poţadavku ke změně. 
Vzhledem k právě zmíněným komplikacím nebylo toto rozšíření zatím realizováno. 
Lze předpokládat, ţe právě toto rozšíření můţe přinést další výrazné úspory v mnoţství 
přenášených dat mezi serverem a klientem při zachování stávající funkcionality. 
10.5.2 Řetězení klientských požadavků 
Zkoumáním zdrojového kódu klientského skriptu je moţné vyčíst, ţe většinou dochází 
k volání několika (nejčastěji dvou) operací (metod) webové sluţby ConnectorService 
za sebou (např. Load & Get, Create & Get, Realod & Get, Save & Get). Nabízí se řešení 
ve formě vytvoření kromě základních operací také dvoj-operací případně více-operací, které 
by jedním poţadavkem zajistili vykonání několika základních operací najednou. Avšak tím by 
nepříjemně narostl počet operací (metod) webové sluţby a také zdrojový kód by stal 
nepřehledným, coţ není u vzorové implementace ţádoucí. 
Zřetězení operací by také mohlo být realizováno vytvořením pouze jedné operace 
v rozhraní webové sluţby, která by jako parametr poţadovala seznam operací, které mají být 
vykonány. Toto řešení se zdá být vhodnější, neţ předchozí a pokud praktické měření ukáţe 
výrazné sníţení mnoţství přenášených dat v reálné aplikaci díky sníţení počtu poţadavků, 
pak lze očekávat jeho následné doimplementování v rámci dalšího vývoje. 
10.5.3 Graf závislostí výpočtu hodnot 
Další moţnost optimalizace mnoţství přenášených dat, která byla zvaţována, je 
do značné míry konkurenční optimalizaci, kdy je na serveru uchováván stav formuláře 
na klientovi a jsou přenášeny pouze změněné hodnoty. Avšak zde se jedná o optimalizaci 
na straně klienta, která spočívá v úpravě klientského skriptu. 
Analýzou výkonného kódu (je-li vůbec moţné prakticky realizovat) nebo z externího 
zdroje (např. XML souboru) lze určit, na které další členy (member) BLL tříd můţe mít vliv 
změna hodnoty člena BLL třídy. Vytvořen by tedy byl orientovaný graf, kde vrcholy by byly 
členy BLL tříd a hrany by nesly informaci o závislostech hodnot. Tento závislostní graf by 
mohl mít klientský skript k dispozici. Při změně hodnoty nějakého vstupního pole formuláře 
by si klient sám zjistil, která další pole formuláře by mohla být ovlivněna a poţadovat ze 
serveru pouze je a ne pole všechna. 
Vzhledem k náročnosti získání závislostního grafu (analýzou výkonného kódu nebo 
ručním vytvořením) není v tuto chvíli očekávána praktická realizace této optimalizace. 
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Jestliţe by však závislostní graf bylo moţné snadno získat a praktické měření v reálné 
aplikaci by ukázalo výrazné úspory, není vyloučena budoucí realizace. 
10.5.4 Automatická duplikace logiky na klienta 
Lehkou inspirací projekty FSWebToolkit a GWT vznikl nápad vytvořit pro účely 
výpočtu závislých hodnot členů instancí BLL tříd jednoduchý jazyk, ve kterém by bylo 
moţné část výpočtů zapsat. Zápis výpočtu by umoţnil následné automatické generování kódu 
jak pro server (C#), tak pro klienta (JavaScript). Klientský skript by tedy dokázal některé 
výpočty provádět sám (ty které by byly zapsány v jednoduchém jazyce) a jiné by prováděl aţ 
kód na serveru (tedy stejně jako nyní). Tato optimalizace se blíţí k přístupům, kdy je část 
logiky aplikace přenesena na klienta a tím se omezí část komunikace mezi klientem a 
serverem. 
Navíc je moţné si všimnout, ţe ze zápisu výpočtu závislých hodnot v jednoduchém 
jazyce lze automaticky generovat závislostní graf výpočtu, který lze vyuţít pro optimalizaci 
zmíněnou výše. Otázkou je, zda by nebylo vhodnější místo vytváření dalšího jazyka vyuţít 
některý stávající (F#, JavaScript, C#), který lze automaticky překládat jak do JavaScriptu, tak 
do C#, případně přímo binárního kódu .NETu. 
Právě uvedená moţnost optimalizace se zdá být natolik rozsáhlá, ţe by si vyţádala 
vynaloţení značného úsilí a nepředpokládá se její realizace v blízké době. 
10.6 Nezávislé zdroje dat 
Jako další moţnost rozšíření (tentokrát funkčnosti) lze uvaţovat rozšíření moţných 
zdrojů pro získávání dat (případně i metadat) webového formuláře. V ukázkové implementaci 
je uvaţována jako jediný zdroj dat webová sluţba ConnectorService umístěná na nějaké 
konkrétní adrese. Tedy webový formulář získává veškerá data z jedné konkrétní webové 
sluţby.  
Pokud by bylo umoţněno získávat data z více sluţeb, nejen z této jedné, začala by 
webová aplikace vyuţívat daleko více myšlenek zaloţených na REST. Mohla by například 
pro kaţdou BLL třídu existovat zvláštní webová sluţba poskytující přístup k instancím této 
BLL třídy. 
Mezi implementační problémy, které by v případě realizace tohoto rozšíření bylo třeba 
řešit, patří například CrossDomain problém (zmíněný dříve), dále synchronizace mezi 
jednotlivými sluţbami, hlídání referenční integrity, zajištění ochrany dat, autentizace klientů a 
mnoho dalších. Jedná se tedy o mnoho otázek, avšak jejich vyřešení můţe přinést nový 
přístup řešení webových aplikací, který nabízí decentralizované řešení. 
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11 Shrnutí výsledků a přínos práce 
Na počátku práce stál poţadavek na vytváření webových aplikací, které by poskytly 
komfort klasických (ne-webových) aplikací. Tím se myslí komfort uţivatelský (rychlost 
odezvy) a téţ komfort při vývoji (oddělení aplikační logiky od uţivatelského rozhraní). 
Po seznámení se s existujícími přístupy vytváření webových aplikací je navrţen 
přístup další (rozdělení uţivatelského rozhraní na klientskou a serverovou část). Ten je 
částečně inspirován předešlými přístupy, avšak snaţí se zmírnit jejich nevýhody při zachování 
nabízené funkcionality. Řešení optimalizuje mnoţství přenášených dat mezi serverovou a 
klientskou částí webové aplikace a také rychlost odezvy klientského prohlíţeče. Aplikační 
logika zůstává na serveru a nevzniká potřeba duplikace části výkonného kódu i na klienta. 
Jsou zmíněny případy, kdy je a kdy není vhodné nebo moţné navrţený model aplikace pouţít. 
Ukázková aplikace přiloţená na CD prakticky ověřuje pouţitelnost navrţeného řešení.  
11.1 Přínos pro uživatele 
Uţivatel si pravděpodobně při pouţívání aplikace zaloţené na rozdělení uţivatelského 
rozhraní na klientskou a serverovou část všimne, ţe aplikace má značně rychlejší odezvu neţ 
aplikace realizované pomocí UpdatePanelu (pokud takové aplikace pouţívá nebo pouţíval). 
Naopak si nevšimne mnoha změn, které se neprojeví v uţivatelském rozhraní. Zjednodušeně 
lze říct, ţe uţivatel nezpozoruje mnoho rozdílů (aţ na snad podstatné zrychlení odezvy) a to 
lze povaţovat za pozitivní výsledek. Klíčovou vlastností je, ţe se nezmenšila funkcionalita 
aplikace po nasazení JSConnectoru. 
11.2 Přínos pro vývojáře 
Vývojář zcela určitě ocení, ţe při pouţití generování formulářů bude urychleno 
vytvoření prvního prototypu aplikace. Odpadne často zdlouhavé vytváření formulářů 
pro kaţdý typ dat v aplikaci. Také existence zápisu struktury BLL tříd v XML usnadní 
budoucí úpravy aplikace. Díky generování bude eliminováno mnoho chyb vznikajících 
v důsledku ručního psaní kódu, tedy i testování aplikace bude moţné zaměřit trochu jiným 
směrem, neţ opakovaným ověřováním základní funkcionality všech formulářů.  
Poţadavek existence aplikační logiky v BLL třídách umoţní snadnější testování této 
logiky, protoţe bude moţné snadno vytvořit testovací scénáře bez nutnosti testování pomocí 
uţivatelského rozhraní, ale přímou manipulací s BLL třídami. Snadnější je také migrace 
aplikace z webové aplikace na ne-webovou a opačně. Na druhou stranu pokud byly aplikace 
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dosud vytvářeny jinak a aplikační logika nebyla aplikace umístěna v BLL třídách, bude 
pravděpodobně přeškolení vývojářů stát nějaký čas a prostředky. 
Zatím nebyly zmíněny výhody pro vývojáře vyplývající z rozdělení uţivatelského 
rozhraní na klientskou a serverovou část. Odpadne nutnost duplikování části výkonného kódu 
do klientských skriptů, pokud tak byly aplikace dosud řešeny. Výhodou můţe být i moţnost 
sledování obsahu přenášených dat mezi klientem a serverem. A nejen sledování, ale i moţnost 
tato data měnit (s vyuţitím vhodných programů) za účelem testování krajních nebo 
neplatných případů. Lze také zvolit postup, kdy bude klientská část odladěna nezávisle 
na serverové a spolu budou integrovány později. 
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Příloha A – Příklad komunikace se službou ConnectorService 
V příloze jsou uvedena těla (body) HTTP poţadavků (request) a odpovědí (reply). 
Operace Load 
POST http://localhost:2072/Connector.svc/Load 
Poţadavek 
 
Odpověď 
 
Operace Create 
POST http://localhost:2072/Connector.svc/Create 
Poţadavek 
 
Odpověď 
 
  
{ 
  "session":"b52d2740-757b-4d2c-a34a-829682632fdb", 
  "name":"TestNHBLL.InvoiceItem", 
  "id":-1 
} 
{ 
  "name": "TestNHBLL.InvoiceItem",  
  "session": "b52d2740-757b-4d2c-a34a-829682632fdb" 
} 
{ 
  "session":"b52d2740-757b-4d2c-a34a-829682632fdb", 
  "name":"TestNHBLL.InvoiceItem", 
  "id":1 
} 
{ 
  "name": "TestNHBLL.InvoiceItem",  
  "session": "b52d2740-757b-4d2c-a34a-829682632fdb",  
  "id": 1 
} 
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Operace Get 
POST http://localhost:2072/Connector.svc/Get 
Poţadavek 
 
Odpověď 
 
  
{ 
  "session":"b52d2740-757b-4d2c-a34a-829682632fdb", 
  "name":"TestNHBLL.InvoiceItem", 
  "id":-1, 
  "members":[ 
    { 
      "path":"Description","type":"string","isRequired":true,"maxLength":50, 
      "label":"Description","hint":"Description of invoice item" 
    },{ 
      "path":"Amount","type":"decimal","value":"0,00","isRequired":true, 
      "label":"Amount" 
    },{ 
      "path":"VatRate","type":"decimal","value":"0,00","isRequired":true, 
      "label":"Vat rate" 
    },{ 
      "path":"UnitPriceWoVat","type":"decimal","value":"0,00", 
      "isRequired":true,"label":"Unit price wo VAT" 
    },{ 
      "path":"Unit","type":"string","isRequired":false,"maxLength":10, 
      "label":"Unit","hint":"Unit of invoice item" 
    },{ 
      "path":"PriceWoVat","type":"decimal","value":"0,00","isReadOnly":true, 
      "isRequired":false,"label":"Price wo VAT" 
    },{ 
      "path":"PriceWithVat","type":"decimal","value":"0,00","isReadOnly":true, 
      "isRequired":false,"label":"Price with VAT" 
    } 
  ] 
} 
{ 
  "name": "TestNHBLL.InvoiceItem",  
  "session": "b52d2740-757b-4d2c-a34a-829682632fdb",  
  "id": -1,  
  "paths": [ 
    "Description", "Amount", "VatRate", "UnitPriceWoVat", "Unit", 
    "PriceWoVat", "PriceWithVat" 
  ] 
} 
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Operace Set 
POST http://localhost:2072/Connector.svc/Set 
Poţadavek 
 
Odpověď 
 
Operace Save 
POST http://localhost:2072/Connector.svc/Save 
Poţadavek 
 
Odpověď 
 
  
{ 
  "session":"b52d2740-757b-4d2c-a34a-829682632fdb", 
  "name":"TestNHBLL.InvoiceItem", 
  "id":2 
} 
{ 
  "name": "TestNHBLL.InvoiceItem",  
  "session": "b52d2740-757b-4d2c-a34a-829682632fdb",  
  "id": -1 
} 
{ 
  "session":"b52d2740-757b-4d2c-a34a-829682632fdb", 
  "name":"TestNHBLL.InvoiceItem", 
  "id":1 
} 
{ 
  "name": "TestNHBLL.InvoiceItem",  
  "session": "b52d2740-757b-4d2c-a34a-829682632fdb",  
  "id": 1,  
  "path": "Amount",  
  "value": "2" 
} 
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Operace Delete 
POST http://localhost:2072/Connector.svc/Delete 
Poţadavek 
 
Odpověď 
 
Operace Reload 
POST http://localhost:2072/Connector.svc/Reload 
Poţadavek 
 
Odpověď 
 
  
{ 
  "session":"b52d2740-757b-4d2c-a34a-829682632fdb", 
  "name":"TestNHBLL.InvoiceItem", 
  "id":1 
} 
{ 
  "name": "TestNHBLL.InvoiceItem",  
  "session": "b52d2740-757b-4d2c-a34a-829682632fdb",  
  "id": 1 
} 
{ 
  "session":"b52d2740-757b-4d2c-a34a-829682632fdb", 
  "name":"TestNHBLL.InvoiceItem", 
  "id":-1 
} 
{ 
  "name": "TestNHBLL.InvoiceItem",  
  "session": "b52d2740-757b-4d2c-a34a-829682632fdb",  
  "id": 2 
} 
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Operace GetTable 
POST http://localhost:2072/Connector.svc/GetTable 
Poţadavek 
 
Odpověď 
 
{ 
  "session":"b52d2740-757b-4d2c-a34a-829682632fdb", 
  "name":"TestNHBLL.Invoice", 
  "id":1, 
  "table":{ 
    "path":"InvoiceItems", 
    "page":1, 
    "total":1, 
    "records":2, 
    "rows":[ 
      { 
        "Id":"1","IdInvoiceItem":"1","Description":"Item 1", 
        "Amount":"1,00","PriceWithVat":"10,50" 
      },{ 
        "Id":"2","IdInvoiceItem":"2","Description":"Item 2", 
        "Amount":"10,00","PriceWithVat":"1 050,00" 
      } 
    ] 
  } 
} 
{ 
  "name": "TestNHBLL.Invoice",  
  "session": "b52d2740-757b-4d2c-a34a-829682632fdb",  
  "id": 1,  
  "path": "InvoiceItems",  
  "cols": [ 
    "IdInvoiceItem", "Description", "Amount", "PriceWithVat" 
  ],  
  "page": 1,  
  "rows": 5,  
  "orderBy": "",  
  "orderDirDesc": false 
} 
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Příloha B – Obsah přiloženého CD 
 \FormConnector – adresář obsahující zdrojové kódy ukázkové aplikace; obsahuje 
solution pro MS Visual Studio 2008 
 \lib – instalační balíčky pro některé knihovny, které jsou vyţadovány pro zkompilování a 
zprovoznění ukázkové aplikace 
 \sql\TestBLL.sql – skript pro MS SQL slouţící k vytvoření databáze (struktury i 
vzorových dat) pro ukázkovou aplikaci 
 \TestNH – zkompilovaná podoba ukázkové aplikace (pro prostředí .NET 3.5 SP1) 
pouţívající NHibernate a databázi jako zdroj dat (před spuštěním je nejprve nutné upravit 
v konfiguračním souboru TestNHServiceConsole.exe.config nastavení připojovacího 
řetězce k databázi a další parametry NHibernate) 
o statická data jsou načítána z adresáře \TestNH\Web 
o formuláře jsou načítány z adresáře \TestNH\Form 
o aplikace TestNHServiceConsole.exe zajistí spuštění webových sluţeb FormService 
a ConnectorService 
o aplikaci je moţné ukončit uzavřením konzole 
o úvodní stránkou je soubor Index.html v adresáři u programu (v případě změny 
portu, na kterém sluţby běţí, je třeba upravit i obsah tohoto souboru) 
 \TestNoDB – zkompilovaná podoba ukázkové aplikace (pro prostředí .NET 3.5 SP1) 
s omezenou funkčností (není moţné vytvářet nové, ukládat změněné ani mazat existující 
instance BLL tříd; také není dořešeno řazení řádek tabulky), kterou je moţné spustit 
bez nutnosti vytváření databáze a konfigurace aplikace, protoţe vzorová data jsou 
vygenerována při spuštění a jsou umístěna v paměti 
o statická data jsou načítána z adresáře \TestNoDB\Web 
o formuláře jsou načítány z adresáře \TestNoDB\Form 
o aplikace TestNoDBServiceConsole.exe zajistí spuštění webových sluţeb 
FormService a ConnectorService 
o aplikaci je moţné ukončit uzavřením konzole 
o úvodní stránkou je soubor Index.html v adresáři u programu (v případě změny 
portu, na kterém sluţby běţí, je třeba upravit i obsah tohoto souboru) 
 \Text.pdf – elektronická verze diplomové práce 
 \Install.pdf – elektronická verze návodu na kompilaci a nastavení ukázkové aplikace 
 \User.pdf – elektronická verze návodu na ovládání ukázkové aplikace 
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Příloha C – Gramatika formátu JSON 
V příloze je uvedena gramatika formátu JSON, který je pouţit jako formát pro přenos 
dat v navrţeném řešení. Obrázky jsou převzaty z (Crockford, 2006), kde je uveden i textový 
popis formátu a další informace. Počátečním neterminálem gramatiky je value. 
 
 
 
 
 
 
82 
 
 
 
 
