In a previous paper [1], we derived formulae for estimating the storage requirements of the Rectangular and L-shaped Corner Stitching data structures [2, 3] for a given layout.
(For example, a data structure which uses less memory might require less disk swaps than a data structure which requires more memory). Thus, the estimator proposed in this paper would be used up-front by a CAD systems designer on sample layouts available to the designer. The designer will choose a data structuring technique for his/her application based, in part, on the information provided by the memory estimator and on the available hardware.
Next, we mention why a memory estimator is needed for corner stitching: unlike simpler data structures such as arrays and linked lists., it is not trivial to manually estimate the storage requirements of RCS and LCS. For example., if n items are. inserted into a linked list, then the amount of storage required is n multiplied by the number of bytes required by a single list node. Corner stitching has the unique property that the insertion of n rectangles does not imply that there are n nodes in the data structure. The exact total number of nodes in the data structure is considerably more than n and depends on the relative positions of the n rectangles, and in LCS, on the order in which they are inserted ! We begin by reviewing the corner stitching data structure. Corner stitching is a data structuring technique proposed by Outsterhout [2] for representing rectangular tiles in interactive VLSI layout editing systems and was used to implement the Magic system [4] . It was preferred over other data structures for VLSI layouts such as linked lists [5] , bins [6, 7] and neighbor pointers [8] because it allows fast, localized algorithms for a variety of interactive and batch operations [2] . Corner stitching was subsequently extended to trapezoidal tiles by Marple et al. and was used to implement the Tailor system [9] . Marple et al. compared corner stitching with linked lists, K-D trees, and quad trees. Although there were certain advantages and disadvantages associated with each data structure, corner stitching was, on balance, found to be the most appropriate. See [9] for a detailed discussion on the pros and cons of each data structure. Corner stitching was later extended to curved tiles, by S6quin and Facanha [10] . Both extensions are similar to the original data structure in that "the topological and conceptual issues remain virtually unchanged" [10] . The difference is that, in order to accommodate tiles of more complex shapes than rectangles, "the low-level geometric operations are replaced with procedures that are more sophisticated-and more difficult to implement" [10] . Blust and Mehta [3] extended the corner stitching data structure of Ousterhout so that, in addition to representing rectangular tiles, it also represented L-shaped tiles. This extension required a modification of the topology of the corner stitching data structure. It was seen that the LCS data structure, while retaining the advantages of corner stitching over simpler data structuring methods, required less memory than the alternative approach of partitioning each L-shaped object into two rectangular objects and then using RCS. Implementing the corner stitching data structure is a rather tedious task as indicated by the following quote [10] In view of this, we have provided, in a previous paper [1] , a general formula for the memory requirements of each of the RCS and LCS data structures on a given layout. These formulae require knowledge about certain geometric properties of the layout called violations of the C property [1] . However, [1] In this section, we review definitions and concepts presented in [1] that are relevant to our discussion. Proof Proved in [1] . 
Next, we enumerate the vertical Violations: Step 
