Over the past decade software testing has become easier and harder than ever.
Software testing has become more difficult due to the vast world of technology where new operating systems, programming languages, and the internet are constantly growing in complexity. In contrast, these advances have also helped to create automation of testing in order to streamline software testing processes. Clinical trials and studies have given clues to medical device researchers as to which algorithms can help patients and which therapies are most effective. Alongside these technologies the medical device field and medical device algorithms have increased in complexity. This increase has caused medical device software testing to become more difficult. In complex cases, software testers utilize device source code and work closely with software developers in order to fully understand each algorithm. This practice does not require any interpretation of software requirements and leads to designing test scenarios according to software implementation. Furthermore, there are instances where software requirements are interpreted differently by the developer and the tester causing untested software to be delivered to devices.
At St. Jude Medical, quality is always top priority. Requirements based testing has been at the core of the software testing department for many years. The software requirements, derived from system specifications, are contributed to by doctors, field clinicians, and marketing groups. System requirements are then derived from the system specifications and are used by testing groups as the basis of test design and test implementation. Every software requirement is tested as stated by the standard operating procedures document submitted upon FDA approval.
The software testing group has adapted quickly to these changes in requirements and software constantly modifying test strategies to ensure quality products. However, testing methodologies need to be constantly questioned and examined to answer the question: are tests designed to find software defects or are tests designed to prove defects were not found? The main concern in software development testing is that software engineers have been focusing too much on how to test the system rather than what they should be testing. Plain and simple: Software testing is the process of executing a test script or program with the intent of finding errors. Improving on current test methodologies will help keep this statement valid for years to come.
St Jude Medical Devices: Pacemakers and ICDs
St Jude Medical's Cardiac Rhythm Management Division produces two main products: implantable pacemakers and implantable cardioverter defibrillators (ICD). A pacemaker is a device that paces a slow pacing heart using low amplitude electrical impulses. An ICD is a device that monitors a fast pacing heart and delivers high-voltage shocks to try and contain its pacing rate.
Medical Device Software Testing and the FDA Medical device software testing is driven by a number of factors. First, there is an increased concern for safety in the medical device field. Every year less than 1% of all implanted devices are returned to the original manufacturer to investigate reasons for failure. Failures may include high risk issues such as rapidly declining battery life but may also include low risk issues such as diagnostic recording. Nevertheless, the FDA heavily scrutinizes medical devices produced by a company especially those in development of a Class III life sustaining device such as a pacemaker or an ICD. Second, there is increased competition from other medical device companies. Improving software testing will catch more software defects and issues. With fewer software bugs in the field, our product will be more reliable and doctors and clinicians will choose our family of products over the competition.
The main concern regarding medical device software testing is that St. Jude
Medical is not a typical software company. Many software companies are comprised of various testing departments, but none is subject to the scrutiny of strict regulatory agents such as the FDA. While most software companies can test products after launch, a medical device company must ensure a quality product before any device is assembled, shipped, and implanted into a patient. to test". The users can call library functions for specific tasks and the libraries will be responsible for communicating data between the internal tools and the device. Taking this concept even further, the automation of this entire process has increased productivity across all levels of development and is now being used by other software testing groups within St Jude Medical.
Requirements Driven Testing

Pacing and Sensing Leads for ICDs and Pacemakers
Medical device testing has been held to the highest standards by the FDA. St.
Jude Medical produces Class III devices such as pacemakers and ICDs to treat patients with arrhythmias and other heart conditions. The ICDs and pacemakers are implantable and are connected to plastic coated metal wires known as leads. Two categories of leads exist: Sensing and Pacing. The sensing leads carry heart rate information signals back to the ICD or pacemaker. The pacing leads deliver small pulse waves to various heart chambers (pacemakers) and have the ability to deliver a high energy shock (ICD) up to 840 volts. The latest technological advances have allowed both the pacing and sensing lead to be combined and functions as a sensing and pacing/shocking composite lead. The main goal of the PSA device is to provide the clinicians enough data to ensure the pacemaker or ICD and the leads are functioning properly and positioned in a suitable cardiac location. First, the leads are inserted into the patient's heart through veins and are anchored to the heart chamber wall. Next, the leads are connected to the PSA device. The PSA device then performs a list of tasks including analyzing the amplitude of a cardiac signal (P and R waves), analyzing the impedance of the leads (ensuring the lead is not damaged and the impedance falls within a specified range), and analyzing the capture threshold data. After the leads have passed through a series of tests, the doctors and clinicians deem it suitable as a successful lead implant. The leads are then securely connected to the pacemaker or ICD and tested once again through similar algorithms within the device. A key feature of the PSA device is that it will be integrated alongside the St. Jude Medical Merlin programmer device for programming pacemakers and ICDs. The main objective of software libraries is to assist verification engineers to be able to communicate, interact, and gather information from the device quickly and efficiently to allow the focus to be concentrated on test designs which find software
issues. An example test case scenario will be outlined:
Test Design
Test engineers will create new test cases by analyzing system requirements ( Figure 2 ) and creating a test design document which will give a high-level overview of how the test will be executed and the procedure the test will follow (Figure 3 ). The engineers must consider the input parameters to the device and must also list out the expected results in the form of various test points from within the test case. The test engineer must ensure that each requirement is fully tested and that all positive and negative test scenarios are covered as well. 
Test Results
Each test script is compiled and is executed on a UTS cart station. After each test script has finished, a trace file is generated which contains a list of messages indicating which test points have passed or failed. The trace file will also list any errors reported by the testing libraries, internal tools, or by the Windows operating system ( Figure 5 ). 
Updating Software Libraries
Due to the large number of software requirements for each device, it is impossible to create a separate set of requirements that will satisfy the needs of software testing. It is for this reason that there is a different approach when creating software libraries for medical device testing. New requirements and new features to the device are constantly being added. Over time the need arises for new functionality within the software libraries. The process for creating or updating a software library function is as follows:
• Software Work Request (SWR) driven: A test engineer finds an issue in their test and it is related to a coding error in the UTL or internal tool
• Enhancements and Continuous Improvement: UTL team members or test engineers suggest an enhancement or request a feature that make functions more efficient, easier to use, low impact to other tests, limit code redundancy
UTL Update Process
After a request is made to the UTL team for updates, it is assigned to a UTL team member for investigation. The UTL engineer will determine the cost and impact of the work. Priority is given on a project basis, but is not limited to project deadlines.
Changes to the UTL can occur after a project has finished if a new method or a more 
UTL Functional Subcategories
The base UTL structure is divided into 3 main components: UTL_TLM, UTL_STT, and UTL_UTS. Each component is specific to a tool that is used by the V&V teams to communicate and interact with each device. The UTL_TLM project is a set of cpp files responsible for interacting with the Universal Engineering Programmer (UEP) which has API calls for communicating to a device via telemetry, RF, and USB communication. This is where a majority of the UTL code resides and is the cornerstone for all projects within the UTL. The UTL_STT project is a set of cpp files responsible for communicating to a Simulation Test Tool (STT) which is a hardware and software component responsible for simulating heart rhythms which are sent to the device. The UTL_UTS project is a set of cpp files responsible for recording any events and triggers that occur across the main bus of the Central Processing Unit (CPU) on the device and monitors data for each signal (similar to a logic analyzer). The main focus will be on the UTL_TLM entity because the UEP is the main component which communicates to the PSA device via the RF protocol.
Existing UTL configuration Figure 6 shows the relationship between the testing code, software libraries, tools, and devices. Prior to PSA device testing, legacy devices would utilize the current structure of the UTL software libraries. The dotted line between the UEP and the device represents a non-wired communication protocol such as inductive telemetry or radio frequency (RF). The STT and UTS tools are hard wired to the device and allow digital/analog heart simulations to be sent to the device (STT) or device CPU activity to be monitored through a standard bus interface (UTS 
Figure 6. System Components of the UTL (all projects)
Current UTL configuration for PSA device testing
In contrast, Figure 7 shows how the UTL has been updated and modified for PSA device testing. The PSA device relies heavily on RF protocol to communicate to any external device however it does not use RF frequencies and signals. The RF protocol is translated along USB hard-wired communication to the Merlin Programmer. The RF protocol, proxies, and APIs are used to communicate to the PSA device and it is the only method of command input to the device. The UTL_TLM project has been updated with a PSA C++ class file and header file for all activities associated with the device. The STT communicates via the same method as legacy devices so no changes were needed to the UTL_STT project. The PSA processor does not include an interface for a UTS or logic analyzer connection so this entity has been omitted and cannot be used for PSA device testing. Similar to the configuration in Figure 6 , the software libraries shown in Figure 7 also create an advantage for the end user by hiding interaction between the tools and device. After sending the correct telemetry command, the UEP will return with the data encoded in 11 bytes which need to be parsed correctly. It is important to know that the data being returned is in big-endian format and the bytes will need to be swapped. The serial number is a clear example of this being 4 bytes long and byte order has been reversed. This data can be useful when testing new software versions including updates, patches, and code stitching. The previous data can be used to compare that the version numbers have changed and updated accordingly. The function will also save all the current data into a deviceData object for any additional testing. This data is common across all tests and can be used for multiple verification points. Figure 9 . GetHWPacedPulseInfo function Example 3: Initialize PStim Figure 10 shows the most in-depth and complex function that is available for the PSA test engineers. The PStim function sends a command to the PSA device to send pacing stimuli through the leads and into the patient. This is used by the physician to check the validity and integrity of the leads implanted in the patient. Based on the different parameters given for the function (pacing chamber, pace amplitude, pace width, and pacing intervals) the function will appropriately create a specific command to send to the device. The function also provides bounds checking by qualifying the arguments passed to determine if the values are in range according to the EIIS (External Instrument Interface Specifications). For example, if a given amplitude is given outside the range of the programmable parameter range the function will return FAIL and will not send the PStim command to the device. If valid amplitude is given, the function will translate that value to step sizes in bytes in order to send the correct format of data for the command.
Once all the parameters conditions are met, a byte arrays are constructed with the corresponding values and the complete command is sent to the device. The PSA dump trace in the device is a buffer in which each entry is only 1024 bytes (or characters) long. Therefore, any error message that is generated by the PSA device that is placed in the buffer that is larger than 1024 characters will need to be broken up into several buffer entries. The PSA device will return the buffer size and the function will create a new local buffer with the size of the error messages. To ensure each dump trace is saved correctly, the function will use the test logging name path (which is unique to each test run) as the name of the file of the dump trace. 
DISCUSSION AND FUTURE IMPROVEMENTS
The functions created for the PSA project are just a few improvements and tools that the verification test team utilizes. Being the first project that has utilized a USB protocol, we can use the newly created PSA functions for future projects that will also communicate via the USB protocol. These updates allow the UTL to support any legacy testing for the PSA project and can support future projects that spawn from this PSA platform. If St Jude Medical decides to create similar devices that are based on this USB protocol, the software testing group already has the tools and methods in place and would not add any delay in project scheduling. This idea of shared or reusable code across projects has been helpful to firmware testing for a number of years and has been proven to cut costs, decrease project scope creep, and allow test engineers to help out development teams in all aspects of the development lifecycle.
Beyond firmware testing, the UTL team's main goal is to have this shared resource used across all sectors of the company. The development team has recently adopted the UTL libraries and packages for creating unit and bench tests (where previously firmware tests were created and maintained by a separate tool). A lot of the teams across different sites communicate and interact with the same tools (STT, UEP, etc). Having a generic unified interface for all these tools may help other teams in the way they think about requirements, designs, implementation, and more importantly, testing. The success that the UTL has brought to the Firmware Verification team as a resource is something that should be spread across the company to give St Jude added value against market competitors.
CONCLUDING REMARKS
The UTL team will continue to maintain and deliver improvements to existing UTL functionality. Because of its power and simplicity of use, the UTL will be used for many projects to come. Continuous improvement for the UTL is important because software testing is an invaluable step in software development. Software testing is the most important aspect of the development lifecycle to help keep maintenance costs at a minimum. Although most companies view software testing as a burden, the software organizations at a medical device company views testing as an essential ingredient for 
