Abstract: This paper proposes a real-time embedded system for joint space control of omnidirectional mobile robots. Actuators driving an omnidirectional mobile robot are connected in a line topology which requires synchronization to move simultaneously in translation and rotation. We employ EtherCAT, a real-time Ethernet network, to control servo controllers for the mobile robot. The first part of this study focuses on the design of a low-cost embedded system utilizing an open-source EtherCAT master. Although satisfying real-time constraints is critical, a desired trajectory on the center of the mobile robot should be decomposed into the joint space to drive the servo controllers. For the center of the robot, a convolution-based path planner and a corresponding joint space control algorithm are presented considering its physical limits. To avoid obstacles that introduce geometric constraints on the curved path, a trajectory generation algorithm considering high curvature turning points is adapted for an omnidirectional mobile robot. Tracking a high curvature path increases mathematical complexity, which requires precise synchronization between the actuators of the mobile robot. An improvement of the distributed clock-the synchronization mechanism of EtherCAT for slaves-is presented and applied to the joint controllers of the mobile robot. The local time of the EtherCAT master is dynamically adjusted according to the drift of the reference slave, which minimizes the synchronization error between each joint. Experiments are conducted on our own developed four-wheeled omnidirectional mobile robot. The experiment results confirm that the proposed system is very effective in real-time control applications for precise motion control of the robot even for tracking high curvature paths.
Introduction
As one of the most renowned topics in the field of robotics, mobile robots are drawing a great deal of attention from researchers because of their high demand in sophisticated applications, especially in a cyberphysical system. Mobile robots are currently integrated in physical world environments, interacting efficiently with human beings to perform delicate tasks in military exercises, factory automation, and education [1] [2] [3] . For instance, an ongoing research suggests using a mobile robot for clinical telepresence, which eliminates the travel distance between physicians and patients performing medical examinations inside a coexistent space [4] . These studies employed conventional-wheeled mobile robots which required meticulous path planning and navigation schemes to track a desired path. Although recent advancements in navigation have enabled conventional-wheeled mobile robots to accurately track curved paths with smooth trajectories, a considerable amount of lateral and longitudinal slip (nonholonomic constraints) constricts movement in all possible directions. Comparatively, omnidirectional mobile robots are capable of arbitrary motion in any direction without reconfiguration of the wheels at any point in time. Motion in arbitrary directions is possible by employing specially designed wheels including sliding rollers [5] , active casters [6] , and Mecanum wheels [7, 8] . To this end, we aim to develop a motion control system for a Mecanum-wheeled omnidirectional mobile robot.
To interact with the working environment, robots must be equipped with a motion control system consisting of three essential components: the main controller, servo drives, and actuators. The main controller is responsible for the calculation of motion commands and the collection of feedback from the other components. It also handles all communication and network-related functions. Conventional motion control systems consist of powerful main controllers based on industrial computers running proprietary software, which are very expensive and bulky in size [9, 10] . These are mostly found in control systems for industrial and humanoid robots [11] [12] [13] . However, main controllers for mobile robots should be smaller to increase portability as they are required to move easily within the environment. Several studies proposed embedded systems to address this issue. Al Mamun et al. [14] presented an embedded system for an omnidirectional mobile robot participating in the RoboCup-SSL soccer competition. Although they were able to deal with portability, their software is not easily accessible, making it difficult for redistribution. Arvin et al. [15] and López-Rodríguez et al. [16] both presented widely distributable open-source educational mobile robot systems. However, these innovative approaches shared a common drawback: the inability to track a desired path with accuracy. This is due to the failure of meeting real-time constraints. Because robots are advanced control systems which include implementation of various digital hardware and control algorithms, each component must be operated in a deterministic manner and should meet strict temporal deadlines, or hard real-time constraints.
In this paper, we employ EtherCAT [17] , a real-time Ethernet protocol, to address the issue of guaranteeing precise control speed and short cycle times while transferring massive amounts of information between EtherCAT slave devices (servo drivers of the mobile robot). In our previous work, we have implemented an EtherCAT environment for a desktop PC to control a conventional wheeled mobile robot [18] . Owing to the current trend in exploiting open embedded platforms as main controllers in robot control applications [19] [20] [21] , we developed a low-cost, real-time EtherCAT controller based on an open embedded hardware: i.MX6Q SABRELite [22] . However, the software development on these platforms is more difficult in contrast to commercial distributions owing to the limited availability of systematic documentation and technical support [23, 24] . Although manufacturers provide software sources such as the Linux kernel, compatibility with the other software and patches is also a concern. With the aim to minimize development costs and provide an easily redistributable solution for researchers and real-time developers, we provide detailed instructions on developing a real-time environment for the i.MX6Q SABRELite utilizing an open-source EtherCAT master-IgH EtherLAB [25] -and considering its compatibility with other open-source software sources. IgH EtherLAB only should be executed under a real-time operating system (RTOS) to ensure operation in real-time. The Linux kernel is highly recommended because of its openness, which enables users to freely add and modify the source code. As a result of the continuous contribution of developers worldwide, the standard Linux operating system has advanced to become a soft RTOS. It can meet real-time deadlines most of the time. However, deadlines are frequently missed with tolerable system degradation because the standard Linux scheduling policy utilizes fairness instead of priority in executing processes [26] . Mobile robot control applications are a collection of hard real-time tasks and missing a deadline can result in severe system malfunction leading to physical accidents such as inability to follow the required path and collision with obstacles. Thus, we employed Xenomai [27] , a cokernel approach of real-time Linux, running alongside the standard kernel to provide hard real-time support for user space applications. While satisfying real-time constraints is critical, the accurate actuation on the center body of a mobile robot requires the desired trajectory to be decomposed in the joint space [28] . Our previous study provides a brief description of a convolution-based trajectory generation method considering the geometric constraints of a high curvature path [29] . However, it was developed to drive a conventional-wheeled differential drive mobile robot, it did not completely describe the definition of a high curvature, and practical testing on an actual mobile robot was not executed. In this paper, we focus on the adaptation of the algorithm on a four-wheeled omnidirectional mobile robot based on EtherCAT. The difference in kinematics shows that synchronization is very essential between each actuator and the main controller, which generates and distributes velocity commands. This problem is imminent in tracking a high curvature trajectory with the maximum allowable velocity as it requires numerous mathematical operations in short cyclic period. EtherCAT offers a delay compensation mechanism between EtherCAT slaves, namely, distributed clock (DC). However, synchronization between the EtherCAT master and the slaves was not considered according to the results of Cena et al. [30] . This affects the stability of the entire system due to periodically losing packets on the transmission line [31] . This paper presents a method that configures the reference slave as the global reference clock to be followed by the EtherCAT master and all the slaves within the network. The local time of the EtherCAT master is adjusted according to the drift of the reference clock while performing its required tasks. This method can satisfy the synchronization requirements of joint space control without data loss, thus accurately tracking the path with high curvature.
In summary, the contribution of this paper is divided into three main points. First, we provide the detailed procedures considering software compatibility in developing a network-oriented, low-cost, real-time embedded system to control an omnidirectional mobile robot via EtherCAT protocol. A joint space trajectory generator which enables tracking of high curvature paths is thoroughly discussed with the definition of the underlying geometrical constraints. Lastly, a method to improve the DC mechanism of EtherCAT is proposed to guarantee synchronization between the EtherCAT master and slaves for accurate joint space motion. The remainder of this paper is organized as follows. Section 2 presents the design of the real-time environment for the i.MX6Q SABRELite embedded platform, including both hardware and software architecture. Section 3 discusses the convolution-based trajectory generation scheme to track a high curvature path and its adaptation to the kinematics of a four-wheeled omnidirectional mobile robot. The improvement of the DC mechanism and its significance in joint space control is explained in Section 4. Section 5 shows the results of the experiments and the last section summarizes the concluding remarks and discusses future work.
Design of a Real-Time Embedded System
With the aim to design a mobile robot applicable in several fields such as education, industrial automation, and research, we have employed EtherCAT, a real-time Ethernet protocol developed by Beckhoff Automation [17] . EtherCAT is becoming the standard fieldbus protocol guaranteeing strict scheduling deadlines and short cycle times while transferring massive amounts of information between a network of devices. The protocol is typically implemented in main controllers of cyberphysical systems including industrial and humanoid robots that require powerful but bulky industrial computers running expensive proprietary software. However, mobile robot applications require portable main controllers to increase versatility and dexterity when moving inside a working environment. To address this issue, this section provides detailed procedures for designing a real-time EtherCAT controller based on the open embedded platform i.MX6Q SABRELite. The functions of each of the hardware components and the software architecture considering compatibility for the motion control system are described.
Hardware Components
A robot motion control system is typically composed of a main controller, servo drives, and actuators to interact with the environment. The main controller is responsible for the calculation of encoders expressing the actual mechanical motion. The motion control system employing the EtherCAT network is shown in Figure 1 . The main controller serves as the EtherCAT master handling the path planner, trajectory generator, and the joint space controller. As shown in the figure, the initial and target positions respectively, denoted as Pi and Pf, respectively, are received by the EtherCAT master from the remote monitor. The path planner generates a path between these points without considering temporal parameters. The corresponding linear and angular velocity commands (denoted as vc and ωc, respectively) are produced by the trajectory generator and are decomposed to the joint space velocities through the joint space controller. The joint space velocities are sent to the servo drives on the EtherCAT network to drive the motors. The actual movement are measured by the encoders connected to each motor and the measurements are sent back to the EtherCAT master, which are processed to deduce the current location of the mobile robot in Cartesian space denoted as x(t) and y(t).
In our developed system, four EtherCAT servo drives are employed, each attached with AC motors. In addition, the servo drive supports processing of 19-bit serial encoder and provides three different control modes: velocity, position, and torque control. Thus, we selected motors that are each equipped with an internal 19-bit absolute encoder, used for measuring the actual movement of the motors and calculating the actual position of the robot. To address the size and power requirements, we characterize the main controller to run on the embedded platform i.MX6Q SABRELite, a low-power and low-cost open embedded hardware manufactured by NXP (formerly Freescale) [22] . i.MX6 processors are widely used in different industrial and control applications as it has a quad-core 1.2 GHz ARM Cortex A9 CPU, making it competitive with industrial computers. Although there are various evaluation boards for the i.MX6 processor, we have selected SABRELite because it has the interfaces required to drive a mobile robot while being minimally sized. The embedded platform is equipped with a gigabit Ethernet controller which serves as the interface to connect with the EtherCAT devices. Other hardware interfaces such as SPI, I2C, and UART are also available that can be used to attach different sensors and extend the functionality of the mobile robot.
Software Architecture
The open-source EtherCAT master-IgH EtherLAB-is required to be implemented under the Linux kernel. The compatible version of embedded Linux kernel that can be implemented on the embedded platform is kernel version 3.14.15 provided in the ARMv7 Multiplatform repository [32] . Although Linux provides libraries and other tools for application development, IgH EtherLAB requires an RTOS to meet real-time guarantees in connection with the EtherCAT slaves. To this end, we have selected Xenomai, a cokernel approach of real-time Linux. Xenomai provides hard real-time The main controller serves as the EtherCAT master handling the path planner, trajectory generator, and the joint space controller. As shown in the figure, the initial and target positions respectively, denoted as P i and P f , respectively, are received by the EtherCAT master from the remote monitor. The path planner generates a path between these points without considering temporal parameters. The corresponding linear and angular velocity commands (denoted as v c and ω c , respectively) are produced by the trajectory generator and are decomposed to the joint space velocities through the joint space controller. The joint space velocities are sent to the servo drives on the EtherCAT network to drive the motors. The actual movement are measured by the encoders connected to each motor and the measurements are sent back to the EtherCAT master, which are processed to deduce the current location of the mobile robot in Cartesian space denoted as x(t) and y(t).
In our developed system, four EtherCAT servo drives are employed, each attached with AC motors. In addition, the servo drive supports processing of 19-bit serial encoder and provides three different control modes: velocity, position, and torque control. Thus, we selected motors that are each equipped with an internal 19-bit absolute encoder, used for measuring the actual movement of the motors and calculating the actual position of the robot. To address the size and power requirements, we characterize the main controller to run on the embedded platform i.MX6Q SABRELite, a low-power and low-cost open embedded hardware manufactured by NXP (formerly Freescale) [22] . i.MX6 processors are widely used in different industrial and control applications as it has a quad-core 1.2 GHz ARM Cortex A9 CPU, making it competitive with industrial computers. Although there are various evaluation boards for the i.MX6 processor, we have selected SABRELite because it has the interfaces required to drive a mobile robot while being minimally sized. The embedded platform is equipped with a gigabit Ethernet controller which serves as the interface to connect with the EtherCAT devices.
Other hardware interfaces such as SPI, I2C, and UART are also available that can be used to attach different sensors and extend the functionality of the mobile robot.
The open-source EtherCAT master-IgH EtherLAB-is required to be implemented under the Linux kernel. The compatible version of embedded Linux kernel that can be implemented on the embedded platform is kernel version 3.14.15 provided in the ARMv7 Multiplatform repository [32] . Although Linux provides libraries and other tools for application development, IgH EtherLAB requires an RTOS to meet real-time guarantees in connection with the EtherCAT slaves. To this end, we have selected Xenomai, a cokernel approach of real-time Linux. Xenomai provides hard real-time support in the user space applications with task synchronization and scheduling mechanisms such as mutex, semaphores, event flags, etc. Xenomai runs alongside the standard Linux kernel through the adaptive domain environment for operating systems or ADEOS, a nanokernel hardware abstraction layer that enables multiple entities called domains to exist in the same hardware. In this configuration, Xenomai has the higher priority and is handled first, causing nonreal-time processes on the standard Linux kernel to have the lowest priority by default. Thus, any standard Linux task will execute, if and only if there are no pending Xenomai tasks.
The Linux kernel is patched with the compatible ADEOS ipipe-3.14.17-arm-2, which is available at the Xenomai i-pipe patch archives [33] . Additional kernel configurations are required to disable CPU features that are prone to voltage and clock frequency changes. These include CONFIG_CPU_FREQ, CONFIG_CPU_IDLE, and CONFIG_KGDB. Buffer overflow detection and protection is also disabled because it can trigger warnings when installing Xenomai. The kernel is compiled including device tree binaries (DTB). DTB is the newest data structure in Linux that contains the information of the devices attached to the embedded platform. In case of the i.MX6Q SABRELite, DTBs are introduced from Linux kernel version 3.8. Thus, a bootloader that can identify this data structure is required for a successful booting process. We have chosen U-Boot 2014.07, which is the most stable bootloader compatible with the platform. The latest version of Xenomai that is compatible with both the Linux kernel and IgH EtherLAB is Xenomai 2.6.5. It is included with user space libraries and tools for easier application development without having to program in the kernel space. Xenomai is compiled with −arch = armv7-a and −mfpu = vfp3, which comprise the architecture of the CPU and floating-point unit (FPU) attached to the i.MX6Q SABRELite. Finally, IgH EtherLAB is installed on the system to ensure deterministic communication with the EtherCAT slaves. The latest version of the EtherCAT master is v1.5.2 The toolchain used to compile all the software sources is gcc-linaro-arm-linux-gnueabihf-4.8.3 and the root filesystem used is minimal Ubuntu 14.04. The real-time environment for the i.MX6 SABRELite, considering the compatibility of each software, is shown in Figure 2 . The real-time performance of the Xenomai-based real-time environment for i.MX6Q SABRELite and its comparison to other widely known open embedded hardware platforms was presented in our previous work in [34] . as mutex, semaphores, event flags, etc. Xenomai runs alongside the standard Linux kernel through the adaptive domain environment for operating systems or ADEOS, a nanokernel hardware abstraction layer that enables multiple entities called domains to exist in the same hardware. In this configuration, Xenomai has the higher priority and is handled first, causing nonreal-time processes on the standard Linux kernel to have the lowest priority by default. Thus, any standard Linux task will execute, if and only if there are no pending Xenomai tasks. The Linux kernel is patched with the compatible ADEOS ipipe-3.14.17-arm-2, which is available at the Xenomai i-pipe patch archives [33] . Additional kernel configurations are required to disable CPU features that are prone to voltage and clock frequency changes. These include CONFIG_CPU_FREQ, CONFIG_CPU_IDLE, and CONFIG_KGDB. Buffer overflow detection and protection is also disabled because it can trigger warnings when installing Xenomai. The kernel is compiled including device tree binaries (DTB). DTB is the newest data structure in Linux that contains the information of the devices attached to the embedded platform. In case of the i.MX6Q SABRELite, DTBs are introduced from Linux kernel version 3.8. Thus, a bootloader that can identify this data structure is required for a successful booting process. We have chosen U-Boot 2014.07, which is the most stable bootloader compatible with the platform. The latest version of Xenomai that is compatible with both the Linux kernel and IgH EtherLAB is Xenomai 2.6.5. It is included with user space libraries and tools for easier application development without having to program in the kernel space. Xenomai is compiled with −arch = armv7-a and −mfpu = vfp3, which comprise the architecture of the CPU and floating-point unit (FPU) attached to the i.MX6Q SABRELite. Finally, IgH EtherLAB is installed on the system to ensure deterministic communication with the EtherCAT slaves. The latest version of the EtherCAT master is v1.5.2 The toolchain used to compile all the software sources is gcc-linaro-arm-linux-gnueabihf-4.8.3 and the root filesystem used is minimal Ubuntu 14.04. The real-time environment for the i.MX6 SABRELite, considering the compatibility of each software, is shown in Figure 2 . The real-time performance of the Xenomai-based real-time environment for i.MX6Q SABRELite and its comparison to other widely known open embedded hardware platforms was presented in our previous work in [34] . 
Joint Space Motion of an Omnidirectional Mobile Robot
Advancements in motion control has enabled conventional-wheeled mobile robots to track curved paths with smooth trajectories. However, there are still considerable amounts of lateral and longitudinal slipping (nonholonomic constraints) that constricts movement in all possible directions. To this end, omnidirectional mobile robots are developed employing specially designed wheels. Controlling an omnidirectional mobile robot is a challenging task owing to its kinematics and dynamics in comparison to conventional-wheeled mobile robots. The dynamic model of the mobile robot which is required to implement various control algorithms in real environment having various uncertainties. In this paper, however, we focus on an advanced trajectory generation algorithm 
Advancements in motion control has enabled conventional-wheeled mobile robots to track curved paths with smooth trajectories. However, there are still considerable amounts of lateral and longitudinal slipping (nonholonomic constraints) that constricts movement in all possible directions. To this end, omnidirectional mobile robots are developed employing specially designed wheels. Controlling an omnidirectional mobile robot is a challenging task owing to its kinematics and dynamics in comparison to conventional-wheeled mobile robots. The dynamic model of the mobile robot which is required to implement various control algorithms in real environment having various uncertainties. In this paper, however, we focus on an advanced trajectory generation algorithm based on convolution which was originally characterized for a conventional-wheeled mobile robot with two wheels. The algorithm is modified in accordance to the kinematics model of a four-wheeled omnidirectional mobile robot driven with Mecanum wheels, where we assumed that there is no wheel slippage on the ground and provided references for the derivation of our mathematical model [35] . Trajectory generation for a smooth path is easier to accomplish, but it does not ensure the reliability to track paths with high curvature. Tracking high curvature paths is vital in a practical scenario where an obstacle is present in the working environment. The mobile robot is redirected to a new path to avoid collision with the obstacle that has high curvature turning points. Therefore, we present a trajectory generation technique that improves the original convolution-based algorithm considering the geometrical constraints of a high curvature path. In comparison to our previous work [29] , we have provided the description of the algorithm in details. The definition of a high curvature path is included in this paper. The high curvature trajectory is decomposed in the joint space to actuate the EtherCAT-based omnidirectional mobile robot.
Robot Kinematics and Joint Space Velocities
The kinematics of the omnidirectional mobile robot investigated in this paper is shown in Figure 3 . It is driven with four motors and has a rectangular shape. In the figure, the horizontal and vertical distances between the center of the robot and the center of each wheel are denoted as L and l, respectively. The rate of the heading angle at the center of the robot is denoted as ω c . The lateral and longitudinal linear velocities are represented by v x and v y , respectively. These velocities, along with ω c , are decomposed to the joint space velocities denoted as ω i (i = 0,1,2,3) with respect to the radius of the wheels denoted as R. with two wheels. The algorithm is modified in accordance to the kinematics model of a four-wheeled omnidirectional mobile robot driven with Mecanum wheels, where we assumed that there is no wheel slippage on the ground and provided references for the derivation of our mathematical model [35] . Trajectory generation for a smooth path is easier to accomplish, but it does not ensure the reliability to track paths with high curvature. Tracking high curvature paths is vital in a practical scenario where an obstacle is present in the working environment. The mobile robot is redirected to a new path to avoid collision with the obstacle that has high curvature turning points. Therefore, we present a trajectory generation technique that improves the original convolution-based algorithm considering the geometrical constraints of a high curvature path. In comparison to our previous work [29] , we have provided the description of the algorithm in details.
The definition of a high curvature path is included in this paper. The high curvature trajectory is decomposed in the joint space to actuate the EtherCAT-based omnidirectional mobile robot.
The kinematics of the omnidirectional mobile robot investigated in this paper is shown in Figure 3 . It is driven with four motors and has a rectangular shape. In the figure, the horizontal and vertical distances between the center of the robot and the center of each wheel are denoted as L and l, respectively. The rate of the heading angle at the center of the robot is denoted as ωc. The lateral and longitudinal linear velocities are represented by vx and vy, respectively. These velocities, along with ωc, are decomposed to the joint space velocities denoted as ωi (i = 0,1,2,3) with respect to the radius of the wheels denoted as R. Each of the wheels is driven individually for the robot to perform either lateral or radial movement. The kinematic model highly depends on the wheel configuration and the angle between the rollers and the center of the mobile robot according to the work of Taheri et al. [35] . Assuming that there is no wheel slippage on the ground, the mathematical model of the motion in the joint space in this configuration is expressed in the following equation. 
We can easily find a relationship between the central velocity of the mobile robot and the angular velocities at each of its joint. These angular velocities are derived using the following equation. Each of the wheels is driven individually for the robot to perform either lateral or radial movement. The kinematic model highly depends on the wheel configuration and the angle between the rollers and the center of the mobile robot according to the work of Taheri et al. [35] . Assuming that there is no wheel slippage on the ground, the mathematical model of the motion in the joint space in this configuration is expressed in the following equation.
We can easily find a relationship between the central velocity of the mobile robot and the angular velocities at each of its joint. These angular velocities are derived using the following equation.
Thus, the trajectory generator is responsible for producing the linear velocity commands at the center body of the mobile robot (v x and v y ) and the angular velocity (ω c ). Whereas, the joint space controller converts the central velocity commands into the angular velocities at each of the joints for the actual motion. The following sections discusses a trajectory generator based on convolution, which satisfies the physical limits of the robot and could track a high-curvature path.
Convolution-Based Path Planning
Yang et al. [28] proposed a path planner based on convolution which produces the center velocity for a two-wheeled mobile robot to track a smooth curve. The convolution operator satisfies physical limitations of the robot, including maximum velocity, maximum acceleration, and maximum jerk. To generate the velocity profile, a square wave function, y 0 (t), is defined with an area equal to the linear distance of the planned path, S, as shown in the following equation.
By applying the preceding output of the system as the input of the next iteration, successive operation of the digital convolution in uniform sampling time generates the center velocity profile using the following simplified equation.
where, k and m n satisfies k = t/Ts and m n = t n /Ts. t n is the calculated time parameter with respect to the given physical limits. Theoretically, the convolution operator can be applied to infinity; however, the smooth movement of the mobile robot only requires consideration of the jerk limit. Thus, the convolution operator is performed only for two times. However, the convolution operator only considers the linear distance between two points, which is unequal to the actual travel distance along a curved path. We assume that a curve is denoted as ∆S(u), which is uniformly sampled with a defining parameter in the range of 0 ≤ u ≤ 1. The total travel distance along the entire path, B d , is calculated as
The smoothness of the curve is defined as proportional to the number of samples of the defining parameter. Meaning, a smoother curve is generated with a larger number of u samples. The actual travel distance in (5) is substituted as the input function for the convolution operator. Hence, the center velocity, v c (t), is generated in the time domain. Here, physical limitations, such as maximum velocity, maximum acceleration, maximum jerk, and sampling time are configured to match the specifications of the mobile robot. However, the generated velocity does not consider the heading angles along the curve. Therefore, the defining parameter of the curve is calculated in the time domain using the following equation.
The accumulated distance at each sampling point in the time domain ∆S(u(t)) is obtained by substituting the calculated u(t) parameter in the curve equation to produce a trajectory that considers the heading angles of the curved path. This notation denotes that shorter sampling time can generate more accurate trajectory. Assuming that a path is defined by the time-bounded parameter in (6), then each point along the curve is defined as a function of that parameter or expressed as the coordinates (x(u(t)), y(u(t))). By definition, v x and v y are the rates of change of the position on the x and y axes, respectively. Thus, they are calculated as the derivative of the curved path, or
The heading angle from the center of the mobile robot, θ c , at each point along the curve is calculated as
Therefore, the angular velocity at the center body of the mobile robot is equal to the derivative of the heading angle, or
Trajectory Generator for a High Curvature Path
In the previous section, we discussed a convolution-based path planner which considers the physical limits and the heading angles at the center body of the mobile robot. However, it is inevitable for robots to work in an environment where obstacles exist inside a working environment. The common way to avoid obstacles is to alter the original planned path. For example, generating two additional paths, one for avoiding the obstacle, and the other to connect the deviation and the original target position. However, the deviation usually results to a path with high curvature. In our previous work [29] , the geometric constraints present at the turning points of was considered. The convolution-based trajectory generator in the previous section was improved to generate feasible trajectories. This method satisfies both the physical limits of the mobile robot and the geometrical limits due to the high curvature of the curved path. However, it was developed to drive a two-wheeled differential drive mobile robot and did not completely describe the definition of a high curvature. In this paper, we focus on the adaptation of the algorithm for a four-wheeled omnidirectional mobile robot. Assuming a curved path generated in the x-and y-axes with the parameter u(t) in (6), its curvature is defined as
where κ is the curvature of the curve and ρ denotes the radius of curvature. In this notation, we can see that the curvature at each point of the curve is the reciprocal of the radius of a circle that complies at that certain point. The curvature of the path is analyzed using the first-order derivative (FOD) test or dκ(u(t))/du(t), in order to detect local extrema. A curve is defined to have high curvature when local extrema exist at certain points along the curve. The extrema can either be the maximum or the minimum value of an open interval function, such as the curvature of the path. These are found when the FOD at a certain point of the curve is equal to zero. In Figure 4 , two S-curves were generated, and their curvatures analyzed using (10) and the FOD test. Figure 4a shows a smooth curve as there are no existing zero values of the FOD at any sampling points. On the other hand, Figure 4b contains two points where the FOD are zero located at u(t) = 0.055 and at u(t) = 0.944. These points are defined as the turning points of the curve. Thus, any curve that has existing turning points can be defined as a high curvature curve. These turning points contemplate geometric constraints limiting the allowable velocity at that point, as defined in the following equation. The curvature of the path is analyzed using the first-order derivative (FOD) test or dκ(u(t))/du(t), in order to detect local extrema. A curve is defined to have high curvature when local extrema exist at certain points along the curve. The extrema can either be the maximum or the minimum value of an open interval function, such as the curvature of the path. These are found when the FOD at a certain point of the curve is equal to zero. In Figure 4 , two S-curves were generated, and their curvatures analyzed using (10) and the FOD test. Figure 4a shows a smooth curve as there are no existing zero values of the FOD at any sampling points. On the other hand, Figure 4b contains two points where the FOD are zero located at u(t) = 0.055 and at u(t) = 0.944. These points are defined as the turning points of the curve. Thus, any curve that has existing turning points can be defined as a high curvature curve. These turning points contemplate geometric constraints limiting the allowable velocity at that point, as defined in the following equation.
The velocity at a turning point is determined through the relationship of the radius of curvature and the radial acceleration limit of the robot, armax. In order to consider these constraints, velocity profiles from the initial, terminal, and turning points are generated, with the lowest value at each sampling point is considered to be the maximum allowable velocity that can track the high curvature path. Figure 5 shows a graphical interpretation of the high curvature trajectory generation technique. First, a velocity profile from the initial point to the terminal point is generated in the forward direction applying the convolution operator in (4), as shown in Figure 5a . In perspective, the velocity in the opposite direction from the terminal point would produce the same result as the velocity from the initial point, thus it is neglected. The velocity at a turning point is determined through the relationship of the radius of curvature and the radial acceleration limit of the robot, a rmax . In order to consider these constraints, velocity profiles from the initial, terminal, and turning points are generated, with the lowest value at each sampling point is considered to be the maximum allowable velocity that can track the high curvature path. Figure 5 shows a graphical interpretation of the high curvature trajectory generation technique. First, a velocity profile from the initial point to the terminal point is generated in the forward direction applying the convolution operator in (4), as shown in Figure 5a . In perspective, the velocity in the opposite direction from the terminal point would produce the same result as the velocity from the initial point, thus it is neglected.
In the case of the turning points, the maximum velocity at each turning point is calculated using (11) . The velocity profile is divided into two parts and is generated with the same distance as that of the first step. For the first portion, the convolution operator is applied in the opposite direction towards the velocity in the initial point as illustrated in Figure 5b . On the second portion, the velocity profile is generated in the opposite direction approaching the terminal point shown in Figure 5c . This step is repeated for the other terminal point, as shown in Figure 5d ,e. Finally, the lowest velocity at each point from the various velocity profiles determines the proposed maximum allowable central velocity (MACV), see Figure 5f . This produces a velocity profile that can track a high curvature path while considering the physical limits of the mobile robot owing to the convolution operator. Because the velocity limits at the turning points are taken into consideration, the total traveling time is extended and should be reformulated to conform the travel distance with MACV:
Because of the adjustment in the velocity profile can produce a travel distance which is greater than the calculated Bd and can produce nonuniform displacement and sampling time at each sampling point, the MACV is reformulated using a variation of linear interpolation:
where v uni is the reformulated maximum allowable central velocity. The total travel time, denoted by t n , is calculated by integrating (12) . The uniform sampling time t is defined as t n − 1 ≤ t ≤ t n . This notation makes the convolution-based velocity comply with the path generated with the high curvature in the periodic sampling time. The sequence of major computations for generating the proposed convolution-based joint space trajectory to track a path with high curvature turning points for an omnidirectional mobile robot is as follows.
• Define a planned path through the given terminal and control points in uniform sampling points.
• Calculate the total travel time for a travel distance B d , according to the given physical limitations of the mobile robot using (5) with the given maximum velocity, acceleration, and jerk values.
•
With the calculated travel distance and total travel time as inputs, perform the recursive form of the convolution operator in (4) for two successions to consider the physical limits of the mobile robot such as maximum velocity, acceleration, and jerk.
• From the curve parameter u-domain, transform the path in the time domain using (6).
• For a path with high curvature, calculate the position of the high curvature turning points using (10) and the velocity limits at the turning points using (11).
Velocity from the high curvature turning points is generated from the turning point to the terminal point in the forward direction and to the initial point in the backward direction, respectively. The maximum allowable velocity at the center of the mobile robot is defined as the minimum values at each sampling point of the combined velocity profiles.
Because the velocity limits at the turning points are considered, the total traveling time is reformulated to conform the travel distance with MACV using (12) . The reformulated MACV is calculated using (13) , which is the velocity profile that can track a high curvature path while considering the physical limits of the mobile robot.
• MACV is decomposed to the joint space according to the kinematics of the omnidirectional mobile robot in (2) . The linear and angular velocities are calculated in a series of computation using Equations (7)- (10). In the case of the turning points, the maximum velocity at each turning point is calculated using (11) . The velocity profile is divided into two parts and is generated with the same distance as that of the first step. For the first portion, the convolution operator is applied in the opposite direction towards the velocity in the initial point as illustrated in Figure 5b . On the second portion, the velocity profile is generated in the opposite direction approaching the terminal point shown in 
Synchronous Joint Space Controller
Although the real-time requirements are satisfied, the main controller and all other components of the motion control system should be synchronized in order to accurately track a predefined path especially for the path with high curvature as mentioned above. EtherCAT offers a synchronization solution called the distributed clock, widely known as the DC mechanism. The main idea of the DC mechanism is to adjust the local clocks of each slave in accordance to the reference clock (clock of the first slave on the network). There are two main causes of clock deviations among the slaves in EtherCAT networks: the mismatch of start-up times among the slaves and frequency differences in the oscillators on the slaves. To synchronize clocks between the reference slave and other slaves, EtherCAT uses the DC synchronization mechanism. EtherCAT slaves manage three variables for clock synchronization: system_time, local_time, and reference_time. The system_time is a global clock, beginning from 1 January 2000 and runs at a rate of 1 ns stored in an internal 64-bit register.
The local_time is an internal clock for each slave and represents the time that starts from zero when each slave powers up. The DC-capable slave that is closest to the master is usually chosen as the reference slave, and reference_time is defined as the system_time of the reference slave. The DC synchronization procedure consists of three phases: offset compensation, propagation delay measurement, and drift compensation. The offset of each slave is defined as the time difference between reference_time and local_time of each slave. To determine the offset of each nonreference slave, the master reads the local_time of each slave and calculates its difference with the reference_time. The difference is written into the System_Time_Offset register of each slave [30] . This procedure is performed only once when the system is started. The definition of the system_time is shown in the following equation. system_time = local_time + time _offset (14) The propagation delay of the EtherCAT slaves (excluding the reference slave) is defined as the time taken to transmit a specific message from the reference slave to the other slaves. Drift compensation occurs every cycle using special EtherCAT commands known as multiple read and write (ARMW or FRMW). These commands are distributed by the master and measures the times when the packet first arrived at each slave and is returned to the same slave around the network. The drift is defined as the time difference between the reference_time and system_time of each slave considering the propagation delay and is defined as follows
The delay occurs due to the frequency difference of the oscillators of each slave. If the calculated average drift is approximately equal to zero, the local clocks of each slave are increased by 10 ns; whereas, 11 ns or 9 ns are added when the slave is detected to be running slower or faster than the reference clock, respectively. According to the results of Cena et al. [30] , the DC mechanism can effectively solve the synchronization problem between the EtherCAT slaves on the network. However, synchronization between the EtherCAT master and the slaves was not considered. The asynchronization between the master and the slave can lead to data mismatch. Slower movement of the master clock results in the EtherCAT slaves receiving empty packets for a certain period. On the other hand, when the master is faster, data which are not yet read by the slaves is overwritten by newer data. This problem is critical in robot navigation, where the joint space velocities should be strictly followed to accurately track a planned path. In addition, when a data loss occurs while the mobile robot is accelerating or decelerating, physical constraints such as the maximum acceleration and jerk are violated. This could result into physical damage of the actuators or worse, an accident because of the unpredictable movement of the robot. Due to this synchronization delay, the joint space velocities in (1) are modified to considering the clock drift as shown in (16) . This equation contemplates that smaller ∆t results to minimal tracking error of a given trajectory.
Various researchers have tried to solve this problem using different control schemes [36] [37] [38] . However, these algorithms need to run in a separate real-time task, which could reduce the clock accuracy of the EtherCAT master because of context switching jitters. IgH EtherLAB offers APIs to utilize the DC mechanism, which can easily be used inside the real-time control task. However, it relies on the clock services of the RTOS, which can also administer unwanted task jitters. A fast clock synchronization method adjusting the clock of the master in accordance to the reference slave clock is presented by Chen et al. [31] . The method is applied on a Windows PC with RTX real-time extension and commercial EtherCAT master which are not available as an open-source. In this paper, we present a solution that synchronizes the master clock to track the system clock of the reference slave. The clock data from the reference clock is collected periodically to calculate the system. The master clock adjusts its clock speed by changing its cycle time according to the calculated specific value. In comparison to the original DC procedure, jitter of the master would not have any effects on the synchronization delay of the entire EtherCAT network. The distributed clock mechanism offered by IgH EtherLAB is implemented to perform offset compensation and propagation delay measurement. This includes reading of the local_time from all the slaves and calculation of the time_offset, which are sent to back the slaves for correction of the system_time. When the control task enters the real-time cyclic task, the system_time of the reference slave is acquired using the function ecrt_reference_slave_clock(). The calculated drift of the entire network in (15) is acquired by reading the System_Time_Offset of the slaves (register 0X092C) using the function ecrt_master_sync_monitor_process(). Before calling this function, a broadcast read all datagram should be sent using ecrt_master_sync_monitor_queue(). The master clock is adjusted according to the normalized system_time of the reference clock and the calculated drift. The new master clock is passed as the argument to the function ecrt_master_aplication_time(). Finally, all the other slaves are synchronized to the new master clock using the function ecrt_master_sync_slave_clocks(). The flowchart of the improved DC clock synchronization method is shown in in Figure 6 . To validate the improved DC mechanism, comparative analysis is performed running an EtherCAT real-time task in 1 ms cyclic period for 100 seconds. The results are analyzed and are shown in Figure 7 . In Figure 7a , the offset compensation shows that the improved method performs faster offset compensation with the time_offset measured at 5.775 s in comparison to the 8.094 s of the original method. The measured drift is illustrated as the stem graph in Figure 7b . In this figure, To validate the improved DC mechanism, comparative analysis is performed running an EtherCAT real-time task in 1 ms cyclic period for 100 s. The results are analyzed and are shown in Figure 7 . In Figure 7a , the offset compensation shows that the improved method performs faster offset compensation with the time_offset measured at 5.775 s in comparison to the 8.094 s of the original method. The measured drift is illustrated as the stem graph in Figure 7b . In this figure, an improvement of the drift compensation is clearly visible with the calculated average drift of 24.217 µs. This is a 60% improvement from the original DC mechanism with an average of 39.914 µs. These results gratify that all the components within the EtherCAT network can communicate with minimal synchronization error, which is very critical in synchronous joint space motion of the omnidirectional mobile robot. To validate the improved DC mechanism, comparative analysis is performed running an EtherCAT real-time task in 1 ms cyclic period for 100 seconds. The results are analyzed and are shown in Figure 7 . In Figure 7a , the offset compensation shows that the improved method performs faster offset compensation with the time_offset measured at 5.775 s in comparison to the 8.094 s of the original method. The measured drift is illustrated as the stem graph in Figure 7b . In this figure, an improvement of the drift compensation is clearly visible with the calculated average drift of 24.217 μs. This is a 60% improvement from the original DC mechanism with an average of 39.914 μs. These results gratify that all the components within the EtherCAT network can communicate with minimal synchronization error, which is very critical in synchronous joint space motion of the omnidirectional mobile robot.
(a) (b) Figure 7 . Comparison between the distributed clock mechanism and its improvement: (a) time_offset and (b) drift compensation.
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Experimental Results
Assembly of the Mobile Robot
In the system we developed, we employed four EtherCAT servo drives (L7NA004B) manufactured by LS Mecapion. The devices are operated using CANopen-over-EtherCAT (CoE) with CiA 402 device profile for communication and servo operation. For each slave, the process data objects were configured and divided into 12 bytes each for transmission and receipt, with a total of 24 bytes of data packets in for each EtherCAT cycle. The servo drive supports processing of a 19-bit serial encoder. Thus, we attached a 400-Watt AC servo motor with the rated motor inertia of 0.25 × 10 4 kg·m 2 at each drive to actuate the wheels of the mobile robot. To avoid incompatibility with the servo drive, we chose a motor from the same manufacturer, APM-FB04AMK, with a rated maximum speed of 5000 revolutions per minute (RPM). Each of the motors is equipped with a built-in 19-bit absolute encoder, which is used for accurate feedback loop control required to ensure that the load reaches the target command. The servo drives also provides three different control modes: velocity, position, and torque control. We have configured them to run in cyclic velocity mode to minimize calculation time and interpolation operations when using other operation modes.
Each of the motors is connected to a reducer gearbox with a reduction ratio of 1:100 for minimal error and higher mobility performance in high speed actuation. In order to achieve omnidirectionality, Mecanum wheels are connected, consisting of 12 rollers with a diameter of 203 mm. The diameter of the rollers is 67 mm. Common Mecanum-wheel mobile robots are either in the form of a parallelogram or a circle. Our developed mobile robot is a parallelogram shaped with the Mecanum wheels attached to constitute a basic 45 • driving system. The omnidirectional capabilities of the platform are highly dependent on the contact of each wheel on the surface. Hence, most of the proprietary and commercial designs of a Mecanum-wheel driving system include a suspension. In our design, the wheels and the motors are mounted directly on an aluminum chassis with dimensions of approximately 700 mm and omnidirectionality, Mecanum wheels are connected, consisting of 12 rollers with a diameter of 203 mm. The diameter of the rollers is 67 mm. Common Mecanum-wheel mobile robots are either in the form of a parallelogram or a circle. Our developed mobile robot is a parallelogram shaped with the Mecanum wheels attached to constitute a basic 45° driving system. The omnidirectional capabilities of the platform are highly dependent on the contact of each wheel on the surface. Hence, most of the proprietary and commercial designs of a Mecanum-wheel driving system include a suspension. In our design, the wheels and the motors are mounted directly on an aluminum chassis with dimensions of approximately 700 mm and 450 mm in length and width, respectively. Figure 8 shows the mobile robot without the top plate, in order to make the interior as visible as possible. 
Results and Discussion
The main purpose of the experiment is to demonstrate the effects of improving the DC mechanism (Section 4) for the synchronous joint space motion of the four-wheeled omnidirectional mobile robot. The velocity profile is generated in the user space of Xenomai and these commands were sent to the mobile robot using CANopen-over-EtherCAT protocol on a bounded period of 1 ms. For the experiment, we generated and combined three curves, with the second curve having high curvature turning points, to form a path from an initial point of (0 m, 0 m) to a desired terminal point (7 m, 4 m). The initial and terminal velocities and heading angles were configured at 0 m/s and 0°, respectively. The physical limits of the mobile robot required to generate the respective velocity commands are based on the actual constraints of the actuators. According to the motor specifications, the limits are stated as 0.23 m/s for the maximum velocity limit, 0.2 m/s 2 for the maximum tangential acceleration, and 0.4 m/s 3 for the maximum jerk. The maximum allowable central velocity (MACV) is produced using the convolution operator as mentioned in the second 
The main purpose of the experiment is to demonstrate the effects of improving the DC mechanism (Section 4) for the synchronous joint space motion of the four-wheeled omnidirectional mobile robot. The velocity profile is generated in the user space of Xenomai and these commands were sent to the mobile robot using CANopen-over-EtherCAT protocol on a bounded period of 1 ms. For the experiment, we generated and combined three curves, with the second curve having high curvature turning points, to form a path from an initial point of (0 m, 0 m) to a desired terminal point (7 m, 4 m). The initial and terminal velocities and heading angles were configured at 0 m/s and 0 • , respectively. The physical limits of the mobile robot required to generate the respective velocity commands are based on the actual constraints of the actuators. According to the motor specifications, the limits are stated as 0.23 m/s for the maximum velocity limit, 0.2 m/s 2 for the maximum tangential acceleration, and 0.4 m/s 3 for the maximum jerk. The maximum allowable central velocity (MACV) is produced using the convolution operator as mentioned in the second section. Actual joint space velocity commands for the omnidirectional mobile robot were calculated with respect to the robot kinematics in Equations (1) and (2) . The diameter of the wheels is 203 mm, and the distance from the center frame to the center of the wheels in both longitudinal (L) and transversal direction (l) are 286 and 298.5 mm, respectively.
The calculated distance of the path is 17.48 m which was traveled by the robot in 93.79 s with the maximum allowable velocity. The trajectory tracking experiment was performed two times to compare the original DC mechanism with the improved method shown in the previous section. During the experiment, the mobile robot was kept isolated to avoid any unwanted interruptions that could affect the performance of the main controller. For this reason, the driving experiment was performed on an ideal environment where the wheels of the mobile robot were lifted to impose freewheeling motion avoiding any disturbances that can convey uncertainties such as slip and friction. Also, all the encoder measurements were stored in a separate buffer for offline processing and analysis. Comparison of the reference and the actual measured joint space velocities are shown in Figure 9 . The reference velocities were generated without violating the maximum velocity of the motors (calculated as 0.531 m/s). Although not reported in this paper, previous experiments show undesired hunting oscillations when the motors are operated in a very low speed. Thus, we applied a reducer gearbox with a high reduction ratio of 1:100. The actual values from the encoder show high accuracy in tracking the reference but, with oscillating results, we have used an absolute encoder. The results from the original DC mechanisms are illustrated as the blue solid line with an inverted triangle while the improved DC is shown as the red solid line with a dot marker. Although only with a small difference, the results acquired from the improved DC are located closer to the reference than that of the results from implementing the original DC mechanism.
motors (calculated as 0.531 m/s). Although not reported in this paper, previous experiments show undesired hunting oscillations when the motors are operated in a very low speed. Thus, we applied a reducer gearbox with a high reduction ratio of 1:100. The actual values from the encoder show high accuracy in tracking the reference but, with oscillating results, we have used an absolute encoder. The results from the original DC mechanisms are illustrated as the blue solid line with an inverted triangle while the improved DC is shown as the red solid line with a dot marker. Although only with a small difference, the results acquired from the improved DC are located closer to the reference than that of the results from implementing the original DC mechanism. However, in the Cartesian space, as shown in Figure 10 , the difference between the two methods is very conspicuous according to their tracking error with the reference path. In here, the encoder values acquired when actuating the robot using the original DC mechanism is shown in the blue dotted line. On the other hand, the results from the improved DC method are illustrated by the red dash-dot line. The results from the original DC mechanisms show higher tracking error especially in the part with high curvature turning points. Due to the deviation, the robot arrived at the terminal point of 6.802 m, 3.841 m-an error of approximately 4%. In comparison, the improved DC curve was able to track and is closer to the reference path (black line) arriving at the terminal point of 6.951 m, 3.921 m, which is an error of less than 1.3%. Although the tracking error is reduced with the improved DC method, small deviations are still visible in some parts of the curve. These are due to the absolute encoder being unable to follow the motor being driven at a very high speed. Moreover, the reduction gear could also affect the accuracy of the encoder as the physical connection between each gear which can produce the deviations. In actual practice, the dynamics [39] [40] [41] of the mobile robot should be considered to implement control algorithms to compensate the source of disturbances such as the surface condition of the floor, the change in the mass of the payload, and the internal parameters of the reduction gear. However, in the Cartesian space, as shown in Figure 10 , the difference between the two methods is very conspicuous according to their tracking error with the reference path. In here, the encoder values acquired when actuating the robot using the original DC mechanism is shown in the blue dotted line. On the other hand, the results from the improved DC method are illustrated by the red dash-dot line. The results from the original DC mechanisms show higher tracking error especially in the part with high curvature turning points. Due to the deviation, the robot arrived at the terminal point of 6.802 m, 3.841 m-an error of approximately 4%. In comparison, the improved DC curve was able to track and is closer to the reference path (black line) arriving at the terminal point of 6.951 m, 3.921 m, which is an error of less than 1.3%. Although the tracking error is reduced with the improved DC method, small deviations are still visible in some parts of the curve. These are due to the absolute encoder being unable to follow the motor being driven at a very high speed. Moreover, the reduction gear could also affect the accuracy of the encoder as the physical connection between each gear which can produce the deviations. In actual practice, the dynamics [39] [40] [41] of the mobile robot should be considered to implement control algorithms to compensate the source of disturbances such as the surface condition of the floor, the change in the mass of the payload, and the internal parameters of the reduction gear.
Conclusion
In this paper, we present a network-oriented, low-cost, real-time embedded system employing EtherCAT protocol to control an omnidirectional mobile considering synchronous joint space motion. The paper provides a real-time environment considering the compatibility of each open-source software available for the embedded platform i.MX6Q SABRELite. For the trajectory generation of the omnidirectional mobile robot, we have adapted our previous work that can track a high curvature path according to the kinematics of a four-wheeled omnidirectional mobile robot and clearly define the geometric constraints. Although the EtherCAT master shows viable real-time performance, the actual motion of the robot requires the trajectory to be decomposed in the joint space, where synchronization is a critical issue. We presented an improvement of the EtherCAT DC mechanism; dynamically adjusting the clock of the EtherCAT master according to the reference slave. This method shows improvement in minimizing the synchronization error between all the components of the network, and faster offset compensation. Experiments were performed on our own developed EtherCAT-based Mecanum-wheeled mobile robot to verify the effects of the improvement of the DC mechanism in tracking a high curvature planned path. In comparison to the 
Conclusions
In this paper, we present a network-oriented, low-cost, real-time embedded system employing EtherCAT protocol to control an omnidirectional mobile considering synchronous joint space motion. The paper provides a real-time environment considering the compatibility of each open-source software available for the embedded platform i.MX6Q SABRELite. For the trajectory generation of the omnidirectional mobile robot, we have adapted our previous work that can track a high curvature path according to the kinematics of a four-wheeled omnidirectional mobile robot and clearly define the geometric constraints. Although the EtherCAT master shows viable real-time performance, the actual motion of the robot requires the trajectory to be decomposed in the joint space, where synchronization is a critical issue. We presented an improvement of the EtherCAT DC mechanism; dynamically adjusting the clock of the EtherCAT master according to the reference slave. This method shows improvement in minimizing the synchronization error between all the components of the network, and faster offset compensation. Experiments were performed on our own developed EtherCAT-based Mecanum-wheeled mobile robot to verify the effects of the improvement of the DC mechanism in tracking a high curvature planned path. In comparison to the original DC mechanism, experimental results acquired from the improved DC method shows higher accuracy in tracking a planned path with high curvature turning points with less than 1.3% of tracking error. However, further studies should be conducted for the practical application of the mobile robot considering its dynamics and implementing control algorithms to compensate external factors, such as the surface condition of the floor, encoders being unable to follow high speed actuation of the motors, and the change in the mass of the load. Although the synchronization method in this paper was applied to the joint space motion of an omnidirectional mobile robot, the same method can be applied in more complex control systems such as industrial automation control networks for smart factories [42] , intelligent automotive [43] , unmanned vehicles [44] , and humanoid robots [13, 45] .
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