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1. Seznamte se se zp˚usoby zada´va´n´ı a popisu elektricky´ch obvod˚u ve sveˇtovy´ch stan-
dardech (Dymola, Matlab, Maple).
2. Seznamte se se zp˚usoby vy´pocˇtu elektricky´ch obvod˚u ve sveˇtovy´ch standardech (Dy-
mola, Matlab, Maple).
3. Seznamte se s problematikou algebraicky´ch u´prav prˇi rˇesˇen´ı elektricky´ch obvod˚u a ana-
lyzujte mozˇnosti aplikace parazitn´ıch kapacit a parazitn´ıch indukcˇnost´ı.
4. Navrhneˇte editor pro vizua´ln´ı tvorbu elektricky´ch schemat s automaticky´m vkla´da´n´ım
parazitn´ıch prvk˚u.
5. Navrzˇeny´ editor implementujte a oveˇrˇte spra´vnou funkci na experimenta´ln´ıch prˇ´ıkladech.
6. Srovnejte vy´sledky se sveˇtovy´mi standardy(Dymola, Matlab, Maple).
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Abstrakt
Tato diplomova´ pra´ce se zaby´va´ mozˇnostmi modelova´n´ı elektricky´ch obvod˚u a metodami
rˇesˇen´ı takovy´ch model˚u. Zameˇrˇuje se na analy´zu dnesˇn´ıch syste´mu˚, aby jejich rysy mohly
by´t da´le pouzˇity v na´vrhu vlastn´ıho graficke´ho editoru.
Abstract
This work deals with the possibilities of modeling electrical circuits and methods of solving
these models. It focuses on the analysis of today’s systems, so that their features can be
used in our graphic editor design.
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Uzˇ pa´r rokov sa na nasˇej fakulte vyv´ıja inovat´ıvne simulacˇne´ prostredie, ktore´ riesˇi vy´pocˇtovo
vel’mi na´rocˇne´ proble´my za pomoci Taylorovho radu, s na´zvom TKSL. Aktua´lna verzia
TKSL disponuje textovy´m vstupom, ktory´ definuje su´stavy diferencia´lnych rovn´ıc. Na
za´klade tohto vstupu simula´tor riesˇi takto zadane´ su´stavy diferencia´lnych rovn´ıc.
Ako si uka´zˇeme v d’alˇs´ıch kapitola´ch, riesˇenie su´stav diferencia´lnych rovn´ıc je vhod-
nou metodikou riesˇenia elektricky´ch obvodov. To je jeden z doˆvodov, precˇo sa simulacˇny´
na´stroj TKSL momenta´lne pouzˇ´ıva prevazˇne na pocˇ´ıtanie napa¨t´ı a pru´dov v zlozˇity´ch (ale
aj jednoduchy´ch) elektricky´ch obvodoch.
Ciel’om diplomovej pra´ce je presku´mat’ spoˆsob zada´vania a riesˇenia elektricky´ch sche´m,
zamysliet’ sa nad vyuzˇit´ım parazitny´ch kapac´ıt a indukcˇnost´ı, zva´zˇit’ proble´my a z nich
plynu´ce pozˇiadavky na na´vrh a implementa´ciu a vyuzˇit’ ich v na´vrhu graficke´ho editoru
a ten na´sledne implementovat’.
Editor bude slu´zˇit’ ako nadstavba nad syste´mom TKSL. Graficka´ nadstavba zjednodusˇ´ı
zada´vanie elektricky´ch sche´m, a ty´m funkcˇne rozsˇ´ıri syste´m TKSL, ktory´ zatial’disponuje len
textovy´m vstupom. Po zadan´ı (nakreslen´ı) elektricke´ho obvodu sa extrahuje model, ktory´
bude na´sledne spracovany´ transformacˇny´m modulom. Tento modul transformuje model ob-
vodu na su´stavu diferencia´lnych rovn´ıc. Takto spracovany´ vstup uzˇ je vhodny´ pre aktua´lnu
verziu TKSL.
Vy´sledkom mojej diplomovej pra´ce je graficky´ editor k programu TKSL, ktory´ bude




Cela´ pra´ca je cˇlenena´ do kapitol s na´zvami podl’a tematicky´ch okruhov, ktore´ popisuju´.
1. U´vod
Kapitola 1, ktoru´ pra´ve cˇ´ıtate, slu´zˇi k uvedeniu do sˇirsˇieho kontextu problematiky
a popisuje motiva´ciu jej vzniku. V druhej cˇasti popisuje sˇtruktu´ru cˇlenenia pra´ce.
2. Riesˇenie elektricky´ch obvodov
Nasleduju´ca kapitola, s cˇ´ıslom 2, sa zaobera´ meto´dami riesˇenia elektricky´ch obvodov.
Ma´ sˇtyri podkapitoly, ktore´ vysvetl’uju´ princ´ıpy a postupy ty´chto meto´d.
3. Parazitne´ kondenza´tory pri riesˇen´ı elektricky´ch obvodov
Dˇalˇsia kapitola, s cˇ´ıslom 3, popisuje vy´hody konceptu parazitny´ch kapac´ıt pri riesˇen´ı
obvodov diferencia´lnymi rovnicami.
4. Modelovanie (zobrazovanie) elektricky´ch obvodov
Kapitola cˇ´ıslo 4 ma´ za u´lohu pop´ısat’ zauzˇ´ıvane´ a sˇtandardne´ techniky modelovania
elektricky´ch obvodov. Tieto techniky sa pouzˇiju´ v na´vrhu editoru.
5. Na´vrh a analy´za syste´mu TKSL PowerGear
Nasleduju´ca kapitola, s cˇ´ıslom 5, slu´zˇi k na´vrhu a analy´ze syste´mu s ohl’adom na z´ıskane´
informa´cie v predcha´dzaju´cich kapitola´ch.
6. Implementa´cia syste´mu TKSL PowerGear
Kapitola cˇ´ıslo 6 uzˇ podrobne popisuje postup implementa´cie navrhnute´ho syste´mu.
7. Syste´m TKSL PowerGear
V kapitole 7 sa nacha´dza popis syste´mu z pohl’adu uzˇ´ıvatel’a s na´vodom a uka´zˇkami
funkci´ı.
8. Mozˇnosti rozsˇ´ırenia syste´mu TKSL PowerGear
Predposledna´ kapitola 8 ukazuje niektore´ rozsˇ´ırenia, na ktore´ je syste´m pripraveny´
a v bl´ızkej dobe moˆzˇu byt’ implementovane´.
9. Za´ver





K riesˇeniu diferencia´lnych rovn´ıc (su´stav rovn´ıc) je mozˇne´ pristupovat’ analyticky. Vy´sled-
ny´m riesˇen´ım je funkcia cˇasu. Konkre´tnu hodnotu v urcˇitom cˇase z´ıskame po dosaden´ı
dane´ho cˇasu do vy´slednej rovnice. Hodnotu je mozˇne´ urcˇit’ v l’ubovol’nom bode, v ktorom je
funkcia definovana´. Z toho vyply´va, zˇe analyticke´ riesˇenie je vel’mi presne´. Je vsˇak v mnohy´ch
pr´ıpadoch zlozˇite´ a na´rocˇne´ na cˇas.
V teo´rii obycˇajny´ch diferencia´lnych rovn´ıc sa analyticke´ riesˇenie dosahuje pouzˇit´ım
obecny´ch sche´m riesˇenia na´jdeny´ch pre urcˇite´ skupiny diferencia´lnych rovn´ıc. Hl’ada´ sa
teda riesˇenie v zna´mom tvare. Najkomplexnejˇsie je pop´ısane´ riesˇenie linea´rnych rovn´ıc
s konsˇtantny´mi koeficientmi. Ostatne´ typy sa snazˇ´ıme vhodne transformovat’ na tieto rovnice.
Linea´rne rovnice s nekonsˇtantny´mi koeficientmi transformujeme na linea´rne rovnice s kon-
sˇtantny´mi koeficientmi, nelinea´rne rovnice transformujeme na linea´rne, pr´ıpadne riesˇime
priamou integra´ciou. Viac o analytickom riesˇen´ı diferencia´lnych rovn´ıc je mozˇne´ sa docˇ´ıtat’
napr. v [7].
Analyticke´ meto´dy su´ v praxi ma´lo vyuzˇitel’ne´. Rea´lne u´lohy z technickej a fyzika´lnej
praxe vedu´ cˇasto na vel’mi zlozˇite´ riesˇenie su´stav diferencia´lnych rovn´ıc. S rozvojom a zvy-
sˇovan´ım vy´konu vy´pocˇtovej techniky ich preto nahradzuju´ numericke´ meto´dy riesˇenia. Ne-
dosahuju´ taku´ presnost’ ako analyticke´ meto´dy, pri akejkol’vek zmene parametrov je nutne´
uskutocˇnit’ cely´ vy´pocˇet znovu, umozˇnˇuju´ ale riesˇit’ omnoho va¨cˇsˇ´ı rozsah proble´mov z rea´lnej
praxe.[14]
2.2 Numericke´ riesˇenie
Numericke´ meto´dy su´ obvykle jednoduchsˇie a ry´chlejˇsie nezˇ analyticke´. Hl’adat’ riesˇenie
su´stavy obycˇajny´ch diferencia´lnych rovn´ıc numerickou meto´dou ma´ zmysel iba v pr´ıpade,
zˇe existuje jej jednoznacˇne´ riesˇenie. Pri pouzˇit´ı numericky´ch meto´d riesˇenia je vy´sledny´m
riesˇen´ım postupnost’ hodnoˆt vo vopred zvoleny´ch cˇasovy´ch bodoch. Hodnoty medzi dany´mi
bodmi je mozˇne´ z´ıskat’ interpola´ciou z uzˇ vypocˇ´ıtany´ch okolity´ch bodov, alebo opa¨tovny´m
aplikovan´ım zvolenej meto´dy s mensˇ´ım krokom vy´pocˇtu (rozostupom cˇasovy´ch bodov). Pri
pouzˇit´ı nespra´vneho kroku so zvolenou meto´dou vsˇak moˆzˇe doˆjst’ k vel’kej chybe vy´pocˇtu.
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Majme su´stavu n obycˇajny´ch diferencia´lnych rovn´ıc
y′1(t) = f1(t, y1, . . . , yn)
y′2(t) = f2(t, y1, . . . , yn)
...
y′n−1(t) = fn−1(t, y1, . . . , yn)









Za´kladom va¨cˇsˇiny numericky´ch meto´d pre riesˇenie pocˇiatocˇny´ch u´loh na intervale
< a, b > je diskretiza´cia premennej. Mnozˇinu bodov ti, i ∈< 0, k > z intervalu < a, b >,
kde
a = t0 < t1 < t2 < · · · < tk−1 < tk = b
nazy´vame siet’. Jej prvky su´ uzly siete.
Vy´raz
ti+1 − ti = h
nazy´vame krokom siete v uzle xi. Ak je hi = h = konst., jedna´ sa naviac o pravidelnu´ siet’.
Numericky´m riesˇen´ım su´stavy 2.1 rozumieme postupnost’ yi hodnoˆt
y(t0), y(t1), . . . y(tk). Jednotlive´ hodnoty odpovedaju´ hodnota´m pr´ıslusˇny´ch uzlov v sieti.
Hodnoty exaktne´ho riesˇenia, ktore´ z´ıskame dosaden´ım do analyticke´ho riesˇenia, oznacˇ´ıme
Yi = Y (ti).
Pre pouzˇitel’nost’ numerickej meto´dy je nutnou podmienkou existencia limity postupnosti
yi pre h→ 0, i→∞ , kde hi = t je pevne´, t.j. postupnost’ yi mus´ı konvergovat’ pre h→ 0
k exaktne´mu riesˇeniu Y (t).
Numericke´ meto´dy riesˇenia diferencia´lnych rovn´ıc del´ıme na dva typy:
1. Meto´dy, ktore´ zist’uju´ hodnoty funkcie f(t, y) medzi jednotlivy´mi uzlami siete (ti, yi).
Su´ zastu´pene´ jednokrokovy´mi meto´dami Runge-Kutta.
2. Meto´dy, ktore´ pocˇ´ıtaju´ hodnoty funkcie f(t, y) iba v bodoch (ti, yi), kde yi je hodnota
numericke´ho riesˇenia v bode t = ti. Jedna´ sa o viackrokove´ meto´dy.
Oba uvedene´ typy vyuzˇ´ıvaju´ k riesˇeniu iba prve´ deriva´cie y.[14]
2.2.1 Jednokrokove´ meto´dy
Jednokrokove´ meto´dy spocˇ´ıvaju´ vo vy´pocˇte hodnoty yn+1 iba z hodnoty yn vypocˇ´ıtanej
v predcha´dzaju´com kroku. Ta´to skutocˇnost’ prina´sˇa vy´hodu v pr´ıpade zmeny integracˇne´ho
kroku. Za´kladom pre jednokrokove´ meto´dy je Taylorov rozvoj (rovnica 2.3):






y3n + · · · (2.3)
Medzi jednokrokove´ meto´dy patria napr´ıklad Eulerova meto´da, meto´dy Runge-Kutta
a meto´da Taylorovho radu, ktora´ bude blizˇsˇie pop´ısana´ v sekcii 2.3.
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Eulerova meto´da
Jedna´ sa o najjednoduchsˇiu meto´du. Pre vy´pocˇet vyuzˇ´ıva iba prve´ dva cˇleny Taylorovho
radu:
yn+1 = yn + hy′n (2.4)
Vzt’ah 2.4 predstavuje rovnicu priamky, ktora´ ma´ smernicu f(xi, yi) a precha´dza bodom
(xi, yi). Na intervale < xi, xi+1 > sa teda pohybujeme po dotycˇnici k exaktne´mu riesˇeniu
u´lohy v bode (xi, yi).
Vy´sledok meto´dy je mozˇne´ spresnˇovat’ skracovan´ım kroku vy´pocˇtu. Od urcˇitej hranice
sa vsˇak zacˇne prejavovat’ vy´raznejˇsie zaokru´hl’ovacia chyba a znizˇovan´ım kroku vy´sledna´
chyba vy´pocˇtu vzrastie.[14]
Meto´dy Runge-Kutta
Tieto meto´dy patria medzi jednokrokove´ meto´dy, ktore´ realizuju´ vy´pocˇet f(t, y) aj medzi
jednotlivy´mi uzlami (ti, yi). Ich za´kladom je vyjadrenie rozdielu medzi hodnotami riesˇenia
y v bodoch tn+1 a tn v tvare




kde wi su´ konsˇtanty a
Ki = hf(tn + aih, yn +
i−1∑
j=1
bijkj), i = 1, . . . p
kde h = tn+1 − tn a ai,bij su´ konsˇtanty a a1 = 0.
Konsˇtanty wi,ai a bij su´ zvolene´ tak, aby riesˇenie zodpovedalo riesˇeniu Taylorovy´m
radom v bode (tn, yn) azˇ do p-tej mocniny kroku h. P -ty´ ra´d meto´dy Runge-Kutta je
ekvivalentny´ p-tej mocnine.
Meto´d Runge-Kutta je viacero modifika´ci´ı, ktore´ sa l´ıˇsia predovsˇetky´m koeficientmi
a ohranicˇeny´m oborom absolu´tnej stability [1]. Najcˇastejˇsie pouzˇ´ıvana´ je meto´da sˇtvrte´ho
ra´du, ktora´ ma´ dobru´ stabilitu aj presnost’.
Viac o meto´de Runge-Kutta napr´ıklad v [6].
2.2.2 Viackrokove´ meto´dy
Viackrokove´ meto´dy su´ zalozˇene´ na vy´pocˇte hodnoty yn+1 pomocou k hodnoˆt vypocˇ´ıtany´ch










ai, bi su´ konsˇtanty.
Viackrokove´ meto´dy su´ v porovnan´ı s niektory´mi jednokrokovy´mi meto´dami presnejˇsie,
no prina´sˇaju´ viacero nevy´hod. Pri sˇtarte vy´pocˇtu je nutne´ pouzˇit’ niektoru´ jednokrokovu´
meto´du, ktorou vypocˇ´ıtame prvy´ch k hodnoˆt potrebny´ch k vy´pocˇtu prvej hodnoty viac-
krokovou meto´dou. Problematicka´ je tiezˇ zmena vel’kosti kroku v priebehu vy´pocˇtu, kedy
je napr´ıklad potrebne´ si pri dvojna´sobnom zva¨cˇsˇen´ı kroku pama¨tat’ dvojna´sobny´ pocˇet
predcha´dzaju´cich krokov.[14]
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2.3 Meto´da Taylorovho radu
Taylorov rad je definovany´ ako nekonecˇny´ mocninovy´ rad
f(x) = f(a) +
f ′(a)
1!
(x− a) + f
′′(a)
2!




Ak zvol´ıme pocˇiatocˇnu´ podmienku a1 = 0 a h = x1− a1, dosta´vame rovnicu










Polozˇ´ıme a2 = x1 za predpokladu h = x2− a2 = x1− a1. Potom plat´ı










Hodnoty funkcie f(x) v bodoch x1, x2 je mozˇne´ vypocˇ´ıtat’ postupne vyuzˇit´ım Tay-
lorovho radu. Vy´sledok jedne´ho kroku je potrebny´ pre vy´pocˇet d’alˇs´ıch cˇiastkovy´ch vy´sledkov.
Parameter h je integracˇny´ krok, ktory´ nemus´ı byt’ konsˇtantny´ a pre jednotlive´ kroky vy´pocˇtu
sa moˆzˇe menit’. Ry´chlost’ vy´pocˇtu a presnost’ je za´visla´ pra´ve na vel’kosti integracˇne´ho kroku.
So skracuju´cim sa integracˇny´m krokom klesa´ ry´chlost’ vy´pocˇtu, ale rastie jeho presnost’.
Pocˇas vy´pocˇtu scˇ´ıtavame cˇiastkove´ vy´sledky a v pr´ıpade, zˇe rozdiel dvoch po sebe idu´cich
vy´sledkov je mensˇ´ı nezˇ presnost’, ktoru´ sme si stanovili pred zacˇiatkom vy´pocˇtu, vy´pocˇet
ukoncˇ´ıme.
K cˇiastkovy´m vy´pocˇtom su´ potrebne´ vysˇsˇie deriva´cie funkcie. Tie je mozˇne´ odvodit’
z predcha´dzaju´cich vy´pocˇtov, cˇ´ım sa vyhneme zbytocˇne´mu a cˇasovo na´rocˇne´mu vy´pocˇtu
ty´chto deriva´ci´ı (pozri [1]). Odvodenie si uka´zˇeme na nasleduju´cej su´stave diferencia´lnych
rovn´ıc.
y′ = A · y + B · z z′ = C · y + D · z (2.8)
Pocˇiatocˇne´ podmienky y(0) = y0, z(0) = z0.
Riesˇenie klasicky´m spoˆsobom:
y1 = y0 + h · y′(0) + h
2
2!
· y′′(0) + h
3
3!
· y′′′(0) + · · · (2.9)
z1 = z0 + h · z′(0) + h
2
2!
· z′′(0) + h
3
3!
· z′′′(0) + · · · (2.10)
Zjednodusˇenie vy´pocˇtu su´stavy odvoden´ım z predcha´dzaju´cich vy´pocˇtov:
y1 = y0 + DY 10 + DY 20 + DY 30 + · · · (2.11)
z1 = z0 + DZ10 + DZ20 + DZ30 + · · · (2.12)
Pre jednotlive´ cˇleny:








(A ·DY 20 + B ·DZ20)
...
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(C ·DY 20 + D ·DZ20)
...
Pre vyuzˇitie meto´dy Taylorovho radu je kl’´ucˇova´ spra´vna hodnota integracˇne´ho kroku.
Ak zvol´ıme nevhodnu´ vel’kost’ integracˇne´ho kroku, moˆzˇe sa stat’ meto´da nestabilnou. Je to
spoˆsobene´ ty´m, zˇe vzniknuta´ chyba sa prena´sˇa do d’alˇs´ıch vy´pocˇtov a celkova´ chyba vy´pocˇtu
moˆzˇe narastat’.
Meto´da Taylorovho radu poskytuje, v porovnan´ı s ostatny´mi jednokrokovy´mi meto´dami,
ktore´ su´ z Taylorovho radu odvodene´, vysˇsˇiu presnost’ vy´pocˇtu. Predpoklada´ sa pritom
vyuzˇitie va¨cˇsˇieho pocˇtu cˇlenov Taylorovho rozvoja nezˇ u ostatny´ch meto´d (ra´dovo desiat-
ky). Ak z´ıskame deriva´cie vysˇsˇ´ıch ra´dov, sme schopn´ı dosiahnut’ vel’mi presny´ch vy´sledkov,
ktore´ uzˇ moˆzˇu byt’ obmedzene´ iba modelom cˇ´ısel v pouzˇitej pocˇ´ıtacˇovej aritmetike. Dˇalˇsou
vy´hodou je mozˇnost’ paraleliza´cie meto´dy za u´cˇelom vysˇsˇieho vy´pocˇtove´ho vy´konu. [14]
Pri riesˇen´ı elektricky´ch obvodov diferencia´lnymi rovnicami sa pouzˇ´ıva numericke´ aj ana-
lyticke´ riesˇenie. Ota´zkou zosta´va, aky´mi meto´dami elektricke´ obvody riesˇit’.
2.4 Autono´mna meto´da
Autono´mna meto´da riesˇenia elektricky´ch obvodov sa niekedy nazy´va meto´dou priameho
modelovania [1]. Princ´ıpom meto´dy je zostavenie su´stavy rovn´ıc na za´klade matematicke´ho
popisu jednotlivy´ch prvkov obvodu – pas´ıvnych a akumulacˇny´ch su´cˇiastok, uzlov a vetiev.
Pre kazˇdy´ prvok1 zostav´ıme individua´lne rovnicu. Z´ıskame va¨cˇsˇ´ı pocˇet rovn´ıc nezˇ u kla-
sicky´ch meto´d, ale rovnice su´ jednoduchsˇie.
Postup analy´zy obvodu u autono´mnej meto´dy je nasledovny´:
1. Vyznacˇ´ıme jednotlive´ uzly obvodu a kazˇde´mu pridel´ıme nezna´me napa¨tie.
2. Vyznacˇ´ıme vetvy obvodu. Vetva predstavuje cˇast’ obvodu medzi dvoma uzlami. Pre
kazˇdu´ vetvu urcˇ´ıme smer pru´du od uzla s vysˇsˇ´ım predpokladany´m potencia´lom k uzlu
s nizˇsˇ´ım predpokladany´m potencia´lom.
3. Oznacˇ´ıme pas´ıvne a akumulacˇne´ prvky obvodu (idea´lny rezistor a idea´lna cievka a kon-
denza´tor).
Z takto sˇtruktu´rovane´ho obvodu zostav´ıme rovnice postupom:
1. Pre kazˇdy´ uzol obvodu nedefinujeme su´cˇet pru´dov (pru´dy priradene´ vetva´m, ktore´




Pru´dy vstupuju´ce do uzla znacˇ´ıme ako kladne´, vystupuju´ce ako za´porne´.
1Prvkom v tomto pr´ıpade rozumieme nielen su´cˇiastky v obvode, ale aj uzly a vetvy obvodu.
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2. Pre kazˇdu´ vetvu zap´ıˇseme, zˇe rozdiel napa¨t´ı (potencia´lov) koncovy´ch uzlov vetvy sa
rovna´ su´cˇtu napa¨t´ı prvkov vo vetve. Rozdiel zapisujeme v smere predpokladane´ho
pru´du v danej vetve.




3. Pre kazˇdy´ pas´ıvny a akumulacˇny´ prvok zap´ıˇseme zodpovedaju´ce vzt’ahy medzi napa¨t´ım
a pru´dom.
V obvode zohl’adnˇujeme zdroje napa¨tia tak, zˇe predstavuju´ uzly obvodu. Taky´to uzol
zastupuje v jednej vetve koncove´ napa¨tie rovne´ napa¨tiu zdroja, v druhej vetve koncovy´
nulovy´ potencia´l. Jeden rea´lny uzol obvodu, bezprostredne nacha´dzaju´ci sa pri po´le zdroja
(ak existuje), vyznacˇ´ıme pomocny´m nulovy´m potencia´lom (U0 = 0V ).
Kazˇda´ rovnica popisuju´ca prvok obvodu je zostavovana´ samostatne, odtial’ na´zov au-
tono´mna meto´da. [14]
Vel’mi zauj´ımave´ meto´dy riesˇenia elektricky´ch obvodov su´ aj zatial’ ma´lo analyzovane´
meto´dy parazitny´ch kapac´ıt a indukcˇnost´ı.
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Kapitola 3
Parazitne´ kondenza´tory pri riesˇen´ı
elektricky´ch obvodov
Existuje vel’ke´ mnozˇstvo klasicky´ch postupov ako vyriesˇit’ elektricke´ obvody zadane´ sche´mou.
V tejto kapitole sa zameriame na vy´pocˇet elektricke´ho obvodu klasickou meto´dou a na´sledne
pouzˇit´ım diferencia´lnych rovn´ıc a parazitny´ch kapac´ıt.
Z doˆvodu na´zornosti a prehl’adnosti zvol´ıme jednoduchy´ obvod, ktory´ sa bude skladat’
len z odporov a zdroja napa¨tia. Doˆlezˇite´ bude zapojenie odporov, ktore´ sa bude musiet’
pri pouzˇit´ı klasicky´ch meto´d prepocˇ´ıtavat’. Majme elektricky´ obvod zadany´ nasledovnou
sche´mou:
Obr. 3.1: Sche´ma jednoduche´ho obvodu
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3.1 Klasicka´ meto´da riesˇenia jednoduche´ho obvodu
3.1.1 Transforma´cia trojuholn´ık - hviezda




Tieto trojpo´ly su´ navza´jom zamenitel’ne´ a cˇasto takouto za´menou moˆzˇeme docielit’
zjednodusˇenie siete. Oznacˇ´ıme si vrcholy trojuholn´ıka a odpovedaju´ce vrcholy hviezdy
p´ısmenami a, b, c. Odpory jednotlivy´ch ramien hviezdy oznacˇ´ıme Ra, Rb, Rc podl’a pr´ıslusˇnos-
ti ramena k vrcholu. Podobne oznacˇ´ıme odpory ramien trojuholn´ıka Rab, Rbc, Rac. Sku´sme
spocˇ´ıtat’ odpory medzi vrcholmi a, b hviezdy. Tento odpor sa spocˇ´ıta ako Ra + Rb. U troj-
uholn´ıka je tento odpor rovny´ paralelnej kombina´cii odporu Rab s odporom dany´m su´cˇtom
Rac+Rbc. Vzhl’adom na to, zˇe chceme nahradit’ hviezdu trojuholn´ıkom, pr´ıpadne trojuholn´ık
hviezdou, mus´ı sa odpor medzi vrcholmi a, b u hviezdy rovnat’ odporu medzi vrcholmi a, b
u trojuholn´ıka, cˇ´ım dosta´vame prvu´ rovnicu. Podobne pre vrcholy b, c a c, a dostaneme
d’alˇsie dve rovnice, ktore´ moˆzˇeme riesˇit’ bud’ pre nezna´me Ra, Rb, Rc alebo pre nezna´me
Rab, Rbc, Rac. Dostaneme tieto vzt’ahy:
Rab =
RaRb + RbRc + RcRa
Rc
(3.1)
a analogicke´ dva, ktore´ sa daju´ pop´ısat’ nasledovne: Odpor strany trojuholn´ıka je rovny´
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su´cˇtu 3 mozˇny´ch su´cˇinov odporov vetv´ı hviezdy, ktory´ sa podel´ı odporom protil’ahlej strany
hviezdy. Pre hviezdu dostaneme:
Ra =
RabRca
Rab + Rbc + Rca
(3.2)
3.1.2 Vy´pocˇet klasickou meto´dou
Pri prvom pohl’ade na obvod z obra´zku 3.1 sa na´m moˆzˇe javit’ riesˇenie vel’mi jednoduche´
a priamocˇiare. Stacˇ´ı spocˇ´ıtat’ vel’kosti odporov podl’a zna´mych vzorcov a vypocˇ´ıtat’ vy´sledny´
odpor cele´ho obvodu. Pozrime sa vsˇak na obvod trochu detailnejˇsie. Proble´m na´m rob´ı odpor
(R3), ktory´ je zapojeny´ vertika´lne a spa´ja vrchnu´ vetvu so spodnou. Tento odpor na´m bra´ni
v jednoduchom spocˇ´ıtan´ı celkove´ho odporu.
Pri druhom pohl’ade si moˆzˇeme vsˇimnu´t’, zˇe zapojenie l’avej cˇasti je vlastne zapojenie
do trojuholn´ıka. Toto je na´zorne vidiet’ na obra´zku 3.4.
Obr. 3.4: Zapojenie do trojuholn´ıka
Vzhl’adom na toto zistenie bude d’alˇs´ım krokom riesˇenia transforma´cia trojuholn´ıkove´ho
zapojenia na hviezdu. Podl’a vzorca 3.2 z´ıskame vzorec na vy´pocˇet jednotlivy´ch novy´ch
odporov v zapojen´ı do hviezdy (obra´zok 3.5). Konkre´tny vzorec na vy´pocˇet novej hodnoty
odporu je:
R∗1 = R1R2
R1 + R2 + R3
(3.3)
analogicky si moˆzˇeme odvodit’ vzorce na vy´pocˇet d’alˇs´ıch dvoch novy´ch odporov.
Po transforma´cii sme uzˇ dostali sche´mu, v ktorej sa nenacha´dza vertika´lne zapojeny´
odpor ako v sche´me pred transforma´ciou, a teda moˆzˇeme zacˇat’ upravovat’ zna´mymi vzor-
cami. Odpory R2 a R4 su´ zapojene´ do se´rie, teda ich moˆzˇeme spocˇ´ıtat’ a ty´m z´ıskame
odpor R2,4. Rovnaky´m spoˆsobom spocˇ´ıtame aj se´riovo zapojene´ odpory R3 a R5. Z´ıskali
sme dva paralelne zapojene´ odpory R2,4 a R3,5. Podl’a vzorca pre spocˇ´ıtanie dvoch paralelne
zapojeny´ch odporov spocˇ´ıtame predposledny´ odpor R2,3,4,5.
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Obr. 3.5: Transformovany´ obvod na hviezdu









Znamena´ to teda, zˇe prevra´tena´ hodnota vy´sledne´ho odporu sa rovna´ su´cˇtu prevra´teny´ch




Po tomto kroku na´m v obvode zostali uzˇ len dva, do se´rie zapojene´, odpory R2,3,4,5
a R1. Ked’zˇe su´ v se´rii, tak ich moˆzˇeme jednoducho spocˇ´ıtat’ a ty´m z´ıskame celkovy´ odpor
obvodu. Vy´pocˇet pru´du, ktory´ preteka´ obvodom je potom jednoduchy´. Pozˇijeme Ohmov





3.2 Pouzˇitie parazitny´ch kondenza´torov
Uka´zali sme si postup riesˇenia pomocou klasicky´ch meto´d. Ten isty´ obvod teraz vyriesˇime
pomocou diferencia´lnych rovn´ıc a parazitny´ch kondenza´torov.
Obvod je rovnaky´ ako v predcha´dzaju´com pr´ıpade. Je neupraveny´ transforma´ciou na
hviezdu, teda sta´le ma´me zapojeny´ vertika´lny odpor R3. Vy´hoda pouzˇitia parazitny´ch kon-
denza´torov je, zˇe nepotrebujeme upravovat’ obvod transforma´ciou. Potrebujeme len na´jst’
uzol, v ktorom by sme chceli vediet’ napa¨tie. Presnejˇsie je to uzol, ktore´ho napa¨tie na´m
pomoˆzˇe vypocˇ´ıtat’ vsˇetky hodnoty obvodu, ktore´ chceme.
V nasˇom obvode sme si vybrali uzly (obra´zok 3.6), ktory´mi je pripojeny´ pra´ve ten odpor,
ktory´ na´m bra´ni jednoduche´mu riesˇeniu, teda R3. Samozrejme je mozˇne´ zvolit’ vsˇetky uzly
v obvode. Ale nie je treba pocˇ´ıtat’ uzly, ktore´ nakoniec nebudeme potrebovat’ k vy´pocˇtu.
Preto je doˆlezˇite´ sa zamysliet’ a vybrat’ vhodne.
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Obr. 3.6: Uzly
Pri znalosti napa¨t´ı v uzloch A a B sa da´ pouzˇit’ meto´da uzlovy´ch napa¨t´ı, ktorou sa na´m
podar´ı vypocˇ´ıtat’ pru´dy tecˇu´ce jednotlivy´mi vetvami. Meto´da vycha´dza z 1. Kirchhoffovho
za´kona, ktory´ znie: Su´cˇet vsˇetky´ch pru´dov do uzla vstupuju´cich sa rovna´ su´cˇtu pru´dov
z uzla vystupuju´cich. Konkre´tne vyuzˇitie meto´dy uzlovy´ch napa¨t´ı je vidiet’ na rovniciach
















Ako je vidiet’, tak pru´d v konkre´tnej vetve sa vypocˇ´ıta z rozdielu napa¨tia v uzle, z ktore´ho
vyteka´ a napa¨tia v uzle, do ktore´ho na´sledne vteka´. A tento rozdiel sa podel´ı odporom
v konkre´tnej vetve. V posledny´ch dvoch rovniciach vid´ıme, zˇe napa¨tie uzla, do ktore´ho
pru´d vteka´ ma´ pravdepodobne hodnotu 0. Je to spoˆsobene´ ty´m, zˇe obvod je uzemneny´
a tieto dva pru´dy vtekaju´ do tejto uzemnenej cˇasti, ktora´ ma nulove´ napa¨tie.
Uka´zali sme si, zˇe pri znalosti napa¨tia na uzloch A a B sme schopn´ı vypocˇ´ıtat’ pru´dy
vo vsˇetky´ch vetva´ch. Pre vy´pocˇet ty´chto napa¨t´ı pouzˇijeme parazitne´ kondenza´tory.
Parazitne´ kondenza´tory sa pripoja na nami zvolene´ uzly a uzemnia sa (obra´zok 3.7). Pri
zopnut´ı obvodu sa parazitne´ kondenza´tory zacˇnu´ nab´ıjat’ a po urcˇitom cˇase sa kondenza´tory
nabiju´ a pru´d vo vetve kondenza´tora prestane tiect’. Tento stav nazy´vame usta´leny´. Napa¨tie
na kondenza´tore v tomto stave je napa¨tie, ktore´ potrebujeme pri d’alˇsom vy´pocˇte.
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Obr. 3.7: Parazitne´ kondenza´tory
Pre vy´pocˇet napa¨t´ı na uzloch si vytvor´ıme diferencia´lne rovnice. Diferencia´lna rovnica














Pru´dy IA a IB su´ pru´dy tecˇu´ce vo vetva´ch s pridany´mi kondenza´tormi, cˇo je vidiet’
na obra´zku 3.7. Pre ich vy´pocˇet pouzˇijeme 1. Kirchhoffov za´kon. Rovnice budu´ vyzerat’
nasledovne:
I1 − I3 − I4 = IA
I2 + I3 − I5 = IB
V tejto fa´ze uzˇ ma´me vsˇetky potrebne´ informa´cie a vsˇetky rovnice su´ zostavene´. Stacˇ´ı
urcˇit’ hodnoty odporov a napa¨tie na zdroji a s ty´mito velicˇinami vyriesˇit’ vzniknute´ diferen-
cia´lne rovnice. Pre tento u´cˇel pouzˇijeme aplika´ciu TKSL.[5]
3.3 Pr´ıklad v TKSL
V predcha´dzaju´cej cˇasti sme si odvodili rovnice pre vy´pocˇet. V tejto cˇasti si uka´zˇeme, cˇi boli
nasˇe teo´rie pravdive´, a to tak, zˇe odsimulujeme priebeh nami vytvoreny´ch diferencia´lnych
rovn´ıc v syste´me TKSL. Podl’a vy´stupny´ch grafov sa uka´zˇe, cˇi kondenza´tory pracuju´ ako
sme predpokladali.
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Zvol’me teda hodnoty odporov a to tak, zˇe R1 = 200Ω, R2 = 300Ω, R3 = 500Ω, R4 =
100Ω, R5 = 50Ω a vstupne´ napa¨tie bude U = 32V .
Potom po dosaden´ı do vzorcov v cˇasti 3.2 z´ıskame tento zdrojovy´ ko´d pre syste´m TKSL:
var i1, i2, i3, i4, i5, iA, iB, uA, uB;
const





uA’=1/C * iA &0;
uB’=1/C * iB &0;
i1= 1/R1 * (u-uA);
i2= 1/R2 * (u-uB);
i3= 1/R3 * (uA-uB);
i4= 1/R4 * (uA-0);
i5= 1/R5 * (uB-0);
sysend.
Po spusten´ı simula´cie na´m TKSL vykresl´ı graf, v ktorom na´zorne uvid´ıme, ako sa
jednotlive´ hodnoty menili v cˇase. Na obra´zku 3.8 je zna´zorneny´ priebeh napa¨t´ı na kon-
denza´toroch. Je vidiet’, zˇe napa¨tia na kondenza´toroch sa na zacˇiatku postupne nab´ıjali
a po uplynut´ı urcˇite´ho cˇasu sa usta´lili na stabilny´ch hodnota´ch.
Obr. 3.8: Priebeh napa¨t´ı na kondenza´toroch
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Obr. 3.9: Priebeh pru´dov vo vetva´ch kondenza´torov
Na obra´zku 3.9 je zna´zorneny´ priebeh hodnoˆt pru´dov vo vetva´ch kondenza´torov. Podl’a
simula´cie je vidiet’, zˇe vo vetva´ch tiekol pru´d, ky´m sa kondenza´tory nenabili a neusta´lil sa
stav. Po tomto okamihu sa pru´dy minimalizovali a vetvami prestali pru´dy tiect’.
Posledny´ obra´zok 3.10 zobrazuje priebeh pru´dov v obvode, na ktorom ma´me zna´zornene´
jednotlive´ hodnoty pru´dov. V cˇase, kedy nastal usta´leny´ stav, su´ vypocˇ´ıtane´ hodnoty v jed-
notlivy´ch vetva´ch.
Z grafu sa daju´ precˇ´ıtat’ hodnoty vypocˇ´ıtany´ch uzlov v jednotlivy´ch vetva´ch. Zvla´dli
sme to, cˇo sme v cˇasti 3.1 robili klasicky´mi meto´dami a transforma´ciami, pouzˇit´ım di-
ferencia´lnych rovn´ıc a parazitny´ch kondenza´torov. Ta´to meto´da je vel’mi presna´ a ry´chla
a poskytuje na´m mozˇnost’ riesˇit’ aj zlozˇitejˇsie sche´my elegantnou cestou diferencia´lnych
rovn´ıc.[5]
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Obr. 3.10: Pru´dy v obvode
3.4 Stiff syste´my
Pouzˇitie parazitny´ch kondenza´torov ma´ aj svoje proble´my. Ak chceme pripojit’ k obvodu
parazitny´ kondenza´tor, tak by mal byt’ dostatocˇne maly´, teda by mal mat’ oproti prvkom
v obvode o niekol’ko ra´dov mensˇiu hodnotu kapacity. Doˆvod je, aby minima´lne zmenil
chovanie obvodu a tento kondenza´tor sa dal zanedbat’. Toto je proble´m pri riesˇen´ı takej di-
ferencia´lnej rovnice, v ktorej su´ nelinea´rne prvky, ktory´ch parametre sa l´ıˇsia azˇ v niekol’ky´ch
ra´doch.
Take´to syste´my diferencia´lnych rovn´ıc potrebuju´ na vyriesˇenie prvkov s n´ızkou hodnotou
vel’mi maly´ krok pri riesˇen´ı pomocou Taylorovho radu. Na druhej strane su´ tam prvky
s vysokou hodnotou, ktore´ budu´ mat’ dlhy´ simulacˇny´ cˇas. Takzˇe v konecˇnom doˆsledku bude






Simulink je program pre simula´ciu a modelovanie dynamicky´ch syste´mov, ktory´ vyuzˇ´ıva
algoritmy Matlabu pre numericke´ riesˇenia nelinea´rnych diferencia´lnych rovn´ıc. Poskytuje
uzˇ´ıvatel’ovi mozˇnost’ ry´chlo a l’ahko vytva´rat’ modely dynamicky´ch su´stav vo forme blokovy´ch
sche´m a rovn´ıc.
Obr. 4.1: Model padaju´cej lopticˇky v Simulinku
Novy´ pr´ıstup k riesˇeniu diferencia´lnych rovn´ıc dovol’uje simulovat’ aj rozsiahle “stiff”
syste´my ry´chlo, presne a s efekt´ıvnym vyuzˇit´ım pama¨te pocˇ´ıtacˇa. Pomocou Simulinku a jeho
graficke´ho editora je mozˇne´ vytva´rat’ modely linea´rnych, nelinea´rnych, v cˇase diskre´tnych
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alebo spojity´ch syste´mov jednoduchy´m presu´van´ım funkcˇny´ch blokov mysˇou. Aktua´lna
verzia Simulinku umozˇnˇuje spu´sˇt’at’ urcˇite´ cˇasti simulovanej sche´my na za´klade vy´sledku
logickej podmienky. Tieto spu´sˇt’ane´ a povol’ovane´ subsyste´my umozˇnˇuju´ pouzˇitie programu
v na´rocˇny´ch simulacˇny´ch experimentoch.
Samozrejmost’ou je otvorena´ architektu´ra, ktora´ umozˇnˇuje uzˇ´ıvatel’ovi vytva´rat’ si vlastne´
funkcˇne´ bloky a rozsˇirovat’ uzˇ tak bohatu´ knizˇnicu Simulink. Hierarchicka´ sˇtruktu´ra modelov
umozˇnˇuje navrhnu´t’ aj vel’mi zlozˇite´ syste´my do prehl’adnej su´stavy subsyste´mov prakticky
bez obmedzenia pocˇtu blokov. Simulink, rovnako ako Matlab, dovol’uje pripa´jat’ funkcie
nap´ısane´ uzˇ´ıvatel’om v jazyku C. Graficke´ mozˇnosti Simulinku je tiezˇ mozˇne´ priamo vyuzˇit’
k tvorbe dokumenta´cie. Medzi d’alˇsie vlastnosti Simulinku patr´ı neza´vislost’ uzˇ´ıvatel’ske´ho
rozhrania na pocˇ´ıtacˇovej platforme. Mozˇnost’ prenosu modelov a diagramov medzi roˆznymi
typmi pocˇ´ıtacˇov umozˇnˇuje vytva´rat’ rozsiahle modely, ktore´ si vyzˇaduju´ spolupra´cu va¨cˇsˇieho
kolekt´ıvu riesˇitel’ov na roˆznych u´rovniach. Na obra´zku 4.1 je vidiet’ prostredie Simulink.[16]
4.2 Matlab/SimPowerSystems
SimPowerSystem patr´ı do rodiny produktov, ktore´ rozsˇiruju´ mozˇnosti Matlabu v oblasti
modelovania fyzika´lnych su´stav. Ide o takzvany´ blockset, teda nadstavbu urcˇenu´ pre Simulink.
Po nainsˇtalovan´ı niektore´ho z blocksetov pribudne v zozname knizˇn´ıc Simulinku polozˇka
obsahuju´ca bloky s dany´m zameran´ım. SymPowerSystem sa zameriava na modelovanie ener-
geticky´ch su´stav. Na´jdeme tu bloky urcˇene´ na vy´robu, u´pravu, prenos a spotrebu elektrickej
energie. Pomocou niekol’ky´ch blokov moˆzˇeme sledovat’ vybrane´ stavove´ velicˇiny, a tak ich
previazat’ so Simulinkom. Bez proble´mov tak moˆzˇeme navrhovat’ nadradene´ riadiace orga´ny
aj pre take´ komplikovane´ obvody, aky´mi je napr. elektrizacˇna´ su´stava. Na u´spesˇnu´ insˇtala´ciu
tohto rozsˇ´ırenia treba mat’ nainsˇtalovany´ Matlab a Simulink. Cena tejto nadstavby sa po-
hybuje okolo 3 700 eur na komercˇne´ vyuzˇitie, resp. 780 eur pre sˇkoly.
Po nainsˇtalovan´ı SimPowerSystem pribudne v Simulinku knizˇnica powerlib. V nej na´jdeme
potrebne´ stavebne´ prvky - bloky vhodne´ na modelovanie energeticky´ch su´stav. V aktua´lnej
verzii 4.6 su´ uzˇ bloky radene´ hierarchicky v stromovej sˇtruktu´re, aby bola zabezpecˇena´
prehl’adnost’ a l’ahsˇia orienta´cia.
Obr. 4.2: Knizˇnica Powerlib
K blokom knizˇnice SimPowerSystem sa moˆzˇeme dopracovat’ listovan´ım v knizˇniciach
Simulinku alebo zadan´ım pr´ıkazu powerlib do pr´ıkazove´ho riadku Matlabu. Knizˇnica po-
werlib sa sklada´ z ty´chto podknizˇn´ıc:
• Electrical Sources Library - bloky generuju´ce elektricke´ signa´ly,
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• Elements Library - linea´rne a nelinea´rne obvodove´ prvky,
• PowerElectronics Library - vy´konove´ sp´ınacie prvky,
• Machines Library - motory a genera´tory,
• Measurements Library - meracie bloky pru´du a napa¨tia,
• Electric Drives Library - striedave´ a jednosmerne´ elektricke´ pohony,
• Flexible AC Transmission Systems (FACTS) Library - pruzˇne´ prenosove´ syste´my,
• Distributed Resources library - modely veterny´ch turb´ın,
• Extras Library - sˇpecia´lne riadiace a meracie bloky,
• Demos Library - demo modely,
• Obsolete Blocks - zastarane´ bloky pre spa¨tnu´ kompatibilitu.
Knizˇnica obsahuje va¨cˇsˇinu bezˇne pouzˇ´ıvany´ch blokov. Moˆzˇe vsˇak nastat’ situa´cia, zˇe
potrebujeme blok, takpovediac, na mieru. Nove´ bloky sa daju´ naprogramovat’ a zaradit’
k existuju´cim.
Simulacˇna´ sche´ma, ktora´ predstavuje elektricky´ obvod, sa modeluje podobne ako v Si-
mulinku. Bloky sa meto´dou drag&drop prenesu´ na pracovnu´ plochu a na´sledne sa medzi
nimi vytvoria va¨zby. Za´sadny´m rozdielom oproti klasicky´m sche´mam je, zˇe signa´ly nemaju´
smer. Resˇpektuje sa ty´m rea´lna situa´cia, kde vopred nevieme, ktory´m smerom budu´ e-
nergie (signa´ly) pru´dit’. Preto nemozˇno prepa´jat’ bloky z knizˇn´ıc zo Simulinku s blokmi
zo SimPowerSystems. Komunika´cia je mozˇna´ len cez sˇpecia´lne bloky, ktore´ resˇpektuju´ smer
signa´lov.
Potom, ako je namodelovany´ elektricky´ obvod, a ako su´ naparametrizovane´ jednotlive´
bloky, moˆzˇeme zacˇat’ simula´ciu ako v kazˇdom inom modeli v prostred´ı Simulink. Vzˇdy,
ked’ sa ma´ simula´cia spustit’, SimPowerSystems zavola´ inicializacˇny´ mechanizmus. Tento
inicializacˇny´ proces vypocˇ´ıta ekvivalentny´ model v stavovom priestore z elektricke´ho obvodu
a zostav´ı ekvivalentny´ syste´m, ktory´ moˆzˇe byt’ simulovany´ v Simulinku. Vsˇetky tieto u´kony
sa deju´ na pozad´ı a pouzˇ´ıvatel’ do nich nemus´ı zasahovat’. Doˆlezˇity´m blokom pri simula´cia´ch
elektrizacˇny´ch su´stav a elektricky´ch obvodov je blok powergui. Pomocou tohto bloku moˆzˇe
simula´cia bezˇat’ spojite, diskre´tne alebo vo fa´zorovom priestore. Doˆlezˇite´ je podotknu´t’,
zˇe SimPowerSystems simuluje pri vsˇetky´ch spomı´nany´ch typoch simula´ci´ı trojfa´zovo, cˇizˇe
je pre na´s jednoduche´ namodelovat’ asymetricke´ prvky a poruchy. Blok powergui d’alej
umozˇnˇuje:
• Zobrazovat’ usta´lene´ stavy napa¨t´ı a pru´dov elektricke´ho obvodu, ako aj vsˇetky´ch
stavovy´ch premenny´ch obvodu.
• Menit’ zacˇiatocˇne´ podmienky, napr. vel’kost’ napa¨tia na kondenza´tore a pru´du cez
induktor.
• Inicializovat’ trojfa´zove´ siete, zahr´nˇaju´c genera´tory, takzˇe simula´cia sa moˆzˇe zacˇat’
z usta´lene´ho stavu.
• Zobrazovat’ graf impedancie proti frekvencii, ked’ je v sieti zapojeny´ blok merania
impedancie.
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• Vykona´vat’ FFT analy´zu zo simulacˇny´ch vy´sledkov.
• Generovat’ stavovy´ priestor z elektricke´ho obvodu.
• Pocˇ´ıtat’ parametre veden´ı z parametrov stozˇiara a vodicˇa.
Elektricke´ prvky SimPowerSystems sa spa´jaju´ pomocou tzv. elektricky´ch svoriek. Ide
hlavne o prvky, napr. transforma´tor, vedenie, za´t’azˇ. V knizˇnici powerlib sa vsˇak nacha´dzaju´
aj bloky s klasicky´mi svorkami vstup a vy´stup rovnako ako v prostred´ı Simulink. Tieto
bloky sa uplatnˇuju´ hlavne pri meran´ı a riaden´ı elektricky´ch strojov, cˇi uzˇ su´ nimi genera´tory
alebo motory. Toto riadenie moˆzˇeme modelovat’ aj pomocou sˇtandardny´ch blokov prostredia
Simulink. Pr´ıkladom je model elektra´renske´ho bloku EBO42 uvedeny´ na obr. 4.3.
Obr. 4.3: Model elektra´renske´ho bloku EBO42
Model bloku podl’a tohto obra´zka sa sklada´ z modelu synchro´nneho genera´tora EBO42,
budiaceho syste´mu V_controller, parnej turb´ıny Steam_turbine, regula´tora cˇinne´ho vy´konu
P_controller, regula´tora ota´cˇok w_controller pri ostrovnej preva´dzke, zo syste´move´ho
stabiliza´tora PSS3b a z blokove´ho transforma´tora. Riadenie teda moˆzˇe byt’ realizovane´
vysˇsˇ´ımi formami riadenia, ako na´m dovol’uju´ sˇtandardne´ bloky SimPowerSystems.
Modelovac´ı na´stroj SimPowerSystems predstavuje nadstavbu, kde sa daju´ riesˇit’ jed-
nak proble´my spojene´ s nastavovan´ım loka´lnych regula´torov alebo stabilizacˇny´ch syste´mov.
Nemus´ıme sa vsˇak zastavit’ pri modelovan´ı na tejto u´rovni. Dnes je uzˇ softve´r v takom
pokrocˇilom sˇta´diu vy´voja, zˇe sa pomocou neho daju´ modelovat’ aj komplexne´ syste´my, napr.
urcˇita´ oblast’, alebo ostrov elektrizacˇnej su´stavy. Ak by sme abstrahovali niektore´ detaily,
tak sa daju´ vytva´rat’ aj modely cely´ch elektrizacˇny´ch su´stav. So zvysˇuju´cou sa podrob-
nost’ou a zarad’ovan´ım d’alˇs´ıch, aj mensˇ´ıch zdrojov, pr´ıpadne veden´ı na nizˇsˇ´ıch napa¨t’ovy´ch
u´rovniach narasta´ aj vy´pocˇtova´ na´rocˇnost’. Aktua´lne je k dispoz´ıcii model elektrizacˇnej
su´stavy SR v tejto konfigura´cii:
• Synchro´nne genera´tory:
– Jadrova´ elektra´renˇ Mochovce: EMO: EMO11, EMO12, EMO21, EMO22
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– Jadrova´ elektra´renˇ Jaslovske´ Bohunice EBO2: EBO21, EBO22
– Jadrova´ elektra´renˇ Jaslovske´ Bohunice EBO3: EBO31, EBO32
– Jadrova´ elektra´renˇ Jaslovske´ Bohunice EBO4: EBO41, EBO42
– Uhol’na´ elektra´renˇ Vojany EVO1: EVO12, EVO16
– Uhol’na´ elektra´renˇ Vojany EVO2: EVO21, EVO22, EVO23, EVO24
– Uhol’na´ elektra´renˇ Nova´ky ENO: ENOB1, ENOB2
– Vodna´ elektra´renˇ Liptovska´ Mara LMAR: LMAR1, LMAR2, LMAR3, LMAR4
– Vodna´ elektra´renˇ Gabcˇ´ıkovo EGABC: EGABC1, EGABC2, EGABC3, EGABC4,
EGABC5, EGABC6
– Precˇerpa´vacia vodna´ elektra´renˇ ECV: ECV11, ECV12
– Paroplynove´ centrum Bratislava: PPCBA, PPCBB
• Uzly:
– 400 kV u´rovenˇ:
∗ Doma´ce: Stupava, Podunajske´ Biskupice, Gabcˇ´ıkovo, Krizˇovany, Bosˇa´ca,
Var´ın, Sucˇany, Spiˇsska´ Nova´ Ves, Lemesˇany, Moldava, Rimavska´ Sobota,
Levice, Horna´ Zˇdanˇa, Liptovska´ Mara, Vel’ke´ Kapusˇany, Vel’ky´ Dˇur
∗ Zahranicˇne´: Sokolnice (Cz), Nosˇovice (Cz), Go¨d (Hu), Gyor (Hu), Mukacˇevo
(U), Krosno-Iskrzynia (Pl)
– 200 kV u´rovenˇ:
∗ Doma´ce: Senica, Krizˇovany, Bystricˇany, Sucˇany, Lemesˇany, Vel’ke´ Kapusˇany
∗ Zahranicˇne´: Sokolnice (Cz)
• Prenosove´ vedenia:
– 400 kV u´rovenˇ:
∗ V043, V044, V046, V047, V497, V498, V448, V429, V439, V424, V425, V490,
V491, V492, V493, V449, V426, V427, V428, V440, V477, V495, V496, V404,
V405, V406, V407, V408
– 200 kV u´rovenˇ:
∗ V280, V283, V075, V274, V271, V072
Na takto vytvorenom modeli sa daju´ realizovat’ roˆzne experimenty a poruchy, napr. skrat
na veden´ı cˇi vy´padok zdroja. Pomocou simula´cie tak vid´ıme dosahy ty´chto poru´ch. Model
mozˇno, samozrejme, vyuzˇit’ aj na expert´ızy pri zist’ovan´ı dosahov zaradenia novy´ch zdrojov,
veden´ı alebo rozvodn´ı. Tiezˇ sa da´ vyuzˇit’ pri optimaliza´cii nastavenia urcˇity´ch regulacˇny´ch
slucˇiek na konkre´tnom genera´tore.
Modelovanie v prostred´ı SimPowerSystems na´m umozˇnˇuje simulovat’ vel’mi zlozˇite´ deje,
aky´m je aj prechod do ostrovnej preva´dzky. Roˆzne typy poru´ch moˆzˇu ovplyvnit’ preva´dzku
ESSR v UCTE natol’ko, zˇe fa´zovy´ uhol zahranicˇny´ch elektrizacˇny´ch su´stav bude rozdielny
oproti fa´zove´mu uhlu v nasˇej su´stave. V takomto pr´ıpade doˆjde k nedobrovol’ne´mu odpoje-
niu ESSR od UCTE. Rozpojene´ su´ potom vedenia v497, v424 a v280 vyvedene´ z rozvodne
Sokolnice v CˇR, vedenie v404 vyvedene´ z rozvodne Nosˇovice v CˇR, zdvojene´ vedenie v477,
v478 vyvedene´ z rozvodne Krosno-Iskrzynia v Pol’sku, vedenie v440 vyvedene´ z rozvodne
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Mukacˇevo na Ukrajine, v449 vyvedene´ z rozvodne Go¨d v Mad’arskej republike a vedenie
v448 vyvedene´ z rozvodne Gyor v Mad’arskej republike. Pri automatickom prechode do
ostrovnej preva´dzky docha´dza k vel’ky´m oscila´cia´m elektricky´ch a mechanicky´ch velicˇ´ın.
Vy´sledky tohto experimentu opisuje obr. 4.4. V 40 s doˆjde k odopnutiu cezhranicˇny´ch ve-
den´ı. Najva¨cˇsˇ´ı pokles frekvencie vidiet’ po 2 s od tohto odopnutia. Pokles nespoˆsob´ı aktiva´ciu
frekvencˇne´ho odl’ahcˇovania. Oscila´cie su´ utlmene´ asi za 8 s, pri poklese frekvencie oproti
poˆvodnej hodnote o 20 mHz
Obr. 4.4: Prechod do ostrovnej preva´dzky sledovany´ na EMO11
Predkladane´ vy´sledky a model zlozˇite´ho elektricke´ho syste´my dokazuju´, zˇe SimPower-
Systems je skutocˇne plnohodnotna´ nadstavba pre Matlab/Simulink v oblasti energetiky.
V aktua´lnej verzii vieme riesˇit’ modelovanie jednoduchy´ch elektricky´ch obvodov, ale aj
pomerne komplexny´ch syste´mov. Vy´raznou vy´hodou je prepojitel’nost’ so Simulinkom a na´sledne
s Matlabom. Tento fakt otva´ra dvere dora´baniu vlastny´ch blokov, pr´ıpadne tvorbe vlastny´ch
riadiacich algoritmov. Tiezˇ je k dispoz´ıcii vy´pocˇtovy´ apara´t Matlabu na spracovanie da´t.
Vieme teda efekt´ıvne zhodnotit’ kvalitu riadenia, pr´ıpadne definovat’ nezˇiaduce stavy. Mode-
ly vytvorene´ v SimPowerSystems vsˇak neusta´le vyzˇaduju´ vel’ky´ vy´pocˇtovy´ vy´kon. Ide o kom-
plikovane´ modely, ktore´ vyt’azˇuju´ procesor na maximum. V oblasti optimaliza´cie vy´konu sa
neusta´le pracuje. Jedny´m z krokov je akt´ıvne zapojenie akcelera´tora a kompila´tora pocˇas




Dymola bola navrhnuta´ Hildingom Elmqvistom na Technickej univerzite v Lund (LTH) vo
Sˇve´dsku ako su´cˇast’ jeho dizertacˇnej pra´ce PhD.
Dymola je modelovacie prostredie, ktore´ umozˇnˇuje uzˇ´ıvatel’ovi namapovat’ hardve´rove´
komponenty z fyzika´lnych syste´mov priamo na zodpovedaju´ce softve´rove´ komponenty.
Elmqvist zistil, zˇe nesmu´ existovat’ zˇiadne rozdiely medzi vstupny´mi a vy´stupny´mi
parametrami ty´chto objektov. Smer toku informa´ci´ı moˆzˇe byt’ urcˇeny´ len po zostaven´ı elek-
tricke´ho modelu a je zalozˇeny´ na zapojen´ı tohto modelu komponent do celkove´ho modelu.[2]
Dymola je objektovo-orientovany´ jazyk a program urcˇeny´ na modelovanie rozsiahlych
syste´mov. Znovupouzˇitie namodelovany´ch sˇtruktu´r a komponent je podporena´ vyuzˇ´ıvan´ım
knizˇnice obsahuju´cej model tried a podporuju´cej dedicˇnost’. Uzˇ´ıvatel’nemus´ı rucˇne preva´dzat’
rovnice vzt’ahuju´ce sa k modelu. To sa rob´ı v Dymole symbolicky. Matice rovn´ıc ul’ahcˇuju´ po-
hodlne´ modelovanie 3-D mechanicky´ch, riadiacich syste´mov. Dymola automaticky generuje
potrebny´ cˇas a stavove´ udalosti pri nelinea´rnych rovniciach a pod.
Dymola umozˇnˇuje prelozˇit’ fyzika´lny model na S-funkcie, M-file, alebo MEX-su´bory,
ktore´ mozˇno pouzˇit’ ako blok v Simulink. Algebraicke´ slucˇky sa automaticky riesˇia.[8]
Obr. 4.5: Dymola - uka´zˇka modelovacieho prostredia
Dymola je postavena´ nad jazykom Modelica. Ma´ svoje graficke´ uzˇ´ıvatel’ske´ rozhranie
a knizˇnice prvkov, ktore´ sa daju´ d’alej rozsˇirovat’. Model navrhnuty´ v tomto prostred´ı sa
pred simula´ciou preklada´ do jazyka C. Vy´stup je kompatibilny´ so syste´mom MatLab.
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Hlavne´ cˇrty syste´mu:
• Hierarchia funkcˇny´ch komponent
• Skladanie modelov z komponent
• Jednoduche´ rozsˇ´ırenie knizˇnice komponent
• Preklad modelu do jazyka C
• Kompatibilny´ vy´stup so syste´mom Matlab
• Symbolicke´ riesˇenie niektory´ch rovn´ıc
• Objektovo-orientovany´ jazyk
• Umozˇnˇuje real-time hardware-in-the-loop
Simulacˇny´ jazyk Modelica sa vyv´ıja od roku 1996. Vznikol oddelen´ım od Dymoly. Je
pod n´ım podp´ısana´ neziskova´ organiza´cia Modelica Association. Je schopny´ pop´ısat’ model
diferencia´lnymi, algebraicky´mi a aj diskre´tnymi rovnicami. Moˆzˇe kontrolovat’ fyzika´lne jed-
notky ak je to potrebne´.[15]
Celkovy´ model syste´mu je pop´ısany´ textovo a preto je mozˇne´ ho editovat’ aj mimo
graficke´ho prostredia. Tento ko´d sa na´sledne preklada´ do jazyka C.




Na´vrh a analy´za syste´mu TKSL
PowerGear
5.1 Analy´za pozˇiadaviek
Pri analy´ze pozˇiadaviek na syste´m PowerGear som sa insˇpiroval profesiona´lnymi simulacˇny´mi
na´strojmi, ktore´ su´ podrobne pop´ısane´ v kapitole 4.
Rozhodol som sa vytvorit’ syste´m, ktory´ bude vyuzˇ´ıvat’ pozit´ıvne cˇrty uzˇ existuju´cich
syste´mov. Vd’aka tomu nebudem porovna´vat’ funkcˇnost’ nove´ho syste´mu so sˇtandardmi,
ale iba zdoˆrazn´ım funkcie, ktore´ su´ prevzate´, pr´ıpadne funkcie, ktore´ rozsˇiruju´ funkcˇnost’
v ra´mci sˇtandardov.
Hlavne´ pozˇiadavky na navrhovany´ syste´m su´:
• Pr´ıvetive´ graficke´ uzˇ´ıvatel’ske´ rozhranie.
• Modelovanie elektricky´ch obvodov jednoduchy´m klikan´ım mysˇi.
• Komponenty modelu realizovane´ pomocou funkcˇny´ch blokov.
• Funkcˇne´ bloky1 s variabilny´m pocˇtom vstupov a vy´stupov.
• Hierarchicke´ skladanie funkcˇny´ch blokov.
• Knizˇnica blokov oddelena´ od samotne´ho programu.
• Cˇitatel’ny´ popis blokov a aj ulozˇenej sche´my.
• Rozsˇ´ıritel’nost’.
• Automaticke´ doplnenie parazitny´ch kapac´ıt.
Uzˇ´ıvatel’sky pr´ıvetive´ GUI a modelovanie rozsiahlych obvodov len za pomoci mysˇi je
pravdepodobne za´klad pouzˇitel’ne´ho editora. Druhy´ ciel je neobmedzovat’ uzˇ´ıvatel’a vsta-
vany´mi prostriedkami bez mozˇnosti bezprostrednej zmeny. Tento proble´m je vyriesˇeny´
cˇitatel’ny´m popisom jednotlivy´ch blokov, ktore´ moˆzˇe uzˇ´ıvatel’ bez va¨cˇsˇ´ıch proble´mov edito-
vat’ a ty´m pozmenit’ funkciu bloku.
1Blokom rozumiem komponentu modelovane´ho syste´mu, ktora´ ma´ urcˇite´ vstupy a vy´stup a v ra´mci
syste´mu svoju funkciu.
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Knizˇnica blokov je pri modelovan´ı rovnako doˆlezˇita´, ak nie doˆlezˇitejˇsia, ako samotna´
mozˇnost’ kreslenia modelov na pla´tno editora. Knizˇnica preto mus´ı byt’ koncipovana´ dostatocˇne
jednoducho, aby bola jej sˇtruktu´ra jasna´ aj menej znale´mu uzˇ´ıvatel’ovi. Jednotlive´ funkcˇne´
bloky v knizˇnici musia mat’ obecnu´ sˇtruktu´ru, ktora´ vyjadruje ich vizualiza´ciu a hlavne
spra´vanie v syste´me. Pri koncepte funkcˇny´ch blokov ma´me mozˇnost’ vytva´rat’ nove´ bloky
aj z blokov uzˇ existuju´cich, cˇ´ım vytva´rame hierarchiu, ktora´ zjednodusˇuje za´pis a prida´va
na prehl’adnosti. V neposlednom rade na´m tento koncept dovol’uje vyuzˇit’ simulacˇny´ na´stroj
na sˇirsˇie spektrum, nezˇ len na modelovanie elektricky´ch obvodov. Ty´m sa syste´m sta´va
univerza´lnejˇs´ım a teda rozsˇ´ıritel’ny´m.
Doplnˇuju´ce funkcie, ktore´ ul’ahcˇia uzˇ´ıvatel’ovi pra´cu su´:
• Priblizˇovanie a odd’al’ovanie modelovane´ho syste´mu.
• Mozˇnost’ viacery´ch otvoreny´ch projektov na za´lozˇka´ch.
• Jednoduche´ a intuit´ıvne vytvorenie nove´ho bloku z uzˇ existuju´cich.
5.2 Na´vrh
5.2.1 Funkcˇne´ bloky
Jednou z podmienok pre simulacˇny´ syste´m je jeho rozsˇ´ıritel’nost’ a obecnost’ modelovania.
Preto nie je zˇiaduce, aby syste´m obsahoval konkre´tne stavebne´ bloky, ako napr´ıklad cievku
alebo kondenza´tor. Take´to komponenty musia byt’ samotne´mu syste´mu transparentne´. Preto
kazˇda´ komponenta v modelovanom syste´me bude mat’ obecnu´ sˇtruktu´ru, z ktorej bude jasna´
jej funkcia, vizualiza´cia aj vnu´torny´ stav. Taka´to komponenta sa bude nazy´vat’ funkcˇny´
blok.
Funkcˇne´ bloky budu´ ulozˇene´ vo forma´te XML. Forma´t XML je momenta´lne vel’mi
rozsˇ´ıreny´ a preto nie je pre uzˇ´ıvatel’a vel’kou preka´zˇkou. Uzˇ podstata XML je v tom, aby
bol prehl’adny´ a uzˇ´ıvatel’sky cˇitatel’ny´. Ty´mto je elegantne vyriesˇeny´ proble´m s ukladan´ım
informa´ci´ı, aby boli cˇitatel’ne´ a editovatel’ne´ bezˇny´m uzˇ´ıvatel’om.
Sˇtruktu´ra funkcˇne´ho bloku
XML su´bor funkcˇne´ho bloku bude obsahovat’ osem povinny´ch sekci´ı a jednu nepovinnu´.





Vizualizacˇne´ sekcie popisuju´, ako bude dany´ blok vykresleny´ pri modelovan´ı na pla´tno.
Je zrejme´, zˇe kazˇda´ sekcia bude obsahovat’ niekol’ko za´znamov, ktore´ budu´ definovat’ je-
dnotlive´ graficke´ elementy. Vsˇetky tieto elementy sa vykreslia a vo vy´sledku zobrazia nami
pozˇadovany´ tvar.
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Asi nie je nutne´ zdoˆraznˇovat’, zˇe v sekcii cˇiar budu´ elementy cˇiar, ktore´ budu´ definovane´
zacˇiatocˇny´m a konecˇny´m bodom. Obdobne to bude pre sekcie kriviek a kruzˇn´ıc. Sekcia
textov bude mat’ len bod zacˇiatku textu, text samotny´ a jeho vel’kost’. Vd’aka cˇiaram,
kruzˇniciam a krivka´m, by mal byt’ uzˇ´ıvatel’ schopny´ nadefinovat’ komponentu tak, aby sa
zobrazovala podl’a jeho predsta´v. Texty su´ na doplnenie zlozˇity´ch komponent, ktore´ budu´
vyzˇadovat’ interny´ popis niektory´ch svojich cˇast´ı.




Definovat’ sekciu vstupov a aj vy´stupov nema´ pre niektore´ komponenty vy´znam, ale
z obecne´ho hl’adiska je nutne´ zaviest’ rozdielny popis pre vstupy a vy´stupy. Obe sekcie teda
budu´ charakterizovat’ miesta komponenty, na ktore´ sa pripoja vodicˇe (v pr´ıpade ine´ho mode-
lu sa moˆzˇu tieto spoje nazy´vat’ roˆzne). Taktiezˇ ponesu´ informa´ciu o na´zve tohto pr´ıpojne´ho
miesta.
Sekcia premenny´ch bude charakterizovat’ aktua´lny vnu´torny´ stav komponenty. Pocˇet
premenny´ch (rovnako ako vsˇetke´ho ostatne´ho) je variabilny´ a teda kazˇda´ komponenta moˆzˇe
mat’ niekol’ko vnu´torny´ch premenny´ch alebo aj zˇiadnu.
Posledna´ povinna´ sekcia je sekcia funkcie, v ktorej bude zaznamenany´ popis bloku po-
mocou su´stav alebo jednej diferencia´lnej rovnice.
Nepovinna´ sekcia je potrebna´ k hierarchicke´mu cˇleneniu blokov. Ta´to sekcia bude obsa-
hovat’ blokove´ sche´ma, z ktore´ho je novy´ blok zlozˇeny´. Aj tento novy´ blok moˆzˇe samozrej-
me obsahovat’ popis su´stavou diferencia´lnych rovn´ıc, ak tam tu´to su´stavu vlozˇ´ıme. Taktiezˇ
moˆzˇeme rovnako nadefinovat’ premenne´.
5.2.2 Knizˇnica
Z podkapitoly 5.2.1 je jasne´, zˇe jednotlive´ bloky, ktore´ budu´ viditel’ne´ v knizˇnici simula´toru,
su´ na disku ulozˇene´ vo forme XML su´borov, cˇ´ım podtrha´vaju´ uzˇ´ıvatel’sku´ pr´ıvetivost’. Rov-
naky´m smerom sa ubera´ aj koncept knizˇnice, ktora´ je maxima´lne odtienena´ od samotne´ho
programu.
Uzˇ´ıvatelia su´ zvyknuty´ na adresa´rove´ sˇtruktu´ry vo Windows, preto je pre nich viac nezˇ
pr´ıjemne´ pracovat’ aj s knizˇnicou TKSL PowerGear ako s adresa´rovou sˇtruktu´rou.
Riesˇenie knizˇnice je teda vel’mi jednoduche´ v ra´mci na´vrhu a o to zlozˇitejˇsie v ra´mci
implementa´cie. Cela´ knizˇnica sa bude nacha´dzat’ v adresa´ri, ktory´ bude niest’ nemenny´
na´zov Components. Tento adresa´r bude mat’ adresa´rovu´ sˇtruktu´ru, ktora´ bude zodpove-
dat’ skupina´m v knizˇnici (obra´zok 5.1). V ty´chto adresa´roch uzˇ budu´ jednotlive´ XML
su´bory definuju´ce funkcˇne´ bloky. Na´zvy skup´ın budu´ teda rovnake´ ako na´zvy adresa´rov
v korenˇovom adresa´ri Components.
5.2.3 Kolme´ kreslenie vodicˇov
Charakteristickou cˇrtou vsˇetky´ch editorov elektricky´ch obvodov je, zˇe vodicˇe su´ na seba
kolme´. Pri blizˇsˇom pohl’ade na tento proble´m si uvedomı´me, zˇe riesˇenie nebude trivia´lne.
Mus´ıme si stanovit’ ako moc flexibilne sa na´m jednotlive´ vodicˇe budu´ zalamovat’.
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Obr. 5.1: Uka´zˇka generovania knizˇnice: vl’avo adresa´rova´ sˇtruktu´ra, vpravo dynamicky ge-
nerovany´ strom knizˇnice.
Ja som zvolil len jedno zalomenie momenta´lne kreslenej cˇiary. Neznamena´ to, zˇe by
nakresleny´ vodicˇ mohol byt’ zalomeny´ len raz. Znamena´ to, zˇe pri aktua´lnom t’ahan´ı cˇasti
vodicˇa (segmentu) sa ta´to cˇast’ zalomı´ len raz.
Vodicˇ na pla´tne je definovany´ ako usporiadana´ n-tica bodov (su´radn´ıc X a Y)
< p0, p1, p2, ..., pn >, pricˇom plat´ı, zˇe p0 je pocˇiatocˇny´ bod vodicˇa a pn koncovy´.
Segment S je definovany´ ako usporiadana´ m-tica bodov taka´, zˇe m = 3 a S ⊂ V , pricˇom
V je vodicˇ a S je segment vodicˇa V.
Vodicˇ sa teda sklada´ zo segmentov. Pricˇom pre segmenty S1 a S2, ktore´ nasleduju´
bezprostredne po sebe, plat´ı, zˇe konecˇny´ bod prve´ho segmentu je zhodny´ s pocˇiatocˇny´m
bodom druhe´ho segmentu.
Postup kreslenia vodicˇa bude nasledovny´:
• Uzˇ´ıvatel’ klikne na vstup komponenty.
• Pri t’ahan´ı mysˇou sa mu bude zobrazovat’ segment vznikaju´ceho vodicˇa, ktory´ sa bude
maxima´lne v jednom bode zalamovat’.
• Pri kliknut´ı na kresliacu plochu sa novy´ segment zap´ıˇse ako su´cˇast’ vodicˇa a t’aha´ sa
d’alˇs´ı segment rovnaky´m spoˆsobom.
• Pri kliknut´ı do vstupu alebo vy´stupu inej komponenty sa kreslenie vodicˇa ukoncˇ´ı.
Po tomto algoritme na´m vznikne l’ubovol’ne mnohokra´t zalomen´ı vodicˇ. Ktory´ bude
presne navrhnuty´ podl’a potrieb uzˇ´ıvatel’a.
Rozhodovac´ı algoritmus, ktory´ ma´ posu´dit’ aky´m smerom sa bude vodicˇ kreslit’ je zalozˇeny´
na nasleduju´cich vzt’ahoch, ktore´ vyply´vaju´ z obra´zka 5.2, na ktorom su´ zna´zornene´ sˇtyri
zo´ny (oznacˇene´ cˇ´ıslami jedna azˇ sˇtyri).
Je jasne´, zˇe ak bude koncovy´ bod B v zo´ne 1 (pr´ıpad 1), tak aj bod zalomenia bude
v zo´ne 1.
Nech bod A je zacˇiatocˇny´ bod segmentu (na obra´zku 5.2 sa nacha´dza v mieste pretnutia
os´ı) a bod B je koncovy´ bod segmentu (na obra´zku sa moˆzˇe nacha´dzat’ v jednej zo sˇtyroch
zo´n ohranicˇeny´ch prerusˇovanou cˇiarou), potom plat´ı:
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Obr. 5.2: Zo´ny kolme´ho zalomenia (Zacˇiatok segmentu je v strede - bod A).
• pre prvy´ pr´ıpad:
|XB −XA| < |YB − YA|
|YB − YA| > 0
• pre druhy´ pr´ıpad:
|XB −XA| > |YB − YA|
|XB −XA| > 0
• pre tret´ı pr´ıpad:
|XB −XA| < |YB − YA|
|YB − YA| < 0
• pre sˇtvrty´ pr´ıpad:
|XB −XA| > |YB − YA|
|XB −XA| < 0
Pomocou predcha´dzaju´cich vzt’ahov sme schopn´ı jednoducho vypocˇ´ıtat’ su´radnice bodu,
v ktorom nastane zalomenie.[5]
5.2.4 Mriezˇka
Pripojenie vodicˇa k vstupu komponenty je ovel’a jednoduchsˇie, ak je miesto umiestnenia
viacbodova´ oblast’ a nielen jeden konkre´tny bod. Na to, aby sme celu´ plochu rozdelili na
viacbodove´ plochy, pouzˇijeme koncept mriezˇky.
Pomocou mriezˇky rozdel´ıme kresliacu plochu, ktorej jeden bod je jeden pixel, na va¨cˇsˇie
cˇasti. Zvol’me teda mriezˇku tak aby bola dostatocˇne jemna´ a neobmedzovala uzˇ´ıvatel’a
v kreslen´ı, ale mus´ı byt’ hrubsˇia ako najmensˇ´ı rozl´ıˇsitel’n´ı bod.
Optima´lne rozlozˇenie mriezˇky je 3 pixely. To znamena´, zˇe medzi susedny´mi bodmi
mriezˇky budu´ pra´ve dva pixely. Je to vy´hodne´ z doˆvodu, zˇe ak sa klikne na l’avy´ pixel
z tejto dvojice tak je jednoduche´ vypocˇ´ıtat’, zˇe kliknuty´ bod v mriezˇke bude pra´ve ten
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vl’avo. Analogicky, ak klikneme na pravy´ pixel z dvojice, v mriezˇke to bude pra´ve ten bod
v pravo. Je jasne´, zˇe medzi dvoma pixelmi uzˇ nie je zˇiadny, na ktory´ sa da´ kliknu´t’. Takzˇe
je toto rozlozˇenie exaktne´. Konkre´tnu situa´ciu mriezˇky ukazuje obra´zok 6.5.5.
Obr. 5.3: Mriezˇka a transforma´cia bodov.
Z obra´zka je jasne´, zˇe vsˇetky vodicˇe budu´ lezˇat’ na bodoch mriezˇky. Komponenty uzˇ
nemoˆzˇeme nakreslit’ tak jednoducho ako vodicˇe, takzˇe jednotlive´ body komponent moˆzˇu
a budu´ zasahovat’ mimo body mriezˇky. Je vel’mi doˆlezˇite´ aby ich vstupy a vy´stupy boli
zarovnane´ presne na body mriezˇky.
Pri dodrzˇan´ı umiestnenia doˆlezˇity´ch bodov na mriezˇku uzˇ nebude proble´m jednoducho
pripa´jat’ vodicˇe na vstupy a vy´stupy komponent. Je jasne´, zˇe pri pohybe nakreslenou cievkou
alebo odporom, sa taky´to objekt bude umiestnˇovat’ nie podl’a aktua´lnej poz´ıcie mysˇi, ale
jeho su´radnice sa prepocˇ´ıtaju´ na mriezˇku. [5]





6.1 Platforma a vy´vojove´ prostredie
Syste´m TKSL a TKSL/C je momenta´lne najviac pouzˇ´ıvany´ na platforme Windows. Preto
som zvolil pra´ve Windows ako platformu pre graficky´ editor. Vy´vojove´ prostredie bezˇiace
pod Windows a sp´lnˇaju´ce potreby pre cˇo najjednoduchsˇiu a najmodernejˇsiu implementa´ciu
je podl’a moˆjho na´zoru Microsoft Visual Studio 2008. Ako programovac´ı jazyk som zvolil
C#[10] a technolo´giu .NET.
6.1.1 .NET
.NET je zastresˇuju´ci na´zov pre su´bor technolo´gi´ı v softwarovy´ch produktoch, ktore´ tvoria
celu´ novu´ platformu, ktora´ je dostupna´ pre Web, Windows a aj Pocket PC.
Pre tvorbu aplika´ci´ı splnˇuju´cich tieto mysˇlienky vydal Microsoft Visual Studio .NET,
ktore´ bolo oproti predcha´dzaju´cej verzii rozsˇ´ırene´ o jednoduchy´ na´vrh webovy´ch XML
sluzˇieb .NET, a .NET Framework, zaist’uju´ci prostredie potrebne´ pre beh aplika´ci´ı a ponu´kaju´ci
ako spu´sˇt’acie rozhranie, tak potrebne´ knizˇnice, ako Java. Visual studio sa sklada´ z jazykov
VB, J#, C# a Managed C++. Ty´mito jazykmi nap´ısanu´ aplika´ciu potom moˆzˇete bez
proble´mov previest’ do ASP.NET (Web) alebo do aplika´cie pre pocket PC (.NET Compact
Framework)
.NET Framework je pre majitel’a operacˇne´ho syste´mu Windows (vyzˇadovana´ je minima´lne
verzia Windows 98) k dispoz´ıcii zdarma ako samostatny´ komponent, ktory´ sa do syste´mu
doinsˇtaluje (by´va sˇ´ırena´ na CD cˇi DVD roˆznych pocˇ´ıtacˇovy´ch cˇasopisov; da´ sa taktiezˇ stia-
hnut’ cez Windows Update).
K svojmu behu ju vyzˇaduju´ va¨cˇsˇinou programy, ktore´ pracuju´ s Active directory alebo
SQL vd’aka tomu, zˇe .Net ma´ tieto technolo´gie dobre pr´ıstupne´ (rovnaky´ autor - Microsoft).
.NET sl’ubuje aj lepsˇie graficke´ prostredie a operacˇn´ı syste´m Windows Vista je na tejto
technolo´gii postaveny´.
K dispoz´ıcii je aj verzia .NET Compact Framework (.NET CF) pre Pocket PC s operacˇny´m
syste´mom Windows Mobile, ktora´ je s “klasickou” verziou kompatibilna´ a tak nie je nutne´
kompilovat’ roˆzne aplika´cie pre PC a PDA - na oboch syste´moch bude aplika´cia fungovat’
rovnako. Ako uzˇ na´zov napoveda´, .NET CF neobsahuje vsˇetky objekty, funkcie a meto´dy
z poˆvodne´ho .NET Frameworku.
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GNU obdoba .NET sa nazy´va DotGNU. Jej cˇast’ nazy´vana´ DotGNU Portable.NET
umozˇnˇuje spu´sˇt’at’ vsˇetky .NET aplika´cie na unixovy´ch platforma´ch (Linux, BSD, Mac OS
X, Solaris, AIX) a dokonca pomocou na´strojov Cygwin a Mingw32 aj na Windows.
V prostred´ı operacˇny´ch syste´mov Linux, UNIX, Mac OS X je k dispoz´ıcii aj sada
na´strojov kompatibilny´ch priamo s Microsoft .NET pod na´zvom Mono. Tu´to sadu na´strojov
vsˇak nevyv´ıja firma Microsoft, ale v obvyklom duchu opensource skupina dobrovol’ny´ch
vy´voja´rov.
Dve technolo´gie cˇasto spojovane´ s .NET su´ ASP.NET a jazyk C#.[18]
6.2 Sˇtruktu´ra funkcˇny´ch blokov v XML forma´te
V prvom rade je nutne´ stanovit’ presnu´ sˇtruktu´ru XML su´boru, ktory´ bude reprezentovat’
funkcˇny´ blok.
V podkapitole 5.2.1 su´ uvedene´ potrebne´ sekcie v XML su´bore. Kazˇda´ sekcia bude obsa-
hovat’ niekol’ko (variabilne´ mnozˇstvo) za´znamov. Je nutne´ mysliet’ na to, aky´m spoˆsobom sa
budu´ potom jednotlive´ za´znamy nacˇ´ıtat’. Kazˇdy´ za´znam v sekcii mus´ı mat’ svoje unika´tne
meno v ra´mci sekcie. Zvolil som cˇ´ıselne´ pomenovanie zacˇ´ınaju´ce od cˇ´ısla 1.
Toto znacˇenie ul’ahcˇ´ı postupne´ nacˇ´ıtanie. Algoritmus sa bude snazˇit’ nacˇ´ıtat’ zo sekcie
za´znam s na´zvom “1”, ak sa mu to podar´ı poku´si sa nacˇ´ıtat’ za´znam s na´zvom o jedna
va¨cˇsˇ´ım. Zastav´ı sa azˇ na za´zname, ktory´ nebude existovat’. Napr´ıklad majme v sekcii cˇiar
sˇtyri cˇiary. Algoritmus sku´si nacˇ´ıtat’ za´znam s na´zvom “1”, to sa mu podar´ı. Ako druhy´
sku´si za´znam s na´zvom “2”. Azˇ pr´ıde na za´znam s na´zvom “5”, zist´ı, zˇe taky´ za´znam sa
v sekcii nenacha´dza a skoncˇ´ı.
Ty´mto spoˆsobom budu´ realizovane´ vsˇetky za´znamy v sekcia´ch, kde sa ocˇaka´va ich va-
riabilne´ mnozˇstvo. Sˇtruktu´ra dokumentu bude vyzerat’ takto:
<Nini>
<Section Name="Lines">
<Key Name="1" Value="-30,00,-15,00" />





<Key Name="1" Value="-15,00,-15,-10,-5,-10,-5,00" />
<Key Name="2" Value="-5,00,-5,-10,5,-10,5,0" />
<Key Name="3" Value="5,0,5,-10,15,-10,15,0" />
</Section>
<Section Name="Texts">
<Key Name="1" Value="10,20,Cievka L,8" />
</Section>
<Section Name="InPins">
<Key Name="1" Value="-30,00,pin1" />
</Section>
<Section Name="OutPins">




<Key Name="1" Value="L,5" />
</Section>
<Section Name="MagicBox">
[OPTIONAL] <Key Name="SubMagicBoxCircuit" Value="vnoreny´ XML za´znam">
<Key Name="Math" Value="i’=1/L*U" />
<Key Name="Detail" Value="cievka" />
</Section>
</Nini>
Z pr´ıkladu je vidiet’, zˇe variabilny´ pocˇet za´znamov sa ocˇaka´va v sekcia´ch: Lines, Circles,
Curves, Texts, InP ins, OutP ins a V ariables. Z pr´ıkladu je tiezˇ vidiet’, zˇe sekcie nemusia
obsahovat’ zˇiadny za´znam.
Sekcia MagicBox obsahuje za´znam Math, ktory´ popisuje spra´vanie bloku diferencia´lnou
rovnicou. Dˇalej v sekcii na´jdeme Detail s textovy´m popisom bloku. Ako posledny´ za´znam
je volitel’ny´ SubMagicBoxCircuit, ktory´ obsahuje sche´ma bloku vo forma´te XML. Tento
za´znam sa pouzˇ´ıva pri vytva´ran´ı novy´ch blokov z blokov uzˇ existuju´cich a obsahuje zapo-
jenie blokov, ktore´ tvoria tento novy´ blok.
Hodnota kazˇde´ho za´znamu je jeden ret’azec. Pri za´znamoch, ktore´ popisuju´ napr´ıklad
jednu cˇiaru je nutne´ vyuzˇit’ tento ret’azec na ulozˇenie dvoch bodov cˇiary. Preto su´ ret’azce
tvorene´ z hodnoˆt oddeleny´ch cˇiarkou (CSV). Ret’azce jednotlivy´ch sekci´ı znamenaju´:
• Sekcia cˇiar: [X1, Y1, X2, Y2], kde X1, Y1 su´ su´radnice zacˇiatocˇne´ho bodu cˇiary a X2, Y2
koncove´ho.
• Sekcia kriviek: [X1, Y1, X2, Y2, X3, Y3, X4, Y4], kde bezie´rova krivka je charakterizovana´
sˇtyrmi bodmi.
• Sekcia kruzˇn´ıc: [X1, Y1, R], kde prve´ dve hodnoty su´ su´radnice l’ave´ho horne´ho bodu
a R je polomer kruzˇnice.
• Sekcia textov: [X1, Y1, text, vel’kost’], kde prve´ dve hodnoty su´ su´radnice l’ave´ho horne´ho
bodu, za nimi nasleduje samotny´ text a posledna´ hodnota vyjadruje vel’kost’ p´ısma.
• Sekcia vstupov a vy´stupov: [X1, Y1, N ], kde prve´ dve hodnoty su´ su´radnice vstupu
alebo vy´stupu a posledna´ hodnota je jeho na´zov.
• Sekcia premenny´ch: [N,H], kde N je znacˇka premennej a H vyjadruje jej cˇ´ıselnu´
hodnotu.
Su´radnice bodov su´ orientovane´ podl’a su´radnicove´ho syste´mu, ktore´ho pocˇiatok sa
nacha´dza v strede komponenty, ako je to zna´zornene´ na obra´zku 6.1.
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Obr. 6.1: Su´radnicovy´ syste´m pri popise komponenty.
6.3 Sˇtruktu´ra projektu
Projekt je deleny´ do troch vrstiev. Prva´ vrstva ja nazvana´ Common (6.4) a obsahuje
za´kladne´, prevazˇne staticke´ triedy, ktore´ su´ pouzˇ´ıvane´ vo vsˇetky´ch ostatny´ch vrstva´ch.
Vy´znam za´kladnej spolocˇnej triedy je, zˇe moˆzˇe byt’ pripojena´ ku kazˇdej inej triede a nevznikne
na´m cyklicka´ za´vislost’.
Druha´ vrstva sa nazy´va ComponentLayer (6.5) a zastresˇuje objekty komponent, pla´tna,
spojov medzi komponentami a v neposlednom rade ukladanie a nacˇ´ıtanie. V strucˇnosti sa da´
povedat’, zˇe ta´to vrstva zastresˇuje vsˇetko, cˇo sa ty´ka kreslenia, teda modelovania syste´mov.
Posledna´ vrstva je GUI (Graficke´ uzˇ´ıvatel’ske´ rozhranie - 6.6), ktora´ implementuje len
jednotlive´ okna´, tlacˇidla´, dialo´gy a ine´ vizua´lne efekty. Tieto potom volaju´ funkcie vrstvy
ComponentLayer (6.5). Ty´m je GUI absolu´tne odtienene´ od vykreslovac´ıch a vy´pocˇtovy´ch
mechanizmov.
6.4 Vrstva za´kladny´ch spolocˇny´ch funkci´ı – Common
Ta´to vrstva je obecna´ pre viacero programov a teda obsahuje aj triedy, ktore´ sa momenta´lne






Trieda NameHelper slu´zˇi k pridel’ovaniu unika´tnych na´zvov k pra´ve vytvoreny´m kompo-
nenta´m. Pracuje na jednoduchom princ´ıpe pocˇ´ıtadla, ktore´ sa pri kazˇdom vygenerovanom
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unika´tnom na´zve inkrementuje. Vzˇdy sa pri generovan´ı na´zvu pouzˇije na´zov typu kompo-
nenty a ten sa zkonkatenuje s hodnotou pocˇ´ıtadla.
Trieda NiNiHelper zaobal’uje open-source na´stroj NiNi[9]. Tento na´stroj slu´zˇi na jednoduchu´
spra´vu konfiguracˇny´ch su´borov ako su´ XML, INI, CONFIG. TKSL PowerGear uklada´
vsˇetky konfigura´cie1 vo forma´te XML a trieda NiNiHelper poskytuje funkcie na jednoduche´
ukladanie a nacˇ´ıtanie pouzˇ´ıvany´ch sˇtruktu´r programu.
NiNiHelper povazˇuje za konfiguracˇne´ premenne´ len tie, ktore´ su´ oznacˇene´ atribu´tom
SettingsPropertyAttribute. Takto je osˇetrene´, ktore´ premenne´ v triede sa budu´ plnit’ z kon-
figuracˇne´ho su´boru2, pr´ıpadne, ktore´ sa budu´ zapisovat’ do konfiguracˇne´ho su´boru.
Trieda PointHelper slu´zˇi na rozsˇ´ırenie opera´ci´ı s typom Point v jazyku C#. Nad samotny´m
typom nie je definovane´ scˇ´ıtanie, tak som nadefinoval funkciu, ktora´ realizuje sumu nad ob-
jektmi Point, ktore´ dostane ako parameter.
Serializer je vel’mi uzˇitocˇna´ trieda, ktora´ na´m aky´kol’vek serializovatel’ny´ objekt seriali-
zuje na ret’azec v XML forma´te. Ak objekt obsahuje aj ine´ serializovatel’ne´ objekty, pr´ıpadne
ich zoznamy, alebo ine´ sˇtruktu´ry, rekurz´ıvne sa serializuju´ aj tie. Trieda samozrejme doka´zˇe
aj reverznu´ opera´ciu a teda deserializovat’ XML za´znam na poˆvodny´ objekt.
6.5 Vrstva komponent - Component Layer
6.5.1 Pla´tno - Canvas
Trieda Canvas, ako napoveda´ na´zov, reprezentuje pla´tno. V nasˇom pr´ıpade je to modelovac´ı
priestor, na ktorom uzˇ´ıvatel’ modeluje syste´m klikan´ım mysˇi. Trieda ded´ı vlastnosti internej
komponenty v .NET PictureBox. Ty´m pa´dom obsahuje za´kladne´ funkcie na zobrazovanie
a kreslenie.
Trieda obsahuje dva za´kladne´ zoznamy:
• zoznam prvkov MBComponent (podkapitola 6.5.2),
• zoznam prvkov Wire (podkapitola 6.5.3).
Trieda si pri inicializa´cii vytva´ra insˇtanciu mriezˇky (podkapitola 6.5.5), ktora´ pokry´va
pla´tno aktua´lnej triedy Canvas. Je nutne´ alokovat’ vsˇetky prostriedky pri kazˇdej insˇtancii,
pretozˇe program vyuzˇ´ıva za´lozˇky a preto vytva´ra nove´ pla´tno na kazˇdu´ za´lozˇku.
Trieda predefinova´va meto´du Paint triedy PictureBox. V tejto meto´de precha´dza oba
zoznamy a na kazˇdom prvku zoznamov vola´ funkciu Paint s parametrom Graphics ([11]).
Tento parameter reprezentuje objekt vykresl’ovania pomocou GDI+. Vsˇetko zap´ısane´3 do
objektu Graphics bude vykreslene´ na pla´tne.
Doˆlezˇitou cˇast’ou triedy su´ meto´dy, ktore´ prida´vaju´ novy´ objekt do mriezˇky a odstranˇuju´
zmazany´ objekt z mriezˇky. K tomuto slu´zˇia funkcie AddToGrid a DeleteFromGrid. Obe
meto´dy su´ pret’azˇene´ a teda ich telo sa vyberie na za´klade typu parametru.
Ak je parameter typu MBComponent, prida´ sa do mriezˇky komponenta, resp. jej obd´lzˇnikove´
ohranicˇenie. Kazˇda´ komponenta ma´ funkciu vracaju´cu obd´lzˇnik, ktory´ ohranicˇuje kompo-
nentu. Do mriezˇky sa potom vp´ıˇsu vsˇetky body, do ktory´ch zasahuje spocˇ´ıtany´ obd´lzˇnik.
1Konfigura´ciou sa mysl´ı aj popis funkcˇne´ho bloku.
2Konfiguracˇny´m su´borom sa v nasˇom pr´ıpade mysl´ı XML su´bor s popisom funkcˇne´ho bloku.
3Zapisuje sa pomocou pripraveny´ch meto´d objektu.
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Ako druhy´ krok sa vp´ıˇsu prvky mriezˇky, ktore´ budu´ symbolizovat’ vstupy a vy´stupy kom-
ponenty. Kazˇdy´ prvok mriezˇky takto pridany´ obsahuje referenciu na objekt, ktory´ ma´ cha-
rakterizovat’. Takto ma´me ry´chly pr´ıstup k prvkom na modelovacom pla´tne. Zo su´radn´ıc
kliknutia mysˇi spocˇ´ıtame su´radnice v mriezˇke a v objekte mriezˇka na´jdeme referenciu na
objekt, ktory´ sa nacha´dza na tomto mieste.
Ak je parameter typu Wire, tak je generovanie prvkov mriezˇky zlozˇitejˇsie v tom, zˇe spoj
je tvoreny´ niekol’ky´mi segmentmi. Vlozˇit’ horizonta´lny segment nie je zlozˇite´, pretozˇe lezˇ´ı
v jednom riadku. Ak je segment vertika´lny je treba prepocˇ´ıtat’ su´radnice na st´lpce matice
mriezˇky.
Meto´da na odstra´nenie komponent a spojov z mriezˇky je zjednodusˇena´ tak, zˇe kazˇdy´
prvok (komponenta aj spoj) ma´ ulozˇeny´ zoznam prvkov mriezˇky, ktore´ mu prina´lezˇia. Pri
odstranˇovan´ı z mriezˇky je teda algoritmus vel’mi jednoduchy´, Stacˇ´ı prejst’ vsˇetky prvky,
ktore´ si odstra´neny´ objekt pama¨ta´ a jeden po druhom ich zmazat’ z mriezˇky.
Pri vkladan´ı novej komponenty na pla´tno sa trieda Canvas prihla´si k odberu udalosti
NeedRepaint, ktoru´ vyvola´ komponenta napr´ıklad pri posune alebo pri rota´cii a tak dostane
trieda pla´tna spra´vu, aby sa prekreslila.
Pri vlozˇen´ı nove´ho spoja sa trieda prihla´si k odberu udalosti OnDelete. Reakcia na
tu´to udalost’ je odstra´nenie spojnice z pla´tna a z mriezˇky. Udalost’ je nutna´, pretozˇe spoje
su´ za´visle´ na existencii komponent. Ak zmazˇeme komponentu, vieme urcˇit’, ktora´ to bola,
pretozˇe ju ma´me oznacˇenu´. Ta´to komponenta ale zmazˇe aj vsˇetky spojnice s iny´mi kom-
ponentami. Vtedy nasta´va situa´cia, zˇe spojnice vyvolaju´ udalost’ OnDelete, a ty´m sa sami
nahla´sia pla´tnu na zmazanie.
Aby sme boli schopny´ pracovat’ s triedou Canvas, mus´ıme nadefinovat’ funkcie, ktore´
sa vykonaju´ pri akcia´ch mysˇou. Tieto funkcie su´ definovane´ v GUI, pretozˇe su´ pre kazˇdy´
Canvas rovnake´. Vzˇdy pri vytvoren´ı novej triedy pla´tna sa automaticky naviazˇu.
Za zmienku esˇte stoj´ı mozˇnost’ priblizˇovania a odd’al’ovania, ktora´ je riesˇena´ pomocou
maticovej transforma´cie objektov na pla´tne. Ta´to transforma´cia sa vytvor´ı priamo na ob-
jekte Graphics meto´dou ScaleTransform ([13]). Parametrami na vstupe vyberie zmensˇenie
pla´tna v smere X a Y, ktore´ sa potom aplikuje na kazˇdy´ objekt na pla´tne.
Jednou z posledny´ch doˆlezˇity´ch funkci´ı je automaticke´ doplnenie parazitny´ch kapac´ıt.
K tomu slu´zˇi funkcia FillParasiticCapacitances. Funkcia vytvor´ı novy´ blok kondenza´toru
a pripoj´ı ho do existuju´ceho uzla v sieti. Takto vytvoreny´ kondenza´tor hned’ pripoj´ı na
zem. Takto pripoj´ı parazitne´ kondenza´tory na kazˇdy´ uzol v obvode.
Pri vytva´ran´ı komponent syste´m spocˇ´ıta ich posunutie, aby sa neprekry´vali, a ako druhy´
krok dopln´ı vodicˇe medzi zemou a kondenza´torom a medzi kondenza´torom a uzlom ku
ktore´mu parazitnu´ kapacitu pripojujeme (Obra´zok 7.6).
6.5.2 Bloky - MagicBox a MBComponent
Najdoˆlezˇitejˇsia su´cˇast’ je interpreta´cia funkcˇny´ch blokov. V knizˇnici sa nacha´dzaju´ funkcˇne´
bloky, ktore´ chceme rozmiestnˇovat’ na pla´tne. Funkcˇne´ bloky v knizˇnici su´ implemento-
vane´ triedou MagicBox. Ta´to trieda ja navrhnuta´ tak, aby nebrala ohl’ad na komponentu,
ktoru´ popisuje. Je to obecna´ trieda, v ktorej sa da´ nadefinovat’ vizua´lna stra´nka a vnu´torne´
spra´vanie. Ty´m pa´dom syste´m pracuje len s mnozˇinou “magicky´ch sˇkatuliek” a ich vnu´torne´
vlastnosti su´ pre neho transparentne´.
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MBComponent je trieda, ktora´ v sebe nesie referenciu na objekt MagicBox a je to
vlastne reprezenta´cia objektu MagicBox na pla´tne. Napr´ıklad ak MagicBox popisuje dio´du,
tak ty´chto dio´d moˆzˇeme namodelovat’ hned’ niekol’ko. A kazˇda´ ta´to namodelovana´ dio´da na
pla´tne uzˇ nie je objektom triedy MagicBox, ale MBComponent.
Obrazne sa da´ prirovnat’ tento koncept k triedam a ich insˇtancia´m. Ak by MagicBox
bola v ra´mci obraznosti trieda, tak MBComponent je insˇtancia tejto triedy. Na obra´zku 6.2
je zna´zornene´, zˇe objekty MagicBox su´ za´kladny´mi kamenˇmi pri tvorbe objektov MB-
Component. Objekt MB reprezentuje vizua´lnu stra´nku, typ, zoznam premenny´ch a ich
pocˇiatocˇne´ hodnoty. Taktiezˇ definuje popis diferencia´lnymi rovnicami a pr´ıpadnu´ vnu´tornu´
sˇtruktu´r pre pr´ıpad, zˇe bol zostrojeny´ z existuju´cich komponent. Je to v podstate pro-
gramova´ reprezenta´cia konfiguracˇne´ho XML su´boru funkcˇne´ho bloku.
Objekt MBC obsahuje referenciu na objekt MB a teda ma´ pr´ıstup k za´kladnej sˇpecifika´cii,
ktoru´ rozsˇiruje o konkre´tne umiestnenie na pla´tne a nastavenie vnu´torny´ch premenny´ch pre
konkre´tnu komponentu v syste´me. Taktiezˇ obsahuje za´znamy o pripojeny´ch komponenta´ch.
Obr. 6.2: Vzt’ah triedy MagicBox a MBComponent.
Trieda MBComponent obsahuje rad meto´d. Najhlavnejˇsia z nich je meto´da Paint. Ta´to
prejde vsˇetky vizualizacˇne´ u´tvary rodicˇovskej insˇtancie triedy MagicBox. Kazˇdy´ jeden vi-
zualizacˇny´ objekt transformuje na svoje su´radnice na pla´tne a vykresl´ı ho.
Pri inicializa´cii objektu triedy MBComponent sa generuje zoznam premenny´ch na za´klade
premenny´ch definovany´ch v rodicˇovskom objekte MB. Tieto su´ potom nastavovane´ v ra´mci
konkre´tnej MBC.
Ako druhe´ sa generuju´ objekty triedy PIN, ktore´ na rozdiel od objektov DPin v triede
MagicBox, neobsahuju´ informa´cie o umiestnen´ı. Obsahuju´ len informa´cie o aktua´lne pripo-
jenej komponente na vstup reprezentovany´ objektom Pin a na´zov tohto pr´ıpojne´ho bodu.
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Dˇalˇsie potrebne´ meto´dy triedy na´m vra´tia Pin, na ktory´ uzˇ´ıvatel’ pra´ve klikol. Je to
potrebne´ hlavne v ra´mci rota´cie komponenty. Tu´to funkciu poskytuje meto´da GetComponentP in.
Meto´da ma´ ako parameter su´radnice kliknutia mysˇou a vzhl’adom na umiestnenie kompo-
nenty na pla´tne a jej aktua´lneho natocˇenia na´jde spra´vny Pin.
Vysˇsˇie uzˇ bolo spomenute´, zˇe trieda MBComponent obsahuje meto´du, ktora´ vra´ti obd´lzˇnik,
ktory´ opisuje komponentu. Vy´pocˇet obd´lzˇnika je zalozˇeny´ na najl’avejˇsom a najvrchnejˇsom
bode vsˇetky´ch vykresl’ovany´ch u´tvarov a na najnizˇsˇom najpravejˇsom bode. Z nich je spocˇ´ıtany´
obd´lzˇnik, ku ktore´mu sa ku kazˇdej strane prida´ 6 pixelov. Je to z doˆvodu, aby obd´lzˇnik pre-
sahoval hranice komponenty a uzˇ´ıvatel’ tak mal mozˇnost’ jednoduchsˇie oznacˇit’ komponentu
kliknut´ım na jej okraj a nie len na stred.
Trieda obsahuje vlastnost’ Rotate, ktora´ uda´va uhol natocˇenia v stupnˇoch. Tento uhol
sa pouzˇ´ıva v meto´de Paint, kde za pomoci meto´d RotateAt a TransformPoints zrotuje
kazˇdy´ bod vykresl’ovany´ch tvarov maticovou transforma´ciou. K tomuto sa vyuzˇ´ıva triedy
Matrix[12].
Posledne´ spomeniem udalosti spojene´ s triedou MBComponent. Trieda moˆzˇe vyvolat’
tri udalosti:
• OnDelete – vyvola´ sa, ak je komponenta odstra´nena´ z pla´tna.
• OnDrag – vyvola´ sa, ak je komponenta t’ahana´ (premiestnˇovana´) uzˇ´ıvatel’om.
• NeedRepaint – vyvola´ sa, ak sa na komponente zmenila niektora´ z vyzualizacˇny´ch
cˇast´ı (napr´ıklad sa natocˇila o iny´ uhol) a je treba ju prekreslit’.
6.5.3 Spoje - Wire
Koncept spojov je zalozˇeny´ na tvoren´ı jednotlivy´ch segmentov. Spoj sa vytvor´ı pri kliknut´ı
na vstup alebo vy´stup nejakej komponenty. Pri inicializa´cii sa nastav´ı komponenta ako
zacˇiatocˇna´ a vygeneruju´ sa prve´ tri su´radnice spoja.
Prva´ su´radnica uzˇ je pevna´ a tretia je tam, kde sa pra´ve nacha´dza mysˇ. Druha´ (prostredna´)
su´radnica je bod zalomenia segmentu. Tento sa pri kazˇdej zmene konecˇnej su´radnice prepocˇ´ıta.
Ak klikneme inde nezˇ na vstup alebo vy´stup komponenty, aktua´lne body sa ulozˇia a uzˇ
sa s nimi neda´ hy´bat’. Potom sa vytvoria nove´ dva body segmentu s ty´m, zˇe posledny´
bod predcha´dzaju´ceho segmentu je prvy´ bod nove´ho. Takto sa postupuje, azˇ ky´m uzˇ´ıvatel’
nepripoj´ı spoj ku komponente.
Ulozˇenie referencie na pocˇiatocˇnu´ komponentu a generovanie prvy´ch troch bodov sa
uskutocˇn´ı v konsˇtruktore. Na spocˇ´ıtanie novej hodnoty stredove´ho bodu (bodu zalome-
nia) slu´zˇi meto´da ComputeCenter. Meto´dy na aktualiza´ciu spoja pri zmene polohy alebo
natocˇenia pripojenej komponenty su´ UpdateSegemnt (pri zmene koncovej komponenty)
a UpdateSegemntReverse (pri zmene pocˇiatocˇnej komponenty).
Pri napojen´ı na komponentu sa trieda Wire prihla´si k odberu jej udalost´ı OnDrag
a OnDelete. Vd’aka tomu vie, kedy ma´ prepocˇ´ıtat’ svoju polohu (OnDrag - komponenta
men´ı svoju polohu) a kedy je nutne´ zmazat’ spoj (OnDelete - komponenta bola odstra´nena´).
Meto´da Paint je jednoducha´, pretozˇe vykreslenie spoja znamena´ vykreslit’ niekol’ko cˇiar,
pricˇom ich su´radnice ma´me presne dane´.
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6.5.4 Ukladanie a nacˇ´ıtanie
Ukladanie a nacˇ´ıtanie modelov je realizovane´ cez serializa´ciu do XML. Pre ulozˇenie kom-
pletne´ho elektricke´ho zapojenia je nutne´ ulozˇit’ ako komponenty, tak vsˇetky vodicˇe modelu.
Aby syste´m nemusel na´hodne rozlozˇit’ komponenty po ploche, uklada´ sa aj ich aktua´lna
poloha.
Pred samotny´m serializovan´ım sa vytvoria prechodne´ objekty WirePureData
a ComponentPureData. Tieto sa generuju´ meto´dou v triedach MBComponent a Wire.
Je to z doˆvodu serializa´cie cele´ho objektu. Poˆvodne´ objekty obsahuju´ aj referencie a ine´
premenne´, ktore´ serializovat’ nechceme.
Zoznamy objektov WirePureData a ComponentPureData sa ulozˇia do vy´sledne´ho
objektu PureDataObj, ktory´ sa na´sledne serializuje v triede Serializer. Ta´ prevedie cely´
objekt na ret’azec vo forma´te XML, ktory´ sa ulozˇ´ı do su´boru na disk.
Objekt ComponentPureData obsahuje tieto premenne´:
• ClickPoint – su´radnice stredu komponenty, podl’a ktory´ch ju moˆzˇeme pri nacˇ´ıtan´ı
vlozˇit’ na spra´vne miesto.
• Rotate – uhol otocˇenia komponenty.
• Variables – zoznam premenny´ch s hodnotami pre konkre´tnu komponentu.
• Name – na´zov komponenty v ra´mci modelu.
• MagicBoxName – na´zov triedy MagicBox (napr. Odpor), ktory´ slu´zˇi na dodatocˇne´
dohl’adanie referencie na rodicˇovsku´ triedu MB.
Objekt WirePureData obsahuje tieto premenne´:
• Points – su´radnice jednotlivy´ch bodov vodicˇa.
• StartComponentName – na´zov prvej komponenty (MBComponent), ku ktorej je vodicˇ
pripojeny´.
• EndComponentName – na´zov druhej komponenty (MBComponent), ku ktorej je vodicˇ
pripojeny´.
Pri nacˇ´ıtan´ı sa pouzˇije reverzny´ postup. Z´ıska sa XML su´bor, ktory´ sa deserializuje na
objekt PureDataObj. Z neho sa vyberu´ objekty WirePureData a ComponentPureData.
Najskoˆr sa z objektov ComponentPureData vytvoria objekty MBC. V konsˇtruktore sa
dohl’adaju´ spra´vne referencie na MB. Ako druhy´ krok sa vytvoria objekty Wire, pri ktory´ch
sa dohl’adaju´ komponenty, ktore´ sme pridali na pla´tno v prvom kroku.
6.5.5 Mriezˇka
Mriezˇka je prostriedok pre va¨cˇsˇ´ı komfort uzˇ´ıvatel’a. Na druhu´ stranu sa da´ vyuzˇit’ aj na u´cˇely
ry´chleho z´ıskania informa´ci´ı o aktua´lnej poz´ıcii kurzora mysˇi. Vzˇdy, ked’ kurzor precha´dza
ponad pla´tno, nacha´dza sa nad urcˇity´m bodom mriezˇky. Tento bod obsahuje informa´cie
o objekte, ktory´ sa na nˇom nacha´dza, a teda o objekte, nad ktory´m je pra´ve kurzor. Je
to jednoduchsˇie a ry´chlejˇsie nezˇ vzˇdy podl’a su´radn´ıc precha´dzat’ vsˇetky objekty a zist’ovat’,
nad ktory´m pra´ve sme.
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Mriezˇka je implementovana´ ako riedka matica (obra´zok 6.3). Ty´m pa´dom nezabera´ tol’ko
pama¨t’ovy´ch prostriedkov ako norma´lna matica N x N. Riedka matica je implementovana´
ako pole zoznamov polozˇiek mriezˇky. Teda y-ova´ su´radnica je pevne dana´ vel’kost’ou pol’a
a x-ova´ su´radnica moˆzˇe mat’ l’ubovol’nu´ vel’kost’. Proble´mom je len to, zˇe kazˇda´ polozˇka
v zozname mus´ı obsahovat’ parameter index, ktory´ urcˇuje x-ovu´ su´radnicu.
Obr. 6.3: Mriezˇka - riedka matica.
6.6 GUI
Graficke´ rozhranie nema´ skoro zˇiadnu zlozˇitu´ funkcˇnost’. Zoskupuje vsˇetky graficke´ prvky
ako: tlacˇidla´, panely, textove´ polia a mnoho d’alˇs´ıch. Kazˇda´ udalost’, ktora´ je v GUI vyvolana´,
smeruje do vrstvy komponent (6.5).
Gui obsahuje rozsˇ´ırenu´ funkcˇnost’ a to obsluhu za´lozˇiek. Pre tento u´cˇel slu´zˇi TabHelper.
Ta´to trieda obsluhuje tvorbu novy´ch za´lozˇiek a automaticke´ generovanie prvkov, ktore´ do
nich patria. Taktiezˇ sa stara´ o korektne´ zatvorenie za´lozˇiek a uvol’nenie zdrojov.
Najdoˆlezˇitejˇsou su´cˇast’ou je naviazanie udalost´ı[17] na kliknutie mysˇi (stlacˇenie/pustenie
mysˇi, pohyb mysˇi) pri generovan´ı nove´ho pla´tna (Canvas). Kazˇde´ pla´tno ma´ naviazane´
rovnake´ funkcie na udalosti mysˇi. Tieto udalosti su´ definovane´ na hlavnom formula´ri.
Vel’mi vy´hodne´ sa uka´zalo vyuzˇitie komponenty PropertyGrid[4], ktora´ vel’mi elegantne
zobrazuje povolene´ vlastnosti objektu, ktory´ je do nej priradeny´. Dokonale sp´lnˇa u´cˇel nas-




Obr. 7.1: U´vodna´ obrazovka TKSL PowerGear.
Aktua´lny syste´m TKSL PowerGear podporuje tieto za´kladne´ funkcie:
• Vytvorenie modelu z funkcˇny´ch blokov nacha´dzaju´cich sa v knizˇnici blokov.
• Ulozˇenie a na´sledne´ nacˇ´ıtanie modelu.
• Jednoducha´ tvorba novy´ch funkcˇny´ch blokov z blokov uzˇ existuju´cich.
• Priblizˇovanie a odd’al’ovanie modelu.
• Podpora za´lozˇiek.
7.1 Knizˇnica funkcˇny´ch blokov
V l’avej cˇasti programu sa nacha´dza knizˇnica (Obra´zok 7.2) komponent vo forme stromu.
Komponenty su´ cˇlenene´ do skup´ın podl’a druhu komponenty.
Knizˇnica je ulozˇena´ v adresa´ri programu v zlozˇke Components. Kazˇda´ skupina ma´
vlastnu´ zlozˇku s rovnaky´m menom. V zlozˇka´ch skup´ın sa nacha´dzaju´ jednotlive´ XML su´bory
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definuju´ce funkcˇne´ bloky. Tieto bloky je mozˇne´ mazat’, prida´vat’, kop´ırovat’ a hlavne editovat’
podl’a vlastnej voˆle.
Ako uzˇ´ıvatel’ ma´te vsˇetky dostupne´ mozˇnosti, ako menit’ prvky knizˇnice, pr´ıpadne menit’
charakteristiky samotny´ch prvkov. Popis sˇtruktu´ry prvkov je pop´ısany´ v podkapitole 6.2.
Obr. 7.2: Dynamicky generovana´ knizˇnica TKSL PowerGear.
7.2 Modelovanie
Z podkapitoly 7.1 vieme, zˇe knizˇnica lokalizovana´ v l’avej cˇasti obsahuje vsˇetky dostupne´
komponenty. Kliknut´ım vyberieme blok, ktory´ chceme naniest’ na pla´tno. Zvoleny´ blok sa
zobraz´ı aj v strede vrchnej cˇasti. Ak ma´me blok zvoleny´, kliknut´ım na pla´tno ho umiestnime
na miesto kliknutia. Ak stlacˇ´ıme mysˇie tlacˇidlo a t’aha´me, blok sa posu´va po pla´tne, ky´m
tlacˇidlo mysˇi nepust´ıme.
Ak znovu klikneme na blok a drzˇ´ım tlacˇidlo mysˇi stlacˇene´ moˆzˇeme s blokom znovu
pohybovat’. Pri kliknut´ı na blok, sa tento blok oznacˇ´ı (zmen´ı svoju farbu) a na pravej
strane programu sa zobrazia jeho informa´cie a editovatel’ne´ prvky.
V tomto paneli je hlavne´ si mimo mozˇnosti nastavenia na´zvu vsˇimnu´t’ aj mozˇnost’ zmeny
premenny´ch (Variables). Pri zmene premenny´ch najskoˆr klikneme na tlacˇidlo vpravo v poli
Variables. Otvor´ı sa na´m nove´ okno (Obra´zok 7.3), v ktorom su´ jednotlive´ premenne´ zo-
radene´ v l’avej cˇasti a v pravej cˇasti sa nacha´dza ich na´zov a hodnota. Po ukoncˇen´ı editovania
potvrd´ıme tlacˇidlom OK.
Kreslenie vodicˇov je realizovane´ jednoduchy´m kliknut´ım na pr´ıpojny´ bod (vstup/vy´stup)
bloku. Vtedy sa syste´m automaticky prepne do rezˇimu modelovania spojov. Pri kazˇdom
kliknut´ı zahneme vodicˇ podl’a potreby. Modelovanie spoja sa ukoncˇ´ı kliknut´ım na iny´
vstup/vy´stup bloku.
Zjednodusˇenie modelovania prina´sˇa funkcia SelectOnly, ktora´ sa aktivuje/deaktivuje
kliknut´ım na ikonu kurzora, ktora´ je umiestnena´ na vrchnej cˇasti editora. Tento mo´d
zabranˇuje modelovaniu blokov a spojov, povol’uje len ich posu´vanie a mazanie.
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Obr. 7.3: Uka´zˇka modelovania (1 - knizˇnica, 2 - pra´ve zvoleny´ blok, 3 - pla´tno s modelom,
4 - editacˇny´ panel, 5 - rozsˇ´ırene´ editacˇne´ okno s premenny´mi).
7.2.1 Zoom
Pri modelovan´ı rozsiahleho syste´mu je vel’mi zˇiadana´ mozˇnost’ oddialenia. Vd’aka nej sme
schopn´ı sledovat’ ovel’a va¨cˇsˇiu cˇast’ modelu. K tomuto slu´zˇi posuvn´ık v pravom hornom rohu
(7.4). Pri oznacˇen´ı pol´ıcˇka Zoom sa aktivuje priblizˇovania a odd’al’ovanie. Posunom bezˇca
doprava sa priblizˇujeme k modelu, opacˇny´m smerom ho odd’al’ujeme.
Pri manipula´cii s touto lupou je docˇasne deaktivovane´ samotne´ modelovanie. To zna-
mena´, zˇe pri oddialenom alebo pribl´ızˇenom pohl’ade, uzˇ´ıvatel’ nemoˆzˇe zasahovat’ do modelu.
Pre opa¨tovne´ povolenie edita´cie je nutne´ vypnu´t’ mo´d lupy a to tak, zˇe odznacˇ´ıme pol´ıcˇko
Zoom.
Obr. 7.4: Uka´zˇka lupy (1 - bezˇec oddialenia a pribl´ızˇenia).
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7.2.2 Rota´cia
V podkapitole 7.2 je popis, ako sme schopn´ı editovat’ vnu´torny´ stav bloku. V rovnakom
nastaven´ı sa nacha´dza aj mozˇnost’ rota´cie komponenty. K tomuto u´cˇelu slu´zˇi vlastnost’
Rotate (obra´zok 7.5).
Hodnota rota´cie je v stupnˇoch od 0 po 360. Blok je teda mozˇne´ rotovat’ do ktore´hokol’vek
uhla.
Obr. 7.5: Uka´zˇka rota´cie (1 - miesto pre zadanie uhla rota´cie).
7.2.3 Mazanie
Zmazanie ktorejkol’vek cˇasti modelu je mozˇne´ tlacˇidlom Del, alebo polozˇkou v menu
Tools → Delete Selected.
Pri zmazan´ı bloku sa zmazˇu´ aj vsˇetky spoje, ktore´ vedu´ do neho alebo z neho. Pred
pokusom o zmazanie je potrebne´ mat’ vyznacˇenu´ cˇast’, ktoru´ chceme odstra´nit’. Ta´to cˇast’
sa oznacˇ´ı kliknut´ım na nˇu a po oznacˇen´ı zmen´ı svoju farbu.
7.2.4 Ukladanie a nacˇ´ıtanie
Ak chceme ulozˇit’ nami namodelovany´ syste´m, je postup obdobny´ ako u va¨cˇsˇiny iny´ch
programov. Uklada´ sa ten model, ktory´ ma´me aktua´lne otvoreny´ v za´lozˇke. Pre ulozˇenie
klikneme v menu na File → Save. Model sa uklada´ do XML su´boru, ktory´ sme schopn´ı
rucˇne editovat’. Nacˇ´ıtanie je mozˇne´ cez polozˇku menu File → Open.
7.2.5 Generovanie parazitny´ch kapac´ıt
Pre automaticke´ doplnenie parazitny´ch kapac´ıt, ktore´ na´m vyriesˇia proble´my v obvode
(kapitola 3), stacˇ´ı jediny´ krok. Ty´mto krokom je kliknutie na polozˇku v menu Tools → Fill
parasitic capacitances.
Syste´m automaticky dopln´ı kondenza´tory (Obra´zok 7.6) do miest uzlov a dopln´ı aj ich
automaticke´ uzemnenie. Ty´m na´m pri vy´pocˇte pomoˆzˇe vyriesˇit’ nezˇiaduce javy, ktore´ by
vznikali, ak by tam parazitne´ kapacity neboli.
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Obr. 7.6: Doplnenie parazitny´ch kapac´ıt.
7.3 Vytvorenie nove´ho bloku
Ako pr´ıklad vytvorenia nove´ho bloku som vybral vytvorenie dvojcestne´ho usmernˇovacˇa
(Graetzovo zapojenie [19]).
V prvom rade je nutne´ vytvorit’ pla´tno, ktore´ nazveme tak, ako chceme volat’ na´sˇ novy´
blok. V nasˇom pr´ıklade je to Gratz (Obra´zok 7.7).
Obr. 7.7: Vytvorenie novej za´lozˇky s pla´tnom pod na´zvom Gratz.
Ak sme vytvorili za´lozˇku spra´vne, vid´ıme pra´zdne pla´tno a za´lozˇka sa vola´ Gratz. Na
toto pla´tno namodelujeme na´sˇ dvojcestny´ usmernˇovacˇ. Nova´ komponenta mus´ı mat’ defi-
novane´ vstupy a vy´stupy. Tieto namodelujeme tak, zˇe z knizˇnice zo skupiny Various na-
tiahneme sˇtyri bloky s na´zvom ExternalP in. Tieto bloky reprezentuju´ pr´ıpojne´ body pre
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nasˇu novu´ komponentu (Obra´zok 7.8).
Obr. 7.8: Namodelovany´ usmernˇovacˇ.
Podl’a toho, kde su´ umiestnene´ pr´ıpojne´ body, sa vygeneruje vizua´lna cˇast’ nove´ho bloku.
Jeho telo bude obycˇajny´ sˇtvorec a na strana´ch bude mat’ vstupy. Umiestnenie vstup je
za´visle´ na umiestnen´ı pr´ıpojny´ch bodov. Ak sme dali pr´ıpojne´ body viac vpravo, budu´
aj vstupy na novej komponente zobrazene´ na pravej strane bloku. Analogicky pre ostatne´
strany.
Ak sme ukoncˇili modelovanie bloku, ulozˇ´ıme ho kliknut´ım na polozˇku menu File→ Save
As Component. Syste´m automaticky ulozˇ´ı komponentu do skupiny UserDefined a nazve
ju podl’a mena za´lozˇky.
Po ulozˇen´ı sa blok vlozˇ´ı do knizˇnice vl’avo a sme schopn´ı ho pouzˇ´ıvat’ rovnako ako vsˇetky
ostatne´ bloky (Obra´zok 7.9).
Obr. 7.9: Pouzˇitie nove´ho bloku usmernˇovacˇa.
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Kapitola 8
Mozˇnosti rozsˇ´ırenia syste´mu TKSL
PowerGear
8.1 Transforma´cia grafu pripojeny´ch komponent na su´stavu
diferencia´lnych rovn´ıc
Editor ako taky´ nema´ zˇiadne priame prepojenie na TKSL. Je koncipovany´ ako prvy´ krok
grafickej nadstavby nad TKSL. Druhy´m krokom bude transformacˇny´ modul, ktory´ sa
zacˇlen´ı medzi editor TKSL PowerGear a samotne´ TKSL. Tento modul bude preva´dzat’
grafovu´ reprezenta´ciu prepojenia komponent modelu na su´stavy diferencia´lnych rovn´ıc
v sˇpecifickom forma´te TKSL. Tieto sa uzˇ len spocˇ´ıtaju´ a vy´sledky sa budu´ interpretovat’.
Transformacˇny´ modul bude tvorit’ most z Editora do syste´mu TKSL. Bude musiet’ pra-
covat’ s hierarchickou sˇtruktu´rou, ktora´ bola navrhnuta´ pre TKSL PowerGear. Taktiezˇ bude
vyuzˇ´ıvat’ vnu´torne´ premenne´ jednotlivy´ch komponent, ktore´ budu´ definovane´ v Editore.
Transforma´cie nebudu´ trivia´lne a budu´ musiet’ riesˇit’ mnozˇstvo algebraicky´ch u´prav
a zlozˇite´ precha´dzanie grafom. Preto je transformacˇny´ modul predmetom d’alˇsej diplomovej
pra´ce, ktora´ pomoˆzˇe dotvorit’ profesiona´lny graficky´ na´stroj nad syste´mom TKSL.
8.2 Mnohona´sobne´ klonovanie
Pri vytva´ran´ı rozsiahleho modelu nasta´va situa´cia, kedy by na´m vel’mi ul’ahcˇilo pra´cu mno-
hona´sobne´ klonovanie blokov. Nie je to len jednoduche´ “Copy&Paste”. Je nutne´ nadefinovat’
zapojenie novy´ch naklonovany´ch blokov. L’ahko nagenerujeme tis´ıce komponent v rade za
sebou, ale t’azˇko budeme kazˇdu´ rucˇne pripa´jat’ do siete.
Na´vrh syste´mu je pripraveny´ na tu´to funkciu. Kazˇde´ zapojenie je mozˇne´ jednoducho
serializovat’ a na´sledne deserializovat’. Vd’aka tomu je mozˇne´ so sche´mou, alebo jej cˇast’ou,
l’ubovol’ne manipulovat’. Za´sadny´ proble´m je definovanie pr´ıpojny´ch bodov na komponente
(su´stave komponent), ktoru´ klonujeme a aj na komponente (su´stave komponent), ku ktorej
sa bude pripa´jat’. Funkciu, ktora´ bude plnit’ defin´ıciu pripojen´ı pri klonovan´ı, je nutne´
navrhnu´t’ dostatocˇne obecne, pretozˇe syste´m podporuje roˆzne varia´cie vstupov a vy´stupov.
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8.3 Editor vizua´lnej podoby blokov
Otvorena´ sˇtruktu´ra popisu funkcˇny´ch blokov a jej obecnost’ je momenta´lne za´visla´ na ochote
uzˇ´ıvatel’a editovat’ XML su´bory. Pr´ıjemnou cˇrtou programu by bol editor funkcˇny´ch blokov,
ktory´ by vygeneroval XML su´bor automaticky, podl’a toho, cˇo uzˇ´ıvatel’ zadal. Najva¨cˇsˇ´ı
pr´ınos tejto funkcie je v definovan´ı vizua´lnej podoby bloku, ktora´ sa urcˇite l’ahsˇie popisuje
kreslen´ım cˇiar nezˇ textovy´m popisom.
K tomuto editoru je mozˇne´ vyuzˇit’ uzˇ existuju´ci koncept pla´tna s mriezˇkou, ktory´ by
sa obohatil o zada´vanie jednotlivy´ch vizua´lnych elementov, ako je cˇiara, krivka, kruzˇnica
a popisne´ texty. Jednotlive´ u´tvary uzˇ by boli zarovnane´ na mriezˇku, a ty´m by podporili
zarovnanie na pla´tne so sche´mou.
Neocenitel’ne´ by urcˇite bolo aj presne´ zadanie vstupny´ch a vy´stupny´ch miest, ktore´ by
taktiezˇ boli zarovnane´ presne na mriezˇku. Defin´ıcia premenny´ch a iny´ch vnu´torny´ch stavov




Ciel’om pra´ce v prvej cˇasti bolo zozna´mit’ sa so spoˆsobmi riesˇenia a hlavne zada´vania a mo-
delovania elektricky´ch (a iny´ch) modelov.
Ako je vidiet’ v kapitole 2, riesˇenie zlozˇity´ch obvodov je mozˇne´ hlavne pomocou diferen-
cia´lnych rovn´ıc. Uka´zali sme si, zˇe existuje mnozˇstvo zna´mych spoˆsobov riesˇenia diferen-
cia´lnych rovn´ıc, ale existuje aj nie moc zna´ma meto´da pomocou Taylorovho radu, ktora´ je
vyv´ıjana´ na Fakulte Informacˇny´ch Technolo´gi´ı na VUT v Brne.
Riesˇenie zlozˇity´ch zapojen´ı diferencia´lnymi rovnicami nie je vzˇdy jednoduche´ a obcˇas
vedie na obrovske´ algebraicke´ proble´my. Tieto proble´my moˆzˇu nastat’ aj pri relat´ıvne
jednoduchy´ch sche´mach a zabranˇuju´ na´m vyriesˇit’ zadany´ obvod. V ra´mci ty´chto proble´mov
sa rozv´ıja meto´da vy´pocˇtu pomocou parazitny´ch kapac´ıt, ktora´ je pop´ısana´ v kapitole 3.
Parazitne´ kapacity na´m po usta´len´ı prechodny´ch dejov v obvode vyriesˇia mnohe´ proble´my
a hlavne na´s odbremenia od algebraicky´ch slucˇiek.
Meto´da parazitny´ch kapac´ıt je jednou z kl’´ucˇovy´ch za´lezˇitost´ı pri sku´man´ı popisov elek-
tricky´ch obvodov diferencia´lnymi rovnicami a cˇaka´ ju esˇte vel’ky´ vy´voj. Sˇtuduje sa aj meto´da
parazitny´ch indukcˇnost´ı, ktora´ zaznamenala podobne´ pozit´ıvne vy´sledky.
Druha´ cˇast’ pra´ce sa zamerala na vy´voj simulacˇne´ho na´stroja, v ktorom je uzˇ´ıvatel’
schopny´ namodelovat’ syste´m a tento syste´m neskoˆr odsimulovat’ v na´stroji TKSL.
V kapitole 4 som uviedol pa´r zna´mych syste´mov urcˇeny´ch na modelovanie a simulo-
vanie elektricky´ch (a iny´ch) modelov. Tieto syste´my mi poslu´zˇili ako vod´ıtko pri na´vrhu
graficke´ho editora TKSL PowerGear, ktory´ je uzˇ´ıvatel’sky pr´ıvetivy´ a disponuje funkciami
a mozˇnost’ami, ktore´ su´ v tejto sfe´re sˇtandardom.
TKSL PowerGear je graficka´ nadstavba syste´mu TKSL. Syste´m TKSL disponuje len
textovy´m vstupom, ktory´ je pri zlozˇity´ch modeloch neprehl’adny´ a hlavne vyzˇaduje od
uzˇ´ıvatel’a znalost’ syntaxe a popisu obvodu diferencia´lnymi rovnicami. Z toho doˆvodu vznikla
potreba vyvinu´t’ syste´m, ktory´ by poskytol uzˇ´ıvatel’ovi komfort pri zada´van´ı elektrickej
sche´my.
Hlavnou cˇrtou syste´mu je jeho pripravenost’ na spolupra´cu s TKSL. Od zacˇiatku bol
navrhovany´ v su´lade s meto´dami, ktore´ budu´ pri transforma´cii sche´my na su´stavy rovn´ıc
potrebne´. To znamena´, zˇe obsahuje automatizovane´ funkcie na generovanie parazitny´ch
kapac´ıt do modelu.
Transforma´cia sche´my na su´stavu diferencia´lnych rovn´ıc nie je trivia´lna za´lezˇitost’ a bude
vyzˇadovat’ oddeleny´ vy´voj. Preto syste´m zatial’ neumozˇnˇuje simula´ciu, ale slu´zˇi len ako
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graficke´ prostredie na modelovanie.
Na druhej strane sa syste´m insˇpiroval profesiona´lnymi editormi a vyuzˇ´ıva ich silne´
stra´nky. Za spomenutie stoj´ı oddelena´ knizˇnica komponent, ktora´ je otvorena´ a kazˇda´ jej
cˇast’ editovatel’na´. Ako vel’ke´ plus povazˇujem hierarchicke´ cˇlenenie komponent a obecnu´
sˇtruktu´ru komponenty, ktorej spra´vanie v syste´me a vizua´lne spracovanie sa da´ nadefinovat’
presne podl’a predstavy uzˇ´ıvatel’a. Vd’aka tomu je syste´m schopny´ modelovat’ aj ine´ syste´my
nezˇ elektricke´ obvody. Kazˇda´ komponenta, ktora´ sa da´ pop´ısat’ diferencia´lnou rovnicou, je
modelovatel’na´ v syste´me.
Syste´m TKSL PowerGear je plne funkcˇny´ editor modelov s otvorenou koncepciou knizˇnice
prvkov, ktory´ je pripraveny´ na rozsˇ´ırenie o modul transforma´cie obvodu na su´stavu diferen-
cia´lnych rovn´ıc. Po rozsˇ´ıren´ı by mal slu´zˇit’ ako plnohodnotne´, uzˇ´ıvatel’sky pr´ıvetive´ simulacˇne´
prostredie s profesiona´lnymi cˇrtami.
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Zoznam pouzˇity´ch skratiek a
symbolov
TKSL – Taylor Kunovsky Simulation Language
GUI – Graficke´ uzˇ´ıvatel’ske´ rozhranie
XML – eXtensible Markup Language
CSV – Comma-separated values
GDI+ – Graphics Device Interface Plus
MB – Magic Box




Obr. A.1: Uka´zˇka graficke´ho rozhrania Dymoly
57
Obr. A.2: Pr´ıklad: elektricky´ obovd – RC cˇla´nok
Obr. A.3: Defin´ıcia za´kladny´ch komponent
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Obr. A.4: Idea´lny rezistor/kondenza´tor
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Pr´ıloha B





<Key Name="1" Value="-30,00,-15,00" />





<Key Name="1" Value="-15,00,-15,-10,-5,-10,-5,00" />
<Key Name="2" Value="-5,00,-5,-10,5,-10,5,0" />
<Key Name="3" Value="5,0,5,-10,15,-10,15,0" />
</Section>
<Section Name="Texts">
<Key Name="1" Value="10,20,Cievka L,8" />
</Section>
<Section Name="InPins">
<Key Name="1" Value="-30,00,pin1" />
</Section>
<Section Name="OutPins">
<Key Name="1" Value="30,00,pin2" />
</Section>
<Section Name="Variables">
<Key Name="1" Value="L,5" />
</Section>
<Section Name="MagicBox">
<Key Name="Math" Value="i’=1/L*u" />
<Key Name="Detail" Value="cievka" />
</Section>
</Nini>




<Key Name="1" Value="-5,10,-5,-10" />
<Key Name="2" Value="5,10,5,-10" />
<Key Name="3" Value="-30,00,-5,00" />







<Key Name="1" Value="10,20,Kondenza´tor C,8" />
</Section>
<Section Name="InPins">
<Key Name="1" Value="-30,00,pin1" />
</Section>
<Section Name="OutPins">
<Key Name="1" Value="30,00,pin2" />
</Section>
<Section Name="Variables">
<Key Name="1" Value="C,50" />
</Section>
<Section Name="MagicBox">
<Key Name="Math" Value="u’=1/C*i" />
<Key Name="Detail" Value="kondenzator" />
</Section>
</Nini>




<Key Name="1" Value="-20,10,20,10" />
<Key Name="2" Value="-20,-10,20,-10" />
<Key Name="3" Value="-20,10,-20,-10" />
<Key Name="4" Value="20,10,20,-10" />
<Key Name="5" Value="-30,00,-20,00" />







<Key Name="1" Value="10,20,Odpor R,8" />
</Section>
<Section Name="InPins">
<Key Name="1" Value="-30,00,pin1" />
</Section>
<Section Name="OutPins">
<Key Name="1" Value="30,00,pin2" />
</Section>
<Section Name="Variables">
<Key Name="1" Value="R,50" />
</Section>
<Section Name="MagicBox">
<Key Name="Math" Value="i=U/R" />
<Key Name="Detail" Value="odpor" />
</Section>
</Nini>
Konfiguracˇny´ XML su´bor sˇpecifikuju´ci odpor.
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