Abstract
Introduction
Test case prioritization optimizes the ordering of test cases to be executed to meet some criteria like maximum code coverage or improved rate of fault detection. Although test case prioritization technique can also be used in development testing, it is primarily used while regression testing. Regression testing being a maintenance activity is very costly and can account for almost half of the maintenance budget [1] .
Due to time and cost constraints of the maintenance phase, rerunning all the test cases is neither feasible nor optimal. Regression test case prioritization technique prioritize the test cases from the test suite used during development testing so that software testers may test the modified code effectively, efficiently and in an inexpensive manner.
Various techniques have been proposed for prioritizing test cases for regression testing. In our previous work [2] , we have proposed a hybrid approach using variables that combine both selection and prioritization. It considered source code changes and coverage information with respect to each test case. Variables are the vital source of changes in the program, and this method captured the effect of changes in terms of variable computation.
Here in this work, we extend our previous work considering the 'C' programs. As our work primarily focused on the uses and computation of variables, changes in variables may induce new def-use associations. These def-use pairs (DU) may not be defclear (DC) which may be very problematic, as these pair may be subtle sources of errors. Our work in this paper addresses the coverage of the def-use paths that are not def-clear, using the test cases obtained after implementing the technique.
More specifically we are validating our previous work, using data flow technique. We have showed in this work that prioritized test cases according to proposed approach in [2] are sufficient enough to cover all the def-use paths that are not def-clear.
Section 2 covers background and related work. Section 3 covers the validation of the technique using data flow technique. Section 3 illustrates the validation of our work with example. The observation and
Background and Related Work
Various techniques for test case prioritization have been proposed in research literature by several researchers. These techniques have addressed test case prioritization according to rate of fault detection or code coverage capabilities and are evaluated through various empirical studies [3, 4, 5, 6, 7, 8, 9] . Rummel, Kapfhammer, and Thall [10] suggest that test suite can be prioritized according to all DU's with minimal time and space overhead. Hutchins et. al. [11] showed that both control flow and data flow testing can be very useful at instigating the generation of high yield test cases that may be otherwise omitted. Frankl et. al. [12] suggest that mutation based criteria is better than all DU criteria when desirable code coverage level is high.
Rothermel et. al. [7] developed 18 different test case prioritizations techniques, which are further subdivided into statement level and function level techniques. There are many search techniques for test case prioritization, which are being developed and unfolded by various researchers in the field [13] . Further, in recent past many techniques and studies have been proposed [4, 6, 7, 9, 14, 15, 16, 17, 18, 19] for the prioritization of test cases for regression testing.
Hybrid approach combines both regression test selection and test case prioritization. A number of techniques and approach have evolved in the last decade based on the concept. For example, 1) Test selection algorithm proposed by Aggarwal et. al. [20] 2) Hybrid technique proposed by Wong et al, which combines minimization, modification and prioritization, based selection using test history [9] 3) Hybrid technique proposed by Rajiv et. al. [21] based on regression test selection using slicing and prioritizing the selected def-use associations, 4) Variable based hybrid approach by Yogesh et. al. [2] .
Accessing Dataflow Information for Validation
For our work we considered six programs written in 'C' language. We were interested to validate that the prioritized test cases obtained from our hybrid approach are efficient in covering all the non def-clear paths. We constructed CFG of each of the programs and identified the nodes for variable definition and uses. In our proposed approach we identified two sets of variables as primary and computed. We asserted that if there is any change in any statement of the code and if some primary or computed variable is a part of that statement, then we must prioritize the test cases according to those variables. The test cases related to the variables in the changed line are assigned the highest priority and those variables, which are computed from it, are given second highest priority. Following the above criteria we thus obtained a hierarchy of prioritized test cases.
The basic idea here is that if any variable is perturbed by any change, then it would cause ripple effect throughout the code because same variables may be used for computations of other variables and thus can go deep down in the code and can change the course of execution of the code. So we must prioritize the test cases according to the variable.
Data flow testing monitors the life cycle of a piece of data and looks out for inappropriate usage of data during definition, use in predicates and computations. It has been shown in various studies that data flow testing strategies lead to richer test suite concentration on improper use of data due to coding errors [22] .
Here, in this work, we identify DU paths and DC paths and paths that are not definition clear. We assert that after changes in any statement, variables may be redefined, which can introduce unforeseen errors. Thus, regression testing is of utmost importance to check these newly introduced DU paths, which may or may not be definition clear. We constructed CFG's of the codes to identify the defining and usage nodes for the variables of the program. In the light of these observations, we determined whether the prioritized test cases according to variable based hybrid approach, are good enough to execute these paths.
Various studies have shown that all DU criteria are good enough to reveal defects than other CFG based criteria [10] . But our stress was to check that whether the selected and prioritized test cases exercise those def-use paths which are not definition clear. The validation is illustrated with example as: #include<stdio.h> #include<conio.h> #include<math.h> Table 1 lists the variable definition and uses in the example. The first columns in Table 2 specify the variable corresponding to which DU and DC paths are found. Second column lists the DU paths corresponding to the variable. DU paths are identified and are named by their beginning and ending nodes. The third column mentions whether the DU path is DC or not. There are 26 DU paths out of which four paths are not DC paths. Two paths are impossible paths. Next two columns specify if the path is passing through a change and if the DU paths is not DC and passing through a change. Table 3 lists the test suite for the example. The selected and prioritized test suite (T') obtained from our technique [2] for regression testing is specified in table 4. 1.00,0.63) and  r2=(-1.00, - Priority2  T1-T7  1  1  T14-T19  1  2  T30  2  1  T29  2  2  T20, T21  2  2  T24,T25 2 2
All the DU paths that are not DC are covered by the prioritized test suite at 7 th test case. Also, the DU paths that are not DC and passing through change are covered by 1 st test case.
Observations and Analysis
The results are shown in following tables and graphs: Our experiments focused on determining the test suite's effectiveness in exercising def-use paths, which are not def-clear for six C programs. Figure 2 shows the percentage of def-use paths that are passing through a change and the percentage of def-use paths that are not def-clear and are passing through the change. Thus data is collected to gain insight of the program behaviors after modification in any statement of the code. Figure 3 shows the total number of DU paths, total number of DC paths, number of DU paths that are not def-clear(P) and number of these paths(P) covered by resultant test suite(T') by our technique. It shows that the resultant test cases were effective enough to exercise all the paths that are not DC, for all of the programs.
Empirical Validation of Variable based Test Case Prioritization/Selection Technique
Yogesh Singh, Arvinder Kaur, Bharti Suri Finally, Figure 4 provide the main results of our experimentation as it shows the percentage of selected and prioritized test cases, the percentage of test cases needed for excercising def-use paths that are not def-clear and also percentage of test cases to execute the paths that are not definition clear and are passing through the change. We observe that the resultant test suite achieved from our technique meets the data flow criteria of coverage required for DU and DC pathes. Average percentage of covering 'P' paths is 34.59%. In most of the cases it is less than 45%. The only case where this percentage is 87.5 is when the total number of variables in the whole program is equal to total number of variables affected by change. The number of resultant test cases required for covering 'Q' paths is further less than those required for 'P' coverage.
For two programs, the percentage of test cases required for covering paths that are not def-clear and paths that are not def-clear and passing through a change, are equal.
Conclusion
In this paper, we validated the technique proposed in [2] using DU and DC paths of data flow testing. The results achieved are encouraging for the fact that 1) the test suite selection and prioritization technique reduces the size of test suite 2) the required number of test cases needed with respect to DU, DC coverage are further less than those obtained by our technique. The ordered test suite potentially enable us to discover faults earlier. Our studies validate that the selection and prioritization technique based on variables is efficient and effective in terms of data flow criteria. We infer that the variable based prioritization of test cases for regression testing is in conformance with the data flow testing strategy. Although no research work is complete without further study and experimentation, we intend to extend our work for a large set of programs.
