Abstract. This chapter examines collaborative work practices, development processes, project and community dynamics, and other socio-technical relationships in free and open source software development (FOSSD). It also describes what kinds of collaboration affordances facilitate collaborative work in FOSSD projects. It reviews a set of empirical studies of FOSSD that articulate different levels of analysis. Finally, there is discussion of limitations and constraints in understanding what collaboration practices and affordances arise in FOSSD studies and how they work, and then to emerging opportunities for future FOSSD studies.
Introduction
This chapter examines and compares collaborative work practices, processes, and affordances that emerge in empirical studies of free/open source software development (FOSSD) projects. FOSSD is a way for building, deploying, and sustaining large software systems on a global basis, and differs in many interesting ways from the principles and practices traditionally advocated for software engineering (SE) [63] . Hundreds of FOSS systems are now in use by thousands to millions of end-users, and some of these FOSS systems entail hundreds-of-thousands to millions of lines of source code. So what's going on here, and how are collaborative FOSSD processes used to build and sustain these projects, and how might differences with SE be employed to explain what's going on with FOSSD?
One of the more significant features of FOSSD is the formation and enactment of collaborative software development practices and processes performed by loosely coordinated software developers and contributors. These people may volunteer their time and skill to such effort, and may only work at their personal discretion rather than as assigned and scheduled. Further, FOSS developers are generally expected (or prefer) to provide their own computing resources (e.g., laptop computers on the go, or desktop computers at home), and bring their own software tools with them.
FOSS developers often work on global software projects that do not typically have a corporate owner or management staff to organize, direct, monitor, and improve the software development processes being put into practice on such projects [cf. 29] . Does the absence or limited presence of corporate authorities or sponsors encourage or facilitate collaboration in FOSSD, or do collaborative practices and affordances supporting FOSSD reduce the need to rely on traditional corporate authority or project management regimes? Is collaborative practice a defining feature of FOSSD, is FOSSD a causal attribute of collaboration, or does collaborative practice more readily produce FOSS? What motivates software developers participate in FOSSD projects? Is volunteerism and personal discretion key to collaboration in FOSSD projects? Why and how are large FOSSD projects sustained through collaborative practices and affordances? How are large FOSSD projects coordinated, controlled or managed without a traditional project management team? Why and how might answers to these questions change over time? These are the kinds of questions addressed in this chapter.
What is free/open source software development?
FOSSD is mostly not about SE, at least not as SE is portrayed in modern SE textbooks [cf. 63] . FOSSD is also not SE done poorly. It is instead a different approach to the development of software systems where much of the development activity is openly visible, and development artifacts are publicly available over the Web. Furthermore, substantial FOSSD effort is directed at enabling and facilitating collaboration among developers (and also end-users), but generally there is no traditional SE project management regime, budget or schedule. FOSSD is also oriented towards the joint development of an ongoing community of developers and users concomitant with the FOSS system of interest.
FOSS developers are typically end-users of the FOSS they develop [57, 58, 65, 69] and other end-users often participate in and contribute to FOSSD efforts as nondevelopers. There is also widespread recognition that FOSSD projects can produce high quality and sustainable software systems that can be used by thousands to millions of end-users [44] . Thus, it is reasonable to assume that FOSSD processes are not necessarily of the same type, kind, or form found in modern SE projects [63] . Subsequently, what is known about collaborative SE processes may not be equally applicable to FOSSD practices without some explicit empirical justification. Thus, it is appropriate to review what is known about FOSSD and where collaboration practices and affordances emerge along the way.
What are affordances supporting collaborative software development?
Affordances refers to situated, interactional properties between objects and actors that facilitate certain kinds of social interactions in a complex environment. The concept of affordances appears in the studies that employ the construct to characterize aspects of complex work settings that facilitate how people interact though computing systems [1, 47] . Computer-supported work environments, when effective, afford new ways and means for collaborative learning [36] . Subsequently, the focus in this chapter is on the interactions that facilitate collaborative activities between FOSS developers who are geographically dispersed but share access to online artifacts, networked information repositories and communication infrastructures, such as Web pages, Web sites, source code version servers, distributed file servers, virtual private networks, and the like. Consider the example in Fig. 1 , a screenshot of an excerpt from the "Code of Conduct" that helps inform participants and communicate social norms on how to "be collaborative" in the K Development Environment (KDE) FOSS project. This collaboration affordance includes a narrative inscription on a KDE project Web page (an object in a complex online environment) that encourages and guides project participants (actors--developers or users of KDE) for how to collaborate (via certain kinds of social interaction) in the KDE project. Collaboration affordances in FOSSD may emerge in online venues and workspaces for FOSSD work, and may differ by the kind or type of FOSS being developed (e.g., operating system utility program versus network computer game), the project web site or multi-project Web portals in use, as well as by the infrastructure of online tools participants use in FOSSD work.
What makes software development in general, or FOSSD in particular, collaborative? Is collaborative software development work natural and obvious, or challenging, perplexing, and sometimes problematic? What can be done to facilitate or encourage opportunities to make software development work more collaborative, or even more fun and playful [cf. 46] ? Do all multi-user software development tools, interfaces, or repositories automatically enable collaboration, or are some more effective than others? Questions like these help ground our interest in reviewing what kinds of affordances are found in empirical studies of FOSSD work, and how they facilitate collaborative software development activities with online software artifacts.
Results from recent studies of FOSSD
The remainder of this chapter provides a review of empirical studies of FOSSD that articulate different levels of analysis, and each level is examined in a separate section. Emphasis is directed at identifying affordances that facilitate collaborative software development activities found in different studies of FOSSD participants, practices, and projects. Section 2 provides a brief background on what motivates people to participate and contribution to FOSSD projects. Section 3 examines the different resources and capabilities that FOSS developers bring to their projects. Section 4 examines practices in cooperation, coordination, and control that arises within self-organizing FOSSD projects. Section 5 examines how multiple FOSSD projects give rise to alliances and inter-project network communities. Section 6 examines how clusters of diverse projects form FOSS ecosystems that can exhibit collective patterns of sustained exponential growth. Finally, there is a discussion of limitations and constraints in the FOSSD studies so far, followed by conclusions that highlight emerging opportunities for future studies of collaborative FOSSD work practices, development processes, information artifacts, and project communities.
Individual Participation in FOSSD Projects
One of the most common questions about FOSSD projects to date is why will software developers join and participate in such efforts, as well as engage in sometime difficult and challenging technical work, often without pay, for sustained periods of time. Surveys of FOSS developers [e.g., 23, 27, 28] have posed and investigated such questions. There are complex motivations for why FOSS developers are willing to allocate their time, skill, and effort by joining a FOSS project [28, 66] . Some FOSS developers are motivated to see their contribution of time, effort, and code as gifts they provide to a project community [3] . Other motivations include a developer's ability to acquire skill and sustained experience from working in multiple or different roles [34, 53, 66] . It can also include a desire to work on software systems that the developer finds personally interesting, a desire to work with well-regarded FOSSD experts, or to be recognized by project peers as a valued and frequent contributor to a highly visible FOSS project [28, 25] . Similarly, it can be that the developer routinely uses the FOSS system of interest, and wants it to implement some additional feature or capability, or wants to reinvent processing capabilities found in other software systems, or to add innovative system features [64, 65, 58] . These conditions represent different ways for how participants learn to collaboratively develop FOSS in different projects and different application domains.
Motivations for participating in FOSSD stand in contrast to the traditional view of software project management. Software project managers are suppose to design technical work activities in ways that are satisfying and thus motivating to developers [5] . Project managers are also responsible for insuring developers collaborate with one another when needed, and where developers are able to participate in setting project development goals and providing process feedback/improvement. Software project managers are expected to make SE work interesting, rewarding, and satisfying, and if they cannot do this, then the SE project may fail or produce low quality and hard to maintain software [5] .
In contrast, the most frequently cited reason why software developers participate and contribute to FOSSD projects is to learn [23] . In other words, participating developers come to believe FOSSD projects of interest are expected to provide ways and means for individual and collaborative learning [cf. 14, 36] . Consequently, when developers no longer value or lose interest in what can be learned from a FOSSD project in which they participate, they may choose stop contributing to the project and move on. In traditional SE, project managers shape working conditions and thus the basis for collaborative work, while in FOSSD projects, individual participates must take responsibility for learning how to organize and manage themselves so as to fulfill their personal motivations when working with other FOSS developers currently participating in the projects. Thus, in this regard, the different ways and means for FOSS developers to learn things of greatest personal interest serve as individual level affordances for engaging in collaborative FOSSD project work. Conversely, developers who do not want to collaborate with the FOSS project developers at hand will not be able to realize or appropriate the common FOSSD collaborative learning affordances they find motivational, and thus they may move on to search for another project of interest.
Resources and Capabilities Supporting FOSSD
What kinds of resources or development capabilities are needed to help make FOSS efforts collaborative and successful? Based on what has been observed and reported across many empirical studies of FOSSD projects, the following kinds of sociotechnical resources (or social capital) enable the development of both FOSS software and ongoing project that is sustaining its evolution, application and refinement, though other kinds of resources may also be involved [57, 59] . The following subsections examine collaborative practices and affordances centered on different resources and capabilities found in FOSSD projects.
Personal software development tools and networking support
FOSS developers, end-users, and other volunteers often provide their own personal computing resources in order to access or participate in a FOSS development project. They similarly provide their own access to the Internet, and may even host personal Web sites or information repositories. It is not uncommon that a FOSS developer works on a project from a room at home, or on a laptop PC while traveling. FOSS developers bring their own choice of software development tools and methods to a project, and sometimes the number of tools employed ranges into dozens. The mobility of tools and laptop computers also enables the organization and enactment of collaborative FOSS hackathons 1 -marathon FOSS development experience involving dozens of developers at a chosen destination for the purpose of collaboratively analyzing, modifying, and rebuilding a given FOSS system. Participation in such events often entails travel and related expenses often borne out of pocket by each participant, though they also find such events personally and professionally rewarding, convivial, and fun, even though involving long hours of difficult and technically challenging work.
Sustained commitment of personal resources helps subsidize the emergence and evolution of the ongoing project, its shared (public) information artifacts, and resulting open source code. It spreads the cost for creating and maintaining the information infrastructure of the virtual organization that constitute a FOSSD project [7, 48] . These in turn help create recognizable shares of the FOSS commons [2, 49, 50] that are linked (via hardware, software, Internet and Web) to the project's information infrastructure. So personal computers, FOSS tools, and hackathons are affordances that help enable collaborative FOSSD.
Beliefs supporting FOSS Development
Why do software developers and others contribute their skill, time, and effort to the development of FOSS and related information resources? Though there are probably many diverse answers to such a question, it seems that one such answer must account for the belief in the freedom to access, study, modify, redistribute and share the evolving results from a FOSS development project [11, 12, 25] . However, it also includes freedom of expression and freedom of choice [18, 60] . Neither of these freedoms is explicitly declared, assured, or protected by copyright or commons-based intellectual property rights, nor by end-user license agreements. However, these freedoms are realized in choices for what to develop or work on (e.g., choice of work subject or personal interest over work assignment), how to develop it (choice of method to use instead of a corporate standard), and what tools to employ (choice over which personal tools to employ versus only using what is provided). They also are expressed in choices for when to release work products (choice of satisfaction of work quality over schedule), determining what to review and when (modulated by ongoing project ownership responsibility), and expressing what can be said to whom with or without reservation.
The enactment of beliefs, values, and norms for why and how to develop FOSSD, which constitute part of a FOSS developer's mental model [cf. 20] , that are represented in FOSS licenses and project narratives (like Fig. 1 ), serve as affordances that enable collaborative FOSSD projects and teamwork. Similarly, failure to enact and sustain such beliefs can lead to participants being challenged by others regarding their commitment to collaboratively develop FOSS in a proper manner, so the absence or failure of such an affordance can drive FOSS developers apart [15, 17, 19] .
FOSSD informalisms
Software informalisms [57] are the information artifacts that participants use as resources to describe, proscribe, prescribe, or question what's happening in a FOSSD project. They are informal narrative resources that are comparatively easy to use, and publicly accessible to those who want to join the project, or just browse around. They are generally supported with lightweight tools [4, 68] . Nonetheless, these artifacts serve as both workspaces where collaborative FOSSD work activities (including reading, reviewing, writing, and learning) occurs, as well as the products of such collaborations [14, 16, 37, 54, 57] .
The most common informalisms used in OSSD projects include (i) communications and messages within project Email [68] , (ii) threaded message discussion forum, bulletin boards, or group blogs, (iii) news postings, and (iv) instant messaging or Internet relay chat. These enable developers and users to converse with one another in a lightweight, semi-structured manner, and now use of these tools is global across applications domains and cultures. As such, the discourse captured in these tools is a frequent source of OSS requirements. A handful of OSSD projects have found that summarizing these communications into (v) project digests [16] helps provide an overview of major development activities, problems, goals, or debates. These project digests represent multi-participant summaries that record and hyperlink the rationale accounting for focal project activities, development problems, current software quality status, and desired software functionality. Project digests (see Fig. 2 ) record the discussion, debate, consideration of alternatives, code patches and initial operational/test results drawn from discussion forums, online chat transcripts, and related online artifacts [16] .
Other common informalisms include (vi) scenarios of usage as linked Web pages or screenshot galleries, (vii) how-to guides, (viii) to-do lists, (ix) Frequently Asked Questions, and other itemized lists, and (x) project Wikis, as well as (xi) traditional system documentation and (xii) external publications [e.g., 24, 25] . OSS (xiii) project property licenses (whether to assert collective ownership, transfer copyrights, insure "copyleft," or some other reciprocal agreement) are documents that also help to define what software or related project content are protected resources that can subsequently be shared, examined, modified, and redistributed. Finally, (xiv) open software architecture diagrams, (xv) intra-application functionality realized via scripting languages like Perl and PhP, and the ability to either (xvi) incorporate externally developed software modules or "plug-ins", or (xvii) integrate software modules from other OSSD efforts, are all resources that are used informally, where or when needed according to the interests or actions of project participants.
All software informalisms are found or accessed from (xix) project related Web sites or portals. These Web environments are where most OSS software informalisms can be found, accessed, studied, modified, and redistributed [57] . A Web presence helps make visible the project's information infrastructure and the array of information resources that populate it. These include FOSSD multi-project Web sites (e.g., SourgeForge.net, Savanah.org, Freshment.org, Tigris.org, Apache.org, Mozilla.org), community software Web sites (PhP-Nuke.org), and project-specific Web sites (e.g., www.GNUenterprise.org), as well as (xx) embedded project source code Webs (directories), (xxi) project repositories (CVS [24] or Subversion), and (xxii) software bug reports [31] and (xxiii) issue tracking data base like Bugzilla [http://www.bugzilla.org/]. Last, giving the growing global interest in online social networking, it is not surprising to find increased attention to documenting various kinds of social gatherings and meetings using (xxiv) social media Web sites (e.g, YouTube, Flickr, MySpace, etc.) where FOSS developers, users, and interested others come together to discuss, debate, or work on FOSSD projects, and to use these online media to record, and publish photographs/videos that establish group identity and affiliation with different FOSSD projects.
Software informalisms as online artifacts which developers employ as their online workspaces are where and in what FOSSD is organized, captured, reviewed, and managed. Accordingly, these informalisms serve as affordances that facilitate, enculturate, and document collaborative work in FOSSD projects. [51] .
Skilled
FOSS developers organize their work as a virtual organizational form [7, 18, 48 ] that seems to differ from what is common to in-house, centrally managed software development projects, which are commonly assumed in traditional SE textbooks. In the decentralized virtual organization of a large ongoing FOSSD project like the Apache.org or Mozilla.org, a hierarchical role/skill-based meritocracy [22, 6, 34] 
FOSS project participants self-organize around the expertise, reputation, and accomplishments of core developers, secondary contributors, and tertiary reviewers and other peripheral users [9, 38] . FOSSD participants nearer the core have greater control and discretionary decision-making authority, compared to those further from the core [cf. 6, 9, 38] . Subsequently, core developers are expected to provide guidance, example artifacts, routinely use FOSSD coordination tools (e.g. CVS/Subversion, Bugzilla), and make critical decisions meritocratically. Together these afford collaborative FOSSD. Similarly, other participants must be able to both learn from and contribute to the efforts of the core developers. Together these realize a virtual, meritocratic, or self-managed form of decentralized software project management [7, 58] .
Discretionary time and effort of developers
Are FOSS developers working for "free" or for advancing their career and professional development? Following the survey results of Hars and Ou [28] and others [23, 27] , there are many personal and professional career oriented reasons for why participants will contribute their time and effort to the sometimes difficult and demanding tasks of software development. Results from case studies in free software projects like GNUenterprise.org appear consistent with these observations [18, 19, 60] . These include self-determination, peer recognition, project affiliation or identification, and self-promotion, as well as belief in the inherent value of free software [cf. 11, 12, 25] . Core developers are expected to provide example through their own work practices, artifact contributions, and virtual project management style that other participants can observe, acknowledge, and learn from in ways that continue to afford collaborative FOSSD over time. Accordingly, the discretionary time, skill and effort of FOSS developers commit to their FOSSD project give rise to increased opportunity to collaborate, and increased collaborative activity can give rise to increased commitment of discretionary time and effort.
Trust and social accountability mechanisms
Developing complex FOSS source code and applications requires trust and accountability among project participants. Though trust and accountability in a FOSSD project may be invisible resources, ongoing software and project development work occur only when these intangible resources and mechanisms for social control are present. Actions that embody trust and accountability arise in many forms. They include (a) assuming ownership or responsibility of a project software module, (b) voting on the approval of individual action or contribution to ongoing project software [22] , (c) shared peer reviewing [2, 11, 12] , and (d) contributing gifts [3] that are reusable and modifiable common goods [49] . They also arise through the project's recognition of a developer's status, emerging reputation, and migration from peripheral roles to core contributor [34] . The ways and means through which FOSS developers exercise trust and social accountability mechanisms act to afford, build, and sustain collaborative work practices in FOSSD projects.
Cooperation, coordination, and control in FOSS projects
Getting software developers to work together, even when they desire to cooperate is not without its challenges for coordinating and controlling who does what when, and to what they do it to. Conflicts arise in both FOSSD [18, 33] and traditional software development projects [56] , and finding ways to resolve conflicts becomes part of the cost (in terms of social capital) that must be incurred by FOSS developers for development progress to occur. Minimizing the occurrence, duration, and invested effort in such conflicts quickly becomes a goal for the core developers in an FOSSD project. Similarly, finding tools and project organizational forms that minimize or mitigate recurring types of conflicts also becomes a goal for experienced core developers. Focus of this section is thus directed to examining how different tools, artifacts, and socio-technical interaction practices are employed to enable FOSS developers to self-organize and govern project activities in an effective and adaptive manner.
Software version control tools such as the concurrent versions system, CVS--itself an FOSS system and document base [24] --have been widely adopted for use within FOSS projects [cf. 11, 12, 21, 25] . Tools like CVS are being used as both (a) a logically centralized mechanism for coordinating and synchronizing FOSS development, as well as (b) an online venue for mediating control over what software enhancements, extensions, or architectural revisions will be checked-in and made available for check-out throughout the decentralized project as part of the publicly released version. In addition, the FOSS architecture the project organizes itself about may commonly be expressed through informal access/update rules and file/directory archiving schemes that are coded and agreed to by FOSS code contributors [cf. 51] .
FOSSD projects teams can take the organizational form of a meritocracy [cf. 22, 58] operating as a dynamically organized virtual enterprise [7, 18, 48] . A layered meritocracy is a hierarchical organizational form that centralizes and concentrates certain kinds of authority, trust, and respect for experience and accomplishment within the team [cf. 6]. Such an organizational form also makes administrative governance more tractable and suitable, especially when a FOSS project seeks to legally constitute a non-profit foundation to better address its legal concerns and property rights [49] . However, it does not necessarily imply the concentration of universal authority into a single individual or directorial board, since decisionmaking may be shared among core developers who act as peers at the top layer, and they may be arrayed into overlapping groups with other project contributors with different responsibilities and interest areas [cf. 34] .
Traditional software project management stresses planning, staffing, budget and schedule control activities. Virtual project management exists within FOSS communities, for example within projects developing FOSS-based computer games [58] , to enable control via project decision-making, Web site administration, and administration of CVS/Subversion repositories (or other similar source code control tools). VPM requires multiple people to act in the roles of team leader, sub-system manager, or system module owner in a manner that may be short-term or long-term, based on their skill, accomplishments, availability and belief in ongoing project development. The implied requirement for VPM can be seen within Fig. 3 , from the FOSS project developing Planeshift, a free massively multiplayer online role-playing game. Similarly, VPM exists to mobilize and sustain the use of privately owned resources (e.g., Web servers, network access, site administrator labor, skill and effort) that are made available for shared use or collective reuse by the ongoing project [cf. 2, 60] .
To be a leader you must pass the approval of the director. Before that you will be considered a W.T.B. (Want To Be) Leader and only after proving that you have the right skills and dedication to the project you will officially become a leader.
There's one leader for each department and he can have also one co-leader helping in his job. He will ensure progress in his department completing the most important tasks in his area and will organize work of other members. He is the primary reference for development. Required Skills:
* Strong committment to the project. * Good skill to organize work of the Team. * Team leadership. * Good knowledge of the area in which he applies The leader is the most important contributor of his department! He will complete critical tasks, he will always have job to do. His tasks are similar to the ones of the members (see below in the section of a specific department). He will also manage work of other guys. Many FOSSD projects also post guidelines for how to report and discuss bugs, unintended features, or flaws in the current FOSS system release. These guidelines are embodied in online artifacts that developers follow in ways that suggest they have elevated certain informalisms into community norms (see Fig. 1 ) that act to encourage or control appropriate behavior within FOSSD projects.
Thus, a variety of socio-technical arrangements are put into motion in a FOSSD project in ways that encourage developers to cooperate, coordinate, and control their development activities through tools, informalisms, shared resources, and contribution practices. These collectively afford a lightweight centralized project management scheme through decentralized collaborative FOSSD practices.
Alliance formation, inter-project social networking and community development
How does the gathering of FOSS developers give rise to a more persistent selfsustaining organization or project community? Through choices that developers make for their participation and contribution to a FOSSD project, they find that there are like-minded individuals who also choose to participate and contribute to a project. These software developers find and connect with each other through FOSSD Web sites and online discourse (e.g., threaded discussions on bulletin boards) [45] , and they find they share many technical competencies, values, and beliefs in common [7, 18, 20] . This manifests itself in the emergence of an alliance of collaborating FOSSD projects that share either common interests or development methods in projects that adopt a given FOSS system for subsequent application development, or in a occupational network of FOSS developers [18] .
Examples of FOSS multi-project alliances are readily recognized. First, there are those that have established non-profit corporations or foundations like Apache, Mozilla, Gnome, Perl, Eclipse, NetBeans, or Free Software Foundation [49] . Second, there are those organized and supported by for-profit corporations by Sun Microsystems (e.g., OpenOffice), Hewlett-Packard, IBM, Nokia, and others [13, 52] . Third, other FOSS multi-project networks arise as the result of the architectural integration of multiple, disparate FOSS systems into larger, more encompassing system of systems [60] . Fourth, some FOSS projects produce systems that are platforms, frameworks or libraries of components which in turn give rise to application projects which are developed using these core systems. The Open Graphics Rendering Engine (OGRE at http://www.ogre3d.org), for instance, serves as the basis for dozens of user-led projects that build applications (like computer games) using OGRE. These projects both depend on OGRE project, as well as the network of other application projects, for FOSS code, updates, development expertise and advice. In turn, the peripheral participation of FOSS developers in these application projects can supplement the base of collaborating developers and users of the core systems.
Becoming a central node in a social network of software developers that interconnects multiple FOSS projects is also a way to accumulate social capital and recognition from peers. However, it also enables the merger of independent FOSS systems into larger composite ones that gain the critical mass of core developers to grow more substantially and attract ever larger user-developer communities [42, 59] . Multi-project clustering and interconnection enables small FOSS projects to come together as a larger social network with the critical mass [43] needed for their independent systems to be merged and experience more growth in size, functionality, and user base. It also enables shared architectural dependencies to arise (perhaps unintentionally) in the software components or sub-systems that are used/reused across projects [cf. 9, 32, 51] . FOSSD Web sites also serve as hubs that centralize attention for what is happening with the decentralized development of the focal FOSS system, its status, participants and contributors, discourse on pending/future needs, etc. Subsequently, there is growing research interest in understanding, modeling, and analyzing the social and technical networks of FOSS developers [9, 30, 41, 42] . Fig. 4 provides an example of a social network of FOSS developers spanning five projects, but interlinked by just two developers.
Other studies [28, 35] indicate that upwards of two out of three OSS developers contributes to two or more FOSSD projects, and perhaps as many as 5% contribute to 10 or more FOSSD projects. The density and interconnectedness of this social networking characterizes the membership and in-breeding of the FOSS movement [15, 17, 19] , but at the same time, the multiplicity of projects reflects its segmentation into specific socio-technical FOSSD domains.
All of these conditions for inter-project networking and alliance formation point to new kinds of requirements for collaborative software development-for example, network community building requirements, community software requirements, and community information sharing system (Web site and interlinked communication channels for email, forums, and chat) requirements [46, 57] . These requirements may entail both functional and non-functional requirements, but they will most typically be expressed using FOSS informalisms, rather than using formal notations based on Fig. 4 . A social network linking 24 FOSS developers in five projects through two "linchpin" developers into a larger multi-project community [42] . some system of mathematical logic known by few. Similarly, sharing beliefs, values, communications, artifacts and tools among FOSS developers enables not only cooperation, but also provides a basis for "common ground," shared mental models and experiences, camaraderie, and learning [cf. 20, 31, 38] .
As such, the emergence of alliances among multiple, internetworked FOSSD projects helps to sustain and expand the viability of each participating project, along with the community of contributing developers (who are also users) and peripheral users. Together, they collectively afford collaborative software development connections and opportunities that transcend the boundaries of the constituent FOSSD projects.
FOSS as a multi-project software ecosystem
As noted above, many FOSSD projects have become interdependent through the networking of software developers, development artifacts, common tools, shared Web sites, and computer-mediated communications. What emerges from this is a kind of multi-project software ecosystem, whereby ongoing development and evolution of one FOSS system gives rise to propagated effects, architectural and integration dependencies, functional conflicts, or vulnerabilities in one or more of the projects linked to it [33] . Fig. 5 depicts part of the FOSS ecosystem that supports a Web-based information infrastructure that interlinks Mozilla/Firefox Web browsers (and also Internet Explorer), Apache Web servers, NetBeans interactive development environment, Java development community (JCP), and others.
Interdependencies that span a software ecosystem are most apparent when FOSSD projects share source code modules, components, or sub-systems. In such situations, the volume of source code of an individual FOSSD project may appear to Fig. 5 . A depiction of a multi-project software ecosystem that supports Web-based information infrastructures [33] .
grow at an exponential rate when modules, components, or sub-systems are integrated in whole into an existing FOSS system [8, 35, 59, 62, 67] . Such an outcome, which economists and political scientists refer to as a "network externality" [50] , may be due to the import or integration of shared components, or the replication and tailoring of device, platform, or internationalization specific code modules. Such system growth patterns therefore seem to challenge the wellestablished laws of software evolution [39, 40] . Thus, software evolution in a multiproject FOSS ecosystem is a collaborative evolution ("co-evolution") process spanning interrelated FOSSD projects, people, artifacts, tools, code, and projectspecific activities [59, 69] .
It may also be useful to characterize a key evolutionary dynamic of FOSS as reinvention [cf. 58] . Reinvention is enabled through the sharing, examination, modification, and redistribution of concepts and techniques that have appeared in closed source systems, research and textbook publications, conferences, and the interaction and discourse between developers and users across multiple FOSS projects. Thus, reinvention is a continually emerging source for how to recreate, improve or invent new software functionality and quality in FOSS, as well as also a collaborative approach to organizational learning in FOSS projects [31, 38] . Said differently, reinvention is an effective way to learn how to innovate and invent, by re-producing and re-experiencing the technical problems, dead-ends, anomalous bugs, and challenges that others before them may have done. Reinvention is a way to (virtually) collaborate with those who have come before, which has long been a pedagogical strategy for education and learning.
Last, the layered meritocracies that arise in FOSS projects [34] tend to embrace or cultivate incremental innovations such as evolutionary mutations to an existing software code base, over radical innovations. These incremental mutations are most common in contributed revisions incorporated into daily/nightly builds of FOSS code. Radical software system changes might be advocated by a minority of code contributors who challenge the status quo of the core developers. However, their success in such advocacy usually implies creating and maintaining a separate version of the system through forking. Forking entails creating a duplicate copy of architected source code, then modifying or refactoring into a distinct new architectural configuration. Such forking may split/fragment a FOSSD project team into distinct sets of collaborators, which may results in no group having a sufficient critical mass of core developers. Thus, incremental FOSS mutations tend to win out over time since they more easily afford and sustain current collaboration patterns. Such affordance limits major FOSS system changes to arise slowly through meritocratic coordination and consensus building that give rise to new system versions with alternative architectural configurations [cf. 51, 58, 59 ].
Discussion
One discussion topic that immediately may come to mind is whether the collaboration affordances found in the FOSSD studies cited above might also be found in SE projects. At least four views of this topic can be considered.
First, we do not yet have in hand such a review of empirical studies of SE projects that identifies the collaboration affordances found therein, though such studies are starting to appear [cf. 29] . Though it might be an academic exercise to examine common SE textbooks to see what affordances for collaborative SE they might suggest or the reader might hypothesize, the point of this chapter was to focus review and examination of empirical studies of FOSSD to find what collaboration affordances are observed in these studies. So a fair and balanced comparison grounded in empirical studies is not yet possible due to a lack of such studies in SE projects.
Second, it is unclear to what extent such affordances found in SE projects that build proprietary (closed source) software systems in a centrally managed and controlled way, would be readily comparable to FOSSD projects that are selforganized and self-managed in a decentralized way. In traditional SE projects, developers are generally assumed to be collocated (although there are exceptions, like subcontracted, outsourced, or offshore development), while in FOSSD projects, developers are generally assumed to not be collated (with few exceptions like hackathons). Thus, while such an investigation might produce some sharp comparisons and keen insights, this is a matter that requires further empirical study.
Last, it is unclear whether there are studies of closed source SE projects that are organized as internetworked alliances, though it seems likely that networked multiprojects exist, though perhaps within the boundaries of a large corporate framework, or behind the corporate firewall [cf. 13].
Conclusions
This chapter provides a multi-level analysis of collaboration affordances that support free/open source software development work, through a review of dozens of empirical studies of FOSSD. Various kinds of collaboration affordances were identified with respect to individual participation in FOSSD projects, resources and capabilities that FOSS developers bring to a project, how FOSS developers cooperate and coordinate decentralized development activities, how multiple FOSSD projects coalesce into inter-networked alliances, and how FOSS ecosystems give rise to co-evolutionary patterns of growth and diversity. FOSSD can be understood as a socio-technical approach to collaborative software development supported through an array of collaboration affordances. The development of FOSS systems entails both the collaborative development of a networked project community, as well as the collaborative development of a network of software components and online artifacts. Consequently, some topics for further study can also be identified from this review.
First, it is possible to engage in systematic case studies of collaboration affordances that arise in comparable set of FOSSD projects. The findings reviewed in this chapter span multiple studies with different research methods, tools, data sets, and discipline-specific analytical lens [cf. 26, 30] . As collaboration affordances supporting software development are a relatively new topic of study, then it is appropriate to consider examining multiple FOSSD projects close up and in-depth to determine what affordances enable different kinds of collaborative activities in different development task situations. Case studies indicate such studies may rely more on qualitative, ethnographic field study and participant observation (i.e., become an active participant in one or more FOSSD projects to observe or discover collaboration affordances in action) [26, 55, 61] . Second, it may be possible to develop ways and means for mapping, visualizing, or animating collaboration affordances in action. As affordances associate properties of objects and actors that give rise to interactions in a situated environment, then it may be possible to identify and graphically portray these data elements in various kinds of networked representations [61] . There is a growing trend in studies focusing on social networks or technical dependencies within FOSSD projects to render their data and associations as different kinds of networks [10] . As such, how best to visualize collaboration affordances would be an intriguing avenue for exploration.
Last, as suggested in the Discussion section, there are numerous opportunities to study collaboration affordances within traditional software engineering projects. Similarly, there is need to systematically compare collaboration affordances found in FOSSD and SE projects so as to see what's similar, what's different, and why. The study of collaboration affordances in projects that seek to actively embrace and practice both FOSSD and SE is mostly unexplored territory, and many such projects can be found at the Tigris.org "open source software engineering" Web portal. Finally, as the review in this chapter indicates that affordances for collaborative software development can be analyzed at different/multiple levels of analysis, then multiple analytical lenses are now available to help focus new studies of collaborative software engineering. This chapter marks a starting point for further study.
