Pair-programming has been found to be very beneficial in educational settings. Students who pair in their introductory programming course are more confident, have greater course completion and pass rates, and are more likely to persist in computer-related majors. Although pairing helps all students, we believe that it is particularly beneficial for women because it addresses several significant factors that limit women's participation in computer science. We provide reasons for our belief that pair-programming helps women persist in these majors. We also repeat, with special emphasis on the impact on women, some details published elsewhere regarding our experiments on pair-programming with college and university students. Additionally, we provide new data that supports our original findings.
INTRODUCTION
A 2000 UCLA survey of over 400,000 entering freshman at 717 colleges and universities across the US reported the largest confidence gender gap in computer skills in the 35-year history of the survey. The gender gap in computer use was almost non-existent (79.5% men and 77.8% women reported frequent computer use); however, only 23.2% of the women versus 46.4% of the men rated their computer skills as "above average" or within the "top 10 percent." Also, 9.3% of the men versus 1.8% of the women reported intent to pursue computer programming careers [Sax 2000 ]. This computer science gender gap has been extensively written about and, unfortunately, has been widening [Camp 1997; 2001In 2004 of the SAT I test takers had completed computer literacy-related course work or experience. The majority (55%) of these students were women, yet when narrowed to course work or experience in computer programming, the percentage of women dropped to 40%. In addition, of the 5% of the 2004 SAT I test takers who intended to major in computer or information science once in college, only 14% were women [College Entrance Examination Board 2004] .
As reported by the Computing Research Association (CRA), little change has occurred during the years from 1993/1994 to 2002/2003 , when less than 20% of the computer engineering/computer science BS degrees were awarded to women in each of those years.
During that same period, when gender data is available from the National Science Foundation (NSF), the percentages of science and engineering BS degrees granted to women has steadily increased, with the percentage of women at 50% in the years /2001 [CRA 2005 . Even the most mathematically talented women favor medicine and law over careers in information technology because they perceive those professions as more socially meaningful and interactive [Lightbody et al. 1997] . This is consistent with the AAUW [2000] report that girls are not avoiding high-tech careers because they are failing in them. Rather, the AAUW report identifies the following reasons why fewer women are majoring in computer science (CS):
(1) the widely held perception that a career in computing is not well-rounded or conducive to family life; (2) the belief that work in the information technology field is conducted in a competitive rather than collaborative environment; (3) the perception of CS as a solitary occupation that is not well integrated into social discourse or social institutions; and (4) concerns about safety and security reported by women and their friends and families about working alone at night and on weekends in computer laboratories.
We propose that using pair-programming in college and university CS courses could address three of the reasons why fewer women major in CS; we also have suggestions for removing the last of the four reasons. We present promising results from three studies regarding the use of pair-programming in beginning programming courses. These findings show that students who pair-programmed were more confident in their programming solutions and enjoyed completing the assignments more than students who programmed alone. Paired students were more likely to complete the course, and consequently to pass it. Results have been published regarding a primary study of over 500 mostly residential students in introductory programming courses at the University of California, Santa Cruz (UCSC) [McDowell et al. 2003 ]. We report here previously unpublished findings regarding a repeat of this study, with over 200 students at two additional institutions of higher education: San Jose State University (SJSU) and Cabrillo College, both commuter campuses. We found that the new findings mirror those at UCSC regarding confidence and pass rates. Due to smaller populations, we do not have statistically significant results in most of the areas for the subset of women at the two commuter campuses. We refer to this second experimental group as the secondary study. We also report on an additional group of UCSC students from the 2003-2004 academic year, which we refer to in this paper as the tertiary study. Paired students performed as well on final exams taken individually as solo students did. For the primary study, we also looked at whether students continued to register as CS-related majors one year later. We found that paired students were more likely to persist in this major. Significantly more paired women programmers than solo women programmers went on to declare a CS-related major [McDowell et al. 2003 ]. Hence we claim that pair-programming holds promise for closing the gender gap in CS.
WHAT IS PAIR-PROGRAMMING AND HOW CAN IT BE USED IN EDUCATION?
Essentially all non-trivial software projects are created collaboratively. Almost all professional programmers have, on occasion, worked with another colleague on one computer to debug a program that didn't work as expected. This informal process involving two collaborators using a single computer has been formalized as pair-programming, and become widely known because it is a key practice of the extreme programming (XP) development methodology [Beck 2000] . In XP, all software is designed, developed, and tested using pair-programming. While pairing, one of the programmers, referred to as the "driver," controls the keyboard and mouse and is responsible for entering program code. The second programmer, known as the "navigator," sits next to the driver and watches for errors, discusses alternative design approaches, and offers suggestions. The programmers regularly trade roles while pairing. Two goals of pair-programming are to have all code created collaboratively by the pair and to have the pair collectively "own" the code. Code written by only one member of the pair is reviewed by both partners together before it is officially accepted as part of the program.
Traditional undergraduate introductory programming courses generally require that students work individually on their programming assignments. In these courses, working with another student on a homework programming assignment constitutes cheating and is not tolerated. The only resources available to help students overcome problems that they may be having are the course instructor, the textbook, and the teaching assistant. Students are not allowed to work with their peers, who are also struggling with the same material. A female student interviewed by Berenson et al. [2005] observed that "you have to do all this stuff on your own and there's nobody to talk to and to ask a question to." This pedagogical approach teaches students that software development is an individual activity, thus possibly giving students the mistaken impression that software engineering is an isolating and lonely career.
Collaborative methods are often used in upper-division computer science courses such as compiler design or software engineering in which group projects are encouraged or mandated. A software engineering instructor will sometimes offer assistance to the student groups regarding techniques for collaboration. One example is the research on agile processes, including pair-programming in software engineering courses at NCSU [Berenson et al. 2005] ; but the topic of collaboration is rarely discussed in other CS courses.
By deferring collaborative exercises to the upper-division courses, we believe that many CS departments are losing female students who are interested in computer science but became discouraged by its focus on individual, socially isolating work. As reported by Berenson et al. [2005] , a female student "said she had been taking computer science courses for three years and did not know anyone in her classes." This changed when she began to pair-program.
We recommend requiring students to pair-program in all introductory programming courses. We introduce our students to pair-programming by having them read "All I Really Need to Know About Pair Programming I Learned In Kindergarten" [Williams and Kessler 2000a] . Additionally, we have published pair-programming implementation guidelines that we derived during our primary study [Bevan et al. 2002] . One of us (Hanks) also uses the "pair-draw" exercise to help students appreciate the benefits of pairing [Kerievsky 2004 ].
HOW DOES PAIR-PROGRAMMING LEAD TO WOMEN PERSISTING IN CS?
In the 2000-2001 academic year, 555 students (141 women, 413 men, and 1 whose gender was not reported) participated in a study on pair-programming at UCSC. We studied four sections of our introductory programming course which were taught by three different instructors. In three of the sections, students pair-programmed; in the fourth they worked individually. The instructor of the solo section also taught one of the paired sections, and is a co-author of this paper (McDowell). The statistics summarized here were collected as part of that study and reported in McDowell et al. [2003] . There was no significant difference between the pairing and non-pairing students with regard to high school GPA, transfer GPA, or SAT math scores. We wanted to answer several questions with our study; one was "Are women who pair-program in their introductory programming course more likely to complete and pass the course?" Our definition of course completion is that the student took the final exam; to pass the course, a student had to receive a grade of "C" or better. A comparison of paired and solo women (101 versus 39) showed that those who paired were more likely than those who worked alone to complete the course (88.1% versus 79.5%, p = .19). The 8 percentage point difference in completion rate is practically significant although not statistically significant. For men, a 10 percentage point difference in completion rates between the paired and solo students was significant (91.7% versus 81.5%, p < .05 ). Although the increase in completion rates was similar for women and men, the lack of statistical significance for the women can be explained by the much smaller number of women in our study (140 women compared with 411 men). Among those who completed the course (by taking the final exam), the difference in pass rates between paired and solo programming students was not statistically significant (79.6% versus 78.2%); statistics from our secondary study validate these findings. A comparison of paired and solo women (13 versus 20) shows that those who paired were more likely than those who worked alone to complete the course (92.3% versus 75.0%, p = .21). The 17 percentage point difference is practically significant but not statistically significant. For men, a 15 percentage point difference between the paired and solo students was significant (85.1% versus 69.9%, p < .05). Among those who completed the course (by taking the final exam), the difference in pass rates between paired and solo programming students was not statistically significant (79.1% versus 87.9%, p = .15). However, using our terminology, it can be said that it is practically significant that more of the solo completers passed the class. If we look at all of the students, significantly more of the paired students than solo students passed the course (66.0% versus 52.3%, p < .05).
Further evidence that female students who pair-program perform better is provided by data collected in three additional sections of our introductory programming course as part of the tertiary study conducted by a co-author of this paper (Hanks). All students in these courses paired. Of the 24 female students who participated in the study, 23 (95.8%) took the final exam, and 21 passed the course (91.3%). Similar rates were seen for men. Of the 91 men enrolled in the three sections of the course, 85 (93.4%) took the final exam and 78 passed the course (91.8%) These rates are comparable to or better than those reported in our primary study.
Our second question concerns retention in CS-related majors. We wanted to know if pair-programming in the introductory classes led to increased numbers of women persisting in CS. We followed students in our primary study for one full academic year after the introductory programming course. We only followed students who had passed the course with a "C" or better. Our sample size was decreased further by students leaving UCSC. Furthermore, the numbers reported here only include students who stated on the first day of the introductory class that their major (or intended major) was in CS or a CS-related field. Even though our introductory programming course was primarily intended for CS or CS-related majors, the class included students majoring in a wide variety of fields. For this part of our analysis, our sample size was 237 (51 women, 186 men). A significantly higher percentage of the students who paired in the introductory course attempted the subsequent programming course required for CS-related majors (76.7% versus 62.2%, ÷2(1) = 6.17, p < .05). A separate analysis by gender revealed an 18.2% difference for paired versus solo women (73.8% versus 55.6%). The increase in attempt rates by women who paired over solo women was not statistically significant (÷2(1) = 1.19, p =.27), even though the same approximate difference (18.6%) in attempt rates was seen for paired men versus solo men, and was statistically significant (88.0% versus 69.4% ÷2(1) = 7.60, p < .01). Again, the lack of statistical significance for the data on women is probably attributable to their relatively small numbers in this part of the analysis. Among the students in our study who attempted the second course (which did not use pair-programming), we found no significant difference in pass rates between paired and solo students. Thus, more students who paired passed the introductory course, more of these students attempted the second course, and this larger pool of students passed the second course at similar rates to those who worked alone in the introductory course.
As a second measure of retention, we wanted to know if the paired women students were more likely to declare a CS-related major one year after completing the introductory programming course. We found that 59.5% of the female potential CS-majors who paired declared a CS-related major one year later, compared with only 22.2% of the women who worked alone. This result is both practically and statistically significant (÷2(1) = 4.14, p < .05). Men who paired were also more likely to have declared a CS-related major one year later than those who worked individually (74% versus 47.2%, ÷2 (1) = 9.70, p < .005). The same pattern was seen for our students who successfully completed the introductory programming class and were still enrolled at UCSC one year later, regardless of what major (or no major) they declared on the first day of the introductory course.
The potential impact of the increased retention rate on the gender gap can be seen by looking at a hypothetical example. Assume that there are 100 potential computer science majors (50 women, 50 men) enrolled in an introductory programming course. If these students worked alone, one year later there would be 35 declared majors, 31% of whom are female (22.2% of 50 women and 47.2% of 50 men). If these students paired, then one year later there would be 67 declared majors, 45% of whom are female (59.5% of 50 women and 74% of 50 men).
Another area of concern was the potential impact of pair-programming on student confidence. We believe that students who are confident of their computing abilities will be more likely to pursue studies in those areas. As part of our study, we asked students to complete a short questionnaire when they turned in each of their programming assignments. To assess student confidence levels, we asked them to respond to the following question: "On a scale from 0 (not at all confident) to 100 (very confident), how confident are you in your solution to this assignment?" Overall, students who paired reported significantly higher confidence in their program solutions than students who worked independently (89.4 versus 71.2, p < .001). This is consistent with the findings from interviews of female students by Berenson et al [2005] . Although as a group all the men were significantly more confident than all the women (87.0 versus 81.1, p < .001), there was a significant interaction between pairing and gender with regard to reported confidence. Simple follow-up tests of the interaction indicated that pairing resulted in increased confidence for both women (86.8 versus 63.0, p < .001) and men (90.3 versus 74.6, p < .001). We also found that the gender of a student's partner was unrelated to the confidence level of that student. Women's confidence increased by 24 points when they paired, compared with a 15 point increase for men. It appears that pairing has a greater effect on confidence levels for women, and therefore may have a visible, positive impact on the gender gap. Unpaired men reported 1.18 times greater confidence than unpaired women, while paired men reported 1.04 times greater confidence than paired women. Pairing seems to close the confidence gap between women and men. Similarly, for our secondary study, paired women reported greater confidence levels than unpaired women (83.2 versus 72.6, p = .31), but this increase in reported confidence is not statistically significant, probably due to the small sample size (n = 22). The average reported confidence level for all paired students in our secondary study was 86.6 versus the average reported confidence level for all unpaired students of 76.0. This difference is significant with p < .005.
We asked participants in our tertiary study at UCSC (in which all students were paired), to answer the same question pertaining to confidence. We found that these paired students exhibited similar levels of confidence as the paired students in our original study. In the more recent study, the average confidence level for all students was 88.7; it was 88.8 for men, and 88.3 for women. The results from our secondary and tertiary studies add weight to our earlier finding that students who pair are more confident in their work and that the gender gap in confidence is diminished with pair-programming.
WHY DOES PAIR-PROGRAMMING LEAD TO WOMEN PERSISTING IN CS?
Women's belief about the solitary nature of computer science is confirmed when they enroll in an introductory programming course that requires programming assignments to be done individually. Instead, when pair programming is used, it is possible that women view programming as a collaborative exercise. Williams and Kessler suggest that "peer pressure" may be at work as a possible explanation for higher completion rates among paired vs. solo programming students [Williams and Kessler 2000a] . It may be the collaborative aspect of pair programming that is a major reason that the students remain in the class. The increased levels of confidence that can be attributed to pairing are probably also a factor in improved retention.
It is important to us not only that women stay in the class but that they pass at similar rates to men. Given that the exams are taken individually, the paired students are mastering the course material at the same rates as the solo students. Additionally, if a "pair-oriented culture" is encouraged by having short discussion periods during class time, then women might question their belief that work in the information technology is conducted in a competitive rather than collaborative environment. They might also question their perception of CS as a solitary occupation that is not well integrated into social discourse or social institutions. Another serendipitous outcome of pair-programming is that no one works alone late at night or on weekends in a computer laboratory. Partners work together. We hypothesize that for the reasons given above, pair programming contributes to women persisting in CS.
One reason not addressed by pair programming as to why fewer women major in computer science (as stated in the AAUW report) remains. The report states that women believe that a career in computing is not well-rounded or conducive to family life. An effort needs to be made by the authors of introductory programming textbooks to create exercises and examples that "highlight the human, social, and cultural dimensions and applications of computers rather than the technical advances, the speed of the machines or the entrepreneurial culture surrounding them" [AAUW 2000, p. 10] . There seems to be some hope for such an outcome: The recent Java textbook by Cohoon and Davidson [2004] includes programming exercises and examples drawn from fields such as medicine, personal finance, health and fitness, and data visualization. We are encouraged by this, and hope that other authors follow this lead.
CONCLUSIONS
Pair-programming is shown to be beneficial to all students. We argue that it is particularly beneficial for women because it addresses factors that potentially limit their participation in CS. The collaborative nature of pair-programming teaches women students that software development is not the competitive, socially isolating activity that they imagined. It encourages women to pursue computer science as a major and as a potential career. Because of this, we strongly advocate the use of pair-programming in all introductory programming courses. We are now using pair-programming in all introductory programming courses we teach. Additionally, we use optional pair-programming in all upper-division programming courses we teach. The teachers who experimented with pair-programming for the secondary study all strongly believe in it and encourage their students to use it. We suggest you try it too!
