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This report presents the supporting research, methods, and outcome of an endeavour to develop a 
centralised control system using NI Labview for unmanned aerial vehicles developed by Bitcraze. It outlines 
the structure of the work, the product, and its capabilities and significance as a contribution to the body of 
knowledge surrounding drone technologies.  
In order to present precedent for the project and potential avenues of work, the current literature detailing 
similar applications and systems are summarised. These sections highlight preferable potential design 
choices and constraints, which were considered before a method was devised. From this research, the 
approach chosen for the development of the controller is detailed.  The final method chosen was that of a 
controller developed within NI Labview and radio transmission via the Crazyradio PA dongle. This would be 
used in place of Bitcraze’s controller, the Crazyflie PC Client. The positioning would utilise the TDoA 
algorithm for positioning in combination with the Loco Positioning System.  
The background of the system topology is then given. This outlines all aspects of the system which warrant 
significant explanation before the underlying methodology for the controller program can be presented. 
One important aspect was that of creating drivers for the Crazyradio dongle. The procedure for multi-UAV 
communication is then described. This involved assigning each Crazyflie a unique address, so that 
multiplexing could be performed with a single radio transceiver. The setup of the LPS and the sequence 
reasoning is described, as this functionality was a large component within code design. The final two 
sequences chosen for drone travel are a “snake” and a “circle” formation, devised to avoid collision and 
crashes. 
A high-level walkthrough of the Labview VI assists in understanding the process followed and the potential 
for development of the existing code in the future. The most noteworthy sections of the code are analysed 
and explained, with reference to the findings of the investigation for the original system.  
The outcome of the project is presented and critically examined. This includes a summary of the capabilities 
of the final product, as well as an assessment of the performance. It was determined that the controller 
effectively satisfied the key objectives defined for the endeavour. Any aims which were not adequately 
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fulfilled are discussed, and potential methods for their future development are detailed. The most 
significant unfulfilled objective was implementing functionality for logging data. Potential areas for 
exploration through future endeavours, such as autonomy and inter-UAV communication, would allow for 
more complex swarm behaviour to be explored. 
The result of the project was a controller capable of communication with up to five UAVs. It was capable 
of flight and position control and replicated the functionality available within the original Bitcraze client. 
This product reinforces the worth of unmanned aerial vehicle technology in the advance of society and 
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The Project endeavours to explore the control of unmanned aerial vehicles from a centralised controller. 
This controller will aim to replicate the basic capabilities of a drone controller and expand on these in 
order to gain an understanding of a complex UAV control system.  
The technologies to be utilised are designed by Bitcraze and will provide the physical framework for the 
system. The controller’s construction should be based on Bitcraze’s PC client and the technologies with 
which it cooperates. Precedent set by past projects of similar applications will help to determine the 
most effective methods for production of the scope of work.  
The development of this controller will allow for further investigation of UAV systems for use in 
applications such as swarm control and remote sensing. The project will produce long term goals for the 
work, post-completion, of this dissertation. In addition, the work will contribute ideas to the pre-existing 
body of knowledge surrounding controllers for this platform.  
The development of the final product will contribute to an in-depth understanding of UAV technologies 
at their lowest layer. It will serve to uncover the difficulties surrounding drone applications and produce 
work which can assist in mitigating these difficulties. The project will reinforce the importance of these 




2. Literature Review 
By investigating the current methods available for UAV system implementation, new methods can be 
determined which could improve the efficiency and effectiveness of drone systems. These 
improvements create new opportunities for drones to enhance our universal quality of life, by 
improving safety, or simply by improving the efficiency of work.  
This section will review and discuss the current literature surrounding UAV systems and their design. 
The numerous applications and industries which drones play a role in will be explored, before presenting 
some options for system configuration and the benefits of these. The review will then detail the 
importance of positioning, and the technologies available for communication in order to achieve 
control. A range of instrumentation is compared to highlight the necessity of sensors to a design when 
data collection and adaptability are desired. Finally, more complex elements of UAV systems are 
discussed to demonstrate avenues of development which would greatly enhance the effectiveness of 
the technology.  
The study of this body of knowledge will isolate the aspects of the project which are less documented, 
to ensure that the endeavour will produce work which might serve as a substantial contribution to the 
pre-existing literature. As the project aims to make use of National Instruments Labview as a control 
software, it is imperative to examine the components surrounding and effecting the controller’s 
operation. This will improve the author’s understanding of the overall project method. The Literature 
Review will also explore possibilities for development, both in the context of this work and the future. 
 Introduction 
The project and final dissertation will examine the feasibility of using NI Labview as a controller for 
Bitcraze Crazyflie 2.0 UAVs. However, the method for implementation will be dictated by the application 
which is to be explored. The chosen purpose for the system is that of remote sensing in a metallic, 
indoor plant, and though research conducted will focus on all areas of application, it will uncover 
precedent for similar applications.  
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NI Labview is a software which has little to no documentation involving its use with the Bitcraze Crazyflie 
drones. For this reason, the existing methods for communicating with a controller will be discussed, 
creating a guideline for the project procedure.  
UAV Applications  
Though UAVs originally were designed for military applications [2], their uses today span across 
industries and audiences. Drone capabilities have evolved such that they have now become a cost-
effective everyday solution for areas such as life search and rescue, fire-fighting, surveillance, mineral 
exploration, ground mapping, and freight carrying [3]. The requirements for a drone control system are 
application specific, due to the effect of an environment on a drone system’s performance, and for this 
reason, it is helpful to understand the technology available. 
UAVs are particularly useful in the application of remote sensing. First introduced in 1917 during WW1, 
early unmanned aerial vehicles were bulky, unreliable and undervalued [4]. However, the development 
of UAVs for military purposes allowed for increased payload carrying capabilities, meaning larger, 
heavier, and more accurate sensors could be affixed to drones [5]. Major developments for data 
measurement applications first occurred in the 1970s, when NASA took steps towards developing drone 
technology for high altitude sampling purposes [5]. Inspired by these attempts, smaller companies 
began to develop UAVs further, for applications such as atmospheric sampling and vegetation 
monitoring [5].  
Today, remote sensing has proved to be highly useful in industry, for both safety benefits and data 
collection spanning a variety of environments [5]. 
For example, the 20m wide drone named “Ikhana”, able to carry external payloads of up to 900kg, has 
demonstrated immense success over its 20 missions [5]. Developed by NASA, the UAV made use of its 
image sensing capabilities in order to communicate wildfire information remotely, allowing for dynamic 
monitoring of the disasters [5]. This mapping of the fires allowed for more efficient and effective 
firefighting [5].  
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Drones known as “Global Hawks”, also deployed by NASA, make use of over 10 different instruments to 
measure “trace gases, aerosols, and dynamics of the upper troposphere and lower stratosphere” [5]. 
These UAVs has been used for applications such as hurricane monitoring, weather forecasting, and 
other atmospheric research [5]. 
The construction industry can also benefit from drone technology [2]. Uses such as land-surveying, 
safety surveillance, and equipment transportation and tracking are just a few of the ways in which 
drones can assist in the construction process [2].  
In agriculture, UAVs can be utilised for crop analysis, such as height monitoring, soil and feed analysis 
[6]. However, pesticide spraying is also a major application, particularly for larger farming areas, as it 
significantly eases a farmer’s workload [6].  
The payload capabilities of drones allow more accurate and high-quality measurements to be taken, 
due to the weightiness of more advanced instruments [5]. In addition to visible band cameras, 
hyperspectral cameras and thermal imagers, laser scanners (LiDAR) are also common instruments for 
data measurement, allowing for point cloud models of objects or environments to be generated [7]. 
Swarm Applications 
Though drones have evolved to become highly useful for a wide range of applications, they exhibit many 
weaknesses as singular entities [8]. As the payload of a drone is relatively small, the choice of which 
sensor to attach must be made before flight, rendering the data collection capabilities limited [8]. 
Drones have short flight times and limited travel ranges from the controller [8]. As environments 
become more complex, obstacles may also provide limitations for communication, interrupting line of 
sight connections [9]. Many of these issues can be mitigated through the use of multiple cooperative 
UAVs [8]. 
Swarm design aims to allow for the ultimate goals of a system to be known by individual units, but for 
them to exhibit autonomy [9]. This autonomy allows for complex environments and scenarios to be 
experienced by a swarm, without requiring intervention from a central controller [9]. Units are also 
capable of completing different goals while still maintaining a cooperative network [9]. Data and 
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commands are transferred between devices in the system in order to promote this cooperation [9]. 
Swarm networks can be extended to contain a number of groups of swarms, all completing different 
missions [10]. Each device is capable of making decisions for the benefit of all swarms, such as migrating 
to another group to support the overall mission [10].  
In the military sector, the introduction of swarm capabilities can allow for applications such as 
cooperative surveillance [8]. In this case, UAVs can split up and follow multiple targets for monitoring 
[8]. UAVs can act as relay nodes to extend connection to the controller, thus increasing the range of the 
system [8]. The issue of limited battery life can also be mitigated – when one UAV begins to run low on 
power, another can take its place, ensuring that the goal of the system can continue to be pursued and 
handover is performed seamlessly [8]. A swarm would also allow a range of sensors to be carried despite 
small payload maximums, allowing the benefits of small drones (such as lower power consumption and 
more nimble movement) to be maintained [8]. 
Drone swarms exhibit benefits in applications where an array of tasks compose the overall goals of a 
mission [11]. For example, emergency scenarios requiring life-saving supply deliveries, such as natural 
disasters, are not suitable for single drone solutions [11]. These situations require immense efficiency 
and are time-critical, and so multiple UAVs each completing a division of the labour are a clear solution.  
The Crazyflie 2.0 provided by Bitcraze is an ideal platform for simulation of the above applications and 
environments. The ease of modifying both the software and hardware allows for a complete 
workaround of the suggested system implementation, and for this reason it is crucial to investigate 
technologies which may benefit an application more than those currently used.  
 System Topologies 
Though this thesis will focus on control of UAVs by a centralised controller, decentralised control also 
exhibits benefits within a system. A centralised controller will communicate with drones and make 
decisions on their behalf from a set location [12]. It will set a goal, such as a flightpath or velocity, for 
the devices, and send instructions in order to complete these [12]. A decentralised system will not 
require explicit instructions from a controller. Instead, devices within the system will cooperate with 
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those surrounding them to achieve the tasks [12]. In order to do this, drones must communicate and 
make their own decisions to avoid collision [12].  
Due to the mobile nature of UAV networks, a suitable topology for communication within a swarm 
system is that of the wireless mesh network [13]. This structure allows for each node within the system 
to facilitate the transport of information to other devices [13]. This structure also allows for the addition 
or removal of nodes while still demonstrating normal behaviour [13]. However, all nodes participating 
in information transfer must perform their forwarding tasks in order to allow communication as the 
network is cooperative [13]. It is apparent that cooperation, when possible, allows for a more versatile 
and adaptable system.  
 Communication 
As drones are unmanned in nature, communication must take place between the UAV itself and a 
remote operator, to pilot the device. This operator will make use of a human machine interface (HMI), 
or what this review will refer to as the controller. In the case of the Crazyflie, a “link” is employed to 
transmit signals to the UAV. This link is in the form of a USB radio transmitter called the Crazyradio PA. 
This path of communication has led to the discussion of two separate technology choices for a system 
– between the controller and the link, and from the link to the device. The latter will be discussed first, 
as it is dictated by the operation environment.  
Communication – Link to UAV 
The environment in which a UAV will operate in plays a large role in determining which network protocol 
is suitable for communication. For example, as typical search and rescue applications can be within 
alpine environments so WiMAX (or IEEE 802.16) is an appropriate technology for these networks [14]. 
However, other technologies, such as WiFi (IEEE 802.11), Zigbee, Xbee, LTE or Bluetooth, to name a few, 
may demonstrate advantages for other environments and applications [14]. It is imperative that the 




WiFi technology exhibits high throughput rates and coverage range, with up to 250 m radius outdoors 
[14]. Though its data transfer rate is high, it is relatively inaccurate for positioning (through Received 
Signal Strength) compared to standards such as UWB [15]. For this reason it is more appropriate as a 
communication method.  
Bluetooth 
Operating in the 2.4 GHz band, Bluetooth has a relatively low range for communication (between 10 - 
15 m maximum) [16]. It is a technology which is already implemented across many devices, and the 
transceivers are small in size, making them an ideal option for devices where payload size can be limited 
[16]. All Bluetooth tags carry a unique ID [16], and the network can accommodate up to seven devices, 
in either a point-to-point or point-to-multipoint configuration [17].  
Cellular 
Due to relatively communication ranges (50 - 200 m), cellular mobile networks are useful for 
communication outdoors [16]. This varies through different environments, with higher reliability in 
urban areas, and where one or more base stations can provide higher received signal strength to devices 
[16].  
UWB 
UWB is a simple, low-cost, high precision radio technology [15]. UWB technology makes use of pulses < 
1 ns in duration with low duty cycles [16], operating in a frequency band of between 3.1 and 10.6 GHz 
[18]. UWB tags consume little power and can be used without interfering with other RF systems [15] 
[16]. Signals are easily filtered and are also able to pass through most solid objects easily, with minimal 
signal distortion [16]. Exceptions to this, similar to GPS, are metallic objects and liquid bodies [16].  
ISM – 2.4 GHz 
The Crazyradio PA makes use of the 2.4 GHz ISM band [19], just outside of the frequency range of UWB. 
It operates over 125 channels and is able to communicate at 3 data rates [19].  
Though relatively close in frequency band, UWB and the 2.4 GHz ISM band technology utilised by the 
Crazyradio exhibit significant differences in performance. For low range, line of sight or non-line of sight 
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conditions, UWB is a higher performer [20]. However, 2.4 GHz radio technology is more suitable for 
higher range communication purposes [20].  
It is essential to consider the quality requirements and characteristics of a network before selection. 
The network topology, speed requirements, allowable latency, power consumption, and network size 
all need to be known in order to analyse the technologies on offer [14].  
Communication – Controller to Link  
The method for communication between the link and device will dictate which technology will be 
involved between the controller and the link itself. For example, if Bluetooth is used for communication, 
the controller will need to use the correct protocol, drivers, and specifications to correctly send and 
receive information to and from a Bluetooth transmitter. In the case of the Crazyflie, a Crazyradio PA 
dongle is the recommended link between the controller and a drone. The Crazyradio PA is designed to 
work with open-source drivers and firmware for use by host controller applications, so it will be 
necessary to study these protocols to make it function with Labview software.  
In the case of most computers or smartphones, Bluetooth is a pre-existing functionality [21]. For this 
reason, a Bluetooth capable controller would be beneficial for many UAV platforms. However, 
Bluetooth can also be utilised through a USB Bluetooth dongle [22]. In addition to the widely available 
documentation surrounding the protocol, this advantage renders USB a viable option for 
communication.  
 Positioning 
Though a human can fly a drone by eye along a precise trajectory, this task can often prove to be 
unpredictable and require immense skill in order to pilot the drone effectively. For this reason, it is often 
useful to employ a positioning system to ensure the drone can follow a desired trajectory.  





GPS is a high functioning positioning method for outdoor environments [16], providing accuracy of 
between 1 – 3 m [23]. The system encounters difficulties in areas with large amounts of metallic 
infrastructure present or in canyon-like areas [23]. Indoors, GPS accuracy is limited to an average of 5 – 
50 m [16]. 
The small scale of indoor environments results in a requirement for higher positioning accuracy [23]. As 
GPS is proven to demonstrate limited accuracy indoors, a suitable substitute must be utilised instead 
[23].  
Local Positioning Systems 
Local positioning can exist in four main forms [16]. The first, called remote positioning, involves a mobile 
signal transmitter, whose location is to be determined [16]. Multiple stationary units receive a signal 
from the mobile device, and a master device makes use of these to determine the location of the 
transmitter [16].  
A second form, called self-positioning, combines the mobile transmitter and the master device, enabling 
the mobile object to determine its own location relative to the fixed units [16].  
Indirect remote positioning is similar to self-positioning, except the measurements received by the 
mobile device are wirelessly sent to a remote device for position determination [16]. Indirect self-
positioning describes the opposite – the measurements are sent from the remote device to the mobile 
device [16].  
The LPS provided by Bitcraze, called the Loco positioning system, is a combination of self-positioning 
and indirect remote, as the positioning information is calculated onboard the mobile device relative to 
the stationary units [24]. However, the information is then sent to a remote master controller for 
monitoring purposes, allowing the possibility for autonomous flight [24].  
Position Determination 
The Loco Positioning System provides the framework for a local positioning system (LPS). The method 
in which the position is determined can be altered by a user within the firmware.   
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Time Difference of Arrival 
The Bitcraze Loco Positioning System and many others make use of the Time Difference of Arrival (TDoA) 
method in order to determine the position of a tag relative to its anchors [24]. The method makes use 
of a transmitted signal originating from the device whose position is unknown (the tag) [25]. This signal 
travels at a known speed, and is received by the anchors, delayed by a time related to the distance [25]. 
The difference between the delays of these signals results in a hyperbolic function, which can then be 
correlated to the position of the device [25]. TDoA was chosen as the positioning method as it was more 
accurate when compared to Two-Way Ranging [26]. 
Two-Way Ranging 
To determine position using two-way ranging, the device will begin by sending a radio signal to a node 
[26]. This node will receive the signal, then wait a known amount of time before responding [26]. The 
time between the first signal transmission and the final signal returning to the device allows for a time 
of flight to be calculated [26]. From this, as the speed of radio propagation is known, the distance can 
be determined [26]. To calculate a 3D position, a minimum of 4 nodes are required [24].  
Received Signal Strength 
The multipath effect can disrupt the transmittal of radio waves through a medium, and therefore 
interfere with a distance calculation relying on this infant [16]. An alternate method makes use of the 
received signal strength (RSS) to estimate the distance of a node to a receiver [16]. RSS assumes that 
the further away a node is, the more signal strength will be lost in communication to a receiver [16].  
Lateration & Angulation 
Lateration is used to determine the relative position of an object [16]. The process makes use of the 
distances calculated through TDoA, two-way ranging, or RSS in order to perform its calculation [16]. If 
the distance of an object from a node is known, then the object will lie anywhere on a circle surrounding 
it, with this distance as its radius [27]. However, by adding more nodes, the position of the object can 
be estimated by the intersection of these circles [27]. The position of an object in two dimensions can 
be estimated using three nodes (shown in Figure 1: Lateration; nodes (P1-3) and their distances (r1-3) 




Figure 1: Lateration; nodes (P1-3) and their distances (r1-3) to an object in 2D [27] 
Angulation is a useful method as it requires less nodes, it is subject to lower accuracy as the device’s 
distance to the nodes increases [16].  
 Instrumentation 
The incorporation of sensors allows a drone to understand the characteristics of its environment and 
enables it to adapt accordingly. If positioning capability is not practical, a UAV would benefit 
tremendously from relative movement awareness, allowing it to control its velocity and travel path. In 
the case of remote sensing, in both indoor and outdoor environments, obstacle avoidance is imperative 
to ensure uninterrupted operation and adaptability of drone systems. This functionality would allow for 
a drone to travel autonomously without intervention in a stable and healthy condition, and avoid 
disturbing the surrounding environment. Alternate sensors can allow for target tracking or temperature 
sensing, or simply transmitting raw images to a human controller for analysing. The choice of 
instrumentation will be determined by the capabilities of the drone itself, including its maximum 
payload and its application.  
Infrared Radiation Sensor 
All bodies with temperatures above 0 K emit infrared radiation, and the wavelength of this will depend 
on the temperature of the body [28]. The sensing of this radiation can be used to capture images similar 
to a camera, which reveal the temperatures of the objects within a scene [28]. This application can be 




Cameras can be utilised in order to obtain a 3D scan of an environment [29]. Image processing 
techniques can then recognize patterns within the data to obtain positioning information and generate 
maps of the scene [29]. Multiple cameras can also be used as an approach for positioning of a UAV, as 
well as time of flight cameras [29]. Target detection is also possible through use of image recognition, 
as artificial targets often exhibit high contrast relative to their natural backgrounds, and so are easily 
detected [30].  
The tilt angle of a drone is often assumed to be negligible – however, in extreme flying conditions, this 
should be taken into account to avoid corrupt data from angled cameras [12].  
Optical Flow Sensor 
Optical flow sensors are useful in scenarios where a UAV must navigate without knowledge of its 
position [31]. The sensor will capture a scene, similar to a camera, in order to output the rate of 
movement of the pixels it has captured [32]. This will allow for the calculation of the velocity of the 
drone to be determined [32].  
LiDAR 
LiDAR scanners make use of a number of laser beams at different angles, sending and receiving reflected 
signals at high frequencies [33]. As the velocity of light is known, the distance can be calculated using 
the time of flight measurement [33]. This allows for the generation of point cloud models, which can 
assist in obstacle avoidance and autonomy of UAVs [7].  
 In Summary 
It becomes apparent from the available knowledge of UAV systems that there are few limits to the 
possibilities surrounding drone applications. Though this review presents only a small portion of the 
available knowledge of UAVs, it outlines the major design choices that should be considered, during this 
project or any venture involving such technology.  
The summarised literature is also key in highlighting alternate options which may be considered for use 
within the project. Though the original method is thought to be feasible and realistic, this review 
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provides some insight which may resolve unforeseen issues or delays resulting from the unprecedented 
nature of the project aim. The literature allows for further purpose to be envisioned for the UAV system 
and supports the worth of the final product.  
The desired implementation of the UAV system to be carried out within the project is reinforced by the 




3. Bitcraze Technologies 
The hardware used for the project has been developed by Bitcraze. Bitcraze creates open-source 
systems for integration with the Crazyflie, a quadcopter designed for use by individuals, educators, 
researchers, and everyone in between. Three products were integrated and employed throughout this 
project, shown in Figure 2: Crazyflie 2.0 with deck attached. 
 Crazyflie 2.0 UAVs 
The Crazyflie 2.0 is a compact, 27g quadrotor drone, capable of flight for up to 7 minutes [34] (see Figure 
2: Crazyflie 2.0 with deck attached). It houses a radio communication module which allows commands 
to be sent from either a Crazyradio PA dongle (see Figure 3: Crazyradio PA dongle), or a Bluetooth-
enabled iOS/Android device [35]. The Crazyflie is equipped with an onboard sensor for pressure [34], 
along with a 3 axis gyroscope, accelerometer, and magnetometer [34]. The ease of development of the 
platform, in terms of both hardware and software, makes it an ideal technology for exploration of 
swarm applications.  
 
Figure 2: Crazyflie 2.0 with deck attached 
 Crazyradio PA 
The Crazyradio PA dongle is a USB capable device used to communicate with the Crazyflie [19]. It 
operates at a frequency of 2.4 GHz, can communicate across 125 radio channels with 3 data rates, and 




Figure 3: Crazyradio PA dongle 
 Local Positioning System 
UWB Radiolocation Technology: Applications in Relative Positioning Algorithms for Autonomous Aerial 
Vehicles [36] defines the structure of the Local Positioning System (LPS) which will be utilised for 
positioning within the project. The nodes, configured as anchors (placed in static, known locations), and 
deck (a microprocessor constructed for attachment to the UAV) (see Figure 4: Node (left) & deck (right)) 
both behave as transceivers, transmitting UWB radio signals between one another [36]. The temporal 
characteristics of these transmittals, in combination with the Time Difference of Arrival (TDoA) 
algorithm, are utilised to determine the drone’s position [37]. This position is known to the Crazyflie and 
can be retrieved via the Crazyflie PC client.  
 




4. Bitcraze Original System Configuration 
There are two methods of connection to the Crazyflie, defined by Bitcraze. The benefits and purpose of 
each of these should be clarified.  
 Recommended Configuration 
The recommended software for controlling the Crazyflie 2.0 is the Crazyflie PC Client, a program created 
by Bitcraze. The client allows for control data to be sent to the Crazyflie via the Crazyradio dongle and 
received in the same way [38]. It employs a user interface which displays this received data and allows 
a user to input the controls necessary to manipulate downstream data [38]. This control input is 
performed using a physical gaming controller connected to the PC client. The client also performs 
updates to the Crazyflie firmware when necessary [38].  
Drivers are required to interface with the Crazyradio dongle from the client. Bitcraze recommends using 
a program called Zadig in order to download and install the pre-made drivers. 
 Modifying the Configuration 
Manipulation of the firmware is performed through use of a virtual machine (VM) called Oracle 
VirtualBox, which acts as an emulation of a physical machine [39]. This VM comes pre-configured with 
the programs necessary to edit the Crazyflie firmware code, the most significant of these being a 
Integrated Development Environment (IDE) called Eclipse [40].   
In order to verify the functionality of the Crazyflie system, a tutorial was followed to change the colour 
of one of the drone’s LEDs from red to green. This manipulation of the code used by the Crazyflie for 
operation allowed for a surface exploration of this process. Should the firmware need to be edited 




5. Controller Replacement Method 
The most desirable method for integrating Labview as a controller was to leave the majority of the 
Bitcraze system in place. This method involved the new client performing the tasks of the original 
controller, the PC client, using the radio transceiver provided by Bitcraze. This method did not alter any 
firmware pre-existing within the drones. Instead, it made use of the protocol already in place when 
designing the new Labview controller.  
Another option for control was to create an entirely new protocol. This required editing the firmware 
to understand this new format, a task which required knowledge of Python. The new Labview controller, 
however, would operate using this simpler protocol, and would not require study of documentation 
detailing the Crazyradio protocol or the CRTP.  
Upon experimenting with the virtual machine and firmware manipulation, it became clear that the 




6. Crazyradio Configuration for Labview Integration 
The Crazyradio PA was unable to be recognized by Labview using the drivers provided by Bitcraze. In 
order to communicate using Labview, the PC client-compatible drivers needed to be uninstalled. 
Labview documents the process [41] for creating the necessary drivers using the NI Driver Development 
Wizard. This process required the Vendor ID (VID) and Product ID (PID) for the device, which can be 
found within the Bitcraze wiki [42]. Only one driver could be installed at a time, meaning all testing in 
the default PC client needed to be performed with the original drivers installed. The Labview-compatible 
drivers only allow operation/testing within National Instruments environments.  
After installing the Labview-compatible drivers, NI-MAX (Measurements & Automations Explorer) was 
employed to perform simple communications with the device. This verified connection to the dongle 




7. Multi-UAV Implementation 
In terms of UAVs, a swarm system exhibits cooperative behaviour and decentralised control, 
“developing a self-organization that is considered an emergence of order from the system” [43]. Though 
swarm behaviour could be investigated after all objectives had been fulfilled, the primary aim of this 
thesis was not to explore a decentralised control system, but rather to control multiple drones from one 
central point. However, this aim still made it possible to draw conclusions on potential benefits of swarm 
applications, as swarm behaviour can, effectively, be simulated by centralised multi-UAV control.  
Incorporating multiple drones within the central controlled configuration will result in a more robust 
system, due to the ability to incorporate redundant drones to complete one common task. Multiple 
tasks could also be achieved, with entirely different setpoint routes being sent to each device. The study 
aims to explore applications such.  
By switching the address and channel after one cycle of information transmission, multiple UAVs were 
communicated with, using a single radio dongle. This switching was performed at a rapid rate, so that 
communication between the dongle and one drone continued uninterrupted, despite the dongle being 
unable to communicate with all drones at once. Though the latency increased when using this method, 
the result was still effective in producing responsive control of the Crazyflies.  
In order to perform this multiplexing, the addresses and channels of each drone needed to be unique 
(see Table 1: Crazyflie identification - addresses and channels for unique addresses). When using the 
default address, the same signal would be received by all drones, and so the same actions were 
performed by all. The information being sent back would also be duplicated, and there was no way to 
determine which responses originated from each specific Crazyflie.  
The address and channel changing was performed using the Labview client. This required connection to 
one Crazyflie using the default specifications, then reconfiguring the firmware to the desired address 
and channel. It is generally recommended that each radio use a different channel, and each Crazyflie 
use a different address [44]. As only one radio was necessary for the scope of this project, multiple 
channels were able to be utilised. Though simply changing the address would have been sufficient to 
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create unique communication paths, changing both the address and channel was performed to prevent 
any interference across drones. 
For future applications, where higher numbers of drones are required, the PC client should be employed 
to alter addresses and channels. This would allow for additional radios to be incorporated.  
Crazyflie No. Colour Address (hex) Channel 
1 Green E7E7E7E7E7 80 
2 Red E7E7E7E701 10 
3 Blue E7E7E7E702 20 
4 Purple E7E7E7E703 30 
5 Cyan E7E7E7E704 40 




8. Local Positioning System Integration 
Bitcraze’s LPS technology, called the Loco Positioning System, was employed to provide more precise 
control of the UAVs. The system made use of a 3.1 x 3.1 x 3.1 m framework in order to attach anchors 
at fixed points. This allowed for the calculation of absolute position onboard the Crazyflie.  
 
Figure 5: LPS configuration (theoretical) 
 
Figure 6: LPS configuration (actual) 
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The layout of the anchor placement is shown in Figure 5: LPS configuration (theoretical). Additional 
anchors can be added, but, for the purpose of this project, 6 was considered sufficient for accurate 
positioning. The actual LPS structure is shown in Figure 6: LPS configuration (actual). 
The pre-set coordinate sequences devised for the system are shown in Figure 7: Position sequence and 
Figure 8: Position sequence 2 - circle. The paths taken ensured that a grid of positions in the x/y plane 
were covered while the z coordinate stayed constant. With the incorporation of multiple drones, each 
drone can be assigned a different z value, or height, at which they will travel. This would create a pattern 
of staggered heights to ensure travel through all 3 axes. However, during testing, each drone was 
assigned the same z value (1 m). This ensured that, upon complete loss of battery, drones would not 
experience extreme damage due to free fall. To avoid collision, each drone travelled the sequence 3 
positions offset from its neighbour.  
The coordinate sequences were shaped by a number of factors. One of these was the inaccuracy of 
travel. The effects of position offset became more noticeable when a drone travelled near the edge of 
the LPS structure. This offset would result in crashes into the physical beams used to mount the anchors.  
To avoid this, a minimum margin of 0.4 m was left clear on either side of the paths in the x/y plane. It 
was also desirable that the path be smooth. Because of this, the division of the path of travel needed to 
be taken into account. From communication captures, it was found that, under normal operating 
conditions using one active drone, position setpoints were sent every 0.4 s (on average). The remaining 
2.7 m square space was divided to give 16 coordinates (x/y) for each sequence.  
Fluidity in the path could be improved by increasing the number of coordinates chosen to span the 2.7 
m square plane. However, this would decrease the velocity of the Crazyflies. The “snake” path is 
illustrated in Figure 7: Position sequence, and shows an example of the relative position of five drones 





Figure 7: Position sequence 1 – snake 
 




9. Communication Analysis 
An understanding of the format for communication between the Crazyradio and the Crazyflies was 
essential to begin the reverse engineering process. As the Crazyflie client was to be replaced with 
Labview, the pre-existing code to send these messages, written in Python, was not necessary for 
reconstruction. The new controller would employ different code, this time written graphically, but 
would need to replicate the messages sent by the default controller. The replacement of the controller 
within the system is depicted in Figure 9: Communication topology. 
 
Figure 9: Communication topology 
For this reason, it was essential to monitor the communication protocol between the PC client and the 
drone under normal operation. This data needed to be recorded and dissected so as to replicate the 
messages within the Labview client. 
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USBPcap was utilised to capture this communication format. The program is an open source “USB 
sniffer” which monitors information being sent over a USB root hub [45]. This information is saved in a 
file which can then be opened and viewed within Wireshark. Wireshark allows for the transmitted data 
to be analysed and for key packets to be isolated, displaying the binary, hexadecimal, and Ascii formats 
of the messages.  
Upon viewing the captures, it became apparent that the structure of the USB protocol needed to be 
better understood before attempting to dissect the conversation between host and device. This would 
assist in replication of the messages.  
 USB Protocol 
As USB is a heavily detailed and intricate protocol, only a high-level introduction to its format will be 
given here. This will shed light on the capture of data and serve to explain the final program code, 
discussed in Section 10, Communication Development in Labview.  
USB communication makes use of transfers to send and receive information [46]. The host, in this case 
the controller, must initiate this transfer in order to receive information from the device [46]. The type 
of transfer dictates the format of the message sent and returned [46]. The four types of transfers are 
control, bulk, interrupt, and isochronous [46] [47]. Only two are relevant to the communication between 
the PC client and the Crazyradio dongle – control and bulk. For this reason, the remaining two will not 
be discussed within this report. 
Control Transfers 
Control transfers take place so as to configure a USB device [46] [47]. They consist of up to three stages 
– setup, data, and status [46]. The setup stage contains the type of request to be carried out. The data 
stage contains the information needed to assist in this request, if any is required [46]. The status stage 
relays whether the transfer was successful [46]. These transfers usually use the default endpoint, zero 
[46]. Endpoints are buffers which store information being transmitted or received [46].  
Setup Stage 
The setup stage contains a token packet, a data packet, and a handshake packet [46].  
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The token packet is sent by the host and contains the device and endpoint addresses [46].  
The data packet contains information about the specific request, including the bmRequestType, the 
bRequest, the wValue, the wIndex, and the wLength [46]. The bmRequestType describes the direction 
of communication, the request type, and the destination of the message [46]. The bRequest defines the 
request to be sent [46]. The wValue field contains information specific to the request type, if any is 
required [46]. The wLength informs the device of how many bytes of information are following in the 
data stage [46].  
The handshake packet is sent from the device to the host [46]. It acknowledges that the previous packets 
were received and that the information was error-free [46].  
Data Stage 
This stage only occurs if the wLength field of the previous stage (setup) was non-zero, indicating that 
data will follow [46]. This stage consists of a token, data, and handshake packet, the same as the setup 
stage above [46]. However, the data packet this time will contain the data to be sent, rather than 
information about the data [46].  
Status Stage 
Status is the final stage of the transfer [46]. It contains the same three packets as the previous two 
stages [46].  
Bulk Transfers 
Bulk transfers occur when space is free on a bus – therefore, their speed, or bandwidth, is not 
guaranteed or consistent [47]. Like control transfers, they can be up to 64 bytes in size [47]. Bulk 
transfers are used when the information being transmitted is required in its full and true form [48] – 
delivery of the information is guaranteed [49]. Transactions are initiated by the host, in this case the 
controller, and responses containing the payload are only returned if the device has completed the 




 Crazyradio Protocol 
As all USB devices on the computer are connected to the same root hub, the Crazyradio specific 
messages need to be isolated according to address.  
To begin understanding the protocol, the 12 start-up messages were examined (shown in Figure 10: 12 
Radio configuration messages). These follow the structure for the Crazyradio protocol detailed by 
Bitcraze [42]. Multiple tests were performed during connection and these same 12 messages were sent 
in the same order each time.  
 
Figure 10: 12 Radio configuration messages 
The message numbers (column 1) are seen to be irregular. This is because replies (from device to host) 
are omitted for the time being.  
Upon examination, the data from each message corresponds to a Crazyradio vendor request from the 
documented table, Table 2: Crazyradio vendor requests . Excluding the SET_RADIO_ADDRESS message, 
the 12 messages have only a “setup” stage. The exception has a secondary stage, “data”, where the 








bmRequestType bRequest wValue wIndex wLength Data 
0x40 SET_RADIO_CHANNEL (0x01) channel Zero Zero None 
0x40 SET_RADIO_ADDRESS (0x02) Zero Zero 5 Address 
0x40 SET_DATA_RATE (0x03) Data rate Zero Zero None 
0x40 SET_RADIO_POWER (0x04) Power Zero Zero None 
0x40 SET_RADIO_ARD (0x05) ARD Zero Zero None 
0x40 SET_RADIO_ARC (0x06) ARC Zero Zero None 
0x40 ACK_ENABLE (0x10) Active Zero Zero None 
0x40 SET_CONT_CARRIER (0x20) Active Zero Zero None 
0x40 START_SCAN_CHANNELS (0x21) Start Stop Length Packet 
0xC0 GET_SCAN_CHANNELS (0x21) Zero Zero 63 Result 
0x40 LAUNCH_BOOTLOADER (0xFF) Zero Zero Zero None 
Table 2: Crazyradio vendor requests [42] 
The information extracted from each message is in line with Table 2: Crazyradio vendor requests  – the 
fields following the bRequest are as expected and carry the correct data (such as the 
SET_RADIO_ADDRESS request carrying the default address, E7E7E7E7E7). 
No. bmRequestType bRequest wValue wIndex wLength  Data Corresponding 
Vendor Request 
1 0x40 3 2 0 0 - SET_DATA_RATE 
3 0x40 1 2 0 0 - SET_RADIO_CHANN
EL 
5 0x40 20 0 0 0 - SET_CONT_CARRIE
R 





10 0x40 4 3 0 0 - SET_RADIO_POWE
R 
12 0x40 6 3 0 0 - SET_RADIO_ARC 
14 0x40 5 A0 0 0 - SET_RADIO_ARD 
16 0x40 10 1 0 0 - ACK_ENABLE 
18 0x40 1 50 0 0 - SET_RADIO_CHAN
NEL 
20 0x40 3 0 0 0 - SET_DATA_RATE 





25 0x40 6 A 0 0 - SET_RADIO_ARC 
Table 3: 12 Start-up messages & corresponding vendor requests 
After clicking on the “Connect” button within the PC client, these 12 messages are the first to be 
transmitted to the Crazyflie. It can be seen that some commands, shown in bold in Table 3: 12 Start-up 
messages & corresponding vendor requests, are repetitions. As this process only occurs once, and at a 




The two requests which need to be altered for communication with one or more Crazyflies are 
SET_RADIO_CHANNEL and SET_RADIO_ADDRESS. This will be discussed in 10.1, Connection. 
The control transfers shown are acknowledged by the device, once per request. These 
acknowledgements describe the control transfer stage – “status”. No further information is sent.  
 Crazy RealTime Protocol (CRTP) 
Following the initial 12 control transfers are 6 types of bulk transfers. These take place continuously 
until the client disconnects from the Crazyflie. The rate of OUT transfers is 384 Hz and responses to the 
OUT transfers occur in roughly 2.36 ms. 
Port Target Used for 
0 Console Read console text that is printed to the console on the Crazyflie using consoleprintf 
3 Commander Sending control set-points for the roll/pitch/yaw/thrust regulators 
5 Log Set up log blocks with variables that will be sent back to the Crazyflie at a specified 
period. Log variables are defined using a macro in the Crazyflie source-code 
6 Localization Packets related to localization 
7 Setpoint 
Generic 
For sending generic, extensible setpoints 
15 Link layer Used to control and query the communication link 
Table 4: CRTP port allocation [50] – unused targets have been omitted 
In Table 4: CRTP port allocation  – unused targets have been omitted, the possible targets within the 
Crazyflie are detailed. Each target is reserved for a different area of communication and is accessed 
through a different port.  
Length (bits) 4 2 2 
 PORT LINK CHANNEL 
Table 5: Header format [50] 
To communicate with a specific target, the header structure shown in Table 5: Header format must be 
used. It expands the 8 bits sent before any data. The port can be found using Table 4: CRTP port 
allocation . The link segment is arbitrary and was created for use in future development. Upon 
examining the documentation for each target port, the channel that should be addressed for the desired 
purpose can be determined.  
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Analysis of the bulk transfers, after connection, results in examples of how to address each port. Six 
ports are cycled through by the PC client during different modes of operation – 0, 3, 5, 6, 7, and 15. Each 
of these is now discussed.  
Port 0 – Console  
This port is employed to read start-up text from the Crazyflie. These messages describe the 
characteristics of the specific drone and acknowledge that the Crazyflie is functioning properly. They are 
responses only and do not require requests.  
Port 3 – Commander 
The commander port is used to send motion control parameters. It begins with the general header, and 
is followed by the roll, pitch, yaw, and thrust values.  
The four message headers sent to Port 3 were 3C, 34, 38, and 30 (hexadecimal). Upon expanding into 
the structure given in Table 5: Header format, the purpose of the packet becomes clearer.  
Header (hex) Header (bin) Port Link (XX) Channel 
30/34/38/3C 0011XX00 3 0/1/2/3 0 
Table 6: Commander packets 
The first four bits describe the port – 3. The following two describe the link, an arbitrary and seemingly 
unpredictable number. The final two describe the channel. In all tests, only channel 0 was found to be 
used. Bitcraze does not document the possible alternate channels for the commander packet.  
Length (bytes) 4 4 4 2 
 ROLL PITCH YAW THRUST 
Table 7: Commander data [51] 
The remaining 14 bytes of the message are in the format depicted in Table 7: Commander data . When 
sending new set-point values, the Crazyflie will remember the most recently received values and 
continue to use those until new information is received.  
Requests sent from port 3 receive null responses – directed to port 15. These responses do not 
acknowledge the specific data requested within the commander packet.  
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Port 5 – Log 
The messages sent to the Crazyflie during operation are all directed to channel 0 and 1 – table of content 
access and log control, respectively. The port is reserved for accessing and altering the Table of Contents 
(ToC). The ToC stores variables relating to the Crazyflie’s real time operation. Within the PC client, the 
data logged from this table is saved and displayed to monitor the Crazyflie’s behaviour [52].  
Header (hex) Header (bin) Port Link (XX) Channel 
51/55/59/5D 0101XX01 5 0/1/2/3 1 
50/54/58/5C 0101XX00 5 0/1/2/3 0 
52/56/5A/5E 0101XX10 5 0/1/2/3 2 
Table 8: Log packets 
The bytes in Table 8: Log packets are used to determine what steps needed to be performed to setup 




0 GET_ITEM Get an item from the ToC 
1 GET_INFO Get information about the ToC and the LOG subsystem 
implementation 
Table 9: ToC access commands (Channel 0) [52] 
ToC access commands are employed to obtain information about the variables stored by the drone. 
GET_ITEM returns the value of a variable with the requested ID. GET_INFO returns a number of variables 
describing the ToC, including the number of variables contained (length) and the maximum number of 
log blocks which can be created [52]. 
Control command byte Command Operation 
0 CREATE_BLOCK Create a new log block 
1 APPEND_BLOCK Append variables to an existing block 
2 DELETE_BLOCK Delete log block 
3 START_BLOCK Enable log block transmission 
4 STOP_BLOCK Disable log block transmission 
5 RESET Delete all log blocks 
Table 10: Log control commands (Channel 1) [52] 
The log control channel is used for modifying the blocks existing within the ToC. Commands used for 
this purpose are shown in Table 10: Log control commands (Channel 1) . Under default operation, the 
first command to the log port is to channel 1 – 05 (RESET - delete all log blocks). Once this is performed, 
information is obtained about the ToC, using the GET_INFO packet.  
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In order to determine which variables would be desirable for logging, the variables of each item in the 
table must be retrieved. The GET_ITEM message allows for the type, group, and name of the variable 
to be returned [52]. Log packets are sent only as needed to configure the logging procedures and obtain 
information about the ToC.  
After retrieving all ToC items, the program can choose which IDs to include in the created log blocks. 
The log blocks are given an ID, a period, and the variables which should be included. They are created 
(channel 1, 00) and then started (channel 1, 03). The packets are then sent at the specified interval to 
channel 2 – log data. The packets can then be dissected, and variable values saved for further use.  
Port 6 – Localization 
Use of the LPS requires setup of the anchors. This allows for the Crazyflie’s position to be determined. 
This port was used to send the relative coordinates of each anchor, 3 float variables, before use with 
the LPS. Structure of packets from this port are shown in Table 11: Localization packets. 
Header (hex) Header (bin) Port Link (XX) Channel 
61/65/69/6D 0110XX01 6 0/1/2/3 1 
Table 11: Localization packets 
Port 6 returns acknowledgement in the form of the port, link, and channel requested. The coordinate 
payload is not included in the response.  
Port 7 – Setpoint Generic 
Port 7 accepts setpoint information for use with the LPS. This port and port 3 (commander) can be said 
to be the two distinct control ports. Only one can be used at a time, and the active port dictates the 
mode of operation, flight control or position control, respectively.  
Port 7 has a range of setpoint types for various modes of position control. The default used by the PC 
client is velocity world, which allows for the x velocity, y velocity, z velocity, and yaw rotational velocity 
to be sent to the drone. This project makes use of absolute position, which instead makes use of the x, 
y, and z coordinates along with an absolute yaw orientation. The structure of packets from this port is 




Header (hex) Header (bin) Port Link (XX) Channel 
70/74/78/7C 0111XX00 7 0/1/2/3 0 
Table 12: Setpoint generic packets 
The responses to these packets were also null – from port 15.  
Port 15 – Link Layer 
The link layer port supported one-way communication frequently throughout operation. Though the 
arbitrary link varies, the channel remains constant. Although this port is not documented within the 
Bitcraze wiki, however, Bitcraze communicated that this is a “null” packet used to facilitate 
communication [53]. It is received as a response to packets which do not require an acknowledgement. 
The PC client does not send requests to this port – only responses are received. The structure of packets 
from this port is shown in Table 13: Link layer packets. 
Header (hex) Header (bin) Port Link (XX) Channel 
F3/F7/FB/FF 1111XX11 15 0 3 




10. Communication Development in Labview 
The normal operation captures were used extensively to reverse engineer the communication between 
host and Crazyflie. Captures were taken during connection, control, LPS control, idle, logging, and 
disconnection in order to understand the pattern of information and what should be expected during 
control. The recorded information helped to construct a framework for the final Labview program, and 
though there are differences between the two controllers’ methods of communication, the basic 
principles are the same.  
The finished program completes a series of steps or phases during connection (see Figure 11: Labview 
client flow diagram). A high-level description of each phase and its implementation will be given, to 
clarify the reasoning for each method. Full program captures can be found in Appendix A.  
 
Figure 11: Labview client flow diagram 
 Connection 
To begin communication with the dongle, a VISA session is opened. This requires the device to be 
connected and recognized by Labview.  
 Crazyradio Protocol – Configuration 
10 USB control transfers are performed before the bulk transmissions in order to replicate the 
configuration stage of the PC client communication. The first 8 messages, performed once only, are 
those detailed in Table 3, excluding messages 3, 7, 18, 22. The excluded messages are sent during the 
multiplexing stage and are handled differently.  
The 8 messages serve to configure the Crazyradio dongle and set parameters for operation. 
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 Crazyradio Protocol – Multiplexing 
The multiplexing phase is the start of the primary loop. This loop stops only upon disconnection. The 
program first determines the number of drones which have been activated from the front panel. A sub-
VI within each case determines which exact drones are active and builds an array of those specific 
drones’ channels. Upon returning to this loop each time, the program iterates through this array to 
choose the next active Crazyflie channel. From the active channel, the corresponding address is chosen, 
and the two control transfers (SET_RADIO_ADDRESS and SET_RADIO_CHANNEL) to set these are 
performed.   
This method ensures that poor latency is avoided where possible. If only one drone is active, all 
bandwidth is dedicated to this device, minimizing unnecessary lost packets.  
  Crazy RealTime Protocol - Requests 
The next phase consists of a series of case structures all acting within the primary loop. The highest level 
of the case structure is controlled by the multiplexing stage output. This means that the active channel 
for one primary loop iteration dictates which case to travel through. This allows for different information 
to be transmitted and received from each drone. For example, different position setpoints were 
imperative for swarm formation. In terms of responses, characteristics of the drones may vary, and so 
a series of ToCs were necessary in order to assign information to each specific copter.  
A secondary loop sits inside the Crazyflie-specific case structure. This loops twice for each primary loop, 
allowing for two read/write operations to be performed before the Crazyflie address and channel are 
switched. The iteration count (0 or 1) controls the second level case structure, determining which 
message should be written to the device. 
Port 3, 7 & 6 - Commander/Setpoint/Localization Requests (Case 0) 
This case performs the first write operation to the active drone. It contains a case structure which is 
controlled by an external numeric indicator. Under normal operation, this case structure will operate in 
its 0 case.  
36 
 
This inner case 0 writes commander and setpoint packets to the drone. The choice of which depends on 
which mode is selected. The first byte for commander or setpoint are concatenated with the 
roll/pitch/yaw/thrust values or x/y/z/yaw values respectively. If Sequence is selected, pre-set 
coordinates are concatenated instead. Stop buttons will zero the commander packet or send a “stop” 
byte in the case of position control.  
Cases 1-6 occur when the mode changes from flight to position. The positive trigger of the Mode button 
will add the number 6 to an external numeric indicator which controls the structure. This will allow for 
6 separate anchors to be assigned their absolute position, configuring the LPS ready for position control. 
Each time an anchor is configured, the numeric is decremented by 1. This ensures that motion control 
occurs again once the count reaches 0. 
Port 5 – Logging Requests (Case 1) 
The second and final write operation before drone switching occurs is performed here. This case is 
concerned with retrieving information from the table of contents and logging this information.  
Like case 0, case 1 contains a secondary case structure. The structure operates in two modes – retrieving 
ToC items or setting up log blocks. Retrieval of general information about the ToC is performed only 
once as the drone is activated. From here on, the client requests information about the 255 variables 
within. These requests are paused after one cycle to reset, create, and start a single log block. Once this 
is complete, ID requesting is resumed.  
Difficulties were encountered when attempting to retrieve variables via log blocks. This is discussed 
further in Logging. 
When performing write operations, it was imperative that the “link layer” portion of the first byte of 
each message was not constant. A constant link layer would result in the Crazyflie not acknowledging 
requests. For this reason, one of four link options are chosen upon each loop in every case. Converting 
the hexadecimal byte to binary will show that the rest of the byte remains constant.  
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 Crazy RealTime Protocol – Responses 
As the Crazyflie communication is asynchronous, responses to requests can be received at any time 
after a write operation. For this reason, it is not practical to assume that, for a given request, the 
response can be handled one specific way. The asynchronous nature of the communication created a 
need for a sorting function to be created. This would ensure that all responses were dissected correctly 
and that no information was lost in transit.   
A read operation is performed directly after every write. Before the received message can be examined, 
it must be dissected into a series of bytes and then converted into hexadecimal format. A sub-VI splits 
the response into substrings and then completes this conversion for every byte.  
Byte 1 is discarded as it is not relevant to the message content. Byte 2 contains the port and channel, 
and this port is used to determine the dissection method for the information.  
Port 15 – Null Responses 
Null responses are returned in response to packets which do not warrant a reply, such as commander 
messages, and are of no use to the client. The information in these packets is discarded.  
Port 0 – Console 
The console port is used for printing messages about the Crazyflie’s performance on start-up. They are 
sent to a display in the Diagnostics tab.  
Port 5 – Logging 
Port 5 is used for information concerning the ToC. This can be in two forms – info about the table or a 
specific item, or log block information. A case is in place for each.  
Within the first case sits a secondary case which receives the “ToC Access” packets and determines their 
purpose – “Get Info”, or “Get Item”. Get Info returns the ToC characteristics and saves them to the 
Logging tab for the given drone. Get Item returns the characteristics of one item, and saves them to the 
ToC tab.  
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The second case handles the incoming log blocks. The variables contained in this packet mirror those 
originally requested, and so can be broken down accordingly. The variable chosen is battery level, and 
so the receiving end of the loop is constructed to handle this situation.  
 Disconnection 
Although the PC client sends a sequence of control transfers before disconnection, mirroring the 
standard Crazyflie, the benefit of this is currently not clear. Simply stopping communication with the 





The product of this project is the Labview controller VI. Its highest level is composed of six segments, 
and makes use of twelve sub-VIs. The final controller HMI is shown in Figure 12: Labview client front 
panel. 
 
Figure 12: Labview client front panel 
 Replicated Functions 
The controller is capable of the following functions originally performed by the PC client: 
ToC Retrieval 
The full set of variables contained within the ToC, onboard the Crazyflie, are retrieved and displayed 
upon connection to a drone. The characteristics of the table are also saved. These two sets of 
information are displayed within the ToC and ToC Info tab for each Crazyflie. 
Console 
The controller displays messages sent by the Crazyflies under the Diagnostics tab.  
Variable Address & Channel Capability 
The controller allows for a user to vary the address and channel of each Crazyflie, meaning that 
communication can take place over any combination of which the Crazyradio PA is capable. These values 
can be altered within the Drone Parameters tab. 
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Local Positioning System Configuration 
A front panel tab labelled LPS Parameters allows for the coordinates of each anchor to be entered. This 
permits a user to vary the configuration of the LPS to suit an application.  
Dynamic Flight Control  
The controller is capable of flying the drone using the roll, pitch, yaw, and thrust values. These values 
are altered using sliders within the Control Panel window under the Flight tab. Each Crazyflie has a set 
of flight controls. 
Dynamic Position Control 
The Position tab within the Control Panel window allows for adjustment of the drone’s relative position 
within the LPS. It houses a set of sliders for each drone, allowing for the x, y, and z position (in meters) 
to be controlled, as well as the yaw (degrees).  
 Additional Functions 
In addition to the functions above, the controller is capable of tasks that the PC client, in its unaltered 
state, does not perform. 
Diagnostics 
A tab is available for the display of diagnostic information transmitted by each Crazyflie. This provides a 
simple debugging environment in which the raw responses can be displayed, should further 
development be pursued.  
Multi-UAV Control 
The Labview controller allows for up to five drones to be flown using one Crazyradio dongle. Any 
combination of these drones can be activated at one time and their addresses can be varied. Both flight 
and position control are available for all drones, and both of these modes operate with no significant 
delays under multi-UAV conditions. A series of buttons on the right-hand side of the Control Panel 




Coordinate sequences can be entered under the Position Sequencing tab. These allow for a path of pre-
determined positions to be travelled to upon activating the SEQUENCE button. 
 Performance 
The controller is responsive and demonstrates low latency. There are no delays during connection and 
all functions are received and performed by the Crazyflie in the same way as the original PC client.  
 Discussion 
The primary objective for this scope of work was to develop a centralised controller for multi-UAV 
systems. This aim was chosen in order to explore the applications of UAV swarm control, and remote 
sensing. The results outlined above demonstrate that this has been achieved, as a key functionality was 
implemented within the final VI – the ability to control the flight and position of multiple Crazyflies. This 
capability allows for the further development of swarm functionalities, such as autonomy and 
communication between drones. 
The ability to retrieve data from the Crazyflies was an objective which was of significance to the desired 
application of remote sensing. Though code was put in place for this functionality, this objective was 
not able to be achieved. It is unknown why this code could not function in the same way as the PC client. 





A number of complications arose during the project which contributed to the outcome of the developed 
client. Some of these caused more significant delays than others, and the most noteworthy of these 
should be explained. It is hoped that these explanations will help to mitigate the impact of similar 
occurrences in any future development.  
 Logging 
A major complication for this project was the inability to retrieve variables through the logging 
subsystem. For this reason, though the code for logging is present, variables such as battery life, drone 
position, and pressure were all unable to be displayed within the Labview client. Contact was made with 
Bitcraze to resolve the issue, however, this did not result in clarification why variables were not being 
returned.  
A log block was created and started in the correct fashion. Responses to starting the log block began 
arriving at the specified frequency. However, these responses did not contain values of the variables 
requested. The responses specified the correct log block ID, acknowledging that the creation was a 
success, and included a timestamp of transmission, but no information followed. There were no 
discrepancies between the Labview client’s generated packets for this function and the PC client’s. The 
reason for the failure to log variables is currently unknown, despite the code, requests, and responses 
being thoroughly revised and checked for errors.  
 Battery Limitations 
Battery life proved to be a significant limiting factor in the development of the control program. Though 
Bitcraze states the Crazyflie 2.0 can fly for up to 7 min [34], this timeframe decreased substantially once 
decks were attached for positioning. With roughly 1-2 min of constant flying time within the LPS, and 
the constraint that drones needed to start in the middle of the framework before take-off, the task of 
getting more than 3 UAVs into the air before batteries ran flat proved to be difficult.  
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In future, more powerful batteries could be a worthwhile investment to allow for more in-depth testing 
and better performance. These batteries would need to be lightweight in order to avoid increasing the 
payload – causing poor flight dynamics and reducing the battery life they aim to improve.  
 Positioning Accuracy 
Though positioning accuracy, overall, was sufficient for the project purpose, more precise control of 
drone position would have resulted in less damage to the Crazyflies. Despite setpoints being 0.2 m away 
from the edge of the frame, Crazyflies experienced drift which would often see them crashing into the 
structure, breaking propellers and quite often dismantling the battery and deck altogether. Electrical 
tape was used to secure the deck, battery, and pins to the deck, where unstable components were 
causing the drone to drift. However, the drones were often still unable to maintain their position.  
The drones also experienced difficulties with large, instantaneous changes in setpoint. When setpoint 
changes were sent gradually, using the position sliders, over correction was not visible and movement 
was smooth. However, if a setpoint change was made of over 0.5 m over one loop iteration, Crazyflies 
would often over correct, causing them to flip and crash. It was better to change only one dimension of 
the position, at any given time, to avoid this situation.  
 Latency 
Latency became more noticeable as more drones were activated. This latency was never significant 
enough to cause noticeably poor performance, but it has the potential to cause delayed flight if more 
than 4 drones are used. Some mitigation of this would be possible by the addition of radio dongles. 
 Link Layer 
During testing it was discovered that the link layer, though seemingly arbitrary, was an essential function 
of the first byte of request packets. If this number was left constant, Crazyflies would not respond to 
requests, both physically and through returned packets. For this reason, each sequential request 





13. Future Developments 
The development of the Crazyflie systems for use in swarm applications uncovered many avenues which 
would be worthy of pursuit. The project aimed to lay as much groundwork as possible in order to ensure 
that these developments could be partially explored, or for the procedure necessary to explore them to 
be clarified. The potential alternative pathways are discussed below and should be considered for 
addition to the Labview client.  
 Dynamic Route Calculation 
The position sequence for the Crazyflies was given in the form of a pre-determined array which spanned 
the three-dimensional space. However, it would be desirable for the PC client to determine this path 
dynamically, accepting a coordinate setpoint, a time limit, and obstacle positions for avoidance. This 
would allow for complex formations to be travelled without the need for calculation of allowable 
sequences beforehand.  
 Sensor Incorporation 
Due to complications related to the logging capabilities of the Labview client, the retrieval of sensor 
data was unable to be included in the final client VI. Sensors onboard, such as the pressure sensor and 
accelerometer, were, theoretically, available for measurements. Though these values could not be 
returned, code is in place for the retrieval of these measurements. The resolution of the logging issue 
would create the need for more in-depth manipulation of the retrieved variables. 
Other sensors, such as laser sensors (the Z-ranger deck and multi-ranger deck) and the optical flow 
sensor (flow deck), are available from Bitcraze for addition to the Crazyflie. Bitcraze also produces a 
prototyping deck, allowing for externally developed sensors to be added with ease. The addition of 
sensors would provide more information about the environment surrounding the drone and be 
essential for autonomy.  
 Autonomy 
Autonomy would require the UAVs to be self-sufficient without the intervention of human control [54]. 
This would mean that a drone could make decisions in order to accomplish a desired mission, without 
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assistance from another entity. An autonomous UAV would have the on-board capability to take in 
information about its surroundings and calculate a desirable action from this data.  
For singular UAV autonomy, sensors would need to be incorporated so as to avoid obstacles within the 
environment. These sensors, such as cameras, LiDAR sensors, or IR sensors, would allow the position of 
these obstacles, relative to the drone or the LPS, and would thus impact travel path calculations. The PC 
client would calculate the positions of these obstacles, based on the data, and alter the route 
accordingly.  
It would also be desirable for travel paths to be calculated by the Crazyflie, rather than the controller. 
Should the controller send a setpoint, the Crazyflie would be required to determine the best possible 
route, taking obstacles into account. This onboard capability would require editing of the firmware 
within the virtual machine editor, Eclipse.  
Target tracking could provide further autonomy, as the setpoint could be determined by a drone with 
no controller intervention. This would further reduce the need for a controller except in the case of 
monitoring. Target tracking would be made possible by image analyzation of camera data, such as 
allowing for tracking of objects of a particular colour or shape. Temperature tracking could also be 
utilised through the IR sensor.  
 Inter-UAV Communication and Cooperation 
In addition to autonomy, inter-UAV communication could prove to be useful for swarm applications. 
This could allow for a drone to make decisions for a group of UAVs, taking into account relative positions 
of the fleet and the ability of each to share labour in a mission. It would also result in a more robust 
system, in that if a single UAV experiences difficulty, the remaining drones could recognize and account 
for this to perform a task.  
As the Crazyflie comes equipped with a radio transceiver, the capability for sending radio requests is 
already in place [55]. Currently, the firmware is designed only to listen for requests from a controller 
and respond with acknowledge packets [55]. This could be modified to allow for the Crazyflie to perform 
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requests without the need to wait for permission [55]. This would allow for requests to be sent, to which 
other Crazyflies could receive and respond. 
In order to do this, the address and channels used for communication would need to be common to all 
Crazyflies. The virtual machine provided by Bitcraze could be utilised to edit the firmware code of the 
drones, adding a request functionality. Unique IDs would be required for each UAV to determine the 
origin and destination of each packet. The protocol would also need to be modified to account for this 
situation. 
 Physical Controller Incorporation 
A physical controller was used for flight within the original PC client. This controller operated in both 
the standard mode and during position control.  
The Labview client made use of a position sequence, and so dynamic setpoint control was not a focus 
during testing. However, the incorporation of a controller would be useful for flight control, as flying 
under this mode is more complex and unpredictable using the front panel controls provided. Multiple 
controllers would need to be added in order to perform the position control of multiple drones. USB 
hubs would allow for connection of these, as USB ports are often limited to a maximum of three devices. 
Standard control could utilise one controller only, if unique control was not necessary.  
The incorporation of physical controllers would require VISA drivers to be created for each. This process 
was followed for the controllers at hand. However, these were of the type HID (Human Interface 
Device), and so the process utilised for configuring the Crazyradio dongle was not appropriate for 
communication.  
It was not possible to create VISA drivers for an HID device [56]. Instead, calls would need to be made 
to the hid.dll library using the Call Library Function Node [56].  
 Keyboard Controller Incorporation 
Control of the UAVs via the keyboard would significantly improve the ease of flying. During testing, flying 
time was limited, and the drones needed to be activated and moved into position before batteries 
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expired. It was often difficult to quickly and accurately position the drone using the mouse and front 
panel sliders.  
Keyboard control would allow for a drone to be flown fully in flight mode. Currently, it is difficult to fly 
a drone from the Labview client without position control. Sliders must be adjusted constantly to correct 
position offset, and so it would not be practical to use the front panel controls alone. Within the Bitcraze 
PC client, a physical controller is required to operate in this mode. Keyboard control would remove the 
need for this controller within Labview.  
 Additional Position Sequences 
The position sequence discussed in 0 was developed with system limitations and application-relevant 
behaviour in mind. The array used needed to be manually created and positions entered in the desired 
order for the “snake”  or “circle” pattern. A tool within Labview, which could determine the coordinates 
and order of the output array from a desired pattern and speed, would greatly improve the ease of 
altering these sequences.  
 Logging Data Display 
It would be desirable to have a dynamic display of position data if logging complications were resolved. 
This would be in the form of an X-Y plot, which displays the desired coordinate setpoint of the UAVs 
compared with the actual position. Three plots could be used to display the XY, YZ, and XZ positions on 
a 2D plot. As logged data could not be returned from the Crazyflie, this scope of work does not include 
the actual position of the drone. 
Battery level was also a valuable variable which was unable to be retrieved. Under control via the 
Labview client, there was no way of knowing the remaining flying time of a drone. This resulted in 
unpredictable halts to communication and crashes from undesirable locations. A battery indicator for 
each drone would allow for a controller to land a drone before its battery drained. Automatic landing 
at low battery levels would be helpful in avoiding crash landings.  
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 Inductive Charging 
Incorporation of inductive chargers would extend the flight time for the Crazyflies. Inductive chargers 
would be placed within the LPS, and travel sequences would account for pauses in travel to land on 
these chargers. These would remove the need for human-facilitated connection in order to charge 
batteries on-board the drones. The chargers would be particularly useful for autonomy, as drones would 
be capable of travelling to a charger when their battery level nears zero.   
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14. In Summary 
The overall result of the endeavour was the successful development of a Labview client for the control 
of multiple Bitcraze Crazyflies. The creation of this client allowed for the exploration of UAV 
technologies including swarm and remote sensing applications.  
The original setup provided by Bitcraze technologies provided a framework in order to reverse engineer 
their approach and then this process. The study of the original communication created a basis which 
was relied on heavily throughout the recreation of the connection. The approach taken for the project 
was highly effective in determining the layout and format of the Labview code. Reverse engineering the 
messages sent by the PC client created a basis for the protocol investigation and provided support for 
the documentation provided by Bitcraze.  
The Labview client demonstrated effective control of UAVs and provided a foundation for further 
development of functionalities for similar applications. It created an alternate environment for editing 
the Crazyflie system provided by Bitcraze and shed light on the protocol used by these technologies. 
The client operated effectively and replicated the original functions of the Crazyflie PC client, while also 
demonstrating new valuable capabilities. The final product communicated with up to five drones 
simultaneously, allowing for them to travel through the positioning area in a coordinated formation. 
These functions render the Labview client especially valuable when compared to the Crazyflie PC client, 
which does not demonstrate multi-UAV or position sequence capabilities. 
The project uncovered potential avenues for development which would be worthy of pursuit through 
future endeavours. One of the most essential of these was inter-UAV communication, as this would 
allow for collision avoidance and create opportunity for swarm behaviour implementation. Cooperation 
between the UAVs would allow for more complex missions to be defined. Sensor incorporation would 
be a worthwhile addition to the client, creating the potential for autonomy. The issue involving the 
logging functionality is also one which should be examined. Currently, this issue stands in the way of 




The project successfully fulfilled the primary objectives defined by the aim and explored an extensive 
body of knowledge surrounding UAV technology in the process. The final product of this endeavour has 
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Appendix A – Labview VI: Significant Code Sections 
Significant code captures from the final Labview VI are depicted here. Various other structures, including 
repetitions of the code below, have been omitted to maintain simplicity. See final VI for further 
information. 
 
Figure 13: Radio configuration 
 

















Appendix B – Significant Wireshark Captures 
Data packets captured through Wireshark that were used extensively during this project are shown 
here. 
 








Appendix C – Forum Communication with Bitcraze 
Bitcraze was communicated with extensively throughout the project in order to fill gaps in 
documentation found online. They provided clarity on various hurdles and the information they 
provided was a significant asset to the final product.  
 
Figure 19: Response to forum post 1 [53] 
 




Figure 21: Response to forum post 3 [58] 
