Abstract
Introduction
Wc present the rakionale behind t l w introductory programming c~u r s c in t,he Informatics Programme at the Technical University of Denmark. The developmenC of this coiirsc fitartcd in 1992 and has now resulted in the hook ''Introduction t o Progrmwning using SML" pub lishcd hy Addison Wesley Longman in 1999 [4] .
Students prior experlcnccs with software: Saftwarecontrollcd systcms and programmable computers WO found evcrywhcrc in our daily life. The TV-set and the video recorder arc controllcd by programs. Programs can be found on tlm Wcb or created using the PC. However, softwart! appt!ibrs iLs a niybkriuus and iricompr eheriaillc technology -despite tho widespread use.
Far example, when adjusting the channels on your TV you will play with tho buttons on t-he remote control unti1 you succeed -you know by experience that it would bc waste nf time to try t o understand the manual. when introducctl to programming the high-school students gct the same kind of cxpcricncc: Programmiilg tools and systcmR are badIy documented and cvm badly designed, so it is mwh easier to experiment -. rather than try to got a systematic undcrstanding.
The corc of thc problem is ihat programs and bystems are so complicated and strange that analysis is not possible, and the only way to work is in a trial-and-error manncr.
0-7803~5643-8/911/$10,00 0 1999 WEE Thus, many st,udents have sxpericnces with programming systems which can he surri~~iarized as:
The systcmv and the programrning languages are incamprehensiblo and their behaviour is unpredictable.
By enough cxpcrirnents one can get them to workbut there is no point in trying t o get a clear understanding of them.
This negative picture reflects the immature and poor state of todays software technology. In our teaching at the university wc ham to cope with this fact of life x it is thc starting point for our students -but we should strive for an education of our students which could help improving software technology in the futuro.
The first programming course: W h n students enter university they have already a lot of experience with programs and programming as described above. They know programming as a purely experimental activity, and they are looking forward to learn more "tricks". They do riot expect programming to be a "subjcctl' (like Mathematics or Physics) with theories and conccpts of its own, independent of todays technology.
The first coursc in R larger computer science curricu-!urn should in our opinion fight these (mis)conccpt,ionfi and teach thr! RtltdCntS an intellectid approach t,n programming right from the beginning. Thc challenge is to tcacli the students to appreciate and strive for elegant programs which arc understandable and can hc cornmilnicatcd to and discussed with othcr people. Honcc, thc emphasis should bc on understanding arld thiiiking about how t o solve a programming problcm by using basic, wellundcrstood concepts.
A mcms to understand a prohlem is to build a data model and cxpcss the algorithmic idea of the solution in terms of this model. This puts demands on the programming activity snd the programming language:
Thc result of the programming activity must be a program reflecting the problem in thc sense that the main concepts from the problem formulation must appear clearly in the program. Thus, the programming language used must provide a collection of cortstructs, 4 The language i s very powerful in expressing structured data m well as computations on such data. 4 The language is close to common mathematical notation. This means that it is not too hard for students ta learn the syntax of programs. The language has a completc mathematical semantics. Based on this we give a clear, informrtl explanation of the programming language constructs, such that the students can predict the behaviour of their programs.
There is a31 extensive standard library and the students arc taught good habits in using program libraries.
Current technology (C, C++, Java, etc.) are taught in later coiirses when a conceptual basis has been created.
Example
We illustrate our approach by means of an example which is actually a solution to onc of the cxerciscs we ask the students to solve. The focus will be on the following
issues:
Modelling the structure of data in the problem by means of (composite) data types.
Specifying the interface to a program by means of function types.
Describing a functional break-down by means of the types of the auxiliary functions. These issues state the kinds of sbatractions to be made in order to achieve an elegant and understandable solution of the prohlem, and thc SML language provides a succinct notation for writing them down. Inventing the right abstrattions is, of course, a creative process which requires talent and taste.
Sample problem: When a map is coloured, the colours should be chosen so that neighbouring countries get different colours. The problem is to construct a program computing such a colouring, A trivial solution where each country always gets i t s own colour is not accepted.
On the other Band, the solution does not have to tie an 'optimal' one.
A colouring problem i s shown in Figure 1 . It comprises four countries "all, "b", "c", and "d", where tho country "a" has the npjghbouring countries "b" and 'Idb1, the country rrb'l has the neighbouring country llall, and so on. A solution of this colouring problem is to give one In solving this problem we represent a country by its name which is a string, where= the raeigglabour relation is represented by a list of pairs of countries having a common borricr. For instance, tho list: Thc problem is to make a program to colour a map for a givcn neighbour relation.
The solution: To solvc this problem, we must make a data model for the relevant concepts mentioned in the problem formulation. This implies that we must define the notions colour and colouring. Furthermore, the problem is so coinplicatcd that one need to break it up into several simpler problems.
Data modelling:
From the problem formulation we already know that a country i s modelled by a string and a ncigkbour relation is modelled by a list of pairs of countries. This is expressed in SML by type declarations:
The round brackets ( . .
For convenience we use short country names like type country = a t r i n g
Hcnce, we use types to name important concepts and to exprcss the model for these concepts (cf. Figure 2 The task is now to make a program wliero the main concepts of this algorithmic idea are directly rcpresented. The concepts emphasized in the above commcnt are: Teest whethcr a colour is extendible by a country for a given neighbour relation. The function specification of each of the main concepts documcnts the algorithmic ides. These specifications are shown in Figure 4 . We have added the specification of a function countriesOP for extracting the list of countries occurring in a given neighbour relation and the specification of a function coLCntrList which gives the colouring for given country list and neighbour relation, Let relo denote the neighbour relation in A solution of the colouring problem i s obtained by applying the function colCntrList to the list of countries in a neighbour relation:
so we can solve the map colouring problem using the functions specified in Figure 4 . We also say that we have a functional break-down for this problem.
Thc few specifications given in Figure 4 describes the program design for our solution to the map colouring problem in a brief and useful way. Thus, such specifications constitute useful program documentation, and a description of the furictional breakdown will bc an important part of the documentation for any program design,
In our course we teach students a systematic approach to program documentation using these concepts. expresses whcthcr or not the colour c l : :col is extendible by the country c for the neighhour relation r e l . The notion c l : : col is a rncam of decomposing a list, where the first element in the list is named cl and thc rest of the list is named col.
The right hand side of the cImse says that the colour c l : :col is extendible by c when c and c l are not neighbours in rel, and, furthermore, the colour COL is oxtendiblc by c for a given neighbour relation rel.
Thc dcclaration for extendible is an example of a recursive function declaration bccaiific the idcntifier extendible occurs on the right hand side of the second cIausc.
Meaning of functions:
We only need a few basic concepts to explain thc moaning of function declarations. The key point is to explain the meaning of identifiers during a computation of function values. The notions of binding and envimnment are introduced to explain the meaning of identifiers, arid the notion nf evaluation is introduced to explain the step by step computation of function values.
A hinding has the form id t+ U and it assnciatrs the vahic U with the identifier id. An environment is a collection of bindings like the environment env shown in Figure 5 .
The meaning oF afunction apphcation can bo dcscrikcd using step ky step evahnlion of expressions. We use the notation: The firsl cvalnation step is: The introduction of the notions of hinding, environment and cvduation gives the introductory programming course a theoretical flavour; but the theory is used to give a decent explanation of the meaning of programs.
Other solutions to the map colouring problem: There are many other solutions to the map colouring probhm than the one presented here.
An imrncdiata idea is to use a set of coiint!ries to model a colour rather khan a list of countries, becausc there is no ordering among the countries in a colour. An advantagt? of using sets is that the nccd for invariants disappears. Thus, we introduce some concepts which will exist beyond the next generation of programming languages. Other durable concepts c.g, from object oriented programming languages are introduced in later courses.
IV. Educational Issues
Teaching programming to university hcshmen is a challenging task: 1) The students should solve interesting problems using a computer, and 2) Programming must be taught as an intellectual activity.
Tho first part relates directly to what is achievable using existing progrcunming languages. The second part relates to the students attitude towards the programming activity and programming languages. In this respect it is of great importance to teach basic, well-understood concepts to create a solid foundation for further education in computer science.
The book by Abdson and Sussman [l] use8 the Scheme language to present solutions for a large variety of programming problems, and they explain the meaning of programs in terms of a few basic concepts. The main difference to our approach is that Schemc is an untypod language while we have a systematic use of types for modelling md documentation as illustrated above.
Many "customers" of B computcr science education ask for the students ability to design programs and concepts rather than proficicncy in a particular pragramming language. Since 1992 we have heen giving a course a s dcscribed in this papcr. The reactions we have received so far indicate that we are milch closer to reaching this goal with our current course than with the previous Pascal course.
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