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RA;B(Q;P ) = fa;BQ(P )  fb;Q(P ) GaBQ;bQ(P ):




r = ffa;BQ(P )  fb;Q(P ) GaBQ;bQ(P )g q
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であった [4]. しかし, elliptic netを計算することで別の手法でペアリン
グを計算できることになった. そこで, 本研究ではペアリングのうち, [3]




そのアルゴリズムにおいて, twistの有無, Millerの手法と elliptic net
の手法で分類し, 数値計算の速度の比較実験を行い, それらの結果から
elliptic netの手法については twistしたペアリングの方が計算時間は短縮
され, 特に BN曲線 ([6])については,Millerの手法と elliptic netの手法と
の計算時間の差異が小さいことが分かった.
本論文の構成は次のようになる. 第 2節で準備として, R-Ate pairingと
elliptic netの定義と諸性質について述べ, 第 3節でペアリングを elliptic
netで書き換える方法を述べる. 第 4節で主結果に必要なアルゴリズムの




N; Z; C をそれぞれ, 正の整数全体, 整数全体, 複素数全体の集合とす




E をFq 上の楕円曲線とする. Oを E上の無限遠点とする. E(Fq) をE
における Fq 上の有理点全体の集合に無限遠点を加えた集合とする.
E(Fq)[r] = fP 2 E(Fq) j rP = Og
をE(Fq)内の rねじれ部分群と定める. 今回, rを ]E(Fq)を割り切り, qと
互いに素である素数とし, 埋め込み次数 k 2 Nを r j qk   1 を満たす最小
のものと定める. フロベニウス写像q を q : E(Fqk) ! E(Fqk); (x; y) 7!
(xq; yq)とする. フロベニウスのトレース tを, ]E(Fq) = q+1  tを満たす
ようにとる. Fq(E)を商環 Fq[x; y]=(y2  x3 Ax B)の分数の体とする.












c. Dの P における位数 ordP (D)を
ordP (D) = mP
　と定める.








暗号への応用として, 楕円曲線上の点P とQは, しばしば以下の群の元
として考える.
G1 = E(Fq)[r] = E(Fqk)[r] \Ker(q   1)
G2 = E(Fqk)[r] \Ker(q   q)
以降, P 2 G1; Q 2 G2 とする.
s 2 Zに対し, 有理関数 fs;Q を, div(fs;Q) = s(Q)  (sQ)  (s 1)(O)を
満たすものとする. また, E上の有理関数GP1;P2を, div(GP1;P2) = (P1) +
(P2)  (P1 + P2)  (O) を満たすものとする. uOをO上のEの一意化元
とする. 今回, uO =  xy を選ぶ. このとき, 関数 fnorms;R を fnorms;R = fs;R=c;
c = (us 1O fs;R)(O)と定める. 以降, 全ての有理関数は正規化されているも
のを考える.
定義 3 (R-Ate Pairing). [1, Denition3.1] A;B; a; b 2 ZをA = aB+ bを
満たすようにとる. このとき,R-Ate pairingを以下のように定める.　
RA;B(Q;P ) := fa;BQ(P )  fb;Q(P ) GaBQ;bQ(P ):
また, twisted R-Ate pairingを以下のように定める.
RA;B(P;Q) := fa;BP (Q)  fb;P (Q) GaBP;bP (Q):
R-Ate pairingは, Lee等によって提唱された [1]. RA;B(Q;P )は適切な
組A;Bを取ることで, 双線形かつ非退化であることが本人によって示さ
れている.　
定義 4. a. R-Ate pairingRA;B(Q;P )が双線形であるとは,任意のS; S1; S2;2
G2; T; T1; T2 2 G1に対して以下が成り立つことである.
RA;B(S1 + S2; T ) = RA;B(S1; T )RA;B(S2; T );
RA;B(S; T1 + T2) = RA;B(S; T1)RA;B(S; T2):
b. R-Ate pairing RA;B(Q;P )が非退化であるとは, 任意の S 2 G2に対
して, ある T 2 G1が存在し, 以下を満たすことである.
RA;B(S; T ) = 1) T = O:
また, 任意の T 2 G1に対して, ある S 2 G2が存在し, 以下を満た
すことである.





定義 5 (Elliptic Net). [2, Denition 2] Elliptic net W は, 有限生成自由
アーベル群Aから整域Rへの写像で, p; q; r; s 2 Aに対して以下を満たす
ものとする.
W (p+ q + s)W (p  q)W (r + s)W (r)
+W (q + r + s)W (q   r)W (p+ s)W (p)
+W (r + p+ s)W (r   p)W (q + s)W (q) = 0:
Elliptic netは, 2007年にStangeによって提唱され ([2]), 1948年にWard
によって提唱された elliptic divisibility seqencesの一般化となっている.
また, ellptic netは奇関数である.
次に, R-Ate pairingと対応させるために, 2変数関数Wに拡張する.
定義 6 (Weierstrass の  関数).  を複素格子とする. このとき, Weier-
strassの  関数 ( : C! C) を以下で定める.　


















定義 7. [2, Denition1] 楕円曲線 Eに起因する格子   C を固定する.
(m;n) 2 Z2 に対して, C2 上の関数 	v を変数 (z; w) 2 C2を用いて, 以
下で定める.
	m;n((z; w); ) :=
(mz + nw; )
(z; )m2 mn (z + w; )mn (w; )n2 mn
:
ここで, 	m;nをE上の点P;Qに関連した写像を用いて表記する. E;P;Q
を固定する. e1; e2 を Z2 の基底と表記する. 準同型写像  : Z2 ! Eを,
(e1) = P; (e2) = Q:
と定める.
定義 8. [2, Denition3]  を上で定めた準同型写像とする. (m;n) 2 Z2
に対して, W : Z2 ! C を以下で定義する.
W(m;n) := 	m;n(((e1); (e2));E) = 	m;n(P;Q;E):
W(m;n)は elliptic netであることが, [2]によって示されている.
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3 有理関数の書き換え
この節では,有理関数 f を, elliptic net W に書き換えるために必要な定
理を用意する. 詳しくは, [3]の x3:1を参照していただきたい.
定義 9 (Weierstrass の } 関数).  を複素格子とする. このとき, Weier-














補題 1. [3, Lemma 1]  を複素格子とし, ; } をそれぞれC上で定義さ








命題 1. [3, Proposition 1]  2 C をE に対応する格子とする. w 2 C n




	s;1(w; z) jz=0= 2s 1	s;0(w; z):
証明. 定義 7と補題 1から従う. 
一意化元 uO =  xy は,   }(z)}0(z) に関連する. このことから, elliptic netの
一般化として次の命題を得ることが出来る.
命題 2 (elliptic netの正規化). [3, Proposition 3] ~WP;Q(s; 1)を WP;Q(s; 1)






今回使用するペアリングは, k > 1とすることができる. その場合,
2
qk 1










改めて, ~WP;S(s; 1)を WP;S(s; 1) の正規化としてとる. WP;S(s; 1)は, E




定義 10. [2, Theorem 3, Denition 4] L  Cを代数体とし,ELをL上で定
義される楕円曲線として考える. RをLの整数環とおく. pをELが良い還
元を持つようなRの素イデアルとする. kpをpの剰余体とし, EkpをELを
mod pで制限したものとする.  : EL(L) ! Ekp(kp); 0 : P1(L) ! P1(kp)
をそれぞれ, mod pでの還元とする.
このとき, P;Q 2 EL(L)を mod pでの還元として考え, P;Q; P +Qは













 : Z2 ! Ekp という準同型写像を, e1; e2の像として, Oでない相異な
る値をとるものとする.
このとき,写像W : Z2 ! kpを以下で定義する.
W(m;n) = 
(m;n)((e1); (e2)):
命題 3. [2, Theorem 4] K を有限体とし, E を K 上の楕円曲線とする.
 : Z2 ! EK を準同型写像とする. このとき, W(m;n)は elliptic netで
ある.
定理 1. [3, Lemma 2] Qを fs;P の零点でも極でもない点とする. このと
き,s 2 Zに対して, 以下が成り立つ.
fs;P (Q) = ~W P;Q(s; 1) 1:
証明. 変数Sとして,W P;S(s; 1) = 
s;1( P; S)として計算する. W P;S(s; 1)
の因子を計算すると,
divS(
s;1( P; S)) = ([ s]( P )  s(P )  (1  s)(O)
=  fs(P )  ([s]P )  (s  1)(O)g
=  divS(fs;P ):
fnorms;R の一意性から, fs;P (Q) = ~W P;S(s; 1) 1となる. 最後に S = Qとす
ることで, 結果が得られる. 
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[ uj ]P;[ vj ]P (Q):
定理 1と定理 2を用いることで, R-Ate pairingを elliptic netを用いた
形であらわすことが出来る.
定理 3. [3, Theorem 4] E を Fq 上の楕円曲線とする. E上のフロベニウ





r = ffa;BQ(P )  fb;Q(P ) GaBQ;bQ(P )g q
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i(li 2 f0; 1g(i = 0; 1; :::; blog2 lc   1); lblog2 lc = 1)
Outputs: fl;D(E); lD
1: T  D
2: f  1
3: for i blog2 lc   1 down to 0 do
4: f  f 2 GT;T (E)
5: T  2T
6: if li = 1 then
7: f  f GT;D(E)
8: T  T +D
9: end if
10: end for
11: return f; T
今回, M(D;E; l)を, D;E 2 E(Fq); l 2 Zrから, Algorithm 1を通じて
fl;D(E); lD を返すものとする.
4.2 R-Ate pairing を計算するアルゴリズム
次に, R-Ate pairingを計算するアルゴリズムを紹介する. 今回使うR-
Ate pairing を形づけるために, 以下の補題を用意する.
補題 2. [1, Corollary3.3] E を Fq 上で定められる楕円曲線とする. rを
]E(Fq) を割り切る大きな素数とする. kを埋め込み次数とする. G1 =
E(Fq)[r] = E(Fqk)[r]\Ker(q  1), G2 = E(Fqk)[r]\Ker(q  q) として,
D2 2 G2,D1 2 G1 とする.
- Ti  qi mod r (0 < i < k)と hiを T hii  1 mod rを満たす最小の整数
とする:
- Ni = gcd(T
hi






i)j mod Niと;Mi = (qk   1)=Niを定める:
A = aB + bを満たすパラメーター (A;B)を選ぶ. L;M を補題２で定め
たものとする. このとき, R-ate pairingは次の関係式を満たす.
e(D2; D1)
L = RA;B(D2; D1)
M :
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さらに, (A;B) = (Ti; Tj)を満たすとき,以下が成り立つ.
RTi;Tj(D2; D1) = fa;D2(D1)
qj  fb;D2(D1) GaTjD2;bD2(D1);
L = diLi   adjLj;
M = lcm(ciMi; cjMj) = diciMi = djcjMj:
補題３の形で表記されたR-Ate pairingを計算するアルゴリズムを紹介
する.
Algorithm 2 R-Ate pairing
Inputs: P 2 G1; Q 2 G2;
a; b; j 2 Z;m1 = maxfa; bg;m2 = minfa; bg
Outputs: R(Q;P ) = fa;Q(P )
qj  fb;Q(P ) GaTiQ;bQ(P )
1: c [m1
m2
]; d m1   c m2:
2: fm2 ;m2Q M(Q;P;m2)
3: fc;m2 ; cm2Q M(m2Q;P; c)
4: fd; dQ M(Q;P; d)
5: f1  f cm2  fc;m2  fd
6: fm1  f1 Gcm2;Q(P )
7: m1Q c m2Q+ dQ
8: f2  f qja  fb
9: Q1  jq(aQ)
10: f3  f2 GQ1;bQ(P )
11: return f3
4.3 Elliptic net アルゴリズム
この節では, elliptic netの値, 特に, P;Q 2 E(Fq);m 2 Zとしたと
きのWP;Q(m; 0);WP;Q(m; 1)の値を求めるアルゴリズムを紹介する. 簡
単のために, WP;Q(i; j) = W (i; j)と表記することにする. 楕円曲線 E
を, Weierstrass形 Y 2 = X3 + AX + B で表記する. P = (x1; y1); Q =
(x2; y2) 2 E(Fq); P 6= Qを考える.




W (1; 0) = W (0; 1) = W (1; 1) = 1;
W (2; 0) = 2y1;
W (3; 0) = 3x41 + 6Ax
2
1 + 12Bx1   A2:






1   5A2x21   4ABx1   8B2   A3);






W ( 1; 1) = x1   x2;
W (2; 1) = (y1 + y2)2   (2x1 + x2)(x1   x2)2:
次に,W (m; 0);W (m; 1)を計算する.そのために, k中心のブロック V を
用意する. このブロックの下段に中心がW (k; 0);W (k + 1; 0)となるよう
に elliptic netの項を代入し, 上段に中心がW (k; 1)となるように Elliptic
netの項を代入する.
(k-1, 1) (k, 1) (k+1, 1)
(k-3, 0) (k-2, 0) (k-1, 0) (k, 0) (k+1, 0) (k+2, 0) (k+3, 0) (k+4, 0)
このブロック V について, 2つ関数を定める.
1. Double(V) :k中心のブロック V をに対して; 2k中心のブロックを返す:
2. DoubleAdd(V) :k中心のブロック V をに対して; 2k + 1中心のブロッ
クを返す:
Double(V);DoubleAdd(V) によって返される項は以下のとおりである.
W (2i  1; 0) = W (i+ 1; 0)W (i  1; 0)3  W (i  2; 0)W (i; 0)3;
W (2i; 0) = W (i;0)W (i+2;0)W (i 1;0)
2 W (i;0)W (i 2;0)W (i+1;0)2
W (2;0)
;
W (2i  1; 1) = W (i+1;1)W (i 1;1)W (i 1;0)2 W (i;0)W (i 2;0)W (i;1)2
W (1;1)
;
W (2i; 1) = W (i 1; 1)W (i+1; 1)W (i; 0)2 W (i 1; 0)W (i+1; 0)W (i; 1)2;
W (2i+ 1; 1) = W (i 1;1)W (i+1;1)W (i+1;0)
2 W (i;0)W (i+2;0)W (i;1)2
W ( 1;1) ;
W (2i+ 2; 1) = W (i+1;0)W (i+3;0)W (i;1)





Algorithm 3 Double and DoubleAdd
Inputs: W (1; 0) = W (0; 1) = 1を満たす elliptic netの k中心の block V;
A = W (2; 0) 1; E = W ( 1; 1) 1; F =W (2; 1) 1; G =W (1; 1) 1;
ブール演算子 add
Outputs: 2k中心のブロック (add == 0), 2k + 1中心のブロック (add == 1)
1: S  [0; 0; 0; 0; 0; 0]:
2: P  [0; 0; 0; 0; 0; 0]:
3: S0  V [1; 1]2:
4: P0  V [1; 0]V [1; 2]:
5: for i = 0 to 5 do
6: S[i] V [0; i+ 1]2:
7: P [i] V [0; i]V [0; i+ 2]:
8: end for
9: if add == 0 then
10: for i = 1 to 4 do
11: V [0; 2i  2] S[i]P [i+ 1]  S[i+ 1]P [i]:
12: V [0; 2i  1] (S[i]P [i+ 2]  S[i+ 2]P [i])A:
13: end for
14: V [1; 0] (S0P [3]  S[3]P0)G:
15: V [1; 1] S[3]P0   S0P [3]:
16: V [1; 2] (S[4]P0   S0P [4])E:
17. else
18. for i = 1 to 4 do
19. V [0; 2i  2] (S[i]P [i+ 1]  S[i+ 1]P [i])A:
20. V [0; 2i  1] S[i+ 1]P [i+ 2]  S[i+ 2]P [i+ 1]:
21. end for
22: V [1; 0] S[3]P0   S0P [3]:
23: V [1; 1] (S[4]P0   S0P [4])E:
24: V [1; 2] (S0P [5]  S[5]P0)F:
25. end if
26. return V
次に, W (m; 0);W (m; 1)を計算するアルゴリズムを記す.
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Algorithm 4 Elliptic Net Algorithm
Inputs: W (1; 0) = W (0; 1) = 1を満たす elliptic netの初期値 a =W (2; 0);
b = W (3; 0); c = W (4; 0); d = W (2; 1); e =W ( 1; 1); f =W (2; 1);
g = W (1; 1);m 2 Z;m =Pblog2mci=0 mi2i
(mi 2 f0; 1g(i = 0; 1; :::; blog2mc   1);mblog2mc = 1)
Outputs: W (m; 0);W (m; 1)
1: V  [[ a; 1; 0; 1; a; b; c; a3c  b3]; [1; g; d]]:
2: for i = blog2mc   1 down to 0 do
3: if di = 0 then
4: V  Double(V):
5: else
6: V  DoubleAdd(V):
7: end if
8: end for
9: returnV ==V [0; 3] = W (m; 0); V [1; 1] = W (m; 1):
最後にAlgorithm 4を用いて, ~W を計算するアルゴリズムを記す.
Algorithm 5 ~W を計算するアルゴリズム












定義 11. K を体とし, K 上の楕円曲線 E;E 0を考える. E 0が Eの twist
であるとは, K上の同型写像  : E 0 ! Eが存在することである.





(81z6 + 54z5 + 45z4 + 12z3 + 13z2 + 6z + 1)
r = 9z4 + 12z3 + 8z2 + 4z + 1
z = 1013235040279
T3 = T2 + b (a = 1; b = 3z + 1)を満たすので, (A;B) = (T3; T2)となる.
このとき, R-Ate pairingは以下の形になる.
R(Q;P ) = fb;Q(P ) GaT2Q;bQ(P ):
また, この楕円曲線は 4次の twistをもつ. D4 =  1となるD 2 Fq をと
ることで, E 0;  を以下のようにとれる.
E : y2 = x3 + 3x;
E 0 : y2 = x3 + 3
D
x;
 : E 0 ! E; (x; y) 7! (D 12x;D 34y):
[1]によって, twisted R-Ate pairingを使うことが出来る.  4r = aT2 +
b (a = 2z + 1; b = 3z2 + 2z) を満たすことから, aT2   b (mod r)とな
る. したがって, twisted R-ate pairing は次の形になる.　
R(P;Q) = fa;P (Q)
q2  fb;P (Q) GaT2P;bP (Q)
= fa;P (Q)
q2  fb;P (Q) G bP;bP (Q) (P 2 G1; Q 2 G2)
2 y2 = x3 + 3 [6]
k = 12
q = 36z4 + 36z3 + 24z2 + 6z + 1
r = 36z4 + 36z3 + 18z2 + 6z + 1
z = 6917529027641089837
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T10 = a T1+b (a = 6z+3; b = 6z+2)を満たすので, (A;B) = (T10; T1)
となる. このとき, R-Ate pairingは以下の形になる.
R(Q;P ) = fa;Q(P )
q  fb;Q(P ) GaT1Q;bQ(P ):
また, この楕円曲線は 6次の twistをもつ. D6 =  1となるD 2 Fq をと
ることで, E 0;  を以下のようにとれる.
E : y2 = x3 + 3;
E 0 : y2 = x3 + 3
D
;
 : E 0 ! E; (x; y) 7! (D 13x;D 12y):
[1]によって, twisted R-Ate pairingを使うことが出来る. 2r = aT10 +
b (a = 2z + 1; b = 6z2 + 4z) を満たすことから, aT2   b (mod r)とな
る. したがって, twisted R-Ate pairing は次の形になる.　
R(P;Q) = fa;P (Q)
q10  fb;P (Q) GaT2P;bP (Q)
= fa;P (Q)
q10  fb;P (Q) G bP;bP (Q) (P 2 G1; Q 2 G2)
ここで, ペアリングを計算するために必要な補題を用意する.
補題 3. P 2 G1とし; hP iをP が生成するG1の部分群とする. Q 2 G2 と
おく. aP + bQ =: R 2 E(Fqk)[r]nhP i をとる. このとき，R q(R) 2 G2
となる.
証明. Rの取り方から,
q(R) = aP + bqQ
である. このとき,
q(R) R = [b(q   1)]Q
となる. したがって, R  q(R) 2 G2 2
以降, G2 の元の取り方は, 上記のようにとることにする.
Algorithm 2 を基に, 上記のペアリングを計算するアルゴリズムを記す.
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Algorithm A twisted R-Ate pairing
Inputs: P 2 G1; Q 2 G2
a; b; j 2 Z;m1 = maxfa; bg;m2 = minfa; bg
Outputs: R(P;Q) = fa;P (Q)
qj  fb;P (Q) G bP;bP (Q)
1: c [m1
m2
]; d m1   c m2:
2: fm2 ;m2P  M(P;Q;m2)
3: fc;m2 ; cm2P  M(m2P;Q; c)
4: fd; dP  M(P;Q; d)
5: f1  f cm2  fc;m2  fd
6: fm1  f1 Gcm2;P (Q)
7: m1P  c m2P + dP
8: f2  f qja  fb
9: f3  f2 G bQ;bQ(P )
10: return f3
次に, ペアリングを定理 3を用いて elliptic netに置き換えると, 以下の
ようになる.
1 y2 = x3 + 3x
R(Q;P )
qk 1
r = ffb;Q(P ) GaT2Q;bQ(P )g
qk 1
r





r = ffa;P (Q)q2  fb;P (Q) G bP;bP (Q)g q
k 1
r
= f ~WP;Q(a; 1)q2  ~WP;Q(b; 1) GbP; bP (Q) 1g q
k 1
r
2 y2 = x3 + 3
R(Q;P )
qk 1
r = ff qa;Q  fb;Q(P ) GaT1Q;bQ(P )g
qk 1
r





r = ffa;P (Q)q10  fb;P (Q) G bP;bP (Q)g q
k 1
r




[3]によると, Q = (xQ; yQ)としたとき, nQ = (xnQ; ynQ)は以下のよう
に与えられることが知られている.




WQ;P (n  1; 0)2WQ;P (n+ 2; 0) WQ;P (n+ 1; 0)2WQ;P (n  2; 0)
2WQ;P (2; 0)WQ;P (n; 0)3
:
この式を基に, ペアリングを計算するアルゴリズムを記す.
Algorithm B twisted R-Ate pairing(elliptic net ver.)
Inputs: P 2 G1; Q 2 G2;
a; b; j 2 Z
Outputs: R(P;Q) = ~WP;Q(a; 1)
qj  ~WP;Q(b; 1) GbP; bP (Q) 1
1: Algorithm 4を用いて,W (a; 0);W (a; 1);W (b; 0);W (b; 1)を計算する:
2: ~W (a) ~WP;Q(a; 1); ~W (b) ~WP;Q(b; 1):
3: bP を計算する.
4: R ~W (a)qj  ~W (b) GbP; bP (Q) 1
5: return R
5.2 数値実験
Algorithm Aと Algorithm Bをそれぞれ用いて計算速度の比較を行っ
た. 利用した計算機は, Intel Core i7-5960X 3.00GHzのプロセッサ, メモ




Miller EN Miller EN
1 59.3 59.4 42.3 46.8
2 115.9 134.7 136.3 151.5
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6 まとめ
本論文では, 定理等を用いて twisted R-Ate pairing を elliptic netを用
いて表記し, ペアリングを計算するアルゴリズムを実装した. 実験結果か
ら, elliptic netで書かれたペアリングについて, 1は twist後の方が計算す
るスピードが速く, 2は twistを施すことで, Millerの手法との計算時間の
差を縮めることが出来た. 今後の課題として, Millerの手法で記されたア
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nr = x * (3 * x1^(2) + a4 )/(2 * y1)
- x1 * (3 * x1^(2) + a4 )/(2 * y1) + y1;
dm = ((3 * x1^(2) + a4 )/(2 * y1))^2 - 2 * x1; ),
if(x1 == x2 && y1 == (-1) * y2,
return(x - x1),
);
nr = x * (y2 - y1)/(x2 - x1) - x1 * (y2 - y1)/(x2 - x1)
+ y1;
dm = ((y2 - y1)/(x2 - x1)) ^ (2) - x1 - x2;
);









for(i = 2 ,bln,
f = f^2 * G(E,T,T,D);
T = ellmul(E,T,2);
if(bl[i] ==1,
f = f * G(E,T,C,D);

















c = m1 \ m2; \\小数切り捨て除算




[fm2 , m2Q] = M(E,Q,P,m2);
[fcm2 , cm2Q] = M(E,m2Q,P,c);
[fd , dQ] = M(E,Q,P,d);
f1 = fm2 ^ c * fcm2 * fd;













f2 = fa^q * fb;
Q1 = Frob(E,aQ);
f3 = f2 * G(E,Q1,bQ,P);
return(f3);
}

















vals[1] = 2 * y1;
vals[2] = 3 * (x1)^4 + 6*a4*(x1)^2 + 12*a6*x1 - (a4)^2;
vals[3] = 4*y1 *((x1)^6 + 5*a4*(x1)^4
+ 20*a6*(x1)^3 - 5*(a4)^2
*(x1)^2 -4*a4*a6*x1 -8*(a6)^2 -(a4)^3);
vals[4] = 2*x1 +x2 -((y2 - y1)/(x2 -x1))^2;
vals[5] = x1 -x2;
vals[6] = (y1 +y2)^2 -(2*x1 +x2)*(x1 -x2)^2;







inverse_20 = initvals[1]^(-1); \\ W(2,0)^-1
inverse_11 = initvals[7]^(-1); \\ W(1,1)^-1
inverse_n1 = initvals[5]^(-1); \\ W(-1,1)^-1




P_0 = (V[2,1]) * (V[2,3]);
for(i = 1, 6,
S[i] = (V[1,i + 1])^2;
P[i] = (V[1,i]) * (V[1,i + 2]);
);
if(add == 0,
for(i = 1, 4,
V[1,2 * i - 1] = S[i] * P[i + 1] - S[i + 1] * P[i];
V[1,2 * i] = (S[i] * P[i + 2] - S[i + 2] * P[i])
* inverse_20;
);
V[2,1] = (S[2] * P_0 - S_0 * P[2])* inverse_11;
V[2,2] = S[3] * P_0 - S_0 * P[3];
V[2,3] = (S[4] * P_0 - S_0 * P[4])* inverse_n1;
,
for(i = 1, 4,
V[1,2 * i - 1] = (S[i] * P[i + 2] - S[i + 2] * P[i])
* inverse_20;
V[1,2 * i] = (S[i +1] * P[i + 2] - S[i + 2] * P[i + 1]);
);
V[2,1] = S[3] * P_0 - S_0 * P[3];
V[2,2] = (S[4] * P_0 - S_0 * P[4])* inverse_n1;



















tilde_W = U[2,2] / (Mod(2,q)^(m-1) * U[1,4]); \\ tilde_W(Q,P,m,1)
return([tilde_W,U]);
}

























c = m1 \ m2; \\小数切り捨て除算




[fm2 , m2P] = M(E,P,Q,m2);
[fcm2 , cm2P] = M(E,m2P,Q,c);
[fd , dP] = M(E,P,Q,d);
f1 = fm2 ^ c * fcm2 * fd;








f2 = fa ^(q ^ j) * fb; \\E_{1}のときj = 2, E_{2}
のとき j = 10
f3 = f2 * G(E,ellpow(E,bP,-1),bP,Q);
return(f3);
}
tR_ate(E,P,Q,a,b,k) = ell_tR_ate(E,P,Q,a,b) ^((q^k - 1)/r);

















tilde_R = (tilde_a)^(q^j) * tilde_b
* G(E,ellpow(E,bP,-1),bP,Q)^(-1); \\E_{1}
のとき j = 2, E_{2}のとき j = 10
return(tilde_R);
}
twR_ate(E,P,Q,a,b,k) = ell_twR_ate(E,P,Q,a,b) ^((q^k - 1)/r);
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