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Cap´ıtulo I
Introduccio´n
1 Descripcio´n
El presente documento corresponde a la memoria del proyecto “Aplicacio´n Web de juegos
multijugador en GWT”, proyecto correspondiente a la modalidad A de 37’5 cre´ditos
perteneciente a la Ingenier´ıa Informa´tica. Se ha escogido este proyecto por la motivacio´n
personal por el mundo de los juegos online y la idea de crear un portal de juegos utilizando
una tecnolog´ıa ma´s actual y bastante reciente, intentando mejorar as´ı las prestaciones de
las pa´ginas que ofrecen este tipo de servicios que utilizan tecnolog´ıas ma´s obsoletas.
2 Objetivos del proyecto. Ana´lisis de requerimientos
Se pretende desarrollar un servidor de juegos multijugador, que contenga dos juegos (Risk
y Guin˜ote), utilizando una interfaz web desarrollada en GWT, framework de Google para
Ajax, y la viabilidad de implementarlo usando esta tecnolog´ıa. Ya que parte de los
objetivos del proyecto corresponden con los requerimientos de usuario, se realizara´ el
ana´lisis de requerimientos en este apartado.
Se pretende que la aplicacio´n sea:
• Ligera y ra´pida. Por eso se ha escogido Ajax, y en concreto GWT para imple-
mentar la interfaz. No hara´ falta refrescar la pa´gina en cada accio´n que realize el
jugador. Tampoco hara´ falta tener ningu´n plugin especial instalado en el navegador,
ya que no se descargara´ ningu´n objeto pesado como en la mayor´ıa de sites online de
juegos, como pueda ser un applet en java o un objeto flash.
• Correcta y segura. No debera´ haber ningu´n tipo de error ni bug por el que la
aplicacio´n tenga un comportamiento ano´malo y los usuarios puedan aprovecharlo
para tener ventajas o privilegios sobre el resto.
• Configurable. El usuario podra´ configurar diferentes aspectos de cada uno de los
juegos. As´ı se evitara´ que este´n obligados a jugar a unas normas o para´metros
concretos. En consecuencia, de un mismo juego pueden haber diferentes variantes
y adaptarse as´ı a los gustos de los usuarios.
9
2 Objetivos del proyecto. Ana´lisis de requerimientos
• Usable e intuitiva. No se pretende realizar una aplicacio´n web complicada que le
resulte dif´ıcil de entender al usuario. El jugador tendra´ siempre un fa´cil acceso a
todas las funcionalidades de la aplicacio´n.
• Eficiente. Se intentara´ aprovechar al ma´ximo los recursos para no saturar el servi-
dor.
Una vez este´ desarrollada la implementacio´n, se comprobara´n todos estos para´metros
y se analizara´ si es viable o no crear una aplicacio´n de este tipo, en el que se requiere
una elevada comunicacio´n con el servidor, mediante esta tecnolog´ıa. Estos para´metros
corresponden a los requerimientos de usuario.
Gracias a que utilizamos Ajax, no necesitaremos ningu´n plugin ni nada en especial
para cargar la aplicacio´n, por tanto el u´nico requerimiento de software que tendremos sera´
el siguiente:
• Navegador que acepte javascript: sin esto sera´ imposible cargar la aplicacio´n,
ya que Ajax se basa en javascript. Actualmente la mayor´ıa de los navegadores, por
no decir todos, aceptan esta tecnolog´ıa.
Como requerimientos de hardware tampoco se necesita nada en concreto. Cualquier
ordenador mı´nimamente moderno posee un navegador y puede conectarse a Internet sin
ningu´n problema. So´lo se necesitara´ la memoria que consuma el navegador que utilice el
usuario. La carga de la aplicacio´n web consume unas 50 megas de memoria adicionales.
2.1 Objetivos principales
Se han propuesto unos objetivos mı´nimos que se deber´ıan alcanzar al concluir el proyecto:
• La creacio´n de un mecanismo de comunicacio´n cliente-servidor con llamadas Ajax
en GWT. Se tiene que tener en cuenta que en este tipo de aplicaciones, no solamente
se responde a peticiones realizadas por el usuario en un momento dado, sino que
el servidor tambie´n tendra´ necesidad de enviar mensajes a uno o varios clientes
durante el transcurso de la partida. Habra´ que disen˜ar un mecanismo para que esto
sea posible en una aplicacio´n web basada en GWT.
• El desarrollo de un sistema de registro y login/logout de usuarios, y la creacio´n de
las sesiones de usuario.
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• Implementacio´n de dos juegos totalmente configurables. Los juegos escogidos son
Guin˜ote y Risk. Los usuarios debera´n poder abrir partidas configurando elementos
como el tiempo de turno, nu´mero de jugadores y otros aspectos del juego.
• Crear un sistema de rankings y estad´ısticas que se actualize automa´ticamente al
acabar cada partida. El usuario podra´ consultar los rankings y los diferentes tipos
de estad´ısticas fa´cilmente desde el menu´.
• La aplicacio´n debera´ tener un sistema de bu´squeda de partidas. As´ı, un usuario que
quiera buscar partidas en un cierto estado para entrar o observar, podra´ hacerlo
fa´cilmente.
• Un sistema de comunicacio´n entre usuarios. Cada partida tendra´ su chat mediante
el cual se podra´n comunicar entre ellos y el sistema les podra´ notificar mensajes de
relevancia.
• Habra´ un apartado de administracio´n para personas con los permisos necesarios,
mediante el cual se podra´n gestionar usuarios, partidas, notificaciones, etc.
2.2 Objetivos opcionales
• Se intentara´ implementar una inteligencia artificial para cada juego. As´ı, si un
jugador se desconecta un cierto tiempo del juego por causas externas sera´ sustituido
temporalmente por un bot que juegue por e´l.
• Funcionalidad que permita crear torneos a los usuarios y a los administradores.
Sera´n configurables diferentes para´metros, como el nu´mero de jugadores o el inter-
valo de tiempo entre partidas.
• Otro objetivo ser´ıa la posibilidad por parte de los usuarios registrados de modificar
sus datos personales.
• Implementacio´n de un historial de partidas y accesos de usuarios. Los usuar-
ios podra´n ver todo el historial de las partidas jugadas, as´ı como sus resultados.
Tambie´n se pretende tener el historial de accesos a la aplicacio´n por parte de los
usuarios para tenerlos identificados.
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• Mo´dulo de encriptacio´n para env´ıo de mensajes e informacio´n segura. Con este obje-
tivo se pretende que todas las comunicaciones sean seguras, tanto las conversaciones
entre jugadores, como el env´ıo de informacio´n cliente-servidor.
3 Reglas esenciales de los juegos propuestos
3.1 Reglas del Risk
El Risk es un juego de estrategia de 2 a 6 jugadores. El objetivo consiste en ser el primero
en conseguir el objetivo asignado.
Al iniciar la partida se repartira´n los territorios del mapa entre todos los jugadores
y un objetivo a cada uno. Cada jugador debera´ poner como mı´nimo una tropa en cada
territorio.
Se reparten un nu´mero de tropas determinadas por jugador. Una vez tenga los terri-
torios iniciales asignados, podra´ distribuirlas por los territorios segu´n le convenga.
Se escoge al azar el jugador que tiene el turno inicial. En cada turno se podra´n realizar
las siguientes acciones:
• Canjear Cartas: Si el jugador dispone de cartas suficientes, podra´ canjearlas por
tropas.
• Colocar Tropas: El jugador debera´ poner las tropas canjeadas y asignadas en su
turno por los territorios segu´n le convenga.
• Atacar: El jugador podra´ lanzar entre uno y tres dados segu´n las tropas que tenga
a un pa´ıs contiguo.
• Multiplicar tropas: El jugador decide no atacar. A cambio se refuerza con tropas
equivalentes a un tercio de los territorios que disponga en ese momento.
• Redistribuir Tropas: Una vez ha acabado de atacar o se ha multiplicado, podra´
mover las tropas de un territorio a otro siempre que este´n conectados.
Las acciones de cada turno se pueden realizar siguiendo un orden determinado por el
siguiente diagrama:
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3.2 Reglas del Guin˜ote
-1 - noTurno
Initial
0 - 
AccionesNoAplicadas
1 - CartasCanjeadas
2 - TropasColocadas
3- AtaqueRealizado
4 - TropasMultiplicadas
RedistribuirTropas
RedistribuirTropas
Atacar
MultiplicarTropas
Atacar
ColocarTropas
ColocarTropas
CanjearCartas
Figure 1: Acciones disponibles en el Risk.
Adema´s, cada vez que se conquista un pa´ıs, el jugador recibira´ una carta de territorio
que servira´ para conseguir tropas, canjea´ndolas por cartas segu´n la combinacio´n que se
tenga.
Cuando un jugador es atacado, podra´ defenderse con uno o dos dados, segu´n escoja
el jugador atacado y segu´n las tropas que tenga en el territorio.
En un ataque, en caso de nu´meros empatados entre atacante y defensor, gana el
defensor. Los dados son emparejados, el ma´s alto del atacante con el ma´s alto del defensor,
despue´s el segundo ma´s alto y as´ı sucesivamente segu´n el nu´mero de dados lanzados.
En un ataque, con cada dado emparejado que gana el atacante, se elimina una tropa
del pa´ıs atacado.
El jugador que cumpla su objetivo al inicio de su turno, gana la partida.
3.2 Reglas del Guin˜ote
El Guin˜ote es un juego de cartas por parejas para 4 jugadores.
Cada partida se divide en un nu´mero determinado de cotos, cada uno con un nu´mero
determinado de juegos que los usuarios podra´n escoger al abrir la partida. La primera
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pareja que gane los cotos determinados por la partida, gana. Un coto lo gana la primera
pareja que gana los juegos que forman un coto. Un juego lo gana el primero que llegue a
101 puntos.
Al inicio de la partida se reparten seis cartas a cada jugador, se pone una boca arriba
y el mazo encima. La carta boca arriba se llama pinta. Determina el palo de triunfos.
La carta ma´s alta de un palo es el As, seguida del tres, rey, sota, caballo, siete, etc.
Un triunfo gana a cualquiera de los otros tres palos.
Una partida de guin˜ote consta de dos fases. La primera dura mientras hayan cartas
en el mazo. En cada ronda, cada jugador tira una carta. Se lleva la baza el que gane esa
ronda, segu´n las cartas que hayan tirado. Cuando acaba la ronda, cada jugador roba una
carta del mazo, empezando por el jugador que se ha llevado la baza.
Durante la primera fase, si un jugador tiene el siete de triunfos, puede cambiar la carta
por la pinta siempre que se haya llevado la u´ltima baza e´l o su pareja.
La segunda fase de la partida empieza cuando se acaban las cartas del mazo. Comienza
tirando el que se ha llevado la u´ltima baza, como en toda la partida. Sin embargo es una
fase de arrastre, en la que el siguiente jugador esta´ obligado a tirar una carta del mismo
palo y matando si es posible. Si no puede matar, esta´ obligado a tirar una del mismo palo
si tiene, y si no, matar tirando un triunfo. Si no tiene cartas del mismo palo y no puede
matar, puede tirar la carta que quiera.
Durante la partida, cuando una pareja se lleva una baza, puede cantar. Se puede
cantar si se tiene el rey y la sota del mismo palo y se ha ganado la u´ltima baza. Un
ca´ntico da 20 puntos, a no ser que sea de triunfos que da 40.
Cuando se han tirado las cartas, se hace el recuento de puntos. Si ninguna de las dos
parejas ha llegado a 101 puntos, comenzara´n una ronda de revueltas, en la que empiezan
con los puntos con los que acabaron. En cuanto una pareja llegue a 101 puntos, ganara´
la partida y se jugara´ el siguiente juego.
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Cap´ıtulo II
Trabajo Previo
4 ¿Que´ es GWT?
El objetivo de este cap´ıtulo es explicar co´mo funciona brevemente GWT, sobretodo para
comunicarse con el servidor.
Google Web Toolkit es un framework proporcionado por Google que facilita el desar-
rollo de aplicaciones web en Ajax. La implementacio´n se realiza en Java y el compilador
de GWT lo traduce automa´ticamente a un co´digo Javascript optimizado. Esto permite
realizar aplicaciones web ra´pidas y complejas. Naturalmente, GWT no tiene compatibili-
dad 100% con todas las librer´ıas y objetos de Java, as´ı pues quedaremos limitados al uso
de so´lo unas cuantas funcionalidades de Java.
5 Funcionamiento del GWT
GWT consta de una serie de widgets equivalentes a los de cualquier librer´ıa gra´fica. Esto
nos permite crear las vistas para nuestra aplicacio´n web como si fuese una aplicacio´n
de escritorio, ya que el compilador transformara´ estos widgets al co´digo HTML que lo
sustituira´ en la web. Por ejemplo, si ponemos un panel gene´rico, el compilador de GWT
lo transformara´ en el co´digo necesario para crear un Div de HTML. Esto es muy u´til para
crear aplicaciones web sin tener experiencia previa.
Vista en GWT
Clase Java
Utiliza
Panels
FlowPanel
VerticalPanel
HorizontalPanel
...
Button
Label
TextBox
CheckBox
...
Widgets
Compilador GWT
RPC Service GWT Servlet
RemoteServiceServlet Clases del dominio
Controladores
Base de datos
Código Javascript
Código HTML
Figure 2: Funcionamiento de GWT.
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Para comunicarse con el servidor, se implementan unos servlets espec´ıficos de GWT.
En el servidor tendremos la implementacio´n de dicho servlet, y en el lado del cliente la
interfaz para poder realizar la llamada. As´ı pues, si queremos realizar una llamada A al
servidor, el cliente invocara´ la llamada A de la interfaz del servlet, y este se encargara´
de comunicarse con el servidor. Una vez se haya completado la llamada, se retornara´ el
resultado al cliente.
Todas estas llamadas son as´ıcronas. En una interfaz web el usuario realiza una accio´n
que provoca una peticio´n Http que le retornara´ una respuesta cuando haya terminado.
Esto provoca un estilo de programacio´n totalmente distinto, ya que en un juego para
ejecutar una accio´n necesitamos saber cierta informacio´n antes. Adema´s, conlleva el
problema de que so´lo se env´ıa informacio´n al usuario si e´ste ha ejecutado una peticio´n,
pero si necesitamos enviarle ciertos datos de la partida a los jugadores, tendremos un
problema.
Normalmente en las aplicaciones web de juegos multijugador, se implementan con
applets en Java en el que se pueden crear sockets para la comunicacio´n cliente-servidor
bidireccional. Con GWT no tenemos esa posibilidad (incompatibilidad con sockets) ya
que todo se basa en peticiones XMLHttpRequest.
Para solucionar este problema se ha ideado un mecanismo de mensajes que, si bien
no es en tiempo real, lo simula. La idea es que cada usuario tenga una cola de mensajes.
Cada vez que se quiera enviar un mensaje a este usuario, tanto por parte del sistema como
por parte de otro jugador, se an˜ade a la cola de mensajes. Cuando el jugador logueado
entra en una partida, hace una llamada al servidor mediante el servlet. Esta llamada le
devolvera´ los mensajes que tenga en cola y vaciara´ la cola.
Si cada jugador consultara constantemente si tiene mensajes, el servidor dejar´ıa de
responder ya que se pasar´ıa todo el tiempo enviando los mensajes de la cola acumulados
de los usuarios. Para evitar esto, cuando hace la llamada comprueba si tiene mensajes.
Si no tiene, se dormira´ el proceso. Si tiene mensajes, se vaciara´ la cola y se les enviara´ al
usuario, quien cuando los reciba, automa´ticamente enviara´ otra peticion al servidor para
recibir los mensajes.
Cuando se an˜ada un mensaje a la cola de mensajes, se despertara´ el proceso, enviando
los mensajes al usuario. As´ı pues, mientras el usuario no tenga mensajes no consultara´
al servidor, pero en cuanto reciba uno, sera´ recibido automa´ticamente por el usuario. El
resultado es una comunicacio´n servidor-cliente pra´cticamente en tiempo real.
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Cap´ıtulo III
Herramientas utilizadas. Motivo de
utilizacio´n
6 Ajax: GWT y javascript
Ajax (Asynchronous JavaScript And XML) permite crear aplicaciones web ricas en con-
tenido ra´pidas y sin tantas recargas de pa´ginas. Utiliza Javascript para la ejecucio´n del
co´digo del cliente en el navegador y XMLHttpRequest para realizar llamadas al servidor
y obtener los datos. Nos permite crear contenido web que se actualiza en la misma pa´gina
sin necesidad de recargarla. Esto permite al usuario una navegacio´n ma´s ra´pida ya que
no tiene que descargarse tantos datos del servidor, al descargarse so´lo lo necesario. Me-
diante llamadas as´ıncronas al servidor, realizamos peticiones que se nos devuelven con
la informacio´n necesaria, que despue´s mostraremos al usuario mediante javascript.Tanto
Javascript como XMLHttpRequest esta´n incorporados en la mayor´ıa de los navegadores
actuales, por no decir todos. Por tanto, podremos crear aplicaciones agradables al usuario
sin necesidad de incorporar plugins para ejecutar el contenido.
La mayor´ıa de pa´ginas web de hoy en d´ıa que ofrecen juegos al usuario utilizan tec-
nolog´ıas que precisan de plugins para ejecutarlos (Flash, Java Applets, Microsoft Sil-
verlight, etc.). Esto implica que el usuario tenga que instalar cosas adicionales en su
ordenador o en cada navegador que tenga que utilizar. Adema´s estos plugins suelen re-
alizar la carga de un objeto pesado para reproducirlo y otros no son compatibles con
todos los sistemas. Si adema´s lo que se pretende no es realizar un simple juego que lo
cargue un usuario en su navegador y comience a jugar, sino que pretendemos realizar una
aplicacio´n completa en el que puedan cargar diferentes juegos multijugador, con sistemas
de rankings, etc. la utilizacio´n de estas tecnolog´ıas se hace ma´s complicada y los objetos
que deber´ıan cargar sera´n ma´s grandes y ma´s costosos de descargar.
Con Ajax podr´ıamos crear una aplicacio´n en la que el usuario no se descarga un juego
para ejecutarlo en el plugin y comenzar a jugar, sino que el usuario entra en nuestra
aplicacio´n y “juega” con la web. Modificando los objetos de la pa´gina web mediante
javascript y realizando llamadas al servidor con XMLHttpRequest se podr´ıa crear una
aplicacio´n en el servidor con la que los usuarios interactuan mediante Ajax, permitiendo
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crear juegos ra´pidos y sin grandes costes de carga. Adema´s ser´ıan compatibles con todos
los navegadores y en todos los sistemas.
Sin embargo, para el programador utilizar un lenguaje para programar la aplicacio´n
en el servidor y despue´s pelearse con el Javascript y con las llamadas Ajax al servidor
y sincronizarlo todo puede ser bastante lento y tedioso. Por eso se ha decidido utilizar
GWT (Google Web Toolkit). GWT es un framework de Google de co´digo abierto y que te
permite programar una aplicacio´n en Ajax sin necesidad de tener grandes conocimientos
de Javascript ni de XMLHttpRequest. Adema´s tampoco hace falta que el programador
tenga grandes nociones de conocimientos de html o de disen˜o.
GWT te permite programar en java toda la parte del cliente. Una vez se ha pro-
gramado, el compilador que viene con GWT lo traduce todo automa´ticamente a Html
y Javascript, optimizando el co´digo y reduciendo el peso del mismo. Un programador
experto en Javascript dif´ıcilmente podr´ıa generar un co´digo ma´s o´ptimo que el que genera
el framework de Google, reduciendo el peso de los ficheros javascript a descargar, adema´s
de traducirlo de manera que sea muy dif´ıcil de entender por una persona, mejorando la
seguridad.
7 Java
El lenguaje escogido por el servidor es Java ya que permite una integracio´n total con
GWT. Es un lenguaje orientado a objetos multiplataforma que nos permite crear aplica-
ciones fa´cilmente. Si utilizaramos otro lenguaje, necesitar´ıamos algu´n plugin para poder
comunicar GWT con el servidor, ya que esta´ basado en Java, as´ı que se ha decidido
escoger e´ste para crear GamesWT.
8 JBoss
GWT viene con un servidor incorporado pero es bastante lento. As´ı que se penso´ en
utilizar otro que tuviera mejor rendimiento. El escogido ha sido Jboss. JBoss es un
servidor de aplicaciones J2EE de co´digo abierto implementado en Java puro. Al estar
basado en Java, JBoss puede ser utilizado en cualquier sistema operativo que lo soporte.1.
Se ha decidido utilizar Jboss para esta aplicacio´n ya que esta´ totalmente hecho en java y
lo hace o´ptimo para nuestra aplicacio´n.
1Texto extra´ıdo de http://es.wikipedia.org/wiki/JBoss
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En un principio se penso´ en utilizar Oracle para la base de datos de GamesWT, sin
embargo este sistema de gestio´n de base de datos, a pesar de ser muy bueno, consume
muchos recursos y es de pago. A pesar de ofrecer muchas cosas, nuestra aplicacio´n no nece-
sita tanto, as´ı que se ha decidido utilizar MySQL, que tiene licencia GNU GPL, aunque
tambie´n lo ofrecen con licencias de pago si se pretendiera dar usos privativos a GamesWT.
MySQL es un sistema de gestio´n de base de datos relacional, multihilo y multiusuario2
que consume unos recursos mı´nimos y es suficiente para nuestras necesidades.
2Texto extra´ıdo de http://es.wikipedia.org/wiki/MySQL
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10 Componentes e interaccio´n entre ellos
Cap´ıtulo IV
Arquitectura propuesta
10 Componentes e interaccio´n entre ellos
Haremos uso del patro´n de modelo MVC, ya que se adapta perfectamente a una aplicacio´n
web. Este patro´n lo que hace es separar la aplicacio´n en tres componentes (Modelo-Vista-
Controlador). En el componente de la vista esta´ la interfaz del usuario, las vistas, co´digo
html, javascript, etc. El componente del modelo contiene toda la lo´gica de la aplicacio´n
y co´digo para interactuar con la base de datos. El controlador recibe los eventos desde la
vista para interactuar con el modelo.
Al componente vista, lo llamaremos componente GWT y contendra´ todas las clases que
implementan las vistas de nuestra aplicacio´n web, css, ima´genes, co´digo html y javascript.
En GWT, para comunicarse con el servidor necesitamos implementar un servlet es-
pec´ıfico que viene con el framework. Tendremos uno (o varios) servlets de GWT. Cada
vista hara´ uso del servlet que necesite para poder comunicarse con el servidor y que el
modelo realice las acciones oportunas. El controlador sera´ nuestro conjunto de servlets,
que recibira´n los eventos de las vistas e interactuan con la lo´gica de negocio y otros con-
troladores que utilizaremos y que veremos ma´s adelante, como el controlador de partidas
o el de jugadores.
Por u´ltimo, nuestro modelo sera´ el conjunto de clases realizan toda la lo´gica de negocio
de la aplicacio´n e interactuan con la base de datos.
Dominio-BDComponente GWT Servlets GWT
ControladorVista Modelo
Figure 3: Interaccio´n de componentes
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11 Autentificacio´n y mantenimiento de sesiones
En GamesWT hay casos de uso que se pueden ejecutar sin necesidad de estar registrado,
como observar partidas en curso, por tanto no requiere autentificacio´n. Pero para el resto
de acciones necesitara´ autentificarse. Adema´s, para poder gestionar datos y recuperar
partidas en caso de desconexio´n, se necesitara´ crear y gestionar sesiones de usuario.
11.1 Autentificacio´n: Mo´dulo de encriptacio´n
Cuando un usuario se registra, se le pide una contrasen˜a mediante la cual procedera´
a autentificarse. Al crearse el usuario en base de datos, por motivos de seguridad no
guardamos el password, ya que en caso de robo o fallo en la seguridad del sistema, podr´ıan
obtener las contrasen˜as de los usuarios.
Por este motivo necesitaremos algu´n sistema para guardar de forma encriptada la
contrasen˜a, de tal manera que el usuario pueda introducir su password y ser reconocido sin
tenerlo explicitamente. Para ello usaremos un mo´dulo de encriptacio´n llamado JBCrypt,
que es la adaptacio´n para Java de la implementacio´n del codificador por bloques Blowfish3.
El mo´dulo de encriptacio´n nos permitira´ generar un string encriptado que guardaremos
en la fila de la tabla de usuarios de base de datos que corresponda al jugador. A partir de
ah´ı, cada vez que se quiera autentificar, volveremos a encriptar el password introducido
por el usuario mediante el mo´dulo de encriptacio´n y lo compararemos con el que tenemos
guardado en la base de datos.
11.2 Gestio´n de sesiones
Con la autentificacio´n del usuario se permite al jugador poder acceder a los servicios
habilitados so´lo para los usuarios registrados, pero para un buen funcionamiento de la
aplicacio´n hay que mantener la sesio´n. Si no fuera as´ı, una desconexio´n inoportuna del
usuario, por ejemplo, impedir´ıa reanudar una partida que estuviera jugando durante el
momento de la desconexio´n. Adema´s, cada vez que actualizara o cerrara el navegador,
deber´ıa volver a loguearse, penalizando uno de los requerimientos de la aplicacio´n que es
que sea fa´cilmente usable y co´modo para el usuario.
3Blowfish es un codificador de bloques sime´tricos como el famoso AES. Utiliza bloques de 64 bits y
tiene mayor volumen de trabajo que el AES. Igual que este, tampoco se le ha encontrado ningu´n fallo de
seguridad.
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En un primer momento, se penso´ en utilizar las sesiones de navegador, utilizando el
identificador generado automa´ticamente en una HttpSesion. Sin embargo, en cuanto se
cerraba el navegador y se volv´ıa a abrir, generaba otro identificador distinto que imped´ıa
reconocer al usuario autentificado.
As´ı pues, se ha decidido utilizar cookies, guardando tambie´n la informacio´n en base
de datos para mayor seguridad. De este modo, cuando nos logueamos por primera vez,
se genera una cookie con un identificador de sesio´n. Para generar este identificador se
ha aprovechado el que nos genera el navegador en la HttpSession. Adema´s se crea una
entrada en la tabla sessions de la base de datos con el nick del usuario, el identificador
de sesio´n y la fecha de expiracio´n.
A partir de ahora, cuando el usuario cargue la aplicacio´n, lo primero que hara´ sera´ leer
de la cookie el identificador y comprobar si existe la sesio´n en base de datos, mediante
una llamada al servlet de Gwt. Si existe, comprueba si se ha expirado. Tanto si no existe,
como si ha expirado, obligara´ al usuario a loguearse de nuevo, actualizando el identificador
de sesio´n en la cookie y en base de datos. En caso contrario, aunque cierre el navegador
o actualice, no le hara´ falta autentificarse y continuara´ en el estado en el que la dejo´.
Para poder recuperar partidas, juntamente con la llamada que comprueba la sesio´n,
comprobaremos si el jugador estaba en alguna partida. Si es as´ı recuperaremos los datos
de la partida para poder montar el panel de juego y que pueda continuar sin ningu´n
problema. De aqu´ı en adelante, para la mayor parte de llamadas al servidor se requerira´
el identificador de sesio´n para asegurar que es el usuario autentificado el que realiza la
accio´n.
Adema´s, tambie´n necesitaremos saber si el usuario esta´ baneado o no y que´ rol tiene.
Por tanto, si tiene una sesio´n activa, consultaremos con la clase que interactua con la base
de datos BdComponents la informacio´n del usuario de donde sacaremos si esta´ baneado y
que´ rol tiene asignado. Si esta´ baneado no se le permitira´ loguearse, as´ı que actuaremos
como si no tuviera una sesio´n creada.
A continuacio´n se muestra el diagrama de secuencia para obtener toda esta infor-
macio´n. Se ha decidido poner aqu´ı el diagrama de secuencia y no en el apartado de disen˜o
porque as´ı se puede visualizar el funcionamiento.
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11.2 Gestio´n de sesiones
GwtServletUser ControladorJugadores jug:Jugador ControladorPartidas p:Partida BdComponents
opt 
[jug!=null]
[else]
ArrayList ret=new ArrayList();
ret.add(nick);
opt 
[idPartida!=-1]
[else]
ret.add(idPartida);
ret.add(info);
ret.add(CONSTANT.JUG_JUGADOR_SIN_PARTIDAS);
ret.add(CONSTANT.JUG_JUGADOR_SIN_PARTIDAS);
int banned=(Integer)info_user.get(3);
opt 
[banned==0 ]
[else]
opt 
[info_session!=null]
ret.add(CONSTANT.JUG_BANEADO);
ret.add(info_user);
ret.add(info:session);
ret.add(news_text);
ret.add(help_text);
getSession(String SessionID) :ArrayList
get_session_expiration(String sessionID) :ArrayList info_session
getCurrentUser(String SessionID) :String nick
get_user(String nick) :ArrayList info_user
getJugador(String nick) :Jugador jug
getPartidaEnCurso() :int idPartida
getPartida(int idPartida) :Partida p
getInfoPartida() :ArrayList info
reincorporarJugador(String nick)
get_news_text() :String news_text
get_help_text() :String help_text
:ret
Figure 4: Inicio de Sesio´n. Recuperacio´n de datos del jugador.
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12 Gestio´n de desconexiones
A la hora de implementar el proyecto, se tiene que tener en cuenta que el usuario puede
desconectarse accidentalmente por diferentes motivos. Esto no supone ningu´n problema
si durante la desconexio´n no estaba jugando ninguna partida, pero si se desconecta mo-
menta´neamente mientras juega una partida tenemos que garantizar dos cosas:
• El transcurso de la partida sin interrupciones. El jugador sera´ sustituido por una
Inteligencia Artificial que jugara´ por e´l mientras este´ ausente.
• La reincorporacio´n a la partida del usuario en caso de re-conexio´n. Al jugador se le
iniciara´ automa´ticamente la partida, en el mismo estado que el resto de jugadores
que no la han abandonado. Si durante su ausencia se han realizado determinadas
acciones en la partida, se vera´n reflejados los cambios en la reincorporacio´n del
jugador.
Primero de todo hay que detectar cuando se ha desconectado un jugador. Cuando
se actualiza el navegador, se cierra o se produce una desconexio´n por factores externos
(cortes de luz, problemas de red, etc.),el jugador no ha abandonado voluntariamente la
partida, por tanto no se realiza ningu´n evento que produzca una llamada al servidor
indicando que se ha desconectado.
Para solventar este problema, se penso´ en disen˜ar un sistema que enviara cada cierto
tiempo un mensaje al servidor conforme esta´ conectado. Sin embargo, este sistema unido
al env´ıo y recepcio´n de mensajes de las partidas y comunicacio´n de usuarios, durante
una gran confluencia de usuarios en la aplicacio´n podr´ıa sobrecargar el sistema. Adema´s,
teniendo en cuenta las limitaciones que ponen los servidores en el nu´mero ma´ximo de
peticiones Ajax concurrentes (en algunos el l´ımite es 2), har´ıa que a parte de la peticio´n
que se env´ıa para la recepcio´n de mensajes del servidor, tendr´ıamos otra que se env´ıa
cada cierto tiempo, lo que podr´ıa provocar que en este periodo el usuario no pudiera
interaccionar con la partida.
Del ana´lisis de este problema se decidio´ optar por un disen˜o de gestio´n de desconexiones
mucho ma´s sencillo. Cada partida tendra´ un vector de booleanos, indicando si un jugador
determinado esta´ conectado o no. Este vector se inicializa a falso. Cuando no es el turno
de un jugador, no nos importa si esta´ o no conectado, ya que no influye en la partida. As´ı
que sera´ cuando le toque el turno a un jugador, si no esta´ conectado, cuando se notificara´
y se realizara´n las acciones pertinentes.
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Para saber si esta desconectado o no, el jugador enviara´ un mensaje al servidor. Pero
este so´lo se enviara´ cuando sea su turno. As´ı nos evitamos una gran cantidad de llamadas
de todos los usuarios que so´n prescindibles. Al recibir un mensaje del jugador conforme
le toca el turno, se env´ıa el mensaje al servidor indicando que esta´ conectado. Esto se
realiza antes de que se vuelva a llamar al servidor para recibir los eventos.
Este mensaje al servidor, lo que hace es poner el booleando de conectado a cierto,
indicando as´ı que el jugador au´n esta´ en la partida. As´ı, si un jugador por un motivo u
otro no ha podido tirar, s´ı que se mostrara´ como que esta´ conectado a la partida. En
cambio si se ha desconectado, no se env´ıa el mensaje y queda como desconectado.
Cuando no es una tirada automa´tica, se despierta el thread del turno y se ejecuta la
tirada o accio´n normalmente. Cuando acaba el turno se vuelve a poner a falso el booleano
que indica si esta´ conectado. Si es una tirada automa´tica, si el booleano que indica si esta´
conectado el jugador esta´ a falso, sabremos que no esta´ conectado. Al acabar el turno,
miramos el siguiente turno si esta´ conectado. Como se habra´ enviado antes un mensaje
de turno al jugador, si esta´ conectado habra´ enviado otro de que esta´ conectado y su
booleano estara´ a cierto. Si esta´ a falso, sabremos que esta´ desconectado y el turno sera´
de un tiempo menor, para no ralentizar la partida.
PartidaUser GwtServlet
conectados[idJug]=true
conectados[idJug]=false
turno=true
getEvents() :ArrayList
EstoyConectado(sessionId, partidaId)
estoyConectado(Nick)
obtenerIdJugadorEnPartida(Nick) :idJuggetEvents()
AcciónJugador()
Acción X(tiradaAutomatica=false)
Figure 5: Gestio´n de desconexiones.
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PartidaTurno
alt 
[conectados[turno]==false]
[else]
tiradaAutomática()
new Turno(int new_seconds)
new Turno(int time_turno)
Figure 6: Tirada automa´tica.
13 Carga del juego. Reincorporacion a la partida
Cuando el usuario abre o se une a una partida, en el tablero de juego carga el juego
correspondiente. Se ocultan los componentes de la web que no tienen que ser visibles y
se muestra la partida totalmente usable por el jugador. Si sale de la partida, se volvera´ a
mostrar la pantalla inicial (home).
Mientras un jugador esta´ en una partida, puede sufrir una desconexio´n inesperada.
En ese caso, cuando entre de nuevo a la aplicacio´n, debera´ poder reincorporarse a la
partida automa´ticamente (ver seccio´n 12 Gestio´n de desconexiones). Para poder hacer
esto, primero deberemos detectar que un jugador estaba unido a una partida antes de
la desconexio´n. En la seccio´n 11.2 Gestio´n de sesiones, se explica que al entrar en la
aplicacio´n lo primero que se realiza es comprobar si el usuario tiene una sesio´n activa,
precisamente por si se hab´ıa desconectado de forma inesperada o actualizado el navegador.
Se aprovechara´ esta´ consulta de sesio´n para comprobar tambie´n si el jugador estaba
jugando una partida. En la implementacion del servlet GWT de la llamada que com-
prueba la sesio´n del usuario, haremos una consulta al controlador de jugadores. Si tiene
un jugador con el mismo nombre de usuario, consultaremos si esta´ jugando una partida
mediante los me´todos implementados en la clase Jugador. Si tiene una partida comen-
zada, devolveremos un ArrayList con la informacio´n de la partida, que ya dependera´ de
cada juego. El me´todo getInfoPartida, que devuelve la informacio´n de la partida, esta´
declarada como abstracta en la superclase Partida. Cada tipo de partida, segu´n el juego,
la implementara´ devolviendo en el ArrayList la informacio´n que necesite.
Como resultado, el usuario cuando entra en la aplicacio´n comprueba si tiene una
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sesio´n activa, y en la misma llamada se le devolvera´ la informacio´n de la partida en caso
de que estuviera jugando alguna. Esta informacio´n se pasa al tablero del juego. Como
la informacio´n contenida en el ArrayList sera´ diferente para cada juego, en la superclase
PanelDeJuego se define un me´todo abstracto initTablero. Cada tipo de tablero, segu´n el
juego, la implementara´ segu´n sus necesidades, inicializando el tablero al jugador con los
datos actualizados de la partida y permitiendo otra vez jugar normalmente al usuario.
14 Interfaz gra´fica. Estructura de la aplicacio´n web
Para la interfaz gra´fica hemos utilizado GWT, ya explicado con anterioridad. Esto permite
ahorrarnos la preocupacio´n de crear los scripts de javascript y de gran parte del co´digo
Html, ya que se disen˜a la aplicacio´n como si fuera una aplicacio´n de escritorio, y GWT
lo traduce automa´ticamente a Html y javascript.
La aplicacio´n se estructura en cinco componentes, aunque tal y como se vera´ en el
disen˜o de las vistas, estara´n organizados de forma diferente. Visualmente, la estructura
de la web tiene los siguientes componentes:
• Cabecera: nombre de la web, logo, etc.
• Menu´: acciones que puede realizar el usuario (abrir partida, ver ranking, etc).
• Tablero de juego: aqu´ı se carga el juego en caso de jugar una partida. Si no esta´
jugando no se carga nada.
• Panel central: se indican avisos, noticias e informacio´n relevante para el usuario.
Tambie´n se cargara´n diferentes vistas, como la de ranking o la de administracio´n de
usuarios.
• Login/Registro: componente con los enlaces de login/logout y registro.
El proyecto consta de un fichero Html al que se le incluye un css, que se ha creado
para la aplicacio´n y dara´ estilos a nuestras vistas, y el fichero javascript generado por
el compilador de GWT. Cuando se cargue la pa´gina, el javascript generara´ todos los
elementos de nuestra vista.
Tendremos vistas dos tipos de vistas, unas comunes que se utilizara´n siempre, como
la de abrir una partida o la de ranking. Luego tendremos vistas espec´ıficas para cada
juego, ya que cada uno tendra´ sus necesidades. Se ha creado una clase abstracta llamada
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PanelDeJuego que representa un juego y se colocara´ dentro de la home cuando se abra
una partida. Cada juego, tendra´ una clase que implementara´ PanelDeJuego y en el que
se incluira´n los widgets y vistas que necesite ese juego.
14.1 Vistas de la interfaz gra´fica.
Figure 7: Home usuario no autentificado.
Figure 8: Vista de login.
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Figure 9: Vista de registro de usuario.
Figure 10: Home usuario autentificado.
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Figure 11: Vista de ranking.
Figure 12: Vista de abrir partida.
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14.1 Vistas de la interfaz gra´fica.
Figure 13: Vista de partida en curso.
Figure 14: Vista para ver las partidas existentes.
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Figure 15: Vista para editar la informacio´n de usuario.
Figure 16: Home de Administrador.
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14.1 Vistas de la interfaz gra´fica.
Figure 17: Administracio´n de usuarios.
Figure 18: Administracio´n de rankings.
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En este apartado se describe como se estructura la base de datos para guardar la infor-
macio´n que nos interesa.
En primer lugar, necesitaremos guardar datos sobre los usuarios. Crearemos la tabla
users que contendra´ la informacio´n de los usuarios registrados, incluyendo el hash con
el que se obtiene el password y un rol que por defecto sera´ Player. Mediante este rol,
cuando un usuario se identifica, sabremos si tiene permisos de administrador o no. Adema´s
deberemos guardar un booleano para saber si el usuario esta´ baneado.
Tambie´n tendremos que guardar la informacio´n sobre las sesiones de usuario. E´stas
contendra´n la informacio´n sobre cuando caduca una sesio´n y permiten saber si un usuario
esta´ actualmente logueado en el sistema o no.
Tendremos una tabla llamada web config que guardara´ informacio´n de la aplicacio´n
web en general, como el texto de bienvenida y el de ayuda. Si quisie´ramos darle otra
configuracio´n a la web, deber´ıamos crear una entrada nueva con los nuevos para´metros
que necesita´semos.
Para tener el ranking, deberemos guardar en base de datos la informacio´n sobre las
partidas que ha ganado cada jugador y los puntos que lleva. Hay dos tipos de ranking,
uno gene´rico y otro por juego. Cada juego tendra´ su ra´nking sobre los mejores jugadores.
A parte, el gene´rico indica los mejores jugadores contabilizando todos los juegos. Para
ello, necesitaremos dos tablas, una para el ranking gene´rico que sera´ representado por
la tabla user stats, y otra que se llamara´ user game stats que representara´ un ranking
espec´ıfico.
Para el juego del Risk, necesitaremos guardar cierta informacio´n. Como podemos
escoger mapa, deberemos guardar informacio´n sobre los mapas en risk maps. Adema´s,
guardaremos en risk connections las conexiones entre los territorios en cada mapa, as´ı
segu´n el mapa que estemos jugando, sabremos si se puede atacar o mover tropas de un
pa´ıs a otro.
Otra informacio´n que necesitaremos sera´ sobre que´ territorios componen los conti-
nentes, para saber cuando cumplen un objetivo de tipo continente. Esto se guarda en la
tabla risk continents y tiene, entre otros, dos campos que indican el l´ımite inferior y su-
perior, ambos inclusive, que delimitan un continente. Los identificadores a los territorios
se han dado por orden de continentes, de este modo, todos los territorios de un mismo
continente tendra´n identificadores contiguos. Esto nos permite ahora poder guardar la
informacio´n sobre los territorios en los continentes mediante estos dos l´ımites.
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Tendremos una tabla llamada risk countries que nos indica cada uno de los territorios
que componen un mapa y la posicio´n absoluta del contador de tropas, para automatizar
luego al mostrar la vista la colocacio´n de este contador.
Por u´ltimo tendremos una tabla risk targets en la que figuran todos los objetivos para
cada mapa. Son diferentes los objetivos dependiendo del mapa que se este´ jugando, ya
que no es lo mismo conquistar un continente con veinte territorios que uno con diez.
Adema´s cada mapa tendra´ ma´s o menos territorios y sera´ ma´s o menos grande, lo que
hace que se tengan que cambiar los objetivos de tipo continente y tropas. Esta tabla
tambie´n contiene campos que indicara´n los objetivos espec´ıficos necesarios para conseguir
el objetivo y ganar la partida. Por ejemplo, si el objetivo es conquistar N continentes, se
indicara´n los identificadores de estos continentes.
A continuacio´n se detalla la informacio´n de cada tabla en base de datos:
Campo Tipo Clave primaria
id int S´ı
nick varchar
password varchar
nombre varchar
email varchar
banned smallint
id rol enum{Player,Admin}
Table 1: Tabla users
Campo Tipo Clave primaria
id int S´ı
user varchar
session id varchar
expiration datetime
Table 2: Tabla sessions
Campo Tipo Clave primaria
id int S´ı
news text text
help text text
Table 3: Tabla web config
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Campo Tipo Clave primaria
user id int S´ı
num partidas jugadas int
ganadas int
points int
Table 4: Tabla user stats
Campo Tipo Clave primaria
id int S´ı
user id int
game id int
num partidas ganadas int
num partidas perdidas int
num partidas empatadas int
num partidas jugadas int
num partidas abandonadas int
puntuacion int
Table 5: Tabla user game stats
Campo Tipo Clave primaria
id int S´ı
name varchar
num territorios int
num continentes int
url map varchar
Table 6: Tabla risk maps
Campo Tipo Clave primaria
id int S´ı
name varchar
map id int
country id int
left int
top int
Table 7: Tabla risk countries
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Campo Tipo Clave primaria
id int S´ı
id map int
id pais orig int
id pais dest int
Table 8: Tabla risk connections
Campo Tipo Clave primaria
id int S´ı
id map int
id continent int
name varchar
id pais down limit int
id pais up limit int
Table 9: Tabla risk continents
Campo Tipo Clave primaria
id int S´ı
map id int
description varchar
type int
target1 int
target2 int
target3 int
Table 10: Tabla risk targets
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Cap´ıtulo V
Inteligencia Artificial
Necesitaremos implementar un mo´dulo de Inteligencia Artificial para cada uno de los
juegos, de modo que cuando un jugador se desconecte accidentalmente o abandone la
partida, e´sta no se detenga y pueda seguir el transcurso del juego. De este modo, cuando
un jugador se desconecte de la partida, sera´ sustituido por un robot que utilizara´ dicho
mo´dulo para escoger la mejor jugada en un momento dado.
Hay que tener en cuenta que la Inteligencia Artificial no puede ser demasiado “in-
teligente” ya que, en ese caso, los jugadores podr´ıan desconectarse voluntariamente para
que jugara la partida el robot en vez de ellos y tener ma´s posibilidades de ganarla si ellos
no son demasiado buenos. Tampoco puede ser muy mala la Inteligencia Artificial, ya que
si fuera as´ı, una posible desconexio´n involuntaria podr´ıa tener un efecto muy negativo
para el desarrollo de la estrategia que estaba llevando a cabo el jugador hasta este preciso
momento.
As´ı pues, el mo´dulo de I.A. para cada juego debera´ ser lo suficiente inteligente como
para continuar la partida sin tener consecuencias muy negativas para el jugador desconec-
tado, pero sin ser lo bastante inteligente como para ganar a los contrincantes, evitando las
desconexiones voluntarias. Adema´s debera´ ser una inteligencia lo suficientemente ra´pida
como para no demorar demasiado el turno del jugador, y la partida en general.
16 Inteligencia Artificial para el Guin˜ote
El mo´dulo de inteligencia artificial para el guin˜ote se ha implementado por bu´squeda
heur´ıstica. Mediante una serie de heur´ısticas, se ira´n simulando todas las posibles jugadas
que tiene el robot en un determinado momento, calculando el valor que le da la heur´ıstica
elegida para cada una de ellas. Sera´n unas heur´ısticas que maximizan, con lo cual una
jugada mejor que otra sera´ la que le de un valor ma´s alto. Por tanto, cuando el robot
tenga el turno, para cada jugada calculara´ la heur´ıstica y escogera´ la que le de un valor
mayor.
En el guin˜ote hay una estrategia de juego fundamental. Consiste en descartarse de
los mayores palos posibles durante la primera fase de juego, intentando descartarse de los
palos que no se descarta el compan˜ero. Despue´s, durante la fase de arrastre, se intenta
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tirar los palos de los que se ha descartado tu compan˜ero en la primera fase del juego, para
que falle y con un triunfo se lleve la baza y, con ella, los puntos.
De este modo, podr´ıamos decir que tendremos dos heur´ısticas diferentes segu´n la
fase de juego, aunque tambie´n hay otros aspectos a tener en cuenta. Uno de ellos es el
jugador que empieza la ronda. Segu´n empiece nuestro compan˜ero, uno de los contrincantes
o nosotros mismos, y de quie´n es el jugador dominante de la ronda, aplicaremos una
heur´ıstica u otra. Es obvio que no es lo mismo cuando empieza tirando el adversario
situado a la derecha del robot, con lo que sera´ el u´ltimo en tirar y podra´ echar puntos a
su compan˜ero si es el jugador dominante, o ser el primero en lanzar una carta, con lo que
no sabemos lo que han lanzado los dema´s ni quien se llevara´ la baza.
El robot, a partir de esta estrategia y de la informacio´n que dispone de la partida
(que sera´ la misma de la que dispondr´ıa cualquier jugador humano, si no estar´ıa haciendo
trampas), calculara´ la heur´ıstica pertinente a cada posible jugada. De todas ellas, escogera´
la mayor y la aplicara´.
16.1 Informacio´n de entrada
La informacio´n de la que dispondra´ el robot para calcular la tirada, que sera´ la que
dispondr´ıa cualquier jugador humano, es la siguiente:
• Identificador del jugador: el robot debera´ saber en lugar de que´ jugador esta
jugando.
• Arrastre: booleano que indicara´ al robot si el juego esta´ en fase de arrastre o no.
• Cartas propias: lista de cartas que tiene el jugador en ese preciso momento.
• Ronda de cartas: lista de cartas que han tirado los dema´s jugadores durante esa
ronda, si es que han tirado ya.
• Ca´nticos: array de booleanos indicando los ca´nticos que ya han sido cantados.
• Cartas jugadas: lista de todas las cartas que se han ido tirando durante la partida.
• Pinta: carta que pinta en la partida, para saber el palo que son triunfos.
• Nu´mero de ronda: nu´mero de ronda por la que va la partida.
• Jugador dominante: jugador que domina la ronda actual.
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• Disponibles: lista de cartas del jugador que puede tirar.
• Puntos de los jugadores: cantidad de puntos que lleva cada jugador.
16.2 Heur´ısticas
La heur´ıstica maximizara´ la mejor jugada, por tanto deberemos dar ma´s puntos cuando
nos quedemos con las cartas que ma´s nos convienen o juguemos la carta que produzca
una mejor jugada.
16.2.1 Primera Fase. Heur´ıstica gene´rica
Durante la primera fase del juego, la estrategia sera´ intentar descartarse de los mayores
palos posibles y de las cartas de menor valor, con lo cual tendremos una primera heur´ıstica:
h1= A * puntos - B * palos
donde puntos indica la cantidad de puntos que tenemos en nuestras cartas y palos el
nu´mero de palos distintos. De este modo, el robot cuando simule dos jugadas, si al tirar
la primera carta le quedan tres palos y al tirar la segunda le quedan dos, la heur´ıstica
dejara´ como mejor jugada la segunda opcio´n (teniendo en cuenta que los puntos que
quedar´ıan en ambas jugadas ser´ıan los mismos). A y B son dos constantes por las que se
multiplicara´n las variables para darles mayor o menor importancia, cuyos valores se ira´n
ajustando segu´n se vaya experimentando durante las pruebas.
Adema´s de estos dos valores, deberemos tener en cuenta de que no nos queremos
descartar de los triunfos, ya que con ellos tendremos ma´s posibilidades de llevarnos las
bazas en la segunda fase del juego. Adema´s, si tuvie´ramos todo triunfos y no quedara
ma´s remedio que tirar uno, si tenemos el siete de triunfos y la pinta es una carta de mayor
valor, penaliza el puntaje si la tiramos, ya que la podr´ıamos cambiar al conseguir una
baza. An˜adiendo estos para´metros a la heur´ıstica quedar´ıa:
h1= A * puntos + C * triunfos + sieteTriunfo * puntosPinta - B * palos;
donde triunfos indica el nu´mero de triunfos que tenemos, sieteTriunfo es 1 si lo tenemos
y 0 si no lo tenemos, y puntosPinta el valor que tiene la carta de pinta, ya que si es mayor
que el siete nos dara´ ma´s puntos que si es menor.
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Por u´ltimo, para nuestra primera heur´ıstica, tendremos en cuenta los ca´nticos. Si
disponemos en nuestras cartas un posible ca´ntico que au´n no hemos cantado, nos dara´
ma´s puntos que si se ha cantado ya o no tenemos ningu´n ca´ntico disponible. As´ı, el robot
cuando simule una jugada tirando una carta con la que podr´ıa cantar en un futuro, tendra´
menos puntos que si no la tira. La primera heur´ıstica quedara´ as´ı:
h1=A * puntos + C * triunfos + D * canticosNoCantados + sieteTriunfo * puntosPinta-
B * palos;
donde canticosNoCantados es el nu´mero de posibles ca´nticos que tenemos en nuestras
cartas.
Ahora so´lo queda experimentar y dar valores a las constantes para ajustar nuestras
preferencias y conseguir el comportamiento deseado. Evidentemente le daremos ma´s valor
a conservar los triunfos y los ca´nticos que a tener el mayor nu´mero de puntos posibles.
Da´ndole unos valores iniciales y modifica´ndolos mediante las pruebas, una aproximacio´n
con unos resultados bastante buenos es la siguiente:
h1=puntos + 40 * triunfos + 30 * canticosNoCantados + sieteTriunfo * puntosPinta-
3 * palos;
16.2.2 Primera Fase. Heur´ıstica espec´ıfica
Analizando las posibles situaciones, hay una en la que se cambia ligeramente la heur´ıstica
gene´rica. Cuando somos los u´ltimos en tirar una carta y el jugador dominante es nuestro
compan˜ero, es seguro que nos llevaremos la baza. Por lo tanto, maximizaremos los puntos
que tiremos ya que nos los llevaremos nosotros.
h3= 40 * triunfos + 30 * canticosNoCantados + sieteTriunfo * puntosPinta-
3 * palos - 10 * puntos;
De esta forma, si el robot simula una jugada en la que nos quedamos ma´s puntos en la
mano, penalizara´ ma´s el puntaje de la heur´ıstica que otra jugada en la que nos quedamos
con menos puntos.
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16.2.3 Segunda Fase. Heur´ıstica gene´rica
La estrategia en la segunda fase del juego consiste en tirar de aquellos palos de los que en
teor´ıa se ha descartado nuestro compan˜ero y a los que no fallan nuestros contrincantes,
para as´ı poder llevarnos la baza. Partiremos de la base de que la heur´ıstica gene´rica de
la primera fase del juego tambie´n nos conviene, ya que siempre es bueno maximizar el
nu´mero de triunfos, ca´nticos, etc.
h4=h1;
No sabemos las cartas que tiene cada jugador, pero sabemos las que han ido saliendo,
las que tenemos y las que hay sobre la mesa. Con estos datos podemos hacer una es-
timacio´n de que´ es lo que nos conviene tirar. De cada palo hay diez cartas. Si a estas
cartas le restamos las cartas de ese palo que ya han salido, las que tenemos nosotros y las
que hay sobre la mesa, nos quedara´n el nu´mero de cartas de ese palo que tiene el resto de
jugadores y que au´n no han salido. El nu´mero estimado de cartas que tendra´ el resto de
jugadores sera´ el restante dividido entre tres. Adema´s aplicaremos un factor de descarte,
segu´n las cartas que haya ido echando durante la partida.
Adema´s podremos intentar averiguar cual es el palo del que se ha descartado nuestro
compan˜ero. En una partida real, cada jugador se tiene que ir fijando en las cartas que va
echando cada uno, en especial su compan˜ero, para saber de que´ se descartan. As´ı pues, a
partir de las cartas que han salido en la partida, el palo del que ma´s probabilidades tiene
de que se haya descartado nuestro compan˜ero (o cualquier jugador) sera´ aquel del que
haya echado ma´s cartas.
public static int descarte_jugador(int[] tiradas, int jug, int pinta){
int max_descarte=0;
int palo=-1;
int counter=0;
for(int i=0;i<tiradas.length;i++){
if(tiradas[i]==jug)
counter++;
if(i%10==9){
if(counter>max_descarte && (i/10)!=(pinta/10)){
max_descarte=counter;
palo=i/10;
}
counter=0;
}
}
return max_descarte;
}
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A partir de esto y de las cartas que tenemos, podemos mirar cua´ntas cartas tenemos
de cada uno de los palos que se han descartado el resto de jugadores, consiguiendo tres
para´metros que podemos utilizar en nuestra heur´ıstica. Como intentaremos tirar una
carta de un palo del que se haya descartado nuestro compan˜ero, quedarnos con cartas
de ese palo nos penalizara´. Tenemos que fijarnos en que si nuestro compan˜ero no tiene
triunfos, no servira´ de nada tirar de un descarte suyo. As´ı que tendremos que tener en
cuenta tambie´n la cantidad estimada de triunfos que tiene nuestro compan˜ero.
h4= h1 - (A * cartas descarte compan˜ero * triunfos estimados compan˜ero);
Tambie´n intentaremos gastar los triunfos de nuestros adversarios. Para ello miraremos
los palos de los que se han descartado. Tambie´n deberemos tener en cuenta los triunfos
que podr´ıan tener. Con todo ello, nos quedar´ıa una heur´ıstica de esta forma:
h4= h1 - (B*cartas descarte contrincante1*triunfos estimados contrincante1) -
(C*cartas descarte contrincante2*triunfos estimados contrincante2) -
(A*cartas descarte compan˜ero*triunfos estimados compan˜ero);
Por u´ltimo, despue´s de realizar diferentes pruebas, se ha comprobado que se le necesita
dar ma´s valor au´n a los triunfos, ya que si no fuera as´ı los tirariamos antes de hora. As´ı
pues nuestra heur´ıstica para la segunda fase quedar´ıa de la siguiente manera:
h4= h1 + D * triunfos -
(B * cartas descarte contrincante1 * triunfos estimados contrincante1) -
(C * cartas descarte contrincante2 * triunfos estimados contrincante2) -
(A * cartas descarte compan˜ero * triunfos estimados compan˜ero);
Los valores de las constantes, igual que para las heur´ısticas de la primera fase del
juego, se les ha dado un valor inicial que se ha ido modificando conforme se iba testeando.
h4= h1 + 30 * triunfos -
(10 * cartas descarte contrincante1 * triunfos estimados contrincante1) -
(10 * cartas descarte contrincante2 * triunfos estimados contrincante2) -
(20 * cartas descarte compan˜ero * triunfos estimados compan˜ero);
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16.2.4 Segunda Fase. Heur´ıstica espec´ıfica
En la segunda fase tendremos una heur´ıstica un poco diferente para cuando comiencen a
tirar en una ronda alguno de nuestros adversarios. En este caso, se dara´ ma´s valor a los
puntos que se puedan conseguir, ya que o el robot o su compan˜ero sera´n los u´ltimos en
tirar, por tanto con ma´s posibilidades de llevarse la baza. Sera´ una heur´ıstica muy parecida
a la primera, pero maximizando los puntos. Como el robot llevara´ la cuenta de los puntos
que lleva hasta el momento (como todo buen jugador de Guin˜ote), podra´ calcular si con la
baza actual podr´ıa ganar o perder. Si puede ganar, maximizara´ los puntos para intentar
conseguirlo si se lo lleva el compan˜ero o el robot mismo. Naturalmente, si pudiera ganar
la partida premiar´ıa a la heur´ıstica con muchos ma´s puntos que cualquier otro para´metro.
h2= puntos + 40 * triunfos - 3 * palos + 30 * canticosNoCantados + puntosRonda *
bazamia + 1000 * ganoPartida;
donde puntosRonda son los puntos que hay sobre la mesa, bazamia indica si es de la
pareja o no la baza (si no lo es, tiene el valor de cero y no sumar´ıan puntos a la heur´ıstica),
y ganoPartida indica si puede ganar o no la partida con la baza actual (valor de uno o
cero respectivamente).
16.3 Eleccio´n de la heur´ıstica
Cuando el robot recibe el turno tendra´ a su disposicio´n toda la informacio´n que necesita
para calcular las heur´ısticas disen˜adas. Por tanto, solamente tendra´ que calcularlas para
cada una de las posibles jugadas y escoger la que le de´ un valor ma´ximo. Para un turno,
como mucho podra´ realizar seis jugadas distintas, que corresponden a lanzar cada una de
las seis cartas que puede tener el jugador en un momento determinado.
A partir de las cartas que tiene, que puede ser de una a seis, tendra´ que simular todas
las jugadas teniendo en cuenta las restricciones por las reglas de la partida, es decir,
solamente calculara´ las heur´ısticas para aquellas jugadas que puede aplicar. Durante la
primera fase de juego, se aplicara´n a todas, ya que el jugador es libre de poder lanzar
cualquier carta. Pero durante la segunda fase de juego, hay unas normas que obligan a
tirar una u otra carta segu´n las cartas que hayan lanzado el resto de jugadores durante
la ronda.
As´ı pues, el ca´lculo de las heur´ısticas quedara´ limitado a las cartas que se puedan
tirar. Para cada una de ellas, dependiendo de la fase del juego en la que estemos (si es
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arrastre o no), aplicaremos unas heur´ısticas u otras dependiendo de las condiciones que
se han explicado para cada una de ellas.
Una vez tengamos todas calculadas, la funcio´n que calcula la mejor tirada en ese turno
devolvera´ el identificador de la carta con mayor puntuacio´n en la heur´ıstica. Esta tirada
puede no ser la o´ptima en muchos casos, ya que como se ha mencionado anteriormente, se
pretende realizar una Inteligencia Artificial que no sea demasiado buena, pero que pueda
mantener la partida a flote del jugador que se ausenta.
Es por eso que no se han tenido en cuenta otros para´metros para el ca´lculo de
heur´ısticas y que la har´ıan ma´s inteligente.
public static int calcularTirada(){
int jug_salida=jugador_inicia_ronda(rondaCartas);
int[] heur={-1,-1,-1,-1,-1,-1};
for(int i=0;i<cartas_propias.length;i++){
if(cartas_propias[i]!=-1 && disponibles[i]){
rondaCartas[idJug]=cartas_propias[i];
int aux=cartas_propias[i];
cartas_propias[i]=-1;
if(!arrastre){
if(jug_salida==(idJug+1)%4 && jug_dominante==(idJug+2)%4)
heur[i]= heuristica_3(rondaCartas, cartas_propias, canticos, pinta);
else
heur[i]= heuristica_1(rondaCartas,cartas_propias,canticos, pinta);
}
else{
if(jug_salida==(idJug+3)%4 || jug_salida==idJug)
heur[i]=heuristica_4(rondaCartas,cartas_propias,canticos,pinta,numRonda,cartas_jugadas,idJug);
else
heur[i]=heuristica_2(idJug,rondaCartas,cartas_propias,canticos,pinta,puntosJugadores);
}
rondaCartas[idJug]=-1;
cartas_propias[i]=aux;
}
}
int max=0;
for(int i=1;i<heuristicas.length;i++){
if(heur[i]>heur[max])
max=i;
}
return cartas_propias[max];
}
Algoritmo para escoger tirada por el mo´dulo de I.A.4
4Se ha omitido alguna informacio´n como los datos de entrada de la funcio´n por temas de espacio.
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Para implementar el mo´dulo de Inteligencia Artificial para el juego del Risk, se ha utilizado
un sistema experto. El sistema experto se basa en comprobar la situacio´n de la partida y
en funcio´n de ella aplicar una determinada regla.
Si Condicio´n entonces Accio´n.
As´ı pue´s, deberemos establecer una serie de patrones (situacio´n, accio´n) para que el
robot sepa en todo momento en que situacio´n se encuentra y como reaccionar.
La implementacio´n de la I.A. mediante este sistema nos garantiza una respuesta ra´pida,
sin necesidad de bu´squedas exhaustivas que mermen el rendimiento de la aplicacio´n, ya
que pueden haber muchisimas posibilidades y el a´rbol de bu´squeda para una posible
solucio´n ser´ıa demasiado grande para el tiempo de respuesta que buscamos.
As´ı pues, desde la experiencia propia se han disen˜ado una serie de reglas para indicar
al robot co´mo reaccionar ante una situacio´n determinada. Son reglas que probablemente
la mayor´ıa de jugadores har´ıa, aunque faltar´ıan algunas ma´s para mejorar la Inteligencia
Artificial.
Como un turno tiene diferentes fases en el juego del Risk, y algunas acciones so´lo se
pueden realizar si se ha realizado otra antes, disen˜aremos reglas para cada accio´n posible.
As´ı pues, el robot cuando tenga el turno, dependiendo de la fase del turno en la que se
encuentre, podra´ realizar unas acciones u otras. Decidira´ que´ accio´n escoger y co´mo la
aplica.
17.1 Reglas para el canjeo de cartas
Tenemos que tener en cuenta que un jugador, como ma´ximo, puede acumular cinco cartas.
Una vez acumuladas cinco cartas, aunque conquiste un territorio no robara´ ninguna. As´ı
pues, la primera regla sera´ que si tiene cinco cartas, canjeara´. Es la mejor opcio´n, ya
que si no canjea, no podra´ robar ma´s cartas, con lo que no tendra´ ninguna posibilidad de
conseguir otra combinacio´n.
Si NumCartas==5 entonces canjearMejorCombinacio´n.
Lo siguiente que se debe tener en cuenta es que, como no se pueden conseguir ma´s
de cinco cartas, si se tiene la mejor combinacio´n posible (la que forman un soldado, un
caballo y un can˜o´n), entonces se cambiara´, ya que no tendremos posibilidad de mejorar
la combinacio´n que tengamos aunque robamos ma´s cartas, ya que es la mejor.
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Si tenemosMejorCombinacion() entonces canjearMejorCombinacio´n.
En cualquier otro caso (no tenemos cinco cartas ni tenemos la mejor combinacio´n),
aunque tengamos cuatro cartas, robando una siempre se puede formar la mejor combi-
nacio´n, que es la que nos interesa. As´ı pues, si no lo necesitamos, no canjearemos. La
cuestio´n es co´mo saber si se necesita o no.
Para saber esto, utilizaremos un para´metro que indicara´ la proporcio´n media de tropas
por pa´ıs que tiene el jugador. Dividiendo el nu´mero total de tropas entre el nu´mero total de
territorios que posee el jugador, tendremos un valor que nos servira´ de referencia de co´mo
va el jugador en la partida. As´ı pues, dependiendo de la combinacio´n que tengamos y del
valor de este para´metro, decidiremos canjear o no. La peor combinacio´n la canjearemos
so´lo si el jugador lo necesita urgentemente, es decir, el nu´mero de tropas por pa´ıs es
muy bajo. La siguiente combinacio´n ma´s rentable, la canjearemos cu´ando el valor del
para´metro sea un poco ma´s alto, ya que no se necesitara´ tanto. Con la otra se hace
exactamente lo mismo.
Si combinacion1 α < A entonces canjearCombinacio´n1.
Si combinacion2 α < B entonces canjearCombinacio´n2.
Si combinacion3 α < C entonces canjearCombinacio´n3.
donde A, B y C son valores fijados para el valor α que indicara´n si canjeamos o no la
combinacio´n que tengamos.
Es obvio que so´lo se podra´ canjear cuando tengamos tres cartas o ma´s, con menos
cartas las reglas no nos lo permiten. Pero esta es una restriccio´n del juego y no la
pondremos como regla. En resumen, tendremos las siguientes reglas que se comprobara´n
con el orden mostrado:
1. Si tenemosMejorCombinacion() entonces canjearMejorCombinacio´n.
2. Si NumCartas==5 entonces canjearMejorCombinacio´n.
3. Si combinacion3 α < C entonces canjearCombinacio´n3.
4. Si combinacion2 α < B entonces canjearCombinacio´n2.
5. Si combinacion1 α < A entonces canjearCombinacio´n1.
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17.1.1 Implementacio´n del canjeo de cartas
Tendremos una funcio´n en el mo´dulo de I.A. del Risk que nos devolvera´ la lista de cartas
a canjear. Esta lista de cartas sera´ la o´ptima teniendo en cuenta las restricciones del juego
y las reglas que se han disen˜ado.
public static int[] canjearCartas(cartas,numTerritorios,numTerritoriosPropios,numTropas){
int[] res=null;
int carta1=-1;int carta2=-1;int carta3=-1;
int comodin1=-1;int comodin2=-1;
/*Restriccio´n del juego*/
if(cartas.size()<3)
return null;
/*Buscamos mejor combinacio´n y si existe la retornamos*/
buscarMejorCombinacı´o´n(carta1,carta2,carta3,comodin1,comodin2,cartas,numTerritorios);
if(carta1!=-1 && carta2!=-1 && carta3!=-1)
return new int[]{carta1,carta2,carta3};
else{
/*Buscamos mayor combinacio´n existente*/
buscarCombinacı´o´n(carta1,carta2,carta3,comodin1,comodin2,cartas,numTerritorios);
/*Si hay alguna combinacio´n, miramos las reglas. Dependiendo del tipo de combinacio´n y de la
relacio´n de tropas/territorios canjearemos o no. Si tenemos 5 cartas tambie´n canejaremos. Si
no se cumple ninguna de las reglas, no canjeamos. El mo´dulo %3 de la carta indica el tipo de
carta (soldado, caballo, ca~non)*/
if(carta1!=-1 && carta2!=-1 && carta3!=-1){
boolean retornar=false;
if(carta1%3==0 && (numTropas/numTerritoriosPropios)<=2.5)
retornar=true;
else{
if(carta1%3==1 && (numTropas/numTerritoriosPropios)<=3.0)
retornar=true;
else{
if(carta1%3==2 && (numTropas/numTerritoriosPropios)<=4.5)
retornar=true;
}
}
if(retornar || cartas.size()==5)
return new int[]{carta1,carta2,carta3};
else
return null;
}
}
return res;
}
Algoritmo para canjear cartas.5
5Se ha omitido alguna informacio´n como los tipos de los datos de entrada de la funcio´n por temas de
espacio. Tambie´n se ha sustituido cierto co´digo por funciones para ser ma´s comprensible.
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Para decidir do´nde colocar tropas, tendremos en cuenta la situacio´n del jugador al que
sustituye el robot respecto el objetivo que tiene que conseguir. Calcularemos los pa´ıses
que le interesa conquistar al jugador (de ahora en adelante, pa´ıses objetivo) y a partir
de ah´ı calcularemos una probabilidad de conseguirlos. La multiplicacio´n de tropas se
realiza en caso de que no se decida atacar, y no deja de ser una colocacio´n de un nu´mero
determinado de tropas, as´ı que usara´n las mismas reglas.
Hay tres tipos de objetivos en el juego. Dependiendo del objetivo que se tenga, im-
plicara´ tener unos pa´ıses objetivo u otros:
• Eliminar a un jugador: los pa´ıses objetivo sera´n todos los que esten conquistados
por el jugador al que se debe eliminar.
• Conquistar continentes: los pa´ıses objetivo sera´n todos los que compongan los
continentes que debemos conquistar y que no este´n ya en nuestro poder.
• Conquistar territorios: los pa´ıses objetivo sera´n los territorios ma´s fa´ciles de
conquistar hasta llegar al nu´mero que tenemos que conquistar. Puede ser necesario
tener un nu´mero de tropas por territorio para cumplir el objetivo.
En primer lugar, tendremos en cuenta el caso en que la probabilidad de conseguirlos
sea 1. Esto quiere decir que el jugador ya tiene todos los territorios que necesita para
cumplir su objetivo. So´lo se puede dar este caso cuando el jugador tiene un objetivo de
conquistar un nu´mero de territorios determinado con un nu´mero de tropas en cada uno
de ellos, ya que, de lo contrario, cuando reciba el turno tendr´ıa su objetivo cumplido y
habr´ıa ganado la partida. En este caso, como no nos interesa ningu´n territorio ma´s y
so´lo deseamos conservar los que tenemos durante un turno (recordemos que el objetivo se
cumple al inicio de turno), reforzaremos los ma´s de´biles.
Si probabilidadTerritoriosObjetivo == 1.0 entonces reforzarDebiles.
Si no se cumple este caso, miraremos si la probabilidad de conseguir los pa´ıses objetivo
es alta o baja. Dependiendo de co´mo sea, colocaremos las tropas de una manera u otra.
Si la probabilidad de conseguir los pa´ıses objetivo es alta, nos arriesgaremos a conquistar
esos territorios. En este caso, lo que nos conviene es reforzar los territorios adyacentes a
los pa´ıses objetivo, para as´ı tener ma´s posibilidades de conquistarlos.
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Si probabilidadTerritoriosObjetivo > α entonces reforzarAdyacentes.
donde α es una constante que decidiremos segu´n se hagan pruebas, estableciendo un
valor inicial de 0.5 y modifica´ndolo segu´n se vaya experimentando.
Ya so´lo nos queda el caso en que la probabilidad de conseguir los pa´ıses objetivo no
sea lo suficientemente grande como para arriesgarse a conseguirlos todos. En este caso
intentaremos conseguir cartas para poder reforzarnos en un futuro, haciendo un refuerzo
“gene´rico”, en el que colocaremos las tropas en los territorios que tengan una diferencia
menor en tropas con un pa´ıs enemigo de entre los que tienen una diferencia mayor, para
tener ma´s posibilidades de conquistarlos.
Si probabilidadTerritoriosObjetivo ≤ α entonces refuerzoGenerico.
Si estamos en el segundo o tercer caso, no reforzaremos los pa´ıses que no tengan ningu´n
pa´ıs adyacente enemigo, ya que sus tropas serian inu´tiles. Esta condicio´n se mete dentro
del algoritmo de colocacio´n de tropas. Consideraremos que teniendo una probabilidad de
0.7 de conseguir todos los objetivos sera´ suficiente. En resumen, tendremos las siguientes
reglas que se comprobara´n con el orden mostrado:
1. Si probabilidadTerritoriosObjetivo == 1.0 entonces reforzarDebiles.
2. Si probabilidadTerritoriosObjetivo > 0.7 entonces reforzarAdyacentes.
3. Si probabilidadTerritoriosObjetivo ≤ 0.7 entonces refuerzoGenerico.
Ahora so´lo queda implementar el ca´lculo de la probabilidad y los algoritmos para
colocar las tropas.
17.2.1 Ca´lculo de la probabilidad de conquistar los pa´ıses objetivo
Consideraremos que la probabilidad de conquistar un territorio es independiende de la
probabilidad de conquistar otro. Aunque no sea del todo cierta esta consideracio´n, ya que
quiza´s para conquistar dos territorios so´lo podemos hacerlo desde uno y por tanto en un
ataque podemos perder tropas que nos afectar´ıa para conquistar el otro, lo tomaremos as´ı
ya que cada vez que se realice un ataque se volvera´ a calcular esta probabilidad en la que
ya estara´n descontadas las tropas perdidas en ataques anteriores.
De este modo, la probabilidad de conquistar todos los pa´ıses objetivo sera´ el pro-
ducto de las probabilidades de conseguir cada uno de los territorios. Si un territorio
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tuviera probabilidad cero de conquistarse, har´ıa que la probabilidad de conquistar todos
los pa´ıses fuese cero. Pero como hemos dicho antes, como no es del todo cierto que sean
independientes, cambiaremos la manera de calcular esta probabilidad por otra que no es
ni mucho menos exacta, pero que s´ı nos servira´ para hacernos una idea de co´mo va el
jugador en la partida.
La cuestio´n es que, aunque sea imposible conquistar un territorio, ya sea porque
no tenemos ningu´n territorio en nuestro poder que sea adyacente al pa´ıs objetivo en
cuestio´n, o porque no tenemos las tropas suficientes, en un ataque anterior podr´ıamos
conquistar uno adyacente y en el siguiente ataque conquistarlo. Por eso, si tuvie´ramos en
cuenta esa probabilidad, no llegar´ıamos a atacar porque pensar´ıa el robot que no tiene
ninguna posibilidad de conseguirlos todos, pero no es as´ı. De este modo, calcularemos la
probabilidad de la siguiente manera:
1. Calcularemos la probabilidad de conquistar cada territorio objetivo desde el terri-
torio adyacente con ma´s tropas que tengamos.
2. Si la probabilidad de conquistar un territorio es mayor que un valor establecido,
an˜adimos este pa´ıs objetivo a la lista de pa´ıses conquistables.
3. Al final, la probabilidad la sacaremos de dividir el nu´mero de pa´ıses objetivos con-
quistables (que superan el valor establecido) entre el nu´mero total de pa´ıses obje-
tivos.
En realidad esta probabilidad es el porcentaje de objetivos que podemos conquistar,
pero sera´ un valor de referencia para tomar decisiones. En la siguiente tabla podemos ver
un ejemplo con cuatro pa´ıses objetivo.
Pa´ıs objetivo Pa´ıs atacante Prob. conquistar objetivo Conquistable
O1 A1 0.7 S´ı
O2 A2 0.4 No
O3 A3 0.67 S´ı
O4 A4 0.91 S´ı
De 4 objetivos, 3 son conquistables. Prob= 3/4= 0.75
Table 11: 4 objetivos y aceptando valores de probabilidad > 0.6
Ahora so´lo nos queda calcular la probabilidad de que un pa´ıs A conquiste a un pa´ıs
B. Esto dependera´ del nu´mero de tropas que tenga cada territorio y del nu´mero de dados
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que tiren tanto el atacante como el defensor. Esta´ claro que la mejor estrategia para el
atacante es tirar el ma´ximo nu´mero de dados posibles, ya que como puede tirar un dado
ma´s que el defensor, tendra´ ma´s posibilidades de ganar que si tira menos dados. Para el
defensor pasa lo mismo, si el atacante tira tres dados y el defensor tira uno, tendra´ menos
posibilidades de matarle alguna tropa al atacante.
En un ataque, las posibles combinaciones de jugadas son las siguientes:
• Atacante lanza tres dados y defensor dos
• Atacante lanza tres dados y defensor uno
• Atacante lanza dos dados y defensor dos
• Atacante lanza dos dados y defensor uno
• Atacante lanza un dado y defensor dos
• Atacante lanza un dado y defensor uno
Teniendo en cuenta que si el atacante y el defensor sacan el mismo nu´mero para un
dado gana el defensor (para ganar el atacante, tiene que sacar un nu´mero mayor que el
dado del defensor), la probabilidad de que el jugador que ataca conquiste el pa´ıs objetivo
en el caso de que los dos jugadores tiren un dado se calcular´ıa de la siguiente forma:
P(A)= Pd(1)· Pa(2|3|4|5|6) + Pd(2)· Pa(3|4|5|6) + Pd(3)· Pa(4|5|6) +
Pd(4)· Pa(5|6) + Pd(5)· Pa(6)
donde Pd(X) es la probabilidad del defensor de sacar el nu´mero X y Pa(Y|Z) es la
probabilidad del atacante de sacar un nu´mero Y o Z. Si el defensor saca un uno, el atacante
ganara´ sacando un dos, un tres, un cuatro, un cinco o un seis. La probabilidad de que
el defensor saque un nu´mero determinado siempre sera 1/6. La probabilidad de que el
atacante saque N nu´meros sera´ N/6. Haciendo los ca´lculos, nos quedar´ıa que P(A)=
0.417. La probabilidad de que no lo conquiste ser´ıa 1-P(A)=0.583.
En la tabla siguiente se muestra una tabla con las probabilidades de todas las com-
binaciones, donde se indica para cada combinacio´n de dados, la probabilidad de que el
atacante pierda N tropas y el defensor pierda M tropas (la columna A0 D2 indicar´ıa que
el atacante no pierde ninguna tropa y el defensor pierde dos).
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Dados atacante-Dados defensor A0 D2 A0 D1 A1 D1 A1 D0 A2 D0
1-1 0.417 0.583
1-2 0.255 0.745
2-1 0.579 0.421
2-2 0.228 0.324 0.448
3-1 0.660 0.340
3-2 0.372 0.336 0.293
Table 12: Tabla de probabilidades de ganar un ataque para cualquier combinacio´n de
dados.
A partir de esta tabla, supongamos que un jugador ataca desde un territorio A que
tiene tres tropas a un territorio B que tiene una tropa. El atacante como ma´ximo puede
utilizar dos tropas para atacar, ya que no puede dejar un pa´ıs sin tropas, as´ı que como
ma´ximo podra´ lanzar dos dados. Como se ha explicado antes, la mejor estrategia es
atacar con el nu´mero ma´ximo de dados posibles. As´ı pues, el atacante lanzara´ dos dados
y el defensor so´lo de puede defender con uno. La probabilidad que tiene el jugador de
conquistar el territorio B se calculara´ as´ı:
P(AB)= P2-1(A0D1) + P2-1(A1D0)· P1-1(A0D1) = 0.754
Para evitar tantos ca´lculos y sobrecargar el servidor, se ha analizado una tabla con las
probabilidades de conquistar un territorio B desde A segu´n el nu´mero de tropas:
En la tabla se indican las tropas atacantes y las tropas defensoras. Un pa´ıs con
cinco tropas, tendra´ cuatro tropas atacantes, ya que el territorio tiene que quedarse como
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mı´nimo con una tropa. Consideraremos viable conquistar un pa´ıs si hay una probabilidad
como mı´nimo de 0.6.
Podemos observar que si un pa´ıs tiene como mı´nimo una tropa atacante ma´s que el
territorio objetivo, tiene una probabilidad mı´nima de 0.6 de conquistar el territorio. A
efectos pra´cticos, esto significa que el territorio desde el que se ataca tenga dos tropas
ma´s que el territorio objetivo. Tambie´n podemos ver como a medida que se incrementan
las tropas atacantes, la probabilidad sube y llega un punto a partir del cual el tener igual
nu´mero de tropas atacantes que defensoras implica una probabilidad mı´nima de 0.6 de
conquistar el territorio. Estableceremos este nu´mero en veinte para tener margen.
De este modo podremos decir que si el territorio A con N tropas ataca a B que tiene
M tropas:
• Si N < 20 y N ≥ M+2 entonces P(AB)≥0.6.
• Si N ≥ 20 y N ≥ M+1 entonces P(AB)≥0.6.
Ahora ya podremos saber si un territorio es conquistable o no por otro, con lo que
podremos calcular el nu´mero total de pa´ıses objetivo conquistables y hacer el ca´lculo del
porcentaje de pa´ıses conquistables pre´viamente explicado.
17.2.2 Implementacio´n de la colocacio´n de tropas.
Tendremos una funcio´n en el mo´dulo de I.A. del Risk que nos devolvera´ una lista con los
refuerzos que se asignan a cada pa´ıs. Esta lista se calcula a partir de las reglas que se han
disen˜ado.
public static int[] colocarTropas(idJug,numTerritorios,territorios,territoriosPropios,tropas,objetivo,
continents_limits,risk_connections,tropasbonus){
int[] res=null;
int[] territorios_jugador=new int[territoriosPropios.size()];
for(int i=0;i<territoriosPropios.size();i++){
territorios_jugador[i]=(Integer)territoriosPropios.get(i);
}
/*Calculamos el porcentaje de territorios objetivo conquistables*/
ArrayList probs= probabilidad_ganar(idJug,numTerritorios,territorios,territorios_jugador,tropas,objetivo,
continents_limits,risk_connections);
/*Si la probabilidad es 1.0 reforzamos los de´biles (Regla 1)*/
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if(((Double)probs.get(0))==1.0)
res=reforzar_debiles(idJug,territorios,territorios_jugador,tropas,risk_connections,tropasbonus,
numTerritorios);
else{
/*Si la probabilidad >0.7 reforzamos los adyacentes (Regla 2)*/
if(((Double)probs.get(0))>=0.7)
res=reforzar_adyacentes(idJug,(ArrayList)probs.get(1),numTerritorios,tropasbonus,risk_connections,
tropas,territorios);
else{
/*Si la probabilidad <=0.7 refuerzo generico (Regla 3)*/
res=refuerzo_generico(idJug, numTerritorios, tropasbonus,risk_connections, tropas, territorios);
}
}
return res;
}
Algoritmo para colocar tropas.6
17.3 Reglas de ataque
Las reglas de ataque son similares a las reglas para colocar tropas. Calcularemos los
pa´ıses objetivos para el jugador al que sustituye el robot y la probabilidad de e´ste para
conseguirlos.
La primera regla de ataque consiste en que si la probabilidad de conseguir todos los
pa´ıses objetivo es 1.0, significa que los tenemos todos ya, por tanto el objetivo del jugador
consiste en conquistar N territorios con M tropas en cada uno. Como no nos interesa
conquistar ningu´n pa´ıs ma´s, ya que tenemos todos los que necesitamos, la accio´n sera´
no atacar. As´ı, si esta situacio´n se da en el primer ataque, no se atacara´ sino que se
multiplicara´n tropas. Si no es la primera, se dejara´ de atacar para perder el mı´nimo
nu´mero de tropas y no dispersarlas.
Si probabilidadTerritoriosObjetivo == 1.0 entonces no atacar.
Si no estamos en este caso, buscaremos el objetivo que sea ma´s fa´cil de conquistar.
Esto significa que la diferencia entre sus tropas y la de nuestro pa´ıs de ataque sea la ma´s
grande. Adema´s, tendra´ que tener una probabilidad de conquistar el pa´ıs objetivo mayor
que 0.6. Por tanto, definiremos la segunda regla de ataque de la manera siguiente:
6Se ha omitido alguna informacio´n como los tipos de los datos de entrada de la funcio´n por temas de
espacio.
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Si existe pa´ıs objetivo conquistable entonces atacar objetivo ma´s de´bil.
Por u´ltimo, si no hay ningu´n pa´ıs objetivo que sea conquistable, atacaremos al pa´ıs
conquistable que sea ma´s factible para poder conseguir cartas. Es decir, del resto de
pa´ıses, atacaremos al que la diferencia de tropas con nuestro pa´ıs atacante sea menor y,
por supuesto, la probabilidad de conseguirlo sea mayor que 0.6.
Si existe pa´ıs conquistable entonces atacar pa´ıs ma´s de´bil.
17.3.1 Implementacio´n del ataque
Tendremos una funcio´n en el mo´dulo de I.A. del Risk que nos devolvera´ el pa´ıs al que se
ataca y el pa´ıs desde el que se ataca. Esto se calcula a partir de las reglas que se han
disen˜ado.
public static int[] ataque(idJug,numTerritorios,territorios,territoriosPropios,tropas,objetivo,
continents_limits,risk_connections){
int[] territorios_jugador=new int[territoriosPropios.size()];
for(int i=0;i<territoriosPropios.size();i++){
territorios_jugador[i]=(Integer)territoriosPropios.get(i);
}
/*Calculamos el porcentaje de territorios objetivo conquistables*/
ArrayList probs= probabilidad_ganar(p,idJug,numTerritorios,territorios,territorios_jugador,tropas,
objetivo,continents_limits,risk_connections);
/*Si la probabilidad es 1.0, tenemos todos los objetivos y no nos interesa atacar.*/
if(((Double)probs.get(0))==1.0)
return null;
else{
ArrayList objs=(ArrayList)probs.get(1);
int selected=-1;
int ad=-1;
/*Calculamos pais objetivo ma´s de´bil.*/
for(int i=1;i<objs.size();i++){
int ady=cogeAdyacente((Integer)objs.get(i),risk_connections,tropas,territorios,idJug);
if(ady!=-1){
/*Para que sea conquistable tiene que tener el pais atacante como mı´nimo 2 tropas ma´s si
tiene menos de 20 tropas o 1 tropas ma´s si tiene ma´s de 20 tropas.*/
if((tropas[ady]>1 && tropas[ady]<=20 && tropas[ady]>=tropas[(Integer)objs.get(i)]+2) ||
(tropas[ady]>20 && tropas[ady]>=tropas[(Integer)objs.get(i)]+1)){
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if(selected==-1){
selected=i;
ad=ady;
}
else{
if(tropas[(Integer)objs.get(i)]-tropas[ady] <=
tropas[(Integer)objs.get(selected)]-tropas[ad]){
selected=i;
ad=ady;
}
}
}
}
}
/*Si hay algun pais objetivo conquistable lo atacamos (Regla 2)*/
if(selected!=-1){
int ady=cogeAdyacente((Integer)objs.get(selected),risk_connections,tropas,territorios,idJug);
return new int[]{(Integer)objs.get(selected),ady};
}
/*Si no hay ningun pais objetivo conquistable, atacamos al territorio conquistable
ma´s debil (Regla 3)*/
else
return buscarAtaqueMayorDiferencia(idJug,territorios, territorios_jugador, risk_connections,tropas);
}
}
}
Algoritmo para el ataque.7
17.4 Reglas para redistribuir tropas
Para redistribuir las tropas tendremos en cuenta que un pa´ıs que no tenga ningu´n territorio
enemigo adyacente a e´l no podra´ ser atacado ya que estara´ aislado. Por tanto sus tropas
sera´n inu´tiles ya que tampoco podra´ atacar. So´lo en el caso de que el jugador tenga un
objetivo de conquistar N territorios con M tropas en cada uno conservara´ las tropas, ya
que si no, dejara´ una tropa en ese territorio y nunca podra´ ganar la partida ya que se
tiene que cumplir el objetivo al inicio del turno.
Por tanto nuestra primera regla sera´ la siguiente:
Si tipo de objetivo == D entonces no redistribuir.
7Se ha omitido alguna informacio´n como los tipos de los datos de entrada de la funcio´n por temas de
espacio.
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donde D es el tipo de objetivo de conseguir N territorios con M tropas en cada uno.
Si el objetivo del jugador al que sustituye el robot no es de este tipo, buscaremos
todos los territorios en poder del jugador que este´n aislados. Sus tropas ira´n a los pa´ıses
adyacentes ma´s de´biles y que tampoco este´n aislados, ya que ser´ıa inu´til mover las tropas
a e´ste.
Si aislado(A) entonces mover tropas al adyadence mas de´bil.
Imaginemos tres territorios A, B y C con las siguientes condiciones:
• A esta´ conectado a B y C y tiene 5 tropas.
• B esta´ conectado a A y C y tiene 1 tropa.
• C esta´ conectado a A, B y al resto del continente y tiene 8 tropas.
Si los tres territorios estuvieran conquistados por el mismo jugador, al redistribuir
tropas de A, como esta´ aislado, ir´ıan al adyacente ma´s de´bil. Si no estuviera la condicio´n
de que no estuviera aislado, ir´ıan a B todas las tropas. Ahora A tendr´ıa una tropa, B
tendr´ıa cinco y C seguir´ıa con ocho. Despue´s de esto se redistribuir´ıan las tropas de B.
Ahora sus tropas pasar´ıan al adyacente ma´s de´bil y volver´ıan a A, con lo que quedar´ıa
igual todo. Por eso es necesaria la condicio´n de que el territorio al que se mueven las
tropas no este´ aislado. Sin embargo, esto plantea otro problema.
Imaginemos ahora la siguiente situacio´n:
• A esta´ conectado a B y C y tiene 5 tropas.
• B esta´ conectado a A y C y tiene 1 tropa.
• C esta´ conectado a A, B y D y tiene 1 tropa.
• D esta´ conectado al resto del continente y tiene 8 tropas.
Si todos los territorios estuvieran conquistados por el mismo jugador, ahora A, B y C
estar´ıan aislados. Esto provoca que, como hemos puesto la condicio´n de que no se muevan
tropas a un pa´ıs que este´ aislado, al redistribuir las tropas de A nos encontrar´ıamos que
todos sus pa´ıses adyacentes esta´n aislados, con lo que no las mover´ıa. Esto es un problema,
ya que nos encontrar´ıamos con tropas inu´tiles que se quedara´n ah´ı para el resto de la
partida.
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Para dar solucio´n a este problema ampliaremos las condiciones para mover tropas
de un territorio a otro. Naturalmente, si un territorio adyacente no esta´ aislado podra´
moverlas. Sin embargo, si todos los adyacentes esta´n aislados, movera´ las tropas al que
tenga ma´s territorios adyacentes, ya que se considerara´ que sera´ ma´s interior y tendra´ ma´s
probabilidades de tener un adyacente no aislado. As´ı, cuando se redistribuyan las tropas
de este territorio no volvera´n al original, ya que tendra´ menos territorios adyacentes.
Estas condiciones se incluyen dentro del algoritmo para buscar al territorio adyacente
ma´s de´bil.
17.4.1 Implementacio´n de la redistribucio´n de tropas
Tendremos una funcio´n en el mo´dulo de I.A. del Risk que nos devolvera´ una lista con
los incrementos (positivos y negativos) de tropas en cada pa´ıs. Si una tropa se mueve
del territorio A al territorio B, el territorio B se incrementara´ en una tropa y el A se
decrementara´ tambie´n en una. Esta lista se calcula a partir de las reglas que se han
disen˜ado.
public static int[] redistribuir(idJug,numTerritorios,territorios,territoriosPropios,tropas,
risk_connections,objetivo){
int[] res=new int[numTerritorios];
int[] territorios_jugador=new int[territoriosPropios.size()];
for(int i=0;i<numTerritorios;i++){
res[i]=0;
}
for(int i=0;i<territoriosPropios.size();i++){
territorios_jugador[i]=(Integer)territoriosPropios.get(i);
}
/*Si el objetivo es de tipo conquistar N territorios con M tropas en cada uno,
no redistribuimos (Regla1)*/
if(objetivo[0]==2 && objetivo[3]!=-1)
return res;
/*Si esta´ aislado, mover tropas al adyacente ma´s de´bil (Regla 2). Cada vez que se mueve una tropa
hay que volver a calcular el adyacente ma´s de´bil*/
for(int i=0;i<territorios_jugador.length;i++){
if(esta_aislado(idJug, territorios_jugador[i],territorios,risk_connections)){
int trop=tropas[territorios_jugador[i]];
for(int j=1;j<trop;j++){
int idPaisDest=encontrarConectadoMasDebil(idJug,territorios_jugador[i],territorios_jugador,
risk_connections,tropas,territorios);
if(idPaisDest!=-1){
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res[idPaisDest]+=1;
tropas[idPaisDest]+=1;
res[territorios_jugador[i]]-=1;
}
}
}
}
return res;
}
Algoritmo para redistribuir tropas.8 Las condiciones de que si se mueve a un territorio aislado tiene que tener ma´s
territorios, esta´n incluidas en el me´todo encontrarConectadoMasDebil.
8Se ha omitido alguna informacio´n como los tipos de los datos de entrada de la funcio´n por temas de
espacio.
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Cap´ıtulo VI
Disen˜o
18 Casos de uso
A continuacio´n se explicara´n los diferentes tipos de usuarios que pueden acceder a la
aplicacio´n y los casos de uso que pueden tener.
18.1 Actores
A la aplicacio´n accedera´n, en principio, tres tipos de usuarios:
• Usuario no registrado.
• Usuario registrado.
• Administrador.
Al ser una aplicacio´n web con un dominio pu´blico, es lo´gico que tenga que existir el
actor Usuario no registrado. Estos usuarios podra´n acceder a la aplicacio´n y ver determi-
nados apartados de la web, otros los tendra´n restringidos. Los usuarios registrados son
los jugadores propiamente dichos. Son los usuarios que se han registrado en la aplicacio´n
web mediante el formulario de registro y han iniciado sesio´n. Tendra´n acceso a la mayor
parte de la aplicacio´n. Los administradores son usuarios que tiene permisos para acceder
a cualquier apartado de la web. Tendra´n permisos para administrar ciertos aspectos que
se describen en los casos de uso.
Cada tipo de usuario, al entrar en la web, tendra´ ma´s o menos opciones disponibles
en el menu´, segu´n los casos de uso que tenga ese actor. Los permisos para cada tipo de
usuario se administran mediante base de datos. Al acceder a la aplicacio´n se consulta que´
tipo de usuario es y se muestra un menu´ u otro segu´n sus permisos.
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18.2 Casos de uso por tipo de usuario
Un usuario no registrado, podra´ acceder a la vista principal de la aplicacio´n web, observar
partidas comenzadas sin poder interactuar con la partida y consultar informacio´n en el
apartado de ayuda.
Usuario no 
registrado(from Actors)
Consultar 
informacion
Registrarse
Observar Partida Abandonar PartidaVer Partidas
Figure 19: Caso de uso Usuario no registrado.
Un usuario registrado podra´ acceder a cualquier apartado de la web que no sea ad-
ministracio´n. Los casos de uso vienen definidos por el siguiente diagrama:
Jugador
Login/Logout
Modificar Datos 
Jugador
Ver partidas
Unirse a partida
Comenzar partida
Ver 
Estadisticas/Historial
Observar Partida
Consultar 
informacion
Abandonar partida
Figure 20: Caso de uso Usuario registrado.
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El administrador podra´ realizar cualquier accio´n en la web. As´ı pues, a los casos de
uso para los usuarios registrados, se le an˜adira´n los definidos en el siguiente diagrama:
Administrador
Gestión Usuarios
Bloquear/Desbloquear 
usuario
Dar privilegios
Gestion Estadisticas Resetear
Modificar Datos
Figure 21: Caso de uso Administrador.
18.3 Descripcio´n de los casos de uso de Usuario no registrado
1. Consultar Informacio´n. El usuario tendra´ acceso a la vista principal de la aplicacio´n
(Home) y a la vista de ı´nformacio´n/ayuda.
2. Registrarse. El usuario accedera´ al formulario de registro que le dara´ de alta en el
sistema a trave´s del link de la home.
3. Ver partidas. El usuario podra´ consultar las partidas que hay creadas en un mo-
mento dado.
4. Observar partida. A partir de la vista de ver partidas, podra´ unirse a una partida
determinada para observarla, sin interactuar con ella pero si pudiendo hablar con
los usuarios a trave´s del chat de la partida.
5. Abandonar partida. Cuando esta´ observando una partida, tendra´ la opcio´n de aban-
donarla.
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18.4 Descripcio´n de los casos de uso de Usuario registrado
1. Login/Logout. El usuario tendra´ acceso al inicio y cierre de sesio´n en el sistema a
trave´s de los e laces correspondientes de la home.
2. Ver partidas. El usuario podra´ consultar las partidas que hay creadas en un mo-
mento dado.
3. Observar partida. A partir de la vista de ver partidas, podra´ unirse a una partida
determinada para observarla, sin interactuar con ella pero s´ı pudiendo hablar con
los usuarios a trave´s del chat de la partida.
4. Unirse a partida. A trave´s de la vista de ver partidas, podra´ unirse a la partida si
au´n no ha empezado y faltan jugadores.
5. Comenzar partida. Podra´ abrir una partida nueva a trave´s de la opcio´n del menu´
“Abrir Partida”.
6. Abandonar partida. Si el usuario esta´ jugando u observando una partida, tendra´
disponible la opcio´n de abandonar la partida, perdie´ndola automa´ticamente si era
jugador.
7. Modificar datos del jugador. El usuario registrado tendra´ la opcio´n de modificar sus
datos que indico´ al registrarse.
8. Ver estad´ısticas/Historial. A trave´s del menu´ podra´ consultar el ranking y otras
estad´ısticas del jugador.
9. Consultar Informacio´n. El usuario tendra´ acceso a la vista principal de la aplicacio´n
(Home) y a la vista de informacio´n/ayuda.
18.5 Descripcio´n de los casos de uso de Administrador
El administrador tendra´ dos casos de uso principales, cada uno de ellos deriva en unas
acciones u otras.
1. Gestio´n de Usuarios. A trave´s de la administracio´n de usuarios, un administrador
podra´ bloquearlos, modificar sus datos o darle privilegios.
2. Gestio´n de Estad´ısticas. Podra´ consultarlas y resetearlas.
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19 Diagrama de clases ba´sico
El disen˜o lo´gico de la aplicacio´n tiene una estructura ba´sica que ma´s adelante ampliaremos.
La clase principal de nuestro modelo sera la partida. Podremos decir que una partida
tendra´ N jugadores, dependiendo del juego. En toda partida habra´ un turno e interactuara´
con la base de datos a trave´s de la clase BdComponents, disen˜ado con el patro´n Singleton,
ya que sera´ igual para todo tipo de partidas. Todas estas relaciones estara´n en cualquier
partida, independientemente del tipo de juego.
Partida
# espectadores:  ArrayList
# estado:  int
# id:  int
# idJuego:  int
# IdJugadores:  ArrayList
# pausa:  boolean
# tiempoTurno:  int
# turno:  int
+ añadirJugador(String) : void
+ contieneJugador(int) : boolean
+ eliminarJugador(String) : void
+ estoyConectado(String) : void
+ getEstado() : int
+ getFinalizada() : boolean
+ getIdJuego() : int
+ getIdPartida() : int
+ getInfoPartida(String) : void
+ getPausa() : boolean
+ getTiradaHumano() : boolean
+ getTurno() : int
+ notificarCambioEstadoTurno(int, int, int) : void
+ notificarTextoPartida(String, String) : void
+ obtenerJugadores() : ArrayList
+ Partida(int, int, int)
+ Partida()
+ reincorporarJugador(String) : void
+ resetearPartidasJugadores() : void
+ setearPartidasJugadores() : void
+ setEstado(int) : void
+ setPausa(boolean) : void
+ setTiradaHumano(boolean) : void
+ setTurno(int) : void
+ tiradaAleatoria() : void
Usuarios
Jugador
# eliminado:  boolean
# events:  ArrayList
# IdJugador:  int
# nick:  String
# partidaEnCurso:  int
# statusTurn:  int
+ addEvent(Object) : void
+ addEventTocaTurno(int, int) : void
+ eliminar() : void
+ getEliminado() : boolean
+ getEvents() : ArrayList
+ getId() : int
+ getNickName() : String
+ getPartidaEnCurso() : int
+ getStatusTurn() : int
+ Jugador() : void
+ Jugador(String) : void
+ resetEvents() : void
+ resetPartidaEnCurso() : void
+ setId(int) : void
+ setNickName(String) : void
+ setPartidaEnCurso(int) : void
+ setStatusTurn(int) : void
Turno
- partida:  Partida
- tiempoTurno:  int
+ run() : void
+ Turno(int, Partida)
Thread
BdComponents
- conn:  java.sql.Connection
- Instance:  BdComponents
+ add_user_game_stats(int, int) : String
+ add_user_game_stats_play(int, int, int, int, boolean) : String
+ add_user_stat_game(int) : String
+ add_user_stats(String) : String
+ addUser(String, String, String, String) : String
+ BdComponents()
- createInstance() : void
+ existeUsuario(String) : boolean
+ get_map_connections(int) : Object
+ get_map_continents(int) : Object
+ get_map_countries(int) : Object
+ get_map_targets(int) : Object
+ get_news_text() : String
+ get_pwd_hashed(String) : String
+ get_session_expiration(String) : Object
+ get_user(String) : Object
+ get_user_stat(int) : Object
+ getInstance() : BdComponents
+ remove_session(String) : String
+ set_session(String, String, String) : boolean
*1..*
Figure 22: Diagrama general de clases.
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19.1 La clase Partida
La clase Partida es la principal en nuestra aplicacio´n. Todo jugador creara´ o se unira´
a una partida, ya que GamesWT se dedica a ofrecer ese servicio a los usuarios. Cada
partida, dependiendo del juego, necesitara´ unos datos u otros. Sin embargo todas tienen
que tener cierta informacio´n, como el identificador de la partida, los jugadores, etc. Por
ello, crearemos la clase Partida como una clase abstracta, con los atributos y los me´todos
comunes para todas las partidas.
19.1.1 Atributos importantes
• id : Identificador de la partida. Utilizado para la mayor´ıa de operaciones con las
partidas.
• idJuego: Identificador del juego. Para saber a que´ juego estamos jugando.
• estado: Indica si la partida esta´ en espera de jugadores, si ha comenzado o si ya ha
finalizado.
• IdJugadores : Contiene los nombres de usuario de los jugadores. A priori, teniendo
una relacio´n con los jugadores, no parece necesario, pero s´ı lo sera´ cuando un jugador
se desconecte o abandone la partida. Cuando eso pasa, la IA juega automa´ticamente
en su lugar. El jugador se elimina de la partida, pero necesitaremos su nombre de
usuario para enviar mensajes al resto de jugadores.
• turno: indica el identificador del jugador dentro de la partida que tiene el turno
actualmente. En una partida de 4 jugadores, los identificadores de jugadores en la
partida van del 0 al 3.
• tiempoTurno: indica el tiempo por turno de la partida en segundos. Lo escoge el
creador de la partida en el momento de abrirla.
19.1.2 Me´todos importantes
• Partida(int idPartida,int idJuego, int tiempoTurno) y Partida(): Las constructoras,
para invocarlas desde la constructora de la clase que extienda de Partida (recorde-
mos que Partida es una clase abstracta) para que hereden los atributos y me´todos
definidos.
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• notificarTextoPartida: Env´ıa un mensaje a todos los jugadores de la partida que
saldra´ por el panel de chat.
• notificarCambioEstadoTurno: Env´ıa un mensaje a un jugador indica´ndole que es su
turno o que ha cambiado.
• setearPartidasJugadores : inicializa el atributo de la clase Jugador que indica el
identificador de la partida una vez ha comenzado.
• resetearPartidasJugadores : inicializa a -1 el identificador de la partida de los Ju-
gadores una vez ha finalizado.
Adema´s de estos me´todos y de los que obtienen y modifican los atributos, tenemos
definidos unos me´todos abstractos que despue´s las clases que extiendan de la clase Partida
implementara´n. Estas funciones se declaran ya que se usara´n independientemente del tipo
de partida que sea, pero cada una realizara´ unas acciones u otras.
19.1.3 Me´todos abstractos
• an˜adirJugador : An˜ade un jugador a la partida.
• estoyConectado: Me´todo al que llaman los jugadores en background para que la
aplicacio´n sepa si se han desconectado del sistema o no.
• getInfoPartida: Devuelve la informacio´n necesaria de la partida para que un jugador
que se hab´ıa desconectado temporalmente pueda reincorporarse automa´ticamente.
• eliminarJugador : Elimina a un jugador de la partida. Se invoca cuando un jugador
decide abandonar la partida en curso.
• reincorporarJugador : Reincorpora a la partida a un jugador que se hab´ıa desconec-
tado temporalmente.
• getTiradaHumano: Indica si la tirada la ha realizado un jugador o la IA.
• setTiradaHumano: Modifica la variable que indica si tira un jugador o la IA.
• tiradaAleatoria: Realiza una tirada automa´tica de la IA.
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19.2 La clase Jugador
La clase Jugador es la que representa a un usuario durante la partida. Contiene la
informacio´n del usuario necesaria para el transcurso de una partida.
19.2.1 Atributos importantes
• nick : nombre de usuario del jugador.
• idJugador : entero que representa el identificador del jugador dentro de la partida.
En una partida de cuatro jugadores, los identificadores de jugadores ir´ıan del 0 al 3.
• partidaEnCurso: identificador de la partida que esta jugando.
• eliminado: indica si un jugador ha sido eliminado de la partida.
• events : lista de eventos que ha recibido el jugador, para la comunicacio´n servidor-
cliente.
• statusTurn: entero que indica el estado del turno del jugador. Util para juegos en
los que en un turno se realizan varias acciones.
19.2.2 Me´todos importantes
La mayor´ıa de metodos de la clase jugador son funciones get y set, para obtener y modificar
los atributos. Podr´ıamos destacar los me´todos addEvent y resetEvents, que an˜aden un
evento determinado al jugador y vac´ıa la lista de eventos respectivamente.
19.3 La clase BdComponents
Esta clase no abstracta, esta´ disen˜ada con el patro´n Singleton. De esta manera so´lo
existira´ una u´nica instancia de la clase, evitando un exceso de conexiones a la base de
datos.
Al seguir el patro´n Singleton, tiene un atributo que es la instancia de la clase. Cuando
se quiere instanciar la clase, si el atributo Instance es nulo, se crea la instancia, asigna´ndola
a Instance. En caso contrario, se obtendra´ esta instancia.
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private static BdComponents INSTANCE = null;
public static BdComponents getInstance() {
if (INSTANCE == null) createInstance();
return INSTANCE;
}
private synchronized static void createInstance() {
if (INSTANCE == null) {
INSTANCE = new BdComponents();
}
}
De este modo, si necesitamos realizar una operacio´n con la base de datos, instanciaremos
la clase con un getInstance.
19.3.1 Atributos importantes
• Instance: la instancia de BdComponents. Patro´n Singleton.
• conn: conexio´n con la base de datos.
19.3.2 Me´todos importantes
Como importantes tenemos los ya explicados, el getInstance y el createInstance. El resto
son me´todos de consultas, actualizaciones y borrados en base de datos.
19.4 La clase Turno
La clase turno es la encargada en una partida de saber cuando se le acaba el turno a
un jugador. Hereda de la clase Thread, ya que el proceso se dormira´ hasta que se acabe
el tiempo de turno o un jugador lo interrumpa. Por tanto, tendra´ que ser un thread
diferente, ya que no podremos dormir la partida ni cualquier otra clase del dominio.
19.4.1 Atributos importantes
• tiempoTurno: tiempo que dura cada turno. Lo escoge el jugador que abre la partida.
• partida: Partida a la que pertenece el turno.
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19.4.2 Me´todos importantes
A parte de la creadora, tenemos que implementar el me´todo run ya que hereda de Thread.
Este me´todo es el que se ejecuta cuando ponemos en marcha el thread. Cuando arranca
el thread, lo u´nico que hace es dormir durante el tiempo que dure el turno. Si un jugador
realiza una accio´n durante su turno, se despertara´ el turno y comprobara´ si la tirada ha
sido de un jugador. En tal caso lo u´nico que hara´ sera´ poner a falso que ha tirado un
jugador, preparando as´ı el siguiente turno. Si un jugador no realiza ninguna accio´n antes
del tiempo de turno, se despertara´ automa´ticamente el Thread, y al comprobar que no
ha tirado el jugador, realizara´ una tirada automa´tica. Como la tiradaAleatoria es una
funcio´n abstracta de la clase Partida que implementara´ cada clase que herede de ella, no
habra´ problemas y no habra´ que definir una clase Turno para cada tipo de partida.
public void run(){
try{
synchronized(this){
this.wait(1000*tiempoTurno);
}
if(partida.getTiradaHumano()){
partida.setTiradaHumano(false);
}
else{
partida.tiradaAleatoria();
}
}
catch (InterruptedException ignored){
partida.notificarTextoPartida("System", "Error en el servidor");
}
}
20 Extendiendo el diagrama de clases
Es obvio que el disen˜o hasta el momento es muy general y no incluye las necesidades de
cada juego. Cada juego necesitara´ unos datos y me´todos espec´ıficos que difieren del resto.
As´ı pues, en una partida de Risk, necesitaremos implementar unos me´todos y en una
partida de Guin˜ote otros. Adema´s habra´n me´todos comunes en las dos partidas pero que
necesiten implementarse de manera distinta para cada juego. Lo mismo se podr´ıa decir
para los jugadores. Un jugador que esta´ jugando a un juego determinado puede necesitar
una informacio´n y me´todos que difieran de un jugador que juega a otro juego.
Por esta razo´n hemos disen˜ado las clases Partida y Jugador como abstractas. Estas
clases sera´n superclases de otras ma´s espec´ıficas, que hereden los atributos y me´todos
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implementados, adema´s de tener definidas las funciones abstractas que se tendra´n que
implementar en cada clase de la forma que le interese. Evidentemente, cada clase espec´ıfica
tendra´ sus propios me´todos que no este´n definidos en la superclase y necesite para el
desarrollo de la partida.
20.1 Extendiendo la clase Jugador
Crearemos una clase espec´ıfica de Jugador para cada juego que tengamos. En nuestra
aplicacio´n tenemos implementados el Guin˜ote y el Risk. Por tanto tendremos que crear la
clase JugadorGuin˜ote y JugadorRisk respectivamente. Ma´s adelante, si se quisiera an˜adir
un juego a nuestra aplicacio´n, deber´ıamos crear una clase espec´ıfica de Jugador para ese
juego.
Usuarios
Jugador
# eliminado:  boolean
# events:  ArrayList
# IdJugador:  int
# nick:  String
# partidaEnCurso:  int
# statusTurn:  int
+ addEvent(Object) : void
+ addEventTocaTurno(int, int) : void
+ eliminar() : void
+ getEliminado() : boolean
+ getEvents() : ArrayList
+ getId() : int
+ getNickName() : String
+ getPartidaEnCurso() : int
+ getStatusTurn() : int
+ Jugador() : void
+ Jugador(String) : void
+ resetEvents() : void
+ resetPartidaEnCurso() : void
+ setId(int) : void
+ setNickName(String) : void
+ setPartidaEnCurso(int) : void
+ setStatusTurn(int) : void
JugadorRisk
- Cartas:  ArrayList
- Territorios:  ArrayList
+ añadirCarta(int) : void
+ añadirTerritorio(int) : void
+ eliminarCarta(int) : void
+ eliminarTerritorio(int) : void
+ getNumCartas() : int
+ getNumTerritorios() : int
+ JugadorRisk(String)
JugadorGuiñote
- Cartas:  int [ ]
- ultimaMovida:  int
- ultimaTirada:  int
+ añadirCarta(int) : void
+ añadirCartaRepartida(int) : void
+ eliminarCarta(int) : void
+ getCartas() : int[]
+ inicializarJugador() : void
+ JugadorGuinote(String)
+ setUltimaTirada(int) : void
1
Pareja
1
Figure 23: Especificacio´n de Jugador.
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20.1.1 Clase JugadorRisk
La clase JugadorRisk representa a un usuario durante una partida de Risk. Es una clase
espec´ıfica de Jugador, por tanto heredara´ todos los atributos y me´todos que implementa.
Contiene los atributos y funciones que necesita un jugador de Risk durante la partida.
20.1.2 Atributos importantes
• cartas : cartas que posee el jugador. Como ma´ximo puede tener 5.
• territorios : lista de territorios que esta´n ocupados por el jugador.
20.1.3 Me´todos importantes
• JugadorRisk : constructora. Invocara´ a la constructora de la clase Jugador, y
despu´es inicializara´ los para´metros espec´ıficos.
• an˜adirCarta: an˜ade una carta a la lista de cartas del jugador.
• eliminarCarta: elimina una carta de la lista de cartas del jugador.
• an˜adirTerritorio: an˜ade un territorio a la lista de territorios conquistados por el
jugador.
• eliminarTerritorio: elimina un territorio de la lista de territorios conquistados por
el jugador.
• getNumCartas : devuelve el nu´mero de cartas en posesio´n del jugador.
• getNumTerritorios : devuelve el nu´mero de territorios en posesio´n del jugador.
20.1.4 Clase JugadorGuin˜ote
La clase JugadorGuin˜ote representa a un usuario durante una partida de Guin˜ote. Igual
que la clase JugadorRisk, heredara´ todos los atributos y me´todos que implementa la clase
Jugador al ser una especificacio´n de e´sta. Contiene los atributos y funciones que necesita
un jugador de Guin˜ote durante la partida.
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20.1.5 Atributos importantes
• cartas : lista de cartas que posee el jugador en un momento dado. Sera´n seis como
ma´ximo.
• ultimaTirada: posicio´n de la u´ltima carta que ha tirado el jugador.
20.1.6 Me´todos importantes
• JugadorGuin˜ote: constructora. Invocara´ a la constructora de la clase Jugador, y
despu´es inicializara´ los para´metros espec´ıficos.
• an˜adirCarta: an˜ade una carta a la lista de cartas del jugador de las que se reparten
inicialmente.
• an˜adirCartaRepartida: an˜ade una carta a la lista de cartas del jugador de las que
se reparten durante el juego.
• eliminarCarta: elimina una carta de la lista de cartas del jugador.
• getCartas : obtiene la lista de cartas del jugador jugador.
• inicializarJugador : inicializa al jugador.
• setUltimaTirada: actualiza el puntero para saber que posicio´n de la lista de cartas
es la u´ltima que se ha tirado.
20.2 Extendiendo la clase Partida
Crearemos una clase espec´ıfica de Partida para cada juego que tengamos. De este modo,
tendremos que crear la clase PartidaGuin˜ote y PartidaRisk. Ma´s adelante, si se quisiera
an˜adir un juego a nuestra aplicacio´n, deber´ıamos crear una clase espec´ıfica de Partida
para ese juego.
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PartidaGuiñotePartidaRisk
Partida
Figure 24: Especificacio´n de Partida.
20.2.1 Clase PartidaRisk
La clase PartidaRisk representa una partida de Risk, con todos los atributos y me´todos
necesarios para el correcto funcionamiento de e´sta. Es una clase espec´ıfica de Partida,
por tanto heredara´ todos los atributos y me´todos que implementa. El modelo UML de la
clase PartidaRisk se encuentra en el anexo B debido a su taman˜o.
20.2.2 Atributos importantes
• cartas : lista de cartas de territorios del Risk.
• cartasAsignadas : lista de booleanos que indica si una carta esta´ asignada a un
jugador o no.
• conectados : array de booleanos para manejar las desconexiones de los jugadores.
• continents limits : nos permite saber que pa´ıses forman los continentes.
• map id : identificador del mapa que se esta´ jugando.
• next action: para controlar la fase del turno en la que nos encontramos.
• numDadosDefensa: nu´mero de dados con los que se defiende un jugador en caso de
que sea atacado.
• numInit : nos permite saber cuantos jugadores han colocado las tropas al inicio de
la partida. Una vez todos los jugadores hayan colocado todas sus tropas, la partida
dara´ comienzo.
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• numJugadores : indica el nu´mero de jugadores de la partida de Risk.
• objetivos : lista de objetivos asignados a los jugadores.
• risk connections : nos permite saber si dos pa´ıses esta´n conectados o no.
• targets : lista de todos los objetivos del juego as´ı como las condiciones de victoria
para conseguir cumplirlos.
• targets descriptions : descripciones textuales de todos los objetivos del juego para
enviarlos a los jugadores.
• territoriosAsignados : lista con los identificadores de los jugadores a los que esta´n
asignados cada uno de los territorios.
• tiradaHumano: indica si la jugada la realiza un jugador real o un robot sustituyendo
al jugador.
• tropasTerritorio: lista que contiene el nu´mero de tropas que posee cada territorio.
20.2.3 Me´todos importantes
A parte de los me´todos para obtener y modificar los atributos (get/set) y las funciones
que sirven para enviar mensajes y notificaciones a los jugadores durante la partida, los
me´todos ma´s importantes de la clase PartidaRisk son los siguientes:
• actualizar estadisticas : actualiza las estad´ısticas de los jugadores dependiendo del
resultado de la partida.
• an˜adirJugador : an˜ade un jugador a la partida.
• an˜adirTropas : an˜ade un nu´mero determinado de tropas a un territorio.
• atacarPais : realiza el ataque a un territorio con un nu´mero de tropas determinado.
Si conquista territorio se encarga de repartir una carta al jugador atacante y de
asignarle el nuevo territorio.
• canjearCartas : realiza el canjeo de las cartas que le llegan como entrada.
• colocarTropas : actualiza los territorios realizando los incrementos de tropas que le
llegan por para´metro. Se utiliza tanto para colocar tropas como para redistribuir y
multiplicar tropas.
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• comenzarPartida: realiza las acciones necesarias para inicializar el juego y comenzar
la partida.
• comprobarContinente: comprueba si un jugador posee un continente o no.
• comprobarContinenteExtra: comprueba si un jugador posee en su poder un conti-
nente extra cualquiera adema´s de los que tiene fijados como objetivos.
• comprobarJugadorEliminado: comprueba si un jugador ha sido eliminado.
• comprobarNumTerritorios :comprueba si un jugador posee un nu´mero determinado
de territorios.
• comprobarObjetivo: comprueba si un jugador ha cumplido su objetivo.
• finalizarTurno: finaliza el turno del jugador actual actualizando los datos que sean
necesarios.
• get countries map: obtiene los pa´ıses que contiene el mapa que se esta´ jugando.
• getInfoPartida: devuelve la informacio´n de la partida necesaria para que el jugador
se reincorpore a la partida con total normalidad despue´s de una desconexio´n.
• getNumTerritoriosByUser : devuelve el nu´mero de territorios que esta´n conquistados
por un jugador determinado.
• moverTropas : mueve tropas de un territorio a otro.
• puedeRedistribuirTropas : indica si se pueden redistribuir tropas de un pa´ıs a otro.
• reincorporarJugador : reincorpora al jugador despue´s de una desconexio´n.
• sincronizarTropas : env´ıa la informacio´n a todos los jugadores sobre las tropas que
tiene cada territorio, para evitar posibles trampas e incoherencias.
• tiradaAleatoria: realiza una tirada hecha por un robot utilizando el mo´dulo de
Inteligencia Artificial. La llama la clase Turno cuando no ha tirado dentro del turno
el jugador al que le tocaba.
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20.2.4 Clase PartidaGuin˜ote
La clase PartidaGuin˜ote representa una partida de Guin˜ote, con todos los atributos y
me´todos necesarios para el correcto funcionamiento de e´sta. Es una clase espec´ıfica de
Partida, por tanto heredara´ todos los atributos y me´todos que implementa. El modelo
UML de la clase PartidaGuin˜ote se encuentra en el anexo B debido a su taman˜o.
20.2.5 Atributos importantes
• arrastre: booleano que indica si estamos en la fase de arrastre o no.
• baraja: lista de cartas del guin˜ote.
• canticos: lista de booleanos para saber en todo momento que´ ca´nticos se han cantado
y cua´les quedan por cantar.
• cartaArrastre: carta dominante de la ronda.
• cartas : lista de cartas que tiene cada jugador.
• cartas jugadas : lista indicando que jugador ha tirado cada carta durante el juego.
• conectados : lista de booleanos para manejar las desconexiones de los jugadores.
• jugadorDominante: jugador que de momento esta´ ganando la ronda actual.
• jugSiete: jugador que ha notificado que tiene el siete de triunfos.
• numCotos : nu´mero de cotos que se juegan en la partida.
• numCotosPareja1 : nu´mero de cotos que llevan ganados la primera pareja de ju-
gadores.
• numCotosPareja2 : nu´mero de cotos que llevan ganados la segunda pareja de ju-
gadores.
• numJuegos : nu´mero de juegos que tiene cada coto.
• numRonda: indica el nu´mero de ronda que se esta´ jugando actualmente en la par-
tida. Una partida tiene diez rondas.
• numTiradaRonda: indica dentro de una ronda cuantos jugadores han tirado.
77
20 Extendiendo el diagrama de clases
• parejaCantico: indica que´ pareja de jugadores puede cantar, dependiendo de quien
ha ganado la u´ltima ronda.
• pinta: identificador de la carta que es la pinta.
• punteroCarta: indica la siguiente carta que se va a robar. Ser´ıa la que esta´ encima
del monto´n.
• puntosBaza: indica los puntos que tiene cada jugador durante la partida.
• revueltas : booleano que indica si estamos en una partida de revueltas o no.
• rondaCartas : lista de cartas que han salido en la ronda actual.
• tiradaHumano: booleano que indica si la jugada ha sido realizada por un jugador
real o por un robot utilizando el mo´dulo de I.A.
• triunfoArrastre: el triunfo que va ganando la ronda actual en caso de que haya algun
triunfo.
20.2.6 Me´todos importantes
A parte de los me´todos para obtener y modificar los atributos (get/set) y las funciones
que sirven para enviar mensajes y notificaciones a los jugadores durante la partida, los
me´todos ma´s importantes de la clase PartidaGuin˜ote son los siguientes:
• actualizar estadisticas : actualiza las estad´ısticas de los jugadores dependiendo del
resultado de la partida.
• an˜adirJugador : an˜ade un jugador a la partida.
• aumentarPuntos : actualiza los puntos del jugador que se ha llevado la ronda con
los puntos de la ronda.
• barajar : baraja las cartas para que no tengan un orden determinado y no salgan
siempre las mismas.
• calcularCartasDisponibles : calcula las cartas que el jugador que tiene el turno puede
tirar.
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• calcularCartasDisponiblesByPlayer : calcula las cartas que un determinado jugador
puede tirar en un momento determinado de la partida. Para reincorporar jugadores
a la partida despues de una desconexio´n.
• cantarCuarenta: sirve para cantar las cuarenta y notificarlo al resto de jugadores.
• cantarVeinte: sirve para cantar veinte de un palo determinado y notificarlo al resto
de jugadores.
• cartaPosible: indica si un jugador puede tirar una carta determinada en el turno
actual de la partida.
• changeCarta: para cambiar una carta por otra en la baraja. Se utiliza al cambiar
el siete de triunfos por la pinta.
• comenzarPartida: realiza las acciones necesarias para inicializar el juego y comenzar
la partida.
• comprobarGanador : comprueba que´ pareja es la ganadora del juego, si es que hay
ganadores y no tienen que hacer una partida de revueltas.
• comprobarJuegoGanado: comprueba si estando de revueltas, una pareja ha pasado
de los cien puntos.
• compruebaGanar : comprueba si una pareja ha ganado el juego y en caso de ganarlo
realiza las acciones pertinentes.
• contieneCarta: comprueba si un jugador tiene una carta determinada.
• eliminarJugador : elimina a un jugador de la partida porque ha salido de ella.
• getInfoPartida: devuelve la informacio´n de la partida necesaria para que el jugador
se reincorpore a la partida con total normalidad despue´s de una desconexio´n.
• ordenarCartas : ordena las cartas de un jugador por palos y por valor.
• puedeCantar : indica si un jugador puede cantar en un momento determinado o no.
• reincorporarJugador : reincorpora al jugador despue´s de una desconexio´n.
• repartirCarta: reparte una carta a cada jugador despue´s de finalizar una ronda
siempre y cuando no este´n en fase de arrastre.
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• tiradaAleatoria: realiza una tirada hecha por un robot utilizando el mo´dulo de
inteligencia artificial. La llama la clase Turno cuando no ha tirado dentro del turno
el jugador al que le tocaba.
• tiradaJugador : realiza una tirada de una carta por parte de un jugador y actualiza
todos los datos, realizando las comprobaciones necesarias para el transcurso de la
partida.
21 An˜adiendo funcionalidades y los mo´dulos de I.A.
Durante la partida se necesitara´n hacer ciertos ca´lculos que pueden ser necesarios en
otras clases, como las que implementan la Inteligencia Artificial. Para las partidas de
Guin˜ote tiene que ver con ca´lculos o acciones sobre la baraja y para las partidas de
Risk son ca´lculos sobre territorios ba´sicamente. Estos me´todos que se reutilizan, se han
empaquetado en dos clases, la BarajaGuin˜ote y la UtilRisk para las partidas de Guin˜ote
y Risk respectivamente. Las clases que necesiten usarlas estara´n asociadas con estas dos
clases.
Adema´s, cada partida necesitara´ de su propio mo´dulo de Inteligencia Artificial para
que un robot pueda sustituir a un jugador en caso de desconexio´n de la partida.
PartidaGuiñotePartidaRisk
Partida
BarajaGuiñoteUtilRisk
IARisk IAGuinote
Figure 25: An˜adidas clases BarajaGuinote, UtilRisk, IARisk e IAGuinote.
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21.1 La clase BarajaGuin˜ote
Contiene me´todos que realizan ca´lculos que necesitan varias clases y carece de atributos.
Todos sus me´todos son de tipo static para que no sea necesario crear una instancia de la
clase.
21.1.1 Me´todos
• getPalo: obtiene el palo al que pertenece una carta determinada.
• getNumeroCarta: obtiene el nu´mero de carta al que representa el identificador de
la carta.
• ganaCarta: realiza los ca´lculos para saber si una carta gana a otra, teniendo en
cuenta el palo que pinta.
• esMayor : comprueba si una carta tiene un valor mayor que otra.
• getPuntos : obtiene los puntos que otorga una carta.
• sieteTriunfo: obtiene el identificador de la carta que representa al siete de triunfos.
BarajaGuiñote
+ esMayor(int, int) : boolean
+ ganaCarta(int, int, boolean, int) : boolean
+ getNumeroCarta(int) : int
+ getPalo(int) : int
+ getPuntos(int) : int
+ sieteTriunfo(int) : int
Figure 26: Clase BarajaGuinote.
21.2 La clase UtilRisk
Contiene me´todos que realizan ca´lculos que necesitan varias clases y carece de atributos.
Todos sus me´todos son de tipo static para que no sea necesario crear una instancia de la
clase.
21.2.1 Me´todos
• getTerritoriosByUser : obtiene los territorios que pertenecen a un determinado ju-
gador.
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• getMissingCountriesForContinent : obtiene los territorios que le faltan a un jugador
para tener conquistado un determinado continente.
• getNumTropasByUser : devuelve el nu´mero de tropas total que tiene el usuario.
UtilRisk
+ getMissingCountriesForContinent(int, int, int, int[ ]) : ArrayList<Integer>
+ getNumTropasByUser(int, int, int[ ], int[ ]) : int
+ getTerritoriosByUser(int, int, int[ ]) : ArrayList<Integer>
Figure 27: Clase UtilRisk.
21.3 La clase IAGuinote
Implementa el mo´dulo de Inteligencia Artificial para el Guin˜ote. No tiene atributos, ya
que su funcionalidad se limita a calcular la mejor tirada para un jugador en su turno.
21.3.1 Me´todos Importantes
A continuacio´n se describen los me´todos ma´s relevantes de la clase que implementa el
mo´dulo de la I.A. del Guin˜ote.
• calcularTirada: U´nica clase pu´blica. Calcula a trave´s de las diferentes heur´ısticas
cua´l es la mejor tirada para un jugador durante su turno.
• jugador inicia ronda: calcula que´ jugador ha comenzado tirando en la ronda actual.
• heuristica 1, heuristica 2, heuristica 3, heuristica 4 : diferentes heur´ısticas que cal-
culan el valor de una tirada segu´n diferentes para´metros.
• probabilidad : hace una estimacio´n de las cartas de un palo determinado que le
quedan a un jugador.
• descarte jugador : determina cua´l es el palo ma´s probable del que se ha descartado
un jugador.
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IAGuinote
+ calcularTirada(int, boolean, int[ ], int[ ], boolean[ ], int[], int, int, int, boolean[ ], int[ ]) : int
- contiene_cantico(int, int[ ]) : boolean
- descarte_jugador(int[ ], int, int) : int
- getDominanteRonda(int, int[ ], int) : int
- getPalos(int[ ]) : int
- getPuntos(int[ ]) : int
- getSieteTriunfo(int[ ], int) : int
- getTriunfos(int[ ], int) : int
- heuristica_1(int[ ], int[ ], boolean[ ], int) : int
- heuristica_2(int, int[ ], int[ ], boolean[ ], int, int[ ]) : int
- heuristica_3(int[ ], int[ ], boolean[ ], int) : int
- heuristica_4(int[ ], int[ ], boolean[ ], int, int, int[ ], int) : int
- jugador_inicia_ronda(int[ ]) : int
- num_canticos(int[ ], boolean[ ]) : int
- num_cartas_palo_jugador(int[ ], int) : int
- probabilidad(int, int[ ], int, int[ ], int[ ], int) : int
Figure 28: Clase IAGuin˜ote.
21.4 La clase IARisk
Implementa el mo´dulo de Inteligencia Artificial para el Risk. No tiene atributos, se limita
a calcular la mejor jugada posible para cada fase del turno.
21.4.1 Me´todos importantes
A continuacio´n se describen los me´todos ma´s relevantes de la clase que implementa el
mo´dulo de la I.A. del Risk.
• canjear : funcio´n que calcula las cartas que tiene que canjear el robot.
• colocarTropas : calcula las tropas que se colocan en cada pa´ıs dependiendo de los
objetivos del jugador y el estado de la partida.
• ataque: calcula el pa´ıs o´ptimo para atacar y el territorio desde el cual se debera´
atacar.
• redistribuir : redistribuye las tropas de un jugador siguiendo las reglas disen˜adas en
el mo´dulo de I.A.
• buscarAtaqueMayorDiferencia: devuelve el pa´ıs al que es ma´s fa´cil atacar por la
diferencia de nu´mero de tropas.
• encontrarConectadoMasDebil : devuelve el pa´ıs adyacente con menos tropas a otro
pa´ıs y que no este´ aislado. Si no hay ninguno, devuelve el aislado ma´s de´bil.
• probabilidad ganar : devuelve el porcentaje de pa´ıses objetivos que son conquistables.
• calcular pa´ıses objetivo: calcula los pa´ıses que necesita conquistar el jugador para
ganar la partida.
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• reforzar debiles : algoritmo que implementa el refuerzo de los pa´ıses ma´s de´biles.
• reforzar adyacentes : algoritmo que implementa el refuerzo dando prioridad a los
territorios adyacentes de los pa´ıses objetivo.
• refuerzo generico: reforzamos los pa´ıses que nos interesa para tener ma´s posibili-
dades de conseguir cartas.
IARisk
+ ataqueAleatorio(int, int, int[ ], ArrayList, int[], int[], int[ ][ ], boolean[ ][ ]) : int[ ]
- buscarAtaqueMayorDiferencia(int, int[ ], int[ ], boolean[ ][ ], int[ ]) : int[ ]
- calcular_paises_objetivo(int, int, int[ ], int[ ], int[], int[], int[ ][ ], boolean[ ][ ]) : ArrayList<Integer>
+ canjearCartasAleatorias(ArrayList, int, int, int) : int[ ]
- cogeAdyacente(int, boolean[ ][ ], int[ ], int[ ], int) : int
+ colocarTropasAleatorias(int, int, int[ ], ArrayList, int[ ], int[ ], int[][], boolean[ ][ ], int) : int[ ]
- encontrarConectadoMasDebil(int, int, int[ ], boolean[ ][ ], int[ ], int[ ]) : int
- esta_aislado(int, int, int[ ], boolean[ ][ ]) : boolean
- pais_mas_debil_no_conectado(int, int[ ], int[ ], int[ ], boolean[ ][ ]) : int
- probabilidad_ganar(int, int, int[ ], int[ ], int[], int[], int[ ][ ], boolean[ ][ ]) : ArrayList
+ redistribuirAleatorio(int, int, int[ ], ArrayList, int[ ], boolean[ ][ ], int[ ]) : int[ ]
- reforzar_adyacentes(int, ArrayList, int, int, boolean[ ][ ], int[ ], int[ ]) : int[ ]
- reforzar_debiles(int, int[ ], int[ ], int[ ], boolean[ ][ ], int, int) : int[ ]
- refuerzo_generico(int, int, int, boolean[ ][ ], int[ ], int[ ]) : int[ ]
- tiene_mas_adyacentes(int, int, boolean[ ][ ], int[ ]) : boolean
Figure 29: Clase IARisk.
22 Viewers y controladores
Ahora esta´ casi completado el diagrama de clases de la aplicacio´n, pero faltan unos
pequen˜os detalles. Tenemos que tener en cuenta que pueden observar partidas, tanto
jugadores registrados en el sistema como usuarios ano´nimos que quieren ver co´mo son las
partidas. De este modo, tendremos que crear una clase que represente a los observadores,
llamada Viewer. Esta clase es muy parecida a la clase Jugador pero mucho ma´s simple.
Adema´s, tendremos un controlador de jugadores y otro de partidas, que permitira´n
obtener los datos de los jugadores y partidas respectivamente desde cualquier sitio. As´ı,
si se necesita acceder a la partida con identificador 1, le pediremos al controladorPartidas
que nos obtenga la partida con dicho identificador. Estas dos clases que implementan los
controladores siguen el patro´n singleton, con lo que so´lamente habra´ una instancia en el
sistema.
Por u´ltimo tendremos que crear el GwtServiceImpl que implementara´ el servicio con el
que se establecera´ la comunicacio´n de los usuarios con el servidor. Esta clase interactuara´
con las clases de la lo´gica de la aplicacio´n que sean necesarias segu´n las peticiones de los
usuarios. Adema´s se encargara´ de que le lleguen los mensajes a los jugadores desde el
servidor como ya se ha explicado en el cap´ıtulo referente a la comunicacio´n cliente-servidor.
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22.1 La clase Viewer
La clase CONSTANT es una clase que contiene codificados en constantes los diferentes
tipos de mensajes y de error para tenerlos unificados y cambiarlos fa´cilmente.
22.1 La clase Viewer
22.1.1 Atributos
• idViewer : identificador del observador. Sera´ el nick con el que aparecera´ en el chat
de las partidas. Sera´ aleatorio ya que al no estar registrado no tiene ningu´n nick.
• partidaEnCurso: identificador de la partida que esta´ observando.
• events : lista de mensajes que tiene en cola el observador para recibir. Son los
mismos que los de un jugador, ya que para poder ver una partida con normalidad
debera´ recibir la misma informacio´n que los jugadores. La u´nica diferencia es que
no podra´ interactuar con la partida.
22.1.2 Me´todos importantes
A parte de los me´todos que permiten obtener y modificar los atributos de la clase, no
tiene ningu´n otro me´todo.
Viewer
# events:  ArrayList
# idViewer:  String
# partidaEnCurso:  int
+ addEvent(Object) : void
+ getEvents() : ArrayList
+ getId() : String
+ getPartidaEnCurso() : int
+ resetEvents() : void
+ setId(String) : void
+ setPartidaEnCurso(int) : void
+ Viewer(String)
Figure 30: Clase Viewer
22.2 La clase ControladorPartidas
22.2.1 Atributos
• INSTANCE : instancia de la clase que sera´ devuelta cada vez que se necesite acceder
a ella (patro´n Singleton).
• partidas : lista de todas las partidas que hay en espera o jugando actualmente en el
sistema.
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22.2.2 Me´todos importantes
A parte de los me´todos que permiten an˜adir, obtener y borrar partidas, no tiene ningu´n
otro me´todo.
ControladorPartidas
- INSTANCE:  ControladorPartidas
- partidas:  ArrayList
+ addPartidaGuinote(PartidaGuinote) : void
+ addPartidaRisk(PartidaRisk) : void
- createInstance() : void
+ getInstance() : ControladorPartidas
+ getNumPartidas() : int
+ getPartida(int) : Partida
+ getPartidas(int, int) : ArrayList
+ removePartida(int) : void
Figure 31: Clase ControladorPartidas
22.3 La clase ControladorJugadores
22.3.1 Atributos
• INSTANCE : instancia de la clase que sera´ devuelta cada vez que se necesite acceder
a ella (patro´n Singleton).
• jugadores : lista de todas los jugadores que hay jugando actualmente en el sistema.
• viewers : lista de todas los observadores que hay en alguna partida actualmente en
el sistema.
22.3.2 Me´todos importantes
A parte de los me´todos que permiten an˜adir, obtener y borrar jugadores y observadores,
y an˜adir mensajes a estos, no hay ningu´n otro me´todo.
ControladorJugadores
- INSTANCE:  ControladorJugadores
- jugadores:  ArrayList
- viewers:  ArrayList
+ addEvento(Object, String) : void
+ addJugador(Jugador) : void
+ addViewer(String) : void
+ addViewerEvento(Object, String) : void
- ControladorJugadores()
- createInstance() : void
+ getInstance() : ControladorJugadores
+ getJugador(String) : Jugador
+ getNumJugadores() : int
+ getNumViewers() : int
+ getViewer(String) : Viewer
+ removeJugador(String) : void
Figure 32: Clase ControladorJugadores.
86
22.4 La clase GwtServiceImpl
22.4 La clase GwtServiceImpl
22.4.1 Atributos Importantes
• users : hash para establecer una relacio´n sessionId-usuario, de este modo los usuarios
podra´n hacer peticiones a trave´s de su identificador de sesio´n.
22.4.2 Me´todos importantes
• estoyConectado:permite al usuario llamar a la funcio´n estoyConectado de una par-
tida para controlar las desconexiones de los jugadores.
• getSession: a trave´s del sessionId comprueba si el usuario tiene una sesio´n activa
y devuelve la informacio´n de la partida que jugaba si estaba jugando cuando se
desconecto´ y au´n perdura la partida.
• login: permite al usuario crear una sesio´n en el sistema para poder acceder a todas
las funcionalidades ofrecidas al usuario registrado.
• logout : cierra la sesio´n del usuario.
• get general ranking : devuelve la informacio´n del ranking general.
• get game ranking : devuelve la informacio´n del ranking de un juego en concreto.
• addUser : an˜ade un usuario al sistema. Corresponde al caso de uso de registrar un
usuario.
• abandonarPartida: permite a un usuario abandonar la partida.
• validarDatosRegistro: comprueba que los datos introducidos en el formulario de
registro por parte del usuario son correctos.
• getPartidasStatus : obtiene en que´ estado se encuentra una partida determinada.
• createPartidaGuinote:crea una partida de Guin˜ote.
• createPartidaRisk : crea una partida de Risk.
• addUserPartida: an˜ade un usuario a una partida como jugador.
• getCurrentUser : obtiene el nick que corresponde al sessionId que realiza la peticio´n.
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• despertarJugador : despierta a un jugador para que vacie su cola de notificaciones.
• getEvents : obtiene todos los mensajes de informacio´n que tiene en cola el jugador.
• addViewerPartida: an˜ade a un usuario como observador en una partida.
• removeViewerPartida: quita a un usuario como observador de una partida.
• getViewerEvents : obtiene todos los mensajes de informacio´n que tiene en cola el
observador.
• enviarMensajePartida: permite al usuario enviar un mensaje al resto de usuarios a
trave´s del chat de la partida.
• colocarTropas : llama a la funcio´n colocarTropas de PartidaRisk cuando el jugador
coloca sus tropas de inicio de turno.
• atacarPais : llama a la funcio´n atacar de PartidaRisk cuando el jugador que se
defiende ha decidido con cua´ntos dados se defiende, para comenzar el ataque.
• notificarAtaque: llama a la funcio´n notificarAtaque de PartidaRisk cuando un ju-
gador decide atacar a otro.
• iniciarTropas : llama a la funcio´n iniciarTropas de PartidaRisk cuando el jugador
coloca las tropas iniciales del juego.
• canjearCartas : llama a la funcio´n canjearCartas de PartidaRisk cuando el usuario
canjea cartas.
• tiradaGuinote: llama a la funcio´n tiradaJugador de PartidaGuinote cuando el ju-
gador tira una carta.
• notificarSiete: llama a la funcio´n notificarSiete de PartidaGuinote cuando el jugador
hace click en la pinta si tiene el siete de triunfos, para indicar que cuando gane una
ronda lo quiere cambiar.
• cantarCuarenta: llama a la funcio´n cantarCuarenta de PartidaGuinote cuando el
jugador canta las cuarenta.
• cantarVeinte: llama a la funcio´n cantarVeinte de PartidaGuinote cuando el jugador
canta veinte en un palo.
88
22.4 La clase GwtServiceImpl
• get countries map: obtiene los pa´ıses del mapa que se esta´ jugando en la partida de
Risk.
GwtServiceImpl
- bd:  BdComponents
- users:  Map
+ abandonarPartida(int, String) : void
+ addUser(String, String, String, String) : String
+ addUserPartida(String, int, String) : int
+ addViewerPartida(String, int) : int
+ atacarPais(int, int) : void
+ canjearCartas(String, int, int, int, int) : void
+ cantarCuarenta(int, int) : void
+ cantarVeinte(int, int, int) : void
+ colocarTropas(String, int, int[ ], boolean, boolean) : void
+ createPartidaGuinote(int, int, int) : int
+ createPartidaRisk(int, int, int) : ArrayList<Object>
+ despertarJugador(String) : void
+ enviarMensajePartida(int, String, String) : void
+ estoyConectado(String, int) : void
+ get_countries_map(int) : ArrayList<Object>
+ get_game_ranking(int) : ArrayList
+ get_general_ranking() : ArrayList
- getCurrentUser(String) : String
+ getEvents(String) : ArrayList
+ getPartidasStatus(int, int) : ArrayList
+ getSession(String) : ArrayList
+ getViewerEvents(String) : ArrayList
+ iniciarTropas(int, int[ ]) : void
+ login(String, String) : ArrayList
+ logout(String) : void
+ notificarAtaque(int, int, int, int) : void
+ notificarSiete(int, int) : void
+ removeViewerPartida(String) : void
+ tiradaGuinote(int, int, int) : void
- validarDatosRegistro(String, String, String, String) : boolean
RemoteServiceServlet
Figure 33: Clase GwtServiceImpl.
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23 Diagrama de clases final
El resultado de todo este proceso queda reflejado en el siguiente diagrama de clases:
PartidaGuiñotePartidaRisk
Partida
BarajaGuiñoteUtilRisk
IARisk IAGuinote
Jugador
JugadorRiskJugadorGuiñote
Viewer
Turno
Thread
BdComponents
{1}
GwtServiceImpl
ControladorPartidas
{1}
ControladorJugadores
{1}
BCrypt
CONSTANT
*
1
4 2..6
Figure 34: Diagrama de clases completo.
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24 Diagramas de secuencia ma´s importantes
A continuacio´n se muestran los diagramas de secuencia ma´s importantes del disen˜o de la
aplicacio´n y una pequen˜a explicacio´n para cada uno de ellos.
24.1 Comunicacio´n servidor-cliente
Para poder recibir los mensajes que le env´ıan los dema´s usuarios o la aplicacio´n, el usuario
tiene una cola de mensajes en el que se ira´n guardando. Cuando reciba un mensaje el
jugador despertara´ y recibira´ todos los que tenga acumulados en ese momento. Una vez lo
ha recibido, vuelve a realizar la llamada para obtener los mensajes. Si no tiene ninguno,
se volvera´ a quedar dormido hasta que le llegue uno.
User GwtService ControladorJugadores jug:Jugador
alt 
[events.size() ==0]
loop 
[true]
getEvents(SessionID) :ArrayList getCurrentUser(SessionID) :String nick
getJugador(nick) :Jugador jug
getEvents() :ArrayList events
wait()
resetEvents()
:events
Figure 35: Diagrama de secuencia para obtener los mensajes.
24.2 Env´ıo de mensajes del usuario
Este diagrama de secuencia disen˜a el env´ıo de mensajes de texto de un jugador al resto
de jugadores de la partida mediante el chat. El usuario cuando introduce el texto, llama
al me´todo enviarMensaje del servicio de GWT con el texto, el usuario y el identificador
de la partida. Este se encargara´ de crear un evento de tipo MessageEvent, que representa
los mensajes de texto del chat, y lo pondra´ en la cola de eventos de los jugadores de
la partida de identificador idPartida. Adema´s despertara´ al jugador para que lo pueda
recibir en caso de que este´ dormido, tal y como se ha explicado en el apartado anterior.
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User GwtService ControladorPartidas p:Partida MessageEvent ControladorJugadores jug:Jugador
loop 
[i < Idjugadores.size()]
nick=Idjugadores.get(i)
enviarMensaje(idPartida, text, user)
getPartida(idPartida) :Partida p
notificarTextoPartida(user, text)
MessageEvent(text, user) :e
getJugador(nick) :Jugador jug
addEvento(event, nick)
notifyAll()
Figure 36: Diagrama de secuencia para enviar un mensaje a la partida.
El resto de mensajes funcionar´ıan de la misma manera, inclu´ıdos los que son generados
por la aplicacio´n para comunicar a los usuarios informacio´n de la partida.
24.3 An˜adir un jugador a una partida
El usuario enviara´ su identificador de sesio´n y el identificador de la partida a la que
se quiere unir mediante la llamada al servicio GWT addUserPartida. Este obtendra´
la partida y el jugador mediante los controladores correspondientes y an˜adira´ al jugador
realizando llamando al me´todo abstracto an˜adirJugador de la clase Partida. Dependiendo
de que´ tipo de clase espec´ıfica sea, tendra´ un comportamiento u otro.
User GwtService ControladorJugadores jug:JugadorControladorPartidas p:Partida BdComponents
alt 
[p!=null]
addUserPartida(SessionID, idPartida)
getPartida(idPartida) :Partida p
getCurrentUser(SessionID) :String nick
añadirJugador(nick)
getJugador(nick) :Jugador jug
getIdJuego() :int juego_id
getId() :int id
add_user_game_stats(id, juego_id)
:idPartida
Figure 37: Diagrama de secuencia para an˜adir un jugador a una partida.
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24.3 An˜adir un jugador a una partida
24.3.1 Comportamiento en PartidaRisk
Comprobaremos si existe el jugador, si no es as´ı lo crearemos. Enviaremos una notificacio´n
al resto de jugadores de que se ha an˜adido el jugador a la partida y comprobaremos si
esta´n todos los jugadores para comenzar la partida, en cuyo caso inicializaremos el juego
para que puedan colocar las tropas iniciales.
GwtService PartidaRisk JugadorRisk ControladorJugadores jug:JugadorRisk
Idjugadores.add(nick);
alt 
[jug==null]
jugadores.add(nick);
alt 
[Idjugadores.size()==numJugadores]
añadirJugador(nick)
getJugador(nick) :Jugador jug
JugadorRisk(nick) :JugadorRisk jug
addJugador(jug)
setPartidaEnCurso(id)
notificarTextoPartida()
notificarTextoPartida()
setearPartidasJugadores()
inicializarJuego()
Figure 38: Diagrama de secuencia para an˜adir un jugador a una partida de Risk.
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24.3.2 Comportamiento en PartidaGuin˜ote
Comprobaremos si existe el jugador, si no es as´ı lo crearemos. Enviaremos una notificacio´n
al resto de jugadores de que se ha an˜adido el jugador a la partida y un mensaje al jugador
inicializando el su turno. Comprobaremos si esta´n todos los jugadores para comenzar la
partida, en cuyo caso inicializaremos y dara´ comienzo la partida.
PartidaGuinoteGwtService ControladorJugadoresJugadorGuiñote jug:JugadorGuinote
alt 
[jug==null]
Idjugadores.add(nick);
jugadores.add(nick);
alt 
[Idjugadores.size()==numJugadores]
añadirJugador(nick)
getJugador(nick) :Jugador jug
JugadorGuinote(nick) :JugadorGuinote jug
addJugador(jug)
setPartidaEnCurso(id)
inicializarJugador()
notificarTextoPartida()
notificarCambioEstadoTurno(-1)
notificarTextoPartida()
setearPartidasJugadores()
notificarJugadores()
comenzarPartida()
Figure 39: Diagrama de secuencia para an˜adir un jugador a una partida de Guin˜ote.
24.4 Crear una partida de Risk
Para crear una partida de Risk se necesitara´n los datos requeridos, como el tiempo de
turno o nu´mero de jugadores entre otros. El usuario realizara´ la peticio´n al servicio GWT
y este utilizara´ el controlador de partidas para crearla. Adema´s al usuario se le devolvera´
la informacio´n sobre los pa´ıses que componen el mapa y el identificador de partida para
poder unirse a ella al jugador que la ha creado.
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User GwtService ControladorPartidas PartidaRisk p:PartidaRisk
partidas.add(p);
createPartidaRisk(numJugadores, tiempoTurno,
map_id) :ArrayList countries
createPartidaRisk(num_jugadores,
tiempo_turno, map_id) :countries
num_jugadores, tiempo_turno, map_id() :int npart
PartidaRisk(num_jugadores, npart,
tiempo_turno, map_id) :PartidaRisk p
get_countries_map() :ArrayList countries
:countries
:countries
Figure 40: Diagrama de secuencia para crear una partida de Risk.
24.5 Crear una partida de Guin˜ote
Para crear una partida de Guin˜ote se necesitara´n los datos requeridos, como el tiempo de
turno o el nu´mero de cotos entre otros. El usuario realizara´ la peticio´n al servicio GWT
y este utilizara´ el controlador de partidas para crearla. Adema´s al usuario se le devolvera´
el identificador de la partida para poder unirse a ella.
User GwtService ControladorPartidas PartidaGuinote
partidas.add(p);
createPartidaGuinote(numJugadores, numCotos, tiempoTurno) :int npart
createPartidaGuinote(num, numCotos, tiempoTurno) :int npart
getNumPartidas() :npart
PartidaGuinote(num, npart, numCotos,
tiempoTurno) :PartidaGuinote p
:npart
:npart
Figure 41: Diagrama de secuencia para crear una partida de Guin˜ote.
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24.6 Abandonar Partida
El usuario realiza una llamada del servicio GWT indicando su nombre de usuario y el
identificador de la partida que quiere abandonar. Este obtendra´ la partida mediante el
controlador de partidas y lo eliminara´ de ella utilizanco el me´todo eliminarJugador que
contiene la clase Partida. Despue´s eliminaremos al jugador del controlador de partidas y
le despertaremos para vaciar su cola de eventos.
User GwtService ControladorPartidas p:Partida ControladorJugadores jug:Jugador
alt 
[jug!=null]
abandonarPartida(idPartida, nick)
getPartida(idPartida) :Partida p
eliminarJugador(nick)
getJugador(nick) :Jugador jug
notifyAll()
removeJugador(nick)
Figure 42: Diagrama de secuencia para abandonar una partida.
24.7 Ejecutar Accio´n
Para ejecutar una accio´n determinada en una partida durante un turno, siempre se seguira´
el mismo patro´n: el usuario realiza una llamada al servicio con su identificador de sesio´n,
el identificador de la partida en el que ejecutara´ la accio´n y una serie de para´metros que
dependera´ de cada accio´n. El servicio GWT obtendra´ el nick del jugador, la partida y
llamara´ al me´todo que solicita el usuario envia´ndole los para´metros con los que se invoco´
la llamada.
96
24.7 Ejecutar Accio´n
User GwtService ControladorPartidas p:Partida
accionX(sessionID, idPartida, actionParams)
getCurrentUser(sessionID) :String nick
getPartida(getPartida) :Partida p
accionX(actionParams)
Figure 43: Diagrama de secuencia para ejecutar una accio´n en la partida.
Por ejemplo, para colocarTropas en una partida de Risk el diagrama de secuencia
quedar´ıa de la siguiente forma:
User GwtService ControladorPartidas p:PartidaRisk
colocarTropas(SessionID, idPartida, tropasColocadas,
colocandoMultiplicados, redistribuir)
getCurrentUser(SessionID) :String nick
getPartida(idPartida) :p Partida
colocarTropas(nick, tropasColocadas, colocandoMultiplicados, redistribuir, false)
Figure 44: Diagrama de secuencia para colocar tropas en una partida de Risk.
Como todas las acciones siguen el mismo esquema no se incluyen los diagramas de
secuecia del resto de acciones.
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24.8 Inicio de sesio´n
El usuario enviara´ la peticio´n al servicio GWT para iniciar sesio´n con el usuario y la
contrasen˜a. El GwtService obtendra´ el password encriptado guardado en base de datos
de ese usuario y mediante el mo´dulo BCrypt sabra´ si es el mismo o no. En caso de que
sea correcto, lo an˜adira´ al hash del GwtService y creara´ una nueva sesio´n con una fecha
de expiracio´n. Adema´s devolvera´ al usuario la informacio´n de sesio´n.
User GwtService BCryptBdComponents
ArrayList res= new ArrayList();
alt 
[pwdhashed != CONSTANT.BD_ERROR]
[else]
alt 
[equals]
[else]
users.remove(old_sid);
alt 
[pwdhashed != CONSTANT.BD_USUARIO_INEXISTENTE]
[else]
alt 
[b]
[else]
users.put(newSessionId, user);
res.add(newSessionId);
res.add(expires);
res.add(CONSTANT.COOKIE_DURATION);
res.add(bd.get_user(user));
res.add(CONSTANT.BD_ERROR);
res.add(CONSTANT.BD_CONTRASEÑA_INCORRECTA);
res.add(CONSTANT.BD_USUARIO_INEXISTENTE);
res.add(CONSTANT.BD_ERROR);
login(user,  pwd) :ArrayList
get_pwd_hashed(user) :String pwdhashed
checkpw(pwd, pwdhashed) :boolean equals
remove_session(user) :String old_sid
set_session(user, newSessionID, expires) :boolean b
:res
Figure 45: Diagrama de secuencia de Login.
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24.9 Cerrar sesio´n
El usuario enviara´ la peticio´n al servicio GWT con su identificador de sesio´n. GwtService
recuperara´ al jugador, lo despertara´ para que se vacie la cola de eventos y borrara´ al
jugador del controlador de jugadores as´ı como su sesio´n de base de dados.
User GwtService ControladorJugadores jug:Jugador BdComponents
opt 
[jug != null]
users.remove(old_sid);
logout(SessionID)
getCurrentUser(getCurrentUser) :String nick
getJugador(nick) :Jugador jug
notifyAll()
removeJugador(nick)
remove_session(nick) :String old_sid
Figure 46: Diagrama de secuencia de Logout.
24.10 Despertar jugador
Este es un me´todo que llama el usuario sin aplicar ningu´n evento. Se llama cuando se
crea una partida, por ejemplo, sin que lo sepa el usuario. Sirve para asegurarnos de que
al jugador no le lleguen eventos que hayan podido quedar en su cola de eventos de otra
partida, o lo que es lo mismo, vacia su cola de mensajes.
User ControladorJugadores jug:JugadorGwtService
alt 
[nick=null]
alt 
[jug!=null]
despertarJugador(SessionID)
getCurrentUser(SessionID) :String nick
getJugador(nick) :Jugador jug
notifyAll()
Figure 47: Diagrama de secuencia para vaciar la cola de mensajes de un jugador.
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25 Disen˜o de las vistas
Hemos disen˜ado cada vista mediante los widgets que ofrece GWT. As´ı pues, para cada
vista o apartado de la web programaremos una clase que contenga los widgets que necesite
e implemente el comportamiento. Podremos programar las vistas como si fuera una
aplicacio´n de escritorio en java. De este modo a los widgets le podremos an˜adir listeners
para que ejecuten las acciones que necesitemos. El compilador de GWT traducira´ estos
listenes y widgets al co´digo javascript equivalente.
Como se ha explicado anteriormente, la pa´gina principal sera´ un Html vac´ıo que incluya
un css que de estilos a los diferentes elementos que incorporemos a las vistas, as´ı como
el co´digo javascript generado por el compilador de GWT. Al cargar la pa´gina, el co´digo
javascript se pondra´ en marcha y an˜adira´ los elementos que hayamos disen˜ado mediante
widgets para la pa´gina principal de nuestra aplicacio´n web.
As´ı pues, necesitaremos crear una clase MyApplication que incluya los elementos que se
han disen˜ado para la “home”. Esta clase implementara´ la interfaz EntryPoint ofrecida por
GWT para indicar que es un “punto de entrada” de la aplicacio´n. Un mo´dulo EntryPoint
es una clase que puede ser construida sin para´metros y cuando es cargado el mo´dulo,
la clase es instanciada y se llama al me´todo de la clase onModuleLoad(). En el xml de
configuracio´n de la aplicacio´n en GWT se define cual es el punto de entrada, y se indicar´ıa
que es la clase MyApplication para que cuando se acceda a la pa´gina web, se cargue este
mo´dulo.
Esta clase tendra´ como atributos diferentes vistas que se utilizan, como puede ser la de
unirse a partidas, la de abrir partidas, el panel de juego, etc. Al cargarse la clase, como es
un EntryPoint, se llamara´ automa´ticamente al me´todo onModuleLoad, donde incluiremos
el co´digo que queramos para que se ejecute.
Dentro de este me´todo, lo primero que haremos sera´ crear una instancia de nuestro
servlet GwtService para que podamos comunicarnos con el servidor. Lo tendremos como
un atributo y lo utilizaremos cada vez que se requiera de una accio´n hacia el servidor.
Lo siguiente sera´ llamar al me´todo del servlet getSession, envia´ndoles el identificador de
Session que tengamos en la cookie, si es que tenemos alguno. Esto esta´ explicado en la
parte de arquitectura, en la seccio´n 11.2 Gestio´n de sesiones.
Dependiendo de la respuesta del servidor, mostraremos la “home” como logueado o
como usuario sin sesio´n abierta. Tambie´n inicializaremos la clase CompositeApplication
que contendra´ el menu´, los textos y las diferentes vistas que se mostrara´n segu´n donde
acceda el usuario.
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25.1 La clase MyAplication
Despue´s dependera´ de la accio´n que realice el usuario. Cada componente del menu´
tendra un listener que inicializara´ una vista u otra, siendo cada una una clase que habremos
implementado con sus widgets.
Por u´ltimo, para dar estilos a los elementos que an˜adimos a las vistas, hay un me´todo
que tienen todos los widgets de GWT que permite dar un nombre de clase de estilo. De
este modo, da´ndoles los tipos de clase necesarios, so´lo hara´ falta incluir e´stos en el css
para maquetar y dar estilos.
A continuacio´n se describen cada una de las clase de las vistas con los atributos y
me´todos ma´s importantes.
25.1 La clase MyAplication
Como hemos explicado, es el me´todo que incluye los elementos de la “home” y realiza la
llamada al servidor para comprobar si hay sesio´n de usuario o no.
25.1.1 Atributos importantes.
• abrirPartidaScreen: contiene la vista para abrir partida. Cada vez que el jugador
quiera abrir una partida se instanciara´. Cuando la abra o cancele, se eliminara´ de
la web.
• ca: es el contenedor que incluye el menu´, el ranking y otros componentes de la web.
• idPartida: identificador de la partida que se esta´ jugando actualmente.
• info dialog : dia´logo que mostrara´ notificaciones de informacio´n al usuario.
• instance: instancia propia de MyApplication.
• panelDeJuego: panel en el que se carga el juego.
• risk : GwtService que utilizaremos para comunicarnos con el servidor.
• sesionActiva: indica si el usuario tiene una sesion activa actualmente.
• sessionID : identificador de la sesio´n que tiene el usuario.
• unirsePartidasScreen: contiene la vista para unirse a una partida. Si se sale de la
vista, se elimina de la web.
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25.1.2 Me´todos importantes
• abrirPartida: me´todo que se invoca cuando el jugador quiere abrir una partida.
Inicializa las vistas necesarias para que se muestre la vista de abrir partida al usuario.
• add home: inicializa la home cuando el usuario entra en la aplicacio´n.
• alert : muestra un mensaje de informacio´n al usuario.
• compruebaSesion: llama al getSession del GwtService para comprobar si tiene una
sesio´n activa el usuario.
• crearPartida: crea una partida en el servidor con los para´metros escogidos por el
usuario.
• mostrarAdmin: muestra la vista de administracio´n de usuarios.
• mostrarAdminRankings : muestra la vista de administracio´n de rankings.
• mostrarHelp: muestra la vista de ayuda.
• mostrarHome: muestra la home.
• mostrarPartidas : muestra la vista para ver las partidas que hay en curso o en espera
y poder unirse a ellas.
• mostrarRanking : muestra la vista del ranking.
• observarPartida: permite unirse a una partida como observador.
• onModuleLoad : se llama automa´ticamente al acceder a la aplicacio´n. Dentro de ella
se comprueba la sesio´n para inicializar la home.
• unirsePartida: permite unirse a una partida como jugador.
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25.2 La clase CompositeApplication
MyApplication
- abrirPartidaScreen:  CompositeAbrirPartida
- ca:  CompositeApplication
- cookie_duration:  long
- idPartida:  int
- info_dialog:  CompositeInfoDialog
- instance:  MyApplication
- panelDeJuego:  PanelDeJuego
- risk:  GwtServiceAsync
- sesionActiva:  boolean
- SessionID:  String
- tiempoTurno:  int
- unirsePartidasScreen:  UnirsePartidasScreen
+ abrirPartida() : void
- add_home(String, String) : void
+ alert(String) : void
+ compruebaSesion() : void
+ crearPartida(int, String, int, ArrayList<Integer>) : void
+ get_sessionId() : String
+ getSesion() : boolean
# initializeVerPartidas() : void
+ mostrarAdmin() : void
+ mostrarAdminRankings() : void
+ mostrarHelp() : void
+ mostrarHome() : void
+ mostrarPartidas() : void
+ mostrarRanking() : void
+ observarPartida(int, int, int) : void
+ onModuleLoad() : void
+ reiniciarCompositeAplication() : void
- reiniciarTablero() : void
+ removeVerPartidas() : void
+ set_cookie_duration(long) : void
+ set_sessionID(String) : void
+ setNick(String) : void
+ setSesion(boolean) : void
+ unirsePartida(int, int, int) : void
+ update_cookie() : void
Figure 48: Clase MyApplication
25.2 La clase CompositeApplication
Incluye los elementos del menu, login, ranking y administracio´n si tiene permisos.
25.2.1 Atributos importantes.
• AbsolutePanel781964 : panel que representa el contenedor. Aqu´ı se an˜adira´n el resto
de componentes de la vista.
• compositeLogin: vista para poder loguearse. Se mostrara´ cuando el usuario haga
click en el enlace de login.
• cr : vista para registrarse en el sistema. Se mostrara´ cuando el usuario haga click
en el enlace de registrar.
• header : vista que representa la cabecera. Contiene el logo, la imagen de fondo y el
menu´.
• HtmlHelp: contenedor que muestra el texto de ayuda.
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• HtmlNews : contenedor que muestra el texto de bienvenida de la home.
• HyperlinkLogin: enlace que se muestra en la home cuando el usuario no esta´ logueado
y que muestra el compositeLogin.
• HyperlinkRegistro: enlace que se muestra en la home cuando el usuario no esta´
logueado y que muestra la vista para registro de usuarios.
• ranking : vista que muestra el ranking.
• userlink : enlace que muestra el nick del usuario logueado y que muestra la vista
para editar los datos de usuario.
• VPanel : contenedor donde se an˜aden los elementos necesarios para la vista de
administracio´n, tanto de usuarios como de ranking. So´lo se an˜adira´n los widgets si
el usuario tiene permisos de administrador.
25.2.2 Me´todos importantes
• add items menu: an˜ade los elementos del menu´ cuando se loguea un usuario segu´n
los permisos que tenga.
• aplicarLogueado: aplica los cambios necesarios en las vistas para mostrar a un
usuario logueado.
• CompositeApplication: crea la instancia, inicializando y an˜adiendo los widgets al
contenedor.
• initialize: inicializa los widgets de la vista.
• layout : an˜ade los widgets al panel contenedor.
• setProperties : an˜adimos las propiedades necesarias a los widgets y a los que nece-
siten, les an˜adimos listeners.
• show admin: an˜ade los elementos al VPanel necesarios para crear la vista de ad-
ministracio´n de usuarios.
• show admin rankings : an˜ade los elementos al VPanel necesarios para crear la vista
de administracio´n de rankings.
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25.3 La clase CompositeInfoDialog
• show home: muestra la vista de la home.
• show info user : an˜ade los elementos al VPanel necesarios para crear la vista de
edicio´n de datos del usuario.
• show ranking : realiza la consulta al servidor de los datos de ranking y muestra la
vista de ranking con los datos recibidos.
CompositeApplication
- AbsolutePanel781964:  FlowPanel
- compositeLogin:  CompositeLogin
- cr:  CompositeRegistro
- header:  CompositeHeader
- HtmlHelp:  HTML
- HtmlNews:  HTML
- htmlUser:  HTML
- HyperlinkLogin:  Hyperlink
- HyperlinkRegistro:  Hyperlink
- ListaJuegosRanking:  ListBox
- my:  MyApplication
- ranking:  CompositeTable
- risk:  GwtServiceAsync
- userlink:  Hyperlink
- Vpanel:  VerticalPanel
+ add_items_menu(String) : void
+ aplicarLogueado(String, String) : void
+ change_visible_help(boolean) : void
+ change_visible_htmluser(boolean) : void
+ change_visible_news(boolean) : void
+ CompositeApplication(MyApplication, GwtServiceAsync, String, String)
# initialize() : void
# layout() : void
+ loginVisible(boolean) : void
# setProperties(String, String) : void
+ show_admin() : void
+ show_admin_rankings() : void
+ show_home() : void
+ show_info_user() : void
+ show_ranking() : void
Figure 49: Clase CompositeApplication
25.3 La clase CompositeInfoDialog
Panel que muestra informacio´n al usuario.
25.3.1 Atributos.
• panel : panel que representa el contenedor. Aqu´ı se an˜adira´n el resto de componentes
de la vista.
• panel aceptar : representa el boto´n de aceptar que cierra el dia´logo.
• panel text : panel que contiene el texto que se muestra al usuario.
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25.3.2 Me´todos
• CompositeInfoDialog : es la constructora y crea la instancia.
• onModuleLoad : an˜ade los widgets al panel, da´ndoles las propiedades necesarias y
asigna´ndoles los listeners que necesiten.
• setMessage: cambia el mensaje del panel.
• setVisible: cambia la visibilidad del panel, mostra´ndolo u oculta´ndolo segu´n las
necesidades.
CompositeInfoDialog
- panel:  FlowPanel
- panel_aceptar:  HTML
- panel_text:  HTML
+ CompositeInfoDialog()
+ onModuleLoad() : void
+ setMessage(String, boolean) : void
+ setVisible(boolean) : void
Figure 50: Clase CompositeInfoDialog
25.4 La clase CompositeAbrirPartida
Vista que permite abrir una partida de un juego determinado y con unos para´metros
determinados.
Es una vista muy simple, que so´lo contiene widgets para poder abrir la partida con los
para´metros que indique el jugador, por eso no se especif´ıca ni los atributos ni los me´todos
importantes. Adema´s, como contiene un gran nu´mero de widgets de tipo CheckBox,
tampoco se incluye el diagrama de la clase, ya que ocupar´ıa un espacio enorme para la
poca informacio´n que hay que dar.
25.5 La clase UnirsePartidasScreen
Vista que permite ver las partidas por tipo de juego y por estado de la partida. Adema´s
permitira´ unirse a ellas tanto como jugador como observador.
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25.5 La clase UnirsePartidasScreen
25.5.1 Atributos importantes.
• ListaEstado: desplegable para escoger el estado de la partida para el que buscamos
partidas. Cuando se cambie el valor, se hara´ una consulta al servidor para obtener
los datos y actualizar la vista.
• ListaJuegos : desplegable para escoger el juego para el que buscamos partidas.
Cuando se cambie el valor, se hara´ una consulta al servidor para obtener los datos
y actualizar la vista.
• panel : panel que representa el contenedor. Aqu´ı se an˜adira´n el resto de componentes
de la vista.
25.5.2 Me´todos importantes
• UnirsePartidaScreen: crea la instancia, inicializando y an˜adiendo los widgets al
contenedor.
• initialize: inicializa los widgets de la vista.
• layout : an˜ade los widgets al panel contenedor.
• setProperties : an˜adimos las propiedades necesarias a los widgets y a los que nece-
siten, les an˜adimos listeners.
• setPartidasItems : an˜ade una vista de informacio´n de partida para cada una de las
partidas a mostrar.
• observarPartida: permite al usuario unirse a la partida como observador.
• unirsePartida: permite al usuario unirse a la partida como jugador.
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UnirsePartidasScreen
- game_id:  int
- LabelEstado:  Label
- LabelJuegos:  Label
- ListaEstado:  ListBox
- ListaJuegos:  ListBox
- panel:  FlowPanel
- panelDeJuego:  PanelDeJuego
- risk:  GwtServiceAsync
- status:  int
+ getStatusItem() : getStatusItem
+ hidePanel() : void
# initialize() : void
# layout() : void
+ observarPartida(int, int, int) : void
+ setGameItems(ArrayList) : void
+ setPartidasItems(ArrayList) : void
# setProperties() : void
+ unirsePartida(int, int, int) : void
+ UnirsePartidasScreen(MyApplication, GwtServiceAsync)
Figure 51: Clase UnirsePartidasScreen
25.6 La clase PanelDeJuego
Clase abstracta que representa el panel donde se cargara´ la vista del juego al que se
vaya a jugar una partida. Cada juego tendra´ una vista que sera´ una clase que herede de
PanelDeJuego. Tiene unos me´todos abstractos que se debera´n implementar en las vistas
que hereden de ella y que son comunes a todos los juegos, pero que en cada uno de ellos
se implementan de forma diferente segu´n las necesidades que tengan.
25.6.1 Atributos.
• recogerEventos : booleano que indica si se tienen que recoger los eventos de la cola
de mensajes del jugador / observador o no.
25.6.2 Me´todos abstractos.
• setIdPartida: actualiza el identificador de la partida que se esta´ jugando.
• getIdPartida: obtiene el identificador de la partida que se esta´ jugando.
• setNick : actualiza el nick del jugador que esta´ logueado.
• getNick : obtiene el nick del jugador que esta´ logueado.
• addTextListener : an˜ade al jugador / observador un listener que permite recibir los
mensajes, iniciando la comunicacio´n cliente-servidor ya explicada.
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25.7 La clase CompositeLogin y CompositeRegistro
• initTablero: inicializa el tablero de juego para reincorporar un jugador a la partida
cuando ha tenido una desconexio´n previa o para an˜adir a un observador.
PanelDeJuego
# recogerEventos:  boolean
+ addTextListener() : void
+ getIdPartida()
+ getNick() : String
+ initTablero(int, ArrayList) : void
+ setIdPartida(int) : void
+ setNick(String) : void
Figure 52: Clase PanelDeJuego
25.7 La clase CompositeLogin y CompositeRegistro
Ambas vistas son muy similares. Contienen un panel y una serie de cajas de entrada
de texto para introducir los datos que necesitan cada una. Adema´s un par de botones,
“Aceptar” y “Cancelar”. Al accionar el boto´n de cancelar, cerrara´ el dia´logo. Al accionar
el boto´n de aceptar, realizara´ una llamada al servidor enviando los datos introducidos por
el usuario. En el caso de la clase CompositeLogin realizara´ la llamada de login del servlet
GWT, y en el caso de la clase CompositeRegistro realizara´ la llamada addUser.
Por la simplicidad de estas vistas no se ha especificado los me´todos ni atributos, as´ı
como tampoco su diagrama de clase.
25.8 La clase CompositeInfoPartida
Componente que muestra la informacio´n de una partida y permite unirse como jugador
o espectador.
25.8.1 Atributos importantes.
• info game: panel donde se muestra la informacio´n de la partida, como el tiempo de
turno o los jugadores que hay unidos a ella.
• partida id : identificador de la partida.
• juego id : identificador del juego de la partida.
109
25 Disen˜o de las vistas
• panel : panel que representa el contenedor. Aqu´ı se an˜adira´n el resto de componentes
de la vista.
• start : imagen que tiene un listener para que cuando se haga click en ella permita al
jugador unirse a la partida.
• view : imagen que tiene un listener para que cuando se haga click en ella permita al
usuario unirse a la partida como observador.
• tiempoTurno: tiempo de turno que tiene asignado esa partida.
25.8.2 Me´todos importantes
• CompositeInfoPartida: crea la instancia, inicializando y an˜adiendo los widgets al
contenedor. Tambie´n an˜ade los listeners necesarios.
• set info partida: me´todo que utiliza la constructora para inicializar y an˜adir los
widgets de la vista.
CompositeInfoPartida
- icon_game:  int
- info_game:  HTML
- juego_id:  int
- panel:  FlowPanel
- partida_id:  int
- start:  Image
- tiempoTurno:  int
- us:  UnirsePartidasScreen
- view:  Image
+ CompositeInfoPartida(int, int, ArrayList, int, UnirsePartidasScreen)
- set_info_partida(int, int, ArrayList, int, UnirsePartidasScreen) : void
Figure 53: Clase CompositeInfoPartida
25.9 La clase CompositeHeader
Vista que contiene los elementos de la cabecera, que incluyen el logo, la imagen de fondo
y el menu´.
25.9.1 Atributos.
• img header : imagen del fondo de la cabecera.
• img logo: imagen del logo.
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25.10 La clase CompositeTable
• menu header : menu´ que contiene las opciones a las que puede acceder el usuario.
• header : panel que representa el contenedor. Aqu´ı se an˜adira´n el resto de compo-
nentes de la vista.
25.9.2 Me´todos importantes
• CompositeHeader : crea la instancia, inicializando y an˜adiendo los widgets al con-
tenedor.
• initialize: inicializa los widgets de la vista.
• layout : an˜ade los widgets al panel contenedor.
• setProperties : an˜adimos las propiedades necesarias a los widgets y a los que nece-
siten, les an˜adimos listeners.
• init menu: inicializa los elementos del menu´ para un usuario no logueado. Un
usuario no logueado so´lo podra´ acceder a la home, a la vista de ayuda y ver partidas.
• aplicarLogueado: an˜ade al menu´ las opciones que no esta´n ya incluidas y a las
que puede acceder el usuario logueado. Dependiendo de si es un jugador o un
administrador, se mostrara´n unas u otras.
CompositeHeader
- header:  FlowPanel
- img_header:  Image
- img_logo:  Image
- menu_header:  MenuBar
- my:  MyApplication
+ aplicar_deslogueado() : void
+ aplicarLogueado(String) : void
+ CompositeHeader(MyApplication)
- init_menu() : void
# initialize() : void
# layout() : void
# setProperties() : void
Figure 54: Clase CompositeHeader
25.10 La clase CompositeTable
Vista que crea una tabla para los rankings. Solamente tiene un atributo que es un String
que representa el co´digo HTML de la tabla con los rankings.
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25 Disen˜o de las vistas
Me´todos so´lo tiene tres: uno para an˜adir la cabecera de la tabla, otro para an˜adir una
fila a la tabla, y un tercer me´todo que finaliza la tabla y actualiza el contenido del ranking
con el co´digo HTML guardado en el atributo.
Por la simplicidad de esta vista no se ha especifica su diagrama de clase.
25.11 La clase CompositeChat
Vista que representa el chat de la partida. Consta simplemente de un panel donde se
muestran los mensajes.
Por la simplicidad de estas vistas no se ha especificado los me´todos ni atributos, as´ı
como tampoco su diagrama de clase.
25.12 La clase TableroGuinote
Esta es la vista principal del juego del Guin˜ote. Hereda de la clase PanelDeJuego,
por tanto debera´ implementar los me´todos abstractos all´ı definidos. Contiene todas las
ima´genes y vistas necesarias para el juego del Guin˜ote, adema´s de tener una instancia de
la vista CompositeChat con una caja de entrada de texto a la que cuando se presiona la
tecla “Intro” se env´ıa un mensaje a la partida utilizando el GwtService.
Adema´s dispone del me´todo que recibe los mensajes enviados por el servidor y que el
jugador tiene en cola. Segu´n el tipo de mensaje que reciba, realizara´ una accio´n u otra. Se
encarga de utilizar el servlet de GWT para comunicarse con el servidor cuando el usuario
interaccione con la partida. Segu´n el evento que e´ste provoque y el widget que lo reciba,
utilizara´ una llamada u otra para enviar la informacio´n al servidor. Cuando el servidor
ejecute la transaccio´n, enviara´ una respuesta al cliente indica´ndole que se ha realizado
con e´xito y con la informacio´n mediante la cual esta vista podra´ ejecutar ciertas acciones
sobre los elementos que la componen.
25.12.1 Atributos Importantes.
• tiempoTurno: tiempo de turno de la partida.
• CompositeCartas : es la vista que representa las cartas que tiene el jugador.
• CompositeCartasReverso: tiene tres atributos de este tipo y representan las cartas
de los adversarios que no se vera´n.
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25.12 La clase TableroGuinote
• dialogBox : instancia de CompositeChat donde saldra´n los mensajes de la partida.
• entraTexto: caja de texto que env´ıa un mensaje a la partida.
• cartas : Lista de identificadores de las cartas que posee el jugador en un momento
determinado de la partida.
• pinta: identificador de la carta que pinta.
• turno: indica si es el turno del jugador en un momento determinado de la partida.
• idJug : identificador del jugador dentro de la partida.
• cartaRecibida: contador de cartas recibidas durante la partida, para saber en que
nu´mero de ronda se encuentra.
• puedecantar : indica si el jugador puede cantar o no, dependiendo de si se ha llevado
la u´ltima baza.
• viewer : booleano que indica si el usuario es un jugador o un observador.
• button salir : boto´n para salir la partida. El jugador pierde automa´ticamente la
partida si no es el u´ltimo que queda.
• timer : permite realizar la cuenta atra´s sobre el tiempo que le queda al jugador en
ese turno.
• display : muestra la informacio´n de la partida, como el nu´mero de cotos o juegos
que llevan ganados cada pareja. Es una instancia de la clase CompositeDisplayInfo.
25.12.2 Me´todos importantes
• TableroGuinote: constructora que an˜ade e inicializa los widgets del tablero.
• initTablero: inicializa el tablero cuando un jugador se reincorpora a la partida o
cuando un observador se une a la partida.
• initialize: inicializa los widgets de la vista.
• layout : an˜ade los widgets al panel contenedor.
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25 Disen˜o de las vistas
• setProperties : an˜adimos las propiedades necesarias a los widgets y a los que nece-
siten, les an˜adimos listeners.
• addTextListener : inicia la comunicacio´n entre el cliente y el servidor para que el
usuario u observador reciban los mensajes que tienen en cola tal y como se ha
disen˜ado. Utiliza el me´todo getEvents o getViewerEvents del GwtService segu´n sea
un jugador o un observador respectivamente.
• handleEvent : me´todo que se llama al recibir un mensaje del servidor. Identifica que
tipo de mensaje es y ejecuta el co´digo que pertoque.
• setImageTirada: actualiza la vista segu´n la carta que haya tirado el jugador.
• setImageTirada2 : actualiza la vista segu´n la carta que haya tirado un adversario.
• tirada: utiliza el servlet para enviar al servidor la informacio´n sobre la carta que ha
tirado el jugador.
• setTurnoJugador : actualiza la etiqueta del jugador que tiene el turno.
• finalize: se ejecuta cuando se deja de utilizar la clase (cuando se pone a null).
Esta clase tiene muchos ma´s atributos, como las ima´genes que forman los diferentes
elementos y otros que no se han mencionado. Igual pasa con los me´todos, so´lo se han
explicado los ma´s relevantes. Tiene tantos me´todos y atributos que por temas de espacio
es imposible poner el diagrama de clase.
25.13 La clase CompositeCartas
Vista espec´ıfica del juego del Guin˜ote que representa las cartas que tiene el jugador. Cada
carta tiene un listener para que cuando haga click en una se utilice la funcio´n tirada de
la clase TableroGuin˜ote. Adema´s tendra la lista de cartas que puede tirar el jugador que
le llegara´n desde el servidor cuando le toque el turno.
25.13.1 Atributos importantes.
• ImageCarta: imagen de una de las seis cartas. Hay seis atributos como este repre-
sentando cada una de las seis cartas.
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25.13 La clase CompositeCartas
• puedeTirar : booleano que indica si el jugador puede tirar o no, dependiendo de si
tiene el turno.
• disponibles : lista de cartas que puede tirar el jugador segu´n las tiradas del resto de
jugadores.
• panel : panel que representa el contenedor. Aqu´ı se an˜adira´n el resto de componentes
de la vista.
25.13.2 Me´todos importantes
• CompositeCartas : crea la instancia, inicializando y an˜adiendo los widgets al con-
tenedor.
• initialize: inicializa los widgets de la vista.
• layout : an˜ade los widgets al panel contenedor.
• setProperties : an˜adimos las propiedades necesarias a los widgets y a los que nece-
siten, les an˜adimos listeners.
• setDisponibles : actualiza la lista de cartas que puede tirar el jugador en un turno.
• setImagesCarta: actualiza una imagen con la de una carta.
• contienePareja: comprueba si el jugador tiene una determinada pareja de rey y
sota.
• compruebaSiete: comprueba si el jugador tiene el siete de un determinado palo.
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25 Disen˜o de las vistas
CompositeCartas
- disponibles:  boolean[ ]
- ImageCarta1:  Image
- ImageCarta2:  Image
- ImageCarta3:  Image
- ImageCarta4:  Image
- ImageCarta5:  Image
- ImageCarta6:  Image
- panel:  FlowPanel
- posicionQuitada:  Image
- puedeTirar:  boolean
- tg:  TableroGuinote
+ anadirRepartida(String) : void
+ cambiarSiete(String) : void
+ cartaDisponible(int) : boolean
+ CompositeCartas(TableroGuinote)
+ contienePareja(int) : boolean
+ contieneSiete(int) : boolean
- getNumeroCarta(int) : int
- getPalo(int) : int
+ initDisponibles() : void
# initialize() : void
# layout() : void
- obtenerIdCarta(String) : int
+ ocultarCarta(int) : void
+ setDisponibles(boolean[]) : void
+ setImagesCarta(int, int) : void
# setProperties() : void
+ setTurno(boolean) : void
+ swapCartas(int, int) : void
+ swapDisponibles(int, int) : void
Figure 55: Clase CompositeCartas
25.14 La clase CompositeCartasReverso
Vista que representa las cartas de un adversario en el juego del Guin˜ote. Como no se
muestran, ya que el jugador no las puede ver, sera´ un conjunto de seis ima´genes de las
que se ira´ ocultando una al azar en cada tirada del adversario.
No tiene atributos ni me´todos relevantes.
25.15 La clase CompositeDisplayInfo
Vista que muestra la informacio´n en una partida de Guin˜ote. Contiene widgets de tipo
HTML en el que se ira´ actualizando la informacio´n con los mensajes que le lleguen del
servidor.
No tiene atributos ni me´todos relevantes.
25.16 La clase MapaRisk
Esta es la vista principal del juego del Risk. Hereda de la clase PanelDeJuego, por tanto
debera´ implementar los me´todos abstractos all´ı definidos. Contiene todas las ima´genes
y vistas necesarias para el juego del Risk, adema´s de tener una instancia de la vista
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25.16 La clase MapaRisk
CompositeChat con una caja de entrada de texto a la que cuando se presiona la tecla
“Intro” se env´ıa un mensaje a la partida utilizando el GwtService.
Igual que la clase TableroGuin˜ote, dispone del me´todo que recibe los mensajes enviados
por el servidor y que el jugador tiene en cola. Segu´n el tipo de mensaje que reciba,
realizara´ una accio´n u otra. Se encarga de utilizar el servlet de GWT para comunicarse
con el servidor cuando el usuario interaccione con la partida. Segu´n el evento que e´ste
provoque y el widget que lo reciba, utilizara´ una llamada u otra para enviar la informacio´n
al servidor. Cuando el servidor ejecute la transaccio´n, enviara´ una respuesta al cliente
indica´ndole que se ha realizado con e´xito y con la informacio´n mediante la cual esta vista
podra´ ejecutar ciertas acciones sobre los elementos que la componen.
25.16.1 Atributos Importantes.
• tiempoTurno: tiempo de turno de la partida.
• countryCommunications : matriz de booleanos que indica que conexiones hay entre
los territorios.
• tocaTurno: fase del turno que tiene el jugador en un momento dado.
• colocandoTropas : booleano que indica que el jugador esta´ colocando tropas.
• colocandoMultiplicados : booleano que indica que el jugador esta´ colocando tropas
durante la fase de multiplicacio´n.
• redistribuir : indica que el jugador esta´ redistribuyendo tropas.
• redistrOrigSelected : identificador del pa´ıs de origen desde el que se mueve una tropa
durante la fase de redistribucio´n.
• atacando: indica si el jugador ha notificado un ataque y esta´ esperando la respuesta
del defensor.
• idJug : identificador del jugador dentro de la partida.
• tropasColocadas : lista con el nu´mero de tropas colocadas en cada territorio.
• territoriosAsignados : lista con la informacio´n de a que´ jugador pertenece cada ter-
ritorio.
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25 Disen˜o de las vistas
• viewer : booleano que indica si el usuario es un jugador o un observador.
• button salir : boto´n para salir la partida. El jugador pierde automa´ticamente la
partida si no es el u´ltimo que queda.
• timer : permite realizar la cuenta atra´s sobre el tiempo que le queda al jugador en
ese turno.
• tablero: mapa con la lista de contadores de tropas por territorio. Es una instancia
de la clase TableroRisk.
• target panel : indica el objetivo que tiene un jugador.
• cartasPropias : instancia de la clase CompositeCartasRisk que representa las cartas
que tiene un jugador para canjear.
• controlPanel : instancia de la clase CompositeAcciones con la lista de ima´genes con
sus listeners para ejecutar las acciones de una partida de risk durante el turno de
un jugador.
• dados : instancia de la clase CompositeDices que muestra los dados de ataque y
defensa durante un ataque.
25.16.2 Me´todos importantes
• MapaRisk : constructora que an˜ade e inicializa los widgets del tablero.
• initTablero: inicializa el tablero cuando un jugador se reincorpora a la partida o
cuando un observador se une a la partida.
• initialize: inicializa los widgets de la vista.
• layout : an˜ade los widgets al panel contenedor.
• setProperties : an˜adimos las propiedades necesarias a los widgets y a los que nece-
siten, les an˜adimos listeners.
• addTextListener : inicia la comunicacio´n entre el cliente y el servidor para que el
usuario u observador reciban los mensajes que tienen en cola tal y como se ha
disen˜ado. Utiliza el me´todo getEvents o getViewerEvents del GwtService segu´n sea
un jugador o un observador respectivamente.
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25.17 La clase CompositeAcciones
• handleEvent : me´todo que se llama al recibir un mensaje del servidor. Identifica que
tipo de mensaje es y ejecuta el co´digo que pertoque.
• canjeoDeCartas : utiliza el servlet GWT para canjear las cartas seleccionadas.
• moverTropa: mueve una tropa de un territorio a otro.
• ataca: realiza un ataque de un territorio a otro.
• atacarPais : se utiliza cuando el jugador defensor escoge el nu´mero de dados con los
que se defiende y materializar as´ı el ataque.
• finalize: se ejecuta cuando se deja de utilizar la clase (cuando se pone a null).
Esta clase tiene muchos ma´s atributos, como las ima´genes que forman los diferentes
elementos y otros que no se han mencionado. Igual pasa con los me´todos, so´lo se han
explicado los ma´s relevantes. Tiene tantos me´todos y atributos que por temas de espacio
es imposible poner el diagrama de clase.
25.17 La clase CompositeAcciones
Vista que representa el componente del Risk que contiene la lista de iconos con los
que, cuando el jugador durante su turno hace click, se ejecutan las diferentes acciones
disponibles (canjear, colocar tropas, atacar, etc). Cada imagen tiene un listener que al
hacer click llama a un me´todo de la clase MapaRisk que ejecuta el co´digo que pertoca
para esa accio´n y env´ıa la informacio´n al servidor.
No tiene atributos ni me´todos relevantes.
25.18 La clase CompositeCartasRisk
Vista espec´ıfica del juego del Risk que representa las cartas que tiene el jugador para
canjear. Cada carta tiene un listener y cuando el jugador la selecciona se an˜ade a una
lista de seleccionadas, siempre y cuando no supere el nu´mero ma´ximo de tres cartas.
25.18.1 Atributos importantes.
• cartasSeleccionadas : lista de cartas que ha seleccionado el jugador para canjear.
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25 Disen˜o de las vistas
• button salir : boto´n que cuando se presiona se canjean las cartas seleccionadas, siem-
pre y cuando hayan tres..
• panel : panel que representa el contenedor. Aqu´ı se an˜adira´n el resto de componentes
de la vista.
25.18.2 Me´todos importantes
• CompositeCartasRisk : crea la instancia, inicializando y an˜adiendo los widgets al
contenedor.
• initialize: inicializa los widgets de la vista.
• layout : an˜ade los widgets al panel contenedor.
• setProperties : an˜adimos las propiedades necesarias a los widgets y a los que nece-
siten, les an˜adimos listeners.
• add card : an˜ade una carta a la lista de cartas que posee el jugador siempre y cuando
no sobrepase las cinco cartas.
• puedeCanjear : indica si el jugador puede canjear las cartas que ha seleccionado o
no es una combinacio´n posible.
CompositeCartasRisk
- button_salir:  HTML
- cartasSeleccionadas:  ArrayList
- mr:  MapaRisk
- panel:  FlowPanel
- positions:  ArrayList
+ add_card(int) : void
+ canjeo_obligado() : boolean
+ CompositeCartasRisk(MapaRisk)
+ descartarCartas() : void
+ getCartaSeleccionada(int) : int
# initialize() : void
# layout() : void
+ puedeCanjear() : boolean
+ setImage(int, Image, boolean, MapaRisk) : void
# setProperties() : void
+ setSeleccionadas(int, int, int) : void
Figure 56: Clase CompositeCartasRisk
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25.19 La clase TableroRisk
25.19 La clase TableroRisk
Vista que representa el mapa de una partida de Risk junto con todos los contadores de
tropas para cada uno de los territorios. A cada contador se le an˜ade un listener para
poder colocar y mover tropas, y atacar un pa´ıs desde otro. La posicio´n de los contadores
se guarda en base de datos para automatizar todo el proceso de colocarlos segu´n el mapa
que se juegue.
No tiene atributos ni me´todos relevantes.
25.20 La clase CompositeDices
Componente que representa los dados de ataque y defensa del resultado de un ataque en
una partida de Risk. Contiene cinco ima´genes que representan cada uno de los dados
(ma´ximo tres de ataque y dos de defensa). Dependiendo del ataque que se haya realizado
se mostrara´n los dados que se hayan utilizado.
No tiene atributos ni me´todos relevantes.
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26 Creacio´n de la partida
Cap´ıtulo VII
Implementacio´n a destacar
En esta seccio´n se explica ma´s detalladamente el funcionamiento del co´digo a destacar
y los algortimos ba´sicos de una partida de guin˜ote y una de risk, tanto de la parte del
cliente como de la parte del servidor.
26 Creacio´n de la partida
Pondremos como ejemplo la creacio´n de una partida de guin˜ote, ya que la de Risk sera´
igual pero utilizando otra llamada del GwtService con otros para´metros.
El usuario logueado hara´ click en la opcio´n del menu´ correspondiente a abrir una
partida. Se le mostrara´ la vista para escoger el juego y los para´metros del juego. Cuando
haya escogido el tiempo de turno, el nu´mero de cotos y el nu´mero de juegos, aceptara´ y
utilizara´ el me´todo crearPartida de la clase MyApplication que enviara´ una peticio´n al
servidor mediante el GwtService, utilizando la llamada createPartidaGuinote, tal y como
se explica en el apartado 24.5 Crear una partida de Guin˜ote.
Cuando haya llegado al servidor la peticio´n, el servlet creara´ una instancia de la clase
PartidaGuinote que inicializara´ la partida con los para´metros escogidos por el jugador.
Adema´s inicializara´ los atributos necesarios para la partida, como el vector de booleanos
que indica que ca´nticos ya han sido cantados o el vector de enteros que indica los puntos
que ha conseguido cada jugador durante la partida.
Al jugador se le devolvera´ como resultado el identificador de la partida creada para que
pueda unirse utilizando de nuevo el GwtService de forma automa´tica al llegar el mensaje
de respuesta. Ahora so´lo hara´ falta que se unan los jugadores necesarios para comenzar
la partida.
Es en la clase MyApplication donde se utiliza el GwtService para crear la partida y
unir al jugador. Cuando recibe el identificador de la partida creara´ un tablero de guin˜ote
nuevo adema´s de unir al jugador a la partida.
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27 An˜adir usuarios. Comienzo de la partida
La partida no comenzara´ hasta que se hayan an˜adido todos los usuarios necesarios, que
en el caso del guin˜ote siempre sera´n cuatro, y en el caso del Risk dependera´ de la partida.
El usuario buscara´ las partidas abiertas y cuando haga click en unirse, la clase MyAp-
plication usara´ el GwtService para an˜adir el usuario a la partida mediante el me´todo
addUserPartida. Ya en el servidor, el servlet hara´ uso del controlador de partidas para
obtener la instancia de la partida a la que se va a unir el jugador y usara´ el me´todo de la
partida an˜adirJugador y an˜adira´ una entrada en la base de datos de estad´ısticas de ese
juego en caso de que no haya jugado nunca a ese juego.
Para an˜adir el jugador a la partida, se an˜adira´ su nick a la lista de nicks de jugadores
de la partida y se creara´ una instancia espec´ıfica del juego de la clase Jugador. Tendremos
otra lista de nicks de jugadores a la que tambie´n an˜adiremos. El motivo de que hayan dos
listas es para saber que´ jugadores se encuentra en la partida en un momento dado. Dado
que un jugador puede abandonar la partida, necesitaremos quitarlo de una de las listas
para que no se env´ıen ma´s mensajes de esa partida a ese jugador. Sin embargo, un robot le
sustituira´ para que no se quede “colgada” la partida. As´ı pues, para enviar notificaciones
al resto de jugadores deberemos saber que nick ten´ıa el jugador que abandono´ la partida,
por eso conservaremos en la primera lista todos los nicks durante el transcurso de la
partida.
Una vez hecho esto, se env´ıa un mensaje al jugador indica´ndole que su turno es -1 y
su identificador de jugador dentro de la partida. Esto quiere decir que no es su turno au´n
e inicializara´ el turno en la vista del tablero del jugador.
Al final de todo, comprobaremos si el nu´mero de jugadores an˜adidos coincide con
el nu´mero de jugadores requerido en la partida. Si es as´ı, dara´ comienzo la partida,
notifica´ndolo a los jugadores, inicializa´ndola y asignando el primer turno al azar entre los
jugadores.
Como ejemplo se indica el co´digo de an˜adir un jugador a una partida de guin˜ote:
public synchronized void a~nadirJugador(String nick){
Idjugadores.add(nick);
JugadorGuinote jug=null;
jug=(JugadorGuinote)ControladorJugadores.getInstance().getJugador(nick);
if(jug==null){
if(idJuego==1)jug=new JugadorGuinote(nick);
}
jugadores.add(nick);
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28 Cambio de turno. Notificaciones y mensajes
jug.setPartidaEnCurso(id);
jug.inicializarJugador();
notificarTextoPartida("System","Se ha a~nadido el jugador "+nick);
notificarCambioEstadoTurno(-1, Idjugadores.size()-1, Idjugadores.size()-1);
if(Idjugadores.size()==numJugadores){
notificarTextoPartida("System","La partida ha comenzado");
setearPartidasJugadores();
notificarJugadores();
comenzarPartida();
}
}
Algoritmo para an˜adir un jugador a una partida de Guin˜ote, de la clase PartidaGuin˜ote.
28 Cambio de turno. Notificaciones y mensajes
Cuando comienza la partida se asigna el turno al azar a uno de los jugadores. Al an˜adirse
a la partida el jugador, se le notifico´ el turno -1 que indica que no es su turno. Tendremos
un me´todo notificarCambioEstadoTurno que mandara´ un mensaje al jugador indica´ndole
que´ turno tiene y otra informacio´n necesaria, como por ejemplo, en el caso del Risk se
env´ıa tambie´n el nu´mero de tropas bonus que tiene que colocar al inicio del turno.
El caso del Guin˜ote es trivial, cuando un jugador realiza una tirada de una carta, al
finalizar la llamada se canvia el turno al siguiente jugador, envia´ndole una notificacio´n.
En el Risk no es tan simple. Un turno consta de diferentes fases. Como se ha explicado
anteriormente, en cada fase so´lo puede ejecutar determinadas acciones. As´ı pues, cada fase
del turno del risk estara´ identificada por un entero. Cuando inicie el turno el jugador,
recibira´ una notificacio´n con el turno 0. Esta notificacio´n sera´ recibida en el panel de
juego del risk, la clase MapaRisk, y dependiendo de la fase del turno que tenga permitira´
realizar unas acciones u otras. Cuando el jugador realice una accio´n, dependiendo de cual
sea esta, se enviara´ una notificacio´n al jugador con la nueva fase del turno. Cuando acabe
todo el ciclo de estados de acciones del Risk (ver figura 1), se le enviara´ la notificacio´n de
estado -1 de nuevo.
Las notificaciones de mensajes se realizan todas de la misma manera. Tendremos un
tipo de mensaje para cada tipo de informacio´n que queramos transmitir. Los mensajes
puede que se envien a todos los jugadores, como los mensajes de texto para el chat de la
partida, o solamente para un jugador, como el cambio de turno. Se crea el tipo de mensaje
y se an˜ade a la cola de mensajes del jugador. As´ı pues, se detallara´ la implementacio´n de
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una funcio´n que realiza una notificacio´n, dando por supuesto son pra´cticamente ide´nticas.
Adema´s, en el panel de juego que tendra´ creado el jugador, tendra´ en marcha el sistema
de comunicacio´n explicado con detalle anteriormente y que se inicia al crear el panel con
el me´todo addTextListener. Este me´todo lo u´nico que hace es utilizar la llamada del
GwtService getEvents para el caso de los jugadores, y getViewerEvents para el caso de
los espectadores. Cuando reciba una respuesta del servidor, analizara´ los mensajes que le
llegan con el me´todo handleEvent, que lo u´nico que hace comprobar que´ tipo de mensaje
le llega y realizar las acciones pertinentes segu´n el caso. Cuando acaba de comprobar
esto, vuelve a realizar la llamada a getEvents.
public void notificarCambioEstadoTurno(int t, int trop, int idJug){
SendTurnoEvent event = new SendTurnoEvent();
event.setMsg(t,trop);
Jugador j=ControladorJugadores.getInstance().getJugador((String)Idjugadores.get(idJug));
if(j!=null && j.getPartidaEnCurso()==id){
ControladorJugadores.getInstance().addEvento(event, (String)Idjugadores.get(idJug));
synchronized(j){
j.notifyAll();
}
}
}
Algoritmo que envia a un jugador un mensaje para canviar el turno. Pertenece a la clase Partida.
public void addTextListener(){
if(!viewer)
risk.getEvents(SessionID,new GetEventsCallback());
else
risk.getViewerEvents(SessionID,new GetEventsCallback());
}
Algoritmo del me´todo que comienza el proceso de comunicacio´n del cliente con el servidor. Se encuentra
en el panel de juego de cada uno de los diferentes juegos.
Como vemos, se realiza la llamada del GwtService. Como son as´ıncronas, la respuesta
se recibe en la clase privada GetEventsCallback que se ha implementado y que implementa
la interfaz AsyncCallback que proporciona GWT. Esta interfaz obliga a implementar dos
me´todos, onSuccess que se ejecuta cuando se recibe la respuesta del servidor y se ha
ejecutado correctamente, y el me´todo onFailure, que se ejecuta cuando la llamada del
GwtService ha tenido algu´n problema.
De este modo, cuando se haya ejecutado correctamente la llamada, la respuesta se
recibira´ en el me´todo onSuccess de la clase GetEventsCallback que hemos implementado.
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28 Cambio de turno. Notificaciones y mensajes
Aqu´ı es donde realizaremos la llamada al me´todo que comprueba que tipo de mensaje se
ha recibido y volvera´ a realizar la llamada getEvents.
private class GetEventsCallback implements AsyncCallback {
public void onFailure(Throwable throwable){}
public void onSuccess(Object obj){
ArrayList events = (ArrayList)obj;
if(events!=null){
my.update_cookie();
for( int i=0; i< events.size(); ++i ){
Object event = events.get(i);
handleEvent(event);
}
}
if(recogerEventos){
if(!viewer)
risk.getEvents(SessionID,this);
else
risk.getViewerEvents(SessionID,this);
}
}
}
Algoritmo que procesa los mensajes recibidos y vuelve a realizar la llamada al servidor. Se encuentra en
el panel de juego de cada uno de los diferentes juegos.
La funcio´n handleEvent es la que identificara´ que tipo de evento es y realizara´ la accio´n
pertinente. Cada juego tendra´ diferentes tipos de mensajes, excepto el de mensajes al chat
de la partida que son comunes a todos. Como cada juego puede tener muchos tipos de
mensajes, se han puesto tres de ejemplo en el co´digo detallado, pertenecientes al juego
del Risk.
protected void handleEvent( Object event ){
if(event instanceof MessageEvent){
MessageEvent msg = (MessageEvent)event;
addLineText(msg.getMsg(),msg.getUser());
}
if(event instanceof SendTerritorioAsignadoEvent){
SendTerritorioAsignadoEvent msg = (SendTerritorioAsignadoEvent)event;
territoriosAsignados.add(new Integer(msg.getIdTerritorio()));
tablero.setCounter(msg.getIdTerritorio(), 1, msg.getIdJug());
addLineTerritoriosTab(msg.getIdTerritorio() );
}
if(event instanceof SendTurnoEvent){
SendTurnoEvent msg = (SendTurnoEvent)event;
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tocaTurno=msg.getTurno();
idJug=msg.getIdJug();
crono.setHTML("<b><font color=\"#008000\">Tu turno: "+Integer.toString(tiempoTurno)+" </font></b>");
switch(tocaTurno){
case 0:
t.scheduleRepeating(1000);
controlPanel.inicializarMenu();
break;
case 1:
t.scheduleRepeating(1000);
controlPanel.finalizarCanjearCartas();
cartasPropias.setVisible(false);
break;
case 2:
t.scheduleRepeating(1000);
controlPanel.finalizarTropasColocadas();
break;
case 3:
t.scheduleRepeating(1000);
tocaTurno=3;
atacar(-1);
break;
case 4:
t.scheduleRepeating(1000);
atacar=false;
controlPanel.finalizarMultiplicarTropas();
crono.setVisible(true);
break;
case -1:
t.cancel();
crono.setText("");
controlPanel.ocultarImagenes();
break;
case -2:
crono.setText("");
t.cancel();
if(SendTocaTurnoEvent.getTropasBonificacion()>0)
controlPanel.inicializarColocarTropas();
break;
}
tropasBonus=SendTocaTurnoEvent.getTropasBonificacion();
}
}
Algoritmo identifica que tipo de mensaje recibe el jugador del servidor y ejecuta las acciones pertinentes.
Se encuentra en el panel de juego de cada uno de los diferentes juegos.
Por u´ltimo, detallamos como funciona en el servidor la llamada del servlet getEvents.
Para los espectadores, el funcionamiento es exactamente el mismo pero con el me´todo
getViewerEvents.
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29 Abandonar la partida
Cuando se invoca este me´todo, obtiene el jugador y comprueba si tiene mensajes en
cola. Si es as´ı, se los envia al usuario, en caso contrario, se duerme el proceso hasta que
se le notifique algu´n mensaje al jugador, donde se hace un NotifyAll que despertara´ el
proceso.
public ArrayList getEvents(String SessionID){
ArrayList events = null;
String user = getCurrentUser(SessionID);
Jugador jug=ControladorJugadores.getInstance().getJugador(user);
if( user != null && jug!=null && jug.getEvents()!=null){
if( jug.getEvents().size() == 0 ){
try{
synchronized(jug){
jug.wait( 60*1000 );
}
}
catch (InterruptedException ignored){}
}
synchronized (jug){
events = new ArrayList(jug.getEvents());
jug.resetEvents();
}
}
return events;
}
Algoritmo que envia al usuario los mensajes que tiene en cola. Es un me´todo del servlet y se encuentra
implementado en la clase GwtServiceImpl.
29 Abandonar la partida
Cuando el jugador decide abandonar la partida, se quitara´ su nick de una de las dos listas
que contienen los usuarios. Se actualizara´n las estad´ısticas del jugador considerando que
ha perdido la partida, a no ser que sea el u´ltimo que quede en la partida al haber abandon-
ado todos los dema´s.Tambie´n de actualizara´ el booleano que indica que esta´ conectado
ponie´ndolo a falso para que la partida no se ralentize. Si ya no quedan jugadores, se
terminara´ la partida.
public synchronized void eliminarJugador(String nick){
Jugador jug=ControladorJugadores.getInstance().getJugador(nick);
if(Idjugadores.size()==numJugadores){
int i=Idjugadores.indexOf(nick);
conectados[i]=false;
activarNoConectado(i);
if(jugadores.size()!=1)
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bd.add_user_game_stats_play(jug.getId(),idJuego , 0, -2, true);
}
else{
Idjugadores.remove(nick);
}
jug.setPartidaEnCurso(-1);
jugadores.remove(nick);
if(jugadores.size()==1 && Idjugadores.size()==numJugadores && !getFinalizada()){
jugadorDominante=Idjugadores.indexOf(jugadores.get(0));
notificarFinalizarPartida();
jug=ControladorJugadores.getInstance().getJugador(jugadores.get(0));
bd.add_user_game_stats_play(jug.getId(),idJuego , 1, numCotos*numJuegos, false);
resetearPartidasJugadores();
setEstado(2);
}
if(jugadores.size()==0){
gestorTurno.interrupt();
if(getFinalizada()){
resetearPartidasJugadores();
}
ControladorPartidas.getInstance().removePartida(id);
}
notificarTextoPartida("System",nick+" Ha abandonado la partida");
}
Algoritmo que quita un jugador de la partida. Pertenece a las clases espec´ıficas de Partida.
30 Tirada automa´tica en el Risk
Cuando se le ha pasado el turno, el sistema tira automa´ticamente usando el mo´dulo de
inteligencia artificial que se ha implementado para cada juego. Para el juego del risk es
muy sencillo ya que so´lo existe una accio´n posible, que es tirar una carta. Por tanto usara´
la funcio´n de la clase IAGuinote que le calcula la tirada.
Para el juego del Risk, dependiendo de la fase del turno en la que se encuentre, utilizara´
un me´todo u otro del mo´dulo de Inteligencia Artificial.
public void tiradaAleatoria(){
if(next_action==0){
Jugador j=ControladorJugadores.getInstance().getJugador((String)Idjugadores.get(turno));
int[] cartas_a_canjear=null;
if(j!=null && j.getPartidaEnCurso()==id)
cartas_a_canjear=IARisk.canjearCartas(((JugadorRisk)j).getCartas(), NUMTERRITORIOS,
getNumTerritoriosByUser(turno),getNumTropasByUser(turno));
if(cartas_a_canjear!=null){
canjearCartas(Idjugadores.get(turno),cartas_a_canjear[0],cartas_a_canjear[1],cartas_a_canjear[2],true);
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30 Tirada automa´tica en el Risk
notificarCambioEstadoTurno(1,tropas_bonus[turno],turno);
next_action=1;
notificarTiradaAleatoria(turno,0);
}
else{
int[] tropasColocadas=IARisk.colocarTropas(this,turno, NUMTERRITORIOS, territoriosAsignados,
getTerritoriosByUser(turno),tropasTerritorio.clone(),targets[getObjetivo(turno)],
continents_limits,risk_connections,getTropasBonus(turno),NUM_CONTINENTS);
colocarTropas((String)Idjugadores.get(turno),tropasColocadas,false,false,true);
notificarTiradaAleatoria(turno,1);
}
}
else if(next_action==1) {
int[] tropasColocadas=IARisk.colocarTropas(this,turno,NUMTERRITORIOS,territoriosAsignados,
getTerritoriosByUser(turno),tropasTerritorio.clone(), targets[getObjetivo(turno)],
continents_limits, risk_connections,getTropasBonus(turno)+tropas_bonus[turno],NUM_CONTINENTS);
colocarTropas((String)Idjugadores.get(turno),tropasColocadas,false,false,true);
notificarTiradaAleatoria(turno,1);
}
else if(next_action==2) {
int[] idPais=IARisk.ataque(this,turno,NUMTERRITORIOS,territoriosAsignados,getTerritoriosByUser(turno),
tropasTerritorio,targets[getObjetivo(turno)], continents_limits, risk_connections,NUM_CONTINENTS);
if(idPais==null){
int[] tropasColocadas=IARisk.colocarTropas(this,turno,NUMTERRITORIOS,territoriosAsignados,
getTerritoriosByUser(turno),tropasTerritorio.clone(), targets[getObjetivo(turno)],
continents_limits,risk_connections,Math.max(getNumTerritoriosByUser(turno)/3, 3),NUM_CONTINENTS);
colocarTropas((String)Idjugadores.get(turno),tropasColocadas,true,false,true);
notificarTiradaAleatoria(turno,2);
}
else{
notificarAtaque(Math.min(tropasTerritorio[idPais[1]]-1, 3),idPais[1],idPais[0],true);
notificarTiradaAleatoria(turno,3);
}
}
else if(next_action==3) {
int[] idPais=IARisk.ataque(this,turno,NUMTERRITORIOS,territoriosAsignados,getTerritoriosByUser(turno),
tropasTerritorio.clone(),targets[getObjetivo(turno)],continents_limits,
risk_connections,NUM_CONTINENTS);
if(idPais==null){
int[] tropasColocadas=IARisk.redistribuir(turno,NUMTERRITORIOS,territoriosAsignados,
getTerritoriosByUser(turno),tropasTerritorio.clone(),risk_connections,targets[getObjetivo(turno)]);
colocarTropas((String)Idjugadores.get(turno),tropasColocadas,false,true,true);
notificarTiradaAleatoria(turno,4);
}
else{
notificarAtaque(Math.min(tropasTerritorio[idPais[1]]-1, 3),idPais[1],idPais[0],true);
notificarTiradaAleatoria(turno,3);
}
}
else if(next_action==4){
int[] tropasColocadas=IARisk.redistribuir(turno,NUMTERRITORIOS,territoriosAsignados,
getTerritoriosByUser(turno),tropasTerritorio.clone(),risk_connections,targets[getObjetivo(turno)]);
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colocarTropas((String)Idjugadores.get(turno),tropasColocadas,false,true,true);
notificarTiradaAleatoria(turno,4);
}
else if(next_action==666){
int num_tropas=2;
if(tropasTerritorio[this.idPaisDest]==1)
num_tropas=1;
int idJugDef=getPropietario(this.idPaisDest);
atacarPais(num_tropas,true);
notificarDefensaAutomatica(idJugDef);
notificarTiradaAleatoria(turno,5);
}
}
Algoritmo realiza una tirada automa´tica en el Risk. Pertenece a las clase PartidaRisk.
31 Rankings
Hay dos tipos de rankings, el general y los espec´ıficos de cada juego. El general no es mas
que la suma de los puntos de todos los rankings de un jugador. El espec´ıfico suma o resta
puntos por cada partida jugada. Si se pierde una partida o se abandona, se pierden dos
puntos. Si se empata una partida (si es posible empatar) se suma un punto. Y si se gana
se suman puntos dependiendo del nu´mero de jugadores que jueguen en la partida (en el
caso del Risk), del tiempo de turno, del nu´mero de cotos y juegos que se juegan en caso
del Guin˜ote, etc.
Una partida de Guin˜ote dara´ ma´s puntos si se juegan ma´s cotos que otra. Tamb´ıen
dara´ ma´s puntos si se gana cuando los juegos por coto son ma´s. En una partida de Risk,
cuantos ma´s jugadores menos probabilidades hay de ganar, por tanto si se gana dan ma´s
puntos.
Cuando se acaba una partida se actualizan las estad´ısticas de los jugadores segu´n el
resultado obtenido.
La mayor parte del co´digo de las partidas que queda por explicar suelen ser algoritmos
para manipular el estado de la partida segu´n la accio´n que ha ejecutado el usuario y
me´todos auxiliares. Como es muy largo el co´digo y hay muchas posibilidades y acciones
posibles, no se detalla.
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Cap´ıtulo VIII
Planificacio´n y ana´lisis econo´mico.
En este cap´ıtulo explicaremos la planificacio´n y ana´lisis econo´mico realizado, desglosando
todo el trabajo para crear GamesWT en diferentes tareas y organiza´ndolas por orden
cronolo´gico, dando a todo ello un valor econo´mico necesario para desarrollar cada una de
las tareas.
La planificacio´n es fundamental en el desarrollo de un proyecto, permitiendo al direc-
tor de proyecto organizar todo el trabajo entre los diferentes trabajadores y fijar unos
plazos asumibles que permitira´n crear el proyecto sin grandes contratiempos. Para ello
se identificara´n diferentes roles de personas que participara´n en el proyecto as´ı como la
carga de trabajo que se le otorga a cada uno de ellos.
Para ser o´ptima, la planificacio´n tendra´ que reflejar el ma´ximo nu´mero de tareas de
forma paralela, ya que as´ı se ahorrara´ tiempo y se acortara´n los plazos para desarrollar
el proyecto. GamesWT se ha desarrollado con una sola persona, as´ı que todas las tareas
estara´n reflejadas en la planificacio´n de forma secuencial.
Los diferentes roles que participan en el proyecto son:
• Jefe de Proyecto: Realiza la planificacio´n y organiza el proyecto y a los trabajadores
del proyecto.
• Analista: Realizara´ el estudio sobre las tecnolog´ıas a utilizar, llevara´ a cabo el
ana´lisis de requerimientos y hara´ un estudio sobre GWT.
• Arquitecto: Realizara´ el disen˜o de la aplicacio´n web.
• Programador: Programara´ todas las clases y mo´dulos de la aplicacio´n que se nece-
siten.
• Disen˜ador Gra´fico: Creara´ todas las ima´genes, html y css que necesite la aplicacio´n.
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32 Fases del proyecto
Tendremos que desglosar el proyecto en diferentes tareas y asignarles una estimacio´n tem-
poral a cada rol para desarrollarlas. Lo separaremos en las diferentes fases que componen
el proyecto.
32.1 Ana´lisis inicial
En esta fase el jefe de proyecto definira´ los objetivos del proyecto. El analista realizara´
un estudio general sobre las tecnolog´ıas a utilizar y los requerimientos del proyecto. El
programador realizara´ un estudio sobre el funcionamiento de GWT.
Tarea Rol Dı´as
Definicio´n de objetivos Jefe de Proyecto 2
Ana´lisis de requerimientos y estudio de tecnolog´ıas Analista 3
Estudio GWT Programador 5
Table 13: Ana´lisis inicial.
32.2 Disen˜o de la aplicacio´n
En esta fase el arquitecto y el analista tendra´n que crear los diagramas de casos de uso, de
clases y de secuencia necesarios para su posterior programacio´n. Disen˜ara´ todo el modelo
y la comunicacio´n cliente-servidor adaptada a GWT.
Tarea Rol Dı´as
Definir casos de uso Analista 1
Crear diagrama de clases Arquitecto 5
Diagramas de secuencia y comunicacio´n cliente-servidor Arquitecto 15
Disen˜o base de datos Arquitecto 5
Table 14: Disen˜o de la aplicacio´n.
32.3 Programacio´n de las clases
Una vez hecho el disen˜o, el programador podra´ comenzar a programar las clases disen˜adas
y la comunicacio´n entre ellas.
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32 Fases del proyecto
Tarea Rol Dı´as
Programacio´n GwtServiceImpl Programador 3
Programacio´n BdComponents Programador 3
Programacio´n de jugadores y partidas Programador 10
Sesiones y gestio´n de desconexiones Programador 3
Registro de usuarios y modificacio´n de datos del jugador Programador 2
Programacio´n de la administracio´n Programador 4
Integracio´n de todos los componentes Programador 7
Table 15: Programacio´n de las clases.
32.4 Interfaz gra´fica.
Los disen˜adores gra´ficos tendra´n que crear los html, ima´genes y css necesarios para la
aplicacio´n. Los programadores debera´n crear las vistas de GWT que se traducira´n a
javascript y html.
Tarea Rol Dı´as
Creacio´n html y layout Disen˜ador gra´fico 2
Creacio´n de css y estilos Disen˜ador gra´fico 5
Disen˜o de ima´genes Disen˜ador gra´fico 10
Programacio´n vistas GWT Programador 10
Table 16: Interfaz gra´fica.
32.5 Inteligencia artificial.
Los programadores debera´n crear las clases que componen el mo´dulo de inteligencia arti-
ficial. E´stas sera´n la inteligencia artificial del Guin˜ote y la del Risk.
Tarea Rol Dı´as
I.A. Guin˜ote Programador 12
I.A. Risk Programador 15
Table 17: Inteligencia artificial.
32.6 Test.
Tanto los analistas, como los arquitectos y los programadores debera´n hacer pruebas para
testear el correcto funcionamiento de la aplicacio´n.
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32.7 Documentacio´n.
Tarea Rol Dı´as
Test I.A. Programador 3
Test comunicacio´n cliente-servidor Programador 3
Test aplicacio´n web Programador/Analista/Arquitecto 7
Table 18: Test.
32.7 Documentacio´n.
El jefe de proyecto tiene la tarea de crear la documentacio´n del proyecto, que la componen
un informe previo, que se entrega durante el transcurso del proyecto, y la memoria final.
Tarea Rol Dı´as
Informe previo Jefe de Proyecto 2
Memoria del proyecto Jefe de Proyecto 45
Table 19: Documentacio´n.
33 Ana´lisis econo´mico.
A partir del desglose en tareas y d´ıas y la asignacio´n de e´stas a cada rol, determinaremos
el coste econo´mico de los recursos humanos utilizados en el proyecto. A cada trabajador
se le retribuira´ con un sueldo acorde a su rol. Sumaremos el nu´mero de d´ıas a jornada
completa (8 horas) para cada rol y calcularemos el coste de cada trabajador dentro del
proyecto.
Rol Dı´as totales Euros/hora Coste total
Jefe de Proyecto 49 35 13720 e
Analista 6 28 1344 e
Arquitecto 27 28 6048 e
Programador 83 18 11952 e
Disen˜ador gra´fico 17 15 2040 e
Total 182 35104 e
Table 20: Coste econo´mico de los recursos humanos utilizados.
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34 Diagrama de Gantt.
Tendremos que sumar tambie´n el coste de los recursos tecnolo´gicos utilizados:
Nombre Cantidad Precio por unidad Coste total
Ordenador Intel Core 2 Duo, 4GB Ram 1 500e 500e
ADSL 6 meses 30e 180e
Microsoft Windows XP 1 100e 100e
Total 780e
Table 21: Coste econo´mico de los recursos tecnolo´gicos utilizados.
El cose econo´mico total sera´ el resultado de sumar el coste de los recursos humanos y
los recursos tecnolo´gicos. De este modo, el coste total del proyecto ser´ıa de 35884e
34 Diagrama de Gantt.
A continuacio´n se muestra el diagrama de Gantt para un trabajador que desarrolla
GamesWT asumiendo todos los roles, por tanto, todas las tareas sera´n consecutivas y
no habra´ paralelismo, cosa que implica que todas las tareas dependan de la anterior, ya
que no se podra´ comenzar ninguna hasta que el trabajador no acabe la otra. Se incluyen
d´ıas festivos en los que el trabajador no desarrollara´ sus funciones.
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35 Imprevistos y otros aspectos de la planificacio´n.
Durante la planificacio´n no se tuvieron en cuenta algunos aspectos e imprevistos que
podr´ıan darse, los cuales se enumeran a continuacio´n:
• Tiempo disponible para el desarrollo del proyecto: La planificacio´n esta´
hecha basa´ndose en que el trabajador realice una jornada completa de ocho horas,
sin embargo e´ste no ha sido el caso real. El tener que combinar el desarrollo del
proyecto con otras actividades profesionales y acade´micas ha desviado mucho la
planificacio´n realizada.
• Cambio de decisio´n en las herramientas a utilizar: En un principio se penso´ en
utilizar un sistema de gestio´n de base de datos Oracle, ya que los conocimientos eran
mayores al usarse durante los estudios acade´micos. Sin embargo, el alto consumo de
recursos de Oracle propiciaba un servidor dedicado para la base de datos. Lo o´ptimo
ser´ıa separar el servidor de base de datos del de la aplicacio´n, pero para este proyecto,
con una base de datos muy sencilla y sin grandes necesidades, no es necesario.
Adema´s, utilizar una alternativa libre frente a una privada siempre gana enteros.
Este cambio ha implicado el tener que crear de nuevo la base de datos y cambiar
la clase BdComponents que es la que interactu´a con ella. Por otro lado, tambie´n
se empezo´ utilizando plugins para GWT que facilitaban la creacio´n de elementos
gra´ficos para las vistas, pero durante el desarrollo se observo´ que ralentizaban la
aplicacio´n y no ten´ıa los efectos deseados, adema´s de no ser compatibles con todos
los navegadores. De este modo se decidio´ prescindir de ellos y crear desde cero todos
los elementos gra´ficos que antes proporcionaban los plugins.
• Cambio de equipo de desarrollo: Durante el desarrollo del proyecto se ha cam-
biado el equipo con el que se realizaba el proyecto, adema´s de otros percances de
hardware y software ocurridos que han provocado la reinstalacio´n de todo lo nece-
sario o la paralizacio´n del proyecto durante algunos d´ıas.
• Asuntos personales: Por determinados asuntos personales ocurridos durante el
pasado an˜o, se ha desviado en gran medida el desarrollo del proyecto.
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Cap´ıtulo IX
Conclusiones.
Despue´s de implementar el proyecto, hemos podido comprobar si se cumplen o no algunos
de los requerimientos que se indicaron al comienzo.
• Ligera y ra´pida. Cumple perfectamente con este requerimiento. La aplicacio´n web
que se ha creado no es demasiado pesada en cargar y una vez hecho, la navegacio´n
por ella es muy ra´pida. El transcurso de las partidas tambie´n fluye de manera ligera.
• Correcta y segura. Se ha creado una aplicacio´n correcta que no genera ningu´n
fallo, al menos hasta el momento. Es segura al utilizarse un mo´dulo de encriptacio´n
para guardar el password de los usuarios en caso de robo de informacio´n de la base
de datos.
• Configurable. Un jugador puede crear partidas con diferentes tiempos de turno.
En el caso del Risk puede escoger el nu´mero de jugadores desde dos hasta seis y
elegir el mapa que quiere jugar. En el caso del Guin˜ote se puede escoger el nu´mero
de cotos y el nu´mero de juegos por coto a jugar.
• Usable e intuitiva. GamesWT es una aplicacio´n muy intuitiva y sencilla de uti-
lizar. Tiene el menu´ siempre a mano y con pocos clicks puede acceder a cualquier
seccio´n.
• Eficiente. Posiblemente se podr´ıa mejorar la eficiencia de la aplicacio´n reutilizando
y optimizando mejor el co´digo, ya que hay partes del co´digo que son redundantes y
realizan la misma funcio´n.
En general, ha quedado una aplicacio´n ra´pida y ligera, que funciona bien y ofrece los
objetivos propuestos. Adema´s se han implementado algunos objetivos secundarios, como
la inteligencia artificial, que hacen que la aplicacio´n sea ma´s completa.
Es cierto que la aplicacio´n en el estado actual es muy simple y hay varios aspectos
a mejorar, como la interfaz gra´fica. En un proyecto real se dispondr´ıa de disen˜adores
gra´ficos que crearan una interfaz mejor y que agradara ma´s al usuario. De todas maneras,
funciona todo correctamente y la jugabilidad respecto un juego Flash o un applet java es
la misma, con la diferencia de que no necesitamos instalar ningu´n plugin en el navegador
para hacerlos funcionar y no tenemos que descargar ningu´n objeto pesado.
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Una desventaja respecto a juegos desarrollados en otra tecnolog´ıa, como Flash, es que
la interfaz son elementos de la propia web. No olvidemos que hemos cambiado el concepto
de jugar con un juego en la web a jugar con la propia web. Por tanto, la interfaz se debera´
adaptar a cada navegador que trata los estilos de maneras diferentes. En cambio en Flash,
por ejemplo, descargas un objeto pesado que es el juego, y se ejecuta en un contenedor
que se incrusta en la pa´gina web. As´ı pues, los gra´ficos no se tienen que adaptar para los
diferentes navegadores.
Los requerimientos para ejecutarlos son mı´nimos, ya que no deja de ser una web. Por
tanto se podr´ıa ejecutar en la mayor´ıa de ordenadores que tuviesen acceso a internet y un
navegador. Con lo cual, utilizar Ajax para implementar juegos de este tipo es una opcio´n
bastante buena y viable.
Por otro lado, utilizar GWT para crear una aplicacio´n web de este tipo tiene sus
beneficios pero tambie´n tiene sus inconvenientes. Como ventajas tenemos que codificamos
la aplicacio´n web totalmente en java, olvida´ndonos de saber javascript para utilizar Ajax.
Adema´s, java es mucho mejor para depurar que no un co´digo en javascript. Tambie´n te
genera el co´digo HTML sin necesitar ser un gran disen˜ador gra´fico para que quede una
aplicacio´n con un mı´nimo de seriedad.
Sin embargo, tambie´n tiene su lado negativo, ya que no somos conscientes del co´digo
javascript generado por el compilador y si se necesitara depurarlo es muy dif´ıcil entenderlo,
ya que lo codifica de tal manera que lo optimiza y lo reduce, dejando un co´digo ininteligible.
Adema´s, un disen˜ador gra´fico nos dar´ıa mejores resultados que el co´digo generado por
GWT, que, por otro lado, no genera los estilos y, por tanto, el programador no se libra
de maquetar y disen˜ar la interfaz gra´fica.
Adema´s hay que tener en cuenta que probablemente una aplicacio´n de este tipo cueste
ma´s tiempo de desarrollar que un juego basado en flash o en un applet Java que se incrusta
en el navegador.
En resumen, es una buena opcio´n para implementar aplicaciones web de este tipo,
ya que optimiza el co´digo haciendo que sea menos pesada la web y permite jugar a los
usuarios de manera fa´cil y en cualquier lugar, solo disponiendo de un navegador.
36 Posibles mejoras.
Hay bastantes mejoras que se podr´ıan aplicar al proyecto. Se enumeran a continuacio´n:
• Mejora de la interfaz gra´fica: Un disen˜ador gra´fico nos dar´ıa mejores resultados.
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• Conversaciones privadas entre jugadores: Una mejora fa´cil de implementar
pero que no se ha llevado a cabo por no considerarse esencial, ya que el objetivo no
era crear un chat.
• Juegos ma´s configurables: Ser´ıa interesante introducir ma´s para´metros de con-
figuracio´n a los juegos, incluyendo que los jugadores pudieran definir sus propias
reglas.
• Implementacio´n de ma´s juegos: Un servidor de aplicaciones web debe disponer
de una gran variedad de juegos para tener e´xito.
• Optimizacio´n del co´digo: Hay partes del co´digo que podr´ıan optimizarse.
37 El futuro de GamesWT.
El proyecto de GamesWT no se queda aqu´ı. El futuro de GamesWT pasa por la imple-
mentacio´n de ma´s juegos y el desarrollo de las mejoras propuestas en la seccio´n anterior.
Pero a parte de esto, a medio plazo GamesWT se tendr´ıa que renovar de tecnolog´ıa. Con
la llegada de HTML 5 y el objeto canvas que viene con e´l, los juegos podra´n ser mucho ma´s
complejos y con un control mucho mayor, a parte de tener unos gra´ficos muy superiores.
A largo plazo, se comenzar´ıan a introducir juegos en tres dimensiones aprovechando
la potencia de las targetas gra´ficas. Y todo esto sin ningu´n plugin para el navegador,
elemento que caracteriza a GamesWT. Esto se conseguira´ gracias a una tecnolog´ıa au´n
desconocida y en pan˜ales, que de momento so´lo soportan los navegadores en sus versiones
para desarrollador: WebGL. Es una tecnolog´ıa que utilizando javascript y basada en
OpenGL y en el canvas de HTML 5, aprovecha toda la potencia de las targetas gra´ficas
para crear gra´ficos tridimensionales.
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Cap´ıtulo X
Anexo A
38 Normas completas del Guin˜ote
38.1 Descripcio´n
El guin˜ote es un juego de cartas de la familia de juegos del tute (brisca, arrastrado, etc).
El guin˜ote esta´ arraigado en primer lugar en Arago´n, en las comunidades de Castilla-La
Mancha y Castilla y Leo´n. Fuera de estos lugares es muy poco conocido.
Se trata de un juego de baraja espan˜ola de 40 cartas (sin ochos, nueves y comodines)
para 4 jugadores formando dos parejas.
Objetivo del juego:
Gana la pareja que consigue antes el nu´mero de cotos acordado en la partida. Cada
coto consta de un nu´mero de juegos que tambie´n se podra´ escoger. Gana un coto la
primera pareja en conseguir el nu´mero de juegos acordado.
38.2 Normas
• Los jugadores forman dos parejas.
• Se reparten 6 cartas a cada jugador, la siguiente se pone boca arriba con el monto´n
de cartas encima.
• La carta que queda boca arriba se llama pinta. El palo de la pinta es el que indica
los triunfos. Por ejemplo, si pintan bastos, los bastos son los triunfos.
• Comienza tirando el jugador de la derecha al que ha repartido. La primera vez se
escogera´ aleatoriamente el jugador que reparte.
• Cuando se gana una baza, reparte el que se ha llevado las diez de u´ltimas.
• En cada baza, cada jugador debera´ tirar una carta, empezando por el primero que
le toca y hacia la derecha.
• Mientras haya cartas en el monto´n, el jugador podra´ tirar la carta que quiera. Si
no quedan cartas se entra en fase de arrastre.
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• La baza se la lleva el jugador que tire la carta dominante, lleva´ndose las 4 cartas.
• Cuando termina una baza, roba cada jugador una carta del mazo de cartas, si hay.
Empieza tirando el que se llevo´ la baza.
• La u´ltima carta en robarse sera´ la pinta.
• Si un jugador tiene el siete de triunfos, podra´ intercanviarlo por la pinta siempre
que queden cartas en el mazo y solamente cuando e´l o su compan˜ero se haya llevado
la baza anterior.
• Si un jugador tiene el rey y la sota del mismo palo, podra´ cantar en ese palo siempre
que e´l o su pareja se haya llevado la u´ltima baza.
• So´lo se puede cantar una vez por palo.
• Si se canta del palo de triunfos, se cantan las cuarenta. Si se canta de otro palo se
cantan veinte.
• En la fase de arrastre, el primer jugador en tirar puede tirar la que quiera. El resto
esta´ obligado a tirar del mismo palo, matando si es posible. Si no tiene del mismo
palo, esta´ obligado a tirar un triunfo si su compan˜ero no es el jugador dominante
de la baza, matando si es posible. En cualquier otro caso puede echar la carta que
quiera.
• No se pueden hacer sen˜as, dar pistas ni decir las cartas que se tienen. Es un juego
“para mudos”.
• El que se lleva la u´ltima baza, se lleva las diez de u´ltimas.
• Cuando se acaban las cartas, se suman los puntos por parejas. Si alguno llega a 101
puntos (51 buenas) gana el juego.
• Si ninguna de las dos parejas llega a 101 puntos (51 buenas), se bajaran las cartas
y se vuelven a repartir, empezando de revueltas.
• Cuando se esta´ de revueltas, se juega igual pero empezando con los puntos con los
que se quedaron. La primera pareja en llegar a 101 puntos (51 buenas) ganara´ el
juego y se comenzara´ el siguiente.
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• Un juego lo gana la pareja que, al finalizarlo, sobrepase los 100 puntos (51 buenas).
Si esta´n de revueltas, cuando una pareja haya llegado a los 101 puntos, ganara´
automa´ticamente el juego sin necesidad de terminar todas las rondas de juego.
38.3 Puntaje. Cartas dominantes.
El valor de cada carta es el mismo para cada palo. Son los siguientes, ordenados de mayor
a menor:
• As: 11 puntos
• Tres: 10 puntos
• Rey: 4 puntos
• Sota: 3 puntos
• Caballo: 2 puntos
• Siete: 0 puntos
• Seis: 0 puntos
• Cinco: 0 puntos
• Cuatro: 0 puntos
• Dos: 0 puntos
Adema´s hay ma´s puntos adicionales:
• Diez de u´ltimas: 10 puntos
• Cantar veinte: 20 puntos
• Cantar las cuarenta: 40 puntos
Para saber si una carta domina (o gana) sobre otra, tendremos presentes las siguientes
reglas:
• Una carta gana a otra si tiene un valor mayor, siempre que sea del mismo palo.
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• Un triunfo siempre gana a cualquier otro palo, tenga el valor que tenga.
• Entre triunfos, gana el que tenga el valor ma´s alto.
• Entre cartas de palos diferentes, siempre que ninguna sea un triunfo, gana siempre
la primera que se echa.
38.4 Otras consideraciones. Estrategias.
• Marcaje: es tradicio´n realizar “marcajes” al compan˜ero durante la fase de arrastre,
echando una figura para indicar que tienes triunfo o ca´ntico.
• La estrategia a seguir es el descarte. Durante la primera fase del juego se debe
intentar descartarse del ma´ximo nu´mero de palos posibles y distintos a los que se
descarta el compan˜ero. As´ı durante la fase de arrastre, se fallan de esos palos y se
puede matar con triunfo, lleva´ndose la baza y los puntos.
• Si se mata en la u´ltima baza con cartas en el mazo, habiendo una pinta de mucho
valor, es probable que quieran cantar o tengan un buen juego.
• Hay que estar atentos e impedir que canten, sobre todo las cuarenta.
39 Normas completas del Risk
39.1 Descripcio´n
El Risk es un juego de estrategia de dos a seis jugadores. Fue creado por Albert Lamorisse
en 1950 y comercializado como juego de mesa. En GamesWT se adapta este juego al
entorno web con reglas pra´cticamente iguales.
39.2 Objetivo del juego
Al comienzo de la partida, a cada jugador se le asigna un objetivo aleatoriamente que so´lo
sabra´ e´l. El primer jugador que consiga cumplir su objetivo gana la partida. El objetivo
tiene que cumplirse al inicio del turno del jugador.
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39.3 Inicio del juego
• Se asigna un objetivo a cada jugador que debera´ cumplir para ganar la partida.
• Se asigna aleatoriamente el mismo nu´mero de territorios del mapa entre los ju-
gadores. Estos territorios sera´n los que tengan ocupados inicialmente.
• Se asignara´n un nu´mero de tropas determinado a cada jugador dependiendo del
nu´mero de jugadores de la partida.
• Los jugadores repartira´n sus tropas por entre los territorios, sin saber do´nde ponen
las tropas el resto de jugadores.
• Cada territorio tiene que tener como mı´nimo una tropa.
• Cuando todos los jugadores han repartido sus tropas, comienza la partida y el turno
se asigna aleatoriamente a un jugador.
39.4 Transcurso del juego
• El jugador que tiene el turno debera´ realizar las acciones que desee segu´n un orden
establecido (Ver figura 1).
• Cuando acabe el turno pasara´ al siguiente jugador. Si ha cumplido con su objetivo
gana la partida, en caso contrario juega su turno.
• Cuando un jugador conquista un territorio, coge una carta de territorio siempre y
cuando no tenga 5 cartas en su propiedad.
• Al principio de turno el jugador recibe las tropas bonus que le pertocan.
39.5 Acciones por turno
Al inicio de turno, el jugador podra´:
• Canjear cartas. Cambiara´ cartas por tropas. Despue´s de canjear tropas, debera´
realizar la accio´n “colocar tropas”.
• Colocar tropas. El jugador distribuye sus tropas bonus por los territorios que son
de su poder segu´n su intere´s. Si coloca tropas no podra´ canjear cartas despue´s.
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Despue´s de colocar tropas, el jugador podra´:
• Dividirse. El jugador decide no atacar. Se reforzara´ con tantas tropas como un
tercio de territorios que posea. Colocara´ las tropas donde le convenga. No podra´
atacar despue´s.
• Atacar. El jugador atacara´ a un territorio de otro jugador. Despue´s de atacar
podra´ volver a atacar.
Despue´s de dividirse o atacar, el jugador podra´:
• Redistribuir tropas. El jugador podra´ mover sus tropas entre los territorios que
tenga conquistados siempre y cuando estos territorios este´n conectados.
Al acabar de redistribuir tropas, finaliza el turno y pasa el turno al siguiente.
39.6 Ataque
Se podra´ atacar de un territorio a otro siempre y cuando sean contiguos y tenga ma´s de
una tropa en el territorio desde el que se realiza el ataque.
El jugador podra´ atacar con una, dos o tres tropas segu´n las tropas de las que disponga.
Siempre tiene que haber como mı´nimo una tropa ma´s en el territorio de las que realizan
el ataque. Es decir, si se ataca con tres tropas, en el territorio tienen que haber como
mı´nimo cuatro.
Cuando escoja el pa´ıs de origen, el pa´ıs objetivo y el nu´mero de tropas, el jugador
defensor escogera´ defenderse con una o dos tropas siempre y cuando tenga las tropas
suficientes.
Despue´s de que el defensor haya escogido con cuantas tropas se defiende, se tirara´n
dados aleatorios tanto para el atacante como para el defensor. Se usara´n tantos dados
aleatorios de ataque y defensa como tropas se utilicen para atacar y defenderse respectiva-
mente. El resultado del ataque viene dado por los resultados de los dados, compara´ndolos
ordenados de mayor a menor.
Cada jugador se quitara´ tantas tropas de los territorios implicados en el ataque como
dados haya perdido, con un ma´ximo de dos tropas por ataque. Es decir, que si el atacante
lanza tres dados, como el defensor so´lo lanza dos como ma´ximo, so´lo podra´ perder dos
tropas.
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Una vez realizado el ataque, si el jugador atacante ha conquistado el territorio objetivo,
o lo que es lo mismo, lo ha dejado sin tropas, movera´ del pa´ıs atacante al territorio
conquistado el mismo nu´mero de tropas utilizadas en el ataque. Esta es la razo´n por la
que durante el ataque, siempre tiene que haber una tropa ma´s de las utilizadas, ya que
ningu´n territorio puede quedarse sin tropas.
Si se conquista el territorio, roba una carta de canjeo siempre y cuando no tenga ya
cinco.
Al finalizar el ataque, el jugador que tiene el turno puede comenzar otro ataque.
39.7 Tropas Bonus
Cada vez que el jugador comienza el turno, debera´ colocar las tropas bonus que tenga
disponibles. E´stas se obtienen por tres v´ıas:
• Por defecto, siempre recibe un nu´mero determinado de tropas al inicio de cada turno.
Este nu´mero es la tercera parte de los territorios que disponga. Como mı´nimo se
otorgan tres tropas bonus.
• Canjeo de cartas: Cuando recibe el turno, puede colocar las tropas bonus o canjear
cartas y despue´s colocarlas.
• Conquista de continentes: Cada continente otorga un nu´mero determinado de tropas
bonus al jugador que en su inicio de turno lo tenga conquistado completamente.
Los continentes se pueden diferenciar por su color y pueden dar diferente nu´mero
de tropas segu´n su dificultad para conquistarlo.
Las tropas bonus se las puede colocar como quiera sobre los territorios que esta´n en
su poder. No se puede redistribuir las tropas una vez colocadas.
39.8 Cartas de territorios. Canjeo.
Se pueden canjear cartas por tropas si tienes como mı´nimo tres cartas y se encuentran en
alguna de estas combinaciones:
• Tres soldados: cuatro tropas.
• Tres caballos: seis tropas.
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• Tres can˜ones: ocho tropas.
• Un soldado, un caballo y un can˜on: diez tropas.
Adema´s, el comod´ın puede reemplazar a cualquiera de ellas. Con cinco cartas se tiene
como mı´nimo una combinacio´n, por ello no se dara´n ma´s cartas al conquistar territorios
si se tienen cinco cartas. As´ı pues, se recomienda canjear cartas siempre que sea posible.
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Anexo B
40 Clase PartidaRisk
PartidaRisk
- cartas:  int[ ]
- cartasAsignadas:  boolean[ ]
- conectados:  conectados[ ]
- continents_limits:  int[ ][ ]
- map_id:  int
- next_action:  int
- numDadosDefensa:  int
- numInit:  int
- numJugadores:  int
- objetivos:  int[ ]
- risk_connections:  boolean[ ]
- targets:  int[ ][ ]
- targets_descriptions:  String[ ]
- territoriosAsignados:  int[ ]
- tiradaHumano:  boolean
- tropasTerritorio:  int[ ]
+ activarNoConectado(int) : void
- actualizar_estadisticas() : void
- actualizarJugadorEliminado(int) : void
+ añadirJugador(String) : void
- añadirMensajeResumenObjetivo(int, int) : void
- añadirMensajeTerritorioAsignado(int, int) : void
- añadirTropas(int, int) : void
+ atacarPais(int, boolean) : void
+ canjearCartas(String, int, int, int) : void
- changeStatusCarta(int) : void
- colocar_tropas_aleatorias() : int[ ]
+ colocarTropas(String, int[ ], boolean, boolean, boolean) : void
- comenzarPartida() : void
- comprobarContinente(int) : boolean
- comprobarContinente(int, int) : boolean
- comprobarContinenteExtra(int, int) : boolean
- comprobarJugadorEliminado(int) : boolean
- comprobarNumTerritorios(int, int) : boolean
- comprobarNumTerritorios(int, int, int) : boolean
- comprobarObjetivo(int) : boolean
+ eliminarJugador(String) : void
+ estoyConectado(String) : void
- existeConexion(int, int) : boolean
- finalizarTurno() : void
+ get_countries_map() : ArrayList<Object>
+ get_map_id() : int
- getCartaAsignada(int) : boolean
- getFirstCountryByUser(int) : int
+ getInfoPartida(String) : ArrayList
- getNumTerritoriosByUser(int) : void
- getObjetivo(int) : int
+ getPropietario(int) : int
+ getTerritoriosByUser(int) : ArrayList
+ getTiradaHumano() : boolean
+ getTropas(int) : int
- getTropasBonus(int) : void
- inicializarInitTropas() : void
- inicializarJuego() : void
- inicializarTurno() : void
+ iniciarTropas(int[ ]) : void
- iniciarTurno(boolean) : void
- init_continents(int, BdComponents) : void
- initTargets() : void
- moverTropas(int, int, int) : void
- multiplicar_tropas_aleatorias() : int[ ]
- notificar_connections() : void
- notificarActualizacionTerritorio(int, int, int, boolean) : void
+ notificarAtaque(int, int, int, boolean) : void
- notificarCanjeoCartas(String, int) : void
- notificarCarta(int, int) : void
- notificarConquistaTerritorio(int, int, boolean) : void
- notificarFinalizarPartida() : void
- notificarTiradaAleatoria(int, int[ ]) : void
+ PartidaRisk(int, int, int, int, int)
- puedeRedistribuirTropas(int, int, int) : boolean
- quitarTropas(int, int) : void
+ reincorporarJugador(String) : void
- robarCarta() : void
+ setPropietario(int, int) : void
+ setTiradaHumano(boolean) : void
- sincronizarTropas(int[ ], int[ ]) : void
+ tiradaAleatoria() : void
Figure 57: Clase PartidaRisk
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41 Clase PartidaGuinote
PartidaGuiñote
- arrastre:  boolean
- baraja:  int[ ]
- canticos:  boolean[ ]
- cartaArrastre:  int
- cartas:  int[ ][ ]
- cartas_jugadas:  int[ ]
- conectados:  boolean[ ]
- jugadorDominante:  int
- jugSiete:  int
- numCotos:  int
- numCotosPareja1:  int
- numCotosPareja2:  int
- numJuegos:  int
- numRonda:  int
- numTiradaRonda:  int
- parejaCantico:  int
- pinta:  int
- punteroCarta:  int
- puntosBaza:  int[ ]
- revueltas:  boolean
- rondaCartas:  int[ ]
- tiradaHumano:  boolean
- triunfoArrastre:  int
- activarNoConectado(int) : void
- actualizar_estadisticas(String, String) : void
+ añadirJugador(String) : void
- añadirMensajeCartaAsignada(int, int, int) : void
- añadirMensajeCartaPinta(int) : void
- añadirMensajeCartaRepartida(int, int, int) : void
- aumentarPuntos(int) : void
~ barajar() : void
- calcularCartasDisponibles() : boolean[ ]
- calcularCartasDisponiblesByPlayer(int) : boolean[ ]
+ cantarCuarenta(int) : void
+ cantarVeinte(int, int) : void
- cartaPosible(int) : boolean
- changeCarta(int, int) : void
- comenzarPartida() : void
- comprobarGanador() : void
- comprobarJuegoGanado() : void
- compruebaGanar() : void
- contieneCarta(int, int) : boolean
- contieneCartaMayor(int) : boolean
- contienePaloArrastre(int) : boolean
- contienePareja(int, int) : boolean
- contieneTriunfoMayor(int) : boolean
+ eliminarJugador(String) : void
- esSieteTriunfo(int) : boolean
+ estoyConectado(String) : void
- finalizarJuegoGanado() : void
- ganaCompanero() : boolean
- getCartaJug(int) : int[ ]
- getCartaPosition(int, int) : int
- getEmptyPosition(int) : int
+ getInfoPartida(String) : ArrayList
+ getTiradaHumano() : boolean
- inicializarCanticos() : void
- inicializarCartas() : void
- inicializarCartasJugadas() : void
- inicializarJuego() : void
- inicializarPuntos() : void
- inicializarRondaCartas() : void
- inicializarTurno() : void
- notificarCambioSiete(int, int) : void
- notificarCantar(int, int) : void
- notificarCantico(int, int) : void
- notificarCartaGuinote(int, int) : void
- notificarCartasDisponibles(int) : void
- notificarCotoGanado() : void
- notificarFinalizarPartida() : void
+ notificarSiete(int) : void
- notificarTiradaAleatoria(int, int) : void
- ordenarCartas(int) : void
+ PartidaGuinote(int, int, int, int, int)
- puedeCantar(int) : boolean
+ puedeRepartir() : boolean
- quitarCarta(int, int) : void
+ reincorporarJugador(String) : void
- repartirCarta(int, boolean) : void
+ setTiradaHumano(boolean) : void
+ tiradaAleatoria() : void
+ tiradaJugador(int, int, boolean) : void
Figure 58: Clase PartidaGuin˜ote
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