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Zusammenfassung  I 
Zusammenfassung 
Android ist eine Plattform und kommt auf den unterschiedlichsten mobilen Endgeräten wie 
Smartphones, Tablets und vielen anderen zum Einsatz. Aufgrund des prosperierenden Marktes für 
die auf Android zugeschnittenen Geräte, erlangt diese Plattform eine immer größere Bedeutung 
im Rahmen der Informationssicherheit. Da die Leistungsfähigkeit der mobilen Endgeräte perpetu-
ell expandiert, nimmt auch die Gefahr zu, dass diese kompromittiert und so durch kriminelle 
Handlungen zweckentfremdet werden. Zum Schutz vor solchen Bedrohungen ist eine Untersu-
chung über online Anbieter oder Sicherheitssuiten möglich. Während sich die statische Analyse 
mit der Mustersuche befasst, wird bei der dynamischen Analyse das Verhalten eines Schadpro-
gramms geprüft. Die Methode der Verhaltensanalyse muss im laufenden Betrieb geschehen, was 
üblicherweise durch Software Emulation realisiert wird. Die virtuelle Umgebung kann jedoch von 
Schadprogrammen eruiert werden und um einer Erkennung zu entgehen, führen diese ein eigens 
dafür programmiertes Verhalten aus. Die vorliegende Arbeit befasst sich mit der Hardwareplatt-
form Wandboard und deren Konfiguration, um im späteren Verlauf Android Schadsoftware zu 
analysieren. Dabei sollte das Hauptaugenmerk auf die Schadsoftware gelegt werden, die eine 
Emulation erkennen kann. Dazu werden zunächst die Grundlagen zur Hardware Wandboard und 
zur Plattform Android gegeben. Um Schadprogramme einer detaillierten Analyse zu unterziehen, 
muss das Verständnis von Betriebssystem Abläufen sowie den genutzten Dateisystemen mit mög-
lichen Speicherorten, apodiktisch sein. Die Software basierenden Werkzeuge müssen bekannt 
sein, um eine ubiquitäre Einführung entwickeln zu können. Diese kann dann als Leitfaden für 
aufbauende Arbeiten zur Disposition stehen. Anhand einer Schadsoftware wird exemplarisch 
gezeigt, wie eine Analyse der Netzwerkkommunikation eines Android Schadprogramms bewerk-
stelligt werden kann. Nach einem Überblick wird artikuliert, dass die Hardwareplattform Wand-
board eine sehr gute Wahl für eine Analyse von Android Schadsoftware darstellt und die Evalua-
tion der Hardware in demselben Maße von Bedeutung ist, wie die der Software. 
 
  
II  Abstract 
Abstract 
Android is a platform and it is used in a wide range of mobile devices such as smartphones, tab-
lets and many more. By virtue of the prosperous market for costum Android devices, this platform 
has gained increasing importance in the context of information security. Since the performance of 
the mobile devices expands perpetually, the risk is growing up that this will be compromised and 
so misused by criminal acts. To be protected against such threats an investigation via online pro-
viders or security suites is possible. While static analysis deals with the search of patterns, in dy-
namic analysis the behavior of a malicious software is checked. The method of behavioral analy-
sis must be done during runtime which is usually realised by software emulation. Virtual envi-
ronment can be determined by malicious software and in order to escape a determination they can 
perform a specially programmed behavior. This thesis deals with the hardware platform Wand-
board and its configuration for a later analysis of Android malicious software. The main focus 
should be placed on the malicious software that can detect an emulation. First of all, the basics of 
the hardware Wandboard and the platform Android are given. To undergo detailed analysis of 
malicious programs, understanding the operating system processes and the used file systems with 
their possible memory locations must be apodictic. Software-based tools must be known to deve-
lop an ubiquitous introduction. This can then be a guide for constructive work. Based on a mali-
cious software it is exemplary shown how an analysis of network communications for Android 
malicious software can be accomplished. After an overview it is pointed out that the hardware 
platform Wandboard is a very good choice for an analysis of Android malware and that the evalu-
ation of the hardware is as important as the evaluation of the software. 
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VM  Virtual Machine 
WLAN  Wireless Local Area Network 
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Einleitung  1 
1 Einleitung 
Smartphones sind nicht nur ein Trend der aktuellen Epoche, sondern inzwischen auch fester Be-
standteil des privaten und beruflichen Umfelds des Großteils der Menschheit. Gemäß den Hoch-
rechnungen des Marktforschungsinstituts Gartner wurden im vierten Quartal 2014 weltweit rund 
1,9 Milliarden Mobiltelefone verkauft, das sind 3,9 % mehr als im gleichen Zeitraum des Vorjah-
res, wovon allein rund 1 Milliarde das Android Betriebssystem nutzen [I-Gart15]. Im Vergleich 
zum traditionellen Mobiltelefon verfügen Smartphones über deutlich leistungsstärkere Hardware 
und höhere Speicherkapazität, was die Nutzung als digitalen Assistent in jeder Nische erdenklich 
macht. Durch die Bereitstellung zusätzlicher Anwendungen kann der Funktionsumfang des Smart-
phones erweitert werden, einzig das verwendete Betriebssystem mit offener Schnittstelle zur Soft-
wareentwicklung ist dafür maßgebend. Die vielseitigen Einsatzmöglichkeiten des Smartphones zur 
Verwaltung von Kontakten, Terminen und E-Mails, die Bearbeitung von Dokumenten und Bildern 
sowie die Beratung bei der Navigation, lassen Smartphones zu einer wachsenden Bedeutung im 
Bereich der IT-Sicherheit führen. Aufgrund der Marktstellung von Android, mit einem 80,7 pro-
zentigem Anteil im vierten Quartal 2014, sind vorrangig Geräte von besonderer Wichtigkeit, wel-
che auf diesem Betriebssystem basieren [I-Gart15]. 
1.1 Problemstellung 
Derzeit existieren eine Menge Anbieter im Netz, welche Dateien oder Internetseiten auf bösartige 
Software untersuchen. Die Mehrheit dieser Anbieter vertraut bei der Suche nach Signaturen in den 
zu untersuchenden Objekten, nach bereits bekannten Programm Routinen die auf Schadsoftware 
schließen lässt. Eine weitere Form der Suche bieten Browser-basierende Scanner, die eine zu unter-
suchende Anwendung ausführen und deren Verhalten als auswertbare Protokolldatei präsentieren. 
Hierbei wird außer Acht gelassen, dass die gegenwärtige Schadsoftware erkennen kann, ob diese in 
einem Emulator gestartet worden ist, beziehungsweise auf einem dafür vorgesehenem Gerät wie 
einem Smartphone, zur Ausführung gekommen ist oder nicht. So ist es der Schadsoftware möglich, 
durch eine andere Hardwareumgebung ein abwegiges Verhalten hervorzurufen, um das Resultat 
der Prüfung zu verfälschen. 
An dieser Stelle setzt dieses Projekt an und hat zum Ziel, eine Hardwareplattform zu schaffen, die 
einer Anwendung vortäuscht, auf einer bestimmten Zielplattform wie beispielsweise einem Sams-
ung Galaxy S6 Edge zu laufen, ohne als Emulator enttarnt werden zu können. Dabei soll die An-
wendung parallel auf mehreren Wandboards unter vortäuschen verschiedener Geräteplattformen 
ausgeführt werden, um somit ihr Verhalten zu protokollieren und zu analysieren. 
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Nachdem der Benutzer über eine Onlineschnittstelle seine zu prüfende Anwendung hochgeladen 
hat, wird diese Anwendung im automatisierten Verfahren auf dem Wandboard mit der spezifizier-
ten Geräteumgebung installiert, ausgeführt und im laufenden Betrieb analysiert. Weiterhin kann 
das Verhalten der Anwendung protokolliert und sämtliche Änderungen am System rekonstruiert 
werden. Diese Informationen sollen dann in Form eines Berichts, dem Anwender am Frontend 
präsentiert werden. 
1.2 Zielsetzung 
Die vorliegende Arbeit befasst sich im Rahmen der Aufgabenstellung mit der Konfiguration der 
Hardwareplattform Wandboard zur Analyse von Android Schadsoftware. Dazu werden technische 
Grundlagen vorgestellt und ein Überblick über die aktuellen Softwarewerkzeuge gegeben. 
Das Hauptziel ist aber, dass die Funktionalität des Wandboards zur Analyse von Android Schad-
software hergestellt wird. Dafür ist es notwendig das Betriebssystem Android in den gängigen Ver-
sionen als SD-Karten Speicherabbild auf dem Wandboard Einsatz finden zu lassen, das Anwen-
dungen auf dem Wandboard auch ohne einen Markt bereitgestellt und das ausführbare Dateien im 
RAW Format gestartet und genutzt werden können. 
Weiterhin soll es möglich sein, das Wandboard über Fernzugriff zu steuern und mittels Datenaus-
tausch die zu analysierenden Anwendungen auf der Plattform bereitzustellen. Hierfür ist ein Ansatz 
zu erarbeiten, der es im späteren Verlauf der Umsetzung vollautomatisch gestattet, Anwendungen 
auf dem Wandboard zu installieren und zu investigieren. Dieser Ansatz bildet die essentielle Basis 
für sämtliche weiterführenden Arbeiten an der Hardwareplattform Wandboard. 
Folgend soll ein Schadprogramm auf dem Wandboard zur Ausführung kommen, das im laufenden 
Betrieb über ein Fremdsystem via „Man-In-The-Middle“ abgehört wird, um dessen Kommunikati-
on aufzuzeichnen. 
Die Bachelorarbeit hat zum Ziel, eine systematische und somit ordnungsgemäße Schritt-für-Schritt 
Anleitung zu schaffen, um weiterführende Arbeiten am Android basierenden Wandboard, beson-
ders im Zusammenhang mit der Analyse von Schadsoftware, zu ermöglichen. Demnach soll keine 
abstrakte Auflistung von Durchführungsmethoden für den Verwender des Wandboards erfolgen, 
sondern vielmehr ein Vademekum mit praxisnahen Handlungsanweisungen zur Verfügung stehen. 
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1.3 Aufbau der Arbeit 
Die Bachelorarbeit untergliedert sich in insgesamt fünf Kapitel, beginnend mit der Einleitung, in 
der auf die Problemstellung und Zielsetzung eingegangen wird. 
Das Kapitel Grundlagen umfasst die Theorie, die zum Verständnis der Bachelorarbeit relevanten 
Themengebiete notwendig ist. Es gibt den aktuellen wissenschaftlichen Forschungsstand zur The-
matik wieder und beschreibt die Darstellung der genutzten Hardware sowie der verwendeten Soft-
ware und der Werkzeuge zur Installation und Analyse von Anwendungen auf der Hardwareplatt-
form. Eine besondere tiefgehende Beleuchtung gilt dem genutzten Betriebssystem Android, hin-
sichtlich fundamentaler Aspekte der Administration und dem Verständnis der Systemabläufe. Ins-
gesamt sollen mit der Einführung ausschlaggebende Fragen zur Architektur von Android-
Smartphones geklärt werden. 
Für den Leitfaden zur Konfiguration der Hardwareplattform werden im Kapitel Methoden sämtli-
che Schritte einzeln und dokumentarisch beschrieben und erklärt. Die Stärken und Schwächen ei-
nes jeden Ansatzes werden betrachtet und schließlich als Grundlage des nächsten Kapitels verwen-
det. 
Alle zuvor erarbeiteten Schrittanleitungen werden im Kapitel Ergebnisse präsentiert. Dies beinhal-
tet die Evaluierung der Beispielszenarien und die beste zu wählende Methode. 
Abgeschlossen wird die Bachelorarbeit mit dem Kapitel Diskussion, in dem abermalig die Prob-
lemstellung und Zielsetzung aufgegriffen, das erreichte Ergebnis überprüft und die Arbeit in den 
Kontext gestellt wird. Ferner wird ein persönliches Fazit hinsichtlich der Konfiguration der Hard-
wareplattform basierend auf Android offeriert und ein Ausblick auf mögliche Weiterentwicklungen 
rundet das zugrunde liegende Thema ab. 
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2 Grundlagen 
Dieses Kapitel befasst sich mit den Grundlagen der für die Bachelorarbeit relevanten Aspekte. 
Smartphones und deren Stellung zum traditionellen Mobiltelefon werden dabei kurz in 2.1 erläu-
tert. In Kapitel 2.2 werden die technischen Details und die Konfiguration der Hardwareplattform 
Wandboard dargelegt. In 2.3 werden die Grundprinzipien von Android benannt und tief in die Ma-
terie des Android Betriebssystems eingetaucht. Indessen geht es nicht um die reine Dokumentation 
von Android, der Blick wird vielmehr auf die grundlegenden Themen der Systemarchitektur und 
der internen Abläufe dieser Plattform gerichtet. Zusätzlich wird ein Überblick über die verwende-
ten Werkzeuge und eine Einführung in den Umgang mit diesen im Kapitel 2.4 gegeben. Abschlie-
ßend, folgen in 2.5 die Grundlagen zu der Schadsoftware. 
2.1 Smartphones 
Eine anerkannte und allgemeingültige Definition des Begriffs Smartphones ist nicht zu finden, da 
sich je nach Autor der Fokus auf einzelne Eigenschaften des Gerätes bezieht. 
Der Duden definiert Smartphone als „Mobiltelefon mit Touchscreen und zusätzlichen Funktionen 
wie GPS und der Möglichkeit, Apps darauf zu installieren.“ [I-Dude16]. Eine erweiterte Definition 
liefert das Gabler Wirtschaftslexikon, darin heißt es „Mobiltelefon mit erweitertem Funktionsum-
fang. Dazu zählen neben der Telefonie und Short Message Service (SMS) üblicherweise Zusatz-
dienste wie Electronic Mail (E-Mail), World Wide Web (WWW), Terminkalender, Navigation 
sowie Aufnahme und Wiedergabe audiovisueller Inhalte. Auf Smartphones laufen gegenüber her-
kömmlichen Mobiltelefonen komplexere Betriebssysteme wie etwa Symbian OS, Blackberry OS 
oder das iPhone OS. Die hierdurch geschaffene Möglichkeit zur Installation weiterer Anwendun-
gen durch den Endnutzer verleiht Smartphones einen erweiterbaren und individualisierbaren Funk-
tionsumfang.“ [I-Gabl16]. 
Die wesentlichsten Unterschiede liegen im Betriebssystem, welches seinem Endnutzer die Mög-
lichkeit gibt Anwendungen nachzuinstallieren, und einer einem Personal Computer gleichendem 
leistungsstärkeren Hardware, die so diese Geräte zu Alleskönnern machen. 
Die größten technischen Unterschiede, betreffend der Hardware zum konventionellen Mobiltele-
fon, sind die stark erhöhte Displaygröße mit hoher Auflösung, so das Webseiten, Bilder und Videos 
detailreich wiedergegeben werden können, die kontinuierliche technische Weiterentwicklung der 
großen berührungsempfindlichen Displays sowie der Ausbau und die Weiterentwicklung des Mo-
bilfunknetzes für die neuen Kommunikationsschnittstellen der Geräte. Dieser Fortschritt ermöglicht 
diesem Wunderwerk einen Siegeszug im privaten sowie im beruflichen Umfeld. 
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2.2 Wandboard 
Die Open-Source-Entwicklungsplattform mit Hochleistungs-Multimedia-Fähigkeiten ist basiert auf 
der ARM Cortex-A9-Architektur. Es ist ein kostengünstiges und Strom schonendes Board beste-
hend aus einem Kernmodul und einer einfachen Schnittstellenkarte. Auf dem Wandboard arbeitet 
ein Freescale i.MX6 Cortex-A9 Prozessor, dem je nach gewählter Hardwareversion 512 MB/1 
GB/2 GB DDR3-RAM zur Verfügung stehen. Das Board besitzt Gigabit-Ethernet, HDMI, Kamera 
Anschluss, optisches S/P DIF, Audio Anschluss, USB sowie USB-On-The-Go-Anschluss, zwei 
Mikro-SD-Karteneinschübe und eine serielle Schnittstelle. Je nach Hardwareversion steht noch 
802.11n-WLAN, Bluetooth und ein SATA-Anschluss zur Verfügung und vervollständigen die 
Ausstattung. An der Kernel-Unterstützung für das Wandboard arbeitet die Linux-Gemeinschaft. 
Das Wandboard verwendet ein Embedded-Design-Modul (EDM) als Standard Anschluss, jenes ist 
ein 314 Pin-Anschluss der alle Signale überträgt die von HDMI auf Gigabit-Ethernet übertragen 
werden, um Pins über GPIO, I²C, SPI und der seriellen Schnittstelle zu steuern. Der Pin-zu-Pin-
Standard gilt gleichermaßen für x86- und ARM-Systeme und schafft damit neue Kombinations-
möglichkeiten. Der Embedded-Design-Modul Standard findet Verwendung für Embedded-
Anwendungen und Steuerungen, die von vielen Embedded-Unternehmen aktiv entwickelt werden. 
[I-WanA16] 
Mit dem Wandboard und dem entsprechenden Entwicklungstools können Embedded-Linux-
Speicherabbilder installiert und von diesen gebootet werden. Mit dem Open-Source-Entwicklungs-
Tool kann weiterhin über dem Desktop ordnungsgemäß gepatcht, upgedatet, konfiguriert und re-
buildet werden. Bis auf vorkonfigurierte SD-Karten-Speicherabbilder, hat diese jedoch keine Be-
deutung und wird in dieser Arbeit nicht weiter beleuchtet. [I-WanA16] 
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2.2.1 Technische Details 
Das Wandboard steht in drei technisch verschiedenen Versionen zur Verfügung: 
 Wandboard SOLO Wandboard DUAL Wandboard QUAD 
Prozessor NXP i.MX6 Solo NXP i.MX6 DualLite NXP i.MX6 Quad 
Kerne Cortex-A9 Single Cortex-A9 Dual Cortex-A9 Quad 
GPU Vivante GC 880  
+ Vivante GC 320 
Vivante GC 880  
+ Vivante GC 320 
Vivante GC 2000  
+ Vivante GC 355  
+ Vivante GC 320 
RAM 512 MB DDR3 1GB DDR3 2GB DDR3 
AUDIO YES YES YES 
S/P DIF YES YES YES 
HDMI YES YES YES 
Kameraanschluss YES YES YES 
Mikro-SD Einschub 2 2 2 
Serialport YES YES YES 
Expansion Header YES YES YES 
USB YES YES YES 
USB OTG YES YES YES 
SATA - - 1 
LAN Gigabit Gigabit Gigabit 
WLAN - 802.11n 802.11n 
Bluetooth - YES YES 
Preis 79 $ 99 $ 129 $ 
Tabelle 2.2.1-1 Wandboard i.MX6 Spezifikation [I-WanB16] 
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Module 
Die Schnittstellenkarte des Wandboard Quad ist in der folgenden Abbildung dargestellt. Sie 
dient dem Wandboard als Anschluss sämtlicher Peripherie, mit Ausnahme der Mikro SD-Karte 
welche zum Booten des Betriebssystems erfordert wird. Wie aus der Tabelle 2.2.1-1 Wandboard 
i.MX6 Spezifikation [I-WanB16] in Spalte Wandboard QUAD beschrieben, können die Anschlüsse 
der folgenden Abbildung entnommen werden. 
 
 
2.2.1-1 Beschriftung zur Wandboard Schnittstellenkarte [I-WanC16, Seite 6] 
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Das Kernmodul ist in der folgenden Abbildung dargestellt. Es ist in die Schnittstellenkarte einge-
steckt und mit Schrauben fixiert. Zusätzlich befindet sich ein CPU-Kühlgitter über dem i.MX6 
CPU zur Wärmeabgabe, dieses wurde auf der Abbildung weg gelassen, um alle Komponenten auf 
dem Modul zu sichten. Die einzige für dieses Projekt benötigte Peripherie dieses Moduls, ist die 
Mikro SD-Karte die das Betriebssystem für das Wandboard bereitstellt. 
 
 
2.2.1-2 Beschriftung zum Wandboard Kernmodul [I-WanC16, Seite 5] 
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Netzteil 
Das Netzteil ist beim Wandboard separat und der Lieferung beigepackt. Es wird ans Stromnetz 
angeschlossen, transformiert den Strom von 100 Volt bzw. 220 Volt auf 5 Volt und verteilt den 
Strom über die Schnittstellenkarte an alle Bauteile. Das Netzteil liefert nach der Transformation 3 
Ampere. Beim Wechsel dieses Netzteils sollte darauf geachtet werden, dass die Versorgungsleis-
tung gleich bleibt, da sich dies beim Einsatz eines Netzteils mit geringerer Leistung in Schreib- / 
Lesefehlern auf der SD-Karte, Fehlfunktionen des Wandboards, bis hin zum Einfrieren des gesam-
ten Systems äußern kann. 
 
Netzwerkkabel 
Ein Netzwerkkabel mit RJ45 Stecker ist der Lieferung nicht beigepackt. Es ist nötig um das Wand-
board mit einem Kabelnetzwerk zu verbinden. Die Konfiguration dieser Schnittstelle zur Internet-
verbindung würde durch den DHCP Service eingerichtet, welcher bei normalen Heim Routern der 
Standard ist. Im Fall eines Firmen-, Hochschul- oder Universitätsnetzwerkes können weitere 
Schritte zur Einrichtung der Internetverbindung notwendig sein. 
 
HDMI 
Die Videoausgabe des Wandboards erfolgt über HDMI Adapterkabel auf einem HDMI Display 
oder via HDMI auf DVI Adapterkabel zu einem Gerät mit DVI Eingang. Das Adapterkabel für die 
Videoausgaben ist nicht Teil der Wandboard Lieferung. Die Anschlussmethode über HDMI hat 
den Vorteil, dass das Audiosignal zusammen mit dem Videosignal übertragen wird, was es somit 
zu einer idealen Anschlussart für Multimedia Anwendungen macht. Sollte das DVI Adapterkabel 
Verwendung finden, muss das Audiosignal zusätzlich vom Wandboard mittels 3,5 mm Klinkenka-
bel abgegriffen werden. 
 
WLAN Antenne 
Bei der Hardwareplattform Wandboard Duallite und Wandboard Quad wird eine WLAN-Antenne 
mitgeliefert. Sie bündelt elektromagnetische Wellen, die beim Senden und Empfangen abgestrahlt 
werden. Die Position zum WLAN-Router ist maßgebend für den Einsatz dieser Antenne und kann 
bei kurzen Distanzen weggelassen werden. 
 
Gehäuse 
Das mitgelieferte Wandboard Gehäuse dient dazu, das Kernmodul und die Schnittstellenkarte in 
sich aufzunehmen, damit diese nicht ungeschützt, äußerem Einfluss ausgesetzt werden. Im Fall 
dieser Arbeit wurde durch den ständigen physischen Zugriff auf die Mikro SD-Karten, nur das 
untere Gehäuse genutzt und das Board ohne Befestigung hineingelegt. 
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Weitere Komponenten 
Je nach Hardwareversion des Wandboards und Einsatzzweck kann es erforderlich sein, weitere 
Komponenten zu verwenden. Aufgrund der Tatsache, dass der 5 Volt Eingang des Wandboards mit 
3 Ampere abgesichert ist, welches das gesamte Wandboard versorgt, wird schnell klar, dass der 
USB-Port auf eine gewisse Anzahl passiver USB-Hubs beschränkt ist. Es ist zu empfehlen beim 
Anschluss von Geräten mit höherem Strombedarf, diese an einem aktiven USB-Hub zu betreiben. 
Weiterhin besitzt das Wandboard um mit einem Rechner verbunden und gesteuert werden zu kön-
nen, ein USB OTG Anschluss, der mit einem Mikro USB auf USB-Kabel betrieben wird, damit 
sich Daten austauschen lassen. Bei der Hardwareversion Wandboard Quad ist die Nutzung einer 
SATA-Schnittstelle möglich, um Datenaustausch mit Festplatten und anderen Speichergeräten 
durchzuführen. Für das Betreiben der Schnittstelle ist ein SATA-Kabel mit SATA-Stecker notwen-
dig. Weiterhin wird für die erste Inbetriebnahme des Wandboards ein Rechner mit SD-Karten Le-
segerät und Internetzugriff vorausgesetzt, um die SD-Karte vorzubereiten. 
 
Anschluss des Wandboards 
Für den weiteren Verlauf der Arbeit wird angedacht, dass alle Komponenten zur Hand und an das 
Wandboard Quad angeschlossen sind, jedoch stromlos geschaltet und keine SD-Karte eingesetzt 
ist. 
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2.2.2 SD-Karten und Speicherabbilder 
2.2.2.1 SD-Karte 
Bedingt durch die Aufgabenstellung ist es erforderlich, das Betriebssystem Android über eine SD-
Karte zu starten. Eine SD-Karte ist ein Wechseldatenträger der vielfältig zur Speicherung von Da-
ten eingesetzt werden kann. Bei SD-Karten gibt es drei unterschiedliche Größen Mini SD, Mikro 
SD und die Standard SD. Für das Projekt wurde durch die technische Vorgabe des Wandboards, 
eine Mikro SD-Karte mit einer Größe von 11 mm × 15 mm verwendet. Am Wandboard existieren 
zwei Mikro SD-Karten Einschübe. Der Einschub auf dem Kernmodul dient dem Betriebssystem 
zum Booten. Die Erweiterung des Speichers wird durch den Einschub der Schnittstellenkarte reali-
siert. Die Größe der Speicherkarte sollte 4 GB nicht unterschreiten, da die vorkonfigurierten Be-
triebssysteme eine Datenpartition besitzen, die einen Großteil der Speicherabbildgrößen ausmacht. 
Es ist auch möglich, die Größe der Datenpartition zu reduzieren, um die Limitierung von 4 GB 
großen SD-Karten einzuhalten. Bei der Auswahl der Speicherkarte sollte auf die Class geachtet 
werden, die repräsentativ die Geschwindigkeitseinstufung einer SD-Karte beschreibt. Gemäß der 
SD-5.0-Spezifikation, sind folgende Geschwindigkeitsklassen als minimale Schreibgeschwindig-
keiten definiert: 
 
 
2.2.2-1 Übersicht der Geschwindigkeitsklassen bei SD-Karten [I-Sdc16, Seite 4] 
Für die Aufgabenstellung wird mindestens die Class 10 benötigt, damit die Speicherkarte nicht zum 
limitierenden Faktor bei Schreib- und Lesezugriffen im laufenden Betrieb wird. Eine schnellere 
Schreibgeschwindigkeit, wie Video Speed Class ab V30, ist für spätere Ansätze der Weiterentwick-
lung wünschenswerter. 
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2.2.2.2 Speicherabbild 
Als Speicherabbild wird eine Datei bezeichnet, die ein komplettes Ebenbild eines Speichermedi-
ums ist, inklusive Berechtigungen und Metadaten. Diese Kopie enthält auch Informationen über die 
Dateisystemstruktur des Originaldatenträgers, einschließlich des Startsektors. Um nun das Android 
Speicherabbild für das Wandboard zu installieren, muss es zuerst heruntergeladen werden. Es ste-
hen dabei zwei Arten von Betriebssystemabbildern zur Verfügung: 
 
Betriebssystem Speicherabbilder für SD-Karten 
 
 
2.2.2-2 Betriebssystem Speicherabbilder [I-WanD16] 
Diese Betriebssystem Speicherabbilder sind vom Hersteller des Wandboards als lauffähige Distri-
butionen angedacht und können genutzt werden. Unter Umständen müssen einige Abbilder vor der 
Nutzung im Wandboard, an das Speichermedium Mikro SD-Karte angepasst werden. Diese Anpas-
sung wird im späteren Verlauf dieser Arbeit genauer beschrieben. 
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Betriebssystemabbilder für SD-Karten der Wandboard Gemeinschaft 
 
 
2.2.2-3 Betriebssystem Speicherabbilder der Wandboard Gemeinschaft [I-WanD16] 
Diese Betriebssystem Speicherabbilder sind von der Wandboard Gemeinschaft im Rahmen der 
freien Entwicklung entstanden und laufen ebenfalls als stabile Distribution auf dem Wandboard. 
In dieser Arbeit kommen die Betriebssystem Speicherabbilder Android 5.0 (Lollipop) vom 5. No-
vember 2015 [S-WanA16] und Android 4.4 (Kitkat) vom 3. März 2015 [S-WanB16] zum Einsatz. 
Ebenfalls werden die Betriebssystem Speicherabbilder Android 6.0 (Marshmallow) vom 28. April 
2016 [S-WanD16] und Android 4.3 (Jellybean) vom 2. März 2015 [S-WanC16] für das Wandboard 
angeboten. Die Betriebssystem Speicherabbilder können als ZIP Dateien, im DVD-Pfad /SD-
Karten_Speicherabbilder, der Projekt-DVD entnommen werden. 
Nach dem erfolgreichen Download muss die Datei mittels einem geeigneten Werkzeug entpackt 
werden, dafür bietet sich die Anwendung 7-zip an, die über die Quelle [S-Szip16] als kostenlose 
Version zur Verfügung steht. Bei der resultierenden Datei mit Endung „img“, die rund 3,5 GB bei 
Android 4.4 und 7,5 GB bei Android 5.0 einnimmt, handelt es sich um das Betriebssystemspei-
cherabbild. Im Laufe dieser Arbeit wird das Abbild auf die vorhandene SD-Karte geschrieben. 
  
Grundlagen  15 
2.2.3 Verbindungsaufbau 
Um das Wandboard für die Aufgabenstellung richtig nutzen zu können, ist die Fernsteuerung des 
Systems und der Datenaustausch mit diesem, von substanzieller Bedeutung. Das Wandboard be-
sitzt, wie in 2.2.1 Technische Details beschrieben, einen USB OTG Anschluss zum Koppeln mit 
einem weiteren System via USB. Eine weitere Möglichkeit ist die Verbindung über Netzwerkkabel 
oder WLAN. Hierfür muss entsprechend der Methode die richtige Konfiguration gewählt werden. 
Im Fall der Netzwerkverbindung über Netzwerkkabel, kann bei Verwendung eines DHCP Servers 
oder Router mit aktivierter DHCP Funktionalität, die Standard Einstellung belassen werden, an-
sonsten ist die Konfiguration der aktuellen Netzanforderung anzupassen. Die Netzwerkverbindung 
über WLAN gleicht der Konfiguration über Netzwerkkabel, indes muss das WLAN Modul akti-
viert, das WLAN-Netz über die SSID gewählt und bei gesetzten Sicherheitsoptionen ein Passwort 
eingegeben werden. 
Die Verbindung zum Android Betriebssystem auf dem Wandboard wird am Fernsteuerungsrechner 
per Android Debug Bridge durchgeführt. Funktionen dieser Anwendung werden in 2.4.4 Android 
Debug Bridge (ADB) dieser Arbeit genauer beschrieben. Damit eine Interaktion zwischen Fern-
steuerungsrechner und Android durchführbar ist, muss das Wandboard ordnungsgemäß ange-
schlossen, eingeschaltet und mit einer Mikro SD-Karte bestückt sein, auf der sich ein lauffähiges 
Android Betriebssystem befindet, dieses Vorgehen wird in Abschnitt 3.2.1 Vorbereiten der SD-
Karten-Speicherabbilder erklärt. Diese Anleitung fungiert gleichermaßen zum erstmaligen Verbin-
dungsaufbau wie auch für weitere Verbindungen zwischen Fernsteuerungsrechner und Android 
Betriebssystem. Bevor jedoch die Fernsteuerung starten kann, muss das USB-Debugging im And-
roid aktiviert und Wandboard und Fernsteuerungsrechner müssen mit einem Mikro USB auf USB-
Kabel verbunden sein. Dieser Teil ist in Abschnitt 3.2.2 Verbinden des Rechnersystems mit Andro-
id über ADB beschrieben. 
 
USB-Debugging aktivieren 
Die Entwickleroptionen in Einstellungen sind aus Sicherheitsgründen versteckt, da diese tief in das 
Android System eingreifen. Diese Hürde hat Google jedoch bewusst nicht allzu sicher gestaltet, um 
Entwicklern nicht die Arbeit zu erschweren. Das Freischalten der Entwickleroptionen ist in Ab-
schnitt 3.2.2 Verbinden des Rechnersystems mit Android über ADB genau beschrieben. 
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2.3 Android 
Da die Ressourcen des Wandboards begrenzt sind, wird ein schlankes Betriebssystem benötigt, 
welches weniger Speicher verbraucht. Android, entwickelt von Google und der Open Handset Alli-
ance, ist die weltweit meist verbreitetste Plattform und kommt bei vielen unterschiedlichen mobilen 
Endgeräten wie Smartphones, Tablets, Spielekonsolen, Netbooks und E-Book-Readern zum Ein-
satz. Bei Android handelt es sich um eine freie Software, die quelloffen entwickelt wird. 
[I-AnSo16] Dieser Teil der Arbeit konzentriert sich auf die Kernthemen von Android, das einen 
Linux-Kernel enthält, jedoch keine klassische Linux-Distribution ist, Hardwaretreiber zur Verfü-
gung stellt und eine Reihe von freien, quelloffenen Bibliotheken nutzt. Dies bildet die Betriebssys-
temgrundlage. Die Anwendungen werden in der Programmiersprache Java geschrieben und auf 
einer von Google entwickelten virtuellen Maschine ausgeführt. Neben den vorinstallierten Anwen-
dungen, können auf dem Android System weitere Programme nachinstalliert werden, die dessen 
Funktionalität erweitern. 
2.3.1 Linux 
Linux, ein Unix-ähnliches Betriebssystem, ist die Bezeichnung für ein Betriebssystem-Kernel. Alle 
Unix-Programme sind ursprünglich in Assembler geschrieben, wurden jedoch in der damals neu 
entwickelten Programmiersprache namens B, neu programmiert. Im weiteren Verlauf wurde Unix 
von der wortorientierten Sprache B, in die byte-orientierte Sprache C überführt, da C eine sehr 
portable und systemnahe Sprache ist. Der Vorteil der damals neuen Programmiersprache C war, 
dass Programme die in dieser Sprache geschrieben wurden, gut auf neuen Plattformen implemen-
tiert werden konnten, um dann auch dort performant zu laufen. Einzig ein Übersetzer für die neue 
Hardwareplattform wurde benötigt. Aus Unix entwickelten sich dann viele Abkömmlinge, soge-
nannte Derivate. 1992 wird Linux unter die GNU General Public License (GPL) gestellt. Das Ziel 
des GNU-Projekts ist die Entwicklung eines komplett freien Betriebssystems. Den Kern dieses 
Betriebssystems bildet meistens Linux und die wichtigsten Komponenten der Anwender-Software 
von Linux sind GNU-Programme. Das Linux selbst nur den Kernel umfasst ist nun klar, denn das 
Ziel war von Anfang an ein völlig freies Unix mit Linux als ersten freien Kernel zu entwickeln. 
[L-PlWe11, vgl. Seite 53 ff.] Als Linux-Distribution wird somit ein Programm-Paket mit Linux-
Kernel, der GNU-Software und eine Reihe von anderen Programmen, die jeder Anwender nutzen 
kann, bezeichnet. 
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2.3.2 Architektur 
Die grundlegende Architektur des Betriebssystems untergliedert sich in die „Anwendungsschicht“, 
den „Anwendungsrahmen“, verschiedene „Bibliotheken“, die „Android-Laufzeitumgebung“ und 
den „Linux-Kernel“ (vgl. Abbildung 2.3.2-1 Die Android-Systemarchitektur [L-BePa10, Seite 15]). 
Die aufgeführten Ebenen sind für den laufenden Betrieb erforderlich und werden nachfolgend ge-
nauer beschrieben. 
 
2.3.2-1 Die Android-Systemarchitektur [L-BePa10, Seite 15] 
2.3.2.1 Linux-Kernel 
Google verwendet für Android einen modifizierten Linux-Kernel als Fundament des Betriebssys-
tems. Dieser Kernel ist an die Funktionalität von Smartphones angepasst, mittels entfernen unwich-
tiger Treiber und nutzen von angepassten Treibern. Auch Änderungen an bestimmten Teilen des 
Kernels waren übliche Anpassungen beim Erstellen dieses Betriebssystems auf Linuxbasis. Es gibt 
verschiedene Arten für einen Kernel: Monolithkernel, Mikrokernel und Makrokernel. Beim Mono-
lithkernel sind besonders viele Funktionen integriert, was für die Geschwindigkeit vorteilhaft ist 
jedoch die Komplexität und die Fehleranfälligkeit stark erhöht. Der Mikrokernel lagert so viele 
Funktionen wie möglich in separate Prozesse aus, was zusätzlicher Kommunikation bedarf. Mak-
rokernel sind Hybride der beiden vorigen Kernels und vereinen die Vorteile dieser beiden Archi-
tekturen. Welche Aufgaben nun dem Kernel zugeschrieben werden, hängt von seiner Architektur 
ab [I-LoLe16]. Da in Android ein Linux-Kernel Verwendung findet, ist die genutzt Architektur 
monolithisch. Der Kernel dient als Abstraktionsschicht zwischen der Hardware und den darüber 
liegenden Ebenen, stellt Treiber zur Verfügung und ist für die Energie-, Speicher- und Prozessver-
waltung zuständig.  
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2.3.2.2 Android-Laufzeitumgebung 
Die Dalvik Virtual Machine (DVM) bildet den Kern der Android Laufzeitumgebung. Weiterhin 
besteht die Laufzeitumgebung von Android aus verschiedenen Laufzeitbibliotheken, welche die 
Kernfunktionalitäten von Java bereitstellen. Anwendungen für Android werden in Java geschrie-
ben, welche zur Ausführung eine virtuelle Maschine benötigen. Google entwarf für diesen Fall eine 
eigens dafür effiziente und sichere Umgebung, die Dalvik Virtual Machine. Android Anwendungen 
werden in Java mit dem Java Software Development Kit (SDK) geschrieben und kompiliert. Die 
Transformation des Java-Bytecode in den DVM-kompatiblen Code übernimmt das dx-Tool, wel-
ches im Lieferumfang des Android Development Kit enthalten ist. [L-BePa10, vgl. Seite 15 f.] 
2.3.2.3 Bibliotheken 
In Android bilden die Bibliotheken die zumeist in C oder C++ programmiert sind, für den Betrieb 
der Anwendungsschicht und des Anwendungsrahmens die Kernfunktionalität. Diese Bibliotheken 
sind direkt für die verwendete Hardwarearchitektur kompiliert und laufen nicht auf der virtuellen 
Maschine, sie stellen erforderliche Funktionen für Datenbank, 3D-Graﬁk, Webzugriff, Multimedia-
Verwaltung und Oberflächengestaltung bereit. Diese Abstraktion macht es möglich, besonders 
rechenintensive Funktionen auszulagern, um sie schneller ausführen zu können. [L-BePa10, vgl. 
Seite 16] 
2.3.2.4 Anwendungsrahmen 
Der Anwendungsrahmen ist für Android-Entwickler die interessanteste Schicht, da diese die 
Kommunikation zwischen einzelnen Anwendungen sowie zwischen Endanwender und Anwendung 
realisiert. Diese System-Komponenten stellen Manager-Klassen zur Verfügung, die es erlauben, 
über bereitgestellte Application Programming Interfaces (APIs) den Zugriff auf die Funktionalitä-
ten der Ressourcen zu erhalten. Mit Hilfe des Anwendungsrahmens werden Hardware und Be-
triebssystem abstrahiert. [L-BePa10, vgl. Seite 16] 
2.3.2.5 Anwendungsschicht 
Auf der Ebene der Anwendungsschicht befinden sich die Android Anwendungen, die das Hauptun-
terscheidungsmerkmal zwischen einem traditionellen Mobiltelefon und einem Smartphone sind. 
Innerhalb der Anwendungsschicht findet die Kommunikation zwischen Mensch und Maschine 
sowie Interaktionen zwischen Anwendungen statt. Jede Anwendung bedient sich dabei der darun-
terliegenden Programmierschnittstelle. Anwendungen in Android setzen sich aus bis zu vier ver-
schiedenen Komponenten zusammen. Diese sind Activities, Services, Content Provider und 
Broadcast Receiver. Die Activities dienen der Oberflächendarstellung (View), die Services dienen 
als Hintergrundprozesse (Controller) und die Content Provider verwalten die Daten (Model). Das 
Entwurfsmuster Model-View-Controller strukturiert die Software für den flexiblen Programment-
wurf. Die Broadcast Receiver stellen die Verbindung zum System her, welche durch Intents kom-
munizieren, die Objekte zur Nachrichtenübermittlung sind. [L-BePa10, vgl. Seite 16 ff.] 
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2.3.3 Bootvorgang 
Der Android Bootvorgang, der einen wesentlichen Unterschied zu Desktop-Systemen vorweist, 
wird in seinen sieben Phasen beginnend vom Einschalten der Spannungsquelle, bis hin zur Android 
Benutzeroberfläche nachfolgend detaillierter beschrieben [L-Hoog11, vgl. Seite 49 ff.]. 
 
 
2.3.3-1 Phasen der Android Boot Sequenz 
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2.3.3.1 Phase 1 – Einschalten und Boot-ROM-Code 
Mit dem Druck auf die Einschalt-Taste (Power-Button) wird die CPU mit Strom versorgt. Nach 
dem Einschalten befindet sich die CPU im nicht initialisierten Zustand, mit nicht eingerichteter 
Uhr, einzig das interne RAM ist verfügbar. Bei stabiler Stromversorgung wird der Boot-Code im 
Boot-ROM ausgeführt, der sich der Lokalisierung des Bootmediums annimmt. Typischerweise 
wird als Bootmedium der interne Flash-Speicher genutzt, da dieser nach Abschaltung der Stromzu-
fuhr bestehen bleibt. Im Fall des Wandboards ist dies die Mikro SD-Karte, die in das Kernmodul 
eingesteckt ist. 
 
 
2.3.3-2 Phase 1 der Android Boot Sequenz [L-Hoog11, Seite 51] 
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2.3.3.2 Phase 2 – Boot Loader 
Die Phase des Boot Loaders unterteilt sich in zwei Teile: 
Der primäre Boot Loader ist ein kleiner Programmteil, der das externe RAM erkennt, einrichtet 
und mit dieser Hilfe den sekundären Boot Loader lädt. 
Der sekundäre Boot Loader bietet die Möglichkeiten an, einen standardmäßigen Bootvorgang 
durchzuführen oder einen alternativen Bootmodus auszuwählen. Der standardmäßige Bootvorgang 
ist für die Einrichtung des Dateisystems, für den zusätzlichen Speicher, die Netzwerkunterstützung 
und andere Funktionen zuständig. Nach diesem Schritt wird versucht, den Kernel in das externe 
RAM zu laden, Boot-Parameter zu setzen und einen Sprung auf dem Linux-Kernel durchzuführen. 
 
 
2.3.3-3 Phase 2 der Android Boot Sequenz [L-Hoog11, Seite 52] 
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2.3.3.3 Phase 3 – Kernel 
Ab dieser Phase übernimmt der Kernel die Systemverantwortung und ist zuständig für die System-
Ressourcen, er eignet sich die Kontrolle über die Hardware an. Es werden weitere Komponenten 
wie Interrupt-Controller, Speicherschutz und Prozessplaner eingerichtet, um das System zu betrei-
ben. Sind die Caches und Memory Management Units (MMU) eingerichtet, können Prozesse ge-
startet werden. Weiter wechselt der Kernel in das Root Verzeichnis und startet den init Prozess als 
Initial Prozess. 
 
 
2.3.3-4 Phase 3 der Android Boot Sequenz [L-Hoog11, Seite 52] 
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2.3.3.4 Phase 4 – Init-Prozess 
Der init Prozess ist der Ursprung aller Systemprozesse, jeder weitere Prozess ist von ihm oder einer 
seiner Kinder Prozesse gestartet. Im System-Verzeichnis /system/core/rootdir sucht er das Shell-
Skript init.rc und liest dies ein. Das Skript richtet eine Vielzahl von Systemeinstellungen ein und 
startet die Systemprozesse. 
 
 
2.3.3-5 Phase 4 der Android Boot Sequenz [L-Hoog11, Seite 55] 
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2.3.3.5 Phase 5 – Zygote und Dalvik VM 
Durch den init Prozess startet Zygote, ein Prozess welcher die Dalvik Virtual Machine initialisiert 
und startet. Die Dalvik VM dient als Umgebung zur Ausführung einer Anwendung unter Android. 
Dies bedeutet, dass für jede aufgerufene Anwendung einer Kopie von Zygote, auch eine Dalvik 
VM erzeugt wird. 
 
 
2.3.3-6 Phase 5 der Android Boot Sequenz [L-Hoog11, Seite 55] 
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2.3.3.6 Phase 6 – System Server 
Der System-Server ist die erste Java-Komponente die wie in der zuvor beschriebenen Phase gestar-
tet wird. Der System-Server initialisiert die grundlegenden Systemdienste die in der Run-Methode 
des System-Servers eingetragen sind, er stellt somit die wesentlichen Kernfunktionalitäten des Sys-
tems zum Betrieb zur Verfügung. 
 
 
2.3.3-7 Phase 6 der Android Boot Sequenz [L-Hoog11, Seite 56] 
 
 
2.3.3.7 Phase 7 – Broadcast 
Läuft der System-Server und ist der Bootvorgang beendet, wird eine Broadcast Nachricht AC-
TION_BOOT_COMPLETED an das System ausgesendet, das System ist nun betriebsbereit. An 
dieser Stelle setzen registrierte Dienste ein, die nach dem Bootvorgang gestartet werden sollen. 
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2.3.4 Dateisystem und Partitionierung 
2.3.4.1 Dateisystem 
Es liegt nahe, dass das verwendete Dateisystem ein Linux-Dateisystem ist, da dem Android-System 
ein Linux-Kernel zugrunde liegt. Das Dateisystem dient der Organisation des Datenträgers, sodass 
Dateien gelesen, gespeichert oder gelöscht werden können. Dabei muss das Ordnungs- und Zu-
griffssystem die Geräteeigenschaften berücksichtigen. 
Für die verschiedenen Partitionen auf dem Android Betriebssystem, kommen eine Vielzahl von 
Dateisystemen zum Einsatz. Die Hauptsächlich genutzten sind dabei das FAT32 Dateisystem das 
„Root Filesystem“ (Rootfs) und das in Linux-Umgebungen sehr weit verbreitete „Fourth Extended 
Filesystem“ (Ext4). 
 
FAT 
Die FAT ist eine Tabelle mit fester Größe, in der über die belegten und freien Cluster eines FAT-
Dateisystems Eintragungen, über genutzte Datenbereiche geführt werden. Die Datenbereiche haben 
eine feste Anzahl von Clustern. 
Rootfs 
Das Root-Dateisystem ist ein minimales Dateisystem und sollte in der Regel klein sein, da es sehr 
kritische Dateien enthält. Es wird vom Kernel unter „/“ eingebunden. 
Ext 
Im Gegensatz zum FAT-Dateisystem wird der Laufwerksinhalt, in einer Baumstruktur statt in einer 
Tabelle gespeichert. Die Knoten dieser Baumstruktur bestehen aus Inodes, die Metadaten enthalten 
und  Daten der Datei beziehungsweise Dateilisten von Verzeichnissen referenzieren. 
RAW 
Das RAW Format abstrahiert Daten nicht über ein Dateisystem und lässt somit den direkten Zugriff 
auf eine Festplattenpartition zu. 
 
Jedes Dateisystem bietet bestimmte Vor- und Nachteile, auf die in dieser Arbeit nicht weiter einge-
gangen werden kann. Es wurde in der Kurzbeschreibung auch nicht auf eine spezielle Version der 
genutzten Dateisysteme verwiesen. 
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2.3.4.2 Partitionierung 
Das Dateisystem des Android Betriebssystems ist in verschieden Partitionen untergliedert und kann 
nachträglich verändert werden. Das Speicherabbild kann mittels eines geeigneten Werkzeugs ein-
gelesen und verändert werden, dafür bietet sich gparted an. Diese Anwendung ist bereits auf dem 
Betriebssystem Kali vorinstalliert und wird als kostenlose Version angeboten [S-Kali16]. Wie ein 
solches Speicherabbild modifiziert werden kann, ist in 3.2.1 Vorbereiten der SD-Karten-
Speicherabbilder genau beschrieben. Folgender Abschnitt erklärt grundlegende Partitionen, die auf 
nahezu allen Android Speicherabbildern vorhanden sind. Die nächste Abbildung stellt dabei Parti-
tionen mit den nachfolgend aufgeführten Dateisystemen (blau) und Einhängepunkten im System 
(orange) dar [I-DrWi16]: 
 
2.3.4-1 Grundlegende Partitionen auf Android Speicherabbildern 
 
Boot: Die Boot-Partition ist auf fast jedem Linux-System zu finden und enthält Daten, 
die zum Starten des Linux-Kernels benötigt werden. Aus Kompatibilitätsgründen 
zu anderen Betriebssystemen wird hier das FAT Dateisystem eingesetzt. 
Recovery: Die Recovery-Partition ist die Wiederherstellungspartition und beinhaltet eine Si-
cherung des Systems, des Weiteren den Bootvorgang im Sicherungsmodus. Die 
Daten dieser Partition werden ohne Dateisystem abstrahiert und es wird ein direk-
ter Zugriff darauf erlaubt. 
Misc: Die Misc-Partition dient der Bereitstellung von Einstellungsdaten die während des 
Bootvorganges geladen werden, wie bei Recovery wird kein Dateisystem verwen-
det und der Zugriff auf die Daten erfolgt direkt. 
Root: Die Root-Partition ist die Erweiterungspartition und konstituiert den Ausgangs-
punkt aller weiteren Partitionen. 
System: Die System-Partition beinhaltet das Betriebssystem Android welches durch ein 
NAND-Lock geschützt wird. Beim Löschen dieser Partition wird nur das Betriebs-
system gelöscht, ein Bootvorgang ist dennoch weiterhin möglich. 
Data: Alle Daten und installierten Anwendungen des Anwenders, werden in der Data-
Partition gespeichert. 
Cache: Die Cache-Partition dient dem Zwischenspeichern von Anwendungsdaten die im 
laufenden Betrieb generiert werden. 
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2.3.5 Dalvik Virtual Machine 
Ein wichtiger Teil der Android Laufzeitumgebung ist die Dalvik Virtuelle Maschine. Sie wurde 
von Dan Bornstein entwickelt und ist nach dem Ort Dalvík in Island benannt, in dem Verwandte 
von Bornstein lebten. Die Dalvik VM basiert auf der quelloffenen JVM Apache Harmony und 
wurde in Aufbau und Funktionsumfang an die Anforderungen mobiler Endgeräte angepasst. Als 
reduzierte virtuelle Maschine mit geringerem Speicherbedarf, unterscheidet sie sich in vielen Punk-
ten von Oracles JVM. Bei der Dalvik VM die als virtuelle Registermaschine konzipiert wurde, 
werden Instruktionen die auf Variablen arbeiten, direkt im Register gespeichert [L-AsBa02, Seite 
18 ff.]. Die JVM im Vergleich zur Dalvik VM arbeitet als Kellerautomat und agiert über einen 
Stapel [L-AsBa02, Seite 299 ff.]. Weiter wird für die Dalvik VM eine eigene, stark optimierte Ver-
sion von Byte-Code durch den Präprozessor dx erzeugt und als dex Datei abgelegt. Ein weiterer 
Vorteil liegt in der genutzten Hardware, da die Dalvik VM sehr gut an die RISC-Architektur der 
ARM Prozessoren angepasst wurde, um schnell und ressourcenschonend zu laufen. So ist es auch 
möglich pro Anwendung beziehungsweise pro Prozess eine Dalvik VM zu starten, was sicherheits-
technisch den größten Vorteil an diesem Konzept ausmacht. 
Die folgende Abbildung skizziert den Weg des Java-Codes von der Erstellung bis zur Ausführung 
im Android-Endgerät. Oberhalb der gestrichelten Linie, findet die Entwicklung in der IDE auf dem 
PC statt. Der nach unten gerichtete Pfeil, deutet den Erstellungsprozess bis hin zum Mobilgerät an. 
Dieses Vorgehen ist für die Entwicklung von Anwendungen völlig transparent. [L-BePa10, vgl. 
Seite 17 f.] 
 
 
2.3.5-1 Von *.java zu *.dex [L-BePa10, vgl. Seite 17] 
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2.3.6 Android Paket (APK) 
Eine Anwendung kann auf dem Dateisystem vorinstalliert sein oder nachinstalliert werden, ledig-
lich der Speicherort des Android Paketes variiert dabei. Die vom Betriebssystem bereitgestellten 
Anwendungen, befinden sich in Unterverzeichnissen im System-Verzeichnis /system, nachträglich 
installierte Anwendungen sind in Unterverzeichnissen unter /data aufzufinden. Da im weiteren 
Vorgehen dieses Projekts, Anwendungen auf Schadsoftware analysiert werden sollen, ist es von 
Bedeutung zu wissen, wie eine Anwendung aufgebaut ist. Folgende zwei Abschnitte geben einen 
Einblick in den Aufbau eines Android Pakets und die Schritte des Erstellungsprozesses. 
2.3.6.1 Aufbau 
Android Pakete, auch APK-Datei bezeichnet, sind Dateien mit der Dateiendung „apk“. APKs sind 
ZIP formatierte Dateien, die auf dem Format der JAR-Datei aufbauen und folgende Bestandteile 
beinhaltet: 
 
2.3.6-1 Aufbau des Android Pakets [I-AnDeA16] 
.dex files  
Diese Dateien sind das Ergebnis der Transformation des Java-Byte-Codes über den Cross-
Compiler dx in dem für Dalvik VM vorgesehenen Format dex-Byte-Code (vgl. Abschnitt 2.3.5 
Dalvik Virtual Machine). 
resources.arsc 
Diese Datei ist eine Tabelle, in der den Ressourcen IDs und Pakete zugeordnet werden. Ressourcen 
sind keine Code-Dateien, stellen jedoch Informationen für diese bereit. 
uncompiled resources 
Die nicht kompilierten Ressourcen einer Anwendung, wie Bilder, Audio oder Videos, liegen im 
res Ordner des ZIP Archives. 
AndroidManifest.xml 
Das Android Manifest gibt Auskünfte über die Anwendung und dem geplanten Android Zielsys-
tem, auf der es lauffähig sein soll. Jede APK muss eine AndroidManifest.xml Datei beinhalten. 
Weiter verfügt das Manifest die globalen Definitionen der Anwendung, die implementierten Kom-
ponententypen und die Berechtigungen die angefordert werden. 
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2.3.6.2 Erstellungsprozess (Build Prozess) 
Das allgemeine Verfahren für den Erstellungsprozess, wird in der nachfolgenden Abbildung darge-
stellt, jedoch ist die Signierung der Anwendung zum Schluss des Erstellungsprozesses weggelassen 
worden. 
 
2.3.6-2 Erstellungsprozess des Android Pakets [I-AnDeB16] 
 
Der Java Compiler erstellt aus der R.java Datei, dem Quellcode und den konvertierten „aidl“ Da-
teien die kompilierten „class“ Dateien. Diese werden dann zur Benutzung in der Dalvik VM, durch 
das dex Tool in den Dalvik Bytecode konvertiert. Alle bereits kompilierten Ressourcen werden mit 
den nicht zu kompilierenden Ressourcen wie beispielsweise Bilder, Audios und Videos und dem 
Dalvik Dateien „dex“ an den apkbuilder übergeben, der eine APK erzeugt. 
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2.3.7 Berechtigungen 
Android baut auf Linux auf, welches ein Mehrbenutzer-Betriebssystem ist. Anwendungen laufen 
auf unterster Systemebene mit eindeutigen Systemidentitäten (Benutzer-ID und Gruppen-ID). So-
mit werden nicht nur Anwendungen, sondern auch ganze Teile des Systems, voneinander getrennt. 
Dies wird durch den Betriebssystemkern umgesetzt. Zum Thema Linux-Berechtigungsmodel wird 
in dieser Arbeit nicht weiter eingegangen. 
Ein weiterer Sicherheitsmechanismus ist der Android spezifische Berechtigungsmechanismus, der 
Beschränkungen für spezifische Operationen erzwingt. Diese Berechtigungen lassen sich dabei in 
drei Kategorien einteilen [I-AnDeJ16]: 
Normal 
Das Schutzlevel steht für Berechtigungen mit geringem Risiko, da diese Berechtigungen nur Zu-
griff auf isolierte Funktionen innerhalb der isolierten Anwendung haben. 
Gefährlich 
Dieses Schutzlevel steht für Berechtigungen mit höherem Risiko, da diese Berechtigungen Zugriff 
auf Anwenderdaten bieten oder Geräteeinstellungen ändern lassen können. 
Signatur 
Dieses Schutzlevel bezieht sich auf das Zertiﬁkat, mit dem eine Anwendung signiert wurde. Die 
angeforderte Berechtigung wird nur vergeben, wenn die fordernde Anwendung mit dem gleichen 
Zertiﬁkat signiert worden ist, wie die Anwendung welche die Berechtigung vergibt. 
Signatur oder System 
Dieses Schutzlevel steht für Berechtigungen, die für Anwendungen im Android Betriebssystem-
Verzeichnis vergeben werden oder für Anwendungen die mit demselben Zertiﬁkat signiert wurden, 
wie die Anwendungen die im Systemabbild signiert worden sind. 
Für Anwendungen müssen bereits während der Installation alle Berechtigungen angegeben werden, 
die zur Ausführung nötig sind. Dabei sind die Berechtigungen im Grunde Bezeichner in Form von 
Zeichenketten, die dem Manifest der Anwendung entnommen werden können (vgl. Abschnitt 2.3.6 
Android Paket (APK)). Entwicklern ist es auch möglich, eigene, anwendungsspezifische Berechti-
gungen zu erstellen, um die Kommunikation mit ihren Komponenten abzusichern. Eine Liste der 
Berechtigungen für die genutzte Plattform, kann im Internet eingesehen werden. [I-AnDeI16] 
2.3.8 Shell-Programmierung in Android 
Die Android Shell ist an die Unix Shell angelehnt, dabei ist die Unix Shell-Programmierung in der 
Literatur umfassend behandelt [L-Hero99, L-Park11]. Die angebotene Funktionalität der Android-
Shell verglichen mit der einer Standard Linux-Distribution ist stark vermindert, kann jedoch durch 
Verwendung von zusätzlicher Software erweitert werden (vgl. Abschnitt 3.2.8 Erweiterung der 
Android Shell Funktionalität). 
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2.4 Werkzeuge 
Der Umgang mit der Hardwareplattform Wandboard erfordert den Einsatz verschiedener Software 
basierender Werkzeuge (Tools). Die Selektion der passenden Werkzeuge für die spätere Analyse 
von Viren, wird maßgeblich durch das Betriebssystem bestimmt. Für die Aufgabenstellung der 
Analyse von Android Schadsoftware ist der Einsatz des Software Development Kits mit integrierter 
Android Debug Bridge unumgänglich. 
 
2.4.1 Android Studio 
Android Studio ist die offizielle integrierte Entwicklungsumgebung für die Entwicklung von And-
roid Anwendungen. Der Umfang dieser Software umfasst die grafische Oberfläche zur Entwick-
lung, einen Emulator für virtuelle Geräte, einen Code Editor sowie Code Optimierer, ein Layout 
Editor, ein Erstellungsprozess System für die verschiedenen Varianten und verschiedenen Fehler-
analyseprogramme. Auch Dokumentationen, Beispielcodes mit Übungsbeispielen und einen Mana-
ger welcher zur Verwaltung der installierten und installierbaren Tools und Pakete zuständig ist, 
sind in der Entwicklungsumgebung enthalten. Im Android Studio ist das Android Software Deve-
lopment Kit und die Android Debug Bridge inbegriffen [I-AnDeD16]. 
 
2.4.2 Android Software Development Kit (SDK) 
Das Android Software Development Kit ist eine Sammlung von Tools und stellt eine umfangreiche 
Auswahl an Entwicklungswerkzeugen zur Verfügung. Es ist nicht an das Android Studio gebunden 
und kann über Befehlszeile beziehungsweise Shell oder einer anderen IDE nach Wahl genutzt wer-
den. Das Android SDK umfasst einen Debugger, Bibliotheken, einen Emulator, Dokumentationen, 
Beispielcodes und Tutorials. Es besitzt Programme zum flashen der Sicherung und Anzeigen der 
Systemprotokollierung. Somit ist es nicht nur für Entwickler von Anwendungen gedacht, sondern 
richtet seinen Blick auch an Erfahrene Anwender und Administratoren aus. 
 
2.4.3 Android Native Development Kit (NDK) 
Das Android Native Development Kit ist eine Zusammenfassung von Programmen um nativen 
Code, also Maschinencode geschrieben in C beziehungsweise C++, auf Android Geräten zur Aus-
führung zu bringen [I-AnDeE16]. Im Gegensatz zum Java-Byte-Code der von der Dalvik VM in-
terpretiert werden muss, wird der kompilierte C/C++ Code direkt auf dem Prozessor ausgeführt, 
was eine Beschleunigung zur Folge hat und für CPU-intensive Anwendungen wie Spiele-
Umgebung, Signalverarbeitung und Physik-Simulation sehr zu bevorzugen ist. 
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2.4.4 Android Debug Bridge (ADB) 
Die Android Debug Bridge ist ein vielseitiges Kommandozeilen-Programm, das zur Kommunikati-
on zwischen ausführendem System und dem angeschlossenen Android Betriebssystem bezie-
hungsweise einem Emulator dient. Es ist eine Client-Server Anwendung. Dabei läuft eine Client 
Komponente auf der Entwicklerplattform, ein Server auf selbiger als Hintergrundprozess und ein 
Dienst, der auf jedem Gerät oder Emulator seinen Lauf ebenfalls im Hintergrund vollzieht. Zu be-
achten ist, dass auf dem zu verbindenden Gerät das „USB debugging“ aktiviert ist (vgl. Abschnitt 
2.2.3 Verbindungsaufbau). ADB wird in der Regel über USB verwendet, es ist jedoch auch über 
WLAN möglich [I-AnDeF16]. 
Nachfolgend werden alle wichtigen Kommandos von ADB zur korrekten Nutzung erläutert. 
 
ADB-Dienst starten und beenden 
adb start-server   Server als Hintergrundprozess starten. 
adb kill-server   Serverprozess beenden. 
 
Konnektivität mit einem Gerät herstellen 
adb devices   Listet alle angeschlossenen Geräte auf. 
adb usb    Setzt die Verbindungsüberwachung des Servers auf USB. 
adb tcpip xxxx  Setzt die Verbindungsüberwachung des Servers auf TCP/IP Port 
xxxx 
adb connect 192.168.x.x  Richtet eine Verbindung zum Gerät mit IP 192.168.x.x ein. 
 
Datenaustausch 
adb push <Quelle> <Gerät> Kopiert eine Datei vom ausführenden System auf das Verbundene 
Gerät. 
adb pull <Gerät> <Ziel> Kopiert eine Datei vom Gerät auf das ausführende System. 
Bsp.: Quelle oder Ziel 
C:\Users\User\Desktop\test.apk  [Windows] 
/home/User/Desktop/test.apk  [Linux] 
    Gerät: 
     /data/local/tmp/test.apk 
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Anwendung installieren und deinstallieren 
adb install <apk>   Installiert eine Android Anwendung auf dem Gerät. 
Bsp.: apk 
C:\Users\User\Desktop\test.apk  [Windows] 
/home/User/Desktop/test.apk  [Linux] 
adb uninstall <name>  Deinstalliert eine auf dem Gerät installierte Anwendung. 
   Bsp.: name 
    com.my.testapp 
 
Anwendung ausführen 
adb start <apk>    Startet eine Anwendung auf dem Gerät. 
   Bsp.: apk 
    /data/local/tmp/test.apk 
 
WEITERE Kommandos 
adb reboot    Fährt das Gerät herunter und startet es neu. 
adb remount    Systempartition /system mit Schreibrecht einbinden. 
adb shell    Startet eine Shell auf dem Gerät im aktiven Modus. 
adb shell <command>  Startet eine Shell auf dem Gerät mit explizit folgendem 
Kommando. 
   Bsp.: command 
    id  Zeigt die User-ID an. 
    ls  Zeigt den Inhalt des aktuellen Verzeichnisses an. 
 
Minimal ADB 
Sollte nur die Verwendung von ADB erwünscht sein, ist es auch möglich eine Speicher schonende 
Version zu installieren, diese beinhaltet lediglich ADB und fastboot, um den Verbindungsaufbau 
zwischen einem Rechner und einem Gerät zu realisieren. Minimal ADB ist für jede gängige Andro-
id Version über das XDA Entwickler Forum [S-XdaF16] als kostenlose Version abrufbar. 
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2.4.5 Paket-Manager und Anwendungs-Manager über die Android Shell 
Da die Shell-Programmierung nicht das Thema dieser Arbeit darstellt, doch im späteren Verlauf 
viele Methoden über die Shell realisiert werden, wird der Paket-Manager und der Anwendungs-
Manager kurz erläutert. Die Kommandos der Manager bieten Zugriffe auf zahlreiche Systemfunk-
tionen wie das Steuern und das Starten der Aktivitäten verschiedener Anwendungen. [I-AnDeH16] 
 
 
Paket-Manager 
Mit dem Paket-Manager (Package Manager) lassen sich alle installierten Anwendungen anzeigen, 
bereits auf dem Gerät befindliche „apk“ Dateien installieren und generell Anwendungen verwalten. 
[I-AnDeH16, Meta-Tag #pm] 
 
Anwendungs-Manager 
Mit dem Anwendungs-Manager (App Manager) lassen sich Aktivitäten von Apps direkt starten, 
was etwa dem Antippen von Verknüpfungen auf dem Hauptbildschirm entspräche. Ebenso können 
Prozesse beendet, verschiedene Systemaktionen ausgeführt, Intents als Broadcast gestartet, die 
Gerätebildschirmeigenschaften verändert werden und vieles anderes mehr. [I-AnDeH16, Meta-Tag 
#am] 
 
 
Der Überblick der möglichen Befehle des Paket-Managers und des Anwendungs-Managers, macht 
die Mächtigkeit dieses Werkzeuges erst klar. Die Verwendungen dieser Werkzeuge im späteren 
Verlauf des Projektes sind unabwendbar. Eine einfache Handhabung über ein Terminal ist mit 
Leichtigkeit zu realisieren. 
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2.5 Schadsoftware 
Schadsoftware bezeichnet Computerprogramme die in datenverarbeitende Systeme eingeschleust 
werden, um deren Benutzer Schaden durch unerwünschte Funktionen zu zufügen. Der Einsatz von 
Schadsoftware stellt somit eine ernstzunehmende Bedrohung dar. Im folgenden Abschnitt wird 
zunächst darauf eingegangen, warum Android ein lukratives Ziel für Schadsoftware ist. Weiter 
wird die Schadsoftware anhand der Verbreitungsmethoden und des Funktionsumfanges klassifi-
ziert, dabei spielt auch der Sicherheitsmechanismus zur Rechtevergabe eine enorme Rolle. 
2.5.1 Schadsoftware im Wandel der Zeit 
In der Anfangszeit der Computertechnik wurde Schadsoftware oft von Personen, mit eher akademi-
schem Interesse verfasst. Diese Schadprogramme konnten wichtige Dateien löschen oder das Be-
triebssystem beschädigen. Aktuell handelt es sich bei diesem Personenkreis um IT-Kriminelle, die 
profitorientiert handeln und gezielt arbeiten [L-Ecke13, vgl. Seite 23]. Die Schadsoftware die heut-
zutage zum Einsatz kommt, ist so verfeinert, dass ein Geschädigter eine Infektion gar nicht be-
merkt. Manche Schadprogramme übernehmen Rechner, um im Rahmen eines Netzwerks diese 
fernzusteuern. Andere Schadsoftware-Varianten greifen sensible Daten ab, um Online-Betrug vor-
zubereiten. Ein weiterer Faktor dieses Wandels findet mit der ständigen Anpassung der Systeme, 
gegen diese Bedrohung statt. Bestehende Sicherheitsmechanismen werden mittels Hardware sowie 
Software ständig verbessert und durch neue Schutzhürden, wird der Schadsoftware der Zugang 
zum System erschwert. 
 
 
2.5.1-1 Evolution mobiler Schadsoftware [I-Digi16] 
  
Grundlagen  37 
2.5.2 Android als Zielplattform 
Aufgrund der Tatsache das Smartphones immer mehr Anwendung im privaten und beruflichen 
Alltag finden, erreichen die Betriebssysteme dieser Geräte eine immer größere Verbreitung. Fol-
gende Abbildung zeigt die Verteilung von mobilen Betriebssystemen am Weltmarkt. 
 
2.5.2-1 Aufteilung der mobilen Betriebssysteme im 2. Quartal 2014 [I-Sec16] 
 
Durch die stetig wachsende Leistungsfähigkeit dieser Systeme, sind sie nicht nur lohnendes Ziel für 
Angriffe von IT-Kriminellen, sondern auch von Behörden und Staaten geworden. 
 
2.5.2-2 Schadsoftwarefunde durch Kaspersky Lap im Jahr 2013 [I-Sec16] 
Die Abbildung zeigt die prozentuale Verteilung an Schadsoftware auf mobilen Umgebungen, er-
kannt durch Kaspersky Lab im Fundzeitraum 2013. 
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Es ist zu entnehmen, dass sich im Jahr 2013 der größte Teil der Schadsoftware gegen das Betriebs-
system Android richtet. Der hohe Schadsoftwareanteil ist aufgrund der starken Marktpräsenz des 
Android-Systems zu erklären. Die Update Problematik die mit Android einhergeht, ist ein sicher-
heitskritischer Aspekt. Da Updates nur vom Hersteller des Gerätes kommen und dies erst nach sehr 
langer Zeit geschieht, können bekannte Sicherheitslücken auf den Geräten ausgenutzt, aber nicht 
geschlossen werden. Die nachfolgende Abbildung vermittelt dabei deutlich die prozentuale Vertei-
lung der einzelnen Android Versionen am Markt. 
 
 
2.5.2-3 Verteilung der Android Plattform Version [I-AnDeZ15] 
 
Es ist unverkennbar, dass die Version KitKat 4.4 mit 36,6 % den größten Anteil annimmt, dicht 
gefolgt von Jelly Bean mit insgesamt 26,9 %. Dabei ist die Version Lollipop 5.0 am 3. November 
2014 am Markt eingeführt wurden. Geschultert ist dies den aufwändigen Anpassungen die ein Her-
steller durchführen muss, um Updates für eine neue Android Version publizieren zu können, ange-
passt an die vielfältigen Geräte. 
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2.5.3 Klassifizierung 
In der Vergangenheit konnten Schadprogramme in Rubriken eingeteilt werden, die bekanntesten 
Vertreter davon sind Viren, Würmer und Trojaner. Aktuell ist es so, dass diese Klassifizierung 
weniger Anwendung findet, da die Schadprogramme eine Vielzahl von Funktionen besitzen und so 
mehr und mehr zu Hybriden werden. Leider ist eine Klassifizierung von Schadprogrammen in kei-
ner Norm aufgeführt, darum finden auch die unterschiedlichsten Modelle zur Taxonomie von 
Schadsoftware Anwendung. Die nachfolgende Abbildung zeigt die Verteilung von Schadsoftware 
anhand der Taxonomie von Kaspersky Lab. 
 
 
2.5.3-1 Die 10 aktivsten Schadprogramm-Typen August 2013 - Juli 2014 [I-Sec16] 
 
Der vermehrte Einsatz von Trojanern, wird aus der Abbildung sichtbar. Trojaner sind Computer-
programme die sich als nützliche Anwendung tarnen und im Hintergrund ohne Wissen des Anwen-
ders, andere Funktionen ausführen. Dies ist auch im Hinblick der aktuellen Sicherheitsmechanis-
men die ein Betriebssystem bietet, als Präventionsmaßnahme zum Schutz vor einer Infektion plau-
sibel. In den meisten Fällen wird Schadsoftware in Anwendungen integriert, unter einem Deckna-
men angeboten und durch das Vertrauen des Anwenders ausgeführt. 
Im weiteren Verlauf dieses Abschnittes wird keine Klassifizierung im herkömmlichen Sinn durch-
geführt, sondern die Schadsoftware anhand der Verbreitungsmethoden und des Funktionsumfangs 
beschrieben. 
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2.5.4 Verbreitungsmethoden 
Durch immer sicher werdender Kommunikationsprotokolle und Betriebssysteme, ist die Verbrei-
tung von Schadsoftware durch Ausnutzung von Sicherheitslücken zurückgegangen. Aktuell nutzen 
Schadprogramme reguläre Kommunikationskanäle, wie Instant Messaging Programme und E-
Mails, um sich zu verbreiten. Diese Programme sind auf die Mithilfe ihrer Geschädigten angewie-
sen, die wiederum durch Social Engineering dazu bewegt werden, den Anhang einer E-Mail auszu-
führen oder einem zugeschickten Link zu folgen. Die Möglichkeiten einer Infektion sind dadurch 
sehr vielfältig, können jedoch in drei Oberrubriken unterteilt werden: 
 
Installation durch den Anwender 
Eine Anwendung wird durch den Benutzer des Gerätes installiert und so legitimiert mit denn zur 
Installation stattgegebenen Rechten, zu interagieren. Die Anwendung lässt durch Deckname und 
andere irreführende Beschreibungen, keinen Rückschluss auf ein Schadprogramm zu. 
Installation durch Dritte 
Eine Anwendung wird durch einen Dritten, der physischen Zugriff auf das System hat, installiert. 
Der Benutzer des Geräts weiß unter Umständen nicht, dass Schad- oder Spionagesoftware auf dem 
Gerät installiert wurde. 
Ausnutzung von Schwachstellen 
Eine Anwendung wird durch Ausnutzung einer Schwachstelle im Betriebssystem installiert. Diese 
Technik ist auch als Exploit bekannt und gewährt der Anwendung zumeist die höchsten System-
rechte. Schwachstellen ergeben sich hierbei durch die permanent steigende Funktionalität der Be-
triebssysteme. Auch die Synchronisation mit anderen Geräten kann eine große Rolle spielen. Es 
bestehen Möglichkeiten, dass bei dem Datenaustausch zwischen Mobilgerät und Fremdgeräten 
Schwachstellen ausgenutzt und Angriffe in beide Richtungen realisiert werden. 
 
An dieser Stelle ist zu sagen, dass auch Mischformen in Form von „Drive-by-Angriffen“ möglich 
sind. Dabei wird der Benutzer auf eine Internetseite verwiesen, auf der Schadsoftware für das ge-
nutzte Betriebssystem und den genutzten Browser hinterlegt ist, auch hierbei werden Schwachstel-
len im System ausgenutzt. Noch eine sehr interessante Möglichkeit, ergibt sich mit der Datenumlei-
tung „Man-in-the-Middle“. „Man-in-the-Middle“ ist die Möglichkeit, die Kommunikation zwi-
schen einem Mobilgerät und einem Zielsystem abzuhören und die gesendeten beziehungsweise 
empfangenen Daten zu manipulieren, um unbemerkt Schadsoftware zu platzieren. 
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2.5.5 Funktionsumfang und Berechtigungen 
Schadsoftware ist auf die vom Betriebssystem zur Verfügung gestellten Funktionen angewiesen. 
Die Komplexität dieser Programme ist also abhängig von der Anzahl und dem Umfang der genutz-
ten Funktionen, einige dieser sind nachfolgend aufgelistet: 
- Ver- und Entschlüsselung der Anwendung zur Laufzeit 
- Obfuscating des Quellcodes 
- Kommunikation mit einem Command-and-Control-Server 
- Nachladen von Code 
- Entwenden, manipulieren oder verschlüsseln von privaten Daten 
- Umleiten der Kommunikation 
- Versenden von SMS oder E-Mails 
Schadsoftware unter Android kann nur wirken, wenn diese installiert wurde und die geforderten 
Berechtigungen erhalten hat. Dieser Sicherheitsmechanismus findet Anwendung über das Android 
Manifest, welches nur im Binärformat vorliegt und ohne Konvertierung unbrauchbar ist. Um Be-
rechtigungen einer Anwendung lesen oder sogar ändern zu können, ist der Entwicklungsumgebung 
das Android Asset Packaging Tool (aapt) beigefügt. Der Funktionsumfang kann daher Aufschluss 
geben, um welche Art von Schadprogramm es sich handelt. Die Zuordnung von Funktionen zu 
Berechtigungen ist jedoch nicht immer trivial, da die Zuteilung der Rechte in die Berechtigungs-
gruppen von Google erfolgt [I-AnDeC16, Meta-Tag #perm-groups]. Nachfolgend sind einige Bei-
spiele zu Funktionen und Berechtigungen aufgelistet: 
Identität:   GET ACCOUNTS, READ PROFIL, … 
Kamera/Mikrofon:  CAMERA, FLASHLIGHT, RECORD VIDEO, … 
SMS:    RECEIVE MMS, WRITE SMS, SEND SMS, … 
Kontakte:   READ CONTACTS, … 
Geräte-ID und A.:  READ PHONE STATE, READ SETTINGS, … 
Geräte- und App-Verlauf:  GET TASKS, CHECK LICENSE, … 
Telefon:   CALL PHONE, … 
Standort:   ACCESS COARSE LOCATION, … 
Fotos/Medien/Dateien:  READ EXTERNAL STORAGE, … 
Sonstiges:   INTERNET, STATUS BAR, INSTALL SHORTCUT,… 
2.5.6 Sonstige Besonderheiten 
Unter Schadsoftware ist nicht immer die gesamte Anwendung zu verstehen. So können ahnungslo-
sen Benutzern legitime Anwendungen mit eingebettetem, schadhaftem Codefragment untergescho-
ben werden. Hierbei ist die Modifizierung einer kostenpflichtigen Anwendung sehr beliebt, da sie 
über einen alternativen Markt unentgeltlich greifbar ist. Dabei sind die Hauptkomponenten der 
modifizierten Anwendung, mit denen des Originals gleich. Das Manifest der modifizierten Anwen-
dung ist auf dem Berechtigungslayout der Schadroutinen erweitert. Beim Vergleich der Anwen-
dungen würde eine Manipulation zum Vorschein treten. 
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3 Methoden 
Im folgenden Kapitel wird eine Aufstellung der verwendeten Hardware und Software gegeben, 
Der Aufbau und die Installation aller Komponenten werden beschrieben. Darüber hinaus präsen-
tiert das Kapitel, anhand des zu konfigurierenden Materials, alle durchgeführten Methoden. 
3.1 Material 
Nachdem die Grundlagen zum Wandboard und dem zu verwendeten Betriebssystem bekannt sind, 
müssen noch Vorbereitungen zur Durchführung der einzelnen Methoden getroffen werden. Zu 
dieser Bereitstellung gehört der Einsatz verschiedener Fremdsysteme, um bestimmte Interaktio-
nen mit der Hardwareplattform Wandboard durchführen zu können. 
3.1.1 Verwendete Hardware 
Zu der bereits erwähnten Hardwareplattform Wandboard, wird zur Durchführung aller Methoden 
folgende Hardware benötigt: 
1x Rechnersystem mit USB und SD-Karten-Schnittstelle (PC oder Laptop) 
1x Mikro SD-Karte (evtl. pro Betriebssystem eine Mikro SD-Karte) 
Zur Durchführung einiger Methoden wird folgende Hardware benötigt: 
1x Mikro USB auf USB-Kabel 
1x optische Maus über USB 
1x Tastatur über USB 
1x USB-Hub (Passiv) 
1x WLAN-Router (mit Konnektivität zum Internet) 
Obendrein sollte das zu verwendende Rechnersystem folgende Komponenten besitzen eine, USB 
Schnittstelle zur ersten Kommunikation mit dem Wandboard, eine SD-Karten-Schnittstelle zum 
Bereitstellen der Android Betriebssysteme und ein WLAN-Modul für die Kommunikation mit 
einem Netzwerkgerät. An das Rechnersystem selbst werden keine hohen Ansprüche gestellt, da 
die meisten Aktionen über die Shell beziehungsweise Eingabeaufforderung erledigt werden und 
somit kein großes Leistungsniveau vorausgesetzt wird. Es wird mindestens eine Mikro SD-Karte 
benötigt, die das zu verwendende Betriebssystem für das Wandboard bereitstellt. Hier bietet es 
sich pro Betriebssystem an, eine weitere Mikro SD-Karte vorrätig zu haben. Dies macht es beim 
Experimentieren mit den verschiedenen Android Versionen geradezu einfacher, da das Beschrei-
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ben der Mikro SD-Karten mit dem Betriebssystem Speicherabbild sehr viel Zeit in Anspruch 
nimmt. Dem Wandboard liegt kein Mikro USB auf USB Verbindungskabel bei, das zu ergänzen 
ist. Zur Steuerung des Android Betriebssystems eignet sich eine USB Maus und eine USB Tasta-
tur sehr gut. An dieser Stelle sei vermerkt, dass die Steuerung auch über ein Touchscreen erfolgen 
kann. Die USB Maus und die USB Tastatur müssen über einen USB-Hub angeschlossen werden, 
da das Wandboard nur einen USB-Port besitzt, hierbei jedoch zwei Steuerungsgeräte Verwendung 
finden. Der USB-Hub kann hier ein passiver sein, da Maus und Tastatur keine hohen Leistungs-
verbraucher darstellen. Beim Einsatz von weiteren USB Medien an den USB-Hub ist zu beden-
ken, dass ein Tausch der Passiv-Komponente mit der Aktiv-Komponente nötig sein könnte, um 
sich nicht der Leistung des Systems zu bedienen. Überdies wird die Kommunikation mit dem 
Internet durch einen benötigten WLAN-Router mit DHCP-Funktion geregelt. 
 
3.1.2 Verwendete Software 
Das in Gebrauch zu nehmende Betriebssystem für das Rechnersystem ist unabhängig von der 
Durchführung und sollte dem Benutzer bekannt sein, sodass eine Verwendung ohne Probleme 
vollzogen werden kann. Die für diese Arbeit angewandten Betriebssysteme sind: 
 Microsoft Windows 8.1 Pro 64-bit 
 Kali Linux 2016.1 32-bit 
Weiter wird noch folgende Software verwendet: 
 Android Studio 2.1 
 Oracle Virtual Box 5.0.14 
Win32 Disk Imager 0.9.5 
 Wireshark 1.12.8 
Es ist für die auf dem Rechnersystem befindliche Betriebssystem-Umgebung zu empfehlen, eine 
Linux Distribution zu wählen, denn die Dateisysteme der in den Speicherabbildern befindlichen 
Betriebssysteme sind Android basierend und nutzen somit Dateisysteme, die unter anderen Be-
triebssystemen nicht erkannt werden können. Explizit heißt das, dass die Dateisysteme bestimm-
ter Partitionen der Mikro SD-Karte unter Microsoft Windows nicht richtig interpretiert werden 
können. 
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3.1.3 Aufbau der Testumgebung 
Die Verbindungen der Komponenten des Rechnersystems sowie der Komponenten des Routers, 
sind nach den mitgelieferten Benutzerhandbüchern dieser Geräte erfolgt. Das Anschließen und 
Einstecken der einzelnen Komponenten, Kabel und Schnittstellen am Wandboard ist dem Ab-
schnitt 2.2.1-1 Beschriftung zur Wandboard Schnittstellenkarte [I-WanC16, Seite 6] und dem 
Abschnitt 2.2.1-2 Beschriftung zum Wandboard Kernmodul [I-WanC16, Seite 5] zu entnehmen. 
 
3.1.4 Installation der Testumgebung 
Die Testumgebung die für diese Arbeit Verwendung findet, lässt sich wie folgt detaillieren: 
Das Rechnersystem ist mit einem voll funktionsfähigen Microsoft Windows 8.1 Pro 64-bit Be-
triebssystem ausgestattet und nach Installationsanleitung eingerichtet [I-MicrA16]. Des Weiteren 
sind folgende Programme installiert: 
Android Studio 2.1, Installationshinweis unter [I-AnDeG16] 
Oracle Virtual Box 5.0.14, Installationsanleitung unter Kapitel 2 [I-Orac16] 
Win32 Disk Imager 0.9.5, Installationshinweis unter [I-MicrB16] 
Wireshark 1.12.8, Installationsanleitung unter Kapitel 2 [I-Wire16] 
Über Oracle Virtual Box 5.0.14 wurde eine virtuelle Maschine erzeugt, die ein Rechnersystem mit 
dem Kali Linux 2016.1 32-bit Betriebssystem beinhaltet. Die Installation einer virtuellen Maschi-
ne ist in Kapitel 3 [I-Orac16] beschrieben. Die WLAN Verbindung ist über das Rechnersystem 
eingerichtet und funktionsbereit [I-MicrC16]. Der angemeldete Benutzer am Microsoft Windows 
Rechnersystem und am Linux System hat volle Administrationsrechte beziehungsweise Root-
Rechte oder kann diese, über die Benutzerkontensteuerung des jeweiligen Systems, ohne Ein-
schränkung anfordern. 
An dieser Stelle ist anzumerken, dass die Testumgebung auch sehr viel einfacher gestaltet werden 
kann, indem nur die Distribution Kali Linux zum Einsatz kommt, mit einer Installation von mini-
mal Android Debug Bridge. 
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3.1.4.1 Einrichten der SD-Karten-Schnittstelle für die virtuelle Maschine 
Da Microsoft Windows nicht alle Dateisysteme unterstützt und der Umgang mit den für diesem 
Projekt benötigten Dateisystemen notwendig ist, wird in diesem Abschnitt eine Konfiguration 
erläutert, die den direkten Zugriff auf eine im SD-Karten-Lesegerät steckende SD-Karte über die 
virtuelle Maschine realisiert. 
1. Identifizierung der Geräte ID für das SD-Karten Lesegerät 
Über das von Microsoft Windows mitgelieferte Programm cmd.exe (Eingabeaufforderung) kann 
die Geräte ID mit folgendem Befehl ermittelt werden: 
 wmic diskdrive list brief 
 
Folgende Abbildung zeigt eine mögliche Ausgabe für diesen Befehl. 
 
3.1.4-1 cmd.exe: Geräte ID unter Microsoft Windows ermitteln 
 
Die zwei Einträge der ausgegebenen Tabelle sind: 
- Festplatte des Rechnersystems 
- eingesetzte SD-Karte 
Somit lautet die Geräte ID für die SD-Karte \\.\PHYSICALDRIVE1. Außerdem kann hier auch 
schon die Größe des Datenträgers mit 7772889600 Byte ermittelt werden. 
2. Spezial Link über Virtual Box erstellen 
Über ein im Leistungsumfang integriertes Programm von Virtual Box, wird ein spezieller Hard-
warelink für den direkten Zugriff auf die SD-Karte erstellt. Die Software ist im Installationsver-
zeichnis von Virtual Box, das standardmäßig nach „C:\Program Files\Oracle\VirtualBox“ instal-
liert wird, unter VBoxManage.exe zu finden. 
VBoxManage.exe internalcommands createrawvmdk -filename                                 
"%USERPROFILE%/Desktop/sdcard.vmdk" -rawdisk "\\.\PHYSICALDRIVE1" 
Die so erstellte Datei sdcard.vmdk, die sich auf dem Desktop des angemeldeten Benutzers befin-
det, lässt den direkten Zugriff auf die SD-Karte über eine virtuelle Maschine zu. 
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3. Virtuelle Größe der tatsächlichen SD-Karten Größe anpassen 
Über das Programm cmd.exe (Eingabeaufforderung) wird nun die Sektor Größe der SD-Karte 
bestimmt. Da die Geräte ID \\.\PHYSICALDRIVE1 lautet, trägt die SD-Karte die Bezeichnung 
Datenträger 1 im Programm DiskPart, folglich kann das Medium mit „disk 1“ angesprochen wer-
den. Der Laufwerksbuchstabe wird mit nachstehender Befehlsfolge ermittelt: 
 diskpart 
 select disk 1 
 detail disk 
Folgende Abbildung zeigt eine mögliche Ausgabe für diese Befehle. 
 
3.1.4-2 cmd.exe: Laufwerksbuchstabe für SD-Karte ermitteln 
 
Der Laufwerksbuchstabe der Disk 1 ist mit „F“ (roter Rahmen) klar bezeichnet. 
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Zudem sollte die Sektor Größe ermittelt werden, dies ist mit folgendem Befehl über das Pro-
gramm cmd.exe möglich: 
 fsutil fsinfo sectorinfo F: 
Folgende Abbildung zeigt eine mögliche Ausgabe für diesen Befehl. 
 
3.1.4-3 cmd.exe: Sektor Größe eines Datenträgers ermitteln 
 
Zu sehen sind die logischen Byte pro Sektor mit einer Größe von 512 Byte. Mit den so gewonne-
nen Informationen über die SD-Karte kann die tatsächliche Größe ermittelt werden. Eine Rech-
nung mit den zuvor ermittelten Werten berechnet die Größe in 512 Byte Einheiten: 
7772889600 Byte / 512 Byte = 15181425 
 
Die im vorherigen Schritt erstellte Datei sdcard.vmdk, wird nun mit einem Editor geöffnet und an 
der Stelle „Extent descriptionRW “ mit der berechneten Größe geändert: 
 
3.1.4-4 notepad.exe: sdcard.vmdk vor der Bearbeitung 
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3.1.4-5 notepad.exe: sdcard.vmdk nach der Bearbeitung 
 
4. Einrichten des Massenspeichermediums an der virtuellen Maschine 
Als letzte Maßnahme wird die im Schritt 2 erstellte Datei sdcard.vmdk, als Massenspeichermedi-
um der virtuellen Maschine angehangen. Dafür muss die Virtual Box gestartet und über die Opti-
on „Ändern“, die virtuelle Maschine modifiziert werden. Unter dem Punkt Massenspeicher wird 
die Datei als Speichermedium hinzugefügt. Folgende Abbildung zeigt die virtuelle Maschine mit 
der als Speichermedium eingerichteten Datei. 
 
3.1.4-6 Virtual Box: Einrichten des Massenspeichers 
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3.1.4.2 Einrichten eines Hotspots am Rechnersystem 
Um im späteren Verlauf dieser Arbeit den Netzwerkverkehr der Hardwareplattform mitschneiden 
zu können, wird die Kommunikation über das Rechnersystem geleitet. Dies kann über einen Hot-
spot realisiert werden. In diesem Abschnitt wird eine Konfiguration kommentiert, die es dem 
Rechnersystem ermöglicht über das Betriebssystem Microsoft Windows [ab Windows 8] einen 
Hotspot bereitzustellen, um Netzwerkgeräte den Zugriff auf das Internet zu gewähren. 
1. Unterstützung gehosteter Netzwerke ermitteln 
Über das von Microsoft Windows mitgelieferte Programm cmd.exe (Eingabeaufforderung) kann 
die Unterstützung gehosteter Netzwerke eingesehen werden: 
 netsh wlan show drivers | findstr gehostete 
Folgende Abbildung zeigt eine mögliche Ausgabe für diesen Befehl. 
 
3.1.4-7 cmd.exe: Unterstützung für gehostete Netzwerke ermitteln 
 
Die Funktion einen Hotspot über das im Rechnersystem vorhanden WLAN Moduls anbieten zu 
können, wird mit einem „Ja“ nach dem Doppelpunkt ermittelt. Die Abbildung zeigt für die Te-
stumgebung „Ja“ an. 
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2. Hotspot erstellen 
Weiter kann nun über das Programm cmd.exe (Eingabeaufforderung) der Hotspot mit folgendem 
Befehl erstellt werden: 
netsh wlan set hostednetwork mode=allow ssid=NETZ key= abcd!1234 
  keyUsage=persistent 
Dabei sollte für die SSID (ssid) eine in dieser Lokalität nicht verwendete Zeichenfolge gebraucht 
und als Kennwort (key) eine sichere Zeichenfolge, bestehend aus einer zufälligen Kombination 
von Buchstaben, Zahlen und Symbole, mit einer Mindestlänge von 12 Zeichen, genutzt werden. 
Für die Testumgebung lautet die SSID:  NETZ 
und das Kennwort:    abcd!1234 
Die Ausgabe an der Befehlszeile bestätigt die Einrichtung des Hotspots mit den Textzeilen: 
Der Modus für das gehostete Netzwerk ist so festgelegt, dass das gehostete Netzwerk zugelassen 
wird. 
Die SSID des gehosteten Netzwerks wurde erfolgreich geändert. 
Die Benutzerschlüsselpassphrase des gehosteten Netzwerks wurde erfolgreich geändert. 
 
3. Hotspot starten 
Der Hotspot ist nun erstellt und wird für die Verwendung mit folgendem Befehl gestartet: 
 netsh wlan start hostednetwork 
Die Ausgabe an der Befehlszeile bestätigt die Aktivierung des Hotspots mit dem Text:  
Das gehostete Netzwerk wurde gestartet. 
 
4. Netzwerk zur Verwendung freigeben 
Der Hotspot ist nun erstellt und aktiv, doch für die Verwendung muss noch die Schnittstelle zum 
Internet gewählt sowie der Zugriff auf dieses durch andere Geräte aktiviert werden. Für diesen 
Vorgang müssen über "Netzwerk- und Freigabecenter" die Adaptereinstellungen, des zuvor er-
stellten Netzwerkadapters und des Adapters welcher die Internetverbindung realisiert, geändert 
werden. 
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a) Umbenennen des erstellten Netzwerkadapters 
Zum einfachen Umgang wird geraten den Netzwerkadapter der den Hotspot bereitstellt umzube-
nennen, dieser Teilschritt ist nicht zwingend vorgeschrieben. 
  
3.1.4-8 Microsoft Windows Netzwerkadapter umbenennen 
 
b) Freigabe für den Hotspot einstellen 
Über das Kontextmenü des Adapters der die Internetverbindung bereitstellt, muss die Auswahl 
„Eigenschaften“ gewählt, im Reiter „Freigabe“ der Kontrollkasten „Anderen Benutzern im Netz-
werk gestatten, diese Verbindung des Computers als Internetverbindung zu verwenden“ aktiviert 
und im Kombinationsfeld der Hotspot ausgewählt und mit „OK“ bestätigt werden. 
  
3.1.4-9 Microsoft Windows Netzwerkadapter: Eigenschaften von WiFi 
Der Hotspot ist nun aktiv und kann genutzt werden. Die Adapter-IP wird auf 192.168.137.1/24 
gesetzt und sollte nicht geändert werden. Der Client kann mit einer IP im Bereich 192.168.137.2 
bis 192.168.137.254 konfiguriert werden. 
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3.2 Durchführung 
Der folgende Abschnitt dient als praxisnahe Handlungsanweisung bei der Konfiguration der 
Hardwareplattform. Es wird damit begonnen, die Betriebssystem Speicherabbilder auf die dafür 
zur Verfügung gestellten SD-Karten zu schreiben und bestehende Fehler zu beheben. Dem fol-
gend, wird die gewählte Hardwareplattform vorbereitet und konfiguriert. Weiter wird die Funkti-
onalität des Android Betriebssystems dahingehend aufgewertet, dass eine spätere voll automati-
sierte Analyse von Android Schadsoftware durchgeführt werden kann. Diese Aufwertung wird 
durch zusätzliche Software in Form neuer Anwendungen oder ausführbarer Dateien bewerkstel-
ligt. Den Schluss bildet die Installation eines Schadprogramms, gefolgt von einer ersten explorati-
ven Analyse. 
 
3.2.1 Vorbereiten der SD-Karten-Speicherabbilder 
Nachdem alle Vorbereitungen zur Nutzung des Wandboards getroffen wurden, trägt der Abschnitt 
das Ziel, mehr über die SD-Karten-Speicherabbilder zu erfahren. Das Vorgehen zum Beschreiben 
des Betriebssystems auf die SD-Karte sowie die Modifikation von Partitionen in diesem, wird 
exemplifiziert. 
Auf dem Rechnersystem werden die Speicherabbilder vorausgesetzt, die bereits in 2.2.2 SD-
Karten und Speicherabbilder benannt wurden. Es handelt sich hierbei um die Betriebssystem 
Speicherabbilder Android 5.0 (Lollipop) vom 5. November 2015 [S-WanA16] und Android 4.4 
(Kitkat) vom 3. März 2015 [S-WanB16] für das Wandboard. Die heruntergeladenen Dateien müs-
sen mittels eines entsprechenden Entpackprogramms dekomprimiert werden, dafür bietet sich 
wieder die Anwendung 7-zip an [S-Szip16]. Zugleich ist es nötig, die für das Android Betriebs-
system reservierte Mikro SD-Karte, in den SD-Karten-Leser des Rechnersystems direkt oder 
durch Zuhilfenahme eines SD-Karten-Adapters zu stecken. Dieser ist hierbei nur angebracht, 
wenn das Rechnersystem keinen Mikro SD-Karten-Anschluss zur Verfügung stellt, sondern nur 
eine Schnittstelle für Standard SD-Karten. 
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3.2.1.1 Speicherabbild auf die SD-Karte schreiben 
Vorgehen mit Microsoft Windows 
Da Microsoft Windows keine mitgelieferte Funktionalität bietet, um die bereits heruntergeladenen 
Speicherabbilder auf die dafür reservierten SD-Karten zu kopieren, wird das Programm Win32 
Disk Imager priorisiert. Dieses Werkzeug muss heruntergeladen [S-SoFo16], installiert und an-
schließend gestartet werden. 
 
 
3.2.1-1 Win32 Disk Imager 
Die Programmoberfläche bietet ein Feld zur Auswahl des korrekten Wechsellaufwerkes (Device), 
um einen bestimmten Wechseldatenträger zu beschreiben. Es sollte zuvor geprüft werden, dass es 
sich um das richtige Laufwerk handelt. 
 
 
3.2.1-2 Microsoft Windows Explorer zur Laufwerkssichtung 
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Die Abbildung zeigt die SD-Karte unter „F:“ an. In der Abbildung 3.2.1-1 Win32 Disk Imager 
sind folgende Knöpfe zu sehen: 
„Read“ Knopf 
- erstellt ein Speicherabbild von einem Wechseldatenträger  
„Write“ Knopf 
- schreibt das Speicherabbild auf den Wechseldatenträger  
„Exit“ Knopf 
- beendet das Programm 
Darüber hinaus zeigt die Abbildung 3.2.1-1 Win32 Disk Imager, noch folgendes Feld: 
Speicherabbild (Image File) 
- wird im Anschluss auf den gewählten Wechseldatenträger geschrieben 
Für den Vorgang an dieser Stelle, muss der „Write“ Knopf betätigt werden. 
 
Die SD-Karte sollte während des Schreibvorganges nicht entfernt werden, da dies Datenverlust 
bis hin zu irreparable Schäden an der SD-Karte zur Folge haben kann. Nach Abschluss des 
Schreibvorgangs kann die SD-Karte aus dem SD-Karten-Lesegerät entfernt und in das Wand-
board eingesetzt werden. Dies schließt das Schreiben des Speicherabbilds auf die SD-Karte ab. 
Das Wandboard kann nun an die Stromversorgung angeschlossen werden, um das Android Be-
triebssystem zu starten. 
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Vorgehen mit Linux 
Über die Linux-Shell (Terminal) kann mittels folgenden Befehls die SD-Karte ermittelt werden: 
 fdisk -l 
Folgende Abbildung zeigt eine mögliche Ausgabe für diesen Befehl. 
 
3.2.1-3 Shell: Ermitteln der SD-Karte 
Zu sehen ist die Größe der SD-Karte in Bytes sowie deren Zuordnungseinheiten pro Sektor. Die 
SD-Karte kann über /dev/sdb angesprochen werden. Der Pfad zu dem modifizierenden Speicher-
abbild lautet /mnt/usb/WB/wandboard-lp-5.0.2-ga-20151105-sdcard.img und wird mit der 
Kurzschreibweise /…/5.0.2.img abgekürzt. Der folgende Befehl schreibt das Speicherabbild auf 
die SD-Karte: 
 dd if=/…/5.0.2.img of=/dev/sdb bs=1M 
Folgende Abbildung zeigt eine mögliche Ausgabe für diesen Befehl. 
 
3.2.1-4 dd: Beschreiben der SD-Karte mit dem Speicherabbild 
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3.2.1.2 Erstellung des Speicherabbilds der SD-Karte (Sicherung) 
Vorgehen mit Microsoft Windows 
Es ist möglich mit dem Win32 Disk Imager Programm, Sicherungen von einer SD-Karte zu er-
stellen. Soll eine Sicherung angelegt werden, ist eine SD-Karte in das SD-Karten Lesegerät einzu-
stecken und der „Read“ Knopf aus Abbildung 3.2.1-1 Win32 Disk Imager zu betätigen. Im Dia-
logfeld „Image File“ ist hierzu ein nicht existierender Dateipfad einzugeben und das entsprechen-
de Wechsellaufwerk über „Device“ zu selektieren. Nach dem Klick auf „Read“ wird das Auslesen 
der SD-Karte gestartet und anschließend in die neu angelegte Datei geschrieben. Nach der Fertig-
stellung wird die Datei die Größe der verwendeten SD-Karte haben. Eine Wiederherstellung kann 
ohne weitere Änderungen, nur auf eine solch große oder größere SD-Karte zu Stande kommen. 
Das Wiederherstellen ist synchron zum Abschnitt 3.2.1.1 Speicherabbild auf die SD-Karte schrei-
ben. 
 
Vorgehen mit Linux 
Das Befehlszeilen basierende Programm dd für die Linux-Shell kann ebenso zur Sicherung ge-
nutzt werden. Dafür ist nur eine kleine Modifikation am Befehl nötig. Folgender Befehl kann in 
der Linux-Shell (Terminal) eingegeben werden: 
 dd if=<Quelle> of=<Ziel> <Optionen> 
  Bsp.: Quelle 
   /dev/sdb 
   Ziel 
   /…/backup.img 
   Optionen 
   bs=1M   [bs steht für BlockSize=1 MB] 
Das Programm wird ohne weitere Sicherheitsabfragen ausgeführt und überschreibt potentiell vor-
handene Daten auf dem Ziel. 
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3.2.1.3 Speicherabbild Schreibfehler 
Fehlermeldung mit Microsoft Windows 
Bei dem Versuch ein Speicherabbild auf eine SD-Karte mit weniger Platz als das zu lokalisieren-
de Abbild zu schreiben, generiert das Win32 Disk Imager Programm eine Fehlermeldung. Im Fall 
des Betriebssystem Speicherabbilds Android 5.0 (Lollipop) vom 5. November 2015 ist der Fehler 
der folgenden Abbildung zu entnehmen. 
 
 
3.2.1-5 Win32 Disk Imager: Schreibfehler beim Speicherabbild Android 5.0 
 
Fehlermeldung mit Linux 
Bei dem Versuch ein Speicherabbild auf eine SD-Karte mit weniger Platz als das zu lokalisieren-
de Abbild zu schreiben, wird unter Verwendung des Programms dd eine Fehlermeldung generiert. 
Der Pfad zu dem modifizierenden Speicherabbild lautet /mnt/usb/WB/wandboard-lp-5.0.2-ga-
20151105-sdcard.img und wird mit der Kurzschreibweise /…/5.0.2.img abgekürzt. Im Fall des 
Betriebssystem Speicherabbilds Android 5.0 (Lollipop) vom 5. November 2015 ist der Fehler der 
folgenden Abbildung zu entnehmen. 
 
3.2.1-6 dd: Schreibfehler beim Speicherabbild Android 5.0 
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Der internen Partitionierung des Speicherabbilds Android 5.0 (Lollipop) vom 5. November 2015 
ist zu entnehmen, dass die letzte Partition mehr Speicherplatz allokiert (mit 15885701 Sektoren) 
als das Speicherabbild selbst in der Gesamtgröße zur Verfügung stellt (mit 15759360 Sektoren). 
Dies ist mit dem folgenden Befehl in der Linux-Shell (Terminal) ermittelbar: 
 fdisk -l /…/wandboard-lp-5.0.2-ga-20151105-sdcard.img 
Folgende Abbildung zeigt eine mögliche Ausgabe für diesen Befehl. 
 
3.2.1-7 fdisk: Partitionierung des Lollipop Speicherabbilds 
 
Zum Testen der Partitionen des Speicherabbilds auf Zulässigkeit, kann folgender Befehl in der 
Linux-Shell (Terminal) genutzt werden: 
 partprobe /…/wandboard-lp-5.0.2-ga-20151105-sdcard.img 
Folgende Abbildung zeigt eine mögliche Ausgabe für diesen Befehl. 
 
3.2.1-8 partprobe: Prüfung der Partitionen des Speicherabbilds 
Aus Abschnitt 3.1.4.1 geht die Größe der SD-Karte mit 7772889600 Byte hervor. Der Schreibfeh-
ler kann durch eine Modifikation der internen Partitionierung des Speicherabbilds behoben wer-
den und wird in dem folgenden Abschnitt beschrieben. 
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3.2.1.4 Modifikation von Partitionen eines Speicherabbilds 
Vorgehen mit Microsoft Windows 
Da Microsoft Windows die verwendeten Dateisystem im Speicherabbild nicht unterstützt und 
eine Realisierung der Modifikation von Partitionen eines Speicherabbilds nicht problemlos und 
unkompliziert umzusetzen wäre, wird die Modifikation von Partitionen eines Speicherabbilds nur 
unter Verwendung eines Linux artigen Betriebssystems erklärt. 
Vorgehen mit Linux 
Um den Fehler im Speicherabbild beheben zu können, sollte erst das Verständnis der Partitionie-
rung im Speicherabbild verstanden werden. Die folgende Abbildung stellt die numerischen Werte 
aus der Abbildung 3.2.1-7 fdisk: Partitionierung des Lollipop Speicherabbilds als Grafik zum 
besseren Verständnis dar. 
 
3.2.1-9 Grafische Veranschaulichung der internen Partitionierung 
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Die Abbildung zeigt grafisch die Größe in Sektoren (hellblau) des Speicherabbilds Android 5.0 
(Lollipop) vom 5. November 2015 und alle Partitionen an, mit jeweils den zugehörigen Start-
Sektoren (grün), End-Sektoren (rot) und der Größe in Sektoren (orange). Der Vergleich von I. mit 
II. in der Abbildung lässt erkennen, dass die letzte Partition über die Grenzen des Speicherabbilds 
hinaus geht und beim erneuten laden der Partitionierungstabelle den Fehler (vgl. Abbildung 
3.2.1-8 partprobe: Prüfung der Partitionen des Speicherabbilds) auslöst. Weiterhin zeigt der Ver-
gleich I. der Abbildung mit der aus Abschnitt 3.1.4.1 Einrichten der SD-Karten-Schnittstelle für 
die virtuelle Maschine bekannten Größe von 15181425 Sektoren, das die Speicherabbildgröße 
über die Grenzen der SD-Karte hinaus geht und beim Schreibversuch auf diese einen Schreibfeh-
ler auslöst (vgl. Abbildung 3.2.1-6 dd: Schreibfehler beim Speicherabbild Android 5.0). Diese 
Fehler können durch nachfolgende Korrekturen behoben werden. Für diesen Abschnitt ist der 
Pfad zum modifizierenden Speicherabbild immer /mnt/usb/WB/wandboard-lp-5.0.2-ga-
20151105-sdcard.img und wird in den Befehlen mit Kurzschreibweise /…/5.0.2.img abgekürzt. 
Auf der Abbildung 3.2.1-9 der vorigen Seite ist signifikant, dass die vierte und letzte physisch 
angeordnete Partition eine Größe von 15885701 Sektoren hat. Daraus folgt, dass dies auch die 
minimale Größe für das Speicherabbild ist. Um das Speicherabbild regelkonform bearbeiten zu 
können, wird es zunächst auf die richtige Größe gebracht. Folgender Befehl muss in der Linux-
Shell (Terminal) genutzt werden: 
 truncate --size=$[(15885701+10)*512] /…/5.0.2.img 
Dieser Befehl setzt die Größe des Speicherabbilds auf 15885711 Sektoren, dabei wird Speicher 
am Ende des Speicherabbilds hinzugefügt. Um nun mit dem Speicherabbild weiter arbeiten zu 
können, wird dieses als Loop-Datei in das System eingebunden, da Änderungen nicht direkt an 
der Abbilddatei angewandt werden. Zum Einbinden des Speicherabbilds muss folgender Befehl in 
der Linux-Shell (Terminal) eingegeben werden: 
losetup /dev/loop0 /…/5.0.2.img 
Fortan ist das Speicherabbild über /dev/loop0 ansprechbar. Für die jeweiligen Partitionen muss 
dieser Beschreibung nur „p“ für Partition mit der entsprechenden Partitionsnummer angehangen 
werden. 
Für die Verwendung des richtigen Loop-Gerätes ist es unter Umständen notwendig, das Erste 
freie Loop-Gerät zum Einbinden von regulären Dateien oder Blockgeräten zu identifizieren. 
Zur Umsetzung dieser Prozedur muss folgender Befehl in der Linux-Shell (Terminal) ausgeführt 
werden: 
losetup -f 
  
62  Methoden 
Folgende Abbildung zeigt eine mögliche Ausgabe. 
 
3.2.1-10 losetup: Anzeigen des ersten freien Loop-Geräts 
Ein anschließend erneutes Laden der Partitionierungstabelle, um weitere Änderungen durchführen 
zu können, muss mit dem folgenden Befehl durchgeführt werden: 
 partprobe /dev/loop0 
Dem Schritt der Größenänderung muss eine Dateisystemprüfung vorangehen, um weiter an dem 
Dateisystem arbeiten zu können. Für die Dateisystemprüfung muss folgender Befehl in der Linux-
Shell (Terminal) eingegeben werden: 
 e2fsck -f -y -v -C 0 /dev/loop0p4 
Folgende Abbildung zeigt eine mögliche Ausgabe für diesen Befehl. 
 
3.2.1-11 e2fsck: Überprüfung der Partition 4 des Speicherabbilds 
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Anschließend kann das Dateisystem auf die Gewünschte Größe geändert werden, einzige Restrik-
tionen sind die minimale Größe von ca. 300 MB durch schon vorhandene Daten und die maxima-
le Größe der SD-Karte. In diesem Abschnitt wird für die Partition 4 (Daten Partition) im Spei-
cherabbild die feste Größe von 5 GB verwendet. Folgender Befehl muss in der Linux-Shell (Ter-
minal) ausgeführt werden: 
 resize2fs -p /dev/loop0p4 5G 
Folgende Abbildung zeigt eine mögliche Ausgabe für diesen Befehl. 
 
3.2.1-12 resize2fs: Größenanpassung des Dateisystems der Partition 4 
 
Ein anschließend erneutes Laden der Partitionierungstabelle muss wieder mit folgendem Befehl 
durchgeführt werden: 
 partprobe /dev/loop0 
Da nun die Größe des Dateisystems angepasst ist, muss noch die Partitionierungstabelle des Spei-
cherabbilds an diese Größe angeglichen werden. Für diese Angleichung ist die Größe der Partition 
4 mit 13585440 Sektoren notwendig, die aus Abbildung 3.2.1-9 hervorgeht und die neu zu set-
zende Größe mit 5 GB. Der nun zu berechnende Wert ist 
5 𝐺𝐵 ∗ 10243  (𝐺𝐵
1
→ 𝑀𝐵
2
→ 𝐾𝐵
3
→ 𝐵𝑦𝑡𝑒) geteilt durch 512 (512 Byte pro Sektor). Es ergeben 
sich 10485760 Sektoren. Zur Umsetzung muss folgender Befehl in der Linux-Shell (Terminal) 
ausgeführt werden: 
 sfdisk -d /dev/loop0 | sed -e 's/13585440/10485760/g' | sfdisk /dev/loop0 
Dieser Befehl besteht aus einer Doppel Pipeline, wobei der erste Teil die aktuelle Partitionie-
rungstabelle ermittelt, der zweite Teil die Größe der Partition 4 in der Ausgabe ändert und der 
dritte und letzte Teil die Partitionierungstabelle mit der Änderung als neue Partitionierungstabelle 
setzt. Die Ausgabe des Befehls kann in der Anlage, Teil A eingesehen werden. 
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Ein anschließend erneutes Laden der Partitionierungstabelle, muss wieder mit folgendem Befehl 
durchgeführt werden: 
 partprobe /dev/loop0 
Nun muss noch das Speicherabbild aus dem Loop-Gerät entfernt werden, dies ist durch folgenden 
Befehl in der Linux-Shell (Terminal) zu realisieren: 
losetup -d /dev/loop0 
Dabei ist zu beachten, dass bei Verwendung eines anderen Loop-Gerätes dieses hier freigegeben 
werden sollte. Ein Blick in das Speicherabbild zeigt nun die angewendeten Änderungen an der 
Partition 4 ohne Datenverlust (grüner Rahmen). Folgender Befehl muss in der Linux-Shell (Ter-
minal) ausgeführt werden: 
 fdisk -l /…/5.0.2.img 
Folgende Abbildung zeigt eine mögliche Ausgabe für diesen Befehl. 
 
3.2.1-13 fdisk: Änderungen an der Partition 4 des Speicherabbilds 
Im letzten Schritt muss noch das Speicherabbild an die Größe der SD-Karte beziehungsweise die 
minimale Größe, bedingt durch die interne Speichernutzung, angepasst werden. Für den in diesen 
Abschnitt getroffenen Speicherbereich, wird der interne Platzverbrauch der aus der vorangehen-
den Abbildung mit 12786021 Sektoren hervorgeht (grüner Rahmen), genutzt. 
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Für diesen Schritt muss folgender Befehle in der Linux-Shell (Terminal) eingegeben werden: 
truncate --size=$[(12786021+4)*512] /…/5.0.2.img 
Dieser Befehl setzt die Größe des Speicherabbilds auf 12786025 Sektoren, dabei werden alle Da-
ten am Ende der Partition abgeschnitten. Eine erneute Überprüfung des geänderten Speicherab-
bilds Android 5.0 (Lollipop) vom 5. November 2015 ist mit dem folgenden Befehle in der Linux-
Shell (Terminal) durchführbar: 
 fdisk -l /…/5.0.2.img 
Folgende Abbildung zeigt eine mögliche Ausgabe für diesen Befehl. 
 
3.2.1-14 fdisk: Änderung am Speicherabbild 
 
Die Änderungen am Speicherabbild und an der Partition 4, sind durch grüne Rahmen in der letz-
ten Abbildung gekennzeichnet. Nun ist das Speicherabbild zur Nutzung konfiguriert und für den 
Schreibvorgang betriebsbereit. Das Abbild kann als ZIP Datei, mit dem Namen wandboard-lp-
5.0.2-ga-20151105-sdcard_MODIFIED.zip im DVD-Pfad /SD-Karten_Speicherabbilder, der 
Projekt-DVD entnommen werden. 
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3.2.2 Verbinden des Rechnersystems mit Android über ADB 
Für diesen Abschnitt wird das Rechnersystem (Microsoft Windows) benötigt, der Pfad zur Andro-
id Debug Bridge lautet C:\SDK\platform-tools\. Wie bisher muss das Wandboard ordnungsge-
mäß angeschlossen, eingeschaltet und mit einer Mikro SD-Karte bestückt sein, auf der sich ein 
lauffähiges Android Betriebssystem befindet, dieses Vorgehen wird in Abschnitt 3.2.1 Vorberei-
ten der SD-Karten-Speicherabbilder erklärt. Weiter wird für diesen Abschnitt das Betriebssystem 
Android 4.4 (Kitkat) vom 3. März 2015 verwendet. Die Vorgehensweise für die Einrichtung der 
Verbindung der anderen Android Betriebssysteme, ist die Gleiche wie folgend beschrieben. 
3.2.2.1 Konfiguration am Android Betriebssystem 
Unter Umständen ist es Notwendig, die Entwickleroptionen am Android Betriebssystem zu akti-
vieren, sollte dies nicht schon bei der Erstellung des Betriebssystem Speicherabbilds durch den 
Entwickler erfolgt sein. Über die Android Benutzeroberfläche muss „Einstellungen“ (Settings) 
gewählt werden. 
 
3.2.2-1 Android: Benutzeroberfläche Hauptbildschirm 
Über die „Einstellungen“ (Settings) ist nun „Speicher“ (Storage) zu wählen. 
 
3.2.2-2 Android: Geräteeinstellungen 
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Wird dieser ausgewählt, werden Informationen über sämtliche Speichermedien und deren Platz-
belegungen ausgegeben. Im Menü muss nun „USB-Verbindung (PC)“ (USB computer connec-
tion) gewählt werden, da die Standardkonfiguration das Gerät noch nicht als Speichermedium zur 
Verbindung frei gibt. 
 
3.2.2-3 Android: Speichereinstellungen 
Ist diese Option bedingt durch das Betriebssystem Android 6.0 (Marshmallow) nicht vorhanden, 
kann unter Verwendung der Benachrichtigungsleiste, die Option „USB zum Aufladen“ (USB for 
charging) auf „Fotoübertragung (PTP)“ (Photo transfer (PTP)) geändert werden. 
Um nun eine Verbindung über USB realisieren zu können, muss der Modus „Kamera (PTP)“ 
(Camera (PTP)) gewählt werden wie in der unteren Abbildung zu sehen ist. 
 
3.2.2-4 Android: USB-Verbindungs-Modus 
In dem Moment wo der Modus von Android zu „Kamera (PTP)“ gewechselt wird und die Hard-
wareplattform am Rechnersystem über USB verbunden ist, kann am Rechnersystem ein Verbin-
dungsaufbau über die USB-Schnittstelle des angeschlossenen Systems erkannt werden. 
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Weiter muss nun über die „Einstellungen“ (Settings) in die „Entwickleroptionen“ (Develo-
per options) gewechselt werden. Falls diese nicht sichtbar sind, ist eine Aktivierung wie folgend 
Beschrieben möglich: 
 
3.2.2-5 Android: Systemeinstellungen 
Hierzu wird „Über das Telefon“ (About phone) oder „Über das Tablet“ (About tablet) gewählt 
und siebenmal die „Build Nummer“ (Build number) geklickt. Ein kleiner Countdown zeigt die 
verbleibenden Klicks an. 
 
3.2.2-6 Android: Über das Telefon/Tablet 
Nach dem letzten Klick erscheint die Information „Sie sind jetzt ein Entwickler“ (You have enab-
led development settings!), somit sind die Entwickleroptionen freigeschaltet. 
 
3.2.2-7 Android: Systemeinstellungen 
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Über die Entwickleroptionen müssen diese nun aktiviert werden durch verschieben des Schie-
bereglers auf „AN“ (ON). 
 
3.2.2-8 Android: Entwickleroptionen 
Bei der Aktivierung der Entwickleroptionen muss die generierte Systemmeldung mit „OK“ bestä-
tigt werden. 
 
3.2.2-9 Android: Warnhinweis zu Entwicklungseinstellungen 
Im letzten Schritt muss nun noch der Kontrollkasten „USB-Debugging“ (USB debugging) unter 
den Debugging Optionen aktiviert werden. 
 
3.2.2-10 Android: USB-Debugging aktivieren 
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Auch hier muss eine vom System generierte Meldung mit „OK“ bestätigt werden 
 
3.2.2-11 Android: Warnhinweis zu USB-Debugging 
Ist das angeschlossene Rechnersystem durch diese Prozedur das erste Mal mit dem Android Be-
triebssystem verbunden, meldet dies dem Android Betriebssystem ab der Version 4.2.2 durch ein 
Anfrage über die RSA-Schlüssel Signatur. Folgende Abbildung zeigt dies am Beispiel. 
 
3.2.2-12 Android: USB-Debugging Vertrauensstellung zum Rechnersystem 
Die Abfrage für eine erfolgreiche Verbindung ist mit „OK“ zu quittieren. Soll dem Rechnersys-
tem diese Verbindung immer wieder zur Verfügung gestellt werden, ist zusätzlich der Kontroll-
kasten zu aktivieren. Die Verbindung vom Android Betriebssystem zum Rechnersystem ist nun 
für die Kommunikationsschnittstelle USB am Android Betriebssystem konfiguriert. 
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3.2.2.2 Konfiguration am Rechnersystem 
Um nun die Android Debug Bridge ohne Einschränkung nutzen zu können, muss der Hinter-
grundprozess mit folgendem Befehl über das Programm cmd.exe gestartet werden: 
 adb start-server 
Folgende Abbildung zeigt eine mögliche Ausgabe für diesen Befehl. 
 
3.2.2-13 adb: Start des ADB Serverprozess 
An dieser Stelle ist nun zu wählen über welche Schnittstelle mit dem Android Betriebssystem 
kommuniziert werden soll. 
Zur Auswahl steht die Verbindung über USB und die Verbindung über WLAN, die in den folgen-
den zwei Abschnitten genauer erläutert wird. 
Für dieses Projekt ist anzustreben, dass sämtliche Kommunikation über WLAN möglich ist und 
lediglich die erste Konfiguration über die USB Schnittstelle zu Stande gebracht wird. Die Ver-
trauensstellungen zu den Fernsteuerungsrechnern kann in einer Betriebssystem Sicherung der 
jeweiligen Android Version hinterlegt werden und muss so, nicht nach jeder Installation erneut 
konfiguriert werden. 
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Kommunikation über USB 
Für den ersten Verbindungsaufbau mit dem Gerät ist es unausweichlich die Verbindung über USB 
zu realisieren, um eine Vertrauensstellung mit dem Rechnersystem einzugehen. Mit folgendem 
Befehl über das Programm cmd.exe wird die Schnittstelle über USB aktiviert: 
 adb usb 
ADB gibt die Meldung „restarting in USB mode“. Als Referenz zur angeschlossenen Hardware-
plattform wird die Seriennummer des zu konfigurierenden Systems benötigt, da bei Verbindungen 
mit mehreren Hardwareplattformen eine Unterscheidung erfolgen muss. Zur Sichtung sämtlicher 
angeschlossenen und über ADB anzusteuernde Geräte, muss folgender Befehl über das Programm 
cmd.exe ausgeführt werden: 
 adb devices 
Folgende Abbildung zeigt eine mögliche Ausgabe für diesen Befehl. 
 
3.2.2-14 adb: Anzeigen der angeschlossenen Geräte 
 
Ist das Android Betriebssystem erst nach dem Wechsel des Verbindungsmodus „Kamera (PTP)“ 
und der Aktivierung des „USB-Debugging“ an das Rechnersystem angeschlossen worden, wird 
spätestens jetzt vom Android Betriebssystem auf der Benutzeroberfläche die Abfrage zum Ver-
bindungsaufbau mit Vertrauensstellung generiert und muss vom Benutzer manuell bestätigt wer-
den. Ab diesem Zeitpunkt ist die Ansteuerung von Android über die USB Schnittstelle mittels der 
Android Debug Bridge möglich. 
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Kommunikation über WLAN 
Wurde das Gerät schon einmal über USB verbunden und über WLAN konfiguriert, ist zudem das 
Netzwerk erreichbar und das verwendete Rechnersystem dem Android Betriebssystem bekannt, 
so lässt sich die Verbindung über WLAN herstellen. Mit folgendem Befehl über das Programm 
cmd.exe kann bei bestehender USB Verbindung, die IP-Adresse des Gerätes ermittelt werden: 
 adb -s 0123456789ABCDEF shell netcfg | findstr wlan0 
Folgende Abbildung zeigt eine mögliche Ausgabe für diesen Befehl. 
 
3.2.2-15 adb: IP-Adresse des Android System über ADM ermitteln 
Mit folgendem Befehl wird die Schnittstelle über WLAN und einem Port nach Wahl aktiviert: 
 adb tcpip 5555 
Darauf meldet ADB „restarting in TCP mode port: 5555“. Als Referenz zur angeschlossenen 
Hardwareplattform dienen die zuvor ermittelte IP-Adresse 192.168.1.190 und der gewählte Port 
5555. Folgender Befehl richtet die Verbindung zum Android Betriebssystem über WLAN her: 
 adb connect 192.168.1.190:5555 
Darauf meldet ADB „connected to 192.168.1.190:5555“ und die Verbindung wurde etabliert. Zur 
Sichtung sämtlicher angeschlossenen und über ADB anzusteuernden Geräte dient folgender Be-
fehl: 
 adb devices 
Folgende Abbildung zeigt eine mögliche Ausgabe für diesen Befehl. 
 
3.2.2-16 adb: Anzeigen der angeschlossenen Geräte 
  
74  Methoden 
3.2.3 Einhängen des Dateisystems mit bestimmten Zugriffsrecht 
Um Dateien im Dateisystem des Android Betriebssystems zu platzieren oder auch bestehende 
Dateien modifizieren zu können, ist das Verständnis über das verwendete Dateisystem und der 
Zugriff auf das Speichermedium von übermäßiger Bedeutung. 
 
3.2.3.1 Android Dateisystem 
Die einzelnen Verzeichnisse des Android Dateisystems werden typischerweise separat in das 
System eingehängt, da jedes Verzeichnis durch die differierende Art der Speichervorrichtung oder 
Technologie anders verwendet wird. 
 
3.2.3-1 Android Root-Dateisystem [L-Yagh13, Seite 176] 
 
Die Abbildung zeigt die Beziehungen zwischen den Verzeichnissen zur Laufzeit des Systems bei 
einem Android 4.2 (Jellybean), welches im Wesentlichen zu den Android Betriebssystemen die in 
dieser Arbeit Verwendung finden, gleichgestellt ist. 
Die Systemanwendungen können im laufenden Betrieb nicht deinstalliert werden, da das Ver-
zeichnis /system standardmäßig schreibgeschützt (read-only) eingebunden ist. Diese Restriktion 
gilt nicht für das Verzeichnis /data, denn hier werden alle Anwendungen im Laufe der Zeit durch 
den Android Benutzer installiert. 
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In den oben genannten Verzeichnissen gibt es jeweils noch mindestens ein Unterverzeichnis, wel-
ches die installierten Anwendungen beinhaltet. Folgende Pfade sind möglich: 
 System 
  /system/app 
- Standard Anwendungsverzeichnis für das System 
  /system/priv-app 
- Standard Anwendungsverzeichnis für Anwendungen mit Signatur oder System 
  (vgl. Abschnitt 2.3.7 Berechtigungen) 
 
 Benutzer 
  /data/app 
- Standard Anwendungsverzeichnis für den Benutzer 
  /data/app-asec 
- Anwendungsverzeichnis für verschlüsselte Anwendungen 
  /data/app-lip 
  - Verzeichnis von lip‘s installierter Anwendungen 
  /data/app-private 
- Legitimitätsprüfung von Anwendungen 
 
Für den Abschnitt 3.2.4 Einrichten des Play Stores auf dem SD-Karten Speicherabbild ist nun 
auch klar, dass der Google Play Store nach /system/priv-app installiert werden sollte, da dieser 
durch Signaturen auf Basis der Android Version legitimiert wird. Es gibt mehrere verschiedene 
Einrichtungsmöglichkeiten um den Play Store auf dem Android Betriebssystem nutzen zu kön-
nen. Im Abschnitt 3.2.4 werden zwei Möglichkeiten detailliert beschrieben. 
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3.2.3.2 Bestehendes Dateisystem mit bestimmten Zugriffsrecht ins System einbinden 
Um das Dateisystem von nur lesend (read-only), auf nun schreibend (writable) neu einzubinden, 
muss folgender Befehl über das Programm cmd.exe ausgeführt werden: 
 adb -s 0123456789ABCDEF remount 
Da der Ersteller des Betriebssystem Speicherabbilds schon den Root-Zugriff über die Android 
Debug Bridge eingerichtet hat, meldet ADB „remount succeeded“, andernfalls würde ADB „per-
mission denied“ melden. Die Umsetzung dass das Dateisystem mit schreibenden Zugriffsrechten 
neu eingebunden wird, jedoch auch über das Android Betriebssystem selbst erfolgen. 
Um sich mit Root-Rechten am Android Betriebssystem anzumelden, muss folgender Befehl über 
das Programm cmd.exe ausgeführt werden: 
 adb root 
Darauf meldet ADB „restarting adbd as root“, will heißen das der Server Prozess der als Hinter-
grunddienst läuft, neugestartet wird und fortan als „root“ agiert. Weiter kann dann eine Shell auf 
dem Android gestartet und über die Android Debug Bridge gesteuert werden. Die Anmeldung am 
Android Betriebssystem wird mit folgendem Befehl gewährt: 
 adb -s 0123456789ABCDEF shell 
Die Shell am Android Betriebssystem ist vom Benutzer „root“ geöffnet und hat bei jeder Aktion 
auch dessen Berechtigungen. Mit dem folgenden Befehl kann die Benutzer- und Gruppen-ID des 
aktiven Benutzers am System eingesehen werden: 
 id 
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Folgende Abbildung zeigt eine mögliche Ausgabe für diese Befehle. 
 
3.2.3-2 adb: Anmeldung am Android Betriebssystem als root 
Der Aktive Benutzer am System hat die Benutzer-ID 0 und hat somit die höchsten Rechte. 
 
Nach diesem Schritt durch folgenden Befehl, das Dateisystem lesend oder schreibend eingebun-
den werden: 
 Lesend 
 mount -o ro,remount /system 
 Schreibend 
 mount -o rw,remount /system 
Der letzte Befehl sorgt für das erneute Einbinden eines bestehenden Dateisystems im System mit 
bestimmtem Zugriffsrecht. Dabei stehen die Kürzel: 
 ro  für read-only (nur lesend) 
 rw  für writable (schreibbar)  
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3.2.4 Einrichten des Play Stores auf dem SD-Karten Speicherabbild 
Der Google Play Store ist auf Android basierenden Betriebssystemen vorinstalliert und kann 
Smartphones und Tablets vorgefunden werden. Im Fall der vorkonstruierten Android Speicherab-
bilder ist dies jedoch nicht der Fall und muss bei deren Verwendung, nachinstalliert werden. Für 
die Betriebssysteme Android 6.0 (Marshmallow) vom 28. April 2016 [S-AnFiC16], Android 5.0 
(Lollipop) vom 5. November 2015 [S-AnFiA16], Android 4.4 (Kitkat) vom 3. März 2015 [S-
AnFiB16] und Android 4.3 (Jellybean) vom 2. März 2015 [S-MeFiA16] muss der Play Store über 
das XDA Entwickler Forum heruntergeladen werden oder ist als ZIP Datei der beiliegenden Pro-
jekt-DVD im DVD-Pfad /Methoden/Install_googleapps, dieser Arbeit zu entnehmen. 
Nach dem erfolgreichen Download müssen die Dateien mittels einem geeigneten Werkzeug ent-
packt werden, hierfür bietet sich wieder die Anwendung 7-zip an [S-Szip16]. 
Die benötigten Anwendungen für die jeweilige Betriebssystem Versionen sind folgende: 
Android 6.0 (Marshmallow) vom 28. April 2016 
PrebuiltGmsCore.apk   [dynamic\PrebuiltGmsCore\arm\priv-app\…] 
GoogleLoginService.apk  [system/priv-app/…] 
GoogleServicesFramework.apk [system/priv-app/…] 
Phonesky.apk    [system/priv-app/…] 
 
Android 5.0 (Lollipop) vom 5. November 2015 
PrebuiltGmsCore.apk   [optional/gms/438/priv-app/…] 
GoogleLoginService.apk  [system/priv-app/…] 
GoogleServicesFramework.apk [system/priv-app/…] 
Phonesky.apk    [system/priv-app/…] 
 
Android 4.4 (Kitkat) vom 3. März 2015 
 PrebuiltGmsCore.apk   [optional\gms\038\priv-app /…] 
GoogleLoginService.apk  [system/priv-app/…] 
GoogleServicesFramework.apk [system/priv-app/…] 
Phonesky.apk    [system/priv-app/…] 
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Android 4.3 (Jellybean) vom 2. März 2015 
GoogleLoginService.apk  [system/app/…] 
GoogleServicesFramework.apk [system/app/…] 
Phonesky.apk    [system/app/…] 
 
Die Anwendungen PrebuiltGmsCore.apk die für das Einrichten des Play Stores für Android 6.0, 
5.0 und 4.4 notwendig sind, wurden für den Abschnitt 3.2.4.1 und 3.2.4.2, in GmsCore.apk um-
benannt. 
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3.2.4.1 Einrichten der Anwendungen direkt über die SD-Karte 
Für diesen Abschnitt wird die virtuelle Maschine (Kali Linux) benötigt und der Pfad zu den And-
roid Anwendungen lautet /mnt/usb/*.apk. Die Einrichtung wird an der Android Version 5.0 (Lol-
lipop) vollführt. Um die eingesetzte SD-Karte in der virtuellen Maschine fehlerfrei nutzen zu 
können, kann es unter Umständen sein die Partitionierungstabelle erneut zu Laden, folgender 
Befehl ist in der Linux-Shell (Terminal) zu nutzen: 
partprobe /dev/sdb 
Der Zugriff auf die Anwendungen ist nötig, da die korrekte Funktion des Google Play Stores 
durch diese Anwendungen implementiert wird. Dabei ist der Zugriffspunkt frei wählbar, jedoch in 
diesem Abschnitt über /mnt/os/ realisiert. Dies kann mit folgendem Befehl in der Linux-Shell 
(Terminal) durchgeführt werden: 
mount /dev/sdb5 /mnt/os 
Nach dem fehlerfreien Einhängen des Dateisystems in unser Rechnersystem, müssen die Anwen-
dungen in Form von APK Dateien, in das Verzeichnis /priv-app des Android Betriebssystems 
dupliziert werden. Befinden sich nur die benannten Anwendungen im Verzeichnis /mnt/usb, so 
kann der folgende Befehle in der Linux-Shell (Terminal) benutzt werden, andernfalls müssen die 
Anwendungen einzeln kopiert werden: 
cp -v /mnt/usb/*.apk /mnt/os/priv-app/ 
Der Befehl realisiert das Kopieren sämtlicher Anwendungsdateien (.apk) vom Quellverzeichnis 
ins Zielverzeichnis. 
Folgende Abbildung zeigt eine mögliche Ausgabe für diesen Befehl. 
 
3.2.4-1 cp: Kopieren der Anwendungen auf das Android Betriebssystem 
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Ein Blick auf die kopierten Dateien, gibt eine Übersicht darüber, dass Besitzer und Rechte schon 
richtig konfiguriert wurden und ein weiteres Handeln unnötig ist. Dies ist mit dem Befehl in der 
Linux-Shell (Terminal) möglich: 
 ls -l /mnt/os/priv-app/*.apk 
Folgende Abbildung zeigt eine mögliche Ausgabe für diesen Befehl. 
 
3.2.4-2 ls: Überprüfung des Besitzes und der Rechte der kopierten Anwendungen 
Die SD-Karte muss nun lediglich noch in das Wandboard eingesetzt werden, dafür muss das ein-
gehängte Dateisystem vom Rechnersystem entkoppelt werden, folgender Befehl in der Linux-
Shell (Terminal) ist dafür nötig: 
 umount /mnt/os 
Nun kann die SD-Karte in das Wandboard eingesetzt werden. Die Anwendungen werden vom 
Android Betriebssystem während des Bootvorgangs, nach dem Start des System Services, auto-
matisch initialisiert und gestartet. Dabei wird das Verzeichnis /system/priv-app rekursiv durch-
sucht und noch nicht installierte Anwendungen werden initialisiert. Das Android Betriebssystem 
startet direkt neu und der Google Play Store kann verwendet werden. Bei dieser Methode ist klar, 
dass der so eingerichtete Play Store nicht wieder über die Android Benutzeroberfläche deinstal-
liert werden kann, da bei System Anwendungen nur die Option „Deaktivieren“ vorhanden ist. 
  
3.2.4-3 Android: Anwendungsmanager 
 
Der Play Store kann nur über ein Google Konto genutzt werden, hierfür bietet sich der soeben 
eingerichtete Google Play Dienst zum Erstellen und Verknüpfen mit einem Google Konto an. 
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3.2.4.2 Einrichten der Anwendungen im laufenden Betrieb über ADB 
Für diesen Abschnitt wird das Rechnersystem (Microsoft Windows) benötigt, der Pfad zur Andro-
id Debug Bridge lautet C:\SDK\platform-tools\ und der Pfad zu den Android Anwendungen 
lautet F:\. Außerdem muss das Wandboard ordnungsgemäß angeschlossen, eingeschaltet und mit 
einer Mikro SD-Karte bestückt sein, auf der sich ein lauffähiges Android Betriebssystem befindet, 
dieses Vorgehen wird in Abschnitt 3.2.1 Vorbereiten der SD-Karten-Speicherabbilder erklärt. Die 
Einrichtung wird an der Android Version 4.4 (Kitkat) vollführt. Weiter ist die Verbindung zum 
Android Betriebssystem eingerichtet und kann, wie in Abschnitt 2.2.3 Verbindungsaufbau be-
schrieben worden ist, verwendet werden. 
Als Referenz zur angeschlossenen Hardwareplattform wird die Seriennummer des zu konfigurie-
renden Systems benötigt, da bei Verbindungen mit mehreren Hardwareplattformen eine Distinkti-
on erfolgen muss. Zur Sichtung sämtlicher angeschlossener und über ADB ansteuerbarer Geräte, 
muss folgender Befehl über das Programm cmd.exe ausgeführt werden: 
 adb devices 
Die Abbildung 3.2.2-14 adb: Anzeigen der angeschlossenen Geräte, zeigt eine mögliche Ausgabe 
für diesen Befehl an. 
Im ersten Schritt muss das Dateisystem von nur lesend (read-only) auf schreibend (writable) neu 
eingebunden werden, dies ist in 3.2.3.2 Bestehendes Dateisystem mit bestimmten Zugriffsrecht 
ins System einbinden, detailliert beschrieben. Jetzt beginnt der primäre Schritt, die Einrichtung 
der Anwendungen auf dem Android Betriebssystem. Dazu sind die Lokalitäten der Anwendungen 
von Bedeutung. Damit die Anwendungen mit Systemrechten laufen, müssen diese in das System-
Verzeichnis des Android Betriebssystems kopiert werden, folgende Befehle sind hierbei unerläss-
lich: 
 adb -s 0123456789ABCDEF push F:\GmsCore.apk 
/system/priv-app/GmsCore.app 
adb -s 0123456789ABCDEF push F:\GoogleLoginService.apk 
/system/priv-app/GoogleLoginService.app 
adb -s 0123456789ABCDEF push F:\GoogleServicesFramework.apk 
/system/priv-app/GoogleServicesFramework.app 
adb -s 0123456789ABCDEF push F:\Phonesky.apk 
/system/priv-app/Phonesky.app 
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Folgende Abbildung zeigt eine mögliche Ausgabe für diesen Befehl. 
 
3.2.4-4 adb: Kopieren der Anwendungen in das System-Verzeichnis 
Wenn alle Anwendungen erfolgreich kopiert worden sind, können diese und die dazugehörigen 
Berechtigungen, mit folgendem Befehl über das Programm cmd.exe angezeigt werden: 
 adb -s 0123456789ABCDEF shell ls -l /system/priv-app 
Folgende Abbildung zeigt eine mögliche Ausgabe für diesen Befehl. 
 
3.2.4-5 adb: Auflisten der kopierten Anwendungen 
Auffällig sind die idealen Besitzrechte der Anwendungen, aber da das Ausführungsrecht unge-
setzt ist, können diese nicht gestartet werden.   
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Dies muss mit folgenden Befehlen über das Programm cmd.exe geändert werden: 
 adb -s 0123456789ABCDEF shell chmod 0755  
/system/priv-app/GmsCore.app 
adb -s 0123456789ABCDEF shell chmod 0755  
/system/priv-app/GoogleLoginService.app 
adb -s 0123456789ABCDEF shell chmod 0755  
/system/priv-app/GoogleServicesFramework.app 
adb -s 0123456789ABCDEF shell chmod 0755  
/system/priv-app/Phonesky.app 
Das chmod 0755 im Befehl sorgt dafür, das alle Benutzer des Android Betriebssystems lesen 
sowie ausführen dürfen und der Eigentümer „root“, obendrein schreiben darf. 
Die Kontrolle mittels dem folgendem Befehl zeigt die Änderungen an: 
 adb -s 0123456789ABCDEF ls -l /system/priv-app 
Folgende Abbildung zeigt eine mögliche Ausgabe für diesen Befehl. 
 
3.2.4-6 adb: Auflisten der kopierten Anwendungen nach Modifizierung der Rechte 
 
Ein Neustart des Android Betriebssystem muss stattfinden. Die Initialisierung der Anwendungen 
geschieht während des Bootvorgangs des Android Betriebssystem automatisch.  
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Dies ist mit dem folgenden Befehl über das Programm cmd.exe möglich: 
 adb -s 0123456789ABCDEF reboot 
Das Android Betriebssystem startet augenblicklich und der Google Play Store kann verwendet 
werden. Bei dieser Methode ist klar, dass ein Deinstallieren des Play Stores nicht über den An-
wendungsmanager der Benutzeroberfläche passieren kann, da bei System Anwendungen nur die 
Option zur Deaktivierung gegeben ist (vgl. Abbildung 3.2.4-3 Android: Anwendungsmanager). 
 
Der Play Store kann nur über ein Google Konto genutzt werden, hierfür bietet sich der soeben 
eingerichtete Google Play Dienst zum Erstellen und Verknüpfen mit einem Google Konto an. 
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3.2.5 Installation von Anwendungen ohne Nutzung des Play Stores 
Die Vorgehensweise für die Installation weiterer Anwendungen ist grundsätzlich konform, wie in 
den Abschnitten 3.2.4.1 und 3.2.4.2 bereits beschrieben, nur das die Lokalität entsprechend den 
Benutzerkriterien angepasst werden sollte. Mehr zu den Lokalitäten für Benutzeranwendungen ist 
dem Abschnitt 3.2.3.1 Android Dateisystem zu entnehmen. Weiter ist es auch möglich Anwen-
dungen die nicht als Systemanwendungen laufen sollen, über die Android Debug Bridge oder die 
Benutzeroberfläche selbst zu installieren. Die Software Avast.apk, die in diesem Abschnitt einge-
richtet wird, ist im DVD-Pfad /Methoden/Install_app, der beiliegenden Projekt-DVD, zu finden. 
 
3.2.5.1 Installation der Anwendungen über die Android Debug Bridge 
Für diesen Abschnitt wird das Rechnersystem (Microsoft Windows) benötigt, der Pfad zu der 
zusätzlichen Software nennt sich F:\Software. Weiter muss das Wandboard ordnungsgemäß an-
geschlossen, eingeschaltet und mit einer eingesetzten Mikro SD-Karte mit dem Android Betriebs-
system 4.4 (KitKat) betriebsbereit sein. Die Verbindung mit der Android Debug Bridge ist wie im 
Abschnitt 3.2.2 Verbinden des Rechnersystems mit Android über ADB konfiguriert und zur Ver-
wendung bereit. Um nun eine Android Anwendung auf dem Android Betriebssystem zu installie-
ren, ist folgender Befehl über das Programm cmd.exe auszuführen: 
 adb -s 0123456789ABCDEF install F\Software\Avast.apk 
Folgende Abbildung zeigt eine mögliche Ausgabe für diesen Befehl. 
 
3.2.5-1 adb: Installation der Referenzanwendung 
Die Kontrolle ob die Anwendung installiert wurde sowie deren Installationsverzeichnis, kann wie 
folgt abgerufen werden: 
 adb -s 0123456789ABCDEF shell pm list packages -f | findstr avast 
Folgende Abbildung zeigt eine mögliche Ausgabe für diesen Befehl. 
 
3.2.5-2 adb: Prüfen der korrekten Installation der Anwendung 
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3.2.5.2 Installation der Anwendungen über die Android Benutzeroberfläche 
Weiter ist es auch möglich, Anwendungen die nicht als Systemanwendungen laufen sollen, direkt 
über die Benutzeroberfläche des Android Betriebssystems zu installieren. Dafür sind ein Datei-
manager nach Wahl sowie die zu installierende Anwendung notwendig. In diesem Abschnitt ist 
der Dateimanager der CMFileManager und die Anwendung Avast.apk wird über den internen 
Speicher mit dem Dateipfad /sdcard/Download bereitgestellt. 
 
3.2.5-3 CMFileManager: Dateiverzeichnis Download mit der Anwendung Avast.apk 
Wird die Anwendung angeklickt, ist es nicht möglich diese ohne Umwege zu installieren. Da die 
Anwendung nicht über den Play Store installiert wird, fällt sie somit in den Sicherheitsmechanis-
mus von Android für Unbekannte Herausgeber. Gleichwohl ist es möglich diesen Mechanismus 
zu deaktivieren, entweder über Einstellungen >> Sicherheit >> „Geräteverwaltung“ oder direkt 
über den folgenden Warnhinweis der beim Installationsversuch vom System generiert wird. 
 
3.2.5-4 Android: Warnhinweis bei der Installation von unbekannten Quellen 
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Im Einstellungsmenü „Sicherheit“ gibt es einen Abschnitt für die Geräteverwaltung. Der Unter-
punkt „Unbekannte Herkunft“ muss an dieser Stelle aktiviert werden, um die Anwendung instal-
lieren zu können. 
 
3.2.5-5 Android: Geräteverwaltung der Sicherheitseinstellungen „Unbekannte Herkunft“ 
 
Beim aktivieren dieser Option, wird eine weitere Sicherheitsabfrage vom System generiert, die 
mit „OK“ bestätigt werden muss. „Unbekannte Herkunft“ ist nun aktiviert. 
 
3.2.5-6 Android: Sicherheitsabfrage zur Aktivierung "Unbekannte Herkunft" 
 
Ab diesem Schritt ist der Sicherheitsmechanismus, zum Schutz der Hard- und Software vor nicht 
vertrauenswürdigen Anwendungen deaktiviert und Anwendungen unbekannter Herkunft, können 
ohne weiteres installiert werden. 
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Nun muss nur noch die Anwendung Avast.apk installiert werden. Dies geschieht durch einen 
Klick auf die gegebene Option „Weiter“ des Dialogs zur Einsicht der geforderten Berechtigungen 
für die Anwendung. 
 
3.2.5-7 Android: Einsicht in die Berechtigungen  der Anwendung 
Wurden alle geforderten Berechtigungen eingesehen, so kann am Ende durch einen Klick auf 
„Installieren“, die Anwendung installiert werden. 
 
3.2.5-8 Android: Installation der Anwendung 
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Je nach Größe und Komplexität der Anwendung, benötigt das System eine unbestimmte Zeit-
spanne zur Installation der Anwendung. 
 
3.2.5-9 Android: Installationszeit der Anwendung 
 
Ist die Installation beendet, wird dies vom System durch „App wurde installiert“ angezeigt und 
die Anwendung kann über die Option „Öffnen“, sofort vom Benutzer gestartet werden. 
Wird die Anwendung über den Anwendungsmanager eingesehen, ist diese durch „Deinstallieren“ 
wieder vom System entfernbar und somit nicht auf der /system Partition des Android Betriebssys-
tems installiert. Das Zugriffsrecht für den Benutzer der Android Benutzeroberfläche, beschränkt 
sich auf das Lesen. 
 
3.2.5-10 Android: Sichtung der Anwendung über den Anwendungsmanager 
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3.2.6 Deinstallation von Anwendungen ohne Nutzung des Play Stores 
Die im Verlauf des Nutzungszyklus installierten Anwendungen auf dem Android Betriebssystem, 
können durch verschiedene Möglichkeiten auch wieder vom System entfernt werden. Dieser Ab-
schnitt erläutert kurz die Durchführung der Deinstallation einer installierten Android Anwendung. 
In diesem Abschnitt wird die Anwendung Avast.apk, die in Abschnitt 3.2.5 Installation von An-
wendungen ohne Nutzung des Play Stores installiert wurde, als Referenz Anwendung zur Dein-
stallation verwendet. Die Anwendung ist der beiliegenden Projekt-DVD im DVD-Pfad 
/Methoden/Install_app, zu entnehmen. 
3.2.6.1 Deinstallation direkt über die SD-Karte 
Für diesen Abschnitt wird die virtuelle Maschine (Kali Linux) benötigt und Informationen über 
die Lokalität der installierten Anwendung. Weiter muss Zugriff auf die Mikro SD-Karte mit dem 
Android Betriebssystem 4.4 (Kitkat) möglich sein, um die eingesetzte SD-Karte in der virtuellen 
Maschine korrekt nutzen zu können. Es kann unter Umständen sein, dass die Partitionierungsta-
belle erneut zu Laden ist und folgender Befehl in der Linux-Shell (Terminal) zur Handhabe 
kommt: 
partprobe /dev/sdb 
Um nun die installierte Anwendung vom Android Betriebssystem zu deinstallieren, ist der Zugriff 
auf dieses Notwendig. Dabei ist der Zugriffspunkt frei Wählbar, jedoch in diesem Abschnitt über 
/mnt/os/ realisiert. Dies kann mit folgendem Befehl in der Linux-Shell (Terminal) durchgeführt 
werden: 
mount /dev/sdb4 /mnt/os 
Nach dem korrekten Einhängen des Dateisystems in unser Rechnersystem muss die Anwendun-
gen Avast.apk im Verzeichnis /app des Android Betriebssystems ausfindig gemacht werden. Zur 
Sichtung der Anwendung im Verzeichnis kann folgender Befehl in der Linux-Shell (Terminal) 
ausgeführt werden: 
 ls /mnt/os/app 
Folgende Abbildung zeigt eine mögliche Ausgabe für diesen Befehl. 
 
3.2.6-1 ls: Prüfen auf Vorhandensein der Anwendung 
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Folgender Befehl löscht dann die Anwendung vom Android Dateisystem: 
rm /mnt/os/app/com.avast.android.mobilesecurity-1.apk 
Auch hier kann wieder zur Sichtung des korrekten Löschens der Anwendung im Verzeichnis, 
folgender Befehl in der Linux-Shell (Terminal) ausgeführt werden: 
 ls /mnt/os/app 
Folgende Abbildung zeigt eine mögliche Ausgabe für diesen Befehl. 
 
3.2.6-2 rm: Löschen der Anwendungen auf dem Android Betriebssystem 
Die SD-Karte muss nun nur noch in das Wandboard eingesetzt werden, dafür muss das einge-
hängte Dateisystem vom Rechnersystem ausgehangen werden, folgender Befehl in der Linux-
Shell (Terminal) ist dafür nötig: 
 umount /mnt/os 
Nun kann die SD-Karte in das Wandboard eingesetzt werden und die Anwendung ist nach dem 
Bootvorgang des Android Betriebssystem nicht mehr verfügbar. 
 
3.2.6.2 Deinstallation im laufenden Betrieb über die Android Debug Bridge 
Eine weitere sehr elegante Möglichkeit ist die Deinstallation über die Android Debug Bridge. 
Hierfür wird das Rechnersystem (Microsoft Windows) benötigt. Weiter muss das Wandboard 
ordnungsgemäß angeschlossen, eingeschaltet und mit einer eingesetzten Mikro SD-Karte mit dem 
Android Betriebssystem 4.4 (KitKat) betriebsbereit sein. Die Verbindung mit der Android Debug 
Bridge ist wie im Abschnitt 3.2.2 Verbinden des Rechnersystems mit Android über ADB konfigu-
riert und zur Verwendung bereit. Um nun eine Android Anwendung vom Android Betriebssystem 
zu deinstallieren, ist zunächst die Informationsbeschaffung der installierten Anwendungen von 
Vorteil, folgender Befehl über das Programm cmd.exe muss dazu ausgeführt werden: 
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Die Liste der installierten Anwendungen kann jedoch sehr lang sein, so ist es von Vorteil Infor-
mationen über die installierte Anwendung, vorrätig zu haben. Ist die Anwendung eine System 
Anwendung oder vom Benutzer installiert, so können die Verzeichnisse /system und /data unter-
schieden werden. Im Beispiel für Avast, wurde die Anwendung durch den Benutzer installiert, 
somit kann folgender Befehl verwendet werden: 
 adb -s 0123456789ABCDEF shell pm list packages -f | findstr \/data 
Folgende Abbildung zeigt eine mögliche Ausgabe für diesen Befehl. 
 
3.2.6-3 adb: Informationsbeschaffung der installierten Nutzeranwendungen 
Die Ausgabe zeigt Zeilenweise alle Benutzeranwendungen, nach dem „:“ den Installationspfad 
zur Anwendung und nach dem „=“ den zugehörigen Namen der Anwendung wie er im Android 
Betriebssystem verwendet wird. Aus dieser Information kann unter Verwendung des folgenden 
Befehls, die Anwendung im laufenden Betrieb deinstalliert werden: 
 adb -s 0123456789ABCDEF uninstall com.avast.android.mobilesecurity 
Ist die Anwendung vom Android Betriebssystem erfolgreich deinstalliert worden, meldet ADB 
„Success“. 
 
3.2.6.3 Deinstallation über die Android Benutzeroberfläche 
Wie im Abschnitt 3.2.5.2 Installation der Anwendungen über die Android Benutzeroberfläche 
angesprochen, kann die Anwendung in ähnlicher Weise vom Android Betriebssystem, über die 
Benutzeroberfläche deinstalliert werden. Hierfür muss der Knopf „Deinstallieren“ (Uninstall), 
wie in der Abbildung 3.2.5-10 Android: Sichtung der Anwendung über den Anwendungsmanager 
zu sehen ist, betätigt werden und eine Sicherheitsabfrage „Möchten Sie diese App deinstallieren?“ 
(Do you want to uninstall this app?) mit „OK“ bestätigt werden. Daraufhin deinstalliert das And-
roid Betriebssystem die Anwendung und meldet die Fertigstellung mit folgender Einblendung: 
„Deinstallation abgeschlossen.“ (Uninstall finished.). 
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3.2.7 Einrichten des Root-Zugriffs für Android Anwendungen 
Der folgende Teil erklärt die Einrichtung des Root-Zugriffs, für die erweiterte Rechteanforderung 
von Android Anwendungen über die Android Benutzeroberfläche. Dabei bezeichnet „Root“ einen 
Benutzer, der vollen Zugriff auf das System hat und überall Schreibend agieren darf. Der Vorteil 
des Root-Zugriffs über die Steuerung der Benutzeroberfläche ist dabei, Android Anwendungen 
mit Systemrechten (Root-Rechten) zu starten, um Aktionen wie beispielsweise „Debugging ande-
re Anwendungen“ durchführen zu können. Dabei wird der Root-Zugriff durch eine Root-
Anwendung geregelt und durch den Benutzer manuell freigegeben. 
3.2.7.1 Installation für das Speicherabbild Android 5.0 (Lollipop) 
Für das Speicherabbild Android 5.0 vom 5. November 2015 ist noch keine Möglichkeit bekannt, 
einen solchen Root-Zugriff über die Android Benutzeroberfläche zu realisieren. 
 
3.2.7.2 Installation für das Speicherabbild Android 4.4 (Kitkat) 
Für den Root-Zugriff des Speicherabbilds Android 4.4 (Kitkat) vom 3. März 2015 ist noch zusätz-
liche Software erforderlich, diese kann von der Quelle GitHub [S-GiHuA16] heruntergeladen und 
entpackt werden. Als Alternative bietet sich auch der Weg an, die zusätzliche Softwar der beilie-
genden Projekt-DVD im DVD-Pfad /Methoden/Install_root_on_Android4.4, dieser Arbeit zu 
entnehmen. Das Rechnersystem (Microsoft Windows) wird benötigt, einschließlich des Pfads zu 
der zusätzlichen Software F:\Software. Weiter muss das Wandboard richtig angeschlossen, ein-
geschaltet und mit einer eingesetzten Mikro SD-Karte, auf dem sich das Android Betriebssystem 
4.4 (Kitkat) befindet, betriebsbereit sein. Die Verbindung mit der Android Debug Bridge steht wie 
im Abschnitt 3.2.2 Verbinden des Rechnersystems mit Android über ADB beschrieben, konfigu-
riert und zur Verwendung bereit. 
Zur Überprüfung ob Root-Rechte angefordert werden, kann optional die Anwendung RootChe-
ker5.6.1.apk die ebenfalls im Pfad der zusätzlichen Software vorhanden ist, wie in Abschnitt 3.2.5 
Installation von Anwendungen ohne Nutzung des Play Stores, auf dem Android Betriebssystem 
installiert werden. Die Datei ist aus einem bestehenden Android Betriebssystem extrahiert, hat die 
minimale Anforderung von Android 3.0 und ist für das Zielsystem Android 5.0 erstellt. Wird 
diese Anwendung gestartet, kann das Android Betriebssystem auf Root-Rechte geprüft werden. 
Durch den Klick auf den Knopf „BESTÄTIGE ROOT“ (VERIFY ROOT) meldet die Anwendung 
das Root-Rechte nicht angefordert werden konnten. 
 
3.2.7-1 Android: RootChecker "Bestätige Root" vor Modifizierung 
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Um nun sämtliche benötigte Software, ordnungsgemäß auf das Android Betriebssystem zu kopie-
ren, ist das Dateisystem von Android mit Schreibrechten einzubinden. Der Abschnitt 3.2.3.2 Be-
stehendes Dateisystem mit bestimmten Zugriffsrecht ins System einbinden, beschreibt diesen 
Vorgang detailgenau. 
Im Anschluss muss sämtliche Software auf das Android Dateisystem kopiert werden, folgende 
Befehle sind über das Programm cmd.exe abzusetzen: 
 adb -s 0123456789ABCDEF push F:\Software\Superuser.apk /system/app/Superuser.apk 
 adb -s 0123456789ABCDEF push F:\Software\su /system/xbin/su 
Die Lokalitäten der Dateien ergeben sich aus Kenntnissen zu Linux-Derivaten. Dabei muss die 
Anwendungsdatei Superuser.apk, in das für Anwendungen gültige Verzeichnis und die ausführba-
re Datei „su“, in das Verzeichnis für Systemprogramme für essentiell wichtige Aufgaben kopiert 
werden. 
Folgende Abbildung zeigt eine mögliche Ausgabe für diese Befehle. 
 
3.2.7-2 adb: Kopieren der zusätzlichen Software 
Nach dem Kopiervorgang kann nun, über die Shell am Android Betriebssystem weiter gearbeitet 
werden. Dies dezimiert die Längen der verwendeten Befehle durch Reduzierung von 
„adb -s 0123456789ABCDEF shell“. Folgender Befehl ist über das Programm cmd.exe auszufüh-
ren: 
 adb -s 0123456789ABCDEF shell 
Im System-Verzeichnis /system/xbin kann das nicht gesetzte Ausführungsrecht für die kopierte 
Datei, mit folgendem Befehl eingesehen werden: 
 ls -l /system/xbin/ 
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Folgende Abbildung zeigt eine mögliche Ausgabe für diesen Befehl. 
 
3.2.7-3 adb: Android Betriebssystem-Verzeichnis xbin 
Um nun diesen durch das Kopieren hervorgerufenen Effekt zu korrigieren, welcher ein Sicher-
heitsmechanismus des Betriebssystems ist, müssen die Rechte der Dateien mit folgendem Befehl 
angepasst werden: 
chmod 0755 /system/app/Superuser.apk 
chmod 6755 /system/xbin/su 
Eine erneute Sichtung des System-Verzeichnis /system/xbin mit folgendem Befehl, zeigt die 
Änderungen: 
 ls -l /system/xbin/ 
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Folgende Abbildung zeigt eine mögliche Ausgabe für diese Befehle. 
 
3.2.7-4 adb: Android Betriebssystem-Verzeichnis xbin nach Modifizierung der Rechte 
Dem folgend, müssen zwei Verzeichnisse angelegt werden. Nachkommende Befehle sind dazu 
nötig: 
mkdir /system/bin/.ext 
mkdir /system/etc/init.d 
Da der Befehl mkdir, Verzeichnisse mit vollen Berechtigungen für Jedermann erstellt, ist auch 
hier eine Rechte Modifizierung von Nöten. Nöten. Hierbei ist die Ausführung folgender Befehle 
vorausgesetzt: 
chmod 0755 /system/bin/.ext 
chmod 0755 /system/etc/init.d 
Nun muss die zuvor kopierte Datei „su“, an verschiedenen Stellen im Dateisystem dupliziert wer-
den. Dieser Teilschritt ist mit folgenden Befehlen auszuführen: 
cp /system/xbin/su /system/xbin/daemonsu 
cp /system/xbin/su /system/bin/.ext/.su 
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Der Kopierbefehl kopiert die original Dateien, also ohne Modifizierung des Besitzers und der 
Rechte. Da aber für die Kopie der Datei „daemonsu“ andere Rechte zwingend sind, müssen diese 
mit folgendem Befehl angepasst werden: 
chmod 0755 /system/xbin/daemonsu 
Nun sind noch Dateien zu erstellen, die über den Init Prozess beim Bootvorgang gestartet und 
ausgeführt werden. Zur Erstellung der Dateien sind folgende Befehle auszuführen: 
 Datei: 99SuperSUDaemon 
echo \#\!\/system\/bin\/sh > /system/etc/init.d/99SuperSUDaemon 
echo \/system\/xbin\/daemonsu --auto-daemon \& 
>> /system/etc/init.d/99SuperSUDaemon 
 Datei: .installed_su_daemon 
echo 1 > /system/etc/.installed_su_daemon 
 Datei: install-recovery.sh 
 echo \#\!\/system\/bin\/sh > /system/etc/install-recovery.sh 
 echo \/system\/xbin\/daemonsu --auto-daemon \& >> /system/etc/install-recovery.sh 
 echo \/system\/etc\/install-recovery-2.sh >> /system/etc/install-recovery.sh 
Dabei dient das Zeichen „\“ als Konvertierungszeichen, sodass das erste nachfolgende Zeichen 
nicht mehr als Systemzeichen in dem jeweiligen Befehl Beachtung findet. Auch hier ist zu beden-
ken, dass das Erstellen einer Datei mit dem Befehl echo zur Auswirkung hat, dass diese nicht das 
Ausführungsrecht besitzt. Folgende Befehle ändern die Rechte der erstellten Dateien: 
chmod 0755 /system/etc/init.d/99SuperSUDaemon 
 chmod 0755 /system/etc/.installed_su_daemon 
chmod 0755 /system/etc/install-recovery.sh 
Nach dem alle Dateien mit den entsprechenden Rechten im Dateisystem des Android Betriebssys-
tems installiert und konfiguriert sind, muss das System mit folgendem Befehl neu gestartet wer-
den, um diese Dateien während des Bootvorgangs auszuführen: 
 reboot 
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Nach dem Neustart des Android Betriebssystems kann nochmals geprüft werden, ob Root-Rechte 
angefordert werden können, dazu ist nochmalig die Anwendung RootChecker5.6.1.apk nötig, die 
optional installiert werden kann. Nach dem Start dieser Anwendung kann über den Knopf „BE-
STÄTIGE ROOT“ (VERIFY ROOT), kann versucht werden, die Root-Rechte anzufordern. In 
diesem Fall übernimmt Anwendung Superuser.apk die Kontrolle und fordert vom Benutzer die 
Bestätigung für diese Aktion an. 
 
3.2.7-5 Android: Root-Zugriff Anfrage von RootChecker über Superuser 
Ein Klick auf den Knopf „Erlauben“ (Grant) gibt der Anwendung RootChecker die benötigten 
Berechtigungen, fortan als Root zu agieren. Bestätigt wird dies mit der folgenden Meldung der 
Anwendung RootChecker5.6.1.apk. 
 
3.2.7-6 Android: RootChecker "Bestätige Root" nach Modifizierung 
Die Einrichtung des Root-Zugriffs von Android Anwendungen ist somit abgeschlossen und kann 
über die Anwendung Superuser.apk gesteuert werden. 
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3.2.8 Erweiterung der Android Shell Funktionalität 
Aus lizenzrechtlichen Gründen ist die Verwendung von Code, der unter der GPL lizenziert ist, 
verboten [I-AnSo16]. Android Betriebssysteme bieten daher, nur rudimentäre Shells mit einigen 
wenigen Unix-Befehlen an. Ergänzend verwendet Android eine eigene C-Bibliothek, die von 
Google für Android modifiziert wurde. Aus diesem Grund ist ein Nachrüsten der Unix-Befehle 
durch zusätzliche Software unumgänglich. Für die Betriebssystem Speicherabbilder aus 2.2.2.2 
Speicherabbild, gilt diese Restriktion nicht, da diese Systeme schon angepasst wurden und eine 
Toolbox, eine BusyBox oder beides zur Verfügung stellen. Einer Nachrüstung bedarf es nur, 
wenn bei neueren Android Versionen diese Funktionalität fehlt und verlangt wird. Folgender Ab-
schnitt stellt einige Programme vor und konkretisiert die Installation an einem Beispiel. 
 
Toolbox 
Die Android Toolbox ist ein Multifunktions-Programm, welches viele gängige Linux-Befehle in 
einem ausführbaren Programm kapselt. Jedoch sind die Funktionalitäten im Vergleich zu den 
Linux-Befehlen sehr eingeschränkt. Die Dokumentation dieser Software gibt dabei Aufschluss 
über die Funktionen. 
 
BusyBox 
BusyBox verbindet viele Versionen herkömmlicher Unix-Dienstprogramme in einer einzigen, 
kleinen ausführbaren Datei. Somit erlaubt sie den Ersatz für diese Dienstprogramme, die in der 
Regel in GNU fileutils zu finden sind. Busybox wurde nicht auf Geschwindigkeit optimiert, son-
dern auf geringen Speicherverbrauch. Es stellt eine vollständige Umgebung zur Verfügung und 
verhält sich in der Funktionalität sehr ähnlich wie das GNU Pendant [I-Busy16]. 
Im Abschnitt 3.2.9, wird die Installation und Verwendung von ausführbaren Dateien im Android 
Betriebssystem erklärt, dies geschieht am Beispiel von busybox. 
 
Dropbear 
Dropbear ist ein relativ kleiner SSH Server und Client, der auf einer POSIX basierenden Platt-
form läuft [I-Drop16]. 
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3.2.9 Einrichten und Ausführen von ausführbaren Dateien 
Für diesen Abschnitt wird das Rechnersystem (Microsoft Windows) benötigt, der Pfad zur Andro-
id Debug Bridge ist C:\SDK\platform-tools\ und der Pfad zu der ausführbaren Datei ist 
F:\Software. Wie bisher muss das Wandboard ordnungsgemäß angeschlossen, eingeschaltet und 
eine mit einem lauffähigen Android Betriebssystem konfigurierte Mikro SD-Karte eingesetzt sein 
(vgl. Abschnitt 3.2.1 Vorbereiten der SD-Karten-Speicherabbilder). Da die Wahl der zu installie-
renden ausführbaren Datei busybox ist und das Speicherabbild Android 4.4 (KitKat) nur die tool-
box zur Verfügung stellt, kann die Einrichtung und Ausführung an diesem Beispiel gezeigt wer-
den. Weiter ist die Verbindung wie in Abschnitt 2.2.3 Verbindungsaufbau, zum Android Betriebs-
system eingerichtet und kann verwendet werden. Die ausführbare Datei busybox kann herunterge-
laden [I-Busy16] und entpackt werden, auch hier bietet sich wieder die Anwendung 7-zip an [S-
Szip16]. Außerdem kann die ausführbare Datei busybox, auch der beiliegenden Projekt-DVD im 
DVD-Pfad /Methoden/Install_busybox, dieser Arbeit entnommen werden. 
Die ausführbare Datei busybox muss zunächst auf das Android Betriebssystem kopiert werden, 
dazu ist das Dateisystem von Android mit Schreibrechten einzubinden, der Abschnitt 3.2.3.2 Be-
stehendes Dateisystem mit bestimmten Zugriffsrecht ins System einbinden, beschreibt diesen 
Vorgang im Detail. Anschließend muss die Datei auf das Android Dateisystem vervielfältigt wer-
den, folgender Befehl ist über das Programm cmd.exe auszuführen: 
 adb -s 0123456789ABCDEF push F:\Software\busybox-arm5l /system/xbin/busybox 
Auch hier ergibt sich die Lokalität der Datei aus Kenntnissen zu Linux-Derivaten. Dabei muss die 
ausführbare Datei busybox, in das Verzeichnis für Systemprogramme für essentiell wichtige Auf-
gaben kopiert werden. 
Worde die Datei erfolgreich kopiert, kann über die Shell am Android Betriebssystem weiter gear-
beitet werden. Dies dezimiert die Längen der verwendeten Befehle durch Reduzierung von 
„adb -s 0123456789ABCDEF shell“. Folgender Befehl ist über das Programm cmd.exe auszufüh-
ren: 
 adb -s 0123456789ABCDEF shell 
Aus Abschnitt 3.2.7.2 Installation für das Speicherabbild Android 4.4 (Kitkat) geht hervor, dass 
das Ausführungsrecht für die kopierte Datei, noch nicht gesetzt ist. Dies wird mit folgendem Be-
fehl korrigiert: 
chmod 0755 /system/xbin/busybox 
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Ein Blick auf die ausführbare Datei kann mit folgendem Befehl vollzogen werden: 
 busybox 
Folgende Abbildung zeigt eine mögliche Ausgabe für diesen Befehl. 
 
3.2.9-1 busybox: Anzeigen sämtlicher Funktionen für busybox 
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Jetzt gibt es zwei Varianten, die ausführbare Datei für Aktionen mit der Shell über das Android 
Betriebssystem zu benutzen. 
Variante 1 – Befehle durch busybox Funktionen 
Am Android Betriebssystem müssen keine Änderungen mehr vorgenommen werden. Vielmehr 
lässt sich jetzt jede genutzte Funktion, über die ausführbare Datei busybox ansprechen. Am Bei-
spiel von chattr, was für change attribute steht und bestimmte Attribute auf Dateien oder Ordner 
setzt, sieht der Befehl zur Änderung des Attributes „unveränderlich“ (immutable) an einer imagi-
nären Datei test, im Pfad /data folgendermaßen aus: 
 busybox chattr +i /data/test 
Hierbei wird das Attribut „unveränderlich“ gesetzt und die Datei kann nicht mehr verändert wer-
den. Diese Änderung ist mit folgendem Befehl rückgängig zu machen: 
 busybox chattr -i /data/test 
Variante 2 – Installation von Befehlslinks zur busybox 
Am Android Betriebssystem muss eine Änderung vorgenommen werden. Um im späteren Verlauf 
Befehle wie an einem Linux Terminal ausführen zu können, werden zu den einzelnen Funktionen 
der busybox, Softlinks im System-Verzeichnis für essentiell wichtige Programme erstellt. Dies ist 
mit folgendem Befehl möglich: 
 busybox --install /system/xbin 
Fortan ist die Verwendung der Funktionen die aus 3.2.9-1 busybox: Anzeigen sämtlicher Funkti-
onen für busybox ersichtlich werden, ohne die Verwendung der Textpassage „busybox“ im Be-
fehl möglich. Am Beispiel von chattr, was in Variante 1 schon genutzt wurde, sehen die Befehle 
zum Ändern bestimmter Attribute auf Dateien oder Ordner folgendermaßen aus: 
 chattr +i /data/test 
Hierbei wird das Attribut „unveränderlich“ gesetzt und die Datei kann nicht mehr verändert wer-
den. Auch diese Änderung ist mit folgendem Befehl rückgängig zu machen: 
 chattr -i /data/test 
Bei der Verwendung von ausführbaren Dateien für das Android Betriebssystem ist darauf zu ach-
ten, dass die verwendeten Dateien auch unter ARM Prozessoren lauffähig sind, da das Wand-
board wie in 2.2.1 Technische Details beschrieben, mit einem ARM Prozessor ausgestattet ist. 
Sollte ab diesem Zeitraum keine weitere auf das Dateisystem schreibende Aktion (writable) aus-
geführt werden, muss das Dateisystem wieder mit lesendem Recht (read-only) eingebunden wer-
den, dass wie im Abschnitt 3.2.3.2 Bestehendes Dateisystem mit bestimmten Zugriffsrecht ins 
System einbinden, detailliert beschrieben ist. Anstelle dessen, ist auch ein Neustart des Android 
Betriebssystems möglich.  
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3.2.10 Einrichten von Terminal und FTP-Server auf Android 
Das Einrichten eines eigenständigen Terminals oder FTP-Servers am Android Betriebssystem ist 
nicht nötig, da wie in den Abschnitten 3.2.2 bis 3.2.9 beschrieben, zum Fernsteuern des Android 
Betriebssystems und zum Datenaustausch zwischen Fernsteuerungsrechner und Android Betriebs-
system ausschließlich die Android Debug Bridge eingesetzt wurde. Die Einrichtung am Fernsteu-
erungsrechner ist auf eine Installation von minimal ADB (vgl. Abschnitt 2.4.4 Android Debug 
Bridge (ADB)) begrenzt und zur Realisierung dieser Aufgaben wird die Shell (Eingabeaufforde-
rung/Terminal) des jeweiligen Betriebssystems genutzt. 
 
 
3.2.11 Installation eines Schadprogramms 
Aus den Abschnitten 3.2.4.1 Einrichten der Anwendungen direkt über die SD-Karte, 3.2.4.2 Ein-
richten der Anwendungen im laufenden Betrieb über ADB, 3.2.5.1 Installation der Anwendungen 
über die Android Debug Bridge und 3.2.5.2 Installation der Anwendungen über die Android Be-
nutzeroberfläche, gehen mehrere Methoden zur Installation einer Anwendung auf dem Android 
Betriebssystem hervor. Die Methoden sind jedoch nicht alle vollautomatisch durchführbar, somit 
verbleiben lediglich die Methoden aus Abschnitt 3.2.4.2 und Abschnitt 3.2.5.1. Da bei der Analy-
se eines Schadprogramms das volle Potenzial dieser Anwendung analysiert werden soll, ist die 
Methode 3.2.4.2 besser geeignet, denn Schadprogramme können als Systemanwendung agieren 
und somit auch alle Funktionen ausführen. 
Für diesen Abschnitt wird das Rechnersystem (Microsoft Windows) benötigt, der Pfad zur Andro-
id Debug Bridge ist C:\SDK\platform-tools\ und der Pfad zu dem Schadprogramm lautet 
F:\Software. Wie bisher muss das Wandboard ordnungsgemäß angeschlossen, eingeschaltet und 
eine mit einem lauffähigen Android Betriebssystem konfigurierte Mikro SD-Karte eingesetzt sein 
(vgl. Abschnitt 3.2.1 Vorbereiten der SD-Karten-Speicherabbilder). Da sich Android 4.4 (KitKat), 
momentan als ein etabliertes Betriebssystem erweist [I-AnDeZ15], wird dieses hier auch Verwen-
dung finden. Die zu verwendende Anwendung Malware.apk, kann der beiliegenden Projekt-DVD 
im DVD-Pfad /Methoden/Install_malware, dieser Arbeit entnommen werden. 
Das Schadprogramm muss zunächst auf das Android Betriebssystem installiert werden, der Ab-
schnitt 3.2.4.2 Einrichten der Anwendungen im laufenden Betrieb über ADB, beschreibt diesen 
Vorgang. Ein anschließender Neustart des Android Betriebssystems initialisiert und startet dann 
dieses Schadprogramm. Zu beachten ist hierbei, dass das Schadprogramm direkt nach dem Boot-
vorgang des Android Betriebssystems aktiv ist, der Neustart sollte bis zum Beginn der Aufzeich-
nung verzögert werden. 
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3.2.12 Belauschen eines aktiven Schadprogramms im laufenden Betrieb 
Für diesen Abschnitt wird das Rechnersystem (Microsoft Windows) benötigt, mit aktiviertem 
Hotspot wie im Abschnitt 3.1.4.2 Einrichten eines Hotspots am Rechnersystem, beschrieben ist. 
Weiter ist das Programm Wireshark aus Abschnitt 3.1.2 Verwendete Software, einsatzbereit und 
wird im „Promiscuous mode“ für das zu belauschende Netzwerkgerät betrieben. Der „Promis-
cuous mode“ bezeichnet den Empfangsmodus für die Netzwerkschnittstelle, wobei hier der ge-
samte ankommende Datenverkehr mitgelesen wird und an das Betriebssystem weiter gegeben 
wird [I-Wire16, vgl. Seite 43 f.]. Das Wandboard muss ordnungsgemäß angeschlossen, einge-
schaltet und eine mit einem lauffähigen Android Betriebssystem konfigurierte Mikro SD-Karte 
eingesetzt sein (vgl. Abschnitt 3.2.1 Vorbereiten der SD-Karten-Speicherabbilder). In diesem 
Abschnitt wird das modifizierte Betriebssystem Android 5.0 (Lollipop) verwendet. Als Speicher-
ort für die aufgezeichnete Kommunikation (Capture Files), dient das Verzeichnis des Rechnersys-
tems F:\. Diese Dateien sind der beiliegenden Projekt-DVD im DVD-Pfad 
/Methoden/Capture_malware zu entnehmen und können zur Kontrolle eingesehen werden. 
In diesem Abschnitt ist es nötig die Sicherheitsoption „Unbekannte Herkunft“ wie in Abschnitt 
3.2.5.2 ab Abbildung 3.2.5-5 Android: Geräteverwaltung der Sicherheitseinstellungen „Unbe-
kannte Herkunft“ zu aktivieren. 
Zum Vergleich des Netzwerkverkehrs des Android Betriebssystems mit und ohne dem Schadpro-
gramm, wird die Hardwareplattform mit dem modifiziertem Android 5.0 (Lollipop) Speicherab-
bild aus Abschnitt 3.2.1 Vorbereiten der SD-Karten-Speicherabbilder gestartet. 
Die Aufzeichnung der Netzwerkkommunikation wird durch das Klicken „Start a new live cap-
ture“, des Knopfes  auf der Wireshark Benutzeroberfläche am Rechnersystem gestartet und 2 
Minuten nach dem Start der Android Benutzeroberfläche durch das Klicken „Stop the running 
live capture“, des Knopfes  beendet und durch das Klicken „Save this capture file“, des Knop-
fes  unter folgendem Dateinamen gespeichert: 
 cap_android502_fromBootTo2minutes_noMalware.pcapng 
An dieser Stelle kann in den Einstellungen (Settings) unter Apps „AKTIV“ (Apps „RUNNING“) 
eine Einsicht über die aktuell laufenden Dienste und Anwendungen eingesehen werden. Folgende 
Abbildung zeigt eine mögliche Teilausgabe für die Android Benutzeroberfläche: 
 
3.2.12-1 Android: Einstellungen "Aktive Anwendungen" 
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Nach dem Systemstart läuft derzeit nur die Anwendung Android Tastatur (AOSP) die Eingaben 
über eine virtuelle Tastatur bereitstellt. Die Anwendung Einstellungen hingegen läuft nur, da im 
Moment der Aufnahme, dieses Programm die Auflistung der aktiven Anwendungen realisiert. 
Dem folgend, wird das Schadprogramm wie in Abschnitt 3.2.11 Installation eines Schadpro-
gramms Installation eines auf dem Android platziert. Durch einen Neustart des Android Betriebs-
systems wird das Schadprogramm dann optimiert, gestartet und ist direkt nach dem Bootvorgang 
aktiv. Der Neustart allerdings sollte bis zum Start der Aufzeichnung aufgeschoben werden. 
Erst wird mit der Aufzeichnung der Netzwerkkommunikation begonnen und danach wird das 
Android Betriebssystem neu gestartet. Die Aufzeichnung wird erst beendet, wenn der Nachlade-
vorgang des Schadprogramms abgeschlossen ist. Gespeichert wird die Aufzeichnung unter fol-
gendem Dateinamen: 
 cap_android502_fromBootTo2minutes_firstBootWithMalware.pcapng 
Das Schadprogramm hat ein Softwarepaket nachgeladen und fordert über das Android Betriebs-
system zur Installation dieser nachgeladenen Schadprogramme auf. Folgende Abbildung zeigt das 
Verhalten der Installationsaufforderungen des Schadprogramms. 
  
3.2.12-2 Android: Nachladen von Schadprogrammen 
Wieder wird zuerst die Aufzeichnung gestartet, erst dann wird die Installation des nachgeladenen 
Schadprogramms fortgeführt und nachdem sich der Netzwerkverkehr beruhigt hat, wird die Auf-
zeichnung beendet. Gespeichert wird die Aufzeichnung unter folgendem Dateinamen: 
 cap_android502_installLoadedMalware.pcapng 
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Zuletzt wird noch das Netzwerkverhalten des nachgeladenen Schadprogramms aufgezeichnet. Im 
Fall dieses Schadprogramms wurden die Anwendungen „android wifi server“ und „Quick Swipe“ 
nachgeladen. Da zu diesem Zeitpunkt schon bekannt ist, das immer „android wifi server“ vom 
Schadprogram nachgeladen wird, ist dessen Netzwerkkommunikation mit der folgenden Auf-
zeichnung gesichert. Dafür muss wiederum die Aufzeichnung gestartet werden. Das Schadpro-
gramm muss über die Android Benutzeroberfläche  oder den Anwendungs-Manager wie in Ab-
schnitt 2.4.5 beschrieben, ebenfalls gestartet werden. Nachdem eine unbestimmte Aktionszeit des 
gestarteten Schadprogramms vorüber ist, muss die Aufzeichnung gestoppt und unter folgen-den 
Dateinamen gespeichert werden: 
 cap_android502_runningLoadedMalwareWiFiServer.pcapng 
Während der Ausführung der Anwendung „android wifi server“ ist zu erkennen, dass die Ver-
knüpfung (Shortcut) im Menü für alle Anwendungen verschwindet und mehrmals eine Benutzer-
oberfläche ohne Menüs und Einstelloptionen für wenige Sekunden eingeblendet wird. 
An dieser Stelle kann wieder in den Einstellungen (Settings) unter Apps „AKTIV“ (Apps „RUN-
NING“) eine Einsicht über die aktuell laufenden Dienste und Anwendungen eingesehen werden. 
Folgende Abbildung zeigt eine mögliche Teilausgabe für die Android Benutzeroberfläche: 
 
3.2.12-3 Android: Einstellungen "Aktive Anwendungen" mit Schadprogramm 
Folgende Anwendungen und Dienste laufen:  
  Android Tastatur (AOSP) 
- Stellt die Eingaben über eine virtuelle Tastatur bereit 
  Einstellungen 
- Listet die aktuelle Anwendungen und Dienste auf 
  2 Systemdienste 
- Anwendung Malware.apk 
- Nachgeladene Schadsoftware  
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Im weiteren Verlauf der explorativen Analyse, ist der Dienst unter der Bezeichnung 
com.android.sync von großer Bedeutung. 
In einem zusätzlichen Schritt können die nachgeladenen Schadprogramme vom Android Betriebs-
system gesichert werden, um eine spätere Analyse dieser Anwendungen durchzuführen, folgende 
Prozedur ist dafür anzuwenden. 
Das Rechnersystem (Microsoft Windows) wird benötigt, der Pfad zur Android Debug Bridge ist 
C:\SDK\platform-tools\ und der Pfad zum Sicherungsspeicher lautet F:\. Die nachgeladenen 
Schadprogramme können dieser Arbeit entnommen werden und liegen der Projekt-DVD im 
DVD-Pfad /Methoden/Install_loadedMalware, bei. 
Zuerst wird in der Auflistung aller auf dem Android Betriebssystem installierten Anwendungen, 
die Lokalität der installierten Schadprogramme ermittelt. Folgender Befehl ist dafür am Rechner-
system über das Programm cmd.exe auszuführen: 
 adb -s 0123456789ABCDEF shell pm list packages -f 
Folgende Abbildung zeigt eine mögliche Ausgabe für diesen Befehl. 
 
3.2.12-4 adb: Auflistung aller installierten Anwendungen 
Aus dieser Abbildung geht hervor, dass das Schadprogramm unter dem Bezeichner com.jvo.oxy 
angesprochen werden kann. 
Bei genauer Betrachtung des Dienstes „com.android.sync“ über die Android Benutzeroberfläche 
ist festzustellen, dass dieser das Schadprogramm Malware.apk mit dem Bezeichner com.jvo.oxy 
ist. 
 
3.2.12-5 Android: Dienst " com.android.sync " 
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Da das Android Betriebssystem vor der Installation des Schadprogramms keinerlei Nutzeranwen-
dungen aufweist und die Installation der nachgeladenen Anwendungen über den Benutzer voll-
führt wurde, können mit folgendem Befehl sämtliche Anwendungen des Benutzers aufgelistet 
werden: 
  adb -s 0123456789ABCDEF shell pm list packages -f | findstr data 
Folgende Abbildung zeigt eine mögliche Ausgabe für diesen Befehl. 
 
3.2.12-6 adb: Auflistung aller installierten Benutzeranwendungen 
Mit dieser Information über die Lokalitäten der nachgeladenen installierten Anwendungen, ist es 
mit folgenden Befehlen möglich jene zu sichern: 
adb -s 0123456789ABCDEF pull /data/app/com.android.sounds-1/base.apk 
F:\LoadedMalware-androidSounds.apk 
adb -s 0123456789ABCDEF pull /data/app/com.psyfo.android-1/base.apk 
F:\LoadedMalware-psyfoAndroid.apk 
Folgende Abbildung zeigt eine mögliche Ausgabe für diese Befehle. 
 
3.2.12-7 adb: Sichern der nachgeladenen und installierten Schadprogramme 
 
Um eine Anwendung als Schadprogramm identifizieren zu können, ist nicht nur der Netzwerk-
verkehr, sondern auch das Verhalten welches die Anwendung zur Laufzeit erbringt, von Bedeu-
tung. Die Analyse des Anwendungsverhaltens ist bis auf die Ausnahme, dass das Schadprogramm 
weitere Schadprogramme nachlädt somit in die Schadsoftwareeinteilung der Dropper fällt [L-
Ayco06, vgl. Seite 17 f.], für diese Arbeit nicht relevant. 
 
  
110  Methoden 
3.2.13 Explorative Analyse der gesammelten Aufzeichnungen 
Mit den gesammelten Aufzeichnungen kann eine erste explorative Analyse stattfinden, indem Ziel 
IP-Adressen untersucht werden, zu dem sich das Android Betriebssystem verbunden hat. Aus 
Abschnitt 3.1.4.2 Einrichten eines Hotspots am Rechnersystem, gehen die IP-Adressen 
192.168.137.2 für das Android Betriebssystem und 192.168.137.1 für das Rechnersystems zur 
Überwachung hervor. Daraus folgt die Protokollierung jeglicher Verbindungen von 
192.168.137.2, zu Zielsystemen die nicht im gleichen Netzwerksegment liegen 
(192.168.137.0/24). DNS (Domain Name System) und NTP (Network Time Protocol) Anfragen 
können ebenfalls ausgeschlossen werden. 
Die Auswertung der Aufzeichnung cap_android502_fromBootTo2minutes_noMalware.pcapng, 
kann mit folgendem Filter im Programm Wireshark eingesehen werden: 
 ip.src==192.168.137.2 and ip.dst!=192.168.137.0/24 and not dns and not ntp 
Folgende Abbildung zeigt die Ausgabe an der Wireshark Benutzeroberfläche. 
 
3.2.13-1 Wireshark: Aufzeichnung des Android Starts 
Während dem Bootvorgang authentisiert sich das Android Betriebssystems bei einem Google 
Server. Dies ist durch das Ziel (Destination) mit der IP 216.58.213.238, einem von Google Inc. 
betriebenen Server [I-Tcp16], gegeben. Weiterer Netzwerkverkehr ist nicht vorhanden. Zum Ver-
gleich der vorigen Aufzeichnung ist der Start des Android Betriebssystems mit dem Schadpro-
gramm zu wählen. Beim Vergleich fallen verschiedene Verbindungen zu Fremdserversystemen 
auf. Folgende Abbildung zeigt die Ausgabe an der Wireshark Benutzeroberfläche. 
 
3.2.13-2 Wireshark: Aufzeichnung des Android Starts mit Schadprogramm 
Da 3617 Daten Pakete ermittelt werden können, ist die Darstellung der Abbildung auf einige we-
nige Pakete am Anfang der Aufzeichnung begrenzt. 
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Die Ausgabe kann durch einen Klick der Spalte „Destination“ an der Wireshark Benutzeroberflä-
che nach Zieladressen sortiert werden. Folgende verschiedene IP-Adressen wurden registriert: 
Zieladresse Pakete ISP Lokalität (Stadt, Land, Staat) 
216.58.213.238 4 Google Inc. Mountain View, California, United States 
104.250.133.50 25 GorillaServers, Inc. Los Angeles, California, United States 
104.27.151.9 3588 CloudFlare, Inc. San Francisco, California, United States 
Tabelle 3.2.13-1 IP-Adressen-Auswertung des Schadprogramms [I-Tcp16] 
Das Schadprogramm lädt ohne die Zustimmung und das Wissen des Benutzers, eine weitere An-
wendung von einem Cloud basierenden Datenspeicher herunter. Im Fall dieser Schadsoftware ist 
der Anbieter „CloudFlare“. 
Das Schadprogramm wird von VirusTotal, einem kostenlosen Dienstanbieter der verdächtige 
Dateien und URLs analysiert und das Erkennen von Bedrohungen jeglicher Art von Schadsoft-
ware ermöglicht, als potentielle Schadsoftware erkannt. Dem Bericht [I-ViToA16] sind folgende 
geforderten Berechtigungen des Schadprogramms zu entnehmen: 
 
3.2.13-3 VirusTotal: Teilbericht der geforderten Berechtigungen des Schadprogramms 
Diesen Berechtigungen ist das Ausmaß über das Verhalten der Anwendung bei vollem Einsatz zu 
entnehmen. So kann die Anwendung Daten aus dem Internet herunterladen, Anwendungen instal-
lieren sowie deinstallieren, das Dateisystem beliebig ins System einbinden oder trennen und auf 
die externen Speichermedien mit schreibendem Recht zugreifen.  
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Während der Installation des nachgeladenen Schadprogramms „android wifi server“, sind keine 
relevanten Verbindungen von Bedeutung, folgende Abbildung zeigt die Ausgabe an der Wire-
shark Benutzeroberfläche. 
 
3.2.13-4 Wireshark: Installation des nachgeladenen Schadprogramms 
Wird das nachgeladene und installierte Schadprogramm gestartet, so fallen bemerkenswert viele 
verschieden Verbindungen zu Fremdserversystemen auf. Folgende Abbildung zeigt die Ausgabe 
an der Wireshark Benutzeroberfläche. 
 
3.2.13-5 Wireshark: Ausführung des nachgeladenen und installierten Schadprogramms 
Da auch hier sehr viele Pakete ermittelt werden können, in der Stückzahl genau 2397 Pakete, ist 
die Darstellung der Abbildung auf einige wenige Pakete am Anfang der Aufzeichnung begrenzt. 
Die Ausgabe kann wieder durch einen Klick der Spalte „Destination“ an der Wireshark Benutzer-
oberfläche nach Zieladressen sortiert werden. Folgende verschiedene IP-Adressen wurden regis-
triert: 
Zieladresse Pakete ISP Lokalität (Stadt, Land, Staat) 
40.127.97.239 48 Microsoft Corporation Dublin, Leinster, Ireland 
52.20.99.13 108 Amazon.com, Inc. Ashburn, Virginia, United States 
52.32.91.76 6 Amazon.com, Inc. Boardman, Oregon, United States 
52.34.22.173 9 Amazon.com, Inc. Boardman, Oregon, United States 
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52.40.28.160 18 Amazon.com, Inc. Boardman, Oregon, United States 
52.49.84.66 9 Amazon.com, Inc. Dublin, Leinster, Ireland 
52.73.115.54 32 Amazon.com, Inc. Ashburn, Virginia, United States 
52.74.133.116 96 Amazon.com Tech 
Telecom 
Singapore, Central Singapore Community 
Development Counc, Singapore 
52.85.173.179 331 Amazon.com, Inc. Seattle, Washington, United States 
52.85.173.235 1254 Amazon.com, Inc. Seattle, Washington, United States 
52.86.243.225 18 Amazon.com, Inc. Ashburn, Virginia, United States 
52.89.73.121 12 Amazon.com, Inc. Boardman, Oregon, United States 
54.154.125.59 6 Amazon.com, Inc. Dublin, Leinster, Ireland 
54.169.208.189 6 Amazon.com Tech 
Telecom 
Singapore, Central Singapore Community 
Development Counc, Singapore 
54.247.168.31 13 Amazon.com, Inc. Dublin, Leinster, Ireland 
107.150.97.208 361 Zenlayer Inc Shanghai, Shanghai, China 
107.20.198.216 11 Amazon.com, Inc. Ashburn, Virginia, United States 
107.22.213.188 11 Amazon.com, Inc. Ashburn, Virginia, United States 
139.162.7.203 16 Linode, LLC Singapore 
143.95.150.84 6 Colo4, LLC Los Angeles, California, United States 
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176.34.120.72 7 Amazon.com, Inc. Dublin, Leinster, Ireland 
176.34.236.148 14 Amazon.com, Inc. Dublin, Leinster, Ireland 
192.95.127.14 5 TheWay Holdings, 
LLC 
Hudson, Florida, United States 
Tabelle 3.2.13-2 IP-Adressen-Auswertung des nachgeladenen Schadprogramms [I-Tcp16] 
Bei dieser Tabelle ist zu berücksichtigen, dass die rot markierten Einträge keine Domains stellen. 
Weiter wird auch klar, dass die Anwendung Verbindungsversuche startet und dabei systematisch 
aus einer bekannten Liste aus Servern, diese versucht zu erreichen. Zu beachten ist, dass die Ord-
nung der Tabelle nicht mit dem des Verbindungsversuchs aus der Aufzeichnung übereinstimmt. 
Das Schadprogramm com.psyfo.android alias „android wifi server“, wird von VirusTotal als po-
tentielle Schadsoftware erkannt. Die Liste der Berechtigungen des Berichts [I-ViToB16] ist sehr 
lang, einige werden folgend kurz benannt. 
Die Anwendung hat vollen Zugriff zum Internet, kann die Tastensperre deaktivieren, kann An-
wendungen deinstallieren, hat vollen Zugriff auf externe Speichermedien und Kamera, kann Sys-
temmeldungen generieren, kann das Dateisystem beliebig ins System einbinden oder trennen und 
vieles mehr. Der Bericht ist um einiges länger als der zuvor genannte. Auch die bei der Signatur-
suche festgestellten Treffer der DEX Datei, sind mit 19 von 57 Funden höher, als die beim vori-
gen Bericht gefundenen 2 von 53 Funden. 
 
Das Potenzial dieses Schadprogramms kann nicht genau bestimmt werden, jedoch ist es um eini-
ges höher als das Potenzial des Schadprogramms, dass diese nachgeladen hat. 
 
Als Quintessenz kann unter Verwendung der  Klassifizierung nach [L-Ayco06], die Anwendung 
Malware.apk, als Dropper und die nachgeladene Anwendung „android wifi server“, als Trojaner 
bezeichnet werden. Ein Dropper ist für das Nachladen weiterer Schadprogramme bekannt, ein 
Trojaner hingegen tarnt sich als nützliche Anwendung und führt schädliche Funktionen aus 
[L-Ayco06, vgl. Seite 11 ff.]. 
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4 Ergebnisse 
Im folgenden Kapitel werden die durchgeführten Methoden als Ergebnis ausgewertet und darge-
stellt. 
4.1 Auswahl des SD-Karten Speicherabbilds 
Die breit gefächerte Auswahl an vorkonstruiert bestehenden Speicherabbildern, angeboten vom 
Hersteller und der Wandboard Gemeinschaft ist eine Möglichkeit ein Betriebssystem zu installie-
ren. Eine Weitere ist die Implementierung eingebetteter Android Betriebssysteme durch gepatchte 
Linux-Kernels und angepasste Android Betriebssysteme. Für die Aufgabenstellung ist die Nutzung 
eines Android Betriebssysteme mit hoher Verbreitung zwingend nötig. Dafür eignet sich nach [I-
AnDeZ15] ganz besonders das Speicherabbild Android 4.4 (Kitkat) vom 3. März 2015 mit einer 
Verbreitung von 36,6 % und das modifizierte Speicherabbild Android 5.0 (Lollipop) vom 5. No-
vember 2015 mit einer Verbreitung von 16,3 %. Zusammen sind dies immerhin schon 52,9 % und 
damit schon über die Hälfte der Marktabdeckung aller verwendeten Android Betriebssysteme 
weltweit. 
 
4.2 Auswahl der Verbindungstechnologie 
Die Realisierung der Verbindung an der Hardwareplattform könnte per „USB über IP“ (Zusatz 
Modul) realisiert werden, dabei wird die USB Kommunikation über ein TCP Netzwerk gekapselt. 
Diese Handlungsweise ist für die erste Etablierung zur Hardwareplattform nötig oder bei fehlerhaf-
ten Konfiguration, neuer Installation des Betriebssystems oder Störungen mit Datenverlust der 
Vertrauensstellung zum Fernsteuerungsrechner. Da die permanente Kommunikation mit der Hard-
wareplattform zur Analyse von Android Schadsoftware unverzichtbar ist, kann nur die schnellere 
und zuverlässigere Verwendung der Kommunikationsschnittstelle Ethernet, unter Betrachtung fol-
gender Verbindungskriterien, Zustimmung finden. Die Verbindungskriterien sind zum Ersten die 
Geschwindigkeit. Da der Unterschied der Ethernet Schnittstelle mit 1000 Megabit pro Sekunde zur 
WLAN Schnittstelle (nur eine Antenne) mit 150 Megabit pro Sekunde beträgt. Zum Zweiten die 
Stabilität. Da Ethernet durch Interferenz sowie Funkstörungen weniger beeinflussbar als eine 
Funkverbindung ist. 
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4.3 Nutzung des Play Stores für Android 
Der Play Store (Google Play) ist ein Softwarearchiv zur Verteilung und Installation von Android 
Anwendungen, diese Idee wird von einigen Linux-Distributionen schon seit langer Zeit genutzt. 
Solch eine Softwareausgabe ist auch durch Software-Repositories oder dezentrale Verteilung mög-
lich, bietet aber eine bequemere Verbreitung von Anwendungen für Benutzer und zur Verfügung 
stellende Firmen oder Organisationen. Für die Analyse von Android Schadsoftware ist der Play 
Store nicht geeignet, sondern stellt höchstens Anwendung zum weiteren Gebrauch dar. Ist der Play 
Store im Android Betriebssystem eingerichtet, so können bestimmte Funktionen zur Aufgabenbe-
wältigung mit dem System bereitgestellt werden. 
 
4.4 Installation von Anwendungen ohne Play Store 
Das gewählte Verfahren zur Installation von Anwendungen auf dem Android Betriebssystem per 
Android Debug Bridge wird maßgeblich dadurch bestimmt, das während der Analyse der Android 
Schadsoftware diese automatisiert auf die Plattform übertragen und installiert werden soll. Interak-
tionen mit der Benutzeroberfläche sind der Sache dabei nicht hilfreich. Auch die Entnahme der 
Mikro SD-Karte für jede Untersuchung ist für das Erreichen einer schnellen Analyse nicht möglich. 
 
4.5 Deinstallation von Anwendungen ohne Play Store 
Auch die Bewerkstelligungen zur Deinstallation von Anwendungen auf dem Android Betriebssys-
tem per Android Debug Bridge werden nur dadurch bestimmt, dass nach der Analyse von Android 
Schadsoftware und der Ausgabe dieser, eine Benutzerinteraktion mit der Android Oberfläche dem 
Automatisierungsprozess entgegensteht. 
 
4.6 Root-Zugriff für Android Anwendungen 
Für die Durchführung der Analyse von Schadsoftware kann es nötig sein, den Root-Zugriff für 
Android Anwendungen einzurichten. Dies stellt eine Erweiterung des Root-Zugriffs über die And-
roid Debug Bridge dar und da das Android Betriebssystem über einen Steuerserver fernsteuerbar 
ist, stehen einem somit auch die Möglichkeiten der Überwachung, der Protokollierung und der 
Analyse zur Verfügung. Von bedeutendem Vorteil ist die Kenntnis über die Einrichtung des Root-
Zugriffs, welche der Anwendung das Recht über die Android Benutzeroberfläche gibt, die es benö-
tigt. 
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4.7 Nutzung von ausführbaren Dateien im RAW Format 
Im Gegensatz zum Root-Zugriff für Android Anwendungen ist die Nutzung von ausführbaren Da-
teien im RAW Format unumgänglich. Da im Laufe der Prüfung von Android Anwendungen auf 
Schadsoftware differierende Ansätze verfolgt werden und für jeden dieser Ansätze verschiedenste 
Software genutzt wird und keine Software bekannt ist, die alle möglichen Analyseansätze abdeckt, 
muss für jeden Ansatz auch eine eigens dafür erstellte Software, auf dem zu untersuchenden Sys-
tem zur Verfügung gestellt werden. Die Ausführung von Software in Form von ausführbaren Da-
teien im RAW Format ist somit auch Bestandteil der Analyse. 
 
4.8 Fernsteuerung und Datenaustausch mit Android 
Im Verlauf dieser Arbeit wurden mehrere Anwendungen mit den Funktionalitäten eines Ferntermi-
nals, eines FTP-Servers oder beidem getestet und miteinander verglichen. Dabei wurde besonderes 
Augenmerk auf eine automatisierbare Verwendung, ressourcenschonenden Einsatz, auf verwendba-
re Schnittstellen und eine Softwaredokumentation gelegt. Der Datenaustausch zwischen Fernsteue-
rungsrechner und Android Betriebssystem sowie die Fernsteuerung selbigen Systems, lassen nach 
schlussendlichem Vergleich die Verwendung der Android Debug Bridge als einzig gute Lösung zu. 
Fast alle getesteten Android Anwendungen haben vorwiegend kommerziellen Inhalt, nutzen zu 
viele Ressourcen bei dem das System ausgebremst wird oder bieten nicht die mächtige Funktionali-
tät, die bei der Android Debug Bridge so im Vordergrund steht. 
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4.9 Installationsmethode der Schadsoftware 
Die unterschiedlichen Ansätze die ein Schadprogramm verfolgt, macht die Installation auf dem 
Android Betriebssystem sehr vielfältig, dabei ist zu unterscheiden, ob ein Schadprogramm tiefer-
gehende Systemrechte benötigt oder nicht. Es ist beispielsweise möglich, dass bei der Installation 
einer Anwendung, diese fragt ob der Geräteadministrator für diese Anwendung aktiviert werden 
soll, damit diese Anwendung zusätzliche Funktionen ausführen kann, die systeminterne Einstellun-
gen betreffen. Im Falle der Automatisierung der Analyse von Schadsoftware, ist die Installation 
jedoch auf zwei Methoden zu beschränken. Die erste Methode ist in Abschnitt 3.2.5.1 Installation 
der Anwendungen über die Android Debug Bridge beschrieben und eignet sich für Schadsoftware 
die keine erweiterten Berechtigungen bedarf, da sie über den Benutzer installiert wird. Solche 
Schadsoftware ist jedoch selten, da sie weder private Daten anderer Anwendungen auslesen kann, 
noch andere Anwendungen steuern kann, jedoch ist der Zugriff auf die in den Berechtigungen zur 
Installation gestellten Ressourcen oder die Überdeckung von anderen Anwendungen möglich und 
eignet sich somit als Analyseanwendungen oder Werbeanwendungen. An dieser Stelle ist aber zu 
bedenken, das neuere Android Betriebssysteme bessere Sicherheitsmechanismen bereitstellen, um 
Anwendungen dahingehend zu kontrollieren. Beispielsweise ab Android 6.0 (Marshmallow) kön-
nen die Berechtigungen der Anwendungen einzeln verändert werden, zudem kann genau gesteuert 
werden, welche Anwendungen andere Anwendungen verdecken dürfen. Die zweite Methode ist in 
Abschnitt 3.2.4.2 Einrichten der Anwendungen im laufenden Betrieb über ADB beschrieben. Diese 
Arbeitsweise ist aus Sicht des Schadprogramms wesentlich effektiver, da durch den Eingriff des 
Schadprogramms ins System wesentlich mehr Funktionalitäten bereitgestellt werden können. Das 
Schadprogramm kann so über die Grenzen der Dalvik VM, selbst über die Grenzen der Nutzertren-
nung auf Systemebene hinweg agieren und somit enormen Schaden verursachen. Im Verlauf der 
Automatisierung der Analyse von Schadsoftware auf dem Android Betriebssystem, wird der zuvor 
beschriebene Weg als Installationsstrategie gewählt. 
 
4.10 Analyse des Netzwerkverkehrs des Schadprogramms 
Das auf dem Android Betriebssystem installierte Schadprogramm, kann über ein Fremdsystem des 
zur Verfügung gestellten Hotspots für das Android, netzwerktechnisch überwacht werden. Durch 
aufzeichnen der Netzwerkkommunikation über dieses Fremdsystem, ist es dem Schadprogramm 
fast unmöglich einer derartigen Analyse zu entgehen. Diese erste explorative Analyse, ist jedoch 
nur eine triviale rudimentäre Vorstufe einer Analysekette, die im Laufe dieses Projektes bei der 
Analyse von Android Schadsoftware weiterentwickelt wird. 
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5 Diskussion 
Im abschließenden Kapitel werden die bisher gewonnenen Ergebnisse zusammengefasst und eine 
Bewertung der Leistung aus Sicht des Autors vorgenommen. Weiterentwicklungspotenziale für 
tiefgehende Eingriffe in das Android Betriebssystem, durch Modifizierung von Systemdiensten und 
einbinden eigener Skripte sowie die Erstellung eigener Android Betriebssysteme für die Hardware-
plattform Wandboard, geben einen Ausblick auf bevorstehende Arbeiten. Die Verbesserung der 
ersten explorativen Analyse zu einer vollwertigen automatischen Schadsoftware Analyse mit Ver-
haltenserkennung, Musteranalyse und Auswertung der Protokolldateien hat vorrangiges Potenzial. 
5.1 Bewertung der Arbeit 
Die Intention dieser Bachelorarbeit war es die Hardwareplattform Wandboard für eine Android 
Schadsoftware Analyse zu konfigurieren. Dieses Ziel wurde erreicht. Weiter wurde die Hardware-
plattform Wandboard näher betrachtet und das verwendete Betriebssystem Android genauer erör-
tert. Die erarbeiteten Handlungsanweisungen des Kompendiums, ermöglicht die systematische 
Durchführung der Konfiguration der Hardwareplattform, als vorbereitende Maßnahme für spätere 
Analysen.  
Diese Arbeit zeigt, dass im laufenden Betrieb des Wandboards, eine erste explorative Analyse von 
Android Schadprogrammen möglich ist. Mit den passenden Strategien einer erweiterten Analyse ist 
es diskutabel, die Auswertung synchron auf mehreren Wandboards durch Emulation unterschiedli-
cher Geräte realistisch und produktiv durchzuführen. Es sollte in Erwägung gezogen werden, dass 
ein Sammeln und Zusammenführen von Ergebnissen an einer zentralen Stelle erfolgt. Die Analy-
semethoden von Android Schadprogrammen dieser Arbeit, nimmt Fokus auf Schadprogramme die 
eine emulierte Umgebung erkennen und durch vortäuschen falscher Anwendung Verhaltensmuster 
versuchen, eine Erkennung zu verhindern.  
Nachfolgend sollen nun noch Hardwarevergleiche und Softwarevergleiche die richtige Wahl der 
Verwendung des Wandboards zur Analyse von Android Schadprogrammen untermauern. 
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5.1.1 Vergleichen von Hardwareplattformen 
Seit der Veröffentlichung der ersten ARM basierenden Single Board Computer (SBC) ist ein Hype 
um diese Hardware entstanden. Die konstitutiven Punkte für diesen Durchbruch sind die vollstän-
dige Funktionalität eines Computers auf kleinster Fläche, die Benutzer programmierbaren GPIO-
Pins zur Ansteuerung und die geringen Kosten gegenüber traditionellen Computern. Da der Markt 
für die Single Board Computer deutlich am Wachsen und mannigfaltig  ist, stehen nicht nur eine 
sondern mehrere Plattformen zur Auswahl. Zu den gängigsten Geräten mit der Möglichkeit ein 
Android Betriebssystem betreiben zu können, zählen gegenwärtig außer dem Wandboard noch das 
BeagleBone, das Odroid, das Raspberry und das Udoo. Die Liste der verfügbaren Boards ist sehr 
viel länger, dies jedoch sind die Hardwareplattformen die in diesem Abschnitt technisch näher be-
trachtet werden. 
Die nachstehenden Tabellen vergleichen die Hardware von jeweils zwei Single Board Computern. 
Dabei ist das Wandboard Quad die Referenz-Plattform die mit einer zweiten Plattform verglichen 
wird, die technischen Details des Wandboard Quad können der Tabelle 2.2.1-1 Wandboard i.MX6 
Spezifikation [I-WanB16] entnommen werden. Für den Hardwarevergleich wurden die Attribute so 
gewählt, dass die Realisierung einer parallelen Analyse von Android Schadsoftware auf mehreren 
gleichen Hardwareplattformen, mit unterschiedlich emulierten Umgebungen stattfinden soll. Im 
späteren Betrieb müssen die Interaktionen zwischen Server und Plattform schnell und zuverlässig 
zur Ausführung kommen, um daraus Analysen zu erstellen. Dies besagt, dass nicht nur die Leis-
tungsanforderung an das Gerät sehr hoch ist, sondern auch die Kommunikationsschnittstellen keine 
Engpässe darstellen dürfen. Somit wird bei allen Vergleichen das Hauptaugenmerk auf den Prozes-
sor, den Arbeitsspeicher und die vorhandenen Schnittstellen zum Verbindungsaufbau gelegt. 
 
Wahl der Hardwareplattform 
Der nachfolgende Hardwarevergleich zwischen Wandboard Quad, BeagleBone Black Rev C, Od-
roid XU4, Raspberry Pi 3 Model B und dem Udoo Quad, lässt unter den Gesichtspunkten einer 
schnellen Analyse von Android Schadsoftware und verschiedenen Möglichkeiten zum Verbin-
dungsaufbau mit dieser Plattform, nur das Wandboard Quad als Hardwareplattform zu. Das Wand-
board Quad bietet für den im Verhältnis zu den anderen Plattformen hohen Preis, eine immens gute 
Leistung und sehr viele Funktionen. Die beachtliche Leistung wird durch einen gegenwärtig sehr 
guten Single Board Computer Prozessor, unter Verwendung von reichlich Arbeitsspeicher erwirkt. 
Das breit gefächerte Angebot an Kommunikationsschnittstellen und das Nutzen zusätzlicher Eigen-
schaften, wie die Verwendung von SATA steigern die Funktionalität zusätzlich. Für dieses Projekt 
ist der Support des Wandboards durch deren Gemeinschaft, ein weiterer Grund diese Plattform zur 
Umsetzung der Aufgabenstellung und zur Zielerreichung zu wählen. 
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5.1.1.1 Wandboard vs. BeagleBone 
Die nachfolgende Tabelle zeigt den technischen Unterschied der BeagleBone Black Rev. C 
[I-ExTe16] Plattform zur Wandboard Quad [I-WanB16] Plattform. 
 
  Wandboard Quad BeagleBone Black Rev. C 
Prozessor NXP i.MX6 Quad AM3358 
Kerne ARM Cortex A9 ARM Cortex A8 
Kerne / Takt 4x 1,0 GHz 1x 1,0 GHz 
GPU + Vivante GC 2000 
+ Vivante GC 355 
+ Vivante GC 320 
SGX530 
RAM 2GB DDR3 512MB DDR3L 
SATA 1 -kein- 
SD-Karten Slot 2x Mikro 1x 4GB OnBoard 
1x Mikro 
Netzwerk Gigabit Megabit 
WLAN 802.11n -kein- 
Bluetooth 4.0 -kein- 
USB 1x 3.0 1x 2.0 
USB OTG 1 -kein- 
Video HDMI mikro HDMI 
Audio via HDMI via HDMI 
Fläche in mm 95 x 95 89 x 55 
Benutzereingabe Reset Button Reset Button 
Boot Button 
Power Button 
Händler http://www.wandboard.org http://www.exp-tech.de 
Preis 112,00  € 62,99  € 
Tabelle 5.1.1-1 Hardwarevergleich BeagleBone Black Rev. C [I-ExTe16] 
Für das BeagleBone Black Rev. C ist das Android Betriebssystem Version 5.1 (Lollipop) verfügbar 
[S-GiHuB16]. 
Was bei dem Vergleich schnell klar wird, ist das schwache Leistungsniveau des BeagleBone Black 
Rev. C gegenüber dem Wandboard Quad. Durch den Einsatz eines Prozessors von geringer Leis-
tungsfähigkeit, die Bereitstellung von zu wenig Arbeitsspeicher und das Fehlen der Netzwerk-
schnittstelle über WLAN, ist die Plattform zur Aufgabenumsetzung keinesfalls geeignet. 
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5.1.1.2 Wandboard vs. Odroid 
Die abgebildete Tabelle zeigt den technischen Unterschied der Odroid XU4 [I-HaKe16] Plattform 
zur Wandboard Quad [I-WanB16] Plattform. 
 
  Wandboard Quad Odroid XU4 
Prozessor NXP i.MX6 Quad Exynos5422 
Kerne ARM Cortex A9 ARM Cortex A15 
ARM Cortex A7 
Kerne / Takt 4x 1,0 GHz 4x 2,0 GHz 
4x 1,3 GHz 
GPU + Vivante GC 2000 
+ Vivante GC 355 
+ Vivante GC 320 
Mali-T628 
RAM 2GB DDR3 2GB LPDDR3 
SATA 1 -kein- 
SD-Karten Slot 2x Mikro 1x Mikro 
Netzwerk Gigabit Gigabit 
WLAN 802.11n -kein- 
Bluetooth 4.0 -kein- 
USB 1x 3.0 2x 3.0 
1x 2.0 
USB OTG 1 -kein- 
Video HDMI HDMI 
Audio via HDMI via HDMI 
Fläche in mm 95 x 95 82 x 58 
Benutzereingabe Reset Button Power Button 
Händler http://www.wandboard.org http://www.hardkernel.com 
Preis 112,00  € 64,35  € 
Tabelle 5.1.1-2 Hardwarevergleich Odroid XU4 [I-HaKe16] 
Für das Odroid XU4 C ist das Android Betriebssystem Version 4.4 (Kitkat) verfügbar [S-Odro16]. 
Dieser Gegenüberstellung zeigt eine gute Alternative zum Wandboard Quad, wenn auf eine Netz-
werkschnittstelle über WLAN verzichtet werden kann. Die Odroid XU4 Plattform ist ein sehr leis-
tungsstarkes Modell, welches den Einsatz von Netzwerkkabeln zur Fernsteuerung unumgänglich 
macht, somit ist diese Plattform zur Aufgabenumsetzung bedingt geeignet. 
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5.1.1.3 Wandboard vs. Raspberry 
Die Tabelle veranschaulicht den technischen Unterschied der Raspberry Pi 3 Model B [I-Rasp16] 
Plattform zur Wandboard Quad [I-WanB16] Plattform. 
 
  Wandboard Quad Raspberry Pi 3 Model B 
Prozessor NXP i.MX6 Quad ARMv8-A 
Kerne ARM Cortex A9 ARM Cortex A8 
Kerne / Takt 4x 1,0 GHz 4x 1,2 GHz 
GPU + Vivante GC 2000 
+ Vivante GC 355 
+ Vivante GC 320 
Broadcom Dual Core VideoCore IV 
RAM 2GB DDR3 1GB DDR3 
SATA 1 -kein- 
SD-Karten Slot 2x Mikro 1x Mikro 
Netzwerk Gigabit -vorhanden- 
WLAN 802.11n 802.11n 
Bluetooth 4.0 4.1 
USB 1x 3.0 4x 2.0 
USB OTG 1 -kein- 
Video HDMI HDMI 
Audio via HDMI via HDMI 
Fläche in mm 95 x 95 93 x 64 
Benutzereingabe Reset Button -kein- 
Händler http://www.wandboard.org https://www.conrad.de 
Preis 112,00 € 44,99 € 
Tabelle 5.1.1-3 Hardwarevergleich Raspberry Pi 3 Model B [I-Rasp16] 
Für das Raspberry Pi 2 C ist das Android Betriebssystem Version 6.0 (Marshmellow) verfügbar 
[S-MeFiB16]. Da das Raspberry Pi 3 dem Markt erst 3 Monate zur Verfügung steht, ist die Ver-
wendung mit einem Android Betriebssystem derzeit nicht möglich. 
Bei diesem Vergleich ist nicht nur die fehlende Netzwerkschnittstelle „Ethernet“ zu bemängeln, 
sondern auch die geringe Leistung des Arbeitsspeichers und somit ein Engpass für die Umsetzung 
einer schnelleren Analyse. Diese Plattform ist zur Umsetzung nicht geeignet. 
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5.1.1.4 Wandboard vs. Udoo 
Die nachfolgende Tabelle zeigt den technischen Unterschied der Udoo Quad [I-Udoo16] Plattform 
zur Wandboard Quad [I-WanB16] Plattform. 
 
  Wandboard Quad Udoo Quad 
Prozessor NXP i.MX6 Quad Freescale i.MX6 Quad 
Kerne ARM Cortex A9 ARM Cortex A9 
Kerne / Takt 4x 1,0 GHz 4x 1,0 GHz 
GPU + Vivante GC 2000 
+ Vivante GC 355 
+ Vivante GC 320 
+ Vivante GC 2000 
+ Vivante GC 355 
+ Vivante GC 320 
RAM 2GB DDR3 1GB DDR3 
SATA 1 1 
SD-Karten Slot 2x Mikro 1x Mikro 
Netzwerk Gigabit Gigabit 
WLAN 802.11n -vorhanden- 
Bluetooth 4.0 - 
USB 1x 3.0 2x 2.0 
USB OTG 1 2 
Video HDMI HDMI 
Audio via HDMI via HDMI 
Fläche in mm 95 x 95 110 x 85 
Benutzereingabe Reset Button Reset Button 
Power Button 
Händler http://www.wandboard.org http://shop.udoo.org/ 
Preis 112,00  € 118,00  € 
Tabelle 5.1.1-4 Hardwarevergleich Udoo Quad [I-Udoo16] 
Für das Udoo Quad C ist das Android Betriebssystem Version 4.4 (Kitkat) verfügbar [S-Udoo16]. 
Bei diesem Vergleich ist der Funkstandard für die Udoo Quad Plattform leider unklar. Nichtsdes-
totrotz ist auch hier der geringe Arbeitsspeicher der Engpass für die Umsetzung einer schnellen 
Analyse, dadurch ist die Plattform zur Umsetzung nicht geeignet. 
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5.1.2 Hardwareplattform versus Softwareemulator 
Da im Abschnitt 5.1.1 Vergleichen von Hardwareplattformen verschiedene Hardwareplattformen 
verglichen wurden, sollte auch ein Vergleich der Problemrealisierung auf Hardware und Software 
erfolgen. Nachfolgend wird für die Hardware und die Software jeweils eine Pro- und Kontraliste 
angelegt und abschließend bewertet. 
5.1.2.1 Hardwareplattform 
PRO KONTRA 
Einsatz angepasster Android Betriebssysteme 
oder selbst erstellter Betriebssysteme möglich 
Konfigurations- oder Fernsteuerungssystem 
unter Umständen nötig 
Anspruch an den Benutzer ist mäßig 
(bei einfacher Verwendung) 
Plattform ist kostenpflichtig (einmalig) 
Kontrolle über das Gerät wird durch Entwick-
lerwerkzeuge umsetzbar 
Begrenzte Auswahl vorinstallierter Betriebssys-
tem Speicherabbilder 
Stromersparnis gegenüber Software Emulation 
auf einem Rechnersystem 
Gehobener Anspruch an den Benutzer wird 
vorausgesetzt (bei erweiterter Funktionalität) 
Prinzipiell kann jedes Gerät emuliert werden Anwendungen sind an die Prozessor Architek-
tur gebunden (ARM) 
Weitgehend besteht keine Einschränkung beim 
Emulieren von Betriebssystemen 
 
Tabelle 5.1.2-1 Pro-Kontraliste zur Hardware 
Beim Erstellen der Pro-Kontraliste wurde als Hauptreferenz das Wandboard gewählt. Da das 
Wandboard grundsätzlich, durch Einsetzen einer mit einem Betriebssystem beschriebenen Mikro 
SD-Karte und verbinden der nötigen Schnittstellen, einfach konfiguriert und bedient werden kann, 
ist die Handhabung sehr leicht. Der Anspruch an den Benutzer wächst mit der Aufgabenstellung an 
die Plattform. So muss der Benutzer tiefgehende Hintergrundinformationen haben, um ein eigenes 
Betriebssystem für diese Plattform zu erstellen. Bei der Funktionalität mit den GPIO Pins sollte der 
Benutzer im Umgang mit der logischen Programmierung geschult sein. Das Wandboard selbst ist 
durch Entwicklerwerkzeuge, bereitgestellt durch NXP [I-Nxp16], konfigurierbar und bietet die 
Möglichkeit verschiedensten Betriebssysteme lauffähig zu machen. Ferner kann es auch zur Emu-
lation für verschiedenste Geräte verwendet werden. 
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5.1.2.2 Softwareemulator 
PRO KONTRA 
Stehen überwiegend als freie und kostenlose 
Versionen zur Verfügung 
Benötigt Hardware auf der es lauffähig ist 
Weitgehend Plattformunabhängig 
(Linux, Microsoft Windows, etc.) 
Läuft nicht in einer virtuellen Umgebung 
Große Auswahl an Geräten für die Emulation Bestimmte Gerätefunktionen nur gegen Entgelt 
(Pro-Version) 
Einfache Handhabung bei Installation und Um-
gang 
Android Versionen sind vorkonfiguriert 
Emuliert viele Android Betriebssysteme Gerätefunktion durch Betreiber limitiert 
Anspruch an den Benutzer ist gering  
Tabelle 5.1.2-2 Pro-Kontraliste zur Software 
Beim Erstellen der Pro-Kontraliste wurde als Hauptreferenz Genymotion [I-Geny16] gewählt. Die 
meisten dieser Emulatoren sind als kostenlose Versionen verfügbar und bieten eine große Auswahl 
an Funktionen, jedoch muss für spezielle Funktionen auf eine kostenpflichtige Version umgestellt 
werden. Da Software zur Ausführung immer eine Hardwareplattform voraussetzt, ist auch die re-
sultierende Leistung der Software abhängig von der zur Verfügung gestellten Hardwareplattform. 
Weiter ist eine freie Konfiguration der Betriebssystemabbilder oder der verwendbaren Geräte, auf 
eine vom Anbieter vorgegebene Liste begrenzt. Der leichte Umgang mit einer solchen Software ist 
auf Erfahrungen des jeweiligen Anbieters am Markt zurückzuführen. 
 
5.1.2.3 Auswertung des Vergleichs 
Es gibt viele Perspektiven ein Android Betriebssystem virtuell zur Verfügung zu stellen. Viele 
dieser Möglichkeiten wurden schon im größeren Rahmen genutzt. Für dieses Projekt soll jedoch 
ein herstellerunabhängiges Mittel geschaffen werden, jedes gängige Android Betriebssystem auf 
der Hardwareplattform lauffähig zu machen. Hierbei wird aus einer unlimitierten Liste von Geräten 
dieses Betriebssystem emuliert. Nun sind aber die Softwarelösungen von den jeweiligen Anbietern 
abhängig und demgemäß fällt die Wahl auf eine Hardwarelösung. Die Abhängigkeit zum Hard-
warehersteller ist weit wenige relevant als die zum Softwarehersteller. 
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5.1.3 Android Debug Bridge versus Play Store Anwendungen 
Am Markt existieren zahlreiche Anwendungen um die Verbindung des Smartphones via USB, 
Bluetooth oder WLAN zu realisieren. Dabei ist es wichtig zu unterscheiden, wozu diese Verbin-
dung Verwendung finden soll. 
Realisiert eine Anwendung wie MyPhoneExplorer [S-MyPh16] oder AirDroid [S-AiDr16] bezie-
hungsweise TeamViewer [S-TeVi16] die Kommunikation von einem Rechnersystem zum Android 
Betriebssystem, zur Fernsteuerung oder zum Datenaustausch, so ist die Installation der Android 
Debug Bridge [S-MyPh16] oder die Installation einer zusätzlichen Anwendung auf dem Android 
Betriebssystem [S-AiDr16, S-TeVi16] eine grundsätzliche Bedingung zum korrekten Betrieb solch 
einer Software. Bei dem Versuch auf eine Installation von zusätzlicher Software auf dem Rechner-
system komplett zu verzichten, um mit Bordmitteln des Betriebssystems eine Verbindung zu reali-
sieren, ist der Einsatz weiterer Software auf dem Android Betriebssystem notwendig. Diese Soft-
ware realisiert dann die netzwerktechnische Portfreigabe, um sich mittels Fernterminal auf dem 
System anzumelden oder die Freigabe eines Netzwerkordners für den Datenaustausch. Bei diesem 
Ansatz ist jedoch zu berücksichtigen, dass die Anwendung Ressourcen des Android Betriebssys-
tems blockiert, die für eine schnellere Analyse besser genutzt werden könnten. Auch die Unterbre-
chung dieser Anwendung durch ein zur Ausführung kommendes Schadprogramm, wäre diesbezüg-
lich möglich. 
Somit ist von diesem Vorgang abzuraten und die Methode über den adbd Dienst zu realisieren, der 
in jedem Android Betriebssystem zur Ausführung kommt. Gleichzeitig wird durch die Verwendung 
von minimal ADB die beste Lösung dargeboten. Im Rahmen einer automatisierten Konfiguration, 
ist die Verbindung zur Hardwareplattform über die Android Debug Bridge das beste Weiterent-
wicklungspotenzial zu zuordnen. 
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5.1.4 Einordnung in die aktuelle Forschung 
Die Idee Android Anwendungen auf Schadsoftware zu analysieren ist nicht neu, dies jedoch auf 
der Hardwareplattform Wandboard durchzuführen schon. Diese Inspiration, die nicht nur dem 
Zeitgeist geschuldet ist, soll sich von der breiten Masse der schon vorhandenen Analysemethoden 
stark abgrenzen. 
Eine dieser Methoden ist die Analyse von Android Anwendung auf Schadsoftware durch Analyse 
der Manifest-Datei, dabei ist das Verständnis der Android Berechtigungen und die Untersuchung 
auf bösartigen Eigenschaften von großer Bedeutung [T-DuGiVi15]. Eine weitere Methode ist eine 
durch maschinelles Lernen automatisierte Klassifizierung der Anwendung im laufenden Betrieb, 
die Android Schadsoftware während der Laufzeit analysiert und in Schadsoftware Familien unter-
scheidet [T-Dash16]. Um Ähnlichkeiten in der Semantik zu finden, ist der Vergleich eines aktiven 
Schadprogramms zur bereits bekannten eine weitere Methode [T-Alam16]. Die letzte hier aufge-
führte Methode ist die Nachkonstruktion des Android Schadprogramms mit einem separaten Pro-
gramm durch Untersuchung der Strukturen, Zustände und Verhaltensweisen [T-Rast16]. 
Die ersten zwei Methoden [T-DuGiVi15, T-Dash16] lassen das Schadprogramm im Emulator lau-
fen, was zur Folge haben kann, dass das Schadprogramm dies bemerkt. Dadurch könnte das 
Schadprogramm ein programmiertes Ausweichverhalten ausführen oder bei einer modifizierten 
Anwendung, durch einbetten der Schadroutinen in einer vertrauenswürdigen Anwendung, auf das 
eigentliche Verhalten dieser Anwendung zurückgreifen. Schlussfolgernd ist ein falsches Ergebnis 
der Analyse zu erwarten. Der Schadprogramm Vergleich der Methode [T-Alam16] setzt voraus, 
dass erstens das Schadprogramm bekannt ist und zweitens ein gewisser Schwellenwert der seman-
tischen Gleichheit erreicht werden muss. Die letzte Methode [T-Rast16] betrachtet nur den Aspekt 
der Analyse vom Quellcode, der bei der Codeinspektion entstanden ist. Das Schadprogramm kann 
Daten oder Programmcodes nachladen, ist dies nicht in der Analyse integriert so wird das Ergebnis 
ebenso verfälscht werden. Anzumerken ist demnach, dass die benannten Arbeiten einen ganz ande-
ren Fokus in Bezug auf die Analysemethode haben. 
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5.1.5 Vergleichbare Arbeiten und alternative Ansätze 
Die Ansätze der Analysemethoden gehen von statischen Untersuchungen bis hin zu dynamischen 
Untersuchungen. Dabei wird nicht nur das Verhalten einer Anwendung analysiert, sondern auch 
getätigte Systemaufrufe, nachgeladene Bibliotheken und das Verhalten der zu untersuchenden An-
wendung bei Benutzerinteraktionen mit anderen Anwendungen [T-TcSa13] überwacht. Wenn die 
Verwendung eines Emulators vernachlässigt wird, kommt der Beitrag [T-Dash16] dieser Arbeit 
sehr nahe. 
Das Android Schadprogramm wird im laufenden Betrieb durch Überwachung des Verhaltens ana-
lysiert. Dies geschieht durch Beobachtung der getätigten Systemaufrufe, der internen Prozesskom-
munikation (IPC), der geöffneten Dateien, der verwendeten Netzwerk Ports und genutzter Ressour-
cen die vom Android Betriebssystem zur Verfügung gestellt wurden. Der Unterschied zu dieser 
Arbeit liegt darin, dass nicht Schadsoftwareklassen eingeteilt werden, sondern lediglich auf poten-
tielle Schadsoftware hingewiesen werden soll und kein Softwareemulator zum Einsatz kommt. 
Weiter verfolgt die Arbeit [T-Dash16] das Ziel, das Schadprogramme im maschinellen Lernverfah-
ren automatisch klassifiziert werden. 
Alternativ besteht natürlich die Möglichkeit, eine zu analysierende Anwendung während des auto-
matischen Analyseprozesses parallel oder als vorbereitende Maßnahme, bei einem oder mehreren 
Online Anbietern prüfen zu lassen und die Resultate in das Ergebnis mit einfließen zu lassen. Da 
die in dieser Arbeit angedachte Analysemethode nicht den Ansatz verfolgt, eine Signaturdatenbank 
für eine statische Analyse bereit zu stellen, ist diese Alternative auch eine starke Abgrenzung zur 
gewünschten Analysemethode. 
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5.2 Fazit 
Die Hardwareplattform Wandboard ist für eine Analyse von Android Schadprogramme, durch den 
externen Zugriff auf das System und alle seine Komponenten über die verschiedenen Schnittstel-
len, sehr gut geeignet. Durch eine automatisierte dynamische Analyse von Android Anwendungen, 
ist die Untersuchung komplexer Schadsoftware möglich und Ergebnisse können schnell und ein-
fach zur Verfügung gestellt werden. 
Die Konfiguration der Hardwareplattform Wandboard stellt mit dem Hintergrundwissen über das 
Betriebssystem Android, keine unüberwindbare Hürde dar. Der Zugriff auf das System ist durch 
technisch einfache Mittel gesichert, die vom Entwickler des Android Betriebssystem zur Verfü-
gung gestellt werden. Diese Zugriffe sind für die Fernsteuerung des Systems und des Datenaustau-
sches mit diesem von primärer Bedeutung. Durch diese Mittel ist eine vollautomatische Konfigura-
tion der Hardwareplattform und Analyse von Anwendungen, im laufenden Betrieb möglich. 
Bei der Leitfadenerarbeitung zur Konfiguration der Hardwareplattform Wandboard, wird allen 
Beteiligten die Chance eingeräumt, diese ohne großartigen Aufwand einzurichten. Gleichzeitig 
sollte ein tiefgehendes Verständnis für die Plattform und das zu betreibende Betriebssystem entwi-
ckelt werden. 
 
5.3 Ausblick 
Die in dieser Bachelorarbeit entstandenen Durchführungsmethoden sollen künftigen Benutzern des 
Wandboards einen leichteren Einstieg für diese Hardwareplattform geben. Im Laufe dieser Arbeit 
kristallisierten sich weitere Punkte heraus, die in Form der Weiterentwicklung des Projektes umge-
setzt werden können. 
Das Android Betriebssystem könnte so modifiziert werden, dass es möglich ist aus einer Liste be-
kannter Geräte, eins zu wählen und in diesem Gerätemodus zu starten. 
Weiter ist auch wünschenswert das Android Betriebssystem so zu modifizieren, dass der Start von 
Skripten und eigens erstellten Systemdiensten während beziehungsweise nach dem Bootvorgang, 
möglich ist. Denkbar wäre auch ein gesondert für diese Plattform angefertigtes Android Betriebs-
system zu erstellen und auf dem Wandboard betriebsbereit zu machen. 
Die wichtigste Weiterentwicklung in Bezug auf diese Bachelorarbeit ist die Änderung der ersten 
explorativen Analyse zu einer vollwertigen automatischen Schadprogramm Analyse. Mittels Ver-
haltenserkennung, Musteranalyse und Auswertung der Protokolldateien können die Ergebnisse an 
eine Weboberfläche für einen Benutzer präsentiert werden. 
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Glossar 
Anwenderprogramm Programm, das dem Benutzer ermöglicht spezielle Aufgaben durchzu-
führen 
API Schnittstelle die dem Entwickler erlaubt Anwendungen zu schreiben und 
dabei bereits vorhandene, standardisierte Bibliotheksroutinen zu nutzen 
App Kurzform von Applikation: Anwendung (Anwenderprogramm) 
Assembler Programm, das eine maschinenorientierte Programmiersprache in die 
spezielle Maschinensprache umsetzt 
booten Neustarten eines Betriebssystems, wobei alle gespeicherten Anwender-
programme neu geladen werden 
Botnetz Gruppe von automatisierten Computerprogrammen 
Broadcast Nachricht, die vom System aus an alle Teilnehmer des Nachrichtennet-
zes übertragen wird 
builden Prozess in dem Quellcode zu Objektcode konvertiert wird 
Bytecode Generierter Code der zwischen höheren Ausgangssprache und der Ma-
schinennahen Zielsprache liegt 
Cloud IT-Infrastrukturen über ein Netz zur Verfügung stellen 
Code Maschinencode 
Command-and-Control-
Server 
Botnetz-Operator in einem Botnetz 
Compiler Programm, das eine Programmiersprache in die Programmiersprache 
eines bestimmten Computers übersetzt 
Cross-Compiler Compiler, der Kompilate für andere Systeme erzeugt 
Debian Betriebssystem 
Debugger Programm, das Fehler in der Programmierung sucht und ausschaltet 
debuggen Einen Programmfehler in einem Softwareprogramm beseitigen 
XVIII  Glossar 
Distribution Zusammenstellung von Software, die als Komplettpaket weitergegeben 
wird 
Domain Zusammenhängender Teilbereich des hierarchischen Domain Name 
System 
Embedded Ausdruck für eingebettetes System 
Emulator System, das ein anderes System nachbildet 
Entschlüsseln Wiederherstellung des Klartextes mit Hilfe des verwendeten Schlüssels 
Exploit Ausnutzung einer Schwachstelle, die bei der Entwicklung eines Pro-
gramms nicht berücksichtigt wurde 
Flash-Speicher Nichtflüchtiger digitaler Speicherbaustein 
flashen ROM-gespeicherte Software überschreiben 
Frontend Benutzeroberfläche 
Hybrid Gebilde aus zwei oder mehreren Komponenten 
Hype Euphorische Begeisterung für ein Produkt 
implementieren In bestehendes Computersystem einsetzen, einbauen und so ein funkti-
onsfähiges Programm erstellen 
Infektion Durch einen Computervirus verursachter Kontakt 
initialisieren Aktion, durch die Computer, Programme oder Hardware betriebsbereit 
gemacht wird 
Instant Messaging Pro-
gramm 
Nachrichtensofortversand durch ein Kommunikationsprogramm 
Interpreter Computerprogramm, das einen Programm-Quellcode einliest, analysiert 
und ausführt 
Interrupt-Controller Integrierter Schaltkreis zur Verwaltung mehrerer Interrupts 
Interrupt Vorübergehende Unterbrechung des laufenden Programms 
Kompilat Objektdateien oder ausführbare Programme 
kompilieren Eine höhere Programmiersprache in die Maschinensprache eines be-
stimmten Computers übersetzen 
Glossar  XIX 
Layout Editor Gestaltungsprogramm zum Ändern der Oberflächenelemente 
Link Verknüpfung mit einer anderen Datei oder einer anderen Stelle in der 
selben Datei 
Loader Dienst eines Betriebssystems, lädt ein ausführbares Programm in den 
Arbeitsspeicher und führt dieses aus 
Malware  Schadprogramm, das entwickelt wurde, um unerwünschte oder schädli-
che Funktionen auszuführen 
Man-in-the-Middle Mittelsmann-Angriff; Angriffsform in Rechnernetzen 
Maschinencode Interner Befehlsfolge die von der Maschine unmittelbar ausgeführt wer-
den 
Metadaten Daten, die anderen Daten übergeordnet sind 
Obfuscating Absichtliche Veränderung von Programmcode, so dass der Quelltext für 
Menschen schwer verständlich ist 
Open-Source Software deren Quelltext öffentlich eingesehen werden kann 
Patch Korrekturauslieferung für Software 
performant in der Lage, beträchtliche Leistungen zu erbringen 
Play Store Android Markt von Google 
Port Adress-Komponente in Netzwerkprotokollen 
Quellcode Abfolge von Programmanweisungen in einer Programmiersprache 
RAW Rohdatenformat 
rebuilden Erneutes Erstellen 
Recovery Datenwiederherstellung; Sicherung 
Repository Verwaltetes Verzeichnis zur Speicherung und Beschreibung von digita-
len Objekten 
root Benutzerkonto, das bei der Installation eines Betriebssystems angelegt 
wird und mit den höchsten Zugriffsrechten ausgestattet ist 
rooten Das Einrichten der Nutzung des Superuser-Kontos für Anwendungen 
auf einem mobilen Gerät 
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Router Vermittlungsvorrichtung in einem Kommunikationsverbund, die Daten 
zwischen räumlich getrennten Netzwerken transportiert 
Skript Programme die für kleinere Anwendungen gedacht sind und von einem 
Interpreter ausgeführt werden 
Shell  Kommandozeileninterpreter 
Social Engineering Zwischenmenschliche Beeinflussungen mit dem Ziel vertrauliche In-
formationen zu erhalten 
Tool Werkzeug 
Touchscreen Ein- und Ausgabegerät mit Steuerung über Berührung 
Treiber Gerätetreiber; Programm, mit dem ein peripheres Gerät gesteuert wird 
Trojaner Trojanisches Pferd; Computerprogramm, das als nützliche Anwendung 
getarnt ist und im Hintergrund ohne Wissen des Anwenders andere 
Funktionen erfüllt 
Tutorial Gebrauchsanleitung in schriftlicher oder filmischer Form 
Update Aktualisierte Version einer Software oder einer Datei 
Verschlüsseln Das unkenntlich machen eines Klartextes, mithilfe eines Schlüssels 
Virus Computervirus; Computerprogramm, das vorhandene Software manipu-
lieren oder zerstören kann 
WiFi Synonym für WLAN 
Zertifikat Verifikation einer Verschlüsselung 
ZIP Format für verlustfrei komprimierte Dateien 
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Anlagen  A-1 
Anlage, Teil A 
Der vorliegende Code ist die Ausgabe der Linux-Shell (Terminal), nach Verwendung einer Befehlsfolge. Dies wurde realisiert über eine Doppel Pipeline zur 
Umsetzung der Aufgabenstellung des Abschnitts 3.2.1.1 Speicherabbild auf die SD-Karte schreiben. 
 
 
 
 
Checking that no-one is using this disk right now ... OK 
 
Disk /dev/loop0: 7,6 GiB, 8133484032 bytes, 15885711 sectors 
Units: sectors of 1 * 512 = 512 bytes 
Sector size (logical/physical): 512 bytes / 512 bytes 
I/O size (minimum/optimal): 512 bytes / 512 bytes 
Disklabel type: dos 
Disk identifier: 0x00000000 
 
  
A-2  Anlagen 
Old situation: 
 
Device       Boot   Start      End  Sectors   Size Id Type 
/dev/loop0p1        15438    46313    30876  15,1M 83 Linux 
/dev/loop0p2        46314    77189    30876  15,1M 83 Linux 
/dev/loop0p3        77190  2300261  2223072   1,1G  5 Extended 
/dev/loop0p4      2300262 15885701 13585440   6,5G 83 Linux 
/dev/loop0p5        77191  1126973  1049783 512,6M 83 Linux 
/dev/loop0p6      1126975  2176757  1049783 512,6M 83 Linux 
/dev/loop0p7      2176759  2207633    30875  15,1M 83 Linux 
/dev/loop0p8      2207635  2223071    15437   7,6M 83 Linux 
/dev/loop0p9      2223073  2238509    15437   7,6M 83 Linux 
 
Partition table entries are not in disk order. 
 
>>> Script header accepted. 
>>> Script header accepted. 
>>> Script header accepted. 
>>> Script header accepted. 
>>> Created a new DOS disklabel with disk identifier 0x00000000. 
Created a new partition 1 of type 'Linux' and of size 15,1 MiB. 
/dev/loop0p2: Created a new partition 2 of type 'Linux' and of size 15,1 MiB. 
/dev/loop0p3: Created a new partition 3 of type 'Extended' and of size 1,1 GiB. 
/dev/loop0p4: Created a new partition 4 of type 'Linux' and of size 5 GiB. 
/dev/loop0p5: Created a new partition 5 of type 'Linux' and of size 512,6 MiB. 
/dev/loop0p6: Created a new partition 6 of type 'Linux' and of size 512,6 MiB. 
/dev/loop0p7: Created a new partition 7 of type 'Linux' and of size 15,1 MiB. 
/dev/loop0p8: Created a new partition 8 of type 'Linux' and of size 7,6 MiB. 
/dev/loop0p9: Created a new partition 9 of type 'Linux' and of size 7,6 MiB. 
/dev/loop0p10:   
Anlagen  A-3 
 
New situation: 
 
Device       Boot   Start      End  Sectors   Size Id Type 
/dev/loop0p1        15438    46313    30876  15,1M 83 Linux 
/dev/loop0p2        46314    77189    30876  15,1M 83 Linux 
/dev/loop0p3        77190  2300261  2223072   1,1G  5 Extended 
/dev/loop0p4      2300262 12786021 10485760     5G 83 Linux 
/dev/loop0p5        77191  1126973  1049783 512,6M 83 Linux 
/dev/loop0p6      1126975  2176757  1049783 512,6M 83 Linux 
/dev/loop0p7      2176759  2207633    30875  15,1M 83 Linux 
/dev/loop0p8      2207635  2223071    15437   7,6M 83 Linux 
/dev/loop0p9      2223073  2238509    15437   7,6M 83 Linux 
 
Partition table entries are not in disk order. 
 
The partition table has been altered. 
Calling ioctl() to re-read partition table. 
Re-reading the partition table failed.: Das Argument ist ungültig 
The kernel still uses the old table. The new table will be used at the next reboot or after you run 
partprobe(8) or kpartx(8). 
Syncing disks. 
 
 
 
Anlagen, Teil B  B-1 
Anlagen, Teil B 
Die vorliegende Auflistung ist die Dateihierarchie der erstellten Projekt-DVD. Sie beinhaltet die SD-Karten Speicherabbilder, sämtliche Software aller Methoden 
und aller Abbildungen zu dieser Arbeit. 
 
 /Abbildungen 
    Abbildungen, siehe Abbildungsverzeichnis 
 /Arbeit 
    Bachelorarbeit als Word-Dokument und im PDF-Format 
 /Methoden/Capture_malware 
    findet Verwendung im Abschnitt 3.2.12 
 Install_app 
    findet Verwendung im Abschnitt 3.2.5 
    findet Verwendung im Abschnitt 3.2.6 
 Install_busybox 
    findet Verwendung im Abschnitt 3.2.9 
 Install_googleapps 
    findet Verwendung im Abschnitt 3.2.4 
 Install_loadedMalware 
    findet Verwendung im Abschnitt 3.2.12 
 Install_malware 
    findet Verwendung in Abschnitt 3.2.11 
 Install_root_on_Android4.4 
    findet Verwendung im Abschnitt 3.2.7 
 /SD-Karten_Speicherabbilder 
    Abschnitt 2.2.2.2 und folgende 
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