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Kurzfassung
Scrum ist eine der weit verbreiteten Vorgehensmodelle zur agilen Softwareentwicklung.
Doch so einfach die Regeln auch sind, fällt es vielen Teams schwer diese vollkommen zu verinnerlichen
und einzuhalten.
Es ist nicht immer möglich allen Grundsätzen von Scrum zu entsprechen und auch nicht nötig dies
zu tun. Viele Unternehmen passen Scrum daher an die eigenen Bedürfnisse an.
Ziel dieser Bachelorarbeit ist es herauszuarbeiten, welche Anpassungen die Unternehmen getro￿en
haben und darin Muster zu erkennen.
Um die Anpassungen aufzudecken, wurden semi-strukturierte Interviews mit Partnern aus der
Wirtschaft durchgeführt. Eine Beobachtung dabei ist, dass das Standard-Scrum, das Ken Schwaber
und Je￿ Sutherland de￿niert haben, von keinem Team, das Bestand dieser Arbeit ist, vollkommen
gelebt wird. Oftmals liegen die Gründe in der Unternehmensstruktur, dem mangelnden Verständnis
von seitens der Unternehmensleitung oder des Teams für Rollen, die keinen aktiven Fortschritt in
dem laufenden Projekt erzeugen, und der inkonsequenten Durchführung von Regeln, die dem Team
als unwichtig erscheinen.
Im Allgemeinen ist zu sagen, dass alle Teams Scrum grundsätzlich korrekt eingeführt haben und es in
den meisten Fällen nur Anpassungen gibt, die als nicht-kritisch einzustufen sind.
Au￿allend ist in jedem Fall, dass mit der Verteilung der Rollen Scrum Master und Product Owner auf
einzelne Personen als Vollzeitjob viele Kon￿ikte, die in anderen Teams vorhanden sind, nicht mehr
auftreten.
Um dies mit einer hohen Wahrscheinlichkeit zu beweisen, weist die Grundgesamtheit von 7 Teams
allerdings keine statistische Relevanz auf.
Die Untersuchung einer großen Anzahl an Teams könnte eine Weiterführung der Arbeit sein. In
diesem Fall sollte man auf einen Fragebogen zurückgreifen, da Interviews sehr zeitintensiv sind.
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Abstract
Scrum is one of the common frameworks used for agile software development.
Although the rules are simple, many teams have problems to internalize and stick to them completely.
It is not always possible or necessary to realize all components of Scrum as they were intended. Many
companies changed Scrum according to their requirements.
The aim of this bachelor thesis is to distinguish the adaptions of the companies and to recognize
patterns.
To reveal those adaptions, semi-structured interviews were conducted with partners of the economy.
One observation is, that none of the teams, which are considered in the thesis, stick to the rules of
the standard of scrum - de￿ned by Ken Schwaber and Je￿ Sutherland - to 100%. Therefore the reasons
are in many cases the company structure, the lack of comprehension by the management or the team
for roles, which don’t create an active progress in the current project, and the inconsistent execution
of the rules, which seem to be unimportant for the team.
But in general all teams adopted Scrum correctly and in most cases the adoptions have an positive
impact and don’t have an critical impact.
Remarkable is, that as soon as the roles Scrum Master and Product Owner are applied as full time job
to single people, many con￿icts, which are detected in other teams, don’t occur any more.
But to prove this theory with a high probability, the universe of 7 teams doesn’t have a statistical
relevance.
The investigation of a large number of teams, could be a continuation of this work. In that case a
questionnaire should be considered, because interviews are quite time-consuming. Nevertheless, it is
necessary to detect the reasons for the adaptions.
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1. Einleitung
Agile Entwicklungsprozesse sind in der heutigen Zeit in vielen Unternehmen eingeführt worden, da
deren Flexibilität und Anpassungsfähigkeit an sich veränderne Bedingungen geschätzt wird. Aufgrund
der Konkurrenz und immer neuen Er￿ndungen sind Entwicklungsmethoden wie zum Beispiel das
Wasserfallmodell in vielen Bereichen nicht mehr möglich.
Einer dieser agilen Prozesse ist Scrum. Dieser wurde von Ken Schwaber und Je￿ Sutherland entwickelt.
Doch worum genau geht es bei Scrum?
K. Schwaber und J. Sutherland beschreiben Scrum einführend durch:
„A framework within which people can adress complex adaptive problems, while pro-
ductively and creatively delivering products of the highest possible value.“ [SS13]
D.h. es ist ein Programmiergerüst, das dazu gedacht ist, dem Entwickler möglichst viel freien Raum zu
lassen, um sich entfalten zu können und dennoch e￿ektiv und strukturiert / systematisch zu arbeiten.
Zudem soll es anpassungsfähig sein, damit auch sich verändernde Probleme gelöst werden können.
Allerdings ist jeder Standard, der de￿niert wird, zu einem Teil ein theoretisches und ideales Gedan-
kengut.
Daher stellt sich die Frage, in wie weit Unternehmen bzw. deren Teams, die Scrum einsetzen, diese
Grundsätze, die von K. Schwaber und J. Sutherland de￿niert wurden, umsetzen. Genau dieser Aspekt
soll in dieser Bachelorarbeit näher untersucht werden. Ziel ist es hierbei Änderungen bzw. Anpas-
sungen aufzudecken und möglicherweise ein Muster zu erkennen. Dafür wurden semi-strukturierte
Interviews mit 7 Personen aus unterschiedlichen Teams und Unternehmen durchgeführt, um ein
Spektrum aus verschiedenen Entwicklungsbereichen und Unternehmensgrößen zu erhalten. Als Basis
dieser Interviews dient eine De￿nition von Scrum, die sich auf den Scrumguide von K. Schwaber und
J. Sutherland stützt. Doch auch die Projektart und Unternehmensstrukturen sind für die Auswertung
der Daten interessant und werden mit einbezogen. Die Arbeit ist in folgender Weise aufgebaut.
Kapitel 2 – Definition: Diese legt den Scrum-Standard fest, auf dessen Grundlage die Auswertung
vorgenommen wird.
Kapitel 3 – Auswertung: In diesem Teil wird die Vorgehensweise der Teams untersucht und durch-
geführte Anpassungen herausgearbeitet.
Kapitel 4 – Zusammenfassung und Ausblick Am Ende werden die Ergebnisse zusammengefasst
und einen Ausblick auf mögliche Fortsetzungen wird gegeben.
Kapitel A – Anhang Darstellung der Interviewresultate in Tabellenform
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2. Definition
Für eine aussagekräftige Untersuchung auf Anpassungen ist es essentiell eine detaillierte De￿nition
zu haben, mit der man die beobachteten Zustände vergleichen und daraufhin bewerten kann. Die
folgende De￿nition beruht auf dem o￿ziellen Scrum Guide von Ken Schwaber und Je￿ Sutherland.
„Scrum ist ein Prozess-Skelett, das schon seit den frühen 90er Jahren benutzt wird um
komplexe Produktentwicklungen zu verwalten. [...] Die Regeln von Scrum verbinden die
Veranstaltungen, Rollen und Werkzeuge, um die Beziehung und Interaktion zu steuern.“
[SS13]
Das Zusammenspiel von allen Komponenten, die in einem Unternehmen auftreten, spielt somit
eine zentrale Rolle. Außerdem ist es nicht Ziel von Scrum, dem Entwickler vorzuschreiben, wie er
zu entwickeln hat, sondern es will in der Entwicklung der Kreativität und Freiheit keine Grenzen
setzen. Um dies bereitstellen zu können sind in Scrum 3 Grundeigenschaften wichtig: Untersuchung,
Anpassung und Transparenz. D.h. es ist wichtig, ununterbrochen die eigene Arbeit kritisch zu
betrachten und auf Fehler zu untersuchen. Beim Finden eines Fehlers muss dieser korrigiert ohne ihn
zu verschleiern.
Zur Organisation und Abstimmung gibt es 4 formale Tre￿en in Scrum:
• Daily Scrum
• Sprintplanning
• Sprint Review
• Sprint Retrospektive.
Das Scrumteam besteht aus dem Entwicklungsteam, einem Scrum Master und einem Product Owner.
Das Scrumteam soll sich selbst organisieren und muss cross-funktional sein. Mit cross-funktional ist
gemeint, dass es jede Aufgabe, die in diesem Projekt anfällt, auch eigenständig lösen kann, ohne auf
die Hilfe von Personen außerhalb des Teams zugreifen zu müssen.
Das Produkt wird iterativ und inkrementell geliefert, um möglichst viel Feedback erhalten zu können.
Nach jedem Inkrement ist eine vollständig nutzbare Version des Produkts vorhanden.
Die Aufgabe des Product Owners ist es, den Wert des Produkts und die Arbeit des Entwicklungsteams
zu optimieren. Er ist außerdem für das Product Backlog verantwortlich.
Das bedeutet, dass er dafür sorgen muss, dass das Product Backlog verständlich ist und durch seine
Priorisierung der Anforderungen das Entwicklungsteam zielgerichtet für den nächsten Sprint auswäh-
len kann. Er muss die Aufgaben verständlich ausdrücken und dafür sorgen, dass das Entwicklungsteam
das Backlog auch richtig versteht. Die Rolle des Product Owner darf nicht von mehreren Personen
übernommen werden, sondern muss von einer Person ausgeführt werden. Dies muss gegeben sein,
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damit nur eine Person die Reihenfolge in dem Product Backlog ändern darf und diese Person auch
als zentrale Schnittstelle zwischen Interessenvertretern/Stakeholdern und dem Entwicklungsteam
fungiert. Das ist erforderlich, um eine schnelle Priorisierung des Product Backlogs zu garantieren.
Alle Anforderungen werden an den Product Owner gestellt, sodass sich das Entwicklungsteam ohne
Behinderungen oder Ablenkungen auf die Realisierung der Produkts konzentrieren kann.
Das Entwicklungsteam ist angewiesen und durch die Unternehmensleitung ermächtigt sich selbst zu
organisieren. Zwischen den Entwicklern innerhalb dieses Teams gibt es keine Rangunterschiede. Es
gibt innerhalb eines Scrumteams keine Subteams, außerdem darf es zwar Entwickler mit gewissem
Expertenwissen geben, jedoch liegt die Verantwortung bei dem gesamten Team.
Die optimale Größe des Entwicklungsteams liegt zwischen 3 und 9 Personen, da bei unter 3 Personen
der Fortschritt nur gering ist und bei mehr als 9 die nötige Kommunikation einen zu großen Aufwand
erzeugt. In besonders großen Produktentwicklungen ist es möglich Scrum of Scrums einzusetzen.
In diesem Fall hat jedoch jedes Scrum Team einen eigenen Product Owner und Scrum Master und
zusätzlich gibt es einen Product Owner, der das Gesamtprodukt betreut.
Für einen ￿üssigen Ablauf von Scrum ist nicht nur die Teamgröße entscheidend, sondern auch dass
Scrum richtig angewendet wird. Das zu bewerkstelligen, ist Aufgabe des Scrum Masters. Dieser muss
dafür sorgen, dass Scrum von jedem Teammitglied verstanden wurde und auch eingehalten wird.
Er trägt die Verantwortung, dass das Team den Sinn von einem klaren, präzisen Product Backlog
versteht und unterstützt das Team bei der Herstellung von qualitativ hochwertigen Produkten. Zudem
überwacht und hilft er bei der Selbstorganisation des Entwicklungsteams und bei der Beseitigung
von Hindernissen in Bezug auf den Fortschritt des Entwicklungsteams. Er führt Änderungen durch,
die die Produktivität des Teams steigern.
Eine weitere Aufgabe ist die Organisation der Meetings. Bei diesen Meetings muss er sicherstellen,
dass das Zeitlimit nicht überschritten wird und man sich auf das Ziel des Tre￿ens konzentriert.
Nach außen hin muss der Scrum Master den Stakeholdern und Auftraggebern Scrum verständlich
machen, sodass diese mit dieser Entwicklungsmethode zurecht kommen.
Das Herz von Scrum bildet der Sprint, dieser dauert höchstens einen Monat und am Ende des Sprints
gibt es ein fertiges Produkt, das released werden könnte. Dieses Produkt genügt einem festgelegten
Standard, es dürfen nur Anforderungen enthalten sein, die den festgelegten Abnahmekriterien ent-
sprechen. Dies wird "Done"genannt. Ein Sprint besteht aus dem Sprint Planning, der Realisierung bzw.
Implementierung der Aufgaben, den Daily Scrums, dem Sprint Review und der Sprint Retrospektive.
Die Aufgaben eines Sprints werden in dem Sprint Planning festgelegt und während eines Sprints dür-
fen keine Änderungen vorgenommen werden, die diese Sprintziele gefährden. Die Qualitätsansprüche
dürfen nicht gesenkt werden, um das Sprintziel erreichen zu können. Falls das Ziel nicht vollständig
erreicht werden kann, muss mit dem Product Owner verhandelt werden, sobald ersichtlich ist, dass
das Ziel zu hoch angesetzt wurde. Durch die Beschränkung des Sprints auf höchstens einen Monat ist
das Risiko einer Fehlimplementierung auf 1 Monat Arbeit reduziert. Dies ist nicht vorteilhaft, jedoch
ist es besser als nach einem halben Jahr zu erkennen, dass man das Ziel verfehlt hat.
Ein Sprint darf nie länger als geplant gehen, jedoch darf er vorzeitig abgebrochen werden. Dies darf
nur durch den Product Owner geschehen und nur, wenn das Ziel des Sprints hinfällig ist. Aufgrund
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der Länge des Sprints sollte dies nur selten auftreten.
Als nächstes Meeting wird das Sprint Planning de￿niert.
Für eine Sprintlänge von 4 Wochen ist ein Zeitkontingent von bis zu 8 Stunden zugelassen. In dem
Sprint Planning soll das Ziel des nächsten Sprints festgelegt werden. D.h. es werden ein Satz von
Anforderungen bzw. User Stories ausgewählt. Hierbei stellt der Product Owner seine Vorstellungen
des Sprintziels vor und das Entwicklungsteam legt fest, welche Funktionalitäten es im nächsten Sprint
realisieren kann. Die User Stories liegen alle im Product Backlog vor und das Entwicklungsteam darf
- unter Berücksichtigung der Prioritäten - frei über die Anzahl der Stories entscheiden, die sie für den
nächsten Sprint auswählen. Aufgrund dieser Entscheidungen wird dann ein Sprintziel festgelegt.
Das nächste Meeting ist das Daily Scrum. Dieses ￿ndet jeden Tag zu einer festgelegten Uhrzeit und
an einem bestimmten Platz statt. In diesem auf 15 Minuten beschränkten Tre￿en wird der Plan für
die folgenden 24h beschlossen. Es dient außerdem zur Abstimmung und Synchronisation zwischen
den Entwicklern.
Dabei spielen 3 Fragen eine zentrale Rolle:
• Was habe ich gestern getan, um dem Sprintziel näher zu kommen?
• Was werde ich heute tun, um dem Sprintziel näher zu kommen?
• Ist mir etwas aufgefallen, das das Erreichen des Sprintziels behindern könnte?
An dem Daily Scrum darf nur das Entwicklungsteam diskussionsberechtigt teilnehmen. Der Scrum
Master ist nur dafür verantwortlich, dass das Zeitlimit nicht überschritten wird.
Auch das Sprint Review hat eine Obergrenze an Zeit, diese beträgt 4h in Bezug auf einen 1-Monat-
Sprint. In diesem Meeting wird vorgestellt, was in dem letzten Sprint erreicht wurde, d.h. das aktuelle
Inkrement des Produkts wird den Stakeholdern vorgeführt. Dieses Meeting dient dazu Feedback zu
erhalten. Hinzu kommt noch, dass der weitere Verlauf des Projekts besprochen wird. Die Absprache
gibt dann die Grundlage für das Sprint Planning. Bei dem Sprint Review wird noch zusätzlich die
erwarteten Kosten, benötigte Zeit und Kapazitäten für das Gesamtprojekt aktualisiert.
Als letztes Meeting wird die Sprint Retrospektive de￿niert.
Bei dieser Besprechung re￿ektiert das Scrum Team über den Sprint. Dabei werden Probleme und
Behinderungen aufgedeckt und ein Plan entworfen diese zu beheben. Die Sprint Retrospektive ￿ndet
nach dem Sprint Review und vor dem Sprint Planning statt und ist auf 3 Stunden limitiert.
Für das Sprint Planning essentiell ist das Product Backlog.
Das Product Backlog ist eine geordnete Liste von allen Anforderungen, die an das Produkt gestellt
werden. Der Product Owner ist dafür zuständig, es aktuell, vollständig und geordnet zu halten. Es
ist nie komplett, da aufgrund von Veränderungen oder Erfahrungen neue Anforderungen entstehen
oder bestehende Anforderungen über￿üssig werden. Eine Anforderung/User Story, die vom Entwick-
lungsteam für den nächsten Sprint ausgewählt wird, muss klar de￿niert sein, sodass der Aufwand
abgeschätzt werden kann. Ziel ist es, dass das Entwicklungsteam die Summe aller User Stories am
Ende des Sprints auf "Doneßetzen kann. Wenn eine User Story den De￿nitionsansprüchen genügt,
um in einen Sprint genommen zu werden, ist sie in dem Zustand "Ready".
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Die Abschätzung des Arbeitsaufwandes einer User Story wird allein von dem Entwicklungsteam
durchgeführt. Diese Abschätzung wird ohne Diskussion von dem Product Owner akzeptiert. Er über-
wacht nur den Fortschritt. Dies kann in Form von Burndown-Diagrammen und/oder Velocity-Charts
statt￿nden. Der Satz an Anforderungen/User Stories, die vom Entwicklungsteam ausgewählt wurden,
bilden den Sprint Backlog. Den Sprint Backlog aktualisiert das Entwicklungsteam. Mit Hilfe dieses
Sprint Backlogs kann zu jeder Zeit im Sprint der verbleibende Restaufwand abgeschätzt werden. Der
Wert des Inkrements am Ende setzt sich aus den Anforderungen, die in diesem Sprint abgeschlossen
wurden, und demWert der Inkremente aus den vorangegangenen Sprints zusammen. Jedes Inkrement
muss ein vollständig nutzbares Produkt ergeben, das der Product Owner zur Auslieferung freigeben
könnte.
Jeder Teil von Scrum muss hierbei transparent sein, sodass sowohl für das Scrumteam jegliche
Rückstände o￿en ersichtlich sind als auch nach außen hin die Stakeholder den vollen Überblick über
das Projekt haben. Um dies zu gewährleisten ist auch eine klare “De￿nition of Done “notwendig. Jeder
muss darunter dasselbe verstehen. Dies kann entweder eine unternehmensweite Richtlinie sein, die
als Minimum an Qualität genommen wird oder eine vom Entwicklungsteam in Zusammenarbeit mit
dem Product Owner festgelegte De￿nition sein. Falls mehrere Teams an demselben Projekt arbeiten,
müssen alle Teams die gleiche “De￿nition of Done“benutzen. [SS13]
Aufgrund dieser De￿nition von Standards sollen nun die Teams untersucht werden. Da all diese
Anforderungen an das Scrum Teams essentiell sind, kann kein Maßstab angelegt werden, der die
einzelnen Punkte untereinander in eine Rangordnung einfügt. Der einzige Maßstab, der angelegt
werden kann, ist, ob eine Anpassung eines Punktes kritisch für den gesamten Scrum Prozess ist oder
ob es sich um ein zu bemängelndes Problem, das den Prozess allerdings nicht gefährdet, handelt.
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3. Auswertung
3.1. Projektart
Um die gesammelten Daten einordnen zu können, ist es wichtig die Projektart zu kennen, da dies
gewisse Fakten in das richtige Licht rückt bzw. erklärend fungieren kann.
Wie in der Tabelle A.1 zu sehen ist, führt das Team aus Interview 1 interne Entwicklungsprojekte
durch, wodurch der Informations￿uss zwischen Stakeholdern und dem Team erleichtert wird.
Auch das Projekt, das es in dem 2. Interview untersucht wird, handelt von einer internen Entwicklung.
Dieses erstellt eine CAD/CAM-Software, die für die ￿rmeneigene Produktion benötigt wird.
Das 3. Interview wurde mit einem Unternehmen durchgeführt, das auf Coaching, Studien und Unter-
stützung bei Umsetzungsprojekten spezialisiert ist und somit bei anderen Unternehmen angefordert
wird, um dort Prozesse zu verbessern, Mängel aufzudecken, aber auch mitzuarbeiten.
In Interview 4 handelt es sich um eine Firma, die jegliche Art von softwarebasierte Entwicklung für
ihre Kunden durchführt und in Interview 5 bis 7 entwickeln die Scrumteams Individualsoftware.
Hierbei ist anzumerken, dass in Interview 6 ein Anforderungsfreeze von einem Jahr im Voraus besteht,
sodass sprintbasierte, neue Anforderungen nicht möglich sind.
Dies wirft schon den ersten kritischen Widerspruch zu Scrum auf, da ein Anforderungsfreeze von
einem Jahr im Voraus die Agilität in Frage stellt. Man ist nur noch in der Hinsicht agil, dass man
die vorhandenen Anforderungen in einer unterschiedlichen Reihenfolge abarbeiten kann, aber der
eigentliche Sinn der Agilität, dass man auf Veränderungen reagieren kann, ist nicht mehr gegeben.
3.2. Teamgröße
Auf dieser Basis werden nun die Entwicklungsteams betrachtet.
Zuerst soll die Teamgröße genannt werden, da diese auch Ein￿uss auf die Zusammensetzung des
Teams hat. Hierbei werden nur die Entwickler gezählt. Vorhandene Product Owner bzw. Scrum
Master ￿ießen nicht in die Größenangaben mit ein.
Wie der Tabelle A.1 zu entnehmen ist, erfüllen Team 1 und 2 den Scrum-Standard mit 3 bzw. 5
Entwicklern.
In Interview 3 gibt es ein Team, das in 3 Sub-Teams gesplittet ist. Dort gibt es 2 Feature-Teams mit je
7 Entwicklern. Diese 2 Teams sind für die Reaisierung der User Stories verantwortlich und müssen
sich um keine Bugs oder sonstigen Hindernisse kümmern, da dafür das 3. Team zuständig ist, das
Operations-Team genannt wird. Dieses Team übernimmt jegliche Support- und Adhoc-Themen und ist
mit 2 Entwicklern besetzt. Die beiden Feature-Teams arbeiten nach Scrum, während das Operations-
Team Canban einsetzt. Dabei handelt es sich um eine Abweichung von dem Scrum-Standard, da Bugs
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und Änderungswünsche der Priorisierung durch den Product Owner unterliegen und mit in den
Porduct Backlog eingearbeitet werden müssen.
In Interview 4 wurden 2 Teams behandelt, da über das aktuelle Team mit 4 Entwicklern nach einer
Woche Mitarbeit noch praktisch keine Informationen vorlagen. Aus diesem Grund wurde noch das
letzte Team in das Interview hinzugezogen. Dieses hatte 10 Entwickler. Auf dieses wird im Folgenden
vor allem Bezug genommen.
In Unternehmen 5 gibt es auch ein Team aus 20 bis 25 Personen, das wieder in 2 Sub-Teams aufgeteilt
ist. Es gibt ein klassisches Scrum Team und ein Team(Spezi￿kationsteam), das für die Spezi￿kation
und fachliche Vorarbeit zuständig ist. Das Spezi￿kationsteam arbeitet eng mit den Stakeholdern und
dem Product Owner zusammen und entlastet den Product Owner in diesem Bereich.
Das Team in Interview6 bestand aus 10 Personen.
In Unternehmen 7 ist wichtig zu wissen, dass das Unternehmen eine Gesamtgröße von 4 Personen hat.
Die Teamgröße variiert dort zwischen 2 und 4 Entwicklern, wobei 4 die Ausnahme ist. 4 Entwickler
Vollzeit an einem Projekt arbeiten zu lassen, wäre ￿nanziell nicht möglich.
Wenn man alle Teams betrachtet und bei den Teams, die aus Sub-Teams bestehen, die Sub-Teams als
eigenständige Teams zählt, so fallen die Teamgrößen alle in einen vernünftigen Rahmen, um noch den
Überblick über das Projekt zu behalten und nicht in Wissensbasen zu zerfallen. Jedoch widerspricht
der Einsatz von Subteams dem Scrum-Standard. Dies gilt für das Team aus Interview 5 nur bedingt,
da nur eines der beiden Teams ein Entwicklungsteam ist und damit ein Sonderfall eintritt. Jedoch
in Team 3 gibt es 2 Entwicklungsteams. In diesem Fall sollte gemäß Scrum of Scrums der Einsatz
von 2 Product Owner in Erwägung gezogen werden, sodass jedes Team die volle Aufmerksamkeit
von einem Product Owner erhält. Jedoch wird für jedes Entwicklungsteam ein Scrum Master bereit
gestellt, sodass zumindest jegliche Hemmnisse und Hürden bestmöglich erkannt und behoben werden
können.
Auch die Teamgröße in Unternehmen 7 widerspricht dem Scrum-Standard, der eine Größe von
mindestens 3 Entwicklern fordert, jedoch ist dies wie schon erwähnt aus ￿nanziellen Aspekten nicht
realisierbar.
3.3. Teamzusammensetzung
Als nächstes wird die Zusammensetzung der Teams betrachtet.
Eine Gemeinsamkeit, die alle Teams aufweisen, ist die Lokalität. Jedes Team arbeitet an demselben
Arbeitsort. Aufgrund der technischen Tiefe des internen Entwicklungsprojektes von Team 1 sind
Experten erforderlich. Dies hat zur Folge, dass verschiedene Aufgaben bedingt oder gar nicht von
anderen Teammitgliedern übernommen werden können und somit Ausfälle von Personen nur schwer
zu verkraften sind. Diese Wissenbasen sind zwar bekannt und auch unerwünscht, jedoch ist es laut
Interviewpartner nicht rentabel mehrere Personen in diese Tiefe einzuarbeiten, da der Zeitaufwand,
den dies benötigen würde, in keinem Verhältnis zu der gewonnenen Zeitersparnis durch verhinderte
Ausfälle stände. Man verzichtet somit aus Kostengründen darauf, dem Scrum-Standard zu entsprechen.
Zudem gibt es personelle Wechsel bzw. verändernde Verfügbarkeit von Personen, da diese teilweise
für einen Sprint in ein anderes Projekt abgezogen werden, da man dort ihr Expertenwissen benötigt.
Dadurch muss vor jedem Sprint geprüft werden, welche Entwickler vorhanden sind und welche User
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Stories damit bearbeitet werden können, da es niemanden ansonsten gibt, der diese verwirklichen
kann. Außerdem entstehen aufgrund der Matrixorganisation des Unternehmens Probleme mit der
von Scrum vorgegebenen Rollenverteilung.
In dem 2. Team sind auch Experten vorhanden. Dies wird jedoch - wie von Scrum vorgesehen -
nicht bei der Verteilung von Aufgaben berücksichtigt. Jedes Teammitglied darf sich seine Aufgaben
selbst auswählen und auch bei dem Sprintplanning wird auf schon vorhersehbare Ausfälle keine
Rücksicht genommen, da es zu jedem Thema immer mindestens 2 Personen gibt, die dieses bearbeiten
können. Damit entspricht man zwar nicht dem Kriterium, dass jedes Teammitglied jede Aufgabe
bearbeiten kann, jedoch reduziert man die Wahrscheinlichkeit immens, dass für ein spezielles Thema
kein Entwickler verfügbar ist, da hierfür beide Experten verhindert sein müssten.
Um in dem 3. Team den Wissensstand bei allen Teammitgliedern zu erhalten, werden regelmäßig
die Personen in den Feature-Teams und dem Operations-Team durchgewechselt. Es gibt somit keine
Experten, da alle auf jeder Position eingesetzt werden.
Ähnlich verhält es sich in dem letzten Team aus Interview 4, in dem jeder frei seine Tasks aufwählen
durfte.
In Unternehmen5 hingegen werden die Tasks wieder an Experten vergeben. Dies ￿ndet allerdings
rein aus E￿zienzgründen statt und ist nicht zwingend notwendig. Zudem verändert sich die Teamzu-
sammensetzung häu￿g. Diese Wechsel haben wiederum einen negativen Ein￿uss auf die E￿zienz des
Teams, da die neuen Personen eingearbeitet werden müssen und sind somit aus Sicht von Scrum nicht
wünschenswert. Das Unternehmen verspricht sich aus diesen Wechseln allerdings einen Gewinn an
Erfahrung bei ihren Mitarbeitern, die dann e￿ektiver und eigenständiger werden
Das Team aus Interview 6 ist sehr stabil, um eine gute Abstimmung im Team zu ermöglichen, wofür
man eine teilweise grenzwertige Quali￿kation der Teammitglieder in Kauf nimmt. Somit verfolgt
dieses Unternehmen eine andere Philisophie. Hier ist das Ziel ein möglichst eingespieltes Team zu
erzeugen, das seine Stärken und Schwächen kennt und dementsprechend handelt.
Unternehmen7 ist ein Sonderfall, da durch die Unternehmensgröße von 4 Personen Strukturen,
die von Scrum gefordert werden, nur bedingt realisierbar sind. So ist ein Product Owner, der vom
Team gestellt wird, nicht möglich. Gleiches gilt größtenteils für den Scrum Master, den es bei einer
Teamgröße von 2 Personen zwar gibt, jedoch werden seine Aufgaben teilweise auch von einem
Teammitglied übernommen. Das andere Teammitglied ist zusätzlich zu Entwickler noch Project
Lead. Dies ist eine Position, die das Unternehmen selbst eingeführt hat. Der Project Lead darf bei der
Priorisierung mitwirken und übernimmt Aufgaben des Scrum Masters. Er ist ein Gegenpol zu dem
Product Owner. Die Teamgröße darf auf Sprintbasis an die gegebenen Umstände angepasst werden.
In Betrachtung der Teams in den unterschiedlichen Unternehmen fällen deutlichere Unterschiede
auf, die teils durch die äußeren Bedingungen wie zum Beispiel Unternehmensgröße, Unternehmens-
organisation oder auch Kostenfaktoren erforderlich sind. So muss die Fusion von Entwickler und
Product Owner als auch Entwickler und ScrumMaster kritisch gesehen werden, da dies im Grunde ein
Interessenkon￿ikt darstellt, den es zu lösen gilt. Z.B. ist das Ziel des Product Owners den Fortschritt
des Projekt maximal voranzutreiben und gleichzeitig die Qualität auf einem hohen Niveau zu halten
während der Entwickler meist ausgiebig testen möchte um eine maximale Qualität hervorzubringen,
dies jedoch nicht unter Zeitdruck erbringen möchte. Daher ist es fraglich, ob ein Entwickler die
Aufgabe des Product Owners gewissenhaft übernehmen kann, wenn er gleichzeitig auch Entwickler
in ebendiesem Projekt ist. Auch der Einsatz von Experten und der Erhaltung von Wissensbasen darf
nicht unterschätzt werden, da der Ausfall einer Person über einen längeren Zeitraum den Fortschritt
des Gesamtprojekts gefährdet. Aus diesem Grund sollte der Kostenfaktor auf dieser Grundlage ge-
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nauestens überdacht und abgeschätzt werden. Im Vergleich liegen die Unternehmen 3, 4 und 6 am
nächsten an dem Scrum Standard. Jedoch ist auch der Ansatz von Unternehmen 2 eine durchaus
vielversprechende Lösung, da dies eine höhere Geschwindigkeit (Velocity) in Aussicht stellt - bei
einem gewissen Restrisiko eines Ausfalls von 2 Experten des gleichen Fachgebietes. Dieses Risiko
müsste berechnet werden um herauszu￿nden, ob es sich rentiert.
Eine kritische Abweichung ist nur bei Unternehmen 7 sichtbar, da die Rollen des Product Owners
und Entwicklers teilweise von der gleichen Person wahrgenommen werden. Gemäß Scrum sollen
diese von unterschiedlichen Personen wahrgenommen werden, um widersprüchliche Interessen
auszubalancieren. Das Ziel des Product Owners ist ein möglichst hoher Wertgewinn. Dies ist in
den meisten Fällen die Implementierung möglichst vieler Features zu einer akzeptablen Qualität. m
Gegensatz dazu steht der Entwickler, für den die Qualität meist eine höhere Rolle spielt und sich
dafür viel Zeit reservieren will. Daher besteht die Gefahr, dass der Produktwert vernachlässigt wird
und das Projekt länger als notwendig benötigt.
3.4. cross-functional
In engem Zusammenhang mit dem Einsetzen der Experten steht die Frage, ob ein Team cross-
functional besetzt ist. D.h. ob es in der Lage ist, jedes Problem, das ihm in dem Rahmen des Projektes
gestellt wird, selbst zu lösen, ohne externe Hilfe zu benötigen. Während bei Unternehmen 3, 4, 5 und 7
die Teams dieser Anforderung entsprechen, werden bei den Teams 1 und 2 die Implementierung und
Gestaltung des Design an eine externe Agentur vergeben. In Unternehmen 6 wird das manuelle Testen
von einem Testteam aus Indien übernommen. Außerdem ist anzumerken, dass es bei Unternehmen 7
nicht generell verboten ist, Externe einzubeziehen, sondern es bisher nicht notwendig war. Somit
halten sich alle untersuchten Unternehmen relativ eng an den Scrum Standard und lagern höchstens
aus Kostengründen einige Dienste aus. Bei jeglicher fremdvergebener Arbeit besteht jedoch die
Gefahr, dass zum Einen das Ergebnis nicht den eigenen Vorstellungen entspricht, die im Idealfall
den Vorstellungen der Stakeholder entsprechen, und zum Anderen man im Entwicklungsteam das
Verantwortungsbewusstsein für diesen Teil des Projektes verliert.
3.5. Scrum Master
Ein weiterer Faktor, der oftmals nur als zusätzlicher Kostenfaktor von der Unternehmensleitung
betrachtet wird, ist der Scrum Master.
Wie der A.2 zu entnehmen ist, haben aus 7 Unternehmen nur 3 einen ScrumMaster, der allein für diese
Rolle angestellt ist bzw. diese Rolle als Hauptaufgabe inne hat. So wurde bei Team 1 der Scrum Master
von dem Projektleiter im weitesten Sinn abgedeckt, auch wenn der Wunsch nach einem richtigen
Scrum Master von dem Team selbst vorhanden ist. Laut Interviewpartner kann ein Projektleiter zu
wenig Zeit für seine Rolle als Scrum Master aufbringen und hat auch nicht unbedingt die nötigen
Kompetenzen, um Hindernisse zu erkennen und zu beseitigen.
In dem Unternehmen 2 wird die Rolle zwar von einem Entwickler übernommen, aber er hat als
Hauptaufgabe den Scrum Master und ist nur noch zu einem geringen Prozentsatz als Entwickler
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tätig. Somit hat er die Einsicht in das Projekt und kann die Schwierigkeiten aus eigener Erfahrung
einschätzen. Zudem ist er durchsetzungsstark, wodurch er als Scrum Master geschätzt wird. Zu seiner
Akzeptanz im Team trägt vor allem auch die Mitarbeit in der Entwicklung im Projekt bei. Dies fördert
die Akzeptanz, jedoch ist der Scrum Master dadurch selbst in den Entwicklungsprozess verwickelt
und ihm fehlt die nötige Distanz, um Hindernisse beheben zu können.
Einen eigenständigen Scrum Master gibt es in Team 3 für jedes Feature-Team. Das Operations-Team
benötigt keinen Scrum Master, da es nicht nach Scrum agiert, sondern Kanban anwendet.
Eine Kombination, die mit Vorsicht zu betrachten ist, ist die Kombination aus Scrum Master mit
anderen Rollen, wie z.B. bei Team 4 mit organisatorischen Aufgaben. Der Interviewpartner beobachtet
bei dieser Kombination, dass teilweise der Scrum Master auf eine rein organisatorische Rolle reduziert
wird und die kontrollierenden und regulierenden Strukturen vernachlässigt werden.
Eine andere Variante ist die Verteilung der Aufgaben des Scrum Masters auf mehrere Personen
mit unterschiedlichen Hauptrollen. In Team 5 wird der Scrum Master von dem Chefarchitekten,
dem Projektleiter und dem Projektmanager übernommen. Dies erfordert eine gute Absprache oder
eine genaue Aufteilung der Aufgaben unter den Verantwortlichen, um nicht gegensätzliche Wege
einzuschlagen. In dieser Konstellation kommt es jedoch nicht zu einem Gewissenskon￿ikt zwischen
Entwickler und Scrum Master, sodass dieses Problem vermieden wird. Vorteilhaft ist die Splittung der
Rolle allerdings nicht, da dadurch keine Person primär Scrum Master ist und sich damit nur in der
übrigen Zeit, die von der eigentlichen Aufgabe bleibt, beschäftigt. Daher können nie die Resultate
erzeugt werden, die ein einzelner Scrum Master entfalten könnte.
Das Problem des Rollenkon￿ikts tritt bei Interviewpartner 6 auf. Ein Entwickler aus dem Team ist
dort gleichzeitig Scrum Master. Ähnlich verläuft es auch in Interview 7, in dem es zwar theoretisch
einen Scrum Master gibt. Dieser organisiert allerdings nur die Meetings und hat sonst wenig zu tun.
Er ist außerdem Entwickler in einem anderen Projekt. In diesem Unternehmen ist dies nicht anders
möglich, da das Unternehmen nur aus 4 Personen besteht. Um dort dann einen Scrum Master und
Product Owner als eigenständige Position zu haben, würde die Kapazität an Entwicklern um die
Hälfte reduzieren.
Zu erkennen ist, dass sich die Unternehmen - in Bezug auf das Team - sehr eng an Scrum halten,
die meisten sich jedoch bei dem Scrum Master vor den Kosten scheuen, die ein Scrum Master als
Vollzeitjob kosten würde. Dass dies die Rollen, auf die es abgeschoben wird, überlastet oder in einen
Interessenkon￿ikt bringt, wird hierbei vernachlässigt bzw. in Kauf genommen, auch wenn sich der
ScrumMaster auf lange Sicht durch eine e￿ektivere Arbeitsweise des Teams rentieren könnte. Folglich
ist hier ein Verbesserungsbedarf vorhanden. Dazu muss vor allem bei der Unternehmensorganisation
das Verständnis für den Einsatz eines Scrum Masters geweckt werden.
3.6. Product Owner
Als nächstes wird die 3. wichtige Rolle in Scrum - der Product Owner - behandelt. Das Verständnis
für den Bedarf eines Product Owners ist von seitens der Firmenleitung meist besser als für den Scrum
Master. Jedoch muss das Team oft selbst den Product Owner stellen, anstelle dass dieser von dem
Auftraggeber gestellt wird.
Bei Team 1 gibt es die Position des Product Owners nicht. Der Product Owner wird durch eine
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Personalunion aus Projektmanager und Fachverantwortlichen dargestellt. Hierbei tritt das Problem
auf, dass die De￿nition of Done oftmals fehlt und das Projekt inhaltlich somit relativ frei ist. Die
Steuerung wird meist nur an den Review-Terminen vorgenommen. Dies kann durchaus negative
Folgen haben, wenn eine der grundlegenden User Stories nicht den Wünschen entspricht und somit
diese und alle davon abhängenden User Stories verändert werden müssen. Im Hinblick auf die Kosten
ist dies kein sinnvolles Vorgehen. Auch eine Personalunion ist nicht im Sinne von Scrum. Der Product
Owner hat die alleinige Verantwortung für das Projekt. Durch den Einsatz von 2 Product Ownern sinkt
das Verantwortungsbewusstsein, da man nicht alleine bei einem Misserfolg Rechenschaft ablegen
muss. Weiterhin haben 2 Personen auch unterschiedliche Prioritäten. Und zuletzt gilt auch noch,
was schon bei einer Personalunion bei dem Scrum Master erwähnt wurde. Da die Personen, die den
Product Owner übernehmen, primär andere Aufgaben haben, wird die Rolle als Product Owner am
Ende nur in den Pu￿ern der anderen Aufgaben gelebt.
Der Product Owner in Unternehmen 2 ist sowohl für das Projekt des Teams als auch für das Gesamt-
system Product Owner, wobei er untergeordnete Product Owner hat, die die anderen Teams betreuen.
Somit hat er Zeit seine Aufgaben als Product Owner zu erfüllen.
In Unternehmen 3 betreut der Product Owner beide Feature Teams. Er hat somit eine höhere Be-
anspruchung. Allerdings müssten sich - bei einem Product Owner pro Team - die Product Owner
auch absprechen, wer welche Anforderungen umsetzt. Da dies nur eine geringe Verbesserung der
Auslastung des Product Owners versprechen würde, ist man zu dem Entschluss gekommen, dass
ein Product Owner für beide Teams zusammen die sinnvollste Lösung ist. Der Product Owner wird
hierbei vom Team gestellt.
Anders verhält es sich in Interview 4. Bei dem aktuellen Team kommt der Product Owner von
der Fachseite. Allerdings ist dieser eher ein Stakeholder, da er nur die Interessen vertritt und seine
sonstigen Aufgaben vernachlässigt. Noch ungewöhnlicher sah es in dem letzten Team aus, in dem er
mitgearbeitet hatte, da dort für jeden Themenbereich ein eigener Product Owner gestellt wurde, der
dann für den Zeitraum, in dem dieses Thema bearbeitet wurde in Vollzeit für das Team zuständig war.
Der Product Owner wurde also gewechselt, sobald ein Themenbereich abgearbeitet war. Folglich kam
der Product Owner auch von der Fachseite. Dies wirft die Frage auf, ob das Wechseln des Product
Owners nicht zu Einbußen in der E￿ektivität des Team führt, da dieses sich immer wieder an einen
neuen Product Owner gewöhnen muss, der möglicherweise eine andere Ansicht bei Vorgehensweisen
hat. Zudem stellt sich die Frage, wie man das Product Backlogs für das gesamte Projekt priorisiert,
da jeder Product Owner nur die Priorisierung für seinen Aufgabenbereich im Auge hat. Und wieder
tritt die Frage nach dem Verantwortungsbewusstsein auf. Wird ein Product Owner, der nur für einen
Teilbereich zuständig ist, genauso sorgfältig vorgehen, wie ein einzelner Product Owner für das
gesamte Projekt oder wird er bei einem auftretenden kritischen Fehler die Schuld auf andere schieben?
Auch in Unternehmen 5 wird der Product Owner von dem Auftaggeber gestellt. Dieser nimmt gemäß
Scrum bei dem Review eine Story nicht ab, solange sie noch nicht vollständig umgesetzt ist. Allerdings
kommt er dem Team entgegen, indem er eine Story, die nur noch wenig Zeit zur Fertigstellung
benötigt, zu einem späteren Zeitpunkt nachträglich abnimmt. Dadurch wird in der Übersicht jedoch
nicht gezeigt, dass sich das Team im Grunde überschätzt hat und nur durch einen Zeitpu￿er noch
fertigstellen konnte. Diese Zeit wäre allerdings unter normalen Umständen schon für den nächsten
Sprint vorhanden gewesen, sodass diese nachgiebige Verhaltensweise des Product Owners zu einer
Art Verschleierung führt. Besser wäre es, konsequent die User Story erst zum Ende des nächsten
Sprints zu akzeptieren. Ausnahmen können natürlich vor einem Release sinnvoll sein, sodass man
diese Funktionalität noch mit anbieten kann und nicht erst einen Monat später einführt.
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Das Team aus Unternehmen 6 hat dagegen keinen Product Owner, sondern erhält alle Anforderungen
von vielen Stakeholdern. Somit fehlt hier die Schnittstellenfunktion des Product Owners, der alle
Anforderungen sammelt und priorisiert. Dies bedeutet einen Mehraufwand für das Team, da dieses
nun auch noch priorisieren muss. Zudem muss es Zeit dafür aufwenden, die Anforderungen aufzu-
nehmen und Details abzufragen, um eine Implementierung nach den Vorstellungen der Stakeholder
abzusichern.
Ähnlich ist auch die Situation in Unternehmen 7, da dort ein Entwickler die Rolle des Product Owners
mit übernimmt. Außerdem werden die Anforderungen nicht zwangsläu￿g von dem Product Owner
verfeinert, spezi￿ziert bzw. abgefragt. Dies kann jede Person des Teams übernehmen.
Wie auch mit einem Blick auf die Tabelle A.1 zu sehen ist, bestätigt sich, was sich schon bei dem Scrum
Master angedeutet hat. Die Rolle des Teams wird von jeder Unternehmensorganisation verstanden,
da sie trivial ist, jedoch die Notwendigkeit eines Product Owners und eines Scrum Masters wird oft
unterschätzt. Dadurch entstehen Mehraufwände für das Team und es verliert an E￿ektivität, da es
zu viele weitere Aufgaben übernehmen muss und sich nicht vollständig auf die Realisierung des
Produktes konzentrieren kann. Auch eine Verteilung der Rolle auf mehrere Personen ist aus schon
mehrfach genannten Gründen nicht zu empfehlen und sollte geändert werden.
3.7. Daily Scrum
Als nächstes Hauptelement von Scrum soll nun das Daily Scrum betrachtet werden.
In dem Team des 1. Interviewpartners dauert das Daily Scrum 15 Minuten und es sind keine Diskus-
sionen zugelassen. Das Daily Scrum wird teilweise für einen Tag ausgesetzt, d.h. teilweise wird es
nur alle 2 Tage abgehalten, wenn es zu wenig Neuerungen pro Tag gab. Hier muss natürlich sicher
gestellt werden, dass bei dem Auftreten von Problemen das Meeting nicht ausgesetzt wird, da sonst
ein Entwickler 2 Tage lang mit einem Problem zu kämpfen hat, das nach einem Tag schon gelöst sein
könnte und ihn dann nicht mehr behindern würde.
Eine Gefahr, die bei dem Daily Scrum besteht, ist laut Interviewpartner 2, dass die Entwickler in
manchen Teams dermaßen isoliert arbeiten, dass das Daily Scrum ihnen nicht weiterhilft, da keine
wichtigen Informationen ausgetauscht werden. Die funktionale Eigenschaft des Daily Scrums muss
also immer im Auge behalten werden. Diese Problem kann möglicherweise auf das Fehlen eines
Scrum Masters zurückgeführt werden. In seinem Team tritt dies aufgrund des durchsetzungsstarken
Scrum Masters nicht auf. Es ist ein Stand-Up Meeting, das in einer “Project Corner“außerhalb des
Arbeitsbereiches durchgeführt wird. Das Tre￿en wurde extra in einen Besprechungsraum gelegt zu
dem man einen kurzen Weg zurücklegen muss, damit die Trennung zwischen dem Implementieren
und der Besprechung jedem Entwickler bewusst wird und er nicht in Gedanken immer noch an
einem Problem arbeitet, an dem er zur zeit sitzt. Die volle Konzentration soll dadurch auf das Daily
Scrum gelenkt werden. Es ist auf eine Länge von 30 Minuten beschränkt und kurze Diskussionen sind
erlaubt. Dadurch können auch Entscheidungen während des Daily Scrums getro￿en werden, jedoch
könnte man diese Diskussionen auch auf nach dem Daily Scrum verschieben, da diese Entschlüsse
möglicherweise nicht alle Entwickler betre￿en und somit für sie die Diskussion nicht hilfreich ist.
Dies kann dazu führen, dass sie sich aus dem Gespräch ausklinken und sie somit den Rest des Daily
Scrums verpassen. Es wäre also besser Diskussionen zu unterbinden und das Daily Scrum erst zu
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beenden. In diesem Fall könnte die Dauer des Meetings verkürzt werden.
Für das Team des 3. Unternehmens gibt es 2 Meetings. Jedes Subteam hat ein eigenes Stand-Up
Meeting, wobei Personen aus dem jeweils anderen Feature-Team auch teilnehmen dürfen. Außerdem
ist auch ein Scrum Master, der für diverse Schnittstellensysteme zuständig ist, anwesend. Eine weitere
Besonderheit ist, dass das Daily Scrum nicht Personen-bezogen, sondern Story-bezogen gehalten
wird. D.h. es wird nicht reihum vorgestellt, was man gestern vollbracht hat, was seine Ziele für heute
sind und wo man auf Probleme traf, sondern zu jeder Story hat jede Person die Möglichkeit etwas zu
sagen, die daran gearbeitet hat. Dies hat sich bei diesem Team als e￿zienter herausgestellt. Bei einer
Personenanzahl von ca. 15 ist es auf 15 Minuten beschränkt.
Auch in Interview 4 war bei dem letzten Team das Daily Scrum mit 15 Minuten angesetzt. Diskus-
sionen wurden dabei auf nach dem Meeting verschoben. Bei dem aktuellen Team gibt es noch kein
Daily Scrum. Dieses wird zur Zeit erst eingeführt.
In dem 5. Unternehmen hat das Daily Scrum einen Zeitslot von 30 Minuten. Diskussionen werden
zugelassen, da man das Stand-Up Meeting nicht dogmatisch/akademisch sieht, sondern das Meeting
auch zum Team-Building verwendet. Die Gesprächsthemen sind dadurch nicht immer arbeitsbezogen.
Vor allem bei einem neuen Team kann dies sinnvoll erscheinen. Bei einem eingespielten Team wäre
ein extra Meeting für externe Themen eine Überlegung wert, um im Daily Scrum allein auf die Arbeit
zu fokussieren.
Wie auch schon in dem vorangegangenen Team sind in Team 6 Diskussionen zugelassen, jedoch hält
man sich ansonsten konsequent an die Vorgaben von Scrum.
In Unternehmen 7 gibt es dagegen keine Daily Scrums, da bei einer Teamgröße von meist nur 2
Personen der Fortschritt pro Tag zu gering ist, als dass man hierfür jeden Tag ein Meeting bräuchte.
Deshalb gibt es Weekly Meetings. Probleme können auch außerhalb des Meetings angesprochen
werden, sodass dem Fortschritt des Projekts kein Hindernis im Weg steht.
Insgesamt sind die 2 au￿allenden Abweichungen von Scrum die Akzeptanz von Diskussionen und
die Erweiterung des Zeitslots von 15 auf 30 Minuten. Inwiefern 15 Minuten bei einer Teamgröße
von mehr als 9 Personen noch möglich ist, ist fraglich. Daher ist dies eine Folge einer früheren
Abweichung und wird durch eine Anpassung in demjenigen Bereich automatisch behoben werden.
In jedem Fall ist dies nicht als kritisch zu betrachten, solange man die gesamte Zeit auch für ihren
Zweck einsetzt. Sollte dieses Problem eintreten, kann der Scrum Master versuchen, den Prozess zu
optimieren, um die Zeit zu verkürzen. Auch das konstruktive Diskutieren während eines Daily Scrums
ist nicht problematisch. Es hilft dem Team bei der Arbeit. Dennoch könnte es im Anschluss an das
Daily Scrum gemacht werden, sodass nur die Betro￿enen beteiligt sind.
3.8. Sprintplanning
Als weiteres Meeting wird nun das Sprintplanning betrachtet.
Aufgrund der Unternehmensorganisation wird in Unternehmen 1 für ein Quartal geplant, weil man
immer quartalsweise Entwickler zugesichert bekommt. Jedoch darüber hinaus hat man keine Informa-
tionen wie viele Entwickler zur Verfügung stehen werden. Dadurch ist es schwer eine Gesamtdauer
des Projektes anzugeben, da diese von der Verfügbarkeit von Experten abhängt bzw. für eine ￿xierte
Zeitspanne ist der Stand des Projektes am Ende nicht kalkulierbar, weil am Ende eines Quartals die
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benötigten Experten von dem Projekt für eine bestimmte Zeit abgezogen werden können. Dies wird
von dem Team als unerwünscht empfunden, jedoch von oben vorgegeben, sodass sie daran nichts
ändern können. Für das Planning wird eine Zeit von 30 Minuten eingeplant.
In Unternehmen 2 stellt der Product Owner das Sprint Backlog vor und das Team schätzt dann mit
Planning Poker ab, wie viele Stories sie umsetzen können. Dabei werden schwere Aufgaben bzw.
große Stories an den Anfang des Sprints gelegt und z.B. kleine Änderungen an der UI am Ende
erledigt. Diese Verteilung hat zum Vorteil, dass bei Ungenauigkeiten in der Schätzung keine große
User Story am Sprintende unvollständig ist und in den nächsten Sprint gezogen werden muss. Das
Planning dauert einen gesamten Tag. Zuerst werden die Ideen von dem Product Owner in 2 bis 3
Stunden vorgestellt und dann schätzt das Team sehr akribisch ab und dekliniert die Stories. Dies
dauert weitere 4 bis 5 Stunden. Aufgrund der zutre￿enden Schätzungen rentiert sich die Investition
von einem Arbeitstag.
Für das Team in Unternehmen 3 gibt es 2 Sprintplannings. In dem ersten Planning werden die User
Stories festgelegt, die in diesem Sprint erledigt werden soll und das 2. Planning ist zur Ausarbeitung
der Details. Dieses besteht aus den sogenannten “Estimation Meetings“. Pro Woche gibt es 2 solcher
“Estimation-Meetings“. Die Anzahl an Stories hängt von den Story Points ab, die im letzten Sprint
erreicht wurden. Diese geben die Kennzahl für den nächsten Sprint vor. Für das Sprintplanning
wird wieder 1 Tag eingeplant. Zu Beginn werden 3-4 Stories geplant und sobald diese fertig sind,
werden die Nächsten vorbereitet. Dadurch weicht man von Scrum zwar insofern ab, dass man am
Sprintanfang noch nicht alles geplant hat und sich nicht nur noch mit der Realisierung beschäftigen
muss. Doch dieses Vorgehen hat den Vorteil, dass man die Details zu der User Story, die man realisiert,
besser in der Erinnerung hat, als wenn die Story schon am Sprintanfang besprochen worden wäre.
Auch der Interviewpartner 4 hatte in seinem letzten Team 2 Meetings. In dem Ersten stellte der
Product Owner seine Ziele vor und in dem 2. wurden dann die Task-Karten geschrieben. Dabei wurde
nicht festgelegt, welcher Entwickler diesen Task zu erledigen hatte. Auch das Planning Poker war eine
eigene Sitzung. Ob die Splittung sinnvoll ist, sollte untersucht werden, da man zwischen den Meetings
an dem laufenden Sprint weiterentwickelt und somit immer wieder zwischen 2 Aufgaben hin und her
springt. Dadurch wird man zum Einen von dem laufenden Sprint abgelenkt und außerdem vergisst
man auch Teile der besprochenen Ziele wieder. Also entsteht ein Mehraufwand, der verhindert werden
könnte. Als Gegenargument wird dagegen gebracht, dass das Sprintplanning einen ganzen Tag dauern
würde und die Konzentration nach 2h nicht mehr vorhanden wäre. Aus diesem Grund hätte man das
Meeting aufgeteilt. Ob man die Konzentration durch kurze Pausen aufrecht erhalten könnte, müsste
getestet werden. Dieses Team hatte 4-6 Stunden Zeit für das Sprintplanning verwendet und eine
weitere Stunde für das Abschätzen.
Das Team aus Interview 6 hat aufgrund der vielen Stakeholder und des fehlenden Product Owners
für jede Anforderung, die es erhält, einen Workshop. An diesem nimmt der Anforderungssteller als
auch der bzw. die Entwickler teil, die diese Anforderung realisieren wollen. Dies soll für ein besseres
Verständnis als auch ein Verantwortungsbewusstsein sorgen. Das Ergebnis eines Workshops sind
eine User Story und die zugehörigen Akzeptanzkriterien. Hieraus lässt sich wieder erkennen, dass
der Mangel an einem Product Owner deutliche Einschränkungen an der Leistung des Teams auslöst.
Die Zeit, die für die Meetings mit den Stakeholdern gebraucht wird, wäre unter idealen Umständen
für die Implementierung von neuen Features vorhanden.
Auch das Unternehmen 7 hat Probleme mit der Durchführung des Sprint Plannings. Das Team hat
das Problem, dass die User Stories unzureichend de￿niert sind, um adhoc geplant werden zu können.
Wenn dies auf zu viele Stories zutri￿t, kann eine Recherche/Preplanning eingeschoben werden, das
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bis zu 5 Tage bei einer Sprintlänge von 4 Wochen dauern kann. Außerdem fehlen die Abnahmebe-
dingungen und das Herunterbrechen auf Tasks. Das Fehlen der ausgereiften User Stories ist eine
Folge von dem Fehlen eines Product Owners. Da ein Entwickler nicht viel Zeit für die Aufgaben eines
Product Owners hat, kann er diese Rolle nur mangelhaft ausfüllen. Das Planning dauert auch hier 8h
bzw. 1 Tag.
Bei dem Sprintplanning sind die ersten Folgen eines fehlenden Product Owners zu erkennen, wie
dies auch schon bei Team 6 angedeutet wurde. Dies könnte ein Muster darstellen, dass bei allen
Teams, die keinen Product Owner haben, auch Schwierigkeiten bei dem Sprintplanning auftreten.
Außerdem spielen äußere Bedingungen eine Rolle, wie e￿ektiv das Planning und dadurch der gesamte
Sprint ablaufen kann. Z.B. wie detailgenau die Anforderungen von Seiten der Stakeholder geliefert
werden. Dies ist vor allem wichtig, wenn das Scrum Team keinen Product Owner hat, der in seiner
Planungsphase nachfragen und sich mit den Stakeholdern absprechen kann. Bis auf Unternehmen
7, die teilweise zusätzliche Zeit investieren müssen, konnten alle anderen Teams sich entsprechend
anpassen, um trotz mancher Einschränkungen ungestört das Planning durchführen zu können, auch
wenn dies ein Mehraufwand vor dem Sprintplanning bedeutet. Diesen Mehraufwand gilt es durch
Optimierung und Veränderung in Richtung des idealen Scrums anzupassen.
3.9. Review
Das nächste zu betrachtende Meeting ist das Review. Auch hier gibt es große Unterschiede zwischen
den Teams.
In Unternehmen 1 sind selten die Stakeholder mit anwesend. Meist jedoch werden die Informationen
für Personen außerhalb des Teams durch Microblogging geteilt. Daher gibt es kein direktes Feedback
und laut Interviewpartner scheint das Interesse an den digitalen Mitteilungen nicht groß zu sein.
Dies kann dazu führen, dass ungewünschte Entwicklungen erst spät von den Stakeholdern erkannt
werden und ein Mehraufwand entsteht, da die Entwicklungen rückgängig gemacht werden müssen
und damit Zeit verloren geht. Das Review wird zusammen mit der Retrospektive durchgeführt und
dauert 1h. Das mangelnde Interesse scheint aufgrund des internen Projekts zu sein.
Dies wird in Unternehmen 2 dadurch e￿ektiv verhindert, dass 2 Reviews durchgeführt werden.
Das erste Review ist intern, an diesem ist nur der Product Owner beteiligt und gibt Feedback über
fehlende Funktionalitäten und ähnliches. Das 2. Review ist ein Gesamtreview. Dort sind dann auch
die Stakeholder und alle anderen Beteiligten anwesend. Dies hat den Vorteil, dass man nach dem
internen Review noch Kleinigkeiten ausbessern kann, sodass diese in dem Gesamtreview schon gelöst
sind. Für Bereiche, die der Product Owner nicht abdecken kann, erhält man dann von den Stake-
holdern Anmerkungen, sodass sichergestellt ist, dass nach jedem Sprint das Projekt in der richtigen
Bahn verläuft. Wie im Unternehmen zuvor wird hier das Review zusammen mit der Retrospektive
durchgeführt. Es dauert allerdings 1 Tag.
Auch in Unternehmen 3 ￿ndet eine Art doppelte Überprüfung statt. In diesem Team wird erst ein
Story Review von einem anderen Teammitglied durchgeführt, um erste Fehler aufzudecken und am
Ende des Sprints wird dann die User Story vom Product Owner abgenommen, sodass dieser auch
noch einen Blick auf die Ergebnisse wirft. Wieder wird das Review mit der Retrospektive verbunden
und beansprucht ca. 1h.
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Zuletzt ist das Review in Unternehmen 7 interessant. Dort wird es mangels eines richtigen Product
Owners von einem Entwickler durchgeführt, der den Task nicht bearbeitet hat. Um dadurch keine
negativen Folgen befrürchten zu müssen, wird am Ende des Sprints ein Review mit dem Kunden
durchgeführt, sodass das direkte Feedback eventuell auftretende Fehler aufdeckt. Das Review dauert
insgesamt 1 Tag.
Somit ist in den meisten Fällen erfüllt, dass direktes Feedback den richtigen Verlauf den Projektes
sichert. Falls dies nicht möglich ist, sollte man einen Termin in Erwägung ziehen, an dem auch
Stakeholder teilnehmen können. Wenn dies nicht möglich ist, sollten zumindest die Neuerungen
direkt an diese gesendet werden, sodass sie zumindest in textueller Form auf dem neuesten Stand
sind und nachfragen können. In diesem Fall hat man sich auch abgesichert, dass am Ende der Kunde
nicht das Produkt in grundlegenden Eigenschaften ablehnen kann, da er während der Entwicklung
eingebunden war. Natürlich hilft dies bei einem internen Projekt nicht weiter, da dadurch das eigene
Unternehmen Schaden davonträgt. Die beste Lösung bleibt ein Tre￿en mit den Stakeholdern, selbst
wenn dies nur jeden 2. Sprint erfolgt. Feedback ist ein essentieller Bestandteil von Scrum. Wenn das
Verständnis von den Stakeholdern nicht vorhanden ist, ist es Aufgabe des Scrum Masters dies zu
ändern.
3.10. Retrospektive
Als letztes Meeting bleibt die Retrospektive zu betrachten. Bei der Retrospektive ist Unternehmen 2
interessant, da diese für jedes Problem, das ins Gespräch kommt, einen Verantwortlichen bestimmen,
der sich darum kümmert, sodass im nächsten Sprint dieser Punkt nicht mehr auftritt.
In dem Team aus Interview 5 wird die Retrospektive informell durchgeführt, wie dies auch schon in
früheren Punkten zu sehen war.
In Unternehmen 6 ist sie bisher noch nicht eingeführt worden. Dies hat zum Nachteil, dass man
sich bei Problemen bei dem Scrum Master, dessen Rolle von einem Entwickler übernommen wird,
beschweren muss. Da möglicherweise Hemmungen bestehen, dies zu tun, kann sich aus diesem
Problem ein Kon￿ikt ergeben, der dem Arbeitsklima schädlich ist. Wenn man keinen erfahrenen
Scrum Master hat, der die Erfahrung mitbringt den Prozess zu optimieren, sollte man zumindest für
die Kon￿iktlösung ein sprintbasiertes Meeting einführen.
Jegliche Sitzungen von Scrum sind essentiell. Durch das Auslassen eines Bestandteils wird der gesamte
Prozess gefährdet.
3.11. Product Backlog
Nun soll die Organisation des Projekts betrachtet werden.
Als zentrale Basis für die Produktentwicklung dient das Product Backlog. In Unternehmen 1 ist das
o￿zielle Verwaltungstool CAM, dieses wird unternehmensweit eingesetzt und über dieses Tool laufen
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die Abrechnungen und alle verwaltungstechnischen Operationen. Da es sich jedoch nicht für Scrum
eignet, werden für das Product Backlog Word oder Excel verwendet. Dort werden alle Stories mit
Priorisierung aufgelistet.
Das Team des 2. Unternehmens benutzt für das Product Backlog Jira, eine Issue & Project Tracking
Software. Innerhalb dieser wird das Projekt sehr umfangreich aufgelistet. So werden z.B. auch
Refactoring-Punkte eingetragen, um einen möglichst genauen Überblick über die noch nötigen
Schritte zu haben. Dies ist für eine Abschätzung der noch verbleibenden Zeit nützlich.
In dem 3. Unternehmen wird das Product Backlog von dem Product Owner gep￿egt. Hierbei wurde
explizit auf das Burndown-Diagramm verzichtet, da es laut Interviewpartner zu wenig Aussagekraft
über den Fortschritt eines Projekts bietet und zu Hektik und schlechter Programmierung führen kann.
Dagegen wird bei Interview 5 das Burndown-Diagramm genutzt. In diesem Team erfolgt das Tracking
über Jira. Es hat einen Gesamtüberblick über das Projekt und sieht anhand des Burndown-Diagramms,
ob der Fortschritt wie geplant ist.
In Unternehmen 6 ist das Product Backlog grob formuliert. Dies hängt damit zusammen, dass die
Anforderungen von vielen Stakeholdern kommen und teilweise bei diesen erst im Laufe ihrer Ent-
wicklung auftreten. Dadurch kann man den Zeitraum des Projekts nicht präzise abschätzen.
Das Team aus Interview 7 befüllt zum Start eines Projekts den Product Backlog initial mit den
Anforderungen, die sich bei einer groben Anforderungsanalyse ergeben. Diese sind meist nur sehr
vage formuliert.
Das Product Backlog ist einer der Punkte, die ein Indiz auf die Laufzeit des Projekts geben. Wenn die-
sem Backlog also nur unzureichend Beachtung gewidmet wird, kann man sehr leicht sich verschätzen
und am Ende deutlich höhere Kosten als geplant haben. Aus diesem Grund ist es lohnenswert zu
Beginn zusätzliche Zeit zu investieren und dann eine genaue Schätzung angeben zu können.
3.12. Sprint Backlog
Nun wird eine Ebene tiefer das Sprint Backlog betrachtet. In Unternehmen 1 wird das Sprint Backlog
wie gewöhnlich aus Punkten des Product Backlogs erstellt und dann nochmals priorisiert.
Dagegen stellt bei dem Team aus Interview 2 der Product Owner einen Pool aus möglichen Stories
zusammen, aus denen dann das Team auswählt, welche sie im nächsten Sprint erledigen können,
jedoch weist der Product Owner die Tasks dann den Entwicklern zu. Diese dürfen nicht frei wählen.
Da in dem Team Experten sitzen, erfolgt die Zuordnung analog zu ihren Expertisen. Sie wäre auch
ohne Zuweisung trivial.
Auch in dem Unternehmen 3 entscheidet das Team, wie viele Stories sie in das Sprint Backlog
hineinziehen. Durch die eigene Entscheidung wird kein Druck von außen aufgebaut. Das Team ist
dafür verantwortlich sich selbst richtig einzuschätzen und die richtige Anzahl an Anforderungen
auszuwählen. Dieses Vertrauen ist ein wesentlicher Bestandteil von Scrum.
Anders verläuft es für das Team 5, dort wird vom Product Owner bzw. Architekten bzw. Projektleiter
das Sprint Backlog aktualisiert. Diese stellen die Stories hinein und priorisieren sie. Dies erinnert
an die klassischen Entwicklungsmodelle, in denen der Vorgesetzte die Ziele absteckt und dem Team
vorgibt, was es zu erledigen hat.
Gemäß des üblichen Scrum Vorgehens wird in Unternehmen 6 agiert. Dort darf das Team nur die
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Anzahl der Anforderungen auswählen. Sie erhalten eine priorisierte Liste und können so viele Tasks
der Reihe nach hinzunehmen, von denen sie ausgehen, dass sie im nächsten Sprint realisiert werden
können. Innerhalb eines Sprints ist es wiederum erlaubt die Reihenfolge der Realisierung der Tasks
zu ändern.
Eine weitere Besonderheit tritt in Unternehmen 7 auf. Dort werden die Stories auch aus dem Product
Backlog herausgezogen und spezi￿ziert. Es darf aber ein Preplanning eingeschoben werden. D.h.,
wenn sie merken, dass Stories noch Fragen aufwerfen und man ohne die Stories nicht sinnvoll
weiterarbeiten kann, kann eine Phase eingeschoben werden, in der dann die Stories näher behandelt
und Fragen geklärt werden können. Diese Phase ist eine Konsequenz daraus, dass es keinen Product
Owner gibt, der die Zeit aufbringen kann die Stories vorzubereiten.
Somit schneiden die Unternehmen bei dem Sprint Backlog wieder deutlich besser ab als beim Pro-
duct Backlog. In allen bis auf einem Fall wird dem Team das Vertrauen entgegengebracht, dass sie
verantwortungsvoll die Stories auswählen. Normalerweise sollte zwar das Team am besten wissen,
welche Stories als nächstes am Besten geeignet sind, aber aus Managementgründen oder auf Wunsch
der Stakeholder können auch andere Stories ein höheres Gewicht haben, die vom Team erst später
erledigt worden wären. Beispielsweise Gold Plating am Design. Für das Produkt an sich spielt die
Verschönerung der Ober￿äche eine untergeordnete Rolle, aber zum Verkauf eines Produkt kann dies
wichtig sein. Somit will der Product Owner möglichst früh ein ansprechendes Design, sodass die
Marketing Abteilung schon beginnen kann, das Produkt zu vermarkten. In den meisten Fällen sollte
jedoch auf die Vorschläge des Teams gehört werden, da diese die Implementierung machen und damit
den besten Einblick haben, welche Stories als nächstes realisiert werden sollten.
3.13. Sprintlänge
Die Anzahl der Tasks hängt natürlich eng mit der Sprintlänge zusammen. Zusammen mit der Sprint-
länge wird auch noch betrachtet, ob von der festen Sprintlänge abgewichen werden darf.
Sowohl Team 1 als auch Team 2 haben eine Sprintlänge von 4 Wochen. Sie unterscheiden sich nur
darin, dass es in Team 1 einen festen Abgabetermin gibt und dieser unter allen Umständen eingehalten
werden muss, während es in Team 2 darauf ankommt, ob das Produkt, an dem entwickelt wird, schon
am Markt ist oder ob es sich eine neue Produktgeneration handelt. Bei dieser ist es ￿exibler. D.h. ein
Sprint darf in diesem Fall verlängert werden, um ein Feature fertigzustellen.
Bei Team 3 dauert ein Sprint 2 Wochen und Ausnahmen sind zwar erlaubt, aber mit 2 Ausnahmen in
1.5 Jahren, liegt die Rate sehr niedrig. Diese Ausnahmen wurden für ein Major-Release, um mehr Zeit
für Bug￿xing zu haben, und an Weihnachten, aufgrund der Ausfälle und Feiertage, gemacht.
Auch bei dem letzten Team von Interviewpartner 4 wurden Ausnahmen für Feiertage und ähnliches
gemacht. Dies war laut ihm aber nie eine gute Idee, da die Diskussionen darüber, ob man eine
Ausnahme machen solle, zu viel Zeit in Anspruch nahmen, sodass man am Ende noch mehr Zeit
verloren hat. Bei seinem aktuellen Team gab es bisher keine Sprints. Seine Erklärung hierfür war,
dass das Team sich keine Fixpunkte setzen wollte, um sich keinen Druck zu machen. Daher hat er
nun den Sprint eingeführt. Sowohl das letzte als auch das aktuelle Team haben eine Sprintlänge von 2
Wochen.
Team 5 hat eine Sprintlänge von 3 Wochen. Wie bei Team 1 gibt es keine Ausnahmen. Die Sprintlänge
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ist strikt einzuhalten.
Team 6 unterscheidet sich gravierend von den Anderen, es hat eine Sprintlänge von 4 Wochen, danach
kommen jedoch noch 3 Einheiten mit 2 Wochen für kosmetische Arbeiten bzw. Clean-Up. Von dem
Team wird Termintreue gefordert, sodass Ausnahmen unzulässig sind.
Unternehmen 7 variiert mit seinen Sprintlängen. Die Länge bewegt sich zwischen 1 und 4 Wochen,
wobei 1 Woche eher die Ausnahme ist. Die Sprintlänge darf nur auf Sprintbasis geändert werden und
muss vor dem Sprint feststehen.
Mit 2-4 Wochen liegen die Teams in einem guten Rahmen. Falsche Richtungen werden in akzeptabler
Zeit erkannt und dennoch ist der Zeitraum lang genug, um Fortschritte machen zu können. Bis auf
Unternehmen 7 haben somit alle eine feste Sprintlänge. Dies hat den Vorteil, dass man weiß, wie viel
man in dieser Zeit abarbeiten kann. Ausnahmen um User Stories nach Ablauf der Zeit noch fertig zu
stellen, sollten überdacht werden, da sie eine Verschleierung der Tatsachen darstellen. Wenn eine User
Story in einem Sprint nicht fertig wurde, dann sinkt in diesem Sprint die Velocity, wenn sie allerdings
im nächsten Sprint beendet wird, dann steigt die Velocity dort wieder, sodass es imMittel ausgeglichen
ist. Durch eine Verlängerung verschiebt man den gesamten Zeitplan. Das kann für Projekte, die von
diesem Projekt abhängen, nachteilig sein und diese auch zu einer Ausnahme zwingen. Wenn man statt
einer Verschiebung des Zeitplans dagegen den nächsten Sprint kürzt, dann sinkt dort die Velocity,
sodass man bei Betrachtung dieses Wertes keinen Vorteil hat. Der einzige Grund für die Fertigstellung
ist die Verschleierung einer Fehlschätzung. Dabei ist eine Fehleinschätzung kein kritischer Fehler,
sondern sollte in der Retrospektive erkannt werden, damit man im nächsten Sprint den Fokus darauf
legt. Aus seinen Fehlern zu lernen ist ein wichtiger Bestandteil von Scrum. Nur so kann ein Team
Fortschritte machen und sich dem Ideal annähern.
3.14. Puffer
Ein weiterer interessanter Punkt ist die Auslastung des Teams. Also ob bei einer Teamleistung von
100% auch die vollen 100% gefordert werden oder ob es einen Spielraum für beispielsweise Fehl-
schätzungen, Krankheitsfälle oder Bug￿xing gibt. Fehler werden zwar eigentlich mit in den Product
Backlog aufgenommen, bei kritischen Fehlern müssen diese bei einem Produkt, das schon auf dem
Markt verfügbar ist, auch während eines laufenden Sprintes noch behoben werden.
In Unternehmen 1 beträgt der Pu￿er 10%, somit können kleine Störungen ausgeglichen werden.
Bei Interviewpartner 2 wird kein spezieller Pu￿er eingeplant, allerdings werden nur 80% der Nettoar-
beitstage verplant und zudem gibt es eine Time Box für Refactoring usw.
Auch in Team 3 und 4 gibt es keinen Pu￿er. In Team 3 wird pessimistisch geschätzt, um zumindest
den Faktor der Fehlabschätzungen zu umgehen.
Das Team aus Interview 5 wird zu 80% ausgelastet. Der Pu￿er wird genau für die oben genannten
Ausnahmen - Krankheitsfälle, Ungenauigkeiten in der Abschätzung usw. - eingeplant.
In Team 6 besteht das Problem, dass sich Releases überlagern und somit keine Zeit für einen Pu￿er
bleibt. Dies ist äußerst kritisch, da es keinen Platz für Fehlerbehebung gibt und bei Auftreten von
Fehlern, diese das vollständig ausgelastete Team überlasten. Dies führt entweder zu Überstunden
oder zu einer niedrigeren Produktqualität. In Unternehmen 7 gibt es einen Pu￿er von 25%. In diesem
Pu￿er, der für Bug￿xing und ähnliches reserviert ist, muss der Product Owner auch die Anforderun-
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gen für den nächsten Sprint erfassen. Dadurch entscheidet die Anzahl der eintretenden, kritischen
Bugs über die Qualität der erarbeiteten Anforderungen. Als Folge muss bei zu wenig Zeit für die
Anforderungsanalyse eine Preplanning-Phase eingeschoben werden. Daher sollte untersucht werden,
ob es bei einer solchen Unternehmensgröße nicht sinnvoll ist, eine eigene Phase für den Product
Owner zu scha￿en, sodass dieser in dieser Phase Zeit für das Vorbereiten des nächsten Sprints hat.
In diesem Punkt muss jedes Team selbst den besten Weg ￿nden, da der benötigte Pu￿er von den Qua-
litäten des Teams abhängt. D.h. wie oft sind Personen im Durchschnitt krank, wie viele Bugs werden
produziert, wie genau sind die Abschätzungen des Teams. Außerdem sollte bedacht werden, dass
ein konstanter Druck auf dem Entwicklungsteam im Extremfall zu Burnout-Erscheinungen führen
kann. Allgemein sollte das Team nicht ununterbrochen eine Stressbelastung haben, um auf lange
Sicht das Niveau und die Leistung halten zu können. Diese und noch weitere Faktoren bestimmten
den Anteil des Sprints, der als Pu￿er eingeplant werden muss. Natürlich müsste bei einem Pu￿er
über 30% die Einsetzbarkeit des Teams überdacht werden. Prinzipiell ist aus Unternehmenssicht ein
möglichst kleiner Pu￿er am besten, da dadurch das Projekt den größten Fortschritt macht. Es kommt
immer darauf an, wer festlegt, wie viele Stories pro Sprint realisiert werden sollen. Nach Scrum legt
normalerweise das Team selbst fest, wie viele Story Points pro Sprint zur Verfügung stehen. Dadurch
reguliert das Team selbst den Pu￿er. Der Product Owner muss in diesem Fall dem Team das Vertrauen
entgegenbringen, dass es nicht zu wenig arbeitet. Wenn der Product Owner die Anzahl festlegt,
besteht die Gefahr der Überlastung. Bei der Anzahl der Stories ist wichtig, wie viele Story Points jede
der Stories hat.
3.15. Story
Es ist auch interessant, was die Unternehmen unter dem Begri￿ Story verstehen bzw. wie sie ihn
angepasst haben.
In Team 1 wird die Story durch To-Do Cards repräsentiert. Sie haben einen Titel und Hinweise,
weshalb diese Story benötigt wird. Zudem noch eine Beschreibung und eine De￿nition of Done.
Das Team hat dadurch eine sehr genaue Vorstellung, was zu tun ist und erhält außerdem durch den
Hinweis den Zusammenhang im Gesamtprojekt. Dies erscheint hilfreich und bietet Vorteile zu einer
reinen Beschreibung plus den reinen Akzeptanzkriterien.
Bei Interviewpartner 2 ist die User Story nicht scharf de￿niert. Es wird das umzusetzende Feature
und die Funktionalität beschrieben. Sollte das Ergebnis nicht den Vorstellungen des Product Owners
entsprechen, wird es im nächsten Sprint nachgebessert.
Um den Wünschen des Kunden möglichst genau nachzukommen, wird in Team 3 neben der De-
￿nition of Done für jede User Story nach Fertigstellung der Story ein Story Review in Form einer
Blackbox-Analyse durchgeführt. Dadurch erhält man eine 2. Sichtweise noch vor der Vorstellung vor
den Stakeholdern, sodass man eventuell Mängel schon frühzeitig feststellt und diese noch vor dem
Gesamtreview korrigieren kann.
Dagegen hielt sich das letzte Team aus Interview 4 genau an die Scrum-Vorgaben und benutzte die
reinen Akzeptanzkriterien.
In Team 5 besteht die Story aus Akzeptanzkriterien und Testfällen, die die erwarteten Ergebnisse ab-
decken. Eine Story wird von dem Product Owner und Architekten fest einem Entwickler zugewiesen.
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Jedoch ist das System klein genug, dass keine Experten gebraucht werden. Dies hat den Vorteil, dass
man bei Ausfällen die Stories auf andere Personen verteilen kann. Im Idealfall gibt es eine Person,
die auf diesem Gebiet ununterbrochen arbeitet und schneller ist als die Restlichen. Die Zuweisung
widerspricht der Forderung von Scrum nach selbst organisierenden Teams.
In Unternehmen 6 werden pro Sprint nur noch wenige User Stories realisiert, da das Projekt schon
am Ende der Entwicklungsphase ist und dadurch Supportthemen und Bug￿xing die zentrale Rolle
spielen.
Wie schon beschrieben wurde, treten in Unternehmen 7 Schwierigkeiten mit der Analyse der Stories
auf. Die Stories sind nur in 2 Sätzen grob beschrieben. Die Abnahmebedingungen werden erst im
Sprintplanning festgelegt. Dies geschieht oftmals durch die Entwickler, die diese nach eigener Erfah-
rung bilden. Auch hier sind dies wieder Folgen der Unternehmensgröße und des fehlenden Product
Owners. Hinzu kommt, dass von dem Auftraggeber die Anforderungen nicht klar de￿niert werden
können. Das Ziel des Projektes ist es, ein bestehendes System zu ersetzen und zu verbessern. Dieses
System gibt die Anforderungen vor. Da das System allerdings nicht von Entwicklern eingesetzt wird
und es keine Stakeholder gibt, die die Anforderungen nicht präzise benennen können. Dadurch fallen
nicht implementierte Sonderfälle erst bei Auftreten im Betrieb auf. Auf dieser Grundlage muss man
eine funktionierende Lösung ￿nden, die hier in Form des Preplanning vorhanden ist.
Somit kann man sagen, dass alle Teams sich auf einem guten Level be￿nden. Die meisten haben sogar
zusätzlich zu den Akzeptanzkriterien noch weitere unterstützende Strukturen eingeführt, um dem
Entwickler das Verständnis zu erleichtern.
Ein in Bezug auf die Story noch ungeklärter Punkt ist, wie mit unvollständigen User Stories am Ende
eines Sprints umgegangen wird.
3.16. Story unvollständig
Laut dem Scrum Standard werden unvollständige User Stories zurück in den Product Backlog zurück-
geschoben. Hierbei ist in Team 1 eine Abweichung zu erkennen. Grundsätzlich gilt zwar, dass die
Story zurück in den Product Backlog kommt und neu priorisiert wird, jedoch darf sie auch geteilt
werden, falls sie nicht atomar ist. In diesem Fall wird der vollständige Teil akzeptiert und nur der
noch zu bearbeitende Teil wandert zurück in den Backlog.
Ähnlich sieht es auch in Team 2 aus. Dort wird eine Story noch vervollständigt, wenn sie höchstens
einen weiteren Tag benötigt. Ist sie dagegen nur halb vollständig, wird sie mit einem Feature Flag aus
dem System herausgenommen und kommt zurück in den Backlog, wo sie neu eingeplant wird.
Absolut strikt geht Team 3 vor. Diese übernehmen die komplette User Story in den nächsten Sprint
ohne neu abzuschätzen. Es gibt eine kurze Diskussion, wie viel Zeit noch für diese Story benötigt wird,
jedoch wird nicht erneut ein Planning Poker durchgeführt. Im alten Sprint wird sie als unbearbeitet
und in dem neuen Sprint als vollständig gewertet.
Team 4 hat wieder ein ähnliches Prinzip wie die ersten beiden Teams. Die User Story wird so zuge-
schnitten, dass sie “potential shippable“ ist. D.h., dass sie in einen Zustand gebracht wird, in dem man
sie ausliefern kann. Es werden folglich ein Teil der Tasks schon in dem aktuellen Sprint genommen
und die fehlenden Tasks werden in den nächsten Sprint geschoben.
Dies ist in Team 5 nicht zulässig. Dort wird die gesamte Story in den nächsten Sprint übernommen
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und die Restaufwände werden abgeschätzt, um sie einplanen zu können.
In Team 7 wird es wieder wie in Team 4 behandelt. Die Story wird geteilt, sodass der erledigte Teil
schon in dem aktuellen Sprint abgenommen wird und die restlichen Tasks dann im nächsten Sprint
vervollständigt werden.
An diesem Punkt teilen sich die Meinungen der Teams. Während die Hälfte an dem klassischen
Alles-oder-nichts-Prinzip von Scrum festhält, versucht die andere Hälfte dem Kunden jeden Sprint
möglichst viel Funktionalität zu liefern und liefert daher alles aus, was vollständig und einsatzbereit
ist. Der Nachteil bei diesem Prinzip ist, dass die Story schon teilweise abgenommen wird und damit
eine Art Verschleierung statt￿ndet. Das Team hat seine Aufgabe eindeutig nicht erfüllt und sich
verschätzt. Dies sollte nicht honoriert werden. Durch die Verweigerung der Abnahme zwingt man
das Team präziser im Sprintplanning vorzugehen. Zudem stellt sich die Frage, ob eine User Story
nicht ein atomarer Teil sein sollte, sodass eine Teilung nicht möglich ist. Eine Alternative zu dem
Alles-oder-nichts-Prinzip könnte sein, dass man den vollständigen Teil zwar an den Kunden ausliefert,
jedoch intern die Story als unvollständig einordnet, sodass man im Burndown-Diagramm sieht, dass
hier eine fehlerhafte Abschätzung vorlag und das Team seine eigenen Vorgaben nicht erfüllen konnte.
Dadurch hat man den positiven E￿ekt, dass man alles ausliefert, was zur Auslieferung bereit ist und
dennoch der Prozess dem Scrum Standard entspricht, dass eine Story nur dann abgenommen werden
darf, wenn sie vollständig den Akzeptanzkriterien entspricht.
3.17. Stati
Eine User Story durchläuft in einem Sprint mehrere Stati. Die meisten Teams haben hierfür “o￿en“,
“in Arbeit“ und “abgeschlossen“ bzw. in Englisch “open“, “in progress“ und “done“.
Zusätzlich zu diesen Zuständen gibt es bei Team 3 auch noch “ready-to-review“ und “review“. In die
Spalte “ready-to-review“ kommt ein Task, sobald er bearbeitet wurde und nach der Meinung des
Entwicklers fertig ist. Dort bleibt er dann so lange liegen, bis ein anderer Entwickler ihn nimmt und
ein Review durchführt. Für das Review wird der Task dann in die Spalte “review“ verschoben. Wenn
alles in Ordnung ist, wird er auf “done“ gesetzt und ansonsten kommt er wieder in die Spalte “o￿en“.
In dem letzten Team von Interview 4 gab es auch 2 weitere Zustände zu den 3 Standardzuständen.
Als Spezialfälle wurden noch “klären Task“ und “geklärt“ eingeführt. Wenn also eine Frage bei einem
Task auftrat wurde er in den Status “klären Task“ versetzt und sobald das Problem geklärt war, wurde
die Lösung beim nächsten Daily Scrum allen vorgestellt, sodass jeder Bescheid wusste und der Task
kam in den Zustand “geklärt“. Außerdem blieb er in diesem Zustand und durchlief nicht mehr den
normalen Zyklus. Dies hat zum Vorteil, dass man die Tasks, bei denen es Probleme gab, auf einen
Blick sehen konnte und sich nochmal die Lösung des Problems anschauen konnte.
Eine vergleichbare Vorgehensweise hat auch Team 7. Diese haben die Zustände “new“, “in progress“,
“feedback“, “￿xed“, “veri￿ed“ und “done“. “New“ entspricht “open“ und “￿xed“ entspricht “done“,
auch “in progress“ wird wie gewöhnlich eingesetzt. In den Zustand “feedback“ kommt ein Task, wenn
das weitere Vorgehen ungeklärt ist und man auf die Antwort eines Stakeholders oder eines Kollegen
warten muss.
Somit gibt es in dieser Kategorie keine negative Abweichung. Die Erweiterungen, die vorliegen,
unterstützen die Entwickler dabei, die Übersicht über die Stories des aktuellen Sprints nicht zu
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verlieren. Die einzige Gefahr, die bei den Stati auftritt, ist, dass zu viele User Stories den Zustand “in
progress“ tragen und der Product Owner dadurch während eines Sprints keinen Überblick über den
Sprintfortschritt hat. Dies ist nicht zwingend notwendig, aber es hilft ihm - auch ohne Informationen
von dem Team - den Stand zu erkennen. Das kann vorteilhaft für seine Planung sein.
3.18. Abschätzung der User Stories
Eine weitere Grundlage von Scrum ist die Abschätzung der User Stories. Diese ist essentiell für eine
e￿ektive Durchführung eines Sprints. Dabei werden oft Story Points für Scrum vorgeschlagen. Jedoch
ist diese abstrakte Abschätzung nicht für jeden nachvollziehbar. Dies gilt beispielsweise für Team 1,
die die Personentage den Story Points vorziehen. In diesem Team wird auch kein Planning Poker
eingesetzt, sondern jeder Experte schätzt seine eigenen Aufgaben ab, um dann am Ende eine Liste
vorzulegen, was er in dem nächsten Sprint abarbeiten wird.
Auch Team 2 legt seiner Schätzung Netto-Entwicklertage zu Grunde.
Das 3. Team schätzt in Story Points ab. Dabei wird die im letzten Sprint erreichte Punktzahl als Basis
für den nächsten Sprint benutzt. D.h. die Punkte der vollständigen Stories werden aufsummiert und
ergeben die Kenngröße, die man im nächsten Sprint wieder mindestens erreichen will.
Da das aktuelle Team von Interviewpartner 4 noch keinen Sprint hatte, musste es auch nie abschätzen.
Das Team hat alle Anforderungen angenommen, die von den Stakeholdern vorgebracht wurden.
Dadurch ￿ngen sie jede Anforderung an, konnten aber keine fertigstellen. Das letzte Team von ihm
setzte Planning Poker ein.
Auch in Unternehmen 5 wird mit Story Points abgeschätzt, allerdings werden die Story Points am
Ende wieder auf Zeit heruntergerechnet, sodass die Story Points im Prinzip über￿üssig sind. Die erste
Abschätzung erfolgt durch den Product Owner. Dieser legt dann im Sprintplanning eine Liste der
Stories vor, die er gerne erledigt sehen würde. Das Team schätzt dann nochmals ab und gibt dem
Product Owner Rückmeldung, ob sie die Liste komplett abarbeiten können oder was sie für realistisch
halten. Die Einschätzung von dem Team wird von dem Product Owner ohne Diskussion akzeptiert.
Dagegen ist in Team 6 die Abschätzung schwierig, da die Entwickler aufgrund des unkalkulierbaren
Supportaufwands pro Sprint nur unterschiedlich viel Zeit haben und somit keine Kenngröße haben,
an der sie sich ausrichten können.
In Team 7 wird wieder in Story Points abgeschätzt. Auch hier wird praktisch in Arbeitsstunden
gerechnet, da 2 Arbeitsstunden einem Story Point entsprechen.
Das Herunterbrechen der Story Points auf Arbeitsstunden ist eine unnötige Arbeit. Wenn man die
Umwandlung vornimmt, könnte man direkt in Stunden schätzen. So gibt man nach außen den Ein-
druck, dass man mit Story Points arbeiten würde. Story Points sollen eine Kenngröße der Komplexität
sein, jedoch nicht angeben, wie viel Zeit man hierfür benötigt, da dies bei schwierigen Aufgaben, bei
denen die Lösung nicht o￿ensichtlich ist, nicht präzise werden kann. Wenn man aber weiß, dass man
im Schnitt x komplexe Aufgaben pro Sprint bewältigen kann, weil man bei manchen schneller auf die
Lösung kommt als bei anderen, dann ist eine Abschätzung in Story Points gut machbar. Natürlich
kann man auch bei Arbeitsstunden eine Risikoberechnung machen, um die Gefahr, dass man mehr
Zeit benötigt, möglichst klein zu halten.
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Nach der Abschätzung soll nun die Abnahme behandelt werden. Diese nimmt eine wichtige Rolle
ein, da sie die Qualität der Software beein￿usst. So wird in Team 1 die Abnahme vom Team selbst
durchgeführt. Zuerst wird nach dem 4-Augen-Prinzip geprüft, ob die Anforderungen erfüllt sind und
dann gibt es im Weekly Meeting eine Gemeinschaftsentscheidung, in der eine Story als abgeschlossen
erklärt wird oder Punkte, die nachzubessern sind, festgelegt werden. Dies ist eine Notlösung, da kein
Product Owner vorhanden ist.
Auch in Team 2 verläuft die Abnahme nicht optimal. Aufgrund der Akzeptanzkriterien, die nicht
scharf de￿niert sind, realisieren die Entwickler die User Stories nach eigenem Ermessen und erhalten
erst am Ende des Sprints eine Stellungnahme des Product Owners, der damit zufrieden ist oder
erklärt, was ihm noch fehlt, sodass es im nächsten Sprint nachgebessert werden kann. Durch diese
Vorgehensweise benötigen Stories länger als wenn klar de￿niert wäre, was zu tun ist. Zudem muss
im folgenden Sprint ein Teil der Kapazität für die Korrektur des vorangegangenen Sprints reserviert
werden. Damit wird die Gesamtlaufzeit des Projektes erhöht.
Team 3 hat dieses Problem nicht. Es gibt für jede User Story eine klare De￿nition of Done, anhand
der der Product Owner am Ende entscheidet, ob eine Story erfüllt ist oder nicht.
Um auch wirklich den Anforderungen gerecht zu werden und keine Nachbearbeitung im nächsten
Sprint zu benötigen, stellt Team 4 seine User Stories dem Endanwender zur Verfügung, sobald sie
abgeschlossen sind, sodass er schon während des Sprints die Möglichkeit hat Feedback zu geben.
Hierfür ist jedoch eine sehr hohe Produktqualität notwendig, da jeder Bug dem Stakeholder au￿ällt
und dies einen negativen Eindruck macht, wenn sich die Bugs zu sehr häufen. Außerdem kostet
jeder Ausfall des Systems beim Endanwender Geld, sodass sichergestellt sein muss, dass vor der
Herausgabe die User Stories ausgiebig getestet oder sie nur auf einem Testsystem installiert werden,
auf dem die Endanwender dann testen können.
Team 5 hat wieder ähnliche Probleme wie Team 2. Auch dort sind die Akzeptanzkriterien nachlässig
de￿niert und lassen so dem Entwickler Spielraum für Interpretationen.
In Team 6 werden die Stories vom Anforderungssteller abgenommen, da es keinen Product Owner
gibt. Durch die durchgeführten Workshops zur Anforderungsanalyse ist sichergestellt, dass die
Realisierung den Wünschen des Stakeholders entsprechen.
Auch Team 7 muss aufgrund des fehlenden Product Owners einen alternativen Weg gehen. Bei
ihnen darf jeder eine Story abnehmen. Dies hat zum Nachteil, dass hier nach dem Ermessen des
Entwicklers abgenommen wird, nicht jedoch zwangsweise nach den Wünschen des Kunden. Damit
die Meinungen von Kunde und Entwickler nicht zu sehr davon abweichen, haben die Entwickler in
dem auftragstellenden Unternehmen mitgearbeitet, um einen Einblick in das Berufsleben des Kunden
zu erhalten und dadurch intuitiv die richtigen Entscheidungen zu tre￿en.
An der Abnahme fallen wieder bei einigen Teams problematische Bedingungen auf, die ihnen das
Entwickeln erschweren. Dies sind teilweise Folgefehler aus dem Fehlen des Product Owners bzw.
dass der Product Owner seine Aufgabe nicht erfüllt, zu de￿nieren, was gefordert ist. Sei es aufgrund
von mangelnder Zeit oder durch fehlende Absprache mit den Stakeholdern. Dies könnte versucht
werden zu ändern, indem das Team bei jeder Mehrdeutigkeit nachfragt und so den Product Owner
dazu zwingt, eine klare Linie vorzugeben. Dies bedeutet zwar einen Mehraufwand sowohl für das
Team als auch den Product Owner, jedoch hebt es die Qualität der Software an, da der Product Owner
31
3. Auswertung
direkt gezwungen wird, seine Bedürfnisse klar zu formulieren.
3.20. Qualitätssicherung
Die Qualität hängt jedoch nicht nur von den präzisen Akzeptanzkriterien ab. Daher soll betrachtet
werden, was die Teams zur Qualitätssicherung einsetzen. Dies ist vor allem auch ein interessanter
Punkt, da Scrum selbst keine Angaben dazu macht. Es erfolgt somit ein Einschub, der rein für einen
besseren Einblick in die Entwicklungsprozesse der Teams geschieht.
So hat Team 1 automatische Tests, statische Codeprüfungen, Nightly Builds und manuelle Prüfungen
wie z.B. Codereviews.
Team 2 beschränkt sich auf automatische Tests und Nightly Builds.
Mit einem der größten Sicherungsaufgebote wartet Team 3 auf. Diese haben automatisierte Tests mit
speziellen Integrationsmechanismen, einen Testshop, der eine Vielzahl von unterschiedlichen Tests
durchführt. Dies geht von Unittests über Integrationstests bis zu Interfacetests. Zusätzlich gibt es
Story Reviews und Blackbox-Analysen. Diese große Menge an Tests ist darauf zurückzuführen, dass
das Projekt einen Webshop weiterentwickelt, der mehrere Millionen Hits pro Tag hat und weltweit
rund um die Uhr verwendet wird. Daher kann man sich keinen Fehler erlauben, da jede Minute, die
das System o￿ine ist, Geld und Image kostet.
Bei dem letzten Team aus Interview 4 war dies nicht dermaßen kritisch. Dort hatte man automatische
Tests auf einer Testumgebung und das zuvor erwähnte Feedback durch den Endanwender noch
während des Sprints.
Team 5 hat wiederum ein große Vielfalt an Methoden um die Qualität sicherzustellen. Es gibt Co-
de Reviews, eine Continuous Integration Umgebung, Unittests, Schnittstellentests, Blackboxtests,
Systemtests und ein statisches Codeanalysetool. Hinzukommen noch Checkstyle-, Regressions- und
Progressionstests.
Auch Team 6 hat automatisierte Tests, eine Continuous Integration Umgebung und Buildtests. Au-
ßerdem gibt es hier noch manuelle Tests.
Aufgrund der Größe des Projekts benötigt Team 7 nur Integrations- und Systemtests und legt eine
Dokumentation des Projekts an.
Somit sieht man, dass je nach Komplexität des Systems unterschiedliche Testarten angewendet
werden. Beispielsweise ist bei dem Testshop von Team 3 eine Continuous Integration Umgebung nicht
möglich, da ein Build eine komplette Nacht benötigt und sie schlechte Erfahrungen damit gemacht
haben, wenn man auf dem alten Stand von anderen Abteilungen seine Neuentwicklungen testet. Auch
die Kosten, die ein Ausfall eines Systems aufwirft, haben einen Ein￿uss auf die Präzision und den Um-
fang der Qualitätssicherung. In gewissen Fällen nimmt man einen Bug in Kauf, da man davon ausgeht,
dass die Kosten - um diesen Fehler zu ￿nden - höher sind als den Bug abzuwarten und dann zu beheben.
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Neben der Qualität der Software ist für den Kunden auch noch die Anzahl an Releases pro Jahr wichtig.
Je mehr Releases es gibt, desto mehr fühlt der Kunde den Fortschritt des Produkts. Jedoch dürfen
die Releases auch nicht zu häu￿g sein, da der Kunde seine Mitarbeiter in jede neue Produktvariante
einführen muss und dies eine Eingewöhnungsphase benötigt. Somit können Veränderungen, die
nichts an der Funktionalität ändern, immer ausgeliefert werden, jedoch neue Features sollten nur
wenige Male pro Jahr released werden.
Für die Bereitstellung ihrer Neuheiten verwendet Team 1 eine Roadmap. Es wird quartalsweise
ausgeliefert, weil - wie zuvor erwähnt - in diesem Unternehmen die gesamte Planung der Teams und
allem was davon abhängt, immer für ein Quartal geschieht. Da man die Teamzusammensetzung nur
für ein Quartal kennt, ist es auch unmöglich ein Releaseplan zu erstellen, der weiter als ein Quartal
reicht.
In Team 2 verfolgt man eher die Strategie, so oft wie möglich auszuliefern. Daher wird nach jedem
Sprint ein “Shippable Release“erzeugt. “Shippable Release“bedeutet, dass das Produkt ausgiebig getes-
tet wurde und die Qualität mindestens dem festgelegten Standard entspricht.
Auch in Team 3 verfolgt man den Ansatz des häu￿gen Auslieferns. Dort wird alle 2 Wochen am
Sprintende ein Release erzeugt.
Eine komplett andere Vorgehensweise wird in Team 4 praktiziert. Dort gibt es keinen festen Release-
plan, sondern der Product Owner gibt zu Beginn eines Sprints an, ob er am Ende ein Release erhalten
möchte oder nicht. Die Begründung hierfür ist, dass ein Release zusätzlich Arbeit erzeugt und man
sich diese Zeit wenn möglich sparen möchte, um mehr Zeit zur Realisierung von User Stories zu
haben. Mit dem Erstellen ist dabei nicht gemeint, dass nicht dennoch ausgiebig getestet wird und
die Qualität der Software eine hohe Priorität hat. Es bedeutet ausschließlich, dass das Sprintergebnis
nicht als Release deklariert wird. Diese Zuweisung eines Sprintergebnisses zu einem Release benötigt
laut Interviewpartner ca. 20 Minuten.
Im Gegensatz zu den häu￿gen Releases verfolgt Team 5 die Strategie 2 mal im Jahr große Releases zu
verö￿entlichen. Natürlich werden auch zwischen den Releases Bug￿xes ausgeliefert, da diese Fehler
in den schon ausgelieferten Features beheben und somit keine neue Funktionalität darstellen.
Genau gleich verhält es sich bei Team 6.
In Team 7 ist wiederum ein anderes Verhalten zu sehen. Dort gibt es keinen Releaseplan für das
Gesamtprojekt, sondern es wird immer nur ein Zeitpunkt für das nächste Release angegeben und
durch die immer neuen Anforderungen, die von den Auftraggebern eingebracht werden, darf auch
ein festgelegter Termin verschoben werden. Das Problem, das dieses Projekt hat, ist, dass selbst die
Stakeholder bzw. Endanwender des Systems nicht alle Anforderungen von Beginn her kennen bzw.
sich nicht bewusst sind, dass es sich bei Ausnahmefällen um wichtige Anforderungen handelt. Daher
werden diese fehlenden Funktionalitäten im Betrieb entdeckt und erst dann bei dem Entwicklerteam
gemeldet. Dies erschwert die Planung erheblich.
Wie schon bei der Auslastung des Teams kann auch bei der Anzahl der Releases keine pauschale
Kennzi￿er angegeben werden. Die optimale Anzahl hängt von der Projektart und der Zielgrup-
pe, die das System bedient, ab. Wenn es sich um hoch ausgebildete Personen handelt, kann man
möglicherweise mehr Releases mit anspruchsvollen Features herausbringen, da die Schulung dieser
Personen leichter ist als wenn der Endkunde noch nie in Berührung mit Software kam. Zudem ist ein
wichtiger Punkt, ob für ein Release das System o￿ine genommen werden muss und somit für diese
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Zeit nicht verfügbar ist. Dies kann man bei einem System problemlos machen, das nur zur Arbeitszeit
in Benutzung ist und nicht global genutzt wird, jedoch nicht bei einem Webshop. Dementsprechend
beschränkt man sich bei einer Online-Anwendung, die ununterbrochen in Benutzung ist, auf wenige
Releases, während man eine lokale genutzte Software für die Mitarbeiter über Nacht updaten kann,
sodass keine Leerlaufzeit entsteht. Aufgrund dieser und weiterer Faktoren muss entschieden werden,
wie viele Releases pro Jahr sinnvoll sind.
3.22. Arbeitsplatz
Als letzten Punkt soll nun noch der Arbeitsplatz betrachtet werden, da auch dieser eine wichtige
Rolle für das Team in Bezug auf das Gefühl der Zusammengehörigkeit spielt und er zudem zur
Visualisierung der Projektfortschritts genutzt werden kann.
Um das Teambuilding zu unterstützen, arbeiten in Team 1 alle in einem Raum, obwohl das Team
einen großen Anteil an Wartung und Support übernimmt und die Telefongespräche mit dem Kunden
bzw. Endanwender teilweise als störend für die anderen Entwickler empfunden werden. Eine Lösung
könnte sein, dass für den Support ein getrennter Arbeitsplatz bereitgestellt wird, sodass der Entwickler,
der den Anruf entgegen nimmt, an diesen Platz gehen kann und dann den Kunden beraten kann
ohne dabei die anderen Entwickler in ihrer Arbeit zu unterbrechen. In dem Arbeitsraum gibt es eine
Metaplan-Wand, dort sind die To-Do Karten im Stil von Kanban aufgehängt. D.h. die User Stories
werden in den jeweiligen Stati aufgehängt und zu jeder Story ist die Story selbst, ein Bearbeiter und
die geschätzte Zeit notiert.
Auch Team 2 arbeitet zusammen an einem Platz. Es hat eine Box in einem Großraumbüro mit den
Sprintzielen bzw. dem Sprintbacklog und weiteren unterstützenden Informationen an einer Wand.
Aufgrund der Teamgröße hat Team 3 zwei Büros, die direkt nebeneinander liegen. Jedes Feature-
Team hat sein eigenes physisches Scrum-Taskboard und kann sich vollkommen auf seine Arbeit
konzentrieren. Dadurch, dass die 2 Sub-Teams aneinandergrenzende Räume haben, bleibt auch der
Informationsaustausch erhalten und bei Fragen oder Problemen kann ohne Aufwand nachgefragt
und eine Lösung gefunden werden.
In dem aktuellen Team von Interviewpartner 4 wird bisher - wie bei Team 3 - nur ein Taskboard
und ein Burndown-Diagramm verwendet. Sein letztes Team hatte dagegen neben dem Taskboard
und dem Burndown-Diagramm noch den Releaseplan, die Meilensteine und die priorisierten User
Stories aufgehängt. Dadurch hatte man sowohl den Überblick über den aktuellen Sprint als auch den
Gesamtüberblick über den Fortschritt und den weiteren Verlauf des Projektes vor Augen. Dies kann
sinnvoll sein, damit man seinen Fokus nicht zu sehr auf einen gewissen Aspekt des Projekts legt, der
in diesem Sprint wichtig erscheint, im Gesamtprojekt jedoch eine untergeordnete Rolle hat.
Ganz anders hat sich Team 5 entschieden. Diese haben in einer Mehrheitsentscheidung die physische
Visualisierung des Projektfortschrittes abgelehnt. Der Interviewpartner selbst hätte diese zwar gerne
benutzt, aber sich der Entscheidung des Teams gebeugt. In diesem Team wird ausschließlich Jira
als Tracking Tool eingesetzt. Dies hat den Vorteil, dass man nicht konstant veraltete Informationen
aktualisieren muss. Das Team arbeitet in einem Bereich in einem Großraumbüro.
Auch Team 6 ist in einem Großraumbüro untergebracht und hat einen Stand-Up Tisch in der Mitte.
Wie schon Team 5 verzichtet auch Team 6 auf die physische Visualisierung und beschränkt sich auf
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eine digitale.
Wie schon die vorangegangenen Teams arbeitet Team 7 zusammen in einem Büro. Dies wird teilweise
als nachteilig empfunden, da bei einer Konversation zwischen 2 Personen die anderen beiden auch
abgelenkt werden und dies sich negativ auf den Projektfortschritt auswirkt. Daher ist nicht sicher,
ob bei einem Zuwachs des Unternehmens nicht ein weiterer Raum gewünscht wird, um so die
Trennung zwischen den Teams herzustellen, die bisher nicht vorhanden ist. Die Veranschaulichung
des Projektfortschritts bzw. -zustands erfolgt wieder digital.
Die Visualisierung ist ein Punkt, den jedes Team selbst entscheiden kann. Interviewpartner 4, der
ein Coach für Scrum ist, rät dazu physisch die Daten aufzuhängen. Es ist jedoch kein Zwang nicht.
Wenn ein Team die Überwachung in einem Tracking Tool vorzieht, so ist eine physische Darstellung
über￿üssig und bringt nur die Gefahr des Veraltens mit sich.
Dagegen ist die Arbeit in einem gemeinsamen Raum ein wichtiger Punkt, den alle Teams auch
verstanden und umgesetzt haben.
Damit ist die Auswertung der Interviews beendet und es folgt die Zusammenfassung der au￿älligsten
Anpassungen und Veränderungen.
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4. Zusammenfassung und Ausblick
Im Allgemeinen haben die Teams Scrum grundsätzlich korrekt eingeführt, doch einige Abweichungen
haben sich dennoch in die Arbeitsweisen eingeschlichen. Der erste Punkt, der nochmals aufgegri￿en
werden sollte, ist die Agilität in Team 6, die durch den Anforderungsfreeze von einem Jahr im Voraus
in Frage gestellt wird. Auch die Teamgröße in Team 7 ist mit 2 Personen ein bedenklicher Punkt.
In Betrachtung des Teams sind noch die Subteams in Team 3 und die Experten in Team 1 und 2
anzumerken, die laut Scrum nicht erlaubt sind.
Eine weitere Abweichung wird bei den Rollen Scrum Master und Product Owner gefunden. In den
meisten Teams erhalten Vorgesetzte aus der Unternehmensstruktur die Rollen und müssen diese
neben ihren Hauptrollen erfüllen. Das einzige Team, das einen reinen Scrum Master hat, ist Team 3.
Besser sieht es bei der Rolle des Product Owners aus. Diesen haben mehr als die Hälfte der Teams
(Team 2, 3, 4 und 5) eingeführt. In Team 7 fallen diese Rollen auf die Entwickler zurück.
Das Daily Scrum ist von allen Teams gut integriert worden. Die einzigen zu nennenden Punkte sind
hierbei, dass teilweise Diskussionen zugelassen sind oder die Zeit auf 30 Minuten erhöht wurde.
Genauso ist auch das Sprint Planning einzuschätzen. Die Teams haben dieses Meeting erfolgreich
eingeführt und Anpassungen vorgenommen, um es e￿ektiv nutzen zu können. Die Anpassungen sind
meist durch die Mängel bei den Rollen Product Owner und Scrum Master zu begründen.
Ähnlich gut sieht es auch bei dem Review aus. Dort ist das direkte Feedback bei den meisten Teams
gewährleistet, sodass einer erfolgreichen Beendigung des Projektes nichts im Weg steht.
Dagegen werden bei dem Product Backlog wieder Missstände aufgedeckt. Sowohl Team 6 als auch
Team 7 haben nur ein unzureichend ausformuliertes Product Backlog.
Anders verhält es sich bei dem Sprint Backlog. Dieser wurde sehr gut integriert und benötigt keine
Veränderung. Allgemein ist au￿ällig, dass alle Komponenten, die direkt mit dem Sprint im Zusam-
menhang stehen, bei allen Teams sehr nahe an dem Scrum Prozess liegen. So auch die Sprintlänge,
die 2 bis 4 Wochen beträgt, und die Stati der User Stories. Diese wurden vollständig übernommen
und teilweise noch durch Zustände erweitert, um die User Stories genauer einordnen zu können.
Sobald der Bereich des Sprintes verlassen wird, fangen die Probleme an. Dies ist bei der Abnahme
festzustellen. Die Product Owner nehmen teilweise unvollständige User Stories ab, in dem die User
Stories gesplittet werden und nur der unfertige Teil in den nächsten Sprint gezogen wird. Auch die
Abschätzung, die - wie die Abnahme - einen großen Ein￿uss auf den Sprint hat, wird nicht zu 100%
nach dem Scrum Standard ausgeführt. Viele Teams schätzen entweder in Story Points ab und rechnen
sie diese in Arbeitsstunden um oder sie schätzen direkt in Arbeitsstunden ab. Das einzige Team, das
keine Rückrechnung macht, ist Team 3.
Als letzter Punkt soll noch der Arbeitsplatz genannt werden, bei dem es kein richtig oder falsch
gibt. Doch die unterschiedlichen Meinungen zu der physischen Visualisierung sind interessant und
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au￿ällig. Während alle Scrum Elemente, die das Entwicklungsteam und den Sprint betre￿en, sehr
gut umgesetzt wurden, stößt man bei Funktionalitäten oder Rollen, die keinen direkt produktiven
Wert erzeugen, auf fehlendes Verständnis von Seitens des Teams als auch im restlichen Unternehmen.
Dadurch entstehen in diesen Bereichen Abweichungen, die zum Einen unnötig sind und zum Anderen
auch bremsend auf den Fortschritt des Projektes wirken.
Aus meiner Sicht wurde Scrum von Team 3 am Besten realisiert.
Möglicherweise ist dies auf den Einsatz von Scrum Mastern und einem Product Owner, der konse-
quenten Nutzung von Story Points und der strikten Abnahme nach dem Alles-oder-Nichts-Prinzip
zurückzuführen.
Jedoch ist anhand dieser Bachelorarbeit zu sehen, dass kein Team perfekt ist und jedes Team konstant
an sich arbeiten muss, um dem idealen Ansatz von Scrum näher zu kommen und dadurch die Leistung
zu maximieren. Alle Teams haben Anpassungen getro￿en, die es ihnen erleichtern bzw. ermöglichen
Scrum e￿ektiv einzusetzen. Es wäre falsch zu sagen, dass durch diese Anpassungen es sich nicht
mehr um Scrum handelt. Scrum ist ein agiler Prozess und wird dem agilen Gedanken folgend von den
Unternehmen auf sich zugeschnitten.
Ausblick
Als Weiterführung dieser Arbeit wäre die Befragung von weiteren Teams bzw. Unternehmen, die
Scrums einsetzen, interessant. Hierbei könnte man auf einen Fragenbogen zurückgreifen, um eine
größere Anzahl von Unternehmen anschreiben und deren Rückmeldungen auswerten zu können. Die
Anzahl von 7 Interviews ist zu wenig, um eine allgemeine Aussage über den Stand der Einführung
von Scrum in Unternehmen zu geben bzw. generelle Muster identi￿zieren zu können, da die Grund-
gesamtheit von 7 Scrum Teams keine statistische Relevanz aufweist. Die Fragen könnten anhand der
herausgearbeiteten Di￿erenzen bestimmt werden, da nun fest steht, welche Punkte Abweichungen
aufweisen und näher untersucht werden sollten. Die Auswertung einer großeren Befragung könnte
dann dazu genutzt werden, um ein Tool zu entwickeln, mit dem man über die Parameter eines Teams,
des Projektes und der Unternehmensstruktur einen Vorschlag für die Umsetzung gibt oder dem Scrum
Master hilft Schritt für Schritt, das Team in die richtige Richtung zu verändern. Allerdings dürfen
durch den Fragebogen nicht die Gründe der Anpassungen vernachlässigt werden. Diese bilden eine
wichtige Grundlage bei der Auswertung der gesammelten Daten.
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Interview1 Interview2 Interview3 Interview4
Projektart internes Ent-
wicklungspro-
jekt
Interne Entwick-
lung, CAD/CAM
Software
Umsetzungs-
projekte, Coa-
ching, Studien
Software-
basierte Ent-
wicklung
Teamgröße aktuell 3 Ent-
wickler, meistens
3-7 Entwickler
mit unklaren
Rollenverteilun-
gen
5 Entwickler 20 Personen,
gesplittet in 3
Teams, 2 Feature-
Teams mit je 7
Entwicklern, 1
Support- und
Adhoc-Themen-
Team mit 2
Entwicklern,
Besetzung rotiert
aktuelles Team:
4, letztes Team:
10
Team-
zusammensetzung
Experten, Auf-
gabe nur schwer
tauschbar, Wis-
sensbasen, durch
große techni-
sche Tiefe nicht
anders möglich,
Personeller
Wechsel bzw.
verändernde
Verfügbarkeit
von Personen.
Entwickler ha-
ben verschiedene
Expertisen, aber
es wird nicht
darauf geachtet,
dass bestimmte
Themen von
bestimmten
Personen bear-
beitet werden,
min. 2 Personen
müssen sich mit
jedem Thema
auskennen
die Feature-
Teams und das
Operations-
Team werden
durchgetauscht,
um den Wissen-
stand bei allen zu
erhalten, keine
Experten.
letztes Team:
jeder Entwickler
darf sich frei
seine Tasks
auswählen
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cross-functional Design an ex-
terne Agentur
fremdvergeben,
wird als Todo
Card aufge-
führt in Sprint
Backlog, einer
der Entwickler
kümmert sich
darum.
Externe UI Desi-
gner
Jeder Entwickler
soll alles können,
technisch kann
alles gelöst
werden
letztes Team: es
ist ein Cross-
Functional-
Team, derjenige,
der einen Task
auf in progress
setzt, bearbeitet
ihn
Scrum Master Der Projektleiter
macht den Scrum
Master im wei-
testen Sinn
Scrum Master
ist einer der
Entwickler,
durchsetzungs-
stark und
erfahren
je Feature-Team
1 Scrum Master
letztes Team: es
gab einen Scrum
Master, dieser
hatte noch an-
dere Rollen, z.B.
organisatorische
Aufgaben
Product Owner PO gibt es soweit
nicht. Das ist
eine Perso-
nalunion aus
Projektmanager
und Fachverant-
wortlichen. PO
legt sich ungern
fest æ Problem
mit De￿nition
of Done Da der
PO seine Rolle
nicht lebt ist das
Projekt inhalt-
lich relativ frei.
Steuert meist nur
an den Review-
Terminen. Bei
größeren lebt
das Gremium die
Rolle
PO existiert für
das Team, ist
aber gleichzeitig
für das Gesamt-
system PO mit
untergeordneten
POs
PO für beide
Feature-Teams
zuständig
aktuelles Team:
PO kommt von
der Fachseite, ist
eher ein Stake-
holder, letztes
Team: Fachsei-
te, es gab pro
Fachbereich ein
Product Owner,
der dann völlig
für den Zeitraum
der Bearbeitung
anwesend war.
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Daily Scrum 15 mins, keine
Diskussionen,
teilweise nur alle
2 Tage
gibt es mit
wechselndem
Erfolg, teilweise
isoliertes ar-
beiten, sodass
Daily Scrum
wenig hilfreich
ist. Stand-Up
Meeting in einer
Project Corner,
nicht in der Box,
immer zu einer
festen Zeit, Län-
ge: 30mins, kurze
Diskussionen
erlaubt
für jedes Team
ein Meeting, je
15 mins, Stand-
Up Meeting, ca.
15 Leute, da Per-
sonen aus dem
jeweils anderen
Feature-Team
auch teilnehmen
dürfen und
zusätzlich ein
ScrumMaster für
diverse Schnitt-
stellensysteme
anwesend ist.
Daily Scrumwird
Story-bezogen
geführt, es wird
eine Story nach
der anderen
abgearbeitet
und jedem ist
gestattet etwas
dazu zu sagen
letztes Team: 15
mins, Diskussio-
nen wurden auf
nach dem Mee-
ting verschoben
Sprintplanning nur für ein
Quartal, keine
Gesamtdauer
des Projekts,
hängt von Ver-
fügbarkeit von
Personen ab,
aufgrund von
Wissensbasen
PO stellt Sprint
Backlog, Team
schätzt dann
mit Planning
Poker wie viel sie
umsetzen kön-
nen, schwierige
Aufgaben wer-
den am Anfang
abgearbeitet,
Kleinigkeiten an
der UI am Ende
Sprintplanning 1
& 2, 1 für Festle-
gung der Stories,
2 für Details,
erreichte Anzahl
Story Points gibt
Kennzahl für
nächsten Sprint,
2x pro Woche
Estimation-
Meeting, Vorstel-
lung der Stories
+ Planning Poker
letztes Team: in
Sprintplanning
1 stellt der PO
das Ziel vor, in
Sprintplanning
2 werden die
Task-Karten ge-
schrieben, jedoch
wird nicht fest-
gelegt welcher
Entwickler was
macht. Planning
Poker war eine
eigene Sitzung
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Zeit Sprintplan-
ning
30mins 1 Tag, Team
nimmt akribi-
sche Schätzung
vor, die am
Ende auch sehr
genau zutri￿t,
2-3h werden die
Ideen von dem
PO vorgestellt,
4-5h werden
die Stories
dekliniert.
1 Tag, es werden
3-4 Stories ge-
plant und sobald
die fertig sind,
wird der Rest ge-
plant æ Sprint-
planning 2 ist ge-
splittet
letztes Team: 4-6
Stunden, Estima-
tion Meeting hat
ca. 1h noch zu-
stätzlich gekos-
tet.
Review Stakeholder viel-
leicht anwesend,
meist aber mi-
croblogging nach
außen, daher
kein direktes
Feedback
Feedback vom
PO über fehlende
Funktionalitä-
ten, es gibt 2
Reviews, ein
internes Review
und ein Gesamt-
review, bei dem
alle dabei sind.
erst das Story
Review von
einem Teammit-
glied, am Ende
Abnahme durch
den Product
Owner
-
Zeit Review zusammen mit
Retrospektive 1h
zusammen mit
der Retrospekti-
ve 1 Tag
Sprintdemo am
gleichen Tag wie
Retrospektive,
ca. 1h
letztes Team:
1/2h
Retrospektive - Positives, Nega-
tives, wo wer-
den Veränderun-
gen benötigt, für
jeden Punkt, der
sich ergibt, wird
ein Verantwortli-
cher eingeteilt.
wird nach
Sprintdemo
durchgeführt
E￿zienz und Ef-
fektivität verbes-
sern
Zeit Retrospekti-
ve
zusammen mit
Review 1h
zusammen mit
dem Review 1
Tag
regelmäßig
1.5h am letzten
Sprinttag
letztes Team: ca.
1h
Product Backlog In Excel oder
Word mit
Priorisierung.
O￿zielles Ver-
waltungstool ist
CAM
in Jira, ist
sehr umfang-
reich, auch
Refactoring-
Punkte
kein Burndown-
Diagramm,
Product Backlog
wird durch PO
gep￿egt
letztes Team: in
Jira
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Sprint Backlog wird aus Back-
log herausgezo-
gen und priori-
siert.
vom PO mög-
liche Stories
ausgewählt, vom
Team selektiert,
werden aus-
gedruckt und
Entwicklern
zugeordnet
das Team ent-
scheidet wie
viele Stories sie
in das Backlog
hineinziehen.
letztes Team:
User Stories
werden aus
Product Backlog
genommen,
verfeinert und
aufgeängt.
Sprintlänge 4 Wochen bzw.
Monat-Sprints
4 Wochen-
Sprints
2 Wochen aktuelles Team:
hatte bisher kein
Sprint, wurde
nun mit 2 Wo-
chen eingeführt,
letztes Team: 2
Wochen
Ausnahmen
Sprintlänge
nein, es gibt
einen festen
Abgabetermin
eigentlich nicht,
zumindest bei
Produkten, die
am Markt sind.
Bei einer neuen
Produktgene-
ration ist man
￿exibler.
sehr selten, 2
in 1.5 Jahren:
Mature-Release
& Weihnachten
letztes Team: für
Feiertage und
ähnliches wur-
den Ausnahmen
gemacht, diese
waren nie eine
gute Idee
Pu￿er 10% kein wirklicher
Pu￿er, aber
es wird eine
Time Box für
Refavtoring usw.
abgeschätzt,
allerdings wer-
den nur 80%
der Netto-
Arbeitstage
verplant
kein Pu￿er, aber
pessimistische
Schätzungen
kein genereller
Pu￿er eingeplant
Story To-Do cards.
Titel, ein Hin-
weis, weshalb
man es will,
Beschreibungen
+ De￿nition of
Done.
Umzusetzendes
Feature, Funk-
tionalität, wird
nicht scharf
de￿niert
De￿nition of Do-
ne für jede Story,
nach Fertigstel-
lung einer Story
wird ein Story
Review durch-
geführt, dies ist
eine Blackbox-
Analyse.
letztes Team: Ak-
zeptanzkriterien
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Story unvollstän-
dig
Zurück in den
Backlog und neu
priorisieren, teil-
weise Teilung der
Story in 2 Tei-
le, falls die Story
nicht atomar ist.
hängt davon ab,
wie lange man
benötigt um die
Story zu ver-
vollständigen.
Bei bis zu einem
Tag wird sie
vervollständigt,
wenn sie halb
fertig ist, wird
sie mit einem
Feature Flag her-
ausgenommen,
kommt zurück
in das Backlog
und wird neu
eingeplant.
die komplette
Story wird in den
nächsten Sprint
übernommen,
aber nicht neu
abgeschätzt.
Es wird kurz
darüber disku-
tiert wie viel
noch zu tun
ist, jedoch kein
Planning Poker
durchgeführt.
Im alten Sprint
wird sie mit 0
gewertet und im
neuen Sprint als
vollständig.
letztes Team:
User Story so
beschneiden
dass sie potential
shippable ist, es
werden somit
einige Tasks in
nächsten Sprint
übernommen,
aber ein Teil
auch schon
freigegeben,
die Story zählt
als nicht fertig
und wird im
folgenden Sprint
fertiggestellt.
Stati o￿en, in Arbeit,
abgeschlossen
unberührt, in Ar-
beit, fertig
open, in pro-
gress, done,
ready-to-review,
review
letztes Team: of-
fen, in progress,
done, “klären
Task“, geklärt
Abschätzung in Personentage
nicht Story
Points, Experten-
schätzungen
in Netto-
Entwicklertagen
in Story Points,
abhängig von der
Anzahl an Sto-
ry Points, die im
letzten Sprint ab-
gearbeitet wur-
den.
aktuelles Team:
kein Sprint, da-
her auch keine
Abschätzung, da
Time-Boxing ge-
fürchtet, letztes
Team: mit Plan-
ning Poker.
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Abnahme wird vom Team
gemacht, erst
nach dem 4-
Augen-Prinzip,
dann im Weekly
Gemeinschafts-
entscheidungen,
Code-Reviews
Akzeptanzkriterien
bzw. De￿nition
of Done ist nicht
scharf de￿niert,
am Sprinten-
de wird der
aktuelle Stand
vorgestellt und
alles, was noch
gewünscht wird,
wird dann im
nächsten Sprint
nachgeholt.
De￿nition of
Done, Product
Owner ent-
scheidet am
Ende
letztes Team:
Akzeptanzkri-
terien, nach
Erfüllung wird
die Story dem
Endanwender
zur Verfügung
gestellt und
dieser hat die
Möglichkeit
schon während
des Sprints
Feedback zu
geben.
Qualitätssicherung automatische
Tests, statische
Codeprüfung,
Nightly Builds
(manuelle Prü-
fung), Code
Reviews
automatische
Tests, die täglich
laufen, Nightly
Builds
automatisiertes
Testing mit
speziellen
Integrations-
mechanismen,
Testshop, der
Tests durchführt,
von Unittests
über Integra-
tionstests zu
Interfacetests,
Story Review,
Blackbox-
Analyse,
letztes Team:
Automatische
Tests auf einer
Testumgebung,
Feedback durch
Endanwender
Release Roadmap,
Auslieferung
quartalsweise
Shippable Relea-
se am Ende jedes
Sprints
alle 2 Wochen letztes Team: PO
sagte am Anfang
des Sprints ob er
ein release möch-
te oder nicht.
45
A. Anhang
Interview1 Interview2 Interview3 Interview4
Arbeitsplatz Alle in einem
Raum, trotzdem
viel Wartung und
Softwaresupport
enthalten ist æ
klingelnde Tele-
fone, die stören.
Metaplan-
Wand, Todo
Cards werden
Canban-mäßig
in den verschie-
denen Stati
aufgehängt.: der
Punkt, Bearbeiter
und geschätzte
Zeit.
eine Box in ei-
nem Großraum-
büro. Sprintzie-
le, Sprintbacklog
usw. hängen an
einer Wand
auf 2 Büros ver-
teilt, die direkt
nebeneinander
liegen, physi-
sches Scrum-
Taskboard je
Feature-Team
aktuelles Team:
bisher nur
Taskboard und
Burndown-
Diagramm,
letztes Team:
Taskboard,
Burndown-
Diagramm,
Releaseplan,
Meilensteine,
priorisierte User
Stories
Tabelle A.1.: Interviewergebnisse 1
Interview5 Interview6 Interview7
Projektart Individualsoftware Individualsoftware,
Anforderungsfree-
ze ein Jahr vorher,
Sprintbasierte neue
Anforderungen damit
nicht möglich
Individualsoftware
Teamgröße 20-25 Personen, auf-
gesplittet in 2 Teil-
teams: ein klassisches
Scrum Team und ein
Team für die Spezi￿-
kation und fachliche
Vorarbeit.
10 Personen 2-4, Unternehmens-
größe beträgt 4.
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Team-
zusammensetzung
Zuweisung der Aufga-
ben an Experten, rein
aus E￿zienzgründen,
nicht zwingend not-
wendig, Team wech-
selt häu￿g Mitarbeiter
stabiles Team mit teil-
weise grenzwertiger
Quali￿kation
aufgrund der kleinen
Teamgröße gibt es
ein Entwickler, der
gleichzeitig PO ist
und ein Entwickler,
der Project-Lead ist,
Teamgröße kann auf
Sprintbasis angepasst
werden, je nach
derzeitigem Auf-
wand. Project-Lead
übernimmt teilweise
Aufgaben des Scrum
Masters und darf
bei der Priorisierung
mitwirken.
cross-functional keine Auslagerung
von Arbeiten
manuelle Tests wer-
den an ein Testteam in
Indien fremvergeben
alle Projekte laufen in-
tern, aber es ist nicht
verboten Externe ein-
zubeziehen.
Scrum Master wird von mehreren
Personen übernom-
men: Chefarchitekt,
Projektleiter, Projekt-
manager
wird von Entwickler
übernommen
ein Entwickler außer-
halb des Teams, hat re-
lativ wenig zu tun
Product Owner wird von dem Auf-
traggeber gestellt,
recht entspannt, wenn
eine Story nicht recht-
zeitig fertig wurde,
kommt er später noch
einmal vorbei und
nimmt sie dann ab.
gibt es nicht, die An-
forderungen kommen
von vielen Stakehol-
dern
wird von einem
Entwickler übernom-
men, Anforderungen
werden nicht zwangs-
läu￿g vom PO
verfeinert/spezi￿zier-
t/abgefragt.
Daily Scrum 30 mins, Stand-Up
Meeting, Diskussio-
nen sind zugelassen,
wird nicht dogma-
tisch/akademisch
gesehen, jeder hat
Sprecherlaubnis.
konsequent, ohne Sta-
keholder, Diskussio-
nen jedoch zugelassen
gibt es nicht, es gibt
nur ein Weekly Mee-
ting.
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Sprintplanning - für jede Anforde-
rung gibt es einen
Workshop aus An-
forderungssteller
und Entwickler für
besseres Verständnis
und Verantwortungs-
bewusstsein, als
Ergebnis: User Story
+ Akzeptanzkriterien
teilweise sind im
Sprint Planning
User Stories nicht
so ausde￿niert, dass
die adhoc geplant
werden können, in
diesem Fall kann eine
Recherche/Preplan-
ning eingeschoben
werden, diese kann
bis zu 5 Tage gehen,
bei einer Sprintlänge
von 4 Wochen. Es
fehlen die Abnahme-
bedingungen und das
Herunterbrechen auf
Tasks.
Zeit Sprintplanning 3h - 8h/1Tag
Review - - Review wird durch
ein Entwickler durch-
geführt, der den Task
nicht bearbeitet hat,
am Ende gibt es ein
Gesamtreview mit
dem Kunden, um
direktes Feedback zu
erhalten.
Zeit Review 3h - 1 Tag
Retrospektive ein bisschen informell,
nur teamintern ohne
PO
wird bisher nicht
durchgeführt
wird in unregelmäßi-
gen Abständen durch-
geführt.
Zeit Retrospektive 1/2h - -
Product Backlog Burndown-
Diagramm und
Überblick über
Gesamtprojekt, Jira
nur sehr unausformu-
liert
zu Beginn eines Pro-
jekt gibt es eine gro-
be Anforderungsana-
lyse, mit dieser wird
das Backlog initial be-
füllt. Meist sehr vage
formuliert.
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Sprint Backlog wird vom PO/Archi-
tekt/Projektleiter ak-
tualisiert, diese stellen
die Stories hinein und
priorisieren sie.
Anforderungen wer-
den von priorisierter
Liste vorgegeben, nur
Anzahl ist auswählbar
Stories werden aus
Product Backlog
herausgezogen und
spezi￿ziert, hierbei
kann ein Preplanning
eingeschoben werden.
Sprintlänge 3 Wochen 4 Wochen, danach
3 Einheiten mit 2
Wochen Länge für
kosmetische Arbeiten
bzw. Clean-Up
variiert: 1-4
Ausnahmen Sprint-
länge
keine Ausnahmen,
feste Sprintlänge
Termintreue variierende Sprintlän-
ge.
Pu￿er Entwickler werden zu
80% ausgelastet, Pu￿er
ist für Krankheitsfälle,
Ungenauikeiten in der
Abschätzung usw.
nicht vorhanden da
Releases sich überla-
gern
es werden bei jedem
Sprint 25% für Bug-
￿xing und ähnliches
reserviert. In diesem
Pu￿er muss der PO
auch die Anforderun-
gen erfassen.
Story Akzeptanzkriterien,
ein Testfall, was
erwartet wird, werden
einem Entwickler vom
PO und Architekten
fest zugewiesen,
System dennoch klein
genug, dass keine
Experten gebraucht
werden
nur noch wenige Sto-
ries pro Sprint, Projekt
ist schon über den Ze-
nit hinaus
grobe Beschreibung in
2 Sätzen, Abnahmebe-
dingung wird erst im
Sprint Planning fest-
gelegt.
Story unvollständig wird in nächsten
Sprint übernommen,
Restaufwände werden
abgeschätzt
- Story wird geteilt, der
fertige Teil bleibt in
dem alten Sprint und
der unvollständige
wird übernommen.
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Stati o￿en, in Arbeit, abge-
schlossen
- new, in progress, feed-
back, ￿xed, veri￿ed.
feedback, wenn man
auf die Antwort von
jemandem anderen
für einen Task wartet.
￿xed, wenn ein Task
fertig ist veri￿ed,
wenn das Review
durchgeführt wurde.
Abschätzung erfolgt in Story Point,
am Ende wird auf Zeit
heruntergerechnet.
Story Points sind
eigentlich über￿üssig,
erste Abschätzung
wird vom PO ge-
macht, dieser bringt
dann einen Satz von
Stories mit, die er
gerne in diesem Sprint
fertigstellen würde,
das Team schätzt
dann nochmals ab
und legt fest, wie viele
es abarbeiten kann.
Zeit schwer planbar,
da Entwickler pro
Sprint unterschied-
lich viel Zeit haben
aufgrund von Support
erfolgt in Story Points,
1 Story Point ent-
spricht 2 Arbeitsstun-
den.
Abnahme Akzeptanzkriterien
sind eher locker
de￿niert
werden von Anforde-
rungssteller abgenom-
men
darf von jedem ge-
macht werden.
Qualitätssicherung Codereview, Conti-
nuous Integration
Umgebung, Unit
Tests, Schnittstel-
lentests, Blackbox
Tests, Systemtests,
statische Codeanaly-
setools, Checkstyle
und Regression und
Progression-Tests
Automatisierte Tests,
Build Tests, Conti-
nuous Integration,
mehrfach am Tag
kompletter Build,
manuelle Tests
Dokumentation,
Integration- und
Systemtests
Release 2 Releases pro Jahr,
aber Auslieferung von
Bug￿xes auch zwi-
schen Releases.
2 Releases pro Jahr kein Releaseplan,
selbst bei festgeleg-
tem Termin darf ein
Release verschoben
werden.
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Interview5 Interview6 Interview7
Arbeitsplatz Bereich in Großraum-
büro, keine physische
Visualisierung des
Projektfortschritts,
hierfür wird Jira
verwendet.
Großraumbüro mit
Stand-Up-Tisch in der
Mitte, Visualisierung
nur digital
Büro, in dem alle 4
gemeinsam arbeiten,
wird teilweise als
nachteilig empfunden,
wenn 2 Personen
etwas diskutieren
und man somit
abgelenkt wird.
Visualisierung des
Projektfortschritts/-
zustands erfolgt
digital.
Tabelle A.2.: Interviewergebnisse 2
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