A new model for supporting collaborative sofhvare development with shared, multiple textual and graphical views is presented. Multiple views of software development can be synchronously, semi-synchronously and asynchromusly edited by direrent developers. View versions can be incrementally merged, and view updates broadcast to other developers and incrementally incorporated as required in their alternative versions. The model is illustrated by its use in a software development environment for an object-oriented language.
Introduction
Software systems are growing ever larger and more complex. Two related approaches to managing this complexity are integrated software development environments (ISDEs) and programming environmctnts which facilitate Computer Supported Cooperative Work (CSCW).
ISDEs support multiple tools, and multi-view editing in these environments allows developers to work with software components at different levels of abstraction, using different representations [ 101. For example, analysis and design views might support graphical construction and representation of the highlevel aspects of a program, while textual views might support detailed implementation. Consistency management is required to keep all of these views consistent under change.
Large software systems require the collaboration of multiple developers [9, 121 . Support for collaboration can be provided by two types of tool: version control systems, which allow alternative designs to be created and merged asynchronously; and synchronous editors, which allow concurrent manipulation of a system by two or more collaborators [9] . Ideally environments should support both synchronous and asynchronous modes for all types of system data.
We describe a new model for constructing collaborative, multi-view ISDEs. Different environment tools and multiple views of the software under construction are integrated by broadcasting descrioptions of changes on views via shared data repositories. Asynchronous collaborative software development is facilitated by sharing multiple versions of software components between developers. Both fine-grained and coarse-grained versions of software components and views are supported, with incremental version revision and merging. Synchronous collaboration, where
developers interact with "what-you-see-is-what-I-see"
views, and seni-synchronous collaboration, where developers art. unobtrusively informed of changes other developers are making to views, are supported. These use real-time broadcasting of change descriptions between environments and incremental change description presentation and version merging.
Section 2 discusses related collaborative ISDE research. Section 3 describes the user's perspective of our collaborative ISDE for object-oriented software development. Section 4 discusses the software architecture this environment is based on and Section 5 describes the implementation of this architecture as a reusable object-oriented framework. Section 6 summarises the contributions of this research and outlines possible future research directions. 
Collaborative envirolnmwnts

C-SPE
developers' environments and either storing them in different, shared versions or presenting them to developers. 
SPE
SPE (Snart
Asynchronous Collaboration
The loosest form of collaborative software development supported by C-SPE involves sharing multiple versions of views, classes and class methods among software developers. After independent update by different developers, alternate versions of the same view or software component may be merged to produce a new version.
Rather than the check-out style of SCCS, C-SPE adopts an optimistic approach to version control. This is especially appropriate when the software under development cannot be easily partitioned between developers [9, 121. For example, the addition of a single function to an 00 software system can lead to changes in several classes.
'%volution graph" views, similar to those of [9] , show the relationships between component and view versions. They are used to graphically specify new versions, alternate versions and alternate merges, and allow developers to view all change descriptions in different versions.
Developers edit their own versions of views and/or the software components rendered in the views asynchronously. Developers may create and modify new versions of a component based on their current version. This "freezes" the current version (ie new changes are locked out), and allows it to be exported for other developers to use. Another developer may subsequently import an exportcd (frozen) version, and merge it with hidher own version, exporting or further d f y i n g the resulting version. Alternatives are merged by having C-SPE apply change descriptiions selected ftom one altemative vmion to the other alternative's view or component, or reverting to a common ancestor version and iapplying all change descriptions from both alternatives to this earlier veysion.
Developers can choolsie a aubset of a version's change descriptions to have C-$PE apply. Unlike most other systems, developers can also request groups of change descriptions be applied out of the aequence they occured, if desired. This is useful when margtng two albesnqtqives with large numbers of diffemces.
C-SPE incramentally applies the change descriptions that are to be merged incrementally into a view, updating the view as each change! is applied to it. Developers can also step through each view update as it is made, or ask for a group of updates to be made maether. This dynamic merge animation allows developers to more cllearly identify the effects of a merge operation in terms of actual changes to views.
Two altemative versions may contain conflicts that must be resolved when merging them. For example, one version may delete something that the other updates. C-SPE identifies change descriptions it can't merge automatically and informs the developer of the conflict. This problem is identified by C-SPE and the merging developer informed of the conflict. The developer cm then decide which update to allow (if eithor) or make other changes to recoacile the two alternatives. A similar problem occurs with the renaming of display to display-win by developer 1 and the addition of display-win by developer 2 (a semantic error). This can be resolved if one of the updates is disallowed or the old display metbad is deletad. C-SPE also identifies semantic errors caused by the merging process. These are presented to the merging developer as semantic error change descriptions, along with any structurally inconsistent merge conflicts. Figure 5 shows the Merge Conflicts dialogue. This shows changes that C-SPE could not carry out (,*8" and "lo"), and semantic error change descriptions (,'6"), generated by merging the versions in Figure 4 . SPE supports free-edited textual views, stored as blocks of text, which are parsed to update information shared by other views. C-SPE supports multiple versions of these text components, but only stores change descriptions generated by the parsing process.
Other aspects of the views which are updated between two versions of the same component, such 8s comments, expressions or code statements, need to be reconciled manually or by using a traditional SCCS-style textual differencing approach. 
Synchronous Collaboratfan
Synchronous collaboration allows two or more developers to simultaneously examine and alter a view, communicating the changes they make between them as they occur. There are two main approaches to handling the integration of the changes made. The first approach is to consider that the developers are communicating and negotiating in order to derive a single result. In this case, it is appropriate that all the developers concerned share a common view, so that a change can be rejected by any participant and thus undone in all of the shared views.
The second approach does not aim for a single result, so that developers may end up with their own distinct versions that reflect their current thinking. In this case, each developer can choose whether or not to accept the changes of others in the collabor&tion without affecting the others. This results in "semi-synchronous" collaborative editing.
C-SPE supports both types of collaboration. With semi-synchronous collaboration, developers have their own alternative and are incrementally informed of updates other developers are making to their alternative versions. This is done by the receipt of change descriptions, which are then displayed in dialogs or textual views. With synchronous coliaboration, developers share the same version and view updates are shown simultaneously in other developers' views. Figure 6 illustrates semi-synchronous view editing in C-SPE. The dialog shown allows a developer to view change descriptions of the changes before deciding to apply them, ignore the changes, or view the effect of (some or all of) the changes on their version. Developers can request C-SPE to automatically merge received change descdptions with their current alternative as they arrive. Change descriptions cm also be viewed in textual view headers, and some can be selected and automatically applied to the view text by C-SPE. Developers can move between semi-synchronous and asynchronous development at will. To move from Synchronous to asynchronous collaboration, however, developers must obtain the shared version, and create an alternative of it, before asynchronously editing it. 
C-MViews
We now describe C-MViews, the framework used to construct C-SPE, commencing with a description of the single user MViews framework, and following with extensions to support collaborative environments. Only the MViews framework was modified to produce CMviews, a framework for buildirlg collaborative ISDE.
No aspect of SPE was modified to produce C-SPE.
MViews
SPE is implemented as a collection of Snart classes, specialised from the MViews framework [3]. Mlriews supports the construction of new ISDEs by providing a general model for defining software system data structures and tool views, with a flexible mechanism for propagating changes between software components, views and distinct software development tools.
As shown in Figure 7 , ISDE data is described as components with attributes, linked by a variety of relationships. Multiple views are supported by representing each view as B graph linked to the base software system graph structure. Each view is rendered and edited in either a graphical or textual form. Distinct environment tools can be interfaced at the view level (as editors), via external view translators, or multiple base layers may be connected via inter-view relationships, as
When a software or view component is updated, a change description is generated. This is of the form UpldateKind(UpdatedComponent, ... UpdateKind-specific Values...). For example, an attribute update on cowl of attribute N,-is represented as: update(comp1 .N-, Ol~alue,NewValue)
All basic graph editing operations generate change descriptions and pass them to the propagation system. Change descriptions are propagated to all related components that are dependent upon the updated component's state. Dependents interpret these change descriptions and possibly modify their own state, producing further change descriptions. Figure 8 shows an example of change propagation between MViews components used in the construction of SPE: 1) a view component is edited, applying operations to the view component; 2) change descriptions are generated and propagated to all of the view component's relationships; 3) the view relationship translates view component changes into operations on its base component, if the base component is affected by the view change; 4) the base component operations generate change descriptions; 5 ) these change descriptions are propagated to the base component's relationships; 6) the view relationships translate the base component change descriptions into operations on their view components, if the view components are affected by the change; 7) the updated view components re-renkr their displays. An external view component sends change "sages to an external toof or translam the changed data into changed external tool data.
This change description mechanism supports a diverse range of software development mvironment facilities, including semantic attribute recalculation, multiple views of a component. flexible, bidirecdorral textual and graphical view consistency managermnt, a generic undo/redo mechanism, and component "modification history" information [6] .
New software components and editing tools are constructed by reusing absorwtions provided by an object-oriented Eramewotk. ISDE developers specialise MViews classes to define softwm components, views and editing tools to produce the mew environment. A persistent object sbre is used to store eomponent and view data. 
Multiple Versions
Any component operation generates a change description in MViews. As these change descriptions are first-class objects, they can not only be propagated between different components, but can be stored and broadcast between different developers' environments. This is the basis for supporting collaborative software development facilities in C-Wiews.
Software system components usually have a natural hierarchy, with some components being "composed of' other (sub-)components. For example, an object-oriented program in SPE is made up of several class frameworks, a framework is composed of several classes and class relationships, and a class is composed of various features and inter-clws relationships.
Several approaches to managing hierarchical versionhg exist: a new version of the whole system can be created whenever any change is made; individual version numbers at a particular level of the component hierarchy can be maintained; or individual versions for any component in the h i m c h y can be stored, with a configuration management tool used to reconstruct a system version from lower-level sub-component versions.
C-MViews aims to support all of these approaches by providing a tailorable low-level versioning mechanism, based on stored sequences of change descriptions, called version records. Version records can be associated with any C-hlViews component or view, and contain a recolid of changes made to that component (as change descriptions) since the previous version.
These can include change descriptions describing changes to the component itself, its sub-components, or the configuration (version used) of sub-components. 
V&W V c~o p i n g
An impoFtant dristinction between C-MViews and other ISDE node18 is its suppart for view versiming. ... 4 Merging a6 two jalmixtives ne& to resolve layout and composition canflicts (which often occur) with underlying bwe ilr$annatiam coaflictls (which occur bss often). C-Mvicws currently presents the developer with a list of all conflicting change descriptions for manual resolution, An indication of new change descriptions is usually given by shading icons or chmging a menu bar item which results in a context-dependent communication mechanism. This is important in d n g C-MViews environments useable, so developers aren't inundated with messages at inappropriate times.
Verarioa Merging
BroadcmW change descriptions include who, when and optional why information, which assists developers in understanding why the changes have been made. Userdefined change descriptions can also be broadcast to facilbte flexible, eontext-dependent commu&ation.
C-MViews also tirnastamps each broadcast change description by attarching a version record iD and unique saquence number. They are then stored in special "broadcastad"' and "received" version records in each develope" envhnment. Thus, no mtter whather semis y n c h~u s view editing is switched on or off for an alternative, changes the developer is not notified about can still be incremtntally merged at a later date, using the timestamp i&n"ion.
This also helps to support fault-tolerance, eg when one developer's network connection or madhine fails. Change descriptions cached by the developer's environment and the central server can be rebroadcast when the connection is re-established. Failure of the central server prevents any form of synchronous collaboration form taking place, but as developers have their own alternatives, asynchronous develaapment can continue. We plan to extend C-MViews to support synchronous collaboration between developers without using the contrarf server, which will improve the robustness of resulting environments.
Implemntation
A prototype of C-Wiews has been implemented in Snart and has been used to construct the prototype C-SPE environment. C-MViews extends persistent Snart object stores to support multiple versions of an object, for multiple component versions. Change descriptions are stored in these version records, and include additional information, such as time-stamp, user id, and change reason. Each version recot'd object contains a sequence of chabge descriptions together with links to its predecessor(s) and successor(s), giving an evolution graph for the component.
C-MViews currently uses a common, shared component repository as a shared object store, and highperformance:, single-user repositories. A database server is provided to moderate access to the shared object store. This al10vj.s a group of collaborating environments to provide high-speed data storage for each developer's alternatives, supports sharing of these altematives, and handles change description broadcasting between developers. A component alternative in one developer's object store may be merged with a version in another's object store. Thus a component's object, its sub-component objects, and its version objects must be copied from one object store to another. As C-MViews knows about the aggregation structures present between software components, it can import and export the subcomponents of a component automatically.
The shared repository acts as a form of distributed database by ensuring objects created in any developer's object space are always unique. When editing different alternatives two developers may create different objects which represent the same conceptual view or base component. Subsequent merging of these alternatives will result i n redundancy that ciin be resolved by discarding one object in favour of the other.
Our current C-SPE prototype detects structural and semantic conflicts as they occur during the merging process, and presents invalid or error change descriptions to the merging developer. C-MViews currently does not, however, give developers any assistance in rearranging updates to resolve conflicts). C-SPE currently lacks a mechanism for relating different component versions. For example, if changes are made to several classes to implement one new system feature, these version relationships are not documented. It is thus difficult for developers to trace between related updates to different classes and frameworks.
Conclusions
Our experience in developing integrated software development environments indicates that mu1 tiple views of software development, integrated development tools, and collaborative software development are important when building large software systems. C-MViews supports multiple versions of software components and their textual and graphical views. Tools are integrated at the view or data repository levels. Collaborative development is via asynchronous, semi-synchronous and synchronous editing of multiple views Semi-autornatic \ ersion merging is supported, including incremental bersion merging. Two forms of synchronous collaboration are supported by broadcasting change descriptions between developers' environments.
Our experience with C-SPE suggest\ that asynchronous development is most useful for low-level design and implementation views, or when major system changes are being carried out. Semi-synchronous development lis useful for higher-lebel collaboration where different alternatives are maintained by each developer. Synchronous development seems most appropriate when high-level designs are being worked on and alternatives are not desired during collaboration.
We are currently working on several improvements to C-MViews and C-SPE. This includes determining how changes broadcast via synchronous and semisynchronous editing can be most usefully presented to developers. The capture of extra information, particularly a description of why a change was made, usually occurs above the change description level but below the version level. We are experimenting with "development tasks" for each developer and for groups of developers. These associate groups of related change descriptions, and relate change descriptions on different components. This is particularly useful for object-oriented systems, wherr: changes are often made to several classes to provide one new system function. Partial consistency management between higher-level software components, as done for multiple view consistency, would also assist i n supporting programming-in-the-large.
