Abstract. Using the natural notion of module over a monad, we give a one-line definition of an untyped lambda-calculus. Our untyped lambda-calculi form naturally a category and we prove that this category has an initial object (the pure untyped lambdacalculus). Our definitions and results are formalized in the proof assistant Coq.
Introduction
The lambda-calculus is a major mathematical object. Although it has been extensively studied for seventy years, it still lacks a comprehensive definition. Its standard definition (see e.g. Wikipedia) is quite down-to-earth and requires tedious considerations on free versus bound variables and capture-avoiding substitution. Furthermore its internal structure has not been made very explicit, hence there is no standard category of lambda-calculi. Here we fill these gaps and discover the true nature of untyped lambda-calculi as follows:
• an untyped lambda-calculus is a functor LC from sets to sets:
to a set V (of free "variables") it assigns a set LC(V ) of lambdaterms built out from V ; this functor enjoys substitution, which turns it into a monad; • this monad is equipped with the so-called abstraction: abs is a natural transformation V → abs V : LC(V * ) −→ LC(V ), where V * is obtained by adjoining an element to V ; • this natural transformation is compatible with substitution, more precisely it is a LC-module morphism: monads are monoids in a functor category, and as such, have right and left modules 1 ; indeed, both V → LC(V ) and V → LC(V * ) are (left) LC-modules; we say that the latter is the derivative of the former;
• this natural transformation abs is a LC-module isomorphism; the reverse isomorphism is an avatar of the application and the familiar β and η rules just express that these two morphisms are inverse of each other.
There is a natural category of untyped lambda-calculi, where our theorem asserts the existence of an initial object: the pure untyped lambda-calculus.
Summarizing, we have the one-line definitions: an untyped lambda-calculus is a monad over Set equipped with a module isomorphism to its derivative; the pure untyped lambda-calculus is the initial untyped lambda-calculus. The point of view proposed here can be accommodated at least to model the simply-typed lambda-calculus through a monad on the category Set/T where T is the set of simple types, or to model β-reduction through a monad on the category of partially ordered sets.
We are among those mathematicians who believe that time is "almost" ripe for computer-checked proofs. Accordingly we propose (only) a computer-checked proof of our theorem. Indeed, while the ideas of the proof are just the natural ones, nobody should be interested in the details, which fortunately the Coq Proof Assistant [Coq] was able to check. The way this formal proof will be eventually accounted for has not yet been arranged with our editor.
Modules over monads
Mathematicians of the last century have agreed upon the two companion notions of monad and operad to encode substitution. Being a monoid in a suitable monoidal category, a monad (or an operad) has associated right and left modules. Algebras over a monad, which are just a special kind of right modules, have been extensively considered. Other kind of modules are in the air.
The monads we consider here are monads over sets (c.f. [ML98] ).
Example 2.1 (Lambda-Calculus). We see the lambda calculus as a monad LC, where LC(X) is the set of lambda-terms (modulo αβη-conversion) built on free variables taken in X.
We now define the special notion of module which is needed here. Example 2.4. We can see our monad R as a module over itself, to be called the tautological module.
Example 2.5. Other trivial R-modules are the initial and final functors ∅ and * (and, in fact, any constant functor).
Definition 2.6 (Derived module). We define the derivation of a Rmodule M to be the functor X → M(X * ). It is easily checked how this is a R-module again. We denote by M ′ this derivative module.
Definition 2.7. We say that a natural transformation F : M → N is linear (or a module morphism) if it is compatible with substitution.
Example 2.8. We easily check that the natural inclusion of a module into its derivative is a module morphism.
Example 2.9. Note that there are two natural inclusions of the derivative M ′ into the second derivative M ′′ .
Definition 2.10 (Category of R-modules). We check easily that module morphisms among R-modules yield a subcategory of the functor category.
Definition 2.11 (Product of modules). We check easily that the cartesian product of two R-modules as functors is naturally a R-module again and is the cartesian product also in the category of R-modules.
We also have finite products as usual.
Example 2.12. The final module * is the product of the empty family.
Example 2.13. Given a R-module M, we have a natural "evaluation" morphism eval :
Proposition 2.14. Derivation yields a cartesian functor from R-modules to R-modules.
Definition 2.15 (Pull-back). Given a morphism f : A → B of monads and a B-module M, we define its pull-back f * M as follows: we set f * M(X) := M(X) and get
by composing the structural morphism f * : M(A(X)) → M(B(X)) with the structural morphism M(B(X)) → M(X).
Lemma 2.16. The pull-back of a module is a module.
Hint. Add M(B(B(X))) in the middle of the diagram, which then splits into three pieces, whose commutativity is given respectively by the fact that M is a B-module, the fact that the map from M(B(−)) to M(−) is functorial, and the fact that f is a morphism.
In the category of lambda-calculi lives our main Theorem 3.5. The lambda-calculus LC is an initial object in the category of lambda-calculi.
Proof. For the moment, our computer proofs can be downloaded at http://math.unice.fr/~maggesi/lc-2005-12-20.tar.gz and run on the Coq CVS version.
