It has been our experience that the major obstacle to developing a cartesian boundary scheme lies in formulating a general strategy that can cope with truly com-plex geometries.Consequently, in this paper we haveconcentratedon describingthe practical formulation of our methodrather than on presentingits theoreticaljustification. To this end, in section2 wepresentan overviewof the schemehighlighting some of the problemsthat neededto be overcome.This is followedby detailed descriptions for eachmajor constituent of the scheme.In order to produce an algorithm that is competitive comparedwith unstructured grid methods,it is necessaryto combinethe cartesianboundary schemewith someform of local meshrefinement. In section4 we
give details of onesuitable meshrefinement scheme, the Adaptive Mesh Refinement (AMR) algorithm. Then, so as to demonstratethe effectiveness of our algorithm for simulating shockhydrodynamic flowsaround complexgeometries,a sectionof results is presented. Finally, in section 6 we give the main conclusionsthat we have drawn from this work. we simply detail its main elements.
Input Geometry
If a cartesian boundary scheme is to be genuinely useful, it must be able to cope with a wide range of input geometry without any user intervention whatsoever. In our scheme the geometry is specified via an arbitrary number of cubic-B6zier curves which provide the outlines for one or more solid bodies. Only two minor restrictions apply: first, no two bodies can overlap one another; second, each outline must form a simple closed curve. But since it makes no sense to transgress these restrictions, to all intents and purposes, the scheme can cope with arbitrary shaped bodies. For example, the letter M could be input using the 29 B6zier curves shown in figure 1.
Note that each B6zier curve consists of 4 control points. Two control points fix the endpoints of the curve, and two control points fix the slope of the curve at 
Where,
B3 = t3,
and t is limited to values between 0 and 1. 
Locating Grid Intersections
Given some input geometry, the next step is to find all the intersection points between the cartesian mesh and the outlines of the solid surfaces. 
Cut Cell Information
Once all the grid intersection points have been located, a simple collating procedure is used to determine the cut cell information. Now we allow just three basic types of cut cell, which together with four different orientations gives rise to the 12 types of cut cell shown in figure 4 . Note that each of these cut cells has only two intersection points. it is somewhat tedious to code, for eachcell-type needs to be handled separately.
Note that the two intersection points which were used to determine the type for a cell alsofix the respectiveareasto be usedfor the different fluxes in the summation of the surface flux integral. For the body-fitted code, the residuals arising from the flux summationscould be useddirectly to update the flow solution, but for the cartesianboundary codethey must be post-processed so as to ensurethe stability of the integration process.Running through the lists of combination cells,the residuals for the cellsin any onelist arereplacedby their volume weightedaverage.Again, it is worth emphasizingthat this step shouldnot be construedas an averagingprocedure, as was describedin section 2, it is just a convenientway in which to compute the residualfor someodd-shapedcell. After this post-processing,the residualsare used in the usual manner to update the flow solution.
Finally, it shouldbe noted that the comparative lack of detail given in this section merely reflects the mundaneness of the modifications.
Numerical Results
To 
