Abstract
Introduction
It is well known that companies are always struggling to achieve cheaper, faster and better products. In this sense, software reuse has grown in importance and has become an indispensable approach towards these goals. However, the success of software reuse programs depends on an effective application of both technical and non-technical aspects [5] .
The technical aspects include, among other things, the creation of a software reuse repository that supports software engineers and other users in the process of developing software for and with reuse.
There are some studies in the literature involving component repositories, although their focus is, for the most part, on component search and retrieval issues [3] . Thus, different aspects, such as the roles a repository plays in a reuse process, have not been properly explored so far.
In practice, repositories are used as mechanisms to store, search and retrieve artifacts, lacking important services, such as supporting enterprise reuse management and component certification process. As a consequence, using repositories to support a systematic reuse process has mostly failed. At the same time, some questions raised by companies that desire to adopt a reuse repository remain unanswered. Such questions often include: What are the main requirements of a reuse repository? How it must be designed? What are the existing practical alternatives?
Under such motivation, this paper presents the specification, design and implementation of a reuse repository based on analysis of practical alternatives and solutions used in academy.
Background
In any reuse-based development process, it is meaningful to distinguish at least two activities: the development for reuse and the development with reuse. According to Apperly [1] , such activities characterize a produce-manage-consume process [1] .
In such process, a repository should contain services that satisfy concerns of three stakeholders: producers, consumers and managers. In order to satisfy such concerns and support systematic software reuse a repository can assume the following roles:
Repository as a communication bus among stakeholders.
It represents a channel of asset distribution and should serve as communication bus in two ways: development for reuse (production) and development with reuse (consumption); 2. Repository as a management assistant. A repository can help organizations to track their assets utilization, aiming to align initiatives, projects and measure the business impact of reuse; 3. Repository as a reuse promoter. Repositories can disseminate the reuse culture across organization by providing visibility into their assets and disseminating news about reuse initiatives; 4. Repository as a quality assurer. Repositories can greatly facilitate the enterprise goal of maintaining quality across the software development life cycle by providing proved components and supporting an effective component certification process.
Existing solutions
In practice, different kinds of tools are used as an option to store reusable assets and make them available to software developers [4] .
In order to understand and clarify the practical solutions types adopted by companies, we attempted to classify such solutions. In general, we can divide the practical alternatives into two main types, i.e. generalusage tools and reuse-specific tools:
1. General-usage tools. This class includes general purpose tools and systems used in the development and management of applications. This category has four sub-categories: Configuration Management Systems (CMS), Metadata Repositories, Collaborative Systems and CASE tool repositories;
2.
Reuse-specific tools. This category is formed by reuse-specific tools which define, as the name implies, the tools designed with the main goal of promoting software reuse. In this category we have the code search tools and the component asset manager. 
Repository Specification
From the analysis of the roles that a repository should play to support a reuse process and the solutions commonly used in industry and academy, we defined a set of requirements ( Table 1) that should be considered when building a reuse repository. 
Requirement Description Asset Description
The repository must define a generic element (asset) that can represent a reusable software unit of different types. An asset model should include two parts [4] : the asset contents (set of reusable artifacts) and the asset metadata.
Insertion
Producers need to make their assets available for consumption and then repositories should allow asset insertion operation.
Publish specification
In some cases users should be able to publish only the asset specification (without its implementation/content). This allows developers to register interest in implementing such assets, to be notified when new demands arrive at the repository.
Browsing
Each asset should be grouped in different categories and it must be possible for users to browse assets through such categories.
Search
Repositories with a large number of assets must provide search mechanisms that allow users to find assets that meet their needs. These mechanisms can be a combination of the following types: free-text search, keyword, and facet-based classification.
Report generation
The repository should provide services to generate reports that allow, among other things, to get an overview of how the repository is being used.
User Notification
Users should be able to register interest in different events with the aim of receiving notification from the repository when, for instance, new assets are added.
Maintenance Services
The repository system should implement administrative services that allow the maintenance of the users' inventory and also other inventories utilized by the repository, such as, hierarchies of catalogues.
Version Management
The repository should be able to store different versions of its assets.
Dependency management
Users should be able to inform dependencies between assets. These dependencies represent relationship such as "uses" or "composed-of" relations.
Feedback Services
Users should be able to provide feedback about which assets they are using. The feedback services permit the identification of well-evaluated assets.
Advertisement of Services
Repositories should allow the maintenance of reuserelated news (reuse initiatives, best assets producers, most reused components and so on).
Support multiple sources of assets
It should be possible to store assets that point to artifacts (asset contents) stored in different kinds of asset sources that exist in the repository deploy context Certification process
The repository should support a certification process which assures the quality of its available assets.
Metrics
Users should be able to define, capture and measure reuse-oriented metrics and ROI models. The metrics analysis can indicate a lot of useful things about reuse and can help managers to reduce costs and measure the business impact of reuse. Access Control The system should have mechanisms to limit user access to system services and asset catalogues with the aim of defining different views among users.
Change Control
Users should be able to request and accept changes to assets. Such changes requests also include bug reports.
Existing solutions Vs requirements
The different existing solutions categories presented in Section 2.1 have different levels of support to the requirements defined in Table 1 , as can be seen in Table 2 . Such table was constructed based on a comprehensive analysis of 35 tools (5 per category). The symbol indicates that the requirement is supported by the majority (at least 3 of 5) of the analyzed tools in a given category.
Hence, from Table 1 , we can conclude that most of the analyzed solutions do not support effectively all functions listed in Section 3.1. This could explain why some experience involving reuse repositories has mostly failed.
Under such motivation, we attempted to handle this gap by designing a reuse repository architecture that satisfies the set of requirements defined in Section 3. The next Section shows the details of this architecture. 
Repository design
A general definition of the reuse repository architecture is presented in this Section. The overall goal is to satisfy the set of requirements defined in Section 3 in a consistent way, providing a unified vision of what the repository looks like. Figure 2 summarizes the architecture of the reuse repository decomposed into modules and sub-modules. At the center of the architecture is the Asset Metadata Repository. This is where all asset metadata are stored and managed. The main modules of the reuse repository are, basically: (1) Infrastructure, (2) Production, (3) Management and (4) Consumption.
For each of such modules there is a set of components that work in conjunction to provide the necessary functionality. For more information about how its internal elements are combined see [2] . Each module is shortly described in following:
1.
Infrastructure. This module groups a set of common services which are shared by the other modules. An important element of the infrastructure module is the Artifact Manager. The Artifact Manager represents a repository of asset contents (set of reusable software artifacts). Artifacts can be stored in two ways: logically -artifact content is stored in an external source; and physically -artifact is saved locally in the system.
Figure 2. Repository architecture overview
Once the asset content and its metadata has been updated or inserted, listeners automatically start the indexing phase. During this phase, performed by the Indexer component, the artifacts and metadata of the asset are read from the Metadata Repository and the Artifact Manager, and then such data is parsed, being actually indexed. The resultant index is used to search the assets in repository. Additionally, the infrastructure module has other services grouped into the following submodules: Indexer, Security, and Notification (see [2] for more information). 
Production module.

Implementation experience
In order to validate and refine our proposed repository we developed a solution in conjunction with the industry. The main goal of the initial implementation was to provide a strong foundation with core components, where new components may be incrementally incorporated, improving the overall performance of the repository.
Our first developed product was a web-based asset repository with a three-tier client-server architecture developed in Java. Since reuse is of great concern to this project, the main technologies and frameworks reused in the design of this tool were: Struts -an MVCbased framework to support web development; Hibernate -an object/relational mapping tool (ORM) for Java objects; Lucene -a scalable Information Retrieval (IR) library that adds indexing and searching capabilities to applications; and Hivemind -an IoCbased framework designed to configure the services used by applications.
Two released versions of the repository system were deployed into a Brazilian software factory, where about 2.500 developers have direct access to the corporate repository. The first version of the repository implementation contained 423 classes, divided into 83 packages, with 19.367 lines of code (not counting comments). Design decisions and internal details of the architecture modules and their components are presented in [2] .
Concluding remarks and future works
Companies are always struggling to achieve cheaper, faster and better products. Appropriate reuse repositories can make these goals more easily achievable. However, the existing solutions present gaps and lack of support to some desirable roles that a reuse repository should play.
In this paper, we present a work resulting from the application of a research made in conjunction with the industry in order to specify, design and implement a reuse repository. Such work has been directly applied in Brazilian software factories and some experiments has been conducted to verify its efficiency.
As future work, we are developing a set of plug-ins to be integrated in several user environments, such as Eclipse and Microsoft Word. Thus, the reuse repository solution will be less intrusive to companies that already use such environments. All of these works form the first step in defining a complete reuse environment product line which is also in development and can be seen in RiSE's website 1 .
