ABSTRACT This paper presents the simple Internet of Things enabler (SITE), a smart home solution that allows users to specify and centrally control Internet of Things smart objects. Unlike most existing systems, SITE supports End-User Development. Hence, it defines a simple language for the specification of control rules for smart objects. It also provides a user interface to graphically illustrate the data received from smart objects. To assess the usability of SITE, we conduct an empirical study involving 20 participants belonging to two user groups: users with technical training (IT users) and users without technical training (non-IT users). We demonstrate that both user groups can satisfactorily build smart objects and define control rules in a smart home environment using SITE.
I. INTRODUCTION
The Internet of Things (IoT) is a worldwide network of smart objects or ''things'' [1] , [2] . Through the Internet, these objects can communicate their sensory data while being remotely monitored and controlled by users or autonomous applications [1] . The IoT concept was initially popularized by the MIT Auto-ID labs where researchers proposed the use of a wireless sensor network and Radio Frequency Identification (RFID) technology to realize object localization [3] . Later, the International Telecommunication Union (ITU) in their 2005 report formally defined the IoT as the set of all objects that can communicate with each other via networks [4] . The IoT paradigm can be applied to a multitude of domains such as healthcare and industrial automation, smart energy monitoring and control, elderly assistance, public security, urban management, infrastructure construction, business services, and smart homes [5] . In this paper, we are interested in the latter application of IoT.
The term smart home has evolved from exclusively referring to the centralized and semi-automated control of environmental systems, such as heat and lights, to the use of technology to monitor and control any compatible object in the home environment. Typically, the goal of smart home systems is to provide comfort, health care, security, safety, and energy consumption reduction services [6] , [7] .
Smart Objects (SOs) are the foundational building blocks of IoT. However, most ''regular'' objects in our everyday environments are not smart (i.e. equipped with remote monitoring and control capacities). To extend the IoT beyond inherently smart objects, we have to append transducers (sensors or actuators) and network connectivity components to ''regular'' objects. Such operation would add a level of intelligence to these objects by allowing them to communicate their status (e.g. temperature or pressure applied). Also, they can be potentially controlled remotely through actuators (e.g. switch to turn an electrical device on or off).
Today, the logic pertaining to the control of SOs in smart homes is programmed by highly technical divisions using programing languages that are not accessible to most end-users. The relatively recent perforation of technological devices into our daily lives has compelled users, including those who are not technically trained, to seek an active role in technical development. This allows them to design, configure, modify, or realize technologies that are better tuned to their individual needs. This phenomenon has been dubbed in the literature as End-User Development (EUD). EUD refers to a set of activities, techniques, and tools that allow end users to configure, modify and control software and hardware artifacts [8] - [10] . These artifacts should be fully ''plug and play'' [10] . We propose a system that enables EUD for smart homes. Individuals after all personalize all aspects of their home, and therefore, it is valuable to equip them with the necessary tools to configure, modify, and control their smart home systems. Furthermore, the latter tools would allow them to adapt these systems as their needs or preferences change over time.
In this paper, we introduce the Simple Internet of Things Enabler (SITE), a complete system, composed of hardware and software components, that allows end-users to design and configure a smart home system that responds to their needs. The system is designed to support two broad classes of users: IT and Non-IT users. We define IT users as those that possess an undergraduate degree in a discipline that includes intermediate or advanced courses in software development, hardware development or both, or have undergone equivalent training. Non-IT users refers to users that have not undergone any training in software and hardware development. To support Non-IT users, we propose the Simple Control Language (SCL) for the central control of SOs in a smart home. We also present two algorithms for converting SCL rules into fuzzy logic. Using a set of SCL rules, the first algorithm generates corresponding membership functions while the second outputs fuzzy rules. We demonstrate through a usability study that both user classes can:
1) Build SOs out of everyday objects using the General Purpose Transducers Network (GPTN) presented in [11] ; and 2) Specify SCL rules that permits a central server to interact with these SOs. The remainder of this paper goes as follows: Section II presents an overview of related works. Section III details the proposed system design. Section IV showcases the user interface of the proposed system. Section V presents an empirical study that evaluates the usability of the system. The obtained results are analyzed and discussed in this section. Finally, Section VI concludes this paper.
II. BACKGROUND AND RELATED WORK A. ABSTRACT VIEW OF SMART HOME ARCHITECTURE
A typical smart home is composed of several SOs that communicate with a central application. This application is referred to in various works as the Distributed Services Oriented Middleware [12] , E-Servant [13] , Controller [14] , Home Gateway [15] , Gateway and Integrator [16] , ZigBeebased Intelligent Self-Adjusting Sensor (ZiSAS) [17] , etc. However, the principle functions of such application are similar and can be summarized as follows:
1) It receives sensory information from the SOs deployed in the smart home environment. 2) It controls the smart environment through commands sent (typically wirelessly) to a subset of the existing SOs deployed in that environment. These commands are usually sent in response to sensory information obtained from the environment, a user command entered onto the system, or a pre-configured timer. Also, this kind of application optionally allows the user to visualize the collected sensory information at various levels of granularity. In this paper, we will refer to such application as the Central Visualization and Control (CVC) application.
B. EXISTING SMART HOME SYSTEMS
Several works presented smart home systems for monitoring and controlling SOs [12] - [14] , [16] . These systems are composed of hardware and software components and typically allow the user to seamlessly, locally or remotely, control the house brightness, ventilation, temperature, humidity, doors and windows, and so forth. Some of these works presented an IoT middleware (a software layer linking the infrastructure and the CVC applications using it) [12] . Other researchers used mobile devices to execute the CVC application through which the user can remotely control and monitor the house SOs [14] - [16] . In these works, a home gateway or hub is used to aggregate all the data coming from the SOs before being forwarded as a single stream to the CVC application.
Developing a CVC application to interact with SOs is often a programming task. However, Nichols and Myers [18] presented a method to automatically generate user interfaces that expose CVC functions. In particular, they developed the User Interface Descriptive Language (UIDL) to describe the functionality of SOs. Using these descriptions, they devised a scheme to automatically generate interfaces to monitor and control corresponding SOs. Similarly, Mayer et al. [19] presented a modality-independent user interface generation method for IoT. Interface generation is enabled by detailed descriptions of the atomic interactive components of SOs that also capture the semantics of that interaction.
C. SMART OBJECTS (SOs)
In general, a SO is an item that can interact with other computerized items or humans in its environment. SOs can be employed within the home environment for automation (e.g. automatically adjusting the heat in each room), monitoring (e.g. measuring carbon monoxide levels), and control (e.g. switching lights through mobile phone) to achieve a so-called smart home that optimizes comfort, security, and energy savings.
Most objects in our environment do not fall under the above-presented definition of a SO. Hence, developing mechanisms to make these objects compatible with smart homes is necessary. Some researchers have tackled this challenge. For instance, several works describe general purpose sensor/actuator boards that can be attached to everyday objects. For example, in the ''smart-Its'' project, Holmquist et al. [20] developed a small ''stick-on'' computer that can be attached to un-assembled furniture parts. The purpose is to gather information about the assembly process. Hence, two separate boards were designed: the core board which is composed of a processor and wireless transceiver and the sensors board which includes light, sound, pressure, acceleration, and temperature sensors. Two more sensors can be optionally added: camera and gas sensors. Tapia et al. [21] introduced a lowcost sensor called ''state-change sensor''. This is a tap-on sensor that measures a change in an object's state in a home environment to recognize a user's activity. As an example, various tap-on sensors were added to a bed to track the movement and position of the user. A similar approach was taken by Kameas et al. [22] . They embedded hardware boards in objects (e.g., chairs, lamps, coffee jars, alarm clocks, and desks) to enable interaction between the objects and the user.
As opposed to creating a general purpose sensor board, some researchers focused on appending sensors and/or actuators to a particular object with the purpose of employing it in a specific application. For instance, Antifakos et al. [23] designed a smart door handle for user identification and room access control. They used accelerometers on the door handle and the user's wrist. The person's identity is detected by measuring the correlation between the two accelerometer signals. Also, the ''Mediacup'' project described in [24] presents a regular coffee cup augmented with temperature and motion detection sensors, a processor, and a communication module. It studies the capture and communication of the cup's status, such as moving, stationary, full, and empty. All hardware components were integrated into a board located at the base of the cup.
D. END USER DEVELOPMENT (EUD)
The EUD paradigm has been adopted for several smart home solutions. Examples of these systems are iCAP [25] , CAMP [26] and SPOK [27] . iCAP [25] allows end-users to visually design smart home applications using a pen-based interface. It permits users to specify input and output devices and setup behavioral logic using ''if-then'' rules that describe a condition and its associated action. CAMP [26] provides an interface consisting of words that can be clustered into rules that denote four pieces of information: who, what, where, and when. These pieces of information describe what actions the system will command in response to what stimulus and at what time. SPOK [27] uses a pseudo-natural language (combines rule-based and imperative programming) to define event-condition action rules to configure and control appliances.
E. SUMMARY
Although the concept of IoT can be applied to many applications, smart home systems are some of the most studied by researchers. Smart homes typically rely on SOs to realize the intelligence needed to monitor and control the home environment. We have surveyed several SO technologies and focused on general purpose sensor/actuator boards that can be attached to objects [11] , [21] , [22] . These technologies are comparable to the SO specification feature of the proposed system. However, the existing technologies have limitations on the number and type of sensors that a board can support.
Furthermore, we surveyed several typical smart home systems [12] , [16] , the CVC logic responsible for controlling the SOs is defined programmatically. This makes the update or maintenance of such systems difficult and costly. Furthermore, it would pre-empt Non-IT users from constructing such systems. The interface generation schemes presented by [18] and [19] allow users to directly monitor and control SOs.
However, these systems do not support automated control of SOs based on rules of actuation.
To respond to the limitations of programmatically defined CVC logic, several EUD systems have been proposed [25] - [27] . These systems support rule-based behavior description. The rules define principally a condition and an action. The conditions are tests on sensor values and the actions are commands to be sent to actuators. Existing EUD rules use crisp sensor and actuator values to define conditions and actions [25] , [27] .
This paper presents a complete smart home monitoring and control system. We call this system the Simple Internet of Things Enabler (SITE). SITE resolves the challenges stated above as follows:
1) SOs can be realized by appending sensor/actuator clusters built through the GPTN [11] onto ''regular'' objects. We describe the GPTN in Section III-B. 2) SOs can be controlled through the CVC using SCL or fuzzy logic rules. The SCL rules are designed to simplify the control process. We describe the CVC, along with the proposed rule specification schemes, in Section III-C. 3) SCL advocates the use of qualitative expressions as opposed to quantitative measures for rule definition. Humans assess their environment qualitatively. For example, to describe the temperature of an object, they use qualifiers such as very hot, hot, cold, etc. Hence, intuitive qualitative expressions can simplify rule construction for end-users.
III. THE PROPOSED SITE SYSTEM
A. SITE OVERVIEW SITE interacts with two types of entities: users and SOs. We define a user as an individual that creates SOs using the GPTN, and configures a smart environment, sends commands to SOs and/or visualizes the information produced by SOs using the SITE CVC. To configure a smart environment, the user specifies what SITE CVC should do in response to the data received from the SOs' sensors. For example, consider the following SO: an office chair equipped with a pressure sensor and a vibration actuator, both integrated into its seat cushion. The user can configure SITE CVC to send a command to the actuator to vibrate if the pressure is detected to be high (i.e. a person is sitting on the chair) for a couple of hours. The vibration would remind the seated person to take a walk. Figure 1 shows the high-level use cases supported by SITE. In order to setup a smart environment, the user performs the following: 1) Build SOs using the GPTN and deploy them in the environment. 2) Use the SITE CVC to: a) Register the available SOs by supplying their names and IP addresses. b) Configure all or a subset of the registered SOs by defining rules to control them through the CVC. c) Visualize SO sensor information. 
B. THE GENERAL PURPOSE TRANSDUCER NETWORK (GPTN)
In this section we describe the GPTN presented in [11] that allows the creation of network enabled clusters of transducers that can be attached to various objects to form SOs. Each cluster is associated with a single network address. The clusters are formed through a plug and play mechanism where a variety of transducers can be connected to a main board (see Table 1 ) through wires using a serial communication protocol called I 2 C (Inter-Integrated Circuit). Therefore, the main board can recognize the added and removed transducers dynamically. The network supports commonly used sensors such as temperature, pressure, light, acceleration, and CO as shown in Table 1 . All components used to create a SO are designed as small blocks that can be interconnected in many possible configurations as shown in Fig. 2 . Each cluster organizes its transmitted data into Sensor Model Language (senorML) and receives control data in Actuator Model Language (actuatorML) format [11] . Five possible media of communication can be used with the proposed transducer node including: USB (RS232), Bluetooth technology, Ethernet, WIFI, and ZigBee. However, we have improved the GPTN presented in [11] to support WIFI in order to communicate with SOs through the internet. Figure 3 illustrates a high-level architecture of the proposed SITE CVC which is composed of several functional components that we describe in the following sections.
C. SITE CVC ARCHITECTURE

1) SO REGISTRAR
The SOs available to the SITE CVC are registered by the user through the SO Registrar. During registration, the user specifies the SO name and IP address. All collected information is stored in the Static Information Database (SID).
2) SO SELECTOR
The SO Selector allows the user to select a subset of the registered SOs whose information is stored in the SID for a particular configuration profile. A configuration profile specifies which available SOs are monitored and controlled and how they are actuated. The selected SOs sensor data can be used to specify the rules of SO actuation through the Configurator. Furthermore, the SO Selector sends a message, through the Data Transmitter, querying the selected SOs about their dynamic information. Dynamic information refers to the number and type of each SO's sensors and actuators (since transducers can be added or removed dynamically through a plug and play mechanism [11] ) and real time sensor's measurements. All received dynamic information is stored in the Dynamic Information Database (DID).
3) CONFIGURATOR
SOs control definition in SITE is based on the fuzzy logic theory. Fuzzy set theory [28] is designed to mimic the human reasoning mechanism. For example, it is much easier for humans to think about room temperature in qualifying terms such as hot or cold, as opposed to specifying crisp thresholds that describe the room's thermal state. Therefore, from a usability perspective, using fuzzy logic will render the configuration of a smart environment more intuitive, especially to users with little to no computer programming background.
There are a plethora of Fuzzy controller languages, however, these controllers are suitable for engineering applications and require technical experience [29] . However, SITE supports users with no formal technical training. Therefore, we introduce SCL, a rule based language that allows users to define actions that are performed by actuators in response to sensor data or user commands. SCL will be described in Sections III-C-4 and III-C-5.
The user can set up SO control rules using one of three modes: Form-Based, Editor-Based, and Advanced. We estimate that users that possess a background in programming or IT in general can learn SCL or fuzzy logic rule creation much faster than other users. However, the goal of SITE is to support the largest set of possible users. Nonetheless, the advanced mode provides the user with more fine-tuned control capabilities.
In the Form-Based mode, the user defines the control rules using SCL. However, instead of providing the user with a text editor to write SCL, a graphical editor is employed. This editor allows the user to build SCL rules incrementally by filling a form. Hence, users do not have to learn the structure of SCL. In the Editor-Based mode, the user specifies SCL using a text editor. The SITE controller is based completely on fuzzy logic. Hence, as a last step, in both the Form-and Editor-Based modes, the SCL rules are automatically translated into fuzzy rules associated with membership functions through the Fuzzy Generator. In the Advanced mode, the user specifies fuzzy rules and creates membership functions directly without using SCL. Hence, the Fuzzy Generator is not used in the latter mode. In any case, at the end of the configuration, the fuzzy rules and membership functions are saved in the Fuzzy Database (FD). 
4) SCL SYNTAX VERIFIER
This component (see Fig. 4 ) is responsible for verifying the syntax of the SCL rules before the Fuzzy Generator translates them into fuzzy rules and membership functions. Hence, the SCL rules are processed through two stages by the modules: 1) Lexical Analyser: to convert the series of characters in SCL into tokens using regular expressions, and 2) Syntax Analyser: to ensure that the SCL rules comply with the SCL context-free grammar specified in Listing 1 and build a parse tree. Note that in the context-free grammar of Listing 1, terminals are surrounded by quotations. 
5) FUZZY GENERATOR
This component is responsible for generating the membership functions and fuzzy rules based on the SCL rules. It receives three inputs; SCL rules organized in a parse tree from the SCL Syntax Verifier and list of available SOs along with their sensors and actuators from the DID. The Fuzzy Generator component produces fuzzy membership functions for the sensors, user commands, and actuators referenced in SCL and then produces fuzzy rules that match the logic described in the SCL.
a) GENERATING MEMBERSHIP FUNCTIONS
The procedure of generating membership functions for the sensors is listed in Algorithm 1. The most common types of membership functions (triangle and trapezoid) are supported. Each transducer can have up to 6 levels in its associated membership function. The range of the membership levels (Ca and Cb) for each sensor is calculated according to the number of membership functions per sensor and the maximum measurable value of the sensor (SMAX). SMAX is retrieved from the DID.
Because the actuators (switches, vibro-tactile actuators, warning messages, timeouts) have only 2 controlled values (for example ''on'' and ''off'' in case of switches and vibrotactile actuators), their membership functions are of the ''singleton'' type and the number of these membership functions per actuator is set to 2. However, in the case of the VOLUME 5, 2017 
Advanced mode, the actuators membership functions can be of any of the common types (singleton, triangle or trapezoid). Examples of these membership functions are illustrated in Fig. 5 . As shown in the figure, the timeout has both input and output membership functions. Timeouts are used in SITE to trigger actuation events in response to the passage of time.
b) GENERATING FUZZY RULES
The Fuzzy Generator produces fuzzy rules based primarily on the logical statement in the SCL rule. However, it also produces rules necessary for starting and stopping timers. Also, the Fuzzy Generator creates rules for stopping actuation when the condition that triggered its start is no longer valid. The latter details are not specified in SCL to increase its usability. Hence, when using SCL, the user does not have to specify logic for starting, stopping, and resetting timers or actuators. The Fuzzy Generator automatically generates fuzzy rules to cover these tasks. Algorithm 2 details the steps of extracting the relevant information from SCL rules to generate corresponding fuzzy rules. Table 2 depicts examples of three SCL rules and their translation to fuzzy rules.
6) CONTROLLER
This component receives raw data from the SOs' sensors, fuzzifies it using the associated membership functions, generates the fuzzy output using the fuzzy rules stored in the FD, and defuzzifies the output into crisp results. The crisp results are sent to the associated actuator through the Data Transmitter. In addition to traditional actuators such as vibrators or electric switches, SITE supports soft actuators in the form of message generators. Hence, these soft actuators can send warnings or informative messages to the user in the form of email or SMS. Figure 6 illustrates the behavior of the Controller using a UML activity diagram. This component loads the fuzzy rules from the FD and requests real-time sensor measurement data from the SOs. Once it receives the requested data, it processes it and generates relevant actuation commands whenever necessary (per the fuzzy rules). The Data Transmitter component transmits these commands to the assigned SOs.
FIGURE. 6. Controller activity diagram.
7) VISUALIZER
This component sends a read request to the SOs' selected by the user, through the Data Transmitter, and displays their realtime sensor(s) measurements on the screen. It also displays sensor(s) information, such as the sensors' type, manufacturer, and sampling rate.
8) DATA TRANSMITTER AND RECEIVER
These components are responsible for exchanging information between the SITE CVC, user, and SOs. The information exchanged is packaged into SensorML and ActuatorML messages [11] . Note that for simplicity, we package the user command into SensorML messages where the value field is populated with the command ID. SITE CVC sends three types of requests to the SOs: read SO information, read sensor measurement, and send actuation signal. Once data is received from the SOs, it is forwarded by the Data Receiver to the DID.
9) DATABASES
The SITE CVC uses three databases to store relevant data about the smart objects, sensor measurements, and controller rules. These databases are detailed below:
• Static Information Database (SID): The SID stores information regarding the registration of the SOs, in particular, the SO names and IP addresses.
• Dynamic Information Database (DID): This database stores the dynamic information received from the smart object through the data receiver. This information includes the number and type of each SO's sensors and actuators. It also includes the real-time raw data measurements of the SO's sensors.
• Fuzzy Database (FD): This database is responsible for storing the generated fuzzy membership functions and rules as a fuzzy file during the configuration phase. The controller (Section III-C-6) retrieves these information in order to fuzzify the sensors' measured raw data.
FIGURE. 7.
Flowchart of the SITE CVC user interface.
IV. SITE CVC USER INTERFACE
In the previous section, we focused on the design and behavior of the SITE system. In this section, we illustrate the principal user interface components of the SITE CVC. The user interface is developed with the help of the LabVIEW Programming environment. ''Registered Objects'' field. The user can select the wanted SOs and add them to ''Selected Objects'' field. Once the SOs are selected, SITE CVC displays relevant information about them in the ''Objects' Dynamic Information'' field (see the main window in Fig. 8 ).
FIGURE. 9.
Visualizer window showing the real-time measurements for two sensors of a registered object.
To monitor real time sensors' measurements for the selected SOs, the user can run the visualizer by clicking on the ''Visualizer'' button. Figure 9 shows an example of the visualizer window showing two sensors' measurements for a registered object. The type of the displayed measurement meter is specified in the sensorML messages received from the SO.
The main window in Fig. 8 contains buttons that correspond to the three ''Configurator'' modes: Form-Based, Editor-Based and Advanced. The Form-Based and EditorBased configurators (shown in Figs. 10(a) and 10(b) ) are SCL based. The Form-Based mode is designed for novice users and allows the specification of rules using a simplified Graphical User Interface (GUI). The user simply builds SCL rules by completing a form. In the Editor-Based mode, the user enters SCL textually.
The Advanced configurator mode is the most expressive as it allows the user to directly specify fuzzy rules and membership functions. Hence, the user is not restricted in the level, range, and shape of the membership functions. Figure 10 
V. SITE USABILITY STUDY
In this section we present an empirical study that assesses the usability of the SITE system. We propose the following hypothesis: ''Given that users receive individually a 15 minutes video tutorial about using the SITE system, they will be able to successfully complete the tasks of: 1) Building SOs using the GPTN framework; 2) Visualizing the data generated by the SOs; and
3) Defining rules to control SOs through the SITE CVC.''
The experimental procedure is composed of 5 main phases as shown in Fig. 11 . Each of these phases is explained in Section V-B.
A. PARTICIPANTS
We conducted a user trial involving 20 adults (10 males and 10 females) with a mean age of (29.45 ± 5.3) years. All participants signed an informed consent form. 
B. PROCEDURE 1) BACKGROUND QUESTIONS
The subjects were first asked four questions centered on their experience in information technology. Table 3 presents the distribution of their answers. Based on the answers, the participants were divided into two broad user groups; IT (5 males and 5 females), and non-IT (5 males and 5 females). A description of the user groups is shown in Table 4 .
2) TUTORIAL
Participants received individually a 15 minutes video tutorial describing how to build a SO using the GPTN and interact with the SITE CVC. The tutorial is designed to teach the subjects by example. Hence, it shows them how to build a s mart chair (described next section). Also, the subjects were given an instruction manual that covers the same material as the video tutorial. They were told that they can reference the manual whenever needed during the evaluation.
3) USABILITY SCENARIOS
Participants were directed to build SOs in three selected scenarios. For the first scenario ( Fig. 12(a) ), the users were asked to realize a smart chair that vibrates when the user continuously sits for a predefined period. The chair is also equipped with a basic posture monitoring mechanism to ensure that the seated person does not lean forward for a prolonged period. This scenario was covered by the tutorial. Hence, the users were required to reproduce the steps shown in the tutorial. To build the smart chair, the subjects had to append: 1) A pressure sensor on the seat to sense the presence of a seated person 2) A light sensor on the back to detect whether the seated person is leaning forward 3) A vibro-tactile actuator on the back to convey a haptic warning regarding sedentary behavior For the second scenario (Fig. 12(b) ), the users were asked to realize a smart fridge that sends a notification message in the form of email or SMS when the eggs container is empty. It also activates a buzzer if the fridge door is open for a predefined period. To build the latter SO, the subjects had to append: 1) A pressure sensor underneath the eggs container to detect the presence of eggs 2) A light sensor inside the fridge to detect when the door opens 3) A buzzer inside the fridge to remind users to close the fridge's door For the third scenario (Fig. 12(c) ), the users were asked to realize a smart living room where a TV set is turned on when the user sits on the couch, a lamp light intensity changes depending on the room's lighting level, and a fan speed changes based on the room's temperature. To build the necessary SOs for this scenario, the subjects had to append: 1) A pressure sensor to the couch seat cushion to sense the presence of a seated person; 2) A temperature and light sensors inside the room to measure the room's temperature and light intensity; 3) An On-Off actuator to control the TV power; 4) Two dimmer actuators for the lamp and fan. Each scenario was divided into multiple tasks as shown in Table 5 . Subjects were asked to select any Controller Configurator mode. They all selected the Form-Based mode.
C. EVALUATION METRICS
We assessed the usability of the proposed system using the metrics presented in the following sections.
1) ERROR SCORE
The error score corresponds to the severity of mistakes committed by a subject during task performance [30] , [31] . Each task is given an error score between 0 and 1 as follows: 1) Very High Severity (1): Errors preempted task completion. 2) High Severity (0.75): Errors led to significant difficulties in task completion. 3) Medium Severity (0.5): Errors required substantive remedial actions. 4) Low Severity (0.25): Error required minor remedial actions. 5) No Error (0): Task was completed without error. Every task was given a score between 0 and 1. So if all the participants completed the tasks without error, the sum of error score would be 0. In contrast, if all of them fail to complete all the tasks, the sum of error score would be 300 (20 participants x 15 tasks).
2) EFFICIENCY
ISO-9241 standard defines the efficiency as: ''resources spent by user in order to ensure accurate and complete achievement of the goal'' [32] . Hence, in software and information systems, the resource is considered as the time spent by the user to accurately achieve the goal. This time-based efficiency can be calculated using the following equation [33] :
Where: N = number of tasks R = 10 (Number of participants per group) n ij = The result of task i by participant j (1 if the task is completed successfully and 0 if not) t ij = The time elapsed for completing task i by participant j.
3) SURVEY
In addition to the quantifiable metrics, a survey was used to measure the subjects' satisfaction level. A total of 11 questions, 7 Likert scale and 4 open ended, were answered by the subjects at the end of the evaluation. These questions, along with the subjects' answers are provided in the next section.
D. RESULTS Table 6 presents the sum of error score and the %error score for the IT users, Non-IT users, and all participants. For scenario 1, the sum of error score and %error score metrics are very comparable across both user groups. A 1-tailed Mann-Whitney test indicates that the sum of error score for scenario 1 is greater for Non-IT users (3.25) compared to IT users (1.75), U = 40.5, p = 0.481. The difference between both groups is not statistically significant. There is a slight increase of less than 2% in the %error score for Non-IT users. For scenario 2, the error score of the Non-IT users (4.5) is almost twice as high as that of the IT users (2.5). However, it is still a somewhat inconsequential score, considering that the maximum possible sum of error score is 40 (10 participants × 4 tasks). A 1-tailed Mann-Whitney test reveals that the error score difference between both groups for scenario 2 is statistically insignificant, U = 33.0, p = 0.218. The error score for Non-IT users in scenario 3 (10.75) is also slightly higher than that of IT users (8.25) with a 4% increase in %error score. The maximum possible error score is 70 (10 participants × 7 tasks). The 1-tailed MannWhitney test reveals that the error score difference between both groups is statically insignificant, U = 34.0, p = 0.247. Note that the Mann-Whitney non-parametric statistical test of difference was employed for the three scenarios since the normality assumption could not be satisfied. Figure 13 shows the sum of error score per task for each scenario. p = 0.002 for scenario 3. This is also reflected in Fig. 14(b) that shows that the calculated time-based efficiency for Non-IT users is below that of IT users by 18.6% for scenario 1, 25.9% for scenario 2, and 13.3% for scenario 3. Note that the Mann-Whitney non-parametric statistical test of difference was employed since the normality assumption could not be satisfied. Table 7 summarizes the results found from Mann-Whitney test.
In terms of participants' satisfaction, we present the results of the survey conducted after test completion. The first seven questions were Likert-scale based and prompted participants to specify their opinion on various interaction aspects by selecting one of five options. Table 8 lists these questions. Figure 15 graphically summarizes the percentage of the IT and Non-IT participants' satisfaction associated with them. The last open ended question asked participants if they have any suggestions to improve the study. Most of the suggestions focused on improvements to the tutorial. There were few suggestions for various services:
Suggestion#4: ''. . . this system can be linked directly to the grocery store in the case of scenario 2'' E. DISCUSSION We elected to permit users to choose the Controller Configuration mode of their choice. They all chose the FormBased mode for rule specification. This is unsurprising given that this mode does not require users to remember SCL syntax or develop fuzzy logic expertise. All of our subjects were first time users of SITE. We suppose that increased familiarity with the system after prolonged interaction might encourage users to use the Editor-Based mode. This mode might offer a faster method of entering rules into the system given that the user has memorized the syntax after repeated use. The Advanced mode will probably only benefit expert users familiar with fuzzy logic knowledge. Although this might be a small user group, we developed this mode to allow interested user to fine-tune control rules more effectively.
Although there were small differences in the performance of IT and Non-IT users in terms of error score, elapsed time, and time-efficiency, all subjects successfully completed the three scenarios. We obtained a statistically significant difference across groups in the elapsed time for scenarios 1 and 3. However, we did not find a statistically significant difference in the error score across groups for the scenarios. Hence, we can deduce that although Non-IT users were spending more time performing the tasks, they were not committing significantly more errors. IT users had a particular advantage in both scenarios 2 and 3 since subjects were not assisted in the development and configuration of both the smart fridge and smart living room. Although the completion of these scenarios did not require technical skills beyond those that were covered in the tutorial, they involved some design tasks pertaining to the choice of sensors, their placement (subjects were given hints on sensor placement), and the development of SCL rules.
Both types of users were highly satisfied by the interaction with SITE, as evidenced by the results of the survey. These results are encouraging as they reflect the potential desire of Non-IT users to not only benefit from smart home systems, but also participate in their development.
The hypothesis stated at the beginning of Section V is validated given that all participants were able to successfully complete the experiment's tasks.
F. LIMITATIONS
We identify limitations related to the size and scope of the study. We list them as follows: 1) Number of participants: There is an on-going debate about the appropriate sample size in usability studies. Nielsen [34] recommends the recruitment of 20 subjects for quantitative usability studies. We have followed this recommendation. 2) Age range of the participants: None of the subjects were above 42 years of age in both user groups. Older individuals are potentially less comfortable with technology [35] and hence might attain a lesser level of success, especially for Non-IT users. Further studies are needed to assess the usability of the system with other age groups. 3) Scope of features investigated: All subjects chose the Form-Based mode for rule specification. This left the other configuration modes untested. Further investigations are required to assess the usability of the other supported modes.
VI. CONCLUSIONS
In this paper, we propose the SITE system that interacts with two types of entities: users and SOs. SITE allows the development of a smart environment using the GPTN to create SOs and SITE CVC to specify the SO control. The system supports users with varying levels of technology expertise. Hence, three modes of SO control rules specification are provided (Form-Based, Editor-Based and Advanced). The Form-Based and Editor-Based modes are SCL based and designed for novice and expert users. The Advanced mode allows more refined rule specification and is designed for technology savvy users with basic knowledge of fuzzy logic. An Empirical study was conducted to evaluate the usability of the SITE system. Twenty (IT and Non-IT) participants were directed to build SOs and interact with the SITE CVC.
Although some differences in performance were observed across the groups, with the IT user group achieving a slightly smaller error score and higher time-efficiency, all users were able to complete the experimental tasks. Furthermore, both user groups expressed their satisfaction with the system. These encouraging results signify that Non-IT users might be interested in taking on the role of smart home system designer in addition to end-user.
With the availability of cloud computing, it is possible to achieve a secure real-time monitoring and controlling of SOs at home without requiring large memory or computational resources to run the CVC. For that reason, as a future work, we are planning to integrate the SITE CVC onto a cloud platform that can provide elastic resource allocation.
