Abstract-Agile methods have gained wide acceptance over the past several years, to the point that they are now a standard management and execution approach for small-scale software development projects. While conventional Agile methods are not generally applicable to large multi-year and mission-critical systems, Agile hybrids are now being developed (such as SAFe) to exploit the productivity improvements of Agile while retaining the necessary process rigor and coordination needs of these projects. From the perspective of Independent Verification and Validation (IV&V), however, the adoption of these hybrid Agile frameworks is becoming problematic. Hence, we find it prudent to question the compatibility of conventional IV&V techniques with (hybrid) Agile practices. This paper documents our investigation of (a) relevant literature, (b) the modification and adoption of Agile frameworks to accommodate the development of large scale, mission critical systems, and (c) the compatibility of standard IV&V techniques within hybrid Agile development frameworks. Specific to the latter, we found that the IV&V methods employed within a hybrid Agile process can be divided into three groups: (1) early lifecycle IV&V techniques that are fully compatible with the hybrid lifecycles, (2) IV&V techniques that focus on tracing requirements, test objectives, etc. are somewhat incompatible, but can be tailored with a modest effort, and (3) IV&V techniques involving an assessment requiring artifact completeness that are simply not compatible with hybrid Agile processes, e.g., those that assume complete requirement specification early in the development lifecycle.
I. INTRODUCTION
Agile development practices [6] are attractive for many systems development projects due to faster development of systems while maintaining a focus on customer satisfaction. The benefits arise from improved collaboration via close customer interaction, daily standup meetings, and retrospection after each release. The focus on delivering value to the customer is maintained by allowing the customer to prioritize features to be developed and emphasizing system development rather than documentation and early lifecycle attention to requirements. Agile development readily accommodates change using staged, iterative development, just-in-time feature and user story elaboration, and the use of rapid application development techniques and tools.
The unqualified success of Agile development on small-tomedium size systems, has led to a proposed expansion to include large-scale systems and mission-critical systems. Although initially met with skepticism, successes reporting large-scaled software development [1] , [2] , [3] and development within FDA regulated environments [5] have led practitioners to reconsider their uncertainty. Moreover, the evolution of hybrid systems like SAFe [7] has shown that Agile practices within a large-scale development effort can, in fact, exist harmoniously.
Agile development practices, however, present significant challenges to IV&V [8] . Because of their longevity and/or complexity, IV&V is most often applied to large-scale or mission-critical system development. We have found that IV&V is most effective (greatest return on investment, least rework) if performed early in the development lifecycle [9] , [10] . Agile development produces few early lifecycle artifacts. Moreover, detailed requirements are documented informally via features and user stories, and as the project evolves. Although relationships among features are identified at a high level during the first iteration, details of relationships inside and among features are defined as-needed throughout the lifecycle. Consequently, much of the information needed to perform effective early lifecycle IV&V does not exist.
In support of the continued integration of Agile practices with IV&V techniques, we present an examination of the relationships between the two. Section 2 outlines the findings of a literature search focused on the application of Agile practices to large-scale and mission-critical development efforts. Section 3 presents two classes of hybrid Agile framework designed to accommodate large-scale software development. Section 4 characterizes groups of IV&V techniques relative to their applicability within an Agile development environment. And finally, Section 5 describes our next set of steps.
II. LITERATURE REVIEW
The first phase of this research has been to perform a comprehensive literature review to identify work that has applied Agile to large mission, safety-critical, and high-risk systems. We are particularly interested in validated studies which identify artifacts and capture information relevant to IV&V.
We have currently found 59 documents that focus on the application of Agile to large scale mission, safety and high-risk systems. They are a composition of ebooks, papers and presentations. The relevance and contributions of each are documented in an annotated bibliography.
A. Mission/Safety-Critical and High Risk Systems
Seventeen of the references deal at least partially with mission/safety-critical or high risk systems. The development approaches they describe are predominantly hybrids of Agile and traditional (waterfall) approaches. The typical challenges confronting the developers were:
A lack of traceability between requirements, design, code and testing artifacts, Requirements that were constantly evolving, Weak documentation, Providing an atmosphere that promoted inter-team coordination, Understanding, documenting and coding complex algorithms, and Providing a maintainable product.
Stemming from the characteristics embodied in a hybrid development environment, the typical benefits outlined in the papers were:
Exploiting intra-team communications, and at the same time, promoting inter-team communication,
Providing an additional birds-eye overview that guides concurrent development "scrums,"
Having small teams, Supporting a strong testing methodology and environment, and Supporting a more effective validation through continuous customer involvement.
The above section described findings of papers focusing on large-scale software development within an Agile framework. We now summarize our finding from papers that had both an IV&V and Agile component.
B. Implementing IV&V within an Agile Environment
Four of the references describe Agile development environments where an IV&V effort was being employed.
McGinn, et.al., describe a process that integrates information assurance personnel into the Agile team. The authors contend that this integration reduces the role of IV&V to "minimally disruptive administrative checks and audits, obviating the intensive auditing that typically disrupts system development" [4] .
Leffingwell contends that when developing high assurance systems, a software requirements specification is an absolute necessity for V&V to be effective [7] .
The author of [8] identifies five aspects of Agile development that IV&V should focus on: control points, the backlog, iterative requirements, product value and process/practices.
In [11] Leffingwell, et. al., describe an augmented Agile process model that scales up and supports documentation, traceability, and V&V. It is like the RAD model, but has scrum-like iteration activities. The scaled framework has an initial portfolio level that incorporates a long-term view of system development, an architectural component, and scrum-like iteration activities. The model supports continuous V&V at the end of each iteration.
A consensus observation for large mission/safety-critical systems is that they (a) require a hybrid Agile/conventional development process, (b) present significantly difficult challenges, but (c) are gaining in popularity.
III. EXPLORING HYBRID AGILE DEVELOPMENT ENVIRONMENTS
A Hybrid Agile Development process embodies structures and practices found in both the conventional waterfall development process and the pure Agile development process. In general, hybrid Agile processes are designed to accommodate the development of large-scaled, mission-critical systems. As shown in Figure 1 , a hybrid Agile process can fall anywhere in the continuum between pure waterfall and pure Agile.
Figure 1: Hybrid Agile Continuum
One hybrid approach is to embed Agile practices into the waterfall process. These hybrids are often referred to as WaterScrum-Fall processes [17] . Figure 2 illustrates a conceptual characterization of the Water-Scrum-Fall process. The early development components are conventional waterfall process phases, e.g. requirements and design. The iteration components are concurrent/sequential Agile sprints. The later development components are, again, waterfall phases, e.g., I&T, etc. Another category of hybrid processes is one that is more to the right on the hybrid continuum. They are often referred to as Scaled Agile Processes. Scaled Agile Processes attempt to remain as true to the Agile process as possible while still accommodating large-scale software development. Figure 3 depicts one particular scaled Agile process called SAFe. SAFe is an acronym for Scaled Agile Framework [11] . As shown in Figure 3 , The Portfolio Vision captures the strategic themes of the product to be developed and encapsulates them in business/architecture epics. They also help define the major releases (release trains). Epics and Release trains codify, at a high-level, the initial set of requirements and architecture. At the Program Vision level, the focus in on one particular release train. It serializes the intended development of the program epics (derived from the Portfolio Vision) as well as decomposes them into smaller pieces called features. The architecture that binds the program epics together continues also to evolve (architecture runway). Finally, the Team vision illustrates the decomposition of features into stories and the concurrent/sequential development of sets of stories (Iterations).
One of the more prominent objectives of Agile development is to accommodate change. Simplistically, SAFe achieves this by (a) delaying the detailed specification of Agile Trains (see Portfolio Vision) until its predecessor is well defined (as shown in the Program Vision), (b) delaying the detailed specification of a program increment's architecture and features until their predecessor program increment is completed (see Program Vision), and (c) delaying the decomposition of features into stories until preceding features have been implemented at program increments. Water-ScrumFall processes also implement the delaying strategy, but to a lesser extent. They may fully develop the requirements and design, but serialize the refinement/implementation of set of features on an as-needed basis. They might then return to a conventional I&T after all sets of features have been developed. In doing so, however, they cannot fully exploit the accommodation of change.
Figure 3: Scaled Agile Framework
The delaying process is significant because less rework is needed if a higher-level component changes. Unfortunately, this is also problematic for IV&V because many methods require development of sets of artifacts to be completed earlyso that error detection can be achieved. However, because of the delaying process found in hybrid Agile processes, that completeness (and hence, early error detection) is lacking. Consider, for example, interface design. To ensure that the data flow definitions between all module interfaces is consistent, IV&V needs a complete set of interface descriptions. With the evolutionary (or delaying) process underlying Agile development, many artifacts are incomplete until near the end of the project development.
The primary objective of this section is to convey to the reader the negative impact that hybrid Agile development can have on conventional IV&V. That is, the iterative refinement of development artifacts over time impedes the application of those IV&V methods that expect artifact completeness. The next section provides in-depth discussion of that impact.
IV. INVESTIGATING THE COMPATIBILITY BETWEEN AGILE PRACTICES AND IV&V TECHNIQUES
From an IV&V perspective, the emergence of Agile development methods being applied to large-scale and missioncritical systems presents a host of problems. Hence, the third component of our research effort has been to (a) identify obstacles to performing IV&V within a (hybrid) Agile development approach, and (b) explore the degree to which existing IV&V processes and emerging Agile development processes might require tailoring.
Our investigative approach centered on identifying a set of standard IV&V methods, and then determining their applicability within a typical hybrid Agile environment. References [12] , [13] , [15] provide examples of typical IV&V methods applied during the development of software systems.
We identified 30 of the more prominent methods that are applied to artifacts generated throughout the software development lifecycle. We then explored the applicability of each example method within a hybrid Agile development framework. More specifically, for each method we Identified the necessary artifacts (inputs) needed to execute the IV&V method, Determined when during the development lifecycle, i.e. what phase or milestone, the IV&V method expected those artifacts to be available, Established when during a hybrid Agile development lifecycle those necessary artifacts were actually produced, and finally Based on expected and actual artifact availability, imputed the extent to which the method could be effectively executed.
Our more important finding from the process defined above is that, from a hybrid Agile application perspective, three classes of methods emerge:
1. Methods that are applicable as defined. These methods are those which apply to artifacts already being produced early in the lifecycle process, and usually before software development begins, e.g. system security requirements. Thirteen of the thirty methods fell into this category.
2.
Methods that require only minimal modification to be applicable. These methods are typically those that involve some form of tracing, e.g., tracing test procedures back to requirements. One minimalist approach to tailoring would be to restrict the tracing of test procedures to a selected subset, rather than expect the complete set to be available for tracing. Ten of the thirty methods fell into this category.
3.
Methods that need to be replaced. Methods that comprise this class involve some form of completeness constraint before they can be applied. For example, methods assessing interface requirements or design most often require that the sets be complete before analysis can be successfully performed. Seven of the thirty methods fell into this category.
The seven classes of incompatibility issues we identified are 1. Interface requirements verification. In the hybrid Agile approach, interfaces are developed incrementally as requirements evolve via features and stories. Interface requirements verification is a priority because interfaces are a common cause of integration problems and can require extensive rework to correct.
2. Interface design verification. This activity flows from interface requirements, which as noted above, and are completed much later in a hybrid Agile project than with conventional lifecycles.
3. Verification of requirements attributes such as completeness, correctness, freedom from undesirable emergent behavior. In a waterfall lifecycle, this analysis can be performed fairly early, allowing issue resolution before the design has progressed very far. In a hybrid Agile framework, the necessary information is developed incrementally and it is generally not possible to assess emergent behaviors until quite late in the development effort.
4. Scenario-based testing, particularly cases involving adverse environments.
5. Bi-directional completeness tracing including fault management and operational performance. Normally a fairly early lifecycle activity, this tracing seeks to ensure that all implemented functionality is required, all faults are handled correctly, and hazard responses are correct.
6. Verification of system software safety for safetycritical applications such as medical, automotive control, and aerospace. This activity spans the entire development process, but key elements of it can, in conventional projects, be performed in the requirements and design lifecycle phases. In a hybrid Agile project, the requirements and design evolve as functionality is added which delays safety analysis.
7. Verification of system flows such as control, data, energy, money, electrical and hydraulic power, vehicles, and people. Flow verification is crucial in any mission-critical system and in conventional top-down development approaches, the flows are defined and refined across the lifecycle. Standard flow analysis techniques can't be applied in hybrid Agile projects until so late in the project that issues identified will be expensive to correct.
The incompatible methods entail some of the most important IV&V analyses. Therefore, we can conclude that, in order to exploit the productivity benefits available from hybrid Agile for mission-critical and safety-critical systems, new analysis techniques are needed.
V. WHERE TO NEXT
We plan to investigate alternatives to address the incompatibilities from two perspectives: the developer and IV&V. The objectives are to increase the probability of development success and simultaneously facilitate meaningful IV&V. From the developer perspective, adjustments to the hybrid Agile lifecycle can provide some needed information earlier in the project when it is more valuable to IV&V. From the IV&V perspective, new techniques such as IV&V system modeling appear promising to provide a structure to incrementally perform IV&V analysis so that issues can be detected as soon as feasible and to minimize the lag between development completion and IV&V completion. Preliminary work on both fronts is encouraging.
