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Abstrakt
Prˇedkla´da´na´ bakala´rˇska´ pra´ce se zaby´va´ problematikou na´vrhu a tvorby serverove´ aplikace pro
syste´m inteligentnı´ doma´cnosti, kde jejı´m zameˇrˇenı´m je poskytnout tomuto syste´mu mozˇnost vy´-
pocˇtu˚ nad daty ve formeˇ modula´rnı´ho prostrˇedı´. Pra´ce rozebı´ra´ a detailneˇ popisuje architekturu
syste´mu, pro ktery´ je aplikace urcˇena, se zameˇrˇenı´m na jeho serverovou cˇa´st. Z te´to analy´zy vycha´zı´
fa´ze na´vrhu, ktera´ popisuje zpu˚sob komunikace aplikace s jejı´m okolı´m, navrhuje ukla´da´nı´ dat a
konfiguraci. Da´le pra´ce prova´dı´ vy´beˇr vhodny´ch technologiı´ a rozebı´ra´ technicke´ detaily realizace
vy´sledne´ aplikace. Nakonec se pra´ce veˇnuje zpu˚sobu testova´nı´ a dokumentuje nasazenı´ do urcˇene´ho
syste´mu se zhodnocenı´m funkcˇnosti cele´ aplikace, kde se take´ mu˚zˇeme docˇı´st o mozˇne´m dalsˇı´m
rozsˇı´rˇenı´ pra´ce.
Abstract
The bachelor thesis dealswith the issue of concept and realization of the server application for a smart
home system, where the purpose of the whole application is in the form of framework that offers the
calculations and possible actions among the system. The theoretical part of this thesis analyses and
describes architecture of the existing systemwith the focus on the server part. From previous analysis
is derived the concept of the application. The concept describes theway of communicationwith other
nodes of the system, storing data and configuration. Further the thesis selects the used technologies
and deals with the implementation details of the project. Furthermore the thesis documents testing,
the integration into described smart home system and results of functionality of the application. In
the conclusion is discussed further possible expansions of the project.
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Kapitola 1
U´vod
Inteligentnı´ du˚m cˇi doma´cnost je objekt, ktery´ je automatizovany´ a zajisˇt’uje tak idea´lnı´ prostrˇedı´
pro jedince. Jediny´m faktorem idea´lnı´ho prostrˇedı´ neby´va´ jen komfort, ale take´ efektivita vyuzˇitı´
energeticky´ch zdroju˚, schopnost autonomnı´ spra´vy objektu bez prˇı´tomny´ch osob a v neposlednı´
rˇadeˇ take´ vzda´lene´ sledova´nı´ objektu a jeho spra´va pomocı´ koncovy´ch zarˇı´zenı´. Pojem inteligentnı´
je zde mnohoznacˇny´, protozˇe zde zahrnuje vsˇechny vlastnosti objektu definovane´ho vy´sˇe. Jak jisty´
management nad objektem, monitorova´nı´ objektu, ale i opravdu umeˇlou inteligenci, ktera´ rozhoduje
na za´kladeˇ jisty´ch faktoru˚, zda se ma´ cˇi naopak nema´ vykonat neˇjaka´ akce. Tyto faktory jsou obvykle
zada´va´ny uzˇivatelem uvnitrˇ objektu cˇi kdekoli jinde, kdema´ uzˇivatel prˇı´stup ke globa´lnı´ sı´ti Internet.
Chceme-li tedy vytvorˇit syste´m inteligentnı´ doma´cnosti, ma´me na vy´beˇr ze dvou mozˇnostı´.
Budeme implementovat server s daty a verˇejnou IP adresou s jednoduchy´m prostrˇedı´m pro rozho-
dova´nı´ spra´vy jedne´ doma´cnosti nebo implementujeme vy´konny´ server umı´steˇny´ na pa´terˇnı´ lince s
verˇejnou IP adresou pro vsˇechny tyto doma´cnosti, kde ovsˇem bude muset by´t sofistikovane´ prostrˇedı´
pro spra´vu rozhodova´nı´ u´loh vsˇech doma´cnostı´.
Prˇedmeˇtem te´to bakala´rˇske´ pra´ce je na´vrh a vy´voj prostrˇedı´ do druhe´ varianty popsane´ho sys-
te´mu. Konkre´tneˇ je zada´nı´m navrhnout a implementovat do jizˇ existujı´cı´ho syste´mu inteligentnı´
doma´cnosti prostrˇedı´, ktere´ by meˇlo umozˇnˇovat vkla´da´nı´ samostatny´ch aplikacˇnı´ch modulu˚, ktere´
budou prova´deˇt vy´pocˇty nad daty zı´skany´mi v ra´mci inteligentnı´ doma´cnosti a dle vy´sledku˚ roz-
hodovat o prova´deˇnı´ ru˚zny´ch akcı´. Z du˚vodu, zˇe prostrˇedı´ slouzˇı´ zejme´na pro vkla´da´nı´ a obsluhu
teˇchto samostatny´ch modulu˚, tak budeme toto prostrˇedı´ nazy´vat jako modula´rnı´ prostrˇedı´ (pro neˇk-
tere´ cˇtena´rˇe zna´meˇjsˇı´ pod pojmem framework). Data, nad ktery´mi se budou tyto vy´pocˇty prova´deˇt
budou zı´skana´ z teplotnı´ch, spı´nacı´ch a jiny´ch cˇidel v kazˇde´ doma´cnosti (meteorologicke´ velicˇiny
jako teplota nebo i jine´, naprˇı´klad za´znam o sepnutı´ pohybove´ho cˇidla). Navı´c tyto aplikacˇnı´ moduly
musı´ by´t mozˇno zava´deˇt, spousˇteˇt a pozastavovat prˇi beˇhu tohoto prostrˇedı´.
V na´sledujı´cı´ kapitole cˇ. 2 si rozebereme architekturu jizˇ konkre´tnı´ho syste´mu inteligentnı´
doma´cnosti, do ktere´ se bude modula´rnı´ prostrˇedı´ navrhovat a na´sledneˇ i implementovat. V dalsˇı´
kapitole cˇ. 3 provedeme vhodny´ na´vrh tohoto rˇesˇenı´ s pomocı´ analy´zy syste´mu z prˇedchozı´ kapitoly.
Dalsˇı´ kapitola cˇ. 4 popisuje implementaci rˇesˇenı´, kapitola cˇ. 5 kontroluje jeho funkcˇnost a hodnotı´
dosazˇene´ vy´sledky a v poslednı´ kapitole cˇ. 6 diskutujeme dalsˇı´ mozˇne´ rozsˇı´rˇenı´ implementace.
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Kapitola 2
Popis existujı´cı´ho syste´mu
Kapitola popisuje stav vyvı´jene´ho syste´mu inteligentnı´ doma´cnosti k datu 1. dubna 2015. Protozˇe je
syste´m pod neusta´ly´m vy´vojem, mohou se neˇktere´ detaily po dobu psanı´ pra´ce lisˇit. Nemeˇlo by se
vsˇak jednat o za´sadnı´ zmeˇny architektury, a ty, ktere´ jsou prˇedmeˇtem zmeˇn, jsou v textu explicitneˇ
uvedeny.
2.1 Architektura
Obecne´ sche´ma architektury syste´mu inteligentnı´ doma´cnosti je zna´zorneˇno na obra´zku 2.1 nı´zˇe.
Architekturu syste´mu mu˚zˇeme rozdeˇlit do trˇı´ uceleny´ch cˇa´stı´. Senzory (aktory) a jejich adapte´r,
server a mobilnı´ zarˇı´zenı´.
Obra´zek 2.1: Diagram architektury inteligentnı´ho syste´mu bez modula´rnı´ho prostrˇedı´.
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Senzory resp. aktory jsou elementa´rnı´ prvky cele´ho syste´mu, zı´ska´vajı´ ru˚zne´ velicˇiny o ovzdusˇı´
resp. mohou meˇnit stav zˇa´rovky cˇi vykona´vat jine´ akce. V blı´zkosti teˇchto senzoru˚ je umı´steˇn
adapte´r, ktery´ ma´ na starosti spra´vu teˇchto aktoru˚, komunikaci s nimi a zı´ska´va´nı´ novy´ch velicˇin.
Za´rovenˇ ma´ adapte´r na starosti komunikaci s dalsˇı´ cˇa´stı´ syste´mu, serverem. Server je dalsˇı´ ucelenou
cˇa´stı´ architektury syste´mu a ma´ za u´kol provoz ru˚zny´ch sluzˇeb jako je databa´ze, uchova´vajı´cı´
hodnoty jako naprˇ. velicˇiny prˇijate´ ze senzoru˚, Adapter server komunikujı´cı´ prˇı´mo s fyzicky´mi
adapte´ry a v neposlednı´ rˇadeˇ UI Server, ktery´ komunikuje prˇı´mo s mobilnı´mi zarˇı´zenı´mi (viz.
da´le). Tyto sluzˇby jsou zde podrobneˇji naznacˇeny jako entity s orientovany´mi vazbami mezi sebou
zna´zornˇujı´cı´ komunikaci v prˇı´slusˇne´m smeˇru. Jedna sˇipka zna´zornˇuje jednosmeˇrnou komunikaci,
dveˇ sˇipky znamenajı´ obousmeˇrnou komunikaci. Jako poslednı´ ucelenou cˇa´stı´ je mobilnı´ zarˇı´zenı´,
ktere´ reprezentuje uzˇivatelske´ rozhranı´ cele´ho syste´mu. Umozˇnˇuje asociovat senzory ke konkre´tnı´m
adapte´ru˚m, zobrazovat aktua´lnı´ stavy senzoru˚, vykreslovat grafy pomocı´ nameˇrˇeny´ch historicky´ch
hodnot, vzda´lenou spra´vu aktoru˚ apod. S mobilnı´mi zarˇı´zenı´mi se komunikuje jak pomocı´ sluzˇby
UI server na straneˇ serveru, tak je zde vyuzˇita i sluzˇba GCM 1 pro efektivneˇjsˇı´ zası´la´nı´ informacˇnı´ch
zpra´v.
V na´sledujı´cı´ch podkapitola´ch si rozebereme jednotlive´ entity syste´mu inteligentnı´ doma´cnosti s
jejich komunikacemi mezi sebou s du˚razem na serverovou cˇa´st a jejı´ sluzˇby, ktere´ se budou na´sledneˇ
vyuzˇı´vat prˇi na´vrhu modula´rnı´ho prostrˇedı´.
2.2 Senzory (aktory)
Senzory (i aktory) jsou bezdra´tove´ koncove´ prvky, ktere´ se pomocı´ bezdra´tove´ho protokolu MiWi
(od spolecˇnosti Microchip) prˇipojujı´ (pa´rujı´) s adapte´rem. Tyto prvky jsou navrzˇeny pro co nejmensˇı´
spotrˇebu elektricke´ energie, aby mohly by´ti napa´jeny pomocı´ vy´meˇnny´ch bateriı´. Pokud jsou tyto
prvky vyuzˇity jako cˇasove´ spı´nacˇe jiny´ch zarˇı´zenı´, je mozˇne´ je napa´jet za´rovenˇ ze sı´teˇ a dosa´hnout
tak vysˇsˇı´ spolehlivosti. Senzory dle sve´ho typu snı´majı´ ru˚zne´ velicˇiny (senzor pohybu, senzory
meteorologicky´ch velicˇin) a aktory zpravidla fungujı´ jako spı´nacˇe jiny´ch zarˇı´zenı´ jako naprˇ. au-
tomaticke´ rˇı´zenı´ venkovnı´ho osveˇtlenı´, rˇı´zenı´ centra´lnı´ho topenı´ cˇi klimatizace. Kazˇdy´ prvek ma´
sve´ jednoznacˇne´ oznacˇenı´, se ktery´m se prˇihlasˇuje k adapte´ru. Velicˇiny jsou snı´ma´ny periodicky po
cˇase zadane´m uzˇivatelem. Nastavenı´m veˇtsˇı´ periody mu˚zˇe uzˇivatel dosa´hnout nizˇsˇı´ spotrˇebu teˇchto
zarˇı´zenı´.
2.3 Adapte´r
Adapte´r je zarˇı´zenı´ prˇipojene´ do vnitrˇnı´ sı´teˇ, ktere´ si procesem pa´rova´nı´ registruje vsˇechny senzory
(aktory). Tı´mto pa´rova´nı´m se provede jednoznacˇna´ identifikace koncovy´ch prvku˚, se ktery´mi adapte´r
na´sledneˇ komunikuje. Pa´rova´nı´ senzoru˚ s adapte´rem je nutne´, protozˇe jak bylo vy´sˇe zmı´neˇno, adapte´r
nemu˚zˇe odhadnout prˇesneˇ dobu prˇı´chodu dat od koncovy´ch prvku˚.
Stejneˇ jako senzory (aktory), tak i adapte´r je jednoznacˇneˇ identifikova´n pomocı´ jednoznacˇne´ho
identifika´toru, ktery´ je reprezentova´n pomocı´ QR ko´du na kazˇde´m adapte´ru. Pro prˇı´pad chyby cˇtenı´
QR ko´du je navı´c prˇı´mo uveden v cˇı´selne´ podobeˇ na zarˇı´zenı´.
Adapte´r posı´la´ prˇijate´ zpra´vy na server pomocı´ protokolu TCP. Je zde rˇesˇen i prˇı´pad, kdy nastane
vy´padek internetove´ho prˇipojenı´. Proto adapte´r je vybaven SD kartou, kam se ukla´dajı´ za´znamy o
datech, ktere´ nebyly odesla´ny na server.
Z du˚vodu vzda´lene´ spra´vy adapte´ru je takte´zˇ nutne´, aby bylo mozˇno adapte´r aktualizovat. Navı´c
se prˇedpokla´da´, zˇe v budoucnu se budou vyuzˇı´vat koncove´ prvky trˇetı´ch stran. Proto na adapte´ru
1Google Cloud Messaging for Android - https://developer.android.com/google/gcm/index.html
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jsou spusˇteˇny dveˇ aplikace. Aplikace pro spra´vu adapte´ru, ktery´ se neusta´le dotazuje, zda nenı´ neˇco
potrˇeba a slouzˇı´ naprˇ. pro aktualizaci firmwaru. Druha´ aplikace se jizˇ stara´ o synchronizaci cˇasu
adapte´ru a ustavenı´ zabezpecˇene´ho spojenı´ se serverem, se ktery´m si na´sledneˇ vymeˇnˇuje zı´skana´
data.
2.4 Server
Server je vy´pocˇetneˇ vy´konne´ zarˇı´zenı´, ktere´ je prˇipojeno k verˇejne´ IP adrese s vysokorychlostnı´m
prˇipojenı´m ke globa´lnı´ sı´ti Internet. Je to mezivrstva mezi smeˇrovacˇem vnitrˇnı´ sı´teˇ doma´cnosti cˇi
adapte´rem a ovla´dacı´mi zarˇı´zenı´mi (mobilnı´mi telefony). Na te´to mezivrstveˇ je spusˇteˇno neˇkolik
sluzˇeb, ktere´ se starajı´ o komunikaci s adapte´ry, tak i s mobilnı´mi zarˇı´zenı´mi. Za´rovenˇ je zde
velice du˚lezˇite´ u´lozˇisˇteˇ dat (databa´ze). V na´sledujı´cı´ch podsekcı´ch si podrobneˇ popı´sˇeme jednotlive´
sluzˇby spusˇteˇne´ na tomto serveru, cozˇ je velice nutne´ pro pochopenı´ na´sledujı´cı´ho na´vrhu rˇesˇenı´
implementace modula´rnı´ho prostrˇedı´.
Ada server
Ada server je sluzˇba majı´cı´ na starost prˇı´mou komunikaci s fyzicky´m adapte´rem. Server pasivneˇ
cˇeka´ na data prˇijata´ od adapte´ru zı´skany´ch ze senzoru˚ a aktivneˇ se stara´ o posı´la´nı´ prˇı´kazu˚ na adapte´r
(ten je mu˚zˇe da´le odeslat na senzory cˇi aktory). Mu˚zˇe se naprˇ. jednat o nastavenı´ vy´stupnı´ho proudu
aktoru nebo zmeˇnu periodicity senzoru.
Z tohoto popisu vyply´va´, zˇe je tato sluzˇba rozdeˇlena na dveˇ se´manticky oddeˇlene´ cˇa´sti. Na
obra´zku 2.1 vidı´me, zˇe je tato sluzˇba rozdeˇlena na dveˇ aplikace, kde kazˇda´ z nich ma´ vlastnı´
konfiguracˇnı´ soubor.
Ada server reciever je aplikace, ktera´ prˇijı´ma´ data z adapte´ru˚, ukla´da´ je do databa´ze a za´rovenˇ
jim jako odpoveˇd’posı´la´ cˇas do nove´ho buzenı´ senzoru. Pracuje jako konkurentnı´ server a jejı´ u´lo-
hou je cˇeka´nı´ na novy´ pozˇadavek o spojenı´ smeˇrem od adapte´ru. Vytvorˇı´ jedno vla´kno prˇi prˇipojenı´
adapte´ru, ktery´m obslouzˇı´ pouze jednu zpra´vu prˇijatou od adapte´ru a potom sama spojenı´ ukoncˇı´ a
cˇeka´ na znovu prˇipojenı´ adapte´ru (typicky kdyzˇ adapte´r znovu zı´ska´ nova´ data od senzoru˚). Prˇi jeho
nava´za´nı´ spojenı´ na server sluzˇba zkontroluje, zda se zde tento adapte´r jizˇ s tı´mto identifika´torem
nacha´zı´ v databa´zi. Pokud se nacha´zı´, pak pouze aktualizuje dany´ za´znam s adapte´rem. Pokud ni-
koliv, tak se ulozˇı´ jako za´znam novy´. Takte´zˇ se provede prˇida´nı´ do databa´ze vsˇech aktoru˚ (senzoru˚).
Na´sledneˇ se odesˇle odpoveˇd’ adapte´ru, kdy se majı´ koncove´ prvky znovu probudit (rea´lneˇ imple-
mentova´no prˇed zjisˇteˇnı´m, zda se adapte´r jizˇ nacha´zı´ v databa´zi). A nakonec se provede ulozˇenı´
nameˇrˇeny´ch hodnot ze senzoru˚ do databa´ze, ovsˇem pouze pokud je toto ukla´da´nı´ dat pro prˇı´slusˇne´
koncove´ zarˇı´zenı´ povoleno. Tomuto ukla´da´nı´ dat se v nasˇem syste´mu rˇı´ka´ tzv. logova´nı´.
Jak je z obra´zku 2.1 videˇt, mezi Ada server reciever a Notifika´torem je naznacˇena vazba. Je to z
toho du˚vodu, zˇe zde nenı´ zˇa´dna´ sluzˇba, ktera´ by pra´veˇ prˇijata´ nova´ data vzala a provedla nad nimi
vy´pocˇet. Proto na jednoduche´ proble´my bylo prozatı´m vyhodnocenı´ senzoricky´ch dat prova´deˇno na
Ada serveru, kdy se naprˇ. prˇi dosazˇenı´ prˇı´lisˇ velke´ teploty na senzoru odeslala zpra´va uzˇivateli na
jeho mobilnı´ ovla´dacı´ zarˇı´zenı´. Forma´t konfiguracˇnı´ho souboru te´to cˇa´sti ada serveru je naznacˇen
v ko´du 2.1.
<c o n f i g u r a t i o n>
<Database>home4< / Da t aba se>
<Po r t>7080< / P o r t>
−−Po cˇ e t s ou cˇ a sn eˇ obs luhovan y´ ch s p o j e n ı´
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<Connec t i on sCoun t>10< / Connec t i onsCoun t>
−−Doba cˇ e k a´ n ı´ p rˇ i n e ak t i vn ı´m s p o j e n ı´
<Connect ionTimeOut>10< / Connect ionTimeOut>
<LogConfig>
<Leve l>7< / Leve l>
<Fi leNaming>a d a s e r v e r r e c e i v e r< / F i leNaming>
<F i l e sCoun t>5< / F i l e sCoun t>
<LinesCoun t>100< / L inesCoun t>
<LogPath> / home / t u s o / l og /< / LogPath>
< / LogConfig>
< / c o n f i g u r a t i o n>
Ko´d 2.1: Konfiguracˇnı´ soubor pro Ada server reciever
Ada server sender je serverova´ aplikace, ktera´ cˇeka´ na spojenı´ od serverove´ cˇa´sti komunikujı´cı´
s uzˇivatelem (UI Server) a vytva´rˇı´ tak spojenı´ smeˇrem k adapte´ru˚m. Konfigurace te´to aplikace se
prova´dı´ pomocı´ konfiguracˇnı´ho souboru, jehozˇ forma´t je podobny´ jako pro Adapter Server Reciever,
viz ko´d 2.2.
<c o n f i g u r a t i o n>
<Database>home4< / Da t aba se>
<Po r t>7081< / P o r t>
<Connec t i on sCoun t>10< / Connec t i onsCoun t>
<Adap t e r Po r t>7978< / Ad ap t e r Po r t>
<LogConfig>
<Leve l>7< / Leve l>
<Fi leNaming>a d a s e r v e r s e n d e r< / F i leNaming>
<F i l e sCoun t>5< / F i l e sCoun t>
<LinesCoun t>100< / L inesCoun t>
<LogPath> / home / t u s o / l og /< / LogPath>
< / LogConfig>
< / c o n f i g u r a t i o n>
Ko´d 2.2: Konfiguracˇnı´ soubor pro Ada server Sender
Databa´ze
Pro ukla´da´nı´ vesˇkery´ch dat cele´ho syste´mu je zde vyuzˇit objektoveˇ relacˇnı´ databa´zovy´ syste´m
PostgreSQL. Sche´ma databa´ze je uvedeno na obra´zku v prˇı´loze B.1.
Notifika´tor
Notificator je knihovna pomocı´ nı´zˇ se mohou odesı´lat notifikace (zpra´vy) uzˇivateli na koncove´
mobilnı´ zarˇı´zenı´. Tato knihovna prozatı´m funguje pouze pomocı´ sluzˇbyGoogle Cloud Messaging.
Umozˇnˇuje odeslat zatı´m 4 ru˚zne´ typy zpra´v: informacˇnı´ zpra´vy (InfoNotification), vy´strazˇne´ zpra´vy
(AlertNotification), reklamnı´ zpra´vy (AdvertNotification) a kontrolnı´ zpra´vy (ControlNotification).
Vy´voja´rˇ si vybere prˇı´slusˇnou pozˇadovanou zpra´vu, vytvorˇı´ jejı´ instanci a prˇeda´ jako parametr trˇı´deˇ
Notificator se statickou metodou sendNotification(). Pro u´plnost je zde uveden jejı´ UML
trˇı´dnı´ diagram v prˇı´loze B.2
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UI server
UI server je sluzˇba, ktera´ komunikuje s mobilnı´m koncovy´m zarˇı´zenı´m. Pracuje jako server aplikace
a pasivneˇ cˇeka´ na zpra´vu od mobilnı´ho zarˇı´zenı´ reprezentujı´cı´ pozˇadavek uzˇivatele (naprˇ. zmeˇnˇ
periodu snı´ma´nı´ velicˇin aktorem).
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Kapitola 3
Na´vrh modula´rnı´ho prostrˇedı´
Tato kapitola popisuje na´vrh modula´rnı´ho prostrˇedı´, ktere´ je tvorˇeno prˇesneˇ na mı´ru do syste´mu
popsane´ho v minule´ kapitole, protozˇe neexistuje zˇa´dne´ jine´ univerza´lnı´ prostrˇedı´ cˇi framework,
ktery´ by se dal namı´sto tohoto prostrˇedı´ pouzˇı´t.
Nejprve si popı´sˇeme jak je navrzˇeno vlozˇenı´ modula´rnı´ho prostrˇedı´ z pohledu serveru a po-
pı´sˇeme si za´kladnı´ mezi-procesovou komunikaci. Jak jizˇ bylo naznacˇova´no vy´sˇe, bylo nutne´ v
na´vrhu zmeˇnit architekturu sta´vajı´cı´ho rˇesˇenı´ uvedene´ v minule´ kapitole. Zmeˇna se doty´ka´ Ada
serveru, UI serveru a databa´ze (bude vysveˇtleno nı´zˇe).
Modula´rnı´ prostrˇedı´ bylo umı´steˇno na server jako dalsˇı´ autonomnı´ sluzˇba komunikujı´cı´ s okolı´m.
Na obra´zku 3.1 oproti obra´zku z prˇedchozı´ kapitoly 2.1 je videˇt, jak se syste´m zmeˇnil po vlozˇenı´
modula´rnı´ho prostrˇedı´.
Obra´zek 3.1: Diagram architektury inteligentnı´ho syste´mu s modula´rnı´m prostrˇedı´m.
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Bylo zde vlozˇeno modula´rnı´ prostrˇedı´ a byla zde zrusˇena vazba od Ada server reciever k
Notifika´toru, ktery´ nynı´ jizˇ vyuzˇı´va´ nasˇe prostrˇedı´.
Z obra´zku 3.1 je videˇt, zˇe navrzˇena´ sluzˇba komunikuje te´meˇrˇ se vsˇemi ostatnı´mi sluzˇbami
na serveru. Bylo to nutne´ takto navrhnout zejme´na z toho du˚vodu, zˇe modula´rnı´ prostrˇedı´ musı´
mı´t plnou podporu spra´vy nad cely´m syste´mem. Tento pozˇadavek vyply´va´ z nutnosti poskytnout
autoru˚m aplikacˇnı´ch modulu˚ co nejvı´ce mozˇny´ch akcı´, ktere´ se dajı´ prova´deˇt nad cely´m syste´mem
cele´ inteligentnı´ doma´cnosti (jak prˇı´stup do databa´ze, tak manipulovat s rea´lny´mi aktory apod.).
Modula´rnı´ prostrˇedı´ proto umozˇnˇuje prˇijı´mat aktua´lnı´ hodnoty ze senzoru˚ (Ada server reciever),
meˇnit stav aktoru˚ (Ada server sender), umozˇnˇuje posı´lat informacˇnı´ zpra´vy (Notifika´tor), doka´zˇe
zpracova´vat pozˇadavky odeslane´ uzˇivatelem z mobilnı´ho zarˇı´zenı´ a posı´lat na neˇj odpoveˇdi (zpro-
strˇedkovaneˇ skrzeUI Server) a nakonec ma´ podporu pra´ce s databa´zı´, kde take´ uchova´va´ data, ktera´
musı´ by´t persistentnı´.
Jak to navrhnout takovy´m zpu˚sobem, aby toto vsˇe bylo mozˇne´ podporovat prostrˇedı´m, si
rozebereme v na´sledujı´cı´ podkapitole.
3.1 Na´vrh vnitrˇnı´ struktury prostrˇedı´
Cele´ prostrˇedı´ je rozdeˇleno do dvou navza´jem samostatny´ch cˇa´stı´. Do modula´rnı´ho prostrˇedı´ (hlav-
nı´ho programu) a aplikacˇnı´ch modulu˚.
Modula´rnı´ prostrˇedı´, nynı´ jizˇ ve smyslu hlavnı´ho programu cele´ aplikace, ma´ za hlavnı´ u´kol
v prˇesneˇ definovanou dobu a za dany´ch okolnostı´ spustit aplikacˇnı´ modul. Je da´le rozdeˇleno na:
• komunikacˇnı´ cˇa´st,
• cˇa´st pracujı´cı´ nad databa´zı´,
• cˇa´st starajı´cı´ se o mozˇnost nacˇı´ta´nı´ aplikacˇnı´ch modulu˚ za beˇhu aplikace.
Aplikacˇnı´ modul je program, ktery´ ma´ na starosti vy´pocˇet nad daty zı´skany´mi z modula´rnı´ho
prostrˇedı´, ma´ vnitrˇnı´ podporu ru˚zny´ch funkcı´ pro ovlivnˇova´nı´ cele´ho syste´mu inteligentnı´ doma´c-
nosti prostrˇednictvı´m komunikace s modula´rnı´m prostrˇedı´m.
Z vy´sˇe uvedeny´ch popisu˚ obou cˇa´stı´ vyply´va´, zˇe elementa´rnı´ na cele´m syste´mu je komunikace
mezi teˇmito dveˇma cˇa´stmi. Prˇi spusˇteˇnı´ aplikacˇnı´ho modulu musı´ by´t z modula´rnı´ho prostrˇedı´
prˇeda´ny informace, ktere´ budou nezbytneˇ nutne´ pro vy´pocˇet. Dle specifikace syste´mu, do ktere´ho
se prostrˇedı´ zpracova´va´, je nutno kazˇde´mu aplikacˇnı´mu modulu prˇedat alesponˇ tyto informace:
• informace o uzˇivateli, pro ktere´ho je spusˇteˇn,
• informace o adapte´ru, pro ktery´ je modul spusˇteˇn,
• informace o samotne´m aplikacˇnı´m modulu (jeho identifikacˇnı´ cˇı´slo, typ . . . ),
• informace o databa´zi (jejı´ na´zev).
Uvedene´ informace budou na´sledneˇ v aplikacˇnı´mmodulu pouzˇity pro komunikaci smodula´rnı´m
prostrˇedı´m a pro zı´ska´va´nı´ dat prˇı´mo z databa´ze. Da´le je mozˇno aplikacˇnı´mu modulu prˇedat data,
nad ktery´mi bude prova´deˇt vy´pocˇty. Protozˇe data mohou naby´vat ru˚zny´ch hodnot a dat prˇedany´ch
do modulu mu˚zˇe by´t ru˚zny´, tak je pro autory aplikacˇnı´ch modulu˚ navrzˇen forma´t pro definova´nı´
teˇchto prˇedany´ch dat. Jde o seznam na´zvu˚ dat a jejich typu˚ (viz da´le).
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Aby hlavnı´ aplikace modula´rnı´ho prostrˇedı´ prˇedem veˇdeˇla jaka´ data ma´ prˇi spousˇteˇnı´ aplikacˇ-
nı´mu modulu prˇedat, je potrˇeba definovat aplikacˇnı´ moduly v jiste´m forma´tu. Pro autory aplikacˇnı´ch
modulu˚ je navrzˇen tento forma´t:
• seznam na´zvu˚ dat a jejich typu˚,
• na´zev aplikacˇnı´ho modulu,
• jedinecˇny´ identifika´tor aplikacˇnı´ho modulu uvnitrˇ cele´ho modula´rnı´ho prostrˇedı´.
Je nutne´ zdu˚raznit, zˇe se nejedna´ o zˇa´dny´ forma´t, ktery´ bude prˇebı´rat vy´sledna´ aplikace. Jedna´
se o obecnou definici aplikacˇnı´ho modulu. Tyto obecne´ definice aplikacˇnı´ch modulu˚ jsou urcˇeny
k tomu, aby zbytek syste´mu inteligentnı´ doma´cnosti byl informova´n o tom, jake´ prˇesneˇ parametry
se budou do aplikacˇnı´ho modulu prˇeda´vat, v jake´m prˇesne´m porˇadı´ a jake´ho prˇesne´ho typu budou
(bez na´sledne´ nutne´ znalosti cele´ho Modula´rnı´ho prostrˇedı´). V tabulce 3.1 je uvedena sˇablona pro
tuto definici aplikacˇnı´ho modulu a na´sledneˇ dalsˇı´ tabulka 3.2 popisuje mozˇne´ typy dat pro definice
parametru˚ v ra´mci definice jednoho aplikacˇnı´ho modulu. Je nutno zdu˚raznit fakt, zˇe prˇi sˇpatne´m
na´sledne´m dodrzˇenı´ definice aplikacˇnı´ho modulu je navrzˇeno modula´rnı´ prostrˇedı´ takovy´m zpu˚so-
bem, zˇe pozˇadavek o vy´pocˇet takove´ho sˇpatneˇ zadane´ho modulu zahodı´. Aktua´lnı´ seznam definic
i vcˇetneˇ aktua´lnı´ho popisu typu˚ hodnot je veden na webovy´ch stra´nka´ch projektu inteligentnı´ do-
ma´cnosti 1.
NA´ZEV APLIKACˇNI´HO MODULU ID
NA´ZEV PARAMETRU TYP
NA´ZEV PARAMETRU TYP
NA´ZEV PARAMETRU TYP
Tabulka 3.1: Sˇablona pro definici aplikacˇnı´ho modulu.
typ popis
ANY SENZOR VALUE Jaka´koli hodnota prˇijata´ ze senzoru. Uzˇivatel si konkre´tnı´ typ
hodnoty zvolı´ a algoritmu bude prˇeda´n.
ANY ACTOR VALUE Identifikace aktoru, ktery´ se ma´ zmeˇnit z jedne´ hodnoty na
druhou.
KONKRE´TNI´ DATOVY´ TYP (INT, REAL , DOUBLE, STRING, . . . )
ENTITY (gt, lt) Znak jako HTML entita. gt pak reprezentuje znak >
DIRECTION (in, out) Urcˇuje smeˇr prˇekrocˇenı´ hranice geolokacˇnı´ oblasti
NOTIF OR ACTOR (notif, act) Urcˇuje zda na´sledujı´cı´ parametr po tomto
parametru bude text notifikace cˇi identifikace aktoru.
Tabulka 3.2: Typy dat prˇeda´vany´ch v parametrech dle definice aplikacˇnı´ho modulu.
Na definovane´m rozhranı´ mezi teˇmito dveˇma cˇa´stmi je za´visly´ cely´ zbytek na´vrhu. V na´sledu-
jı´cı´ch podsekcı´ch popı´sˇeme oddeˇleneˇ tyto dveˇ cˇa´sti a jaky´m zpu˚sobem jej toto rozhranı´ ovlivnilo.
1Webova´ stra´nka projektu se seznamem definovany´ch aplikacˇnı´ch modulu˚. https://ant-
2.fit.vutbr.cz/projects/server/wiki/Alg specification list
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3.1.1 Hlavnı´ aplikace modula´rnı´ho prostrˇedı´
Na obra´zku 3.2 vidı´me diagram hlavnı´ aplikace se vsˇemi jejı´mi podcˇa´stmi. Nejprve si rozebereme
kazˇdou jednotlivou cˇa´st hlavnı´ aplikace modula´rnı´ho prostrˇedı´, na´sledneˇ si mezi nimi vysveˇtlı´me
vazby a za´rovenˇ si popı´sˇeme za jaky´ch okolnostı´ se majı´ spousˇteˇt jizˇ definovane´ aplikacˇnı´ moduly.
Konfigura´tor
Konfigura´tor je cˇa´st aplikacemodula´rnı´ho prostrˇedı´, ktera´ se stara´ o nacˇtenı´ konfiguracˇnı´ho souboru,
ve ktere´m lze nastavit modula´rnı´ prostrˇedı´ bez nutne´ho za´sahu do ko´du aplikace. Jsou zde ulozˇeny
na´sledujı´cı´ informace:
• porty, na ktery´ch se bude komunikovat,
• na´zev databa´ze,
• maximum mozˇny´ch databa´zovy´ch spojenı´,
• velikost vyrovna´vacı´ pameˇti ve slabika´ch prˇi prˇı´jmu dat (beˇhem komunikace),
• cesty ke konfiguracˇnı´mu souboru se seznamem definic aplikacˇnı´ch modulu˚ (viz. 3.1.2),
• nastaveni tzv. logova´nı´ do souboru.
Logova´nı´ v tomto textu znamena´ zaznamena´va´nı´ jisty´ch zpra´v modula´rnı´m prostrˇedı´m do
souboru, pomocı´ nichzˇ se mu˚zˇe zpeˇtneˇ prˇi hava´rii cˇi ladeˇnı´ programu dohledat proble´mu. Tomuto
logova´nı´ se tedy v ra´mci konfiguracˇnı´ho souboru da´ nastavit, jaky´ ma´ by´t prefix na´zvu logovacı´ho
souboru, na´zev aplikace, jaka´ logova´nı´ prova´dı´ (kvu˚li prˇehlednosti a znovupouzˇitelnosti), mı´ra
logova´nı´ (je zde vı´ce typu˚ mozˇny´ch zpra´v do logovacı´ho souboru a mı´ra logova´nı´ urcˇuje, zda ma´
vypisovat i ty vy´pisy, ktere´ naprˇ. neznamenajı´ vy´pis o chybeˇ), da´le se zde da´ nastavit maxima´lnı´
pocˇet logovacı´ch souboru˚, ktere´ aplikace vytvorˇı´ a pocˇet za´znamu˚ na jeden soubor. V ko´du 3.1
mu˚zˇeme videˇt jeho prˇesny´ forma´t.
<f r amewo rk con f i g
p o r tU IS e r v e r =” 7082 ”
po r tAdaRe c i e v e r S e r v e r =” 7083 ”
po r tAdaSende rSe r v e r =” 7081 ”
p o r tA l g o r i t hm sS e r v e r =” 7084 ”
DBName=”home6”
maxNumDBConnections=”30 ”
r e c i e v eB u f f S i z e =” 1000 ”
a l g o r i t hm sCon f i g =” Algo r i t hms / AlgsConf ig . xml ”>
< l o g e r
f i l eName=” log ”
appName=” framework ”
v e r b o s i t y =”7”
f i l e s C n t =”5”
L ine sCn t=” 100 ”
/>
< / f r amewo rk con f i g>
Ko´d 3.1: Konfiguracˇnı´ soubor modula´rnı´ho prostrˇedı´.
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Obra´zek 3.2: Diagram na´vrhu cˇa´stı´ hlavnı´ aplikace modula´rnı´ho prostrˇedı´.
Databa´zove´ rozhranı´
Databa´zove´ rozhranı´ reprezentuje sadu funkcı´ pro pra´ci s databa´zı´. Je to nutne´, protozˇe hlavnı´
aplikace zde ukla´da´ informace, pro ktere´ je nezbytne´, aby byly persistentnı´. Na´vrh byl nejprve
prova´deˇn definova´nı´m pozˇadavku˚ a na´sledne´m navrzˇenı´m jeho sche´matu. Nove´ tabulky prˇidane´ do
sche´matu vidı´me na obra´zku 3.3
Vidı´me zde, zˇe ve sche´matu prˇibyly z du˚vodu modula´rnı´ho prostrˇedı´ 4 tabulky. Tabulka
u algorithms definuje na´zvy jednotlivy´ch aplikacˇnı´ch modulu˚ a jejich jedinecˇny´ identifika´tor a
typ (prˇida´no do budoucna kdy se pocˇı´ta´ vı´ce typu˚ ru˚zny´ch aplikacˇnı´ch modulu˚). Tabulka users
algorithms definuje jaky´ algoritmus s jaky´mi konkre´tnı´mi hodnotami si uzˇivatel nadefinoval. Do-
me´na parameters reprezentuje zadane´ konkre´tnı´ hodnoty, jejichzˇ typ (se´mantika) byl zada´n v definici
aplikacˇnı´ho modulu. Dome´na data je zde pro ukla´da´nı´ prˇı´padny´ch hodnot pro autory aplikacˇnı´ch
modulu˚. Name umozˇnˇuje uzˇivateli pojmenovat vlastnı´ modul. Dome´na state je zde pro splneˇnı´
pozˇadavku˚ te´to pra´ce a znamena´, zda je aplikacˇnı´ modul ve stavu zapnuto cˇi vypnuto. Uzˇivatel si
tedy jizˇ jednou nadefinovany´ aplikacˇnı´ modul mu˚zˇe kdykoli znovu spustit. Vzhledem k tomu, zˇe
jde o aplikacˇnı´ moduly zpracova´vajı´cı´ senzoricka´ data, tak je na kazˇdy´ aplikacˇnı´ modul nava´za´no 0
azˇ X senzoru˚ cˇi aktoru˚. Seznam senzoru˚ resp. aktoru˚ pro kazˇdy´ nadefinovany´ uzˇivatelsky´ modul je
ulozˇen v tabulce algo devices s potrˇebny´mi informacemi o konkre´tnı´m zarˇı´zenı´.
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Obra´zek 3.3: Databa´zove´ sche´ma s tabulkami pro modula´rnı´ prostrˇedı´.
Komunikacˇnı´ rozhranı´
Komunikacˇnı´ rozhranı´ je rozhranı´, ktere´ komunikuje jak s okolnı´mi sluzˇbami beˇzˇı´cı´mi na straneˇ
serveru, tak prˇijı´ma´ zpra´vy od spusˇteˇny´ch aplikacˇnı´ch modulu˚. Je zodpoveˇdne´ nejen za spra´vne´
prˇijetı´ cˇi odesla´nı´ dat, ale i za spra´vnou odpoveˇd’ zpeˇt na druhou stranu komunikace, pokud to
situace vyzˇaduje (naprˇ. zasla´nı´ informace o chybovy´ch ko´dech). Vesˇkera´ komunikace vyuzˇı´va´
zpra´v ve forma´tu XML. Ohledneˇ jazyka XML se mu˚zˇete vı´ce docˇı´st naprˇı´klad v publikaci (Kosek,
2000).
Komunikace s Adapter reciever server spocˇı´va´ v prˇı´jmu dat nameˇrˇeny´ch ze senzoru˚, ktere´ jsou
prˇeposı´la´ny do modula´rnı´ho prostrˇedı´. Prˇı´klad prˇijate´ zpra´vy z tohoto serveru je uveden v ko´du 3.2.
<a d a p t e r s e r v e r a d a p t e r i d =”0 x00 f ace ” fw v e r s i o n =” 2 .02 ”
p r o t o c o l v e r s i o n =” 1 . 0 ” s t a t e =” d a t a ” t ime=” 1430253897 ”>
<dev i c e i d =”0 x001fac ”>
<b a t t e r y v a l u e =” 1456 ” />
< r s s i v a l u e =”90 ” />
<v a l u e s coun t =”2”>
<va l u e o f f s e t =”0x00 ” t ype =”0x0a ”>
23 .00
< / v a l u e>
<va l u e o f f s e t =”0x00 ” t ype =”0x01 ”>
74 .00
< / v a l u e>
< / v a l u e s>
< / d e v i c e>
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< / a d a p t e r s e r v e r>
Ko´d 3.2: Prˇı´klad prˇijate´ XML zpra´vy od Adapter reciever server.
Komunikace s Adapter server sender prˇina´sˇı´ podporu pro nastavova´nı´ fyzicky´ch senzoru˚ resp.
aktoru˚. Jelikozˇ adapter sender je server, a na kazˇdy´ dotaz zası´la´ odpoveˇd’, tak tato komunikacˇnı´ cˇa´st
musı´ take´ mı´t na starosti spra´vu prˇı´padny´ch proble´mu˚ prˇi prˇijetı´ chybovy´ch zpra´v z druhe´ strany.
Zpra´vy definovane´ pro komunikaci s fyzicky´mi senzory cˇi aktory jsou definova´ny na webovy´ch
stra´nka´ch projektu inteligentnı´ doma´cnosti 2. V ko´du 3.3 je uveden prˇı´klad zpra´vy o prˇepnutı´ aktoru
na stav zapnuto.
< r e q u e s t t yp e =” sw i t c h ”>
<s e n s o r i d =” 1 . 1 . 1 . 1 ” t ype =”0x00 ” onAdap te r =12345 ”>
<va lue>ON</ va lue>
</ s en so r>
</ r e q u e s t>
Ko´d 3.3: Prˇı´klad XML zpra´vy zası´lane´ na Adapter server sender pro prˇepnutı´ aktoru do stavu
zapnuto.
Komunikace s UI serverem zprˇı´stupnˇuje komunikaci s uzˇivatelem skrze mobilnı´ zarˇı´zenı´. Na-
prˇı´klad uzˇivatel skrze tuto komunikaci zası´la´ do modula´rnı´ho prostrˇedı´ pozˇadavek o prˇida´nı´ apli-
kacˇnı´ho modulu s jeho nadefinovany´mi parametry. Tato komunikace je navrzˇena dle modelu klient-
server (Matousˇek, 2014), kdy je komunikacˇnı´ UI cˇa´st serverem a cˇeka´ na pozˇadavky od uzˇivatele
(klienta). Na kazˇdy´ pozˇadavek je definova´na prˇesna´ odpoveˇd’a jsou tak prˇedem stanovena prˇesna´
pravidla pro komunikaci. To definuje komunikacˇnı´ protokol, ktery´ je popsa´n na webovy´ch stra´nka´ch
projektu inteligentnı´ doma´cnosti 3. Pro u´plnost je zde v ko´du 3.4 uvedena zpra´va z telefonu na tuto
komunikacˇnı´ cˇa´st, ktera´ ma´ prˇida´vat aplikacˇnı´ modul do modula´rnı´ho prostrˇedı´. Jaky´m zpu˚sobem
se to provede, bude popsa´no da´le.
<com
ve r =”x . x”
b t =” 42 ”
s t a t e =” adda l g ”
algname=” u z i v a t e l em de f i n ov an e jmeno ”
a i d =” 64206 ”
a t yp e =”3” >
<dev i d =” 12345 ” t ype=”1” pos=”1” />
<pa r pos=”1”>42< / p a r>
<pa r pos=”2”>Horˇ ı´ mi du˚m< / p a r>
<geo r i d =” 478547 ” t ype=” i n ” />
< / com>
Ko´d 3.4: Prˇı´klad XML zpra´vy zaslane´ z mobilnı´ho zarˇı´zenı´ a prˇeposlane´ UI serverem do modula´r-
nı´ho prostrˇedı´.
Spolupra´ce cˇa´stı´ hlavnı´ aplikace
Vy´sledna´ hlavnı´ aplikace se sesta´va´ ze vsˇech drˇı´ve popsany´ch cˇa´stı´, ktere´ spolupracujı´ a vytva´rˇı´ tak
uceleny´ celek. Spousˇteˇnı´ samostatny´ch aplikacˇnı´ch modulu˚ je vyvola´va´no ve dvou samostatny´ch
2https://ant-2.fit.vutbr.cz/projects/server/wiki/Protokol ui server-ada server.
3https://ant-2.fit.vutbr.cz/projects/android-app/wiki/Smarthome Phone-Server Protocol XML
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prˇı´padech.
Prvnı´ prˇı´pad je definova´n ze zada´nı´. Aplikacˇnı´ modul je vyvola´n, kdyzˇ domodula´rnı´ho prostrˇedı´
skrze komunikacˇnı´ rozhranı´ jsou prˇijata data ohledneˇ senzoru, pro ktery´ si uzˇivatel nadefinoval tento
aplikacˇnı´ modul. Pak je pro tohoto uzˇivatele spusˇteˇn konkre´tnı´ aplikacˇnı´ modul a jsou jemu prˇeda´ny
parametry ulozˇene´ v databa´zi. Navı´c jsou mu prˇeda´ny nezbytneˇ nutne´ informace jako pro kazˇdy´
aplikacˇnı´ modul.
Druhy´ prˇı´pad je rozsˇı´rˇenı´m tohoto modula´rnı´ho prostrˇedı´, protozˇe umozˇnˇuje navı´c vyvolat
spusˇteˇnı´ aplikacˇnı´ho modulu z du˚vodu pozˇadavku zaslane´ho prˇı´mo z mobilnı´ho zarˇı´zenı´. Je pro
neˇj navrzˇen specia´lnı´ typ aplikacˇnı´ho modulu, takzˇe se vzˇdy prˇi prˇı´chodu te´to zpra´vy od uzˇivatele
vyhledajı´ v databa´zi vsˇechny za´znamy o tomto algoritmu definovane´m tı´mto uzˇivatelem a teˇmto
aplikacˇnı´m modulu˚m jsou stejneˇ jako v prˇedchozı´m prˇı´padeˇ prˇeda´ny parametry a nezbytneˇ nutne´
informace o aplikacˇnı´m modulu a o uzˇivateli, ktery´ nadefinoval tento aplikacˇnı´ modul.
3.1.2 Na´vrh aplikacˇnı´ho modulu
Aplikacˇnı´ modul je program, pro ktery´ jsou prˇedem definova´na data, ktera´ ocˇeka´va´. Z toho du˚vodu
je promodula´rnı´ prostrˇedı´ navrzˇen konfiguracˇnı´ soubor ve forma´tu XML, ve ktere´m budou ulozˇeny
vesˇkere´ informace o aplikacˇnı´ch modulech. Ko´d 3.5 popisuje jeho navrzˇeny´ forma´t. Format vy-
ply´va´ jizˇ z vy´sˇe uvedeny´ch definic algoritmu˚. Nynı´ si rozebereme tento XML konfiguracˇnı´ soubor
podrobneˇji.
<a l g o r i t hm s c o n f i g>
<a l g
i d =”1”
name=” wa t c h a n d n o t i f y ”
pa t hOfB ina ry=” Algo r i t hms / w a t c h a n d n o t i f y ”
numParams=”5”
maxDevs=”2”
t ype=”1”
/>
<a l g
i d =”3”
name=” geo f e n c i n g ”
pa t hOfB ina ry=” Algo r i t hms / g e o f e n c i n g ”
numParams=”5”
maxDevs=”1”
t ype=”2”
/>
< / a l g o r i t hm s c o n f i g>
Ko´d 3.5: Forma´t konfiguracˇnı´ho souboru pro aplikacˇnı´ moduly.
Prvnı´ atribut (id) je jedinecˇny´ identifika´tor aplikacˇnı´ho modulu. Atribut name znamena´ na´zev
aplikacˇnı´ho modulu a za´rovenˇ na´zev bina´rnı´ho souboru ke spusˇteˇnı´ tohoto aplikacˇnı´ho modulu.
Atribut pathOfBinary obsahuje relativnı´ cestu k bina´rnı´mu spustitelne´mu souboru aplikacˇnı´ho
modulu. Atribut numParams znamena´ pocˇet za´znamu˚ v definici algoritmu, neboli pocˇet dat za-
slany´ch jako uzˇivatelske´ parametry do aplikacˇnı´ho modulu. Atribut maxDevs je maxima´lnı´ pocˇet
zarˇı´zenı´ (senzoru˚). Poslednı´ atribut type rozlisˇuje zda se jedna´ o aplikacˇnı´ modul, ktery´ bude
vyvola´vany´ prˇı´chodem dat ze senzoru˚ (type=“1”) cˇi zda se bude aplikacˇnı´ modul vyvola´vat prˇi
prˇı´chodu dat z mobilnı´ch zarˇı´zenı´ (type=“2”).
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Nynı´ ma´me navrzˇen aplikacˇnı´ modul, ktery´ zı´ska´va´ data v urcˇite´m porˇadı´ a forma´tu. Autor
tedy dle teˇchto prˇesny´ch definic vı´, kde data zı´skal a mu˚zˇe nad nimi prova´deˇt vy´pocˇty a na za´kladeˇ
nich prova´deˇt akce. Tyto akce prova´dı´ prostrˇednictvı´m modula´rnı´ho prostrˇedı´, takzˇe po dokoncˇenı´
operacı´ (vy´pocˇtu˚) nad daty musı´ zase komunikovat se serverem, ktere´mu prˇeda´ informace o tom,
jake´ akce ma´modula´rnı´ prostrˇedı´ vykonat. V tomto na´vrhu je pouze jedina´ vyjı´mka, a to ve zpu˚sobu
pra´ce nad databa´zı´. Aby se omezilo na co nejmensˇı´ komunikaci s modula´rnı´m prostrˇedı´m, tak jako
jedinou nezprostrˇedkovanou akci nad syste´mem je komunikace s databa´zı´.Aplikacˇnı´ modul tak zı´ska´
mozˇnost ukla´dat data pro budoucı´ pouzˇitı´, pro ktere´ je v databa´zi v tabulce users algorithms
navrzˇena dome´na data, ktera´ je prˇı´mo urcˇena k tomuto ukla´da´nı´ dat pro budoucı´ pouzˇitı´. Navı´c
aplikacˇnı´ modul bude moci zı´skat vesˇkere´ jine´ informace nad syste´mem, ktere´ bude potrˇebovat.
Nenı´ mozˇne´ omezovat sı´lu aplikacˇnı´ho modulu, protozˇe pro budoucı´ aplikacˇnı´ moduly nemu˚zˇeme
veˇdeˇt, jake´ vy´pocˇty se zde budou prova´deˇt.
Tı´mto je navrzˇeno modula´rnı´ prostrˇedı´ se vsˇemi klı´cˇovy´mi pozˇadavky, aby mohlo spra´vneˇ
pracovat a splnˇovalo zada´nı´ pra´ce. V na´sledujı´cı´ kapitole si jizˇ rozebereme jaky´m zpu˚sobem je toto
prostrˇedı´ implementova´no a jak jsou proble´my rˇesˇeny jizˇ na konkre´tnı´ u´rovni.
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Kapitola 4
Implementace dle zvolene´ho na´vrhu
Hlavnı´m a jediny´m pozˇadavkem pro rˇesˇenı´ implementace tohoto modula´rnı´ho prostrˇedı´ bylo zvolit
takovy´ programovacı´ jazyk, ktery´ je vhodny´ pro linuxove´ prostrˇedı´.
Pro tuto pra´ci byl zvolen programovacı´ jazyk C++, ktery´ vyvinul Bjarne Stroustrup a je rozsˇı´rˇe-
nı´m jazyka C. Du˚vodem volby tohoto programovacı´ho jazyka bylo, zˇe podporuje objektoveˇ orien-
tovane´ paradigma, poskytuje knihovny s podporou BSD schra´nek pro sı´t’ovou komunikaci, a take´
knihovny pro tvorbu vla´ken (sdı´lenı´ pameˇti) a jeho zdrojove´ soubory se prˇekla´dajı´ do spustitelne´ho
programu (strojovy´ ko´d), ktery´ je prˇi prˇekladu optimalizova´n a na´sledneˇ prˇi beˇhu programu nenı´
za´visly´ na zˇa´dne´m interpretu cˇi virtua´lnı´m stroji (jako by to bylo naprˇ. u jazyku Java). Navı´c linu-
xove´ prostrˇedı´ poskytuje pro tento jazyk rˇadu na´stroju˚ pro editaci jeho zdrojovy´ch ko´du˚, na´stroje
pro prˇeklad (GCC 1), a take´ na´stroje pro ladeˇnı´ a profilova´nı´ programu˚ (naprˇ. DDD 2 cˇi Valgrind).
V poslednı´ rˇadeˇ je trˇeba volbu jazyka odu˚vodnit tı´m, zˇe zbytek syste´mu inteligentnı´ doma´cnosti
beˇzˇı´cı´ na serverove´ cˇa´sti byl jizˇ v tomto jazyce implementova´n (Ada Server,UI Server) a proto bylo
vhodne´ tento jazyk dodrzˇet pro na´sledne´ mozˇne´ sdı´lenı´ ko´du (znovupouzˇitelnost).
4.1 Implementace hlavnı´ho programu Modula´rnı´ho prostrˇedı´
Nynı´ si rozebereme implementaci hlavnı´ cˇa´sti aplikace, jak je program prova´deˇn od jeho spusˇteˇnı´
azˇ po jeho ukoncˇenı´. Pro chronologicˇnost textu si nejdrˇı´ve popı´sˇeme cˇinnost hlavnı´ aplikace bez
technicky´ch detailu˚ o pra´ci s databa´zı´, jaky´m zpu˚sobem jsou spousˇteˇny aplikacˇnı´ moduly, jak
konfigura´tor nastavuje modula´rnı´ prostrˇedı´ prˇi jeho spusˇteˇnı´ a jaky´m zpu˚sobem pracuje logova´nı´
informacı´ do souboru. To z toho du˚vodu, zˇe tyto cˇa´sti jsou abstrahova´ny takovy´m zpu˚sobem, zˇe
je mozˇne´ jim bez potı´zˇı´ zcela porozumeˇt z na´zvu˚ metod a cˇtena´rˇ se nejprve dozvı´ nejpodstatneˇjsˇı´
informace o rˇesˇenı´ tohoto syste´mu.
Hlavnı´ cˇa´st aplikace modula´rnı´ho prostrˇedı´ je implementova´na jako skupina trˇı´ konkurentnı´ch
serveru˚ sdı´lejı´cı´ch pameˇt’pomocı´ vı´cevla´knove´ho programova´nı´. Jde o server pro zpracova´nı´ zpra´v
od Adapter Server Reciever, server pro zpracova´nı´ zpra´v od UI Serveru a trˇetı´ server se stara´ o
zpracova´nı´ zpra´v prˇijaty´ch jako pozˇadavky od aplikacˇnı´ch modulu˚.
Pro vsˇechny trˇi konkurentnı´ servery je implementova´na trˇı´da FrameworkServer viz ko´d 4.1,
pomocı´ nı´zˇ program vytvorˇı´ 3 objekty a na´sledneˇ dle nastavenı´ v konfiguracˇnı´m souboru prˇeda´ port
v konstruktoru do atributu trˇı´dy port a dle tohoto portu se pak da´le rozlisˇuje jaky´m zpu˚sobem ma´
server zpra´vy obsluhovat (prˇı´slusˇne´ porty se prˇedem nastavujı´ v konfiguracˇnı´m souboru, viz 3.1.
1GNU Compiler Collection - https://gcc.gnu.org/
2The Data Display Debugger - http://www.gnu.org/software/ddd/
17
Obra´zek 4.1: Trˇı´da FrameworkServer.
Na´sledneˇ jsou tyto objekty prˇeda´ny pro tvorbu vla´ken, kdy je vyvola´na metoda StartServer,
ktera´ vola´ dveˇmetodySetUpSockets() aAcceptConnection().MetodaSetUpSockets()
vytvorˇı´ BSD schra´nku a nastavı´ pomocı´ opreace bind(), kterou podporuje knihovna BSD socket,
prˇı´slusˇny´ port.Da´le nastavı´ nasloucha´nı´ na tomto portu (operacelisten()).MetodaAcceptConnection()
je hlavnı´ cˇa´stı´ konkurentnı´ho serveru. Zde docha´zı´ k cˇeka´nı´ na prˇı´chozı´ spojenı´ (pomocı´ operace
accept()) od klienta a prˇi prˇı´chozı´m spojenı´ je vytvorˇen objekt ze trˇı´dyFrameworkServerHandle,
viz obra´zek 4.2.
Tomuto objektu je prˇeda´n port serveru, na ktere´m pra´veˇ nasloucha´ (pro budoucı´ rozpozna´nı´ jak
ma´ na zpra´vu reagovat) a da´le prˇeda´na schra´nka s noveˇ vytvorˇeny´m spojenı´m.
Podobneˇ jako prˇi tvorbeˇ serveru˚ je i pro obsluhu zpra´vy na kazˇde´m z teˇchto serveru˚ vy-
tvorˇeno vla´kno, ktere´mu je prˇeda´n tento objekt s nastavenou pocˇa´tecˇnı´ metodou Handle Client
Connection(). Navı´c je zde rˇesˇeno odchycenı´ vyjı´mky pokud nastanou proble´my s alokacı´
pameˇti vla´kna, aby cela´ aplikace na´sledneˇ da´le reagovala na dalsˇı´ spojenı´.
Z definice konkurentnı´ho serveru vyply´va´, zˇe beˇzˇı´, dokudmu nenı´ prˇeda´n pozˇadavek o ukoncˇenı´.
Ukoncˇenı´ teˇchto trˇı´ konkurentnı´ch serveru˚ (i zbytku cele´ aplikace) s rˇa´dny´m uvolneˇnı´m pameˇti je
umozˇneˇno pomocı´ zasla´nı´ signa´lu SIGTERM aplikaci (viz. podsekce 4.1.7).
Instance trˇı´dy (FrameworkServerHandle 4.2) ma´ zodpoveˇdnost za zpracova´nı´ zpra´vy, ale
nestara´ se o to, jaky´m zpu˚sobem jı´ bylo prˇeda´no spojenı´ a zda jı´ byl prˇeda´n spra´vny´ port.
V tomto nove´m vla´kneˇ se z prˇedane´ho objektu vyvola´ metoda HandleClientConnection,
ktera´ jizˇ pracuje s prˇijaty´m spojenı´m. Nejprve v te´to metodeˇ docha´zı´ pomocı´ prˇedane´ho portu
v objektu k rozlisˇenı´, z jake´ho serveru byla tato obsluha zpra´vy vyvola´na (dle toho se nastavı´
pravdivostnı´ hodnota do prˇı´slusˇne´ promeˇnne´). Pokud by port neodpovı´dal ani jednomu ze trˇı´ portu˚,
pak by dosˇlo k nevykona´nı´ ani jedne´ ze trˇı´ typu˚ obsluhy.
Vsˇechny trˇi serverymajı´ v obsluze zpra´vy spolecˇne´ zı´ska´nı´ jednoho databa´zove´ho spojenı´ do atri-
butu objektudatabasepomocı´ kontejneru databa´zovy´ch spojenı´DBConnections Container
(viz. podsekce 4.1.4), ktere´ se bude pouzˇı´vat v dane´m vla´knu (obsluze spojenı´) a docha´zı´ k samot-
ne´mu cˇtenı´ zpra´vy. Cˇtenı´ zpra´vy je implementova´no pomocı´ operace poll(), ktera´ pracuje tı´m
zpu˚sobem, zˇe je jı´ nastaven socket, na ktere´m cˇeka´ na prˇı´jem dat. Je mozˇne´ jı´ take´ nastavit jisty´ cˇas,
po ktery´ pokud neprˇijdou zˇa´dna´ data, tak dojde k vyvola´nı´ chyby vy´padku spojenı´ (tzv. timeout).
Zde je timeout nastaven na hodnotu 1000 ms. Pomocı´ te´to funkce poll() je zde implementova´na
tedy mozˇnost reagovat na timeout spojenı´ a da´le mozˇnost, kdy nastala jina´ chyba prˇi cˇtenı´ dat (na´-
vratova´ hodnota z funkce poll() je rovna -1). Pokud nenastane proble´m a prˇijdou data korektneˇ
(dle na´vratove´ hodnoty z funkce poll()), pak dle typu obsluhy je ocˇeka´vany´ jisty´ forma´t zpra´vy.
Zpra´vy jsou dle na´vrhu rˇeteˇzce ve tvaru XML, tedy ocˇeka´vany´ konec zpra´vy je vzˇdy koncovy´ z
pa´rove´ho korˇenove´ho tagu zpra´vy. Pro UI Server zpra´vy je to </com>, pro Adapter server zpra´vy
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Obra´zek 4.2: Trˇı´da FrameworkServerHandle.
</adapter server> a pro zpra´vy od algoritmu˚ je to rˇeteˇzec </alg m>.
Zpra´va se na´sledneˇ ve vsˇech trˇech prˇı´padech ulozˇı´ do promeˇnne´ data (std::string a
na´sledneˇ je zpracovana´ pomocı´ externı´ knihovny pugixml (Kapoulkine, 2006) a prˇevedena do
objektu, ze ktere´ho se jizˇ dajı´ cˇı´st data te´to zpra´vy. Tato knihovna pugixml je zde vyuzˇita z toho
du˚vodu, protozˇe nenı´ prˇedmeˇtem te´to pra´ce psa´t parser XML zpra´v a toto je pra´veˇ knihovna k
tomuto u´cˇelu urcˇena´ s otevrˇenou licencı´. I tak nenı´ pra´ce s touto knihovnou prˇı´lisˇ elegantnı´.
V dalsˇı´m kroku metoda HandleClientConnection() dle typu obsluhy zpra´vy vyvola´
jednu ze trˇı´ metod - HandleAdapterMessage, HandleUIServer Message a Handle
Algorithm Message, kde kazˇda´ z nich implementuje jizˇ konkre´tnı´ chova´nı´ obsluhy zpra´vy
zaslane´ na jednotlive´ servery. Nakonec se provede uvolneˇnı´ pameˇti a na´vrat spojenı´ s databa´zı´ do
DBConnections Container.
Nynı´ si rozebereme implementace metod reprezentujı´cı´ obsluhy jednotlivy´ch zpra´v v na´sledu-
jı´cı´ch podsekcı´ch.
4.1.1 HandleAdapterMessage
HandleAdapterMessage je metoda obsluhujı´cı´ prˇı´chozı´ spojenı´ od Adapter Reciever
serveru.Metoda nejprve vyuzˇı´va´ prˇevzane´ trˇı´dyProtocolV1MessageParser pro parsova´nı´
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tohoto typu zpra´vy a ukla´da´nı´ dat z te´to zpra´vy do jejı´ho objektu. Je to z toho du˚vodu, protozˇe jizˇ
prˇed psanı´m te´to pra´ce v ra´mci cele´ho syste´mu inteligentnı´ doma´cnosti tento parser byl napsa´n
pro Adapter Server Reciever, a proto nebylo du˚vod jej prˇepisovat. Da´le metoda s daty
ulozˇeny´mi do tohoto objektu pracuje.
Metoda nejprve vezme identifika´tor adapte´ru, ze ktere´ho zpra´va prˇisˇla a prostrˇednictvı´m me-
tody SelectIdsEnabledAlgorithmsByAdapterId zada´ dotaz nad databa´zı´, kde vyhleda´
vsˇechny identifika´tory povoleny´ch aplikacˇnı´ch modulu˚ nava´zany´ch na uzˇivatele v databa´zi. Na´-
sledneˇ pomocı´ teˇchto identifika´toru˚ postupneˇ vyhleda´va´ zarˇı´zenı´ (senzory), ktere´ jsou na tyto uzˇiva-
telske´ aplikacˇnı´ moduly nava´za´ny. Pokud dojde ke shodeˇ identifikacˇnı´ho cˇı´sla ze ktere´ho prˇisˇla pra´veˇ
data s cˇı´slem zarˇı´zenı´ prˇirˇazene´m k uzˇivatelske´mu algoritmu v databa´zi, tak se provede spusˇteˇnı´
aplikacˇnı´ho modulu (viz. subsekce 4.1.6).
4.1.2 handleUIServerMessage
Je metoda obsluhujı´cı´ prˇı´chozı´ spojenı´ od UI serveru. Nejprve se provede ulozˇenı´ potrˇebny´ch
informacı´ ze zpra´vy, ktere´ vycha´zejı´ z komunikacˇnı´ho protokolu definovane´ho v na´vrhu.
V kazˇde´ zpra´veˇ musı´ by´t minima´lneˇ obsazˇena verze protokolu (atribut ver, typ prˇı´chozı´ zpra´vy
state, beeon token reprezentujı´cı´ rˇeteˇzec identifikujı´cı´ komunikaci (kvu˚li principu komunikace
dotaz-odpoveˇd’, kde se neudrzˇuje sta´le spojenı´ se serverem, atribut bt) a identifikacˇnı´ cˇı´slo uzˇivatele
(userid). Tyto vesˇkere´ informace jsou ulozˇeny do promeˇnny´ch neza´visle na typu prˇı´chozı´ zpra´vy.
Typu˚ zpra´v zası´lany´ch na tento server je vı´ce, a pro kazˇdy´ z nich je implementova´na jina´
obsluha, ktera´ prˇı´mo vyply´va´ z te´to zpra´vy. Ovsˇem na kazˇdou zpra´vu musı´ by´t implementova´na
odpoveˇd’. Z toho du˚vodu prˇi chybeˇ ve zpracova´nı´ zpra´vy (at’uzˇ je zpu˚sobena klientem cˇi stranou
modula´rnı´ho prostrˇedı´) je pro vsˇechny zpra´vy implementova´na mozˇnost odeslat jako odpoveˇd’
zpra´vu typu false s prˇı´slusˇny´m chybovy´m ko´dem.
Zde je tato chybova´ zpra´va rˇesˇena takovy´m zpu˚sobem, zˇe je vytvorˇena promeˇnna´ error, ktere´
je na pocˇa´tku prˇirˇazena pravdivostnı´ hodnota false. Prˇi vyskytnutı´ te´to potenciona´nı´ chyby bude
nastavena tato promeˇnna´ na true a tı´m se zpu˚sobı´, zˇe se nevytvorˇı´ standartnı´ odpoveˇd’na kazˇdou
zpra´vu, ale varianta chybova´.
Na´sledneˇ se v samostatny´ch blocı´ch dle typu zpra´vy (dle state) prova´dı´ obsluha te´to zpra´vy
a na konci obsluhy je vzˇdy vytvorˇen rˇeteˇzec k odesla´nı´ zpra´vy a ulozˇen do promeˇnne´ string To
Send As Answer. Azˇ na konci cele´ metody handleUIServerMessage se tento text odpoveˇdi
prˇeda´ metodeˇ sendMessageToSocket, ktera´ jizˇ provede samotne´ odesla´nı´ zpra´vy.
Nynı´ si rozebereme jednotlive´ implementace obsluhy teˇchto zpra´v.
Zpra´va addalg
Obsluha typu zpra´vyaddalg prˇida´ aplikacˇnı´ modul pro uzˇivatele zası´lajı´cı´ tuto zpra´vu do databa´ze.
Implementace obsluhy zpra´vy addalg vycha´zı´ z na´vrhu zpra´vy, ktery´ je uveden v ko´du4.1.
<com
ve r =” 2 . 5 ”
b t =” 42 ”
s t a t e =” adda l g ”
algname=” u zˇ i v a t e l em de f i n ov an e´ jme´no ”
a i d =” 64206 ”
a t yp e =”3” >
<dev i d =” 12345 ” t ype=”1” pos=”1” />
<pa r pos=”1”>42< / p a r>
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<pa r pos=”2”>Text n o t i f i k a c e< / p a r>
<geo r i d =” 478547 ” t ype=” i n ” />
< / com>
Ko´d 4.1: Zpra´va typu addalg.
Nejprve se ulozˇı´ prˇı´slusˇne´ informace ze zpra´vy, ktere´ jsou potrˇebne´, do promeˇnny´ch. Je to
identifikacˇnı´ cˇı´slo adapte´ru, na ktery´ ma´ by´t nava´za´n aplikacˇnı´ modul, cˇı´slo typu algoritmu a
uzˇivatelem definovane´ jme´no algoritmu.
Na´sledneˇ se vyvola´ metoda GetAlgorithmById trˇı´dy FrameworkConfig (viz. podsekce
4.1.5), ktera´ se pokusı´ vyhledat specifikaci algoritmu zadanou v konfiguracˇnı´m souboru aplikacˇnı´ch
modulu˚. Pokud se specifikace nalezne, pak je mozˇne´ tento aplikacˇnı´ modul prˇidat do databa´ze.
Kontroluje se zde navı´c zda je ve zpra´veˇ potrˇebny´ pocˇet prˇedany´ch parametru˚ a dat ze senzoru˚.
Pokud tedy probeˇhne kontrola v porˇa´dku, pak se do struktury tdevice ulozˇı´ ze zpra´vy infor-
mace o zarˇı´zenı´ch (element dev) prˇirˇazeny´ch k tomuto aplikacˇnı´mu modulu. Navı´c z du˚vodu, zˇe
jich mu˚zˇe by´t vysˇsˇı´ pocˇet nezˇ jedna, tak se ulozˇı´ do kolekce teˇchto struktur pro na´sledne´ snadne´
zpracova´nı´ prˇi ukla´da´nı´ do databa´ze.
Podobne´ ulozˇenı´ probeˇhne s prˇedany´mi uzˇivatelsky´mi daty k aplikacˇnı´mu modulu (elementy
par, zde jizˇ definovany´mi pod termı´nem parametry. Tyto parametry se ulozˇı´ do struktury tparam
a na´sledneˇ do kolekce teˇchto struktur, protozˇe jich mu˚zˇe by´t vı´ce.
Jako poslednı´ se ukla´dajı´ elementygeo do strukturytgeo a na´sledneˇ do kolekce teˇchto struktur.
Jsou urcˇeny pro druhy´ typ aplikacˇnı´chmodulu˚ vyvola´vany´ s prˇı´chodemzpra´vypassborder. Tento
element nastavujemodula´rnı´mu prostrˇedı´ prˇı´pad, kdyma´ aplikacˇnı´ modul spustit. Je to identifikacˇnı´
rˇeteˇzec geolokacˇnı´ oblasti, ke ktere´ je navı´c prˇida´n atribut type, ktery´ urcˇuje zda se ma´ aplikacˇnı´
modul vyvolat prˇi vstupu do te´to geolokacˇnı´ oblasti cˇi prˇi vy´stupu z nı´.
Jakmile jsou korektneˇ ulozˇeny informace do kolekcı´ teˇchto trˇı´ struktur, pak je provedeno par-
sova´nı´ parametru˚ (par) do rˇeteˇzce k ulozˇenı´ do databa´ze ve formeˇ textu. Je nutne´ dodat, zˇe tento
forma´t je jizˇ ulozˇen takovy´m zpu˚sobem, jak se jizˇ prˇeda´va´ aplikacˇnı´mu modulu, ktery´ jej zpracova´va´
(jak se to rˇesˇı´ bude popsa´no na konci te´to kapitoly).
Na´sledneˇ se ulozˇı´ pomocı´ objektu trˇı´dyDBFWHandler ametodyInsertUserAlgorithm()
do databa´ze do tabulky users algorithms tento aplikacˇnı´ modul. Pro u´plnost je zde doda´no, zˇe
defaultnı´ hodnota dome´ny state je nastavena na 1, tedy prˇi prˇida´nı´ aplikacˇnı´ho modulu uzˇivatelem
je za´rovenˇ povolen a spusˇteˇn.
Pra´ce s databa´zı´ je take´ korektneˇ osˇetrˇena a pokud by nastala chyba, pak je nastavena do
promeˇnne´ error hodnota true a na´sledneˇ je odesla´na zpra´va typu false.
Prˇi spra´vne´m zpracova´nı´ databa´zove´ho dotazu se vytvorˇı´ odpoveˇd’ typu AlgCreated, ktera´
je definovana´ v protokolu. (tato zpra´va prˇeda´va´ pouze identifikacˇnı´ cˇı´slo uzˇivatelske´ho aplikacˇnı´ho
modulu vygenerovane´ho vlozˇenı´m nove´ho rˇa´dku do tabulky users algorithms.
Zpra´va getallalgs
Zpra´va typu getallalgs je zpra´va, kterou pozˇaduje mobilnı´ zarˇı´zenı´ vypsa´nı´ vsˇech nastaveny´ch
a vytvorˇeny´ch aplikacˇnı´ch modulu˚ na dane´ho uzˇivatele. V ko´du 4.2 je uveden jejı´ forma´t.
<com
ve r =”x . x”
b t =” 4442 ”
s t a t e =” g e t a l l a l g s ”
a i d =” 123 ”
/>
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Ko´d 4.2: Zpra´va typu getallalgs.
Obsluha te´to zpra´vy spocˇı´va´ ve spra´vny´ch dotazech do databa´ze, protozˇe se jedna´ o vyhleda´nı´
v databa´zi a vypsa´nı´ vsˇech teˇchto vytvorˇeny´ch aplikacˇnı´ch modulu˚ ve spra´vne´m forma´tu.
K tomuto zı´ska´nı´ teˇchto vytvorˇeny´ch aplikacˇnı´ch modulu˚ (v ra´mcı´ prˇı´chodu˚ drˇı´ve popsane´
zpra´vy addalg) zde byla implementova´na metoda getAllAlgsByAdapterIdAndUserId. Tato me-
toda navra´tı´ kolekce (vector<talg *>) struktur obsahujı´cı´ informace o vsˇech teˇchto aplikacˇnı´ch
modulech a na´sledneˇ je prˇeda´na do metody createMessageAlgs, ktera´ jizˇ vygeneruje potrˇebny´
forma´t zpra´vy (algs) pomocı´ te´to kolekce a je na´sledneˇ prˇeda´na k odesla´nı´. Nı´zˇe vidı´me imple-
mentaci struktury talg
t ypede f s t r u c t a l g
{
s t d : : s t r i n g u s e r sA l g o r i t hm s I d ;
s t d : : s t r i n g a t yp e ;
s t d : : s t r i n g en ab l e ;
s t d : : s t r i n g name ;
s t d : : v e c t o r<t ch ldMsg∗> c h i l d s ;
} t a l g ;
Ko´d 4.3: Struktura talg.
Pro u´plnost a znovupouzˇitelnost je metoda getAllAlgsByAdapterIdAndUserId roz-
deˇlena do jesˇteˇ dalsˇı´ metody getAlgByUserAlgorithmId, ktera´ navra´tı´ naplneˇnou strukturu.
Je vyuzˇita u na´sledujı´cı´ zpra´vy.
Zpra´va getalgs
Zpra´va getalgs obsahuje pozˇadavek na odesla´nı´ aplikacˇnı´ch modulu˚ dle jejich prima´rnı´ho klı´cˇe
v databa´zi. Forma´t prˇijate´ zpra´vy z mobilnı´ho zarˇı´zenı´ je popsa´n ko´dem 4.4.
<com
ve r =”x . x”
b t =” 44 ”
a i d =” 64206 ”
s t a t e =” g e t a l g s ”>
<a l g i d =” 123 ” />
<a l g i d =” 143 ” />
< / com>
Ko´d 4.4: Zpra´va typu getalgs.
Implementace obsluhy zpra´vy je podobna´ jako u popisu minule´ obsluhy zpra´vy s jedniny´m
rozdı´lem, zˇe se nevyhleda´vajı´ vsˇechny aplikacˇnı´ moduly prˇirˇazene´ k jednomu uzˇivateli, ale vyhle-
da´va´ se pouze dle jejı´ho prima´rnı´ho klı´cˇe. Proto mu˚zˇeme vyuzˇı´t jizˇ vytvorˇene´ a popsane´ metody
getAlgByUserAlgorithmId, ktera´ na´m vra´tı´ strukturu talg 4.3, kterou pouze vlozˇı´me do
kolekce s jednı´m prvkem te´to struktury a prˇeda´me metodeˇ createMessageAlgs stejneˇ jako v
prˇedchozı´ popsane´ zpra´veˇ.
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Zpra´va setalg
Zpra´va typusetalg pozˇaduje zmobilnı´ho zarˇı´zenı´ uzˇivateli pozmeˇnit chova´nı´ aplikacˇnı´homodulu
(resp. jeho nastavenı´). Forma´t zpra´vy ze zarˇı´zenı´ je velice podobny´ zpra´veˇ addalg, ktery´ mu˚zˇeme
videˇt v ko´du 4.5.
<com
ve r =”x . x”
b t =” 4415442 ”
s t a t e =” s e t a l g ”
a l g i d =” 123 ”
algname=” a l g o r ”
e n ab l e =”1”
a t yp e =”3”>
<dev i d =” 12345 ” t ype=”1” />
<pa r pos=”1”>25< / p a r>
<pa r pos=”2”>Pozmeˇneˇny´ t e x t n o t i f i k a c e< / p a r>
<geo r i d =” 478547 ” t ype=” i n ” />
< / com>
Ko´d 4.5: Zpra´va typu setalg.
Implementace obsluhy tohoto typu zpra´vy se lisˇı´ pouze v typu databa´zove´m dotazu. Zde se
nejprve zase prˇedajı´ potrˇebne´ informace do promeˇnny´ch a struktur a na´sledneˇ se jizˇ dle algid
pouze provede UPDATE rˇa´dku tabulky s dany´m id v tabulce users algorithms. Aktualizace
prˇirˇazeny´ch zarˇı´zenı´ k aplikacˇnı´mu modulu se prova´dı´ tı´m zpu˚sobem, zˇe se nejdrˇı´ve odstranı´ z
databa´ze v tabulce algo devices vsˇechny zarˇı´zenı´ prˇirˇazene´ k tomuto aplikacˇnı´mu modulu a
na´sledneˇ se dle nove´ definice uzˇivatelske´ho aplikacˇnı´ho modulu vytvorˇı´ znovu potrˇebne´ rˇa´dky v
te´to tabulce.
Pokud je zpra´va ve spra´vne´m forma´tu a databa´zove´ dotazy probeˇhnou v porˇa´dku, pak je pro
odpoveˇd’vytvorˇena zpra´va typu true (metoda createMessageTrue().
Zpra´va delalg
Zpra´va typu delalg obsahuje pozˇadavek o smaza´nı´ aplikacˇnı´ho modulu prˇirˇazene´ho k uzˇivateli.
Forma´t zaslane´ zpra´vy je zde popsa´n v ko´du 4.6.
<com
ve r =”x . x”
b t =” 4415442 ”
s t a t e =” d e l a l g ”
a l g i d =” 123 ”
/>
Ko´d 4.6: Zpra´va typu delalg.
Implementace obsluhy te´to zpra´vy spocˇı´va´ v zı´ska´nı´ identifika´toru uzˇivatelske´ho aplikacˇnı´ho
modulu ze zpra´vy (algid), ve smaza´nı´ zarˇı´zenı´ prˇirˇazeny´ch k tomuto aplikacˇnı´mu modulu z data-
ba´ze pomocı´ metodyDeleteAlgoDevices() a nakonec smaza´nı´ samotne´ho uzˇivatelske´ho apli-
kacˇnı´homodulu z databa´ze z tabulkyusers algorithms (metodaDeleteUsersAlgorithms()).
Pokud vsˇe probeˇhne v porˇa´dku, pak je pro odpoveˇd’na mobilnı´ zarˇı´zenı´ vytvorˇena zpra´va typu
True pomocı´ metody createMessageTrue().
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Zpra´va passborder
Zpra´va typu passborder je zpra´va, ktera´ se odesˇle z mobilnı´ho zarˇı´zenı´ prˇi prˇekrocˇenı´ hranice
geolokacˇnı´ oblasti. Je to spousˇteˇcı´ mechanismus druhe´ho typu aplikacˇnı´ch modulu˚ (typ spousˇteˇny´
zasla´nı´m zpra´vy z mobilnı´ho telefonu). Forma´t zpra´vy je popsa´n v ko´du 4.7.
<com
ve r =”x . x”
b t =” 4415442 ”
s t a t e =” p a s s b o r d e r ”
r i d =”home”
t ype=” i n ”
/>
Ko´d 4.7: Zpra´va typu passborder.
Obsluha te´to zpra´vy nejprve zjistı´, zda jsou k dane´mu uzˇivateli na dany´ typ aplikacˇnı´ho modulu
vytvorˇeny neˇjake´ uzˇivatelske´ aplikacˇnı´ moduly. Provede se tedy databa´zovy´ dotaz pomocı´ metody
SelectIdsAlgorithmsByAlgIdAndUserId(), ktery´ navra´tı´ seznam identifikacˇnı´ch cˇı´sel
reprezentujı´cı´ prima´rnı´ klı´cˇe tabulky users algorithms.
Pokud vy´sledek databa´zove´ho dotazu byl nepra´zdny´, pak jizˇ pro kazˇdy´ vyhledany´ za´znam se
spustı´ jeden aplikacˇnı´ modul, kdy kazˇde´mu z nich jsou prˇeda´na stejna´ data ze zpra´vy (identifikacˇnı´
cˇı´slo geolokacˇnı´ oblasti rid a smeˇr zda se do oblasti vstoupilo, resp. vystoupilo type). Jaky´m
zpu˚sobem je rˇesˇeno spousˇteˇnı´ aplikacˇnı´ch modulu˚ bude vysveˇtleno da´le v textu.
Pokud jsou vsˇechny databa´zove´ dotazy provedeny v porˇa´dku, pak je pro odpoveˇd’ vytvorˇena
zpra´va typu true pomoc metody createMessageTrue().
4.1.3 HandleAlgorithmMessage
Metoda HandleAlgorithmMessage implementuje obsluhu zpra´v zası´lany´ch od aplikacˇnı´ch
modulu˚. Tyto zpra´vy prˇeda´vajı´ informace pro identifikaci jaky´ aplikacˇnı´ modul (nava´zany´ na jake´ho
uzˇivatele, adapte´r atp.) zpra´vu odeslal se seznamem pozˇadavku˚ na tento server pro vykona´nı´ nad
cely´m syste´mem.
Aplikacˇnı´mu modulu byly implementova´ny dveˇ podpory pro pra´ci nad syste´mem. A to mozˇnost
zasla´nı´ notifikacˇnı´ zpra´vy na mobilnı´ zarˇı´zenı´ s na´lezˇitou identifikacı´ a parametrizacı´ te´to zpra´vy. A
mozˇnost zmeˇnit stav aktoru na straneˇ adapte´ru.
Z te´to podpory byl na´sledneˇ navrzˇen forma´t XML zpra´vy, ktery´ je od aplikacˇnı´ch modulu˚
ocˇeka´va´n, viz ko´d 4.8.
<alg m p r o t o c o l v e r s i o n =” 1 . 0 ” use r ID=”7” a lg ID=”1”
ad ap t e r ID=” 5544 ”>
<n o t i f s coun t =”1”>
<n o t i f t y p e =”1” t e x t =” Text n o t i f i k a c e ” />
< / n o t i f s>
< t a c t o r s coun t =”1”>
< t a c t o r i d =” 429 ” t ype=”2” />
< / t a c t o r s>
< / a lg m>
Ko´d 4.8: Zpra´va alg m zaslana´ z aplikacˇnı´ho modulu.
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Ze zpra´vy vidı´me, zˇe jsou zde dva synovske´ elementy notifs a tactors. Tyto elementy
reprezentujı´ jednotlive´ dveˇ podpory, ktere´ byly zmı´neˇny vy´sˇe. Tyto dva synovske´ elementy majı´
jako atribut count. Dle teˇchto atributu˚ metoda zjistı´, zda ma´ prova´deˇt neˇjakou z pozˇadovany´ch
akcı´ a kolik teˇchto akcı´ dane´ho typu bude.
Pokud je ve zpra´veˇ pozˇadavek na odesla´nı´ notifikacˇnı´ zpra´vy na telefon, pak se provede databa´-
zovy´ dotaz pomocı´ metody GetNotifStringByUserId(), ktery´ vra´tı´ vsˇechny identifikacˇnı´
rˇeteˇzce mobilnı´ch zarˇı´zenı´, ktery´ vlastnı´ dany´ uzˇivatel, ktery´ si zazˇa´dal odeslat zpra´vu (resp. ktery´
si vytvorˇil a povolil aplikacˇnı´ modul ve sve´m telefonu). Pokud je v databa´zi nalezen alesponˇ jeden
takovy´ za´znam s takovy´m rˇeteˇzcem reprezentujı´cı´m mobilnı´ zarˇı´zenı´, pak je na´sledneˇ naplneˇn kon-
struktor trˇı´dy WatchdogNotif a vytvorˇen jeho objekt. Na´sledneˇ se zavola´ metoda sendGcm()
nad tı´mto objektem, ktery´ se jizˇ postara´ o odesla´nı´ zpra´vy. Take´ je zde rˇesˇena na´vratova´ hodnota te´to
metody sendGcm(), ktera´ vracı´ kolekci rˇeteˇzcu˚ identifikujı´cı´ mobilnı´ zarˇı´zenı´, na ktere´ se zpra´va
neodeslala. To je osˇetrˇeno proto, aby se na toto mobilnı´ zarˇı´zenı´ jizˇ nepokousˇelo znovu zpra´vy
odesı´lat, tak je o neˇm smaza´n za´znam v databa´zı´ (tabulka mobile devices) pomocı´ metody
DeleteMobileDeviceByGcmId(). Na´sledneˇ je o odesla´nı´ notifikacˇnı´ zpra´vy ulozˇen za´znam
v databa´zi pomocı´ metody InsertNotification().
V prˇı´padeˇ presence pozˇadavku na zmeˇnu aktoru (cˇi vı´ce aktoru˚) je nacˇten kazˇdy´ pozˇadavek v
cyklu zvla´sˇt’ a pro kazˇdy´ tento pozˇadavek je provedeno vytvorˇenı´ spra´vne´ho forma´tu zpra´vy (viz
ko´d 4.9) pomocı´ metody createMessageRequestSwitch().
< r e q u e s t t yp e =” sw i t c h ”>
<s e n s o r i d =” 1 . 1 . 1 . 1 ” t ype =”0x00 ” onAdap te r =12345 ”>
<va lue>ON</ va lue>
</ s en so r>
</ r e q u e s t>
Ko´d 4.9: Zpra´va switch na Ada Server Sender.
A na´sledne´ odesla´nı´ zpra´vy na prˇı´slusˇny´ aktor pomocı´metodysendMessageToAdaServer().
Metoda sendMessageToAdaServer() pracuje tı´m zpu˚sobem, zˇe zası´la´ tuto XML zpra´vu na
Adapter Server Sender, ktery´ zpra´vu prˇeposı´la´ da´le na fyzicke´ zarˇı´zenı´. Vzhledem k tomu,
zˇe Ada Server Sender posı´la´ nazpeˇt zpra´vu, zda bylo prˇijata zpra´va ve spra´vne´m forma´tu a
zda jej korektneˇ odeslal da´le, tak zaznamena´va´ do logovacı´ho souboru prˇı´padne´ chyby, ktere´ se dajı´
le´pe opravit. Le´pe se zjistı´, zˇe server nenı´ v provozu (timeout) a podobneˇ.
4.1.4 Pra´ce s databa´zı´
Pro pra´ci s databa´zı´ zde byla vyuzˇita externı´ knihovna SOCI (Sobczak et al.), ktera´ podporuje
snadny´ prˇı´stup k databa´zi a je implementova´na pro jazyk C++.
Aby bylo mozˇne´ cele´mu hlavnı´mu programu modula´rnı´ho prostrˇedı´ poskytnout spojenı´ s da-
taba´zı´ (tzv. sezenı´), tak byla implementova´na trˇı´da DBConnectionsContainer. Tato trˇı´da prˇi
jejı´ instanciaci vytvorˇı´ vı´ce teˇchto sezenı´ a je schopna na´sledneˇ prˇeda´vat cele´ aplikaci v prˇı´padeˇ
potrˇeby tyto spojenı´ a v okamzˇiku, kdy jej neˇjaka´ z cˇa´sti aplikace (naprˇ. obsluha zpra´vy)) jizˇ nebude
potrˇebovat, tak jej navra´tı´ zpeˇt do tohoto kontejneru. Rˇesˇı´ se tı´m proble´m sta´le´ho prˇipojova´nı´ a
odpojova´nı´ k/od databa´ze, cozˇ by velmi zpomalovalo proces vykona´nı´ databa´zove´ho dotazu. Pocˇet
teˇchto sezenı´ vytvorˇeny´ch v kontejneru se nastavuje v ra´mci konfiguracˇnı´ho souboru popsane´ho
vy´sˇe.
Konkre´tneˇ tedy instance trˇı´dy DBConnectionsContainer vyda´ pomocı´ metody
GetConnection() spojenı´ (session), cozˇ je jizˇ objekt zmı´neˇne´ externı´ knihovny SOCI. Aby se
s tı´mto spojenı´m dalo pohodlneˇ pracovat, je zde implementova´na trˇı´da DBFWHandler, do jejı´hozˇ
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objektu je toto sezenı´ prˇeda´no do konstruktoru a ulozˇeno v ra´mci neˇj. Tato trˇı´da DBFWHandler
implementuje jizˇ metody, ktere´ nad objektem z trˇı´dy session prova´dı´ databa´zove´ dotazy. Nı´zˇe
uva´dı´m prˇı´klad jedne´ z implementacı´ jejı´ch metod na provedenı´ databa´zove´ho dotazu.
1 s t d : : s t r i n g DBFWHandler : : S e l e c tUs e r I dByUse r sA l g I d (
2 s t d : : s t r i n g Use r sA lg Id )
3 {
4 s t d : : s t r i n g r e tV a l = ” ” ;
5 t h i s−> l og−>WriteMessage (TRACE, ” En t e r i n g ” + t h i s−> Name +
6 ” : : S e l e c tA lg I dByUse r sA lg I d ” ) ;
7 s t d : : s t r i n g sq lQue ry = ”SELECT f k u s e r i d FROM ” +
8 ” u s e r s a l g o r i t hm s WHERE u s e r s a l g o r i t h m s i d = ” + Use r sA lg Id
9 + ” ; ” ;
10 t h i s−> l og−>WriteMessage (TRACE, sq lQue ry ) ;
11 t ry
12 {
13 ∗ s e s << sq lQuery , i n t o ( r e tV a l ) ;
14 }
15 catch ( s t d : : e x c e p t i o n cons t &e )
16 {
17 s t d : : s t r i n g Er ro rMessage = ” Da tabase E r r o r : ” ;
18 Er ro rMessage . append ( e . what ( ) ) ;
19 t h i s−> l og−>WriteMessage (ERR, Er ro rMessage ) ;
20 r e tV a l = ”0” ;
21 }
22 t h i s−> l og−>WriteMessage (TRACE, ” E x i t i n g ” + t h i s−> Name +
23 ” : : S e l e c tA lg I dByUse r sA lg I d ” ) ;
24 re turn ( r e tV a l ) ;
25 }
Ko´d 4.10: Metoda trˇı´dy DBFWHandler.
Vy´stupy teˇchto metod za´visı´ na typu databa´zove´ho dotazu. Prˇi SQL dotazu INSERT je vracen
bud’noveˇ vytvorˇeny´ prima´rnı´ klı´cˇ (index) nebo pouze pravdivostnı´ hodnota o spra´vne´m provedenı´.
Prˇi dotazech SELECT vracı´ metody bud’ seznamy rˇeteˇzcu˚ (pokud se jedna´ o vy´stup vı´ce hodnot),
jeden rˇeteˇzec, cele´ cˇı´slo nebo rea´lne´ cˇı´slo. Prˇi dotazech DELETE vracı´ metody pouze pravdivostnı´
hodnotu o jejı´m u´speˇsˇne´m (resp. neu´speˇsˇne´m) smaza´nı´.
Pokud dojde k chybeˇ v pru˚beˇhu prova´deˇnı´ dotazu, pak je chyba zaznamena´na take´ do logovacı´ho
souboru.
4.1.5 Konfigura´tor
Pro konfiguraci hlavnı´ aplikacemodula´rnı´ho prostrˇedı´ je implementova´na trˇı´daFrameworkConfig.
Definice te´to trˇı´dy popisuje UML diagram jejı´ trˇı´dy na obra´zku 4.3.
Nejprve zavola´me konstruktor te´to trˇı´dy k vytvorˇenı´ objektu a teprve na´sledneˇ je vola´na metoda
SetConfig() v ra´mci tohoto objektu, ktere´ je prˇeda´na cesta k XML souboru s konfiguracı´.
Metoda SetConfig() zpracuje tento XML soubor (pomocı´ drˇı´ve zmı´neˇne´ knihovny pugixml) a
ulozˇı´ do atributu˚ objektu nastavenı´ zadane´ v tomto konfiguracˇnı´m souboru. Jak vidı´me z definice
trˇı´dy, tak definice aplikacˇnı´ch modulu˚ jsou ulozˇeny jako kolekce struktur talgorithm. Tyto
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Obra´zek 4.3: Trˇı´da FrameworkConfig.
definice aplikacˇnı´ch modulu˚ je umozˇneˇno znovu nastavit v pru˚beˇhu beˇhu aplikace pomocı´ metody
ResetAlgorithms(). To zde bylo implementova´no z toho du˚vodu, zˇe dle zada´nı´ bylo nutne´
implementovat takove´ prostrˇedı´, do ktere´ho je mozˇne´ vkla´dat a take´ odebı´rat aplikacˇnı´ moduly.
Jedna z my´ch interpretacı´ te´to veˇty byla, zˇe je mozˇne´ vkla´dat prˇı´mo i jejich zdrojove´ ko´dy, neboli
cele´ aplikacˇnı´ moduly do modula´rnı´ho prostrˇedı´. Pro u´plnost vkla´da´nı´ aplikacˇnı´ch modulu˚ je zde
rˇesˇeno i jako prˇirˇazova´nı´ a povolova´nı´ jejich spousˇteˇnı´ prˇirˇazene´ k jednomu uzˇivateli prˇi prˇı´chodu
senzoricky´ch dat cˇi prˇi prˇı´chodu zpra´vy z mobilnı´ch zarˇı´zenı´ (momenta´lneˇ passborder). Proto
aby bylo mozˇne´ vlozˇit do cele´ho modula´rnı´ho prostrˇedı´ aplikacˇnı´ modul, pak je nutne´ zadat k jeho
definici cestu v konfiguraci definic (seznamu definic) aplikacˇnı´ch modulu˚. Jakmile to uzˇivatel udeˇla´,
pak je implementova´n reset seznamu teˇchto definic pomocı´ zasla´nı´ signa´lu SIGINT do aplikace
modula´rnı´ho prostrˇedı´, ktere´ tento signa´l korektneˇ odchytı´ a provede znovunacˇtenı´ tohoto seznamu
aplikacˇnı´ch modulu˚.
4.1.6 Spousˇteˇnı´ aplikacˇnı´ch modulu˚
Nezˇ vysveˇtlı´m implementaci jak probı´ha´ spousˇteˇnı´ aplikacˇnı´ch modulu˚, tak je trˇeba si znovu ro-
zebrat zada´nı´ te´to pra´ce. Cı´lem na´vrhu te´to pra´ce je navrhnout modula´rnı´ prostrˇedı´, ktere´ by meˇlo
umozˇnˇovat zpracova´nı´ senzoricky´ch dat pomocı´ vlozˇenı´ samostatny´ch aplikacˇnı´ch modulu˚, ktere´
se mohou zava´deˇt, spousˇteˇt, pozastavovat atd.
Mu˚j pu˚vodnı´ na´vrh byl implementovat toto prostrˇedı´ takovy´m zpu˚sobem, zˇe bude tyto aplikacˇnı´
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moduly spousˇteˇt jako vla´kna a bude jim prˇeda´vat data ve formeˇ objektu. Ovsˇem z du˚vodu zneˇnı´
zada´nı´, kde je psa´no, zˇe musı´ pra´ce umozˇnˇovat ”vlozˇenı´ samostatny´ch aplikacˇnı´ch modulu˚“, bylo
nutne´ zvolit jiny´ sce´na´rˇ. A to vytvorˇit prˇi spousˇteˇnı´ novy´ proces pomocı´ prˇelozˇene´ho programu,
ktere´mu rˇı´ka´me aplikacˇnı´ modul. Takto je mozˇne´ na´sledneˇ prˇi beˇhu modula´rnı´ho prostrˇedı´ zadat
pouze do konfiguracˇnı´ho souboru (novou) cestu k tomuto spustitelne´mu programu (s pocˇtem jeho
potrˇebny´ch parametru˚, dat ze zarˇı´zenı´ atd.) a nacˇı´st pomocı´ signa´lu SIGINT znovu tyto aplikacˇnı´
moduly. Teˇmito dveˇma kroky mu˚zˇeme vlozˇit novy´ aplikacˇnı´ program do modula´rnı´ho prostrˇedı´ azˇ
za jeho beˇhu, cozˇ je cı´lem te´to pra´ce.
Spusˇteˇnı´ aplikacˇnı´ho modulu znamena´ provedenı´ funkcı´ fork() a na´sledneˇ v programu po-
tomka zavola´nı´ funkce execvp() se zada´nı´m na´zvu bina´rnı´ho programu a zada´nı´m argumentu˚
jemu prˇedany´ch prˇi spusˇteˇnı´. Klı´cˇovy´ je zde forma´t prˇedany´ch argumentu˚ do aplikacˇnı´ho modulu.
Argumenty prˇedane´ do programu jsou na´sledujı´cı´ -u prˇeda´va´ uzˇivatelske´ identifikacˇnı´ cˇı´slo (z
databa´ze), -a prˇeda´va´ identifikacˇnı´ cˇı´slo typu algoritmu, -d prˇeda´va´ identifikacˇnı´ cˇı´slo adapte´ru pro
ktery´ je aplikacˇnı´ modul spousˇteˇn, -o prˇeda´va´ identifikacˇnı´ cˇı´slo reprezentujı´cı´ jedinecˇny´ identifi-
ka´tor uzˇivatelske´ho algorimtu (tabulka users algorithms), -v prˇeda´va´ prˇijata´ data ze senzoru˚
(nebo o passborder z telefonu) na za´kladeˇ ktery´ch se spousˇtı´ aplikacˇnı´ modul. Data prˇedana´ v
tomto argumentu -v je nutne´ dodrzˇet v na´sledujı´cı´m forma´tu RidOrDeviced¯evice#ID4¯4....
V argumentu -p se prˇeda´vajı´ parametry zadane´ uzˇivatelem prˇi ukla´da´nı´ do databa´ze (jizˇ o nich byla
zmı´nka u obsluhy zpra´vy z UI serveru prˇi typu zpra´vy addalg). Tyto parametry musı´ mı´t forma´t
”16964877---10#gt#0#notif#Text notifikace“, kde # je oddeˇlovacˇ jednotlivy´ch pa-
rametru˚ a text parametru musı´ by´t dlouhy´ alesponˇ jeden znak. A poslednı´m argumentem je -e,
ktery´ prˇeda´va´ na´zev loka´lnı´ databa´ze, se kterou ma´ aplikacˇnı´ modul pracovat.
4.1.7 Zpracova´nı´ signa´lu˚
Aplikace zpracova´va´ korektneˇ dva typy signa´lu˚. A to signa´ly SIGINT a SIGTERM.
Prˇi prˇijetı´ signa´lu SIGINT program vyvola´ nad objektem trˇı´dy FrameworkConfig metodu
ResetAlgorithms(), ktera´ znovu nacˇte definice aplikacˇnı´chmodulu˚ (cesty k jejı´m spustitelny´m
souboru˚m atd.) a ulozˇı´ do tohoto objektu. Zpracova´nı´ signa´lu SIGTERM spocˇı´va´ v korektnı´m
ukoncˇenı´ cele´ho programu. Ukoncˇenı´ vsˇech trˇı´ serveru˚, uvolneˇnı´ pameˇti a uvolneˇnı´ databa´zove´ho
spojenı´.
4.2 Implementace trˇı´dy pro tvorbu Aplikacˇnı´ho modulu
Aplikacˇnı´ modul je navrzˇen jako samostatny´ spustitelny´ program v prˇı´kazove´ rˇa´dce v linuxove´m
prostrˇedı´. Pro jeho tvorbu je poskytnuta trˇı´da Algorithm, viz obra´zek 4.4.
Tato trˇı´da jizˇ poskytuje rozhranı´ pro komunikaci s modula´rnı´m prostrˇedı´m bez nutne´ znalosti
jejı´ implementace. Pro jejı´ instanciaci je zde vytvorˇena staticka´ metoda getCmdLineArgs And
Create Algori
thm(), ktera´ prˇevezme argumenty prˇı´kazove´ho rˇa´dku a pokud vsˇe zpracuje spra´vneˇ (nenı´ zde chyba
ve forma´tu argumentu˚ a podobneˇ), pak vracı´ objekt trˇı´dy Algorithm, se ktery´m autor aplikacˇnı´ho
modulu pracuje. Ocˇeka´va´vane´ argumenty prˇi spusˇteˇnı´ jsou definova´ny v podsekci 4.1.6.
Jakmile je vytvorˇena instance te´to trˇı´dy, je z nı´ umozˇneˇno autorovi aplikacˇnı´ho modulu zı´skat
prˇedana´ data pomocı´ metod getParameters() (parametry zadane´ uzˇivatelem), getRids()
(geolokacˇnı´ oblasti se smeˇrem o prˇekrocˇenı´) a getValues() (konkre´tnı´ hodnota dat prˇijata´ od
senzoru). Je nutne´ dodat, zˇe autor aplikacˇnı´ho modulu sa´m vı´ (z definice aplikacˇnı´ho modulu na
stra´nka´ch inteligentnı´ doma´cnosti a v konfiguracˇnı´m souboru) kolik parametru˚ ocˇeka´va´, a take´ jen on
zna´ prˇesnou se´mantiku parametru na dane´ prˇijate´ pozici. Z toho du˚vodu je opravdu nezbytneˇ nutne´
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Obra´zek 4.4: Trˇı´da Algorithm.
dodrzˇovat forma´t definice porˇadı´ zaslany´ch parametru˚, protozˇe by mohlo dojı´t k neprˇedvı´dane´mu
chova´nı´ cele´ho aplikacˇnı´ho modulu.
Nad teˇmito daty mu˚zˇe aplikacˇnı´ modul prova´deˇt vy´pocˇty a v ra´mci nich ma´ navı´c k dispozici
jizˇ prˇedem prˇipravene´ spojenı´ s databa´zı´ (session externı´ knihovny SOCI). Toto spojenı´ je
vytva´rˇeno jizˇ prˇi vytva´rˇenı´ objektu trˇı´dy Algorithm, do ktere´ho je vlozˇen ukazatel na objekt
trˇı´dy DBFWHandler (atribut database). Pomocı´ tohoto objektu ma´ autor aplikacˇnı´ho modulu
k dispozici jaky´koli dotaz implementovany´ v ra´mci trˇı´dy DBFWHandler. V pru˚beˇhu vy´pocˇtu˚
(kdekoli v programu) mu˚zˇe autor vyuzˇı´t akce nad cely´m syste´mem inteligentnı´ doma´cnosti, ktere´
jsou poskytnuty dveˇ. Notifikace na mobilnı´ zarˇı´zenı´ a zmeˇna aktoru pomocı´ metod AddNotify()
a ChangeActor() implementovany´ch ve trˇı´deˇ Algorithm.
Na konec kazˇde´ho aplikacˇnı´ho modulu je nutne´ vzˇdy zavolat metodu SendAndExit(), ktera´
se jizˇ postara´ o odesla´nı´ vesˇkery´ch pozˇadavku˚ na server hlavnı´ho programu modula´rnı´ho prostrˇedı´.
Pro u´plnost je zde uveden vzorovy´ prˇı´klad ko´du jednoduche´ho aplikacˇnı´ho modulu.
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1 # inc lude <c s t d l i b >
2 # inc lude ” . . / a l g o r i t hm . h”
3
4 us ing namespace s t d ;
5
6 i n t main ( i n t argc , char ∗ a rgv [ ] )
7 {
8 / / Dek larace a i n i c i a l i z a c e o b j e k t u A l go r i t hm
9 / / p o s k y t u j ı´ c ı´ r o z h r a n ı´ pro t v o r bu a l g o r i tmu .
10 Algo r i t hm ∗ a l g ;
11 i f ( ( a l g = Algo r i t hm : : ge tCmdLineArgsAndCrea teAlgor i thm (
12 argc , a rgv ) ) == n u l l p t r )
13 {
14 re turn EXIT FAILURE ;
15 }
16 /∗ T eˇ lo programu ∗ /
17
18 /∗ Konec t eˇ l a programu ∗ /
19 / / Ode s l a´ n ı´ da t do Frameworku a ukon cˇ en ı´ a l g o r i tmu .
20 i f ( ! a lg−>SendAndExit ( ) ) {
21 d e l e t e ( a l g ) ;
22 re turn EXIT FAILURE ;
23 }
24 d e l e t e ( a l g ) ;
25 re turn EXIT SUCCESS ;
26 }
Ko´d 4.11: Vzorovy´ prˇı´klad ko´du aplikacˇnı´ho modulu.
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Kapitola 5
Nasazenı´ a vy´sledky
V te´to kapitole je popsa´n zpu˚sob testova´nı´ aplikace a jejı´ nasazenı´ do jizˇ rea´lne´ho syste´mu, pro
ktery´ byla vyvı´jena, vcˇetneˇ zhodnocenı´ vy´sledku˚ jejı´ funkcˇnosti.
5.1 Testova´nı´
Prˇed nasazenı´m modula´rnı´ho prostrˇedı´ do syste´mu inteligentnı´ doma´cnosti se prova´deˇlo testova´nı´,
ktere´ probı´halo v neˇkolika rovina´ch.
Vy´voj byl prova´deˇn pomocı´ metodiky programova´nı´ rˇı´zene´ho testy (TDD), podle (Beck, 2004).
Dle na´vrhu byly vytvorˇeny jednotkove´ testy, pomocı´ nichzˇ byly testova´ny jednotlive´ trˇı´dy programu.
K tomuto prˇı´stupu byl vyuzˇit na´stroj Boost.Test 1, cozˇ je framework pro testova´nı´ aplikacı´ psany´ch v
jazyce C++. Byl zde vybra´n pro svou snadnou instalaci (jeho knihovny lze nainstalovat na linuxove´
prostrˇedı´ ve formeˇ instalacˇnı´ho balı´ku) a pouzˇitelnost.
Syste´move´ testy byly prova´deˇny pomocı´ konceptu cˇerne´ skrˇı´nky (tzv. black box), ktery´ je
rozebrany´ naprˇı´klad v publikaci (Patton, 2002). Jedna´ se o dynamicke´ testova´nı´ aplikace bez znalosti
jejı´ implementace, na za´kladeˇ sad vstupnı´ch dat a k nim adekva´tnı´ch dat vy´stupnı´ch. Vstupy
byly prˇeda´vane´ do aplikace modula´rnı´ho prostrˇedı´ pomocı´ simulovany´ch zpra´v zası´lany´ch na
aplikaci modula´rnı´ho prostrˇedı´. Na za´kladeˇ teˇchto zpra´v se do logovacı´ho souboru vypisovaly
za´znamy, podle ktery´ch se hodnotilo spra´vne´ vykona´nı´ reakce na tyto zpra´vy. Prˇi urcˇity´ch zpra´va´ch
(testech) se take´ vytva´rˇely za´znamy v databa´zi, kde se hodnotilo, zda opravdu vznikly a zda
obsahovaly ocˇeka´vane´ hodnoty. Pro otestova´nı´ spra´vne´ funkcˇnosti trˇı´dy Algorithm pro tvorbu
aplikacˇnı´ch modulu˚ bylo implementova´no neˇkolik jednoduchy´ch variant aplikacˇnı´ch modulu˚. Ke
kazˇde´ varianteˇ byla napsa´na sada vstupnı´ch a vy´stupnı´ch testu˚, kde vstupy byly zada´va´ny jako
argumenty programu prˇı´kazove´ rˇa´dky a vy´stupy byly srovna´va´ny s ocˇeka´vany´mi vy´pisy v logovacı´m
souboru modula´rnı´ho prostrˇedı´.
5.2 Nasazenı´
Nasazenı´, neboli integracemodula´rnı´ho prostrˇedı´ do rea´lne´ho provozu, bylo slozˇeno z na´sledujı´cı´ch
kroku˚:
• umı´steˇnı´ zdrojovy´ch ko´du˚ aplikace na server (existujı´cı´ho syste´mu),
• prˇelozˇenı´ aplikace modula´rnı´ho prostrˇedı´,
1http://www.boost.org/doc/libs/1 43 0/libs/test/doc/html/utf.html
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• prˇelozˇenı´ aplikacˇnı´ch modulu˚,
• nastavenı´ spra´vne´ konfigurace v konfiguracˇnı´m souboru (naprˇ. jme´no databa´ze, cesta k defi-
nicı´m aplikacˇnı´ch modulu˚),
• nastavenı´ konfigurace v konfiguracˇnı´m souboru aplikacˇnı´chmodulu˚ (naprˇ. cesta k prˇelozˇeny´m
spustitelny´m aplikacı´m),
• spusˇteˇnı´ modula´rnı´ho prostrˇedı´,
• kontrola spra´vne´ho spusˇteˇnı´ dle vy´pisu˚ v logovacı´m souboru,
• testova´nı´ spra´vnosti komunikace se zbytkem syste´mu,
• beˇh modula´rnı´ho prostrˇedı´ v ra´mci inteligentnı´ doma´cnosti.
Pomocı´ te´to integrace se podarˇilo objevit neˇkolik drobny´ch chyb, ktere´ byly na´sledneˇ odstraneˇny.
Promodula´rnı´ prostrˇedı´ jsem v ra´mci nasazenı´ (nad ra´mec te´to pra´ce) implementoval dva aplikacˇnı´
moduly (jejich popis nı´zˇe), aby se modula´rnı´ prostrˇedı´ zacˇalo pouzˇı´vat k prakticke´mu pouzˇitı´.
Aplikace byla v tento okamzˇik zhodnocena jako funkcˇnı´, a proto bylo vhodne´ pro ni vytvorˇit
neˇjaky´ aplikacˇnı´ modul k rea´lne´mu pouzˇitı´. Jako prvnı´ byl navrzˇeny´ aplikacˇnı´ modul s na´zvem
Watch and notify. Watch and notify je aplikacˇnı´ modul prvnı´ho typu (spousˇteˇn na za´kladeˇ
prˇı´chodu dat ze senzoru) a jeho funkcı´ je hlı´da´nı´ hodnoty konkre´tnı´ho aktoru, ktera´ kdyzˇ splnı´
danou podmı´nku, tak se vykona´ urcˇita´ akce. Uzˇivatel si na mobilnı´m telefonu zvolı´ senzor, ktery´
chce hlı´dat, opera´tor (>,<,=...) a hodnotu jako pravou stranu podmı´nky. Pokud je tato podmı´nka
splneˇna, mu˚zˇe si zvolit jaky´ text chce odeslat na mobilnı´ zarˇı´zenı´ nebo jaky´ aktor ma´ prˇepnout
svu˚j stav. Na obra´zku 5.1 je popsa´n zce´na´rˇ pouzˇitı´ tohoto aplikacˇnı´ho modulu a na na´sledujı´cı´ch
obra´zcı´ch 5.2, 5.3 je ukazana´ prˇı´ma´ pra´ce s tı´mto aplikacˇnı´mmodulem v praxi na mobilnı´m zarˇı´zenı´.
Obra´zek 5.1: Sce´na´rˇ pouzˇitı´ aplikacˇnı´ho modulu Watch and notify.
Prakticky´ prˇı´klad vyuzˇitı´ Watch and notify je hlı´da´nı´ teploty v mı´stnosti, kdy prˇi prˇekrocˇenı´ 30
stupnˇu˚ Celsia sepneme spı´nacˇ klimatizace. Definice jeho vstupnı´ch parametru˚ (dle popisu v kapitole
3) je uvedena v tabulce 5.1.
Do modula´rnı´ho prostrˇedı´ po nasazenı´ take´ jizˇ korektneˇ prˇicha´zely zpra´vy ke spusˇteˇnı´ druhe´ho
typu aplikacˇnı´ho modulu. Proto byl pro obsluhu teˇchto zpra´v vytvorˇen druhy´ aplikacˇnı´ modul s
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Obra´zek 5.2: Uka´zka nastavenı´ aplikacˇnı´ho
modulu Watch and notify uzˇivatelem v mo-
bilnı´m zarˇa´zenı´.
Obra´zek 5.3: Uka´zka nastavenı´ aplikacˇnı´ho
moduluWatch and notify s podmı´neˇnou zmeˇ-
nou aktoru.
na´zvem Geofencing. Sce´na´rˇ uzˇitı´ tohoto aplikacˇnı´ho modulu je vyobrazen na obra´zku 5.4. Jeho
funkcı´ je hlı´da´nı´, zda uzˇivatel neprˇekrocˇil tzv. geolokacˇnı´ oblast (oblast na mapeˇ) v dane´m smeˇru,
v jake´m si hlı´da´nı´ definoval. Uzˇivatel nejdrˇı´ve na mobilnı´m zarˇı´zenı´ definuje na mapeˇ oblast, pro
kterou chce hlı´dat (Obra´zky 5.5, 5.6 a 5.7). Na´sledneˇ vytvorˇı´ aplikacˇnı´ modul Geofencing, ktere´mu
prˇeda´ identifikacˇnı´ cˇı´slo te´to oblasti a zada´ smeˇr, ktery´ chce hlı´dat (Obra´zek 5.8). Jako akci prˇi
zachycenı´ spra´vne´ho prˇechodu z/do te´to geolokacˇnı´ oblasti mu˚zˇe uzˇivatel nastavit zasla´nı´ textu
notifikace na mobilnı´ telefon, cˇi jaky´ aktor ma´ prˇepnout jeho stav (podobneˇ jako v aplikacˇnı´m
moduluWatch and notify). Definice vstupnı´ch parametru˚ pro aplikacˇnı´ modul Geofencing je uveden
v tabulce 5.2.
Implementacı´ teˇchto dvou aplikacˇnı´ch modulu˚ se za´rovenˇ oveˇrˇil hlavnı´ cı´l modula´rnı´ho pro-
strˇedı´, ktere´ je schopne´ poskytnout prostrˇedı´ pro vkla´da´nı´ takovy´chto aplikacˇnı´ch modulu˚, ktere´
pocˇı´tajı´ nad daty a vykona´vajı´ akce. Syste´m je beˇhem psanı´ te´to pra´ce nasazeny´ a je spusˇteˇny´ na
stroji s teˇmito technicky´mi specifikacemi, kde pracuje spra´vneˇ a ma´ sve´ rea´lne´ vyuzˇitı´:
• za´kladnı´ deska Supermicro X7DB8 Motherboard,
• procesor Intelr Xeonr CPU Quad Core E5410 2.33GHz,
• velikost operacˇnı´ pameˇti RAM 10 GB,
• operacˇnı´ syste´m CentOS 6.5.
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Watch and notify 1
SENZOR VALUE ANY SENZOR VALUE
OPERATOR ENTITY
VALUE REAL
NOTIF OR ACTOR NOTIF OR ACTOR
TEXT NOTIFIKACE NEBO ID AKTORU STRING
Tabulka 5.1: Definice aplikacˇnı´ho modulu Watch and notify.
Obra´zek 5.4: Sce´na´rˇ pouzˇitı´ aplikacˇnı´ho modulu Geofencing.
Geofencing 3
RID STRING
TYPE DIRECTION
NOTIF OR ACTOR NOTIF OR ACTOR
TEXT NOTIFIKACE NEBO ID AKTORU STRING
Tabulka 5.2: Definice aplikacˇnı´ho modulu Geofencing.
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Obra´zek 5.5: Obrazovka pro definova´nı´
mı´sta pro prˇida´nı´ Geolokacˇnı´ oblasti.
Obra´zek 5.6: Obrazovka pro zada´nı´ u´daju˚ o
nove´ Geolokacˇnı´ oblasti.
Obra´zek 5.7: Uka´zka obrazovky s jizˇ prˇida-
nou Geolokacˇnı´ oblastı´.
Obra´zek 5.8:Uka´zka prˇida´nı´ a nastavenı´ apli-
kacˇnı´ho modulu Geofencing.
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Kapitola 6
Za´veˇr
V bakala´rˇske´ pra´ci jsem navrhl a implementoval syste´m pro zpracova´nı´ senzoricky´ch dat s podporou
vkla´da´nı´ samostatny´ch aplikacˇnı´ch modulu˚ v ra´mci vy´zkumne´ skupiny ANT 1 a jejı´ podskupiny
zameˇrˇene´ na IOT 2. Cely´ syste´m tak naby´va´ podoby modula´rnı´ho prostrˇedı´ (frameworku), ktere´
poskytuje rozhranı´ pro tvorbu dalsˇı´ch aplikacˇnı´ch modulu˚, bez nutne´ znalosti pra´ce tohoto prostrˇedı´.
Fa´zi na´vrhu prˇedcha´zelo studium dosavadnı´ho syste´mu inteligentnı´ doma´cnosti, kde jsem roze-
bral architekturu syste´mu, sezna´mil jsem se s klı´cˇovy´mi fakty o vsˇech cˇa´stech syste´mu a na´sledneˇ se
zameˇrˇil na serverovou cˇa´st, pro kterou i na´vrh me´ho rˇesˇenı´ byl urcˇen. Na te´to serverove´ cˇa´sti jsem
se sezna´mil jaky´m zpu˚sobem zde prˇicha´zejı´ data, jak je jizˇ navrzˇena databa´ze a jaky´m zpu˚sobem
bude mozˇno komunikovat s mobilnı´mi zarˇı´zenı´mi. Podrobnosti jsou uvedeny v kapitole cˇ. 2.
Na za´kladeˇ poznatku˚ z teoreticke´ cˇa´sti jsem provedl na´vrh novy´ch tabulek do sche´matu databa´ze
pro ukla´da´nı´ dat modula´rnı´ho prostrˇedı´, navrhl jsem rozhranı´ pro komunikaci se zbytkem syste´mu
a vytvorˇil na´vrh pro konfiguraci prostrˇedı´ pro co nejsnazsˇı´ nasazenı´ na vı´ce serverovy´ch stanicı´ch.
Na´sledneˇ byly rozebra´ny pozˇadavky na co nejobecneˇjsˇı´ budoucı´ pouzˇitı´ aplikacˇnı´ch modulu˚ a na
za´kladeˇ nich byla rozebra´na data nutna´ pro poskytnutı´ teˇmto modulu˚m ze strany modula´rnı´ho
prostrˇedı´.
Dle na´vrhu byla provedena na´sledna´ realizace rˇesˇenı´ projektu s rozsˇı´rˇenı´m o mozˇnost definovat
druhy´ typ aplikacˇnı´homodulu spusˇteˇny´ prˇi prˇı´chodu pozˇadavku o toto spusˇteˇnı´ z mobilnı´ho zarˇı´zenı´.
Na konci kapitoly implementace jsem detailneˇ popsal jaky´m zpu˚sobem je rˇesˇen aplikacˇnı´ modul s
na´vodem, jak si budoucı´ autor bude moci napsat svu˚j vlastnı´ aplikacˇnı´ modul, ktery´ bude moci by´t
spousˇteˇny´ prostrˇedı´m.
Na konci pra´ce jsem popsal zpu˚sob testova´nı´ aplikace a vzhledem k tomu, zˇe jizˇ byla aplikace
integrova´na do syste´mu inteligentnı´ doma´cnosti, tak jsem zde rozebral postup nasazenı´ na fyzicky´
server. Pro toto nasazenı´ jsem navı´c navrhl dva aplikacˇnı´ moduly, ktere´ jsem popsal a na´sledneˇ
realizoval jako du˚kaz mozˇne´ho vyuzˇitı´ tohoto prostrˇedı´, ktere´ jizˇ ma´ sve´ prakticke´ vyuzˇitı´.
Mozˇny´ dalsˇı´ rozvoj aplikace, vytvorˇene´ v ra´mci te´to bakala´rˇske´ pra´ce, vidı´m v jejı´m rozsˇı´rˇenı´ o
mozˇnost definovat dalsˇı´ typy aplikacˇnı´ch modulu˚, naprˇı´klad pro mozˇne´ definova´nı´ aplikacˇnı´ho mo-
dulu spousˇteˇne´ho periodicky po urcˇite´m cˇase, nikoliv zı´ska´vajı´cı´ data prˇı´mo z aktua´lnı´ch prˇı´chozı´ch
dat ze senzoru˚, ale z historicky´ch dat ulozˇeny´ch v databa´zi. Tı´mto zpu˚sobem by se mohly prova´deˇt
pravidelne´ vy´pocˇty, naprˇı´klad pro prˇedpoveˇd’pocˇası´ nebo by to umozˇnilo uzˇivateli definovat prˇesnou
dobu zapnutı´ centra´lnı´ho vyta´peˇnı´ objektu.
1http://merlin.fit.vutbr.cz/ant/
2Internet Of Things
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Dodatek A
Obsah CD
Soucˇa´stı´ technicke´ pra´ce jsou take´ prˇı´lohy v elektronicke´ podobeˇ se zdrojovy´mi soubory aplikace,
ktere´ jsou umı´steˇny na standardnı´m neprˇepisovatelne´m me´diu. Na tomto me´diu jsou tyto zdrojove´
soubory ulozˇeny v adresa´rˇi src. Je zde take´ ulozˇen soubor readme.txt, ktery´ popisuje v anglic-
ke´m jazyce zpu˚sob prˇekladu a spusˇteˇnı´ projektu, a jsou zde ulozˇeny skripty pro prˇı´kazovy´ interpret
BASH pro snazsˇı´ pouzˇitı´ aplikace.
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Dodatek B
Obra´zky
39
Obra´zek B.1: Sche´ma databa´ze prˇed vlozˇenı´m modula´rnı´ho prostrˇedı´.
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Obra´zek B.2: Trˇı´dnı´ diagram Notifika´toru.
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