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pomagal pri njeni izdelavi, predvsem pa za to, ker je izkazal interes za moje delo.
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Povzetek
V pričujočem zaključnem delu je predstavljena integracija naprave za diagnostiko
žarka za merjenje profila žarka v pospeševalniku delcev. Diagnostična naprava
je sestavljena iz zaslona, ki se spusti v tok žarka tako, da ga prestreže. Odbiti
žarek potuje proti kameri, kjer se zajeta slika obdela in shrani. Nadzorni sistem
temelji na delu za krmiljenje premika in delu za zajem slik. Nadzorni sistem
pospeševalnika je sestavljen iz različnih modulov in je skladen s programsko in-
dustrijsko arhitekturo in strojno opremo. Vtičnik za krmiljenje strojne opreme je
implementiran v LabVIEW okolju. Grafični vmesnik za nadzor je implementiran
v WinCC OA okolju.
Ključne besede: pospeševalnik delcev, diagnostika žarka, nadzorni sistem,
koračni motor, kamera, LabVIEW, WinCC OA
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Abstract
The thesis addresses the integration of beam diagnostics device for measuring
the beam profile in the particle accelerator. The diagnostic device is consisted of
a screen that is lowered into the beam path and therefore intercepting it. The
reflected beam travels towards the camera where the image is recorded. The
control system consists of two parts: for motion control and vision acquisition.
The control system for the beam diagnostics measuring device is integrated into
the accelerator control system which is a modular system and is consistent with
the industrial software architecture and hardware. The plugin for controlling the
hardware is implemented in LabVIEW. The graphical user interface is imple-
mented in WinCC OA.
Key words: particle accelerator, beam diagnostics, control system, stepper mo-
tor, camera, LabVIEW, WinCC OA
vii
viii Abstract
Vsebina
1 Uvod 1
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5.4.1 Štirinivojska arhitektura . . . . . . . . . . . . . . . . . . . 33
5.4.2 Moduli . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 34
5.4.3 Vmesniki . . . . . . . . . . . . . . . . . . . . . . . . . . . 37
5.5 MADIE . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 39
Vsebina xi
5.5.1 Temeljni avtomat stanj . . . . . . . . . . . . . . . . . . . . 40
5.5.2 Komunikacija . . . . . . . . . . . . . . . . . . . . . . . . . 42
5.5.3 Zaganjalnik . . . . . . . . . . . . . . . . . . . . . . . . . . 42
5.5.4 Konfiguracija . . . . . . . . . . . . . . . . . . . . . . . . . 43
5.5.5 Storitve . . . . . . . . . . . . . . . . . . . . . . . . . . . . 43
5.5.6 Asinhrone niti . . . . . . . . . . . . . . . . . . . . . . . . . 45
5.6 SuperVISR . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 46
5.6.1 Zasnova . . . . . . . . . . . . . . . . . . . . . . . . . . . . 46
5.6.2 Grafični objekti . . . . . . . . . . . . . . . . . . . . . . . . 47
5.6.3 Komunikacija . . . . . . . . . . . . . . . . . . . . . . . . . 48
6 Nadzorni sistem naprave za diagnostiko 51
6.1 Arhitektura . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 51
6.1.1 Oblika OPC UA podatkovnih točk . . . . . . . . . . . . . 53
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2.2 Pospeševanje delcev glede na fazo. . . . . . . . . . . . . . . . . . . 6
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3.1 Faradayev lonček. . . . . . . . . . . . . . . . . . . . . . . . . . . . 13
3.2 Shematski prikaz tokovnega transformatorja. . . . . . . . . . . . . 14
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1 Uvod
Pospeševalnik delcev je naprava, ki pospešuje električno nabite atomske in pod-
atomske delce, kot so ioni, elektroni in protoni, za različne namene uporabe.
Najbolj znan primer pospeševanja delcev je CERN-ov veliki hadronski trkalnik
(ang. Large Hadron Collider) [1] v Ženevi, Švica. LHC je trenutno največji
in najmočneǰsi pospeševalnik na svetu. Uporablja se za eksperimentalno fiziko,
na področju raziskovanja elementarnih delcev in gradnikov vesolja. Področje
uporabe pospeševalnikov pa ni omejeno zgolj na raziskovanje, temveč se uporablja
v mnogih praktičnih primerih. Delujejo kot natančni instrumenti, ki proizvajajo
delce z natančno določeno energijo za določeno uporabo.
Preglejmo le nekaj najpogosteǰsih primerov uporabe pospeševalnikov. V
zdravstvu se pospeševalniki uporabljajo za zdravljenje raka, medicinsko slikanje,
izdelovanje specifičnih izotopov in raziskovanje. V industriji se proizvedeni žarki
uporabljajo za analizo in izdelovanje materialov, predvsem pri izdelavi elektronike
in drugih inženirskih področjih. Uporabljajo se za varneǰso proizvajanje energije
in uničevanje nevarnih radioaktivnih odpadkov. Pospeševalniki proizvajajo rent-
genske in gama žarke ter žarke v celotnem svetlobnem spektru, zaradi katerih je
mogoče skenirati materiale, ne da bi jih uničili, in tako spoznati lastnosti, ki jih
z dosedanjimi metodami skeniranja ni bilo mogoče spoznati [2].
Diagnostika žarkov je pomemben sestavni del pospeševalnika. Ti sistemi
nam omogočajo zaznavanje lastnosti, ki jih ima žarek, in kako se obnaša v
pospeševalniku. Diagnostika žarkov je široko področje in zato obstaja veliko
različnih tipov diagnostičnih naprav. Profil, pozicija in intenziteta so nekateri
izmed parametrov žarka, ki opisujejo njegovo karakteristiko.
To magistrsko delo opisuje integracijo naprave za diagnostiko profila žarka v
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pospeševalniku delcev. Zaslon se spusti v tok žarka tako, da ga prestreže. Zaslon
je nastavljen pod kotom tako, da odbiti žarek potuje od zaslona proti kameri, kjer
se slika obdela in shrani. V grobem je diagnostična naprava sestavljena iz dela
za premik zaslona in dela za zajem slike. Namen dela za premik je nastavljanje
premika motorja, nadzor premika je pomemben pri pozicioniranju zaslona, ki
ga premikamo v ravni liniji. Namen dela za zajem slik je nastavljanje kamere,
zajemanje slik in procesiranje le-teh ter shranjevanje slik.
Diagnostična naprava je skladna z zahtevami, ki določajo, da mora biti vgra-
jena v nadzornem sistemu pospeševalnika. Nadzorni sistem pospeševalnika je se-
stavljen iz različnih modulov in je skladen s programsko industrijsko arhitekturo
in strojno opremo.
V pričujočem delu so v poglavju 2 opisani pospeševalnik delcev, njegovo delo-
vanje in predstavitev najpogosteǰsih tipov pospeševalnika. Sledi poglavje 3 o di-
agnostiki žarka, kjer se spoznamo z nekaterimi merilnimi metodami. V poglavju
4 je predstavljena strojna oprema, ki smo jo uporabili v tem delu, prototipna
plošča in integracija naprave v pospeševalnik. V poglavju 5 nadaljujemo s pro-
gramsko opremo, ki krmili strojno opremo. Spoznamo se z nadzornim sistemom
pospeševalnika, z njegovo programsko arhitekturo in moduli. Nazadnje je v po-
glavju 6 opisana implementacija nadzornega sistema za napravo za diagnostiko
profila žarka v pospeševalniku.
2 Pospeševalnik delcev
Pospeševalnik delcev je naprava, ki pospešuje električno nabite atomske in pod-
atomske delce, kot so ioni, protoni in elektroni. Za pospeševanje delcev potrebu-
jemo energijo, dosežemo jo z vpeljavo električnega polja. Polje dovaja električno
nabitim delcem kinetično energijo, da lahko dosežejo hitrost blizu svetlobne hi-
trosti (c = 299792458 m
s
≈ 3 · 108 m
s
). Poleg električnega polja se uporablja tudi
magnetno polje za odklonitev poti nabitih delcev. S tem dosežemo koncentriranje
in usmerjanje žarka delcev, kar je bistveno za praktično uporabo pospeševalnika
delcev. Sila, ki deluje na nabiti delec, ki se premika v elektromagnetnem polju,
se imenuje Lorentzova sila
F = q(E+ v ×B) . (2.1)
Enota, ki se uporablja za označevanje energije delcev, se imenuje elektronvolt
(eV). Delec z električnim nabojem enakemu naboju enega elektrona (1 e = 1,6 ·
10−19 C), ki se premika skozi električno polje velikosti 1 V, ima energijo 1 eV.
Trenutno največji pospeševalnik na svetu je veliki hadronski trkalnik (LHC - ang.
large hadron collider) in lahko doseže energije v rangu nekaj TeV [1].
Delec z nabojem q in maso m, ki se premika skozi napetostno potencialno
razliko U s hitrostjo v, ima kinetično energijo
Wk = qU =
1
2
mv2 . (2.2)
Zgornja enačba velja, kadar imamo opravka z nizkimi hitrostmi delcev (v ≪ c).
V relativističnem režimu ima delec polno energijo enako
W = γW0 = γmc
2
γ =
W
W0
=
1√︁
1− (v
c
)2
,
(2.3)
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kjer z W0 = mc
2 označujemo lastno energijo delca, Lorentzov faktor γ nam pa
pove, kolikšna je polna energija delca, izražena v enotah lastne energije delca
[3, 4]. Kinetična energija delca je torej definirana kot razlika polne energije in
lastne energije
Wk = W −W0 = (γ − 1)mc2 . (2.4)
2.1 Elektrostatični pospeševalnik
Najpreprosteǰsi pospeševalnik je sestavljen iz dveh elektrod, kjer je med njima
vzpostavljena konstanta napetostna razlika. Nabiti delci se nato zaradi elek-
tričnega polja pospešeno gibljejo med elektrodama. Ta pospeševalnik se imenuje
elektrostatični pospeševalnik. Praktični primer tega je televizija s katodno cevjo.
Največji problem elektrostatičnega pospeševalnika je, da je potrebno za dose-
ganje visokih energij povečati napetost, kar pa lahko povzroča preboj med ele-
ktrodama, pojavi se iskrenje. Največja energija, ki jo lahko dosežemo z ele-
ktrostatičnim pospeševalnikom, je nekaj MeV. Obstajajo različne konfiguracije
elektrostatičnega pospeševalnika, med katerimi je najbolj znan Van de Graaffov
pospeševalnik.
Ti pospeševalniki so pogosto uporabljeni, saj so preprosti za kontroliranje in
konstantno pospešujejo delce. Tako lahko proizvedejo velik tokovni žarek, ki je
uporaben v številnih aplikacijah.
2.2 Elektrodinamični pospeševalnik
Za doseganje vǐsjih energij potrebujemo spreminjajoče se električno polje. Način
delovanja izkorǐsčanja dinamičnega električnega polja je prikazan na sliki 2.1.
Prikazuje eno vrsto pospeševalne strukture, ki se uporablja v linearnem po-
speševalniku, saj pospeševanje delcev poteka v ravni črti. Pospeševalna struktura
sestoji iz številnih votlih elektrod, pospeševanje delcev se dogaja med elektrodami.
Na zgornjem delu slike je napetost na elektrodah prikazana tako, da se delci s
pozitivnim nabojem, kot so protoni, pospešijo med prvima dvema elektrodama.
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Če ne bi imeli spreminjajočega se električnega polja, bi se ti delci med drugo
in tretjo elektrodo upočasnili in ne bi pridobili energije. Na potovanje delcev
skozi elektrodo električno polje nima vpliva, saj votla elektroda deluje kot Fa-
radayeva kletka. Medtem, ko delci potujejo skozi drugo elektrodo, se polariteta
polja spremeni, da se bodo delci dodatno pospešili med drugo in tretjo elektrodo.
Ta postopek se ponavlja, da so delci pospešeni med vsakim parom sosednjih ele-
ktrod. Prednost te pospeševalne strukture je, da je možno delce pospeševati do
visokih energij, napetostna razlika med elektrodami je pa sorazmerno majhna. Za
doseganje teh napetostnih sprememb je potrebno oscilacijsko električno polje, ki
deluje v območju radio-frekvenčnih (RF) frekvenc, zato se te naprave imenujejo
RF komore (ang. RF cavities).
Slika 2.1: Prikaz spreminjajočega se električnega polja v RF komori [5].
RF komore so oblikovane tako, da RF valovi potujejo vzporedno s trajekto-
rijo delcev. Delci so pospešeni z RF valom tako kot surferji na morju. Princip
je prikazan na sliki 2.2. Za delce obstaja optimalno območje pospeševanja glede
na val. Če je delec na območju, kjer ima val najnižjo vrednost, potem se delec
ne pospeši, temveč ga polje zavira. Če se delec nahaja na območju, kjer ima val
najvǐsjo vrednost, je tam pospešek največji, vendar to območje ni stabilno. Če de-
lec zgreši maksimum vala, ga izgubimo in ne bo več dosegel vrha vala. Pomembno
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je, da so delci vedno v fazi z valovanjem. Obstaja interval okoli optimalne faze,
ki zagotavlja, da bodo delci ostali znotraj faze. Zaradi faznega pospeševanja je
dolžina žarka omejena, zato delci formirajo gruče. Tako žarek v bistvu ni zvezen
tok delcev, ampak je sestavljen iz gruč, ki se periodično pospešujejo glede na fazo
RF polja.
V(t)
t
A
B
C
Slika 2.2: Pospeševanje delcev glede na fazo. V območju A pridobi delec večji
pospešek kot v območju B. V območju C se delec ne pospeši.
2.3 Sestavni deli pospeševalnika
Pospeševalnik v glavnem sestoji iz naslednjih delov:
 sistem za ustvarjanje in vbrizgavanje delcev,
 napajalni sistem,
 vakuumski sistem,
 pospeševalni sistem z RF komorami,
 magneti za nadzor usmerjanja in velikosti žarka,
 hladilni sistem,
 izhod žarka iz pospeševalnika za uporabo v izbranih aplikacijah.
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2.4 Tipi pospeševalnikov
Pospeševalnike delimo na dva tipa: linearni in krožni. V linearnem pospeševalniku
potujejo delci skozi pospeševalno strukturo le enkrat, medtem ko se v krožnem
pospeševalniku pospeševalne strukture uporabljajo periodično.
Tako v linearnih kot tudi v krožnih pospeševalnikih temelji pospeševanje na
uporabi RF polj. V nadaljevanju si bomo ogledali najbolj tipične vrste po-
speševalnikov.
2.4.1 Linearni pospeševalnik
Linearni pospeševalnik ali linac je najpreprosteǰsi RF pospeševalnik in najpo-
gosteje v uporabi. Čeprav je dokaj preprost za upravljanje, je največja slabost
linearnega pospeševalnika to, da delci potujejo skozi vsako RF komoro le enkrat.
To pomeni, da za doseganje vǐsjih energij postajajo linearni pospeševalniki vse
dalǰsi, kar pa tudi pomeni, da so dražji. Najdalǰsi linearni pospeševalnik se nahaja
v Kaliforniji v območju Stanford univerze, v dolžino meri 3,2 km (slika 2.3).
Slika 2.3: Zračna fotografija stanfordskega linearnega pospeševalnika [6].
2.4.2 Krožni pospeševalnik
Krožni pospeševalniki rešujejo slabost linearnih pospeševalnikov s ponovno upo-
rabo RF komore. To je doseženo tako, da se uporabi magnete, ki uklanjajo žarek,
da potuje v krogu in ponovno potuje skozi RF komoro.
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2.4.2.1 Ciklotron
Prvi izumljeni krožni pospeševalnik in hkrati tudi najenostavneǰsi se imenuje
ciklotron. Osnovni princip delovanja je, da se žarek uklanja v konstantnem ma-
gnetnem polju, ki ga povzročata dva magneta nad in pod žarkom. Delci se
pospešujejo med dvema polkrožnima RF komorama, ki tvorita ciklotron. Zaradi
pospeševanja in uklanjanja žarek spiralno potuje iz sredǐsča ciklotrona navzven,
dokler ne doseže maksimalne energije na izhodu ciklotrona.
Delci so pospešeni dvakrat v eni periodi, ko delec prepotuje cel krog. Zaradi
naraščajoče energije se trajektorije delcev povečujejo na vedno večje polmere.
Čas potovanja se prilagodi z izbiro magnetnega polja tako, da je čas potovanja
žarka enak polovični periodi RF pospeševanja. Tako dosežemo kompenzacijo med
povečano energijo oziroma hitrostjo delcev in zaradi tega dalǰso prepotovano pot.
To pomeni, da žarek potrebuje enako dolžino časa, da obkroži ciklotron pri vseh
energijah. Prednost tega je, da krmiljenje RF sistema obratuje na isti frekvenci.
Delce je možno poganjati v načinu neprekinjenega vala, kjer se žarek pospeši v
vsakem RF pulzu in lahko dosežemo velike energije žarkov.
-
-
Ciklotron
Elektromagneta
Oscilator
Krožna pot
žarka
Vir delcev
Polkrožni
RF komori
Tarča
Izhod žarka
Slika 2.4: Shematski prikaz ciklotrona [7].
Za doseganje vǐsjih energij potrebujemo močneǰse magnetno polje, za kar po-
trebujemo večje in bolj komplicirane ciklotrone ali pa celo superprevodne ma-
gnete.
2.4 Tipi pospeševalnikov 9
2.4.2.2 Sinhrotron
Ker se za doseganje vǐsjih energij velikost in kompleksnost ciklotrona povečujeta,
je priporočena uporaba sinhrotrona. V sinhrotronu potuje žarek v zaprtem obroču
s fiksnim radijem. V tem primeru velika magneta nad in pod žarkom nista po-
trebna, temveč so v uporabi manǰsi magneti, ki so razporejeni po konstantni
poti žarka. Ko se delci pospešujejo, se tudi gostota magnetnega polja magnetov
povečuje tako, da žarek ostane v istem radiju (in se ne odvija spiralno navzven,
tako kot se v ciklotronu). Za to moramo doseči sinhronizacijo med potovanjem
žarka in krmilno RF frekvenco.
Ker se tako gostota magnetnega polja za uklanjanje in RF frekvenca za po-
speševanje delcev spreminjata, je sinhrotron relativno bolj kompleksen za krmi-
ljenje v primerjavi z linearnim pospeševalnikom ali ciklotronom.
Slika 2.5: Shematski prikaz sinhrotrona [8].
Za ukrivljanje poti delcev se uporabljajo dipolni magneti. Princip je podo-
ben kot pri ciklotronu, le da so magneti manǰsi in jih jih je več razporejenih po
celotni krožni poti sinhrotrona. Tako pot delcev ni popolno krožna, ampak je se-
stavljena iz ravnih odsekov, ki jih povezujejo dipolni magneti. Žarek je sestavljen
iz gruče delcev, ki potujejo dokaj neodvisno drug od drugega. Zato potrebujemo
mehanizme, ki delce v gruči držijo čim bolj skupaj. Podobno kot pri svetlobi
uporabimo leče za fokusiranje, v tem primeru uporabimo kvadrupolne magnete
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(slika 2.6). Za razliko od uklanjanja svetlobe z magneti ne moremo doseči foku-
siranja v vse smeri. Dosežemo lahko le fokusiranje v eni smeri in defokusiranje v
drugi. Zato so kvadrupolni magneti postavljeni v parih drug za drugim z obratno
polariteto.
Slika 2.6: Shematski prikaz kvadrupolnega magneta [9].
Na začetku so bili sinhrotroni namenjeni raziskovanju oz. preučevanju elemen-
tarnih delcev. Nato pa so na obodu sinhrotrona opazili svetlikanje, ki je veljalo
za nezaželen stranski učinek. Izkaže se, da je spekter te svetlobe zvezen in se
razteza čez cel svetlobni spekter. Sinhrotronska svetloba nastane s sevanjem ele-
ktronov med radialnim pospeškom, tangencialno na njegovo pot. Odvisna je od
hitrosti potovanja delcev in ukrivljanja, na kar vpliva gostota magnetnega polja.
Ta pojav je opažen pri potovanju skozi dipolni magnet. Da še dalje izkoristimo ta
pojav, se uporabijo undulatorji ali ”wigglerji”. To so naprave, sestavljene iz se-
rije dipolnih magnetov z alternirajočo polariteto. Danes so sinhrotroni v največji
meri uporabljeni prav za proizvajanje sinhrotronske svetlobe.
3 Diagnostika žarka
Diagnostika žarkov je pomemben sestavni del pravilnega delovanja po-
speševalnikov. Ti sistemi nam omogočajo zaznavanje lastnosti, ki jih ima žarek,
da nam tudi informacijo, kako se žarek obnaša v pospeševalniku. Diagnostika
žarkov je široko področje in zato obstaja veliko različnih tipov diagnostičnih na-
prav.
Ena izmed najbolj osnovnih in pomembnih lastnosti žarka je njegova inten-
ziteta. Intenziteta žarka nam v grobem pove, koliko delcev se nahaja v po-
speševalniku. To lahko dosežemo z meritvijo naboja ali toka. S poznavanjem
intenzitete je možno določiti življenjsko dobo žarka v krožnem pospeševalniku in
prenosno učinkovitost v linearnih pospeševalnikih ter prenosnih linijah.
Naslednji primarni parameter je pozicija žarka. Ta nam daje dostop do
številnih pomembnih lastnosti pospeševalnika. Najbolj osnovna lastnost je
določitev orbite žarka. Merjenje pozicije pripomore tudi pri optimizaciji delo-
vanja pospeševalnika.
Distribucijo delcev v prostoru nam opǐse profil žarka, to nas zanima tako
v prečni kot vzdolžni dimenziji. Merjenje velikosti žarka je pogoj za določitev
emisije.
S stalǐsča uporabnika je zanimiva energija žarka. V trkalniku delcev definira
reakcijsko energijo, ki je potrebna za ustavrjanje novih delcev, v sinhrotronu pa
definira spektralne karakteristike sevanja.
Da bi ugotovili točke, kjer ima žarek izgube, in da bi preprečili poškodbe na
pospeševalniku ter optimizirali njegovo delovanje, predstavljajo monitorji izgub
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žarka zelo pomembno diagnostično orodje.
V tem poglavju so navedeni le nekateri osnovni parametri žarka, v resnici
obstaja še veliko več pomembnih lastnosti, ki jih tu nismo navedli [10, 11, 12, 13].
V nadaljevanju je opisanih nekaj metod merjenja parametrov žarka.
Glede na merilno tehniko ločimo dva tipa meritev - destruktivne in nede-
struktivne metode. Destruktivni merilniki vplivajo na žarek in ga na koncu tudi
uničijo, zato ne morejo biti uporabljeni v procesu normalnega obratovanja. Ven-
dar pa se zaradi njihove velike občutljivosti in zanesljivosti uporabljajo za od-
krivanje problemov, ko pospeševalnik ne obratuje pravilno. Pod destruktivne
merilnike spadajo Faradayevi lončki in scintilatorski zasloni, ki se vstavijo v pot
žarka, tako da ga prestrežejo.
Nedestruktivni merilniki delujejo ne da bi vplivali na žarek. Tip nedestruk-
tivnih merilnikov je merilnik sinhrotronskega sevanja. Ti merilniki zaznavajo
sinhrotronsko svetlobo, ki jo oddaja elektronski žarek v eni specifični točki v po-
speševalniku, ta svetloba se fokusira na kamero. Slika s kamere se lahko nadalje
procesira. Obstajajo tudi nedestruktivni merilniki pozicije žarka, ki merijo po-
zicijo sredǐsča žarka glede na njegovo idealno pot. Uporabljajo se, ko je žarek
stabilen v pospeševalniku, da zaznajo majhne deviacije od idealne orbite in opti-
mizirajo zmogljivost pospeševalnika.
3.1 Merjenje intenzitete žarka
3.1.1 Faradayev lonček
Faradayev lonček (ang. Faraday cup) je diagnostična naprava, katere namen
je prestreči nabite delce v vakuumu, kar privede do električnega toka. Tako
nastali tok je možno izmeriti in na podlagi tega določiti količino nabitih delcev,
ki pripotujejo v merilno napravo. Naprava je sestavljena iz prevodnega kovinskega
materiala, kar predstavlja aktivno elektrodo, na kateri se nabira naboj, ki ga je
možno izmeriti.
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Slika 3.1: Faradayev lonček [14].
3.1.2 Transformator žarka
Transformator žarka (ang. beam transformer) ali tokovni merilni transformator
je naprava, ki določa električni tok na podlagi magnetnega polja, ki ga električni
tok proizvaja. V pospeševalniku nimamo električnega toka v žici, temveč gre za
množico nabitih delcev, ki potujejo v pospeševalniku v obliki žarka.
Tokovni merilni transformator je sestavljen iz feromagnetnega jedra, primar-
nega navitja (v našem primeru je to žarek) in galvansko ločenega sekundarnega
navitja (slika 3.2). Napetost U , ki se inducira na sekundarnem navitju idealnega
tokovnega transformatorja žarkov, je
U(t) = L
dIb(t)
dt
, (3.1)
kjer z L označimo induktivnost na sekundarnem navitju napetost in z Ib označimo
tok žarka. S transformatorjem žarka ne moremo direktno meriti enosmernega
toka, temveč le izmenični tok. Amplituda toka na sekundarnem navitju je enaka
primarnemu toku deljena s številom navojev Isec =
1
N
Iprim. Enačba 3.1 velja za
idealni primer, v realnosti moramo upoštevati parazitne kapacitivne in uporovne
izgube ter feromagnetne izgube, ki so proporcionalne s kvadratom frekvence.
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Slika 3.2: Shematski prikaz tokovnega transformatorja [11].
3.2 Merjenje pozicije žarka
3.2.1 Pozicijski monitorji
Pozicijski monitorji (ang. position pick-up monitors) merijo pozicijo žarka prečno
glede na njegovo pot. Ena izmed bolj osnovnih oblik merilnika je tako imenovan
merilnik pozicije v obliki ”škatle čevljev”. Gre za kovinsko škatlo, ki je prerezana
po diagonali (slika 3.3), oba dela pa predstavljata elektrodi, na katerih se inducira
naboj.
Slika 3.3: Diagonalno prerezana merilna škatla in shema poti signala v škatli in
merjenje pozicije [10].
Ko potuje žarek skozi škatlo, se na kovinskih elektrodah inducira električni
naboj. Več naboja se inducira na tisti elektrodi, kjer je žarek potoval bližje.
Vsota induciranega naboja na obeh elektrodah je vedno enaka, ne glede na po-
zicijo žarka, le razporeditev je različna, kadar žarek ni potoval točno po sredini.
Induciran naboj se uporabi za izračun napetosti na elektrodah in tako lahko
izračunamo pozicijo žarka
x =
w
2
UR − UL
UR + UL
, (3.2)
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kjer z w označimo širino merilne škatle, UL in UR sta pa napetosti na levi in desni
elektrodi. Možna je dodatna postavitev elektrod v vertikalni smeri, kjer združimo
meritve vseh štirih elektrod in dobimo pozicijo žarka v prečni ravnini.
Obstaja več različic pozicijskih monitorjev, merilno škatlo lahko zamenjamo
s kapacitivnimi ploščami (ang. capacitive pick-ups) ali gumbi (ang. button pick-
ups), ki so najpogosteje uporabljeni, sploh kadar imamo opravka s pospeševanjem
elektronov, saj bi merilna škatla imela prevelik vpliv nanje.
3.3 Merjenje profila žarka
Profil žarka se v pospeševalniku ves čas spreminja. Največji vpliv imajo dipolni
in kvadrupolni magneti, ki so vgrajeni v vseh pospeševalnih strukturah. Namen
dipolnih magnetov je uklanjanje žarkov, da se jih usmeri po krožni poti, namen
kvadrupolnih magnetov pa je fokusiranje žarka. Merjenje profila je pomembno
za nadzor preseka žarka ter hkrati tudi ujemanje profila na različnih delih po-
speševalnika. Zaradi številnih magnetov, ki uklanjajo, fokusirajo in korigirajo
pot žarka, se pojavi potreba po številnih merilnih postajah za merjenje profila
žarka.
Žarek ni zvezen, ampak je sestavljen iz gruče delcev, ki se periodično po-
spešujejo. Gruča je sestavljena iz mnogih delcev, kjer se njihovo skupno težǐsče
premika v vnaprej določeni smeri (slika 3.4). V idealnem primeru ponazarja pov-
prečna pot delcev idealno orbito in potuje skozi sredǐsča fokusirnih elementov
pospeševalnika. V realnosti se vsak delec v gruči premika v rahlo drugi smeri,
zato so elementi za fokusiranje potrebni, da se delci držijo blizu skupaj.
Profil žarka lahko aproksimiramo z dvodimenzionalno Gaussovo porazdeli-
tvijo, ki je podana kot
f(x, y) = A
1√︁
2πσ2xσ
2
y
e
− (x−µx)
2
2σ2x
−k (x−µx)(y−µy)
σxσy
− (y−µy)
2
2σ2y , (3.3)
kjer σ2x in σ
2
y predstavljata varianci v x in y oseh, µx in µy pa srednjo vrednost
porazdelitve, ki predstavlja težǐsče gruče. Načeloma porazdelitvi v x in y smereh
nista odvisni druga od druge, zato lahko enačbo 3.3 še nadalje poenostavimo v
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dve enodimenzionalni Gaussovi porazdelitvi
f(x) = A
1√︁
2πσ2x
e
− (x−µx)
2
2σ2x
f(y) = A
1√︁
2πσ2y
e
− (y−µy)
2
2σ2y
(3.4)
Slika 3.4: Referenčni koordinatni sistem: xy-ravnina predstavlja prečni profil
žarka, s-koordinata pa vzdolžno pot premika žarka [15].
3.3.1 Scintilatorski zaslon s kamero
Najbolj direkten pristop k merjenju profila žarka je opazovanje svetlobe s ka-
mero, ki se izseva iz scintilatorskega zaslona, ki prestreže žarek. Te diagnostične
naprave so vgrajene v skoraj vse pospeševalnike, vse od vira do tarče. Shema
te diagnostične naprave je prikazana na sliki 3.5. Pozicija zaslona se znotraj
pospeševalnika krmili z motorjem, kjer se ga spušča v tok žarka in po končani
diagnostiki zopet dvigne v izhodǐsčno točko, izven poti žarka. Scintilatirski za-
slon je postavljen pod kotom 45° glede na žarek. Direktno nad zaslonom, zunaj
pospeševalnika je postavljena kamera, ki je postavljena pravokotno na tok žarka.
Ko prileti žarek na zaslon, se zaradi 45° kota odbije proti kameri. Osvetljenost
je priskrbljena z zunanjim svetlobnim virom, med scintilatorskim zaslonom in
kamero pa je prepustno okno, po možnosti tudi filtri in leče.
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Slika 3.5: Shematski prikaz scintilatorskega zaslona s kamero [11].
3.3.2 Žični čitalnik in žična mrežica
Če v tok žarka nastavimo prevodno žico, bodo nabiti delci, ki zadenejo žico, izbili
elektrone, ki se nahajajo v žici. Temu pojavu se reče sekundarna emisija. Več kot
je delcev, ki priletijo na žico, več sekundarnih elektronov se sprosti. S tem se v žici
pojavi električni tok, ki ga lahko pomerimo z merilnim vezjem. Z merjenjem toka,
ki nastane zaradi sekundarne emisije, lahko določimo distribucijo delcev, kjer je
žica postavljena. Ta princip merjenja se uporablja v dveh kategorijah merilnih
naprav: žični čitalnik (ang. wire scanner) in žična mrežica (ang. secondary
emmision grid).
Žični čitalnik je sestavljen iz ene vpete žice, ki se s posebnim mehanizmom
premakne prečno čez žarek. V vsaki točki med premikom se izmeri tok in tako se
shranijo podatki o distribuciji delcev v žarku v izbrani smeri. Uporabimo lahko
dve žici, eno za merjenje v vodoravni smeri in drugo za merjenje v vertikalni
smeri. Tako lahko določimo celoten profil žarka.
Drug način merjenja je uporaba mrežice in tako ne potrebujemo posebnega
mehanizma za premik žice skozi tok žarka. Namesto ene žice v posamezni smeri
uporabimo več vzporednih žic, na katerih hkrati merimo tok. Tudi v tem primeru
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Slika 3.6: Žični čitalnik za merjenje profila žarka.
potrebujemo dve mrežici za merjenje celotnega profila. Eno mrežico, ki ima
razporejene žice v vodoravni smeri, in drugo v vertikalni. Seveda morajo biti vse
žice med seboj izolirane.
Slika 3.7: Žična mrežica za merjenje profila žarka.
4 Strojna oprema
Strojno opremo naprave za diagnostiko profila žarka delimo na dva glavna pod-
sklopa: za premik scintilatorskega zaslona in zajemanje slike. Oba podsklopa sta
povezana na lokalno omrežje, preko ethernet kabla sprejemata ukaze in pošiljata
podatke.
4.1 Motor
Za realizacijo motornega podsklopa je bila uporabljena naslednja strojna oprema:
 napajalnik NI PS-12 [16],
 gonilnik za koračni motor NI SMD-7615 [17],
 koračni motor ST17-1E [18],
 prototipna plošča: koračni motor, linearna gred, pozitivno končno stikalo,
negativno končno stikalo.
Napajalnik pretvori vhodno električno omrežno moč v izhodno moč 24 V/6,3 A
in jo dovaja na koračni motor in njegov gonilnik. Gonilnik za koračni motor
je povezan na lokalno omrežje (LAN - ang. local area network), kjer bere in
pošilja podatke ter izvaja ukaze, ki se uporabljajo za krmiljenje koračnega mo-
torja. Koračni motor je integriran na prototipno ploščo. Na prototipni plošči
lahko koračni motor premika linearno gred v pozitivno ali negativno smer. Na
gonilnik za koračni motor sta vezani tudi pozitivno končno stikalo in negativno
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končno stikalo. Končni stikali sta v razvojni fazi delovali kot testni stikali in smo
ju premikali ročno. V integracijski fazi je mǐsljeno, da ti dve stikali nadomestita
končni stikali, ki se prožita, ko se linearna gred premakne do največje dovoljene
pozicije. Nadaljnjo strojno opremo, katero kontrolni sistem pozicionira, je mogoče
namestiti na linearno gred.
Motor ima vezavo v obliki osmih priključkov, možni sta dve vezavi, to sta
zaporedna in vzporedna. Pri zaporedni vezavi motor porablja manj toka kot pri
paralelni vezavi, vendar se ne more premikati tako hitro. Pri zaporedni vezavi
je potrebno paziti tudi na pregrevanje. Mi smo se odločili za vzporedno vezavo,
vezava je prikazana na sliki 4.1. Motor vsebuje tudi enkoder, ki smo ga ustrezno
povezali na gonilnik.
Slika 4.1: Vzporedna vezava koračnega motorja z osmimi priključki.
4.2 Kamera
Za snemanje slik smo uporabili naslednjo strojno opremo
 GigE kamera: Basler acA1920-25gm ace [19],
 adapter PoE (ang. Power over Ethernet).
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Kamera je zmožna snemati slike s 25 slik na sekundo (ang. frames per second -
FPS) z ločljivo 1920 × 1080 pikslov. Za napajanje smo uporabili adapter, ki je
skladen s standardom PoE, zato sta tako prenos podatkov kot napajanje vzposta-
vljena preko ethernet kabla. Kamera ima tudi 6-pinski konektor, en izmed pinov
se lahko uporabi za zunanjo proženje. Zunanje proženje je uporabno v primeru,
če hočemo zajemanje slik sinhronizirati s frekvenco pulzov. Priključki kamere so
prikazani na sliki 4.2.
Slika 4.2: Priključki kamere.
Gigabit Ethernet ali GigE je najpogosteǰsi vmesnik pri kameri za industrijsko
obdelavo slik. Za industrijski strojni vid je opredeljen standard GigE Vision, ki
je bil uradno sprejet leta 2006. Največji prednosti GigE kamer sta hiter prenos
podatkov (100 MB/s) in maksimalne dolžine kablov, do 100 m. Poleg tega je
možna rešitev z uporabo enega kabla. Pri uporabi PoE adapterja sta tako prenos
podatkov kot napajanje preskrbljena preko ethernet kabla. Na voljo so kamere s
CCD (ang. charge coupled device) ali CMOS (ang. complementary metal oxides
semiconductor) senzorji [20].
Glavni svetovni proizvajalec senzorjev za kamero Sony je prenehal proizvodnjo
CCD senzorjev, zato je bilo smiselno izbrati kamero s CMOS senzorjem. Moderni
CMOS senzorji so na splošno bolǰsi od CCD senzorjev. To ne velja samo z
vidika cene, temveč tudi s tehnične strani, saj imajo CMOS senzorji vǐsjo hitrost
zajemanja, vǐsjo ločljivost, manj motenj v slikah in zanemarljivo segrevanje [21].
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4.3 Integracija
Na sliki 4.3 je prikazan prototip naprave, ki smo ga uporabili v fazi testiranja.
Sestoji iz prototipne plošče, na kateri so: koračni motor, napajalnik za motor, go-
nilnik za motor, linearna gred in končna stikala. Motor premika linearno gred in
končna stikala delujejo kot prava končna stikala, le da jih opravljamo ročno. Ka-
mera ne potrebuje dodatne strojne opreme, le na enega izmed 6 pinov povežemo
funkcijski generator za testiranje zunanjega proženja. Kamero in gonilnik za
motor povežemo na lokalno omrežje z uporabo ethernet kabla.
Slika 4.3: Prototip naprave, ki smo ga uporabili v fazi testiranja.
Sliki 4.4 in 4.5 prikazujeta vgrajeno merilno napravo v pospeševalnik. Vidimo
lahko, da je potrebno dodati kar nekaj opreme za pravilno delovanje naprave,
ki je v razvojni fazi nismo potrebovali. To vključuje vakuumsko neprepustnost,
vgradnjo pravih limitnih stikal, robustno ogrodje ter seveda vse, kar spada zraven,
da je merilna naprava popolna. Sem spada scintilatorski zaslon vpet na linearno
gred, luč za osvetlitev, prepustno okno in po možnosti razni filtri in atenuatorji.
Vse skupaj je pa potrebno povezati še v nadzorni sistem pospeševalnika.
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Slika 4.4: Integracija naprave, 1. del.
Slika 4.5: Integracija naprave, 2. del.
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5 Programska oprema
5.1 LabVIEW
LabVIEW (okraǰsava za ang. izraz Laboratory Virtual Instrument Engineering
Workbench) je platforma in razvojno okolje za grafično programiranje, ki ga je
razvilo podjetje National Instruments (NI). Grafični programski jezik se imenuje
”G”. LabVIEW se največ uporablja za zbiranje podatkov, nadzor instrumentov
in industrijsko avtomatizacijo. Na voljo je na več operacijskih sistemih.
Programske datoteke imajo končnico .vi, kar je okraǰsava za virtualni instru-
ment (VI). Programi se imenujejo tako zato, ker njihov izgled in funkcionalnost
posnema ta prave instrumente, kot so osciloskopi ali multimetri. Vsak VI je se-
stavljen iz dveh glavnih delov, to sta čelna plošča in blokovni diagram. Na čelno
ploščo namestimo kontrole in indikatorje za nadzor in prikaz podatkov virtualnega
instrumenta. V blokovni diagram pa spada programska koda oz. logika za delo-
vanje programa. Kontrole predstavljajo vhode v funkcijo, indikatorji pa izhode.
Posamezne VI-je lahko shranimo kot individualne funkcije in jih vključujemo v
druge VI-je v obliki podinstrumentov, imenovanih sub VI.
Ker v razvojnem okolju LabVIEW programiramo grafično, povezujemo funk-
cije med seboj z žicami. Tako namesto da bi podatke shranili v spremenljivke,
vhode in izhode funkcij direktno povežemo med sabo. Lahko bi rekli, da se po
žicah prenašajo podatki. Programska logika temelji na programskem principu
podatkovnega toka (ang. data flow), kar pomeni, da se funkcija izvede, ko ima
na voljo vse podatke. Če imamo v programu več med sabo nepovezanih funkcij,
ne moremo predvideti, katera se bo prva izvedla. Če hočemo zaporedno izvaja-
nje programskih sklopov, je pogosta praksa, da jih zaporedno povežemo z žico
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napake.
Glavna prednost platforme LabVIEW so njene obsežne knjižnice in predvsem
podpora za strojno opremo. Največ podpore nudi strojni opremi, narejeni v
lastnem podjetju NI, prav tako pa tudi ostalim instrumentom, ki se pogosto
uporabljajo v industriji. V tem delu smo uporabili modula NI SoftMotion za
krmiljenje motorja in NI Vision za krmiljenje kamere in obdelavo slik.
5.1.1 Modul NI SoftMotion
Modul NI SoftMotion zagotavlja uporabo lastnosti in metod, ki omogočajo dostop
do nizkonivojskih podatkov, vključno z informacijami o konfiguraciji ter branje
in pisanje podatkov. Na sliki 5.1 je primer preprostega programa. Na začetku
programa moramo podati os (ang. axis) motorja, ki je lahko IP naslov motorja
ali virtualna naprava. Nato ustvarimo referenco premika, ki nam daje dostop do
nadzornih metod za krmiljenje specifičnih premikov. To referenco nato peljemo
v while zanko, kjer lahko nastavimo lastnosti, kot so želena pozicija, hitrost in
pospešek premika ter način premika. Z metodami pa lahko začnemo ali ustavimo
premik ter beremo trenutno pozicijo motorja. Na koncu pred zaključkom pro-
grama še pobrǐsemo referenco za premik, ki smo jo ustvarili na začetku programa
[22].
Slika 5.1: Preprosti demonstracijski program za premik motorja.
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5.1.2 Modul NI Vision
Modul NI Vision zagotavlja enoten API (ang. application programming inter-
face) za zajem slik iz kamer, ki podpirajo GigE Vision standard (ter tudi nekaj
ostalih standardov). Na sliki 5.2 je primer preprostega programa za konstanten
zajem slik. Za konfiguracijo kamere smo večinoma uporabili funkcije iz podsklopa
NI-IMAQdx, za obdelavo pa iz Vision Utilities. Na začetku podamo sejo (ang.
session), ki se nanaša na našo kamero, in jo odpremo. Nato jo vodimo v funk-
cijo za konfiguracijo (nastavimo način zajemanja in pomnilnik) ter inicializiramo
zajemanje. Isto sejo nadalje peljemo v while zanko, kjer zajamemo sliko in jo
prikažemo ali po želji urejamo naprej. Za zajem slik in morebitno obdelavo mo-
ramo podati še lokacijo v pomnilniku za sliko (funkcija IMAQ Create). Ko želimo
prenehati z zajemanjem slike, prekinemo zajemanje, pobrǐsemo nastavljeno kon-
figuracijo in zapremo sejo. Na koncu še v pomnilniku sprostimo prostor, ki smo
ga porabili za sliko.
Slika 5.2: Preprosti demonstracijski program za zajemanje slik.
Tipično imajo kamere mnogo nastavljivih atributov. GigE Vision standard
definira minimalno zbirko atributov, ki so potrebni za zajem slike. Za dodatne
atribute, specifične za deločeno kamero, uporabimo generični standardni vmesnik
za kamero. Dokumentacijo atributov priskrbi proizvajalec kamere, kjer so opisane
lastnosti atributov ter prav tako tudi API. Slika 5.3 prikazuje, kako nastavimo
atribute s pomočjo nadzornih metod. Primer podaja nastavljanje časa osvetlitve.
Najprej podamo ime atributa, ki ga želimo nastaviti, in poizvemo, kakšno je
dovoljeno območje vrednosti. Nato nastavimo vrednost v dovoljenem območju
vrednosti [23].
Na koncu si poglejmo še definicijo digitalne slike. Digitalna slika predstavlja
28 Programska oprema
Slika 5.3: Primer nastavljanja atributov na kameri.
dvodimenzionalno matriko, kjer posamezen element predstavlja intenziteto sve-
tlobe. Torej, slika je definirana kot funkcija svetlobne intenzitete f(X, Y ), kjer je
f svetlost na točki (X, Y ), kjer X in Y predstavljata koordinati piksla na sliki.
Naj omenimo, da je piksel (0, 0) definiran v zgornjem levem kotu slike.
Sivinska slika v pomnilniku zasede 8 bitov, vrednosti predstavljajo sivinske
vrednosti od 0 do 255. Barvna slika je v pomnilniku kodirana kot RGB (rdeča,
zelena in modra ali ang. red, green and blue) ali HSL (odtenek, nasičenost in
svetilnost ali ang. hue, saturation and luminance). Za vsako od treh komponent
je rezerviranih 8 bitov. V obeh barvnih modelih je na voljo še dodatnih 8 bitov,
ki niso v uporabi (rezervirani za faktor alfa, ki se uporablja za kodiranje tran-
sparentnosti). Kodiranje za barvno sliko je tako 4 × 8-bitno ali 32-bitno (U32).
Za kompleksne slike ali slike, kjer potrebujemo več različnih vrednosti, lahko
uporabimo tudi razširjene formate, ki zavzamejo več pomnilnǐskega prostora.
Za obdelavo slik uporabimo funkcije, ki so podane v podsklopu Vision Utili-
ties. Slike lahko tako ustvarimo, zapisujemo ali beremo ter shranimo. Slike so
lahko shranjene v naslednjih formatih: BMP (ang. bitmap), TIFF (ang. tagged
image file format), PNG (ang. portable network graphics), JPEG (ang. joint
photographic experts group format). Nad slikami lahko izvajamo operacije, kot
so rotacija, zrcaljenje, ustvarjanje elementov, ki prekrivajo sliko, barvne korekcije
itd. [24].
5.2 WinCC OA
WinCC OA (ang. WinCC Open Architecture) je zaprto-kodna implementacija
SCADA sistema. SCADA (ang. Supervisory Control And Data Acquisition)
je skupno ime za sisteme, ki so namenjeni nadzorovanju in krmiljenju različnih
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tehnoloških procesov z računalnikom. WinCC OA so prvotno razvili v podjetju
ETM pod imenom PVSS, trenutno pa si vse skupaj lasti podjetje SIEMENS.
Uporabljajo ga številna podjetja in ustanove, med vodilnimi sta CERN in MedA-
ustron [25], ki uporabljata WinCC OA kot svoj glavni SCADA sistem. To je tudi
eden izmed razlogov za uporabo tega sistema, saj ima CERN eno izmed vodilnih
vlog v industriji pospeševalnikov delcev. WinCC OA je bil zasnovan za velike
sisteme. Ponuja veliko fleksibilnosti v smislu konfiguracije in pri razvoju (pisa-
nje lastnih gonilnikov, dodajanje novih lastnosti) in je kompatibilen z različnimi
operacijskimi sistemi.
Glavni namen tega sistema je upravljanje in nadzor industrijskih naprav z
uporabo računalnǐskih delovnih postaj, ki omogočajo zmogljiv grafični vmesnik.
Aplikacija mora biti sposobna prikazati trenutna stanja procesa in omogočati pre-
nos ukazov za nadzor procesa. Vsi SCADA sistemi omogočajo podporo za vme-
snik med človekom in strojem ali HMI (ang. human-machine interface). Operater
uporablja tipkovnico, mǐsko ali drugo vnosno opremo za interaktivno upravlja-
nje, na ekranu se sproti prikazujejo odzivi na ukaze. V primeru kritičnih stanj
se uporabljajo alarmi, da oznanijo, da je procesna spremenljivka prekoračila do-
voljeno vrednost. Poleg tega se zgodovina sprememb lahko arhivira za kasneǰso
predstavitev ali analizo podatkov.
WinCC OA je modularen sistem (slika 5.4). Specifične enote skrbijo za zahte-
vane funkcionalnosti, ki so ustvarjene za različna opravila. Te enote se imenujejo
upravitelji (ang. managers), ki se izvajajo v svojih programskih procesih. Upravi-
telji komunicirajo preko TCP/IP protokola po principu odjemalec-strežnik. Pro-
cesiranje podatkov in pošiljanje med upravitelji je dogodkovno orientirano. Mo-
dularna arhitektura in komunikacija, ki temelji na TCP/IP protokolu, omogočata
razporejanje WinCC OA sistema na več procesnih enot ali računalnikov, kar na-
dalje omogoča ločeno delovanje strežnika in operativnih postaj.
Procesni vmesnik Na najnižjem nivoju v WinCC OA se nahaja modul za
procesni vmesnik, ki ga imenujemo tudi gonilnik (ang. driver). Ti gonilniki so
posebni programi, ki skrbijo za komunikacijo z napravami. Obstajajo različni
gonilniki, saj imamo lahko opravka z različnimi napravami, kot so programirljivi
logični krmilniki (PLK) ali ostale specifične naprave. Ta modul pretvarja določeni
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Slika 5.4: Arhitektura WinCC OA sistema, ki je sestavljen iz specifičnih enot, ki
so namenjene določenim funkcionalnostim, imenovanim upravitelji [26].
protokol v obliko, ki jo uporablja WinCC OA za interno komunikacijo. Poleg tega
bere trenutna stanja, meri merilne vrednosti in pošilja ukaze.
Procesna slika in zgodovina Centralna procesna enota v WinCC OA se ime-
nuje dogodkovni upravitelj (ang. event manager). Ta enota ima v spominu
shranjeno trenutno sliko vseh procesnih spremenljivk. Vsaka funkcija ali drug
upravitelj, ki hoče dostopati do podatkov, jih pridobi iz te enote - tako ni di-
rektne komunikacije z napravo. Tudi ukazi se najprej zabeležijo kot sprememba
vrednosti v dogodkovnemu upravitelju, šele nato se izvedejo. Poleg posredovanja
podatkov skrbi tudi za ukrepanje ob alarmih.
Podatkovni upravitelj (ang. data manager) deluje v podporo dogodkovnemu.
Povezan je s podatkovno bazo (ang. data base) in upravlja s konfiguracijo po-
datkov aplikacije, ki je shranjena v bazi. V bazi so shranjene tudi zgodovinske
vrednosti in alarmni dogodki. Za shranjevanje zgodovinskih vrednosti se upora-
bljajo arhivi, kasneje je možno shranjene informacije prebrati in prikazati.
Procesna slika predstavlja vsako vrednost procesnih stanj. Te vrednosti so
shranjene v spremenljivkah. WinCC OA shranjuje spremenljivke v podatkovno
bazo, tam so shranjene v obliki podatkovnih točk (DP - ang. data point). DP
predstavlja napravo in sestoji iz elementov DPE (ang. data point element). DPE
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vsebuje vrednost ene procesne spremenljivke. Struktura podatkovne točke je
definirana s tipom DPT (ang. data point type). Vse podatkovne točke istega
tipa imajo tako enako strukturo (vsebujejo enake elemente). Na ta način lahko
instanciramo več enakih naprav, le z drugim imenom. Podatkovno bazo je možno
konfigurirati z urejevalnikom ali pa konfiguracijo izvoziti/uvoziti. Podatkovnim
elementom se lahko nastavijo limite, alarmi in ostale lastnosti.
Procesiranje in nadzor V WinCC OA je možno implementirati tudi lastne
algoritme in procesiranje podatkov. To se lahko stori z internim programskim
jezikom Control (CTRL) ali pa vmesnikom za aplikacijsko programiranje API.
CTRL je skriptni jezik, sintaksa je podobna programskemu jeziku C/C++,
z nekaterimi poenostavitvami. Gre za napreden vǐsjenivojski jezik, ki omogoča
večnitne procese in knjižnice za programiranje z grafičnimi objekti in dostopom
do podatkov.
WinCC OA API predstavlja najmočneǰso obliko razširitve funkcionalnosti.
Gre za C++ razredno knjižnico, ki omogoča razvoj individualnih funkcij, ki de-
lujejo kot neodvisni upravitelji. Primeri uporabe so razvoj gonilnikov, simulacije,
zunanje podatkovne baze itd.
Grafični vmesnik Upravitelj za grafični vmesnik (ang. user interface) skrbi za
dostop uporabnika ali operaterja do aplikacije. Glavni moduli za grafični vmesnik
v WinCC OA so:
 GEDI: grafični urejevalnik,
 PARA: urejevalnik podatkovne baze,
 VISION: splošen grafični uporabnǐski vmesnik.
Grafični uporabnǐski vmesnik ali GUI (ang. graphical user interface) je sesta-
vljen iz komponent, ki jih imenujemo paneli. Panel vključuje osnovne gradnike,
kot so gumbi, indikatorji, besedilna polja in preprosti liki. Pod bolj kompleksne
grafične gradnike spadajo izris grafov, tabele, seznami in gradniki po meri. V
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WinCC OA je grafično upravljanje povsem ločeno od procesov v ozadju. Pred-
stavlja zgolj prikaz podatkov trenutne procesne slike ali njene zgodovine.
WinCC OA dovoljuje ustvarjanje panelov z grafičnimi objekti in nato vsta-
vljanje panelov na druge panele preko referenc. Panel je lahko zasnovan tako, da
pri uporabi referenc dovoljuje parametrizacijo, ki jo dosežemo z mehanizmom, ki
se v WinCC OA imenuje dolar parametri. Vizualno lahko definiramo GUI preko
panelnih atributov in preko mehanizma, ki se imenuje slogovni stil CSS (ang.
cascading style sheet), kar je splošno znano kodiranje, ki se uporablja tudi pri
izgledu spletnih strani [26].
5.3 OPC UA
OPC OPC (ang. OLE for Process Control) standard je skupek specifikacij, raz-
vitih s strani industrijskih podjetij, končnih uporabnikov in razvijalcev program-
ske opreme. Te specifikacije definirajo vmesnik med odjemalcem in strežnikom,
(prav tako tudi med strežnikom in strežnikom), dostop do podatkov v realnem
času, nadzorovanje alarmov in dogodkov, dostop do zgodovinskih podatkov in
ostalo. OPC standard je bil prvič izdan leta 1996 z namenom abstrakcije proto-
kolov, specifičnih za PLK, kot so Modbus, Profibus itd. Z abstrakcijo je dosežen
standardiziran vmesnik, preko katerega lahko HMI/SCADA sistemi komunicirajo
z napravi preko vmesnega sloja. Ta sloj skrbi za pretvorbo generičnih OPC uka-
zov, kot so branje in pisanje podatkov, v ukaze, ki so specifični za posamezno
napravo.
Sprva je bil OPC standard omejen le na operacijski sistem Windows. Kratica
OPC je izpeljana iz ang. izraza OLE (object linking and embedding) for Process
Control. Te specifikacije so danes znane pod imenom OPC Classic [27].
OPC UA Leta 2018 je bil izdan standard OPC UA (ang. OPC Unified Archi-
tecture), razvit s strani ustanovitve OPC Foundation. OPC UA je arhitektura, ki
je storitveno orientirana in neodvisna od platforme. Integrira vse funkcionalnosti
standarda OPC Classic v razširljiv programski okvir, ki omogoča:
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 enako funkcionalnost: vse OPC Classic specifikacije so prenešene na UA,
 neodvisnost od platforme: uporablja se vse od vgrajenih naprav do infra-
strukture v oblaku,
 varnost: omogoča enkripcijo, avtentikacijo in revizijo,
 razširljivost: možnost dodajanja novih lastnosti brez vpliva na obstoječe
aplikacije,
 modeliranje informacij: za definiranje kompleksnih informacij [27].
Podrobneǰsi pregled nad OPC UA koncepti je podan v [28].
5.4 Nadzorni sistem pospeševalnika
Kontrolni sistem za diagnostiko žarka smo implementirali v nadzornem sistemu
pospeševalnika C-ACS (Cosylab Accelerator Control System). Cilj C-ACS-a je
krmiljenje naprav za pospeševanje delcev za generiranje žarka z zahtevanimi la-
stnostmi in prenos žarkov v ustrezni prostor za uporabo (npr. sobo za zdravlje-
nje).
Nadzorni sistem ima naslednje naloge:
 upravljanje nastavitev programske in strojne opreme,
 zagotoviti enotne vmesnike proti pospeševalniku,
 konfiguriranje, upravljanje in pregled naprav in
 arhiviranje (zapisovanje) dejanj in meritev.
5.4.1 Štirinivojska arhitektura
C-ACS je programski okvir za implementacijo porazdeljenega nadzornega sistema
za pospeševalnike delcev in podobne sisteme. Arhitektura C-ACS temelji na
industrijski standardni arhitekturi, ki je sestavljena iz štirih nivojev:
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 predstavitveni nivo (nivo 1) zagotavlja uporabnǐske vmesnike za nadzor in
spremljanje komponent na nivojih 2 in 3,
 obdelovalni nivo (nivo 2) je odgovoren za konfiguriranje in spremljanje
opreme na nivoju 3 in omogoča nadzorovanje opreme uporabnǐskim vme-
snikom iz predstavitvenega nivoja,
 nivo opreme (nivo 3) vsebuje specifične vmesnike strojne opreme po-
speševalnika z zagotavljanjem enotnega vmesnika za obdelovalno stopnjo
in
 čelni nivo (nivo 4) vsebuje naprave v ospredju, ki nadzorujejo dejansko
strojno opremo pospeševalnika.
5.4.2 Moduli
C-ACS je modularni sistem, sestavljen iz naslednjih modulov:
 Alokator: sistem za posredovanje med sistemom za nadzor zdravljenja
C-TCS (Cosylab Treatment Control System) in sistemom za nadzor po-
speševalnika C-ACS. Alokator je za zunanje entitete (npr. TCS) edina
dostopna točka do C-ACS-a. Zunanje entitete nimajo direktnega dostopa
do naprav, ampak so dostopne le preko alokatorja. Alokator zagotavlja na-
slednje funkcionalnosti: odobritev ali zavrnitev dostopa do naprav znotraj
C-ACS, nastavljanje načina delovanja napravam, konfiguracija časovnega
sistema na osnovi strojne ali programske opreme, pretvorba referenčnih pa-
rametrov in priprava naprav na naslednji časovni dogodek. Alokator vedno
komunicira s strani zunanje entitete do C-ACS in nikoli v obratni smeri.
 CLS (Cosylab Logging System): sistem za beleženje. Strežnik za beleženje
zbira sporočila iz vseh elementov nadzornega sistema (od nivoja 1 do nivoja
3). Beleženje je pomembna osnova pri iskanju napak ali razhroščevanju
nadzornega sistema v razvojni fazi. Hkrati nam služi kot naknadna analiza
že vgrajenih sistemov. Beležna sporočila se takoj ob nastanku posredujejo
grafičnemu vmesniku, hkrati pa se shranijo v podatkovno bazo za naknadni
ogled. Vsako beležno sporočilo vsebuje naslednje informacije: datum in
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čas nastanka sporočila, stopnja sporočila, ki označuje njegovo pomembnost,
statične informacije, kje iz sistema izhaja sporočilo, in besedilo, ki opisuje
pomen sporočila.
 CMS (Configuration Management System): sistem za upravljanje in
izvažanje konfiguracije baze podatkov. Od konfiguracijskega upravljalnega
sistema CMS so odvisne vse komponente v C-ACS. CMS shranjuje kon-
figuracijo vseh storitev (Alokator, SuperVISR, CPF, SRM) in MADIE
vtičnikov. CMS omogoča konfiguracijo predlog, prototipov in instancira-
nje predlog, kjer se uporabljajo objektno-orientirane podedovane lastnosti
in konfiguracija. CMS je implementiran kot vtičnik, kjer se konfiguracija
izvozi v ciljne strukture v datotečnem sistemu. Za to se uporabi konfigu-
racijski strežnik. Konfiguracijski strežnik je HTTP strežnik, ki shranjuje
celotno C-ACS konfiguracijo, ki jo izvozi CMS. Shranjuje tudi programske
pakete in strojno programsko opremo.
 CPF (Commissioning Procedures Framework): okvir za definicijo in imple-
mentacijo procedur. Okvir za procedure zagona CPF omogoča uporabniku
možnost definiranja in implementacije procedur, ki se uporabljajo pri za-
gonu pospeševalnika in optimizaciji parametrov naprav. CPF se nastavi
preko konfiguracijske datoteke in se zažene z zaganjalnikom (launcher), ki
omogoča izbiro procedur. Samodejno se vzpostavi omrežna povezava do
specificiranih strežnikov ali naprav. Omogoča avtomatsko beleženje meril-
nih podatkov v ozadju in izrisovanje grafov več merilnih kanalov.
 HDDS sistem (High-speed Data Distribution Service system): sistem za
storitve visoke hitrosti prenosa podatkov. HDDS storitev se uporablja za
prenos meritev od strojne opreme do nivoja opreme in iz nivoja opreme
do predstavitvenega nivoja, kjer je predstavitveni vmesnik prepočasen. To
vključuje kompleksne meritve, ki zajemajo podatke z visoko frekvenco, na
več merilnih kanalih hkrati. Uporablja se tudi, kjer za vzorce potrebujemo
časovne žige, da se lahko omogoči korelacija z meritvami drugih naprav.
HDDS storitev deluje po principu objavljalec-naročnik (ang. publisher-
subscriber). Objavljalci ne pošiljajo sporočil direktno naročnikom, ampak
dodajo sporočilom specifične oznake (ang. tags), na katere se naročniki
naročijo. HDDS storitev tako deluje kot posrednik sporočil. Kadarkoli
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prejme novo sporočilo od objavljalca, ga objavi naročniku, če se naročnikove
oznake ujemajo s podmnožico oznak objavljalca. Primer posredovanja
sporočil je prikazan na sliki 5.5.
Slika 5.5: Primer oznak sporočil in naročnin.
 MADIE (Modular Accelerator Device Integration Environment): modu-
larno okolje za integracijo naprav v pospeševalnik, bolj podrobna razlaga je
podana v poglavju 5.5.
 SRM (Save and Restore Manager): upravljalnik za shranjevanje in obno-
vitve podatkov. Upravljalnik za shranjevanje in obnovitve SRM zagota-
vlja mehanizem za shranjevanje in obnovitev vrednosti preko nadzornega
vmesnika na zahtevo uporabnika. SRM zagotavlja uporabniku, da shrani
posnetek (ang. snapshot) OPC UA podatkovnih točk, jih ureja in obnovi
sistemsko konfiguracijo iz shranjenih posnetkov.
 SuperVISR: SCADA sistem, ki temelji na WinCC OA, bolj podrobna raz-
laga je podana v poglavju 5.6.
 CTS (Central Timing System): centralni sistem za sinhronizacijo poraz-
deljenih sistemov. Centralni časovni sistem CTS zagotavlja strojno plat-
formo in programski vmesnik za sinhronizacijo porazdeljenega sistema. Sin-
hronizacija je dosežena z distribucijo časovnega signala preko namenskega
omrežja, ki deluje v realnem času. Na ta način je zagotovljen skupni časovni
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vir za vse komponente. Časovni dogodki omogočajo določenim komponen-
tam, da izvajajo operacije ob znanem času in v determinističnem relativnem
času.
Slika 5.6: Arhitektura C-ACS.
Arhitektura C-ACS in moduli so upodobljeni na sliki 5.6. Glavna modula, ki
smo ju uporabili v tem delu, sta MADIE in SuperVISR, z uporabo protokolov
OPC UA in HDDS. Konfiguracijo nadzornega sistema pa smo implementirali z
modulom CMS.
5.4.3 Vmesniki
Ločimo dva tipa vmesnikov, to sta notranji in zunanji. Notranji vmesniki se
uporabljajo za komunikacijo med moduli v C-ACS, medtem ko se zunanji vme-
sniki uporabljajo za komunikacijo z zunanjimi entitetami. V nadzornem sistemu
C-ACS se izvajajo naslednji notranji vmesniki:
 Nadzorni vmesnik je dvosmerni vmesnik, ki omogoča nadzor, konfiguracijo
in kalibracijo sistemskih nastavitev ter zbiranje podatkov, ki imajo periodo
osveževanje v rangu 200 ms. To je izvedeno z OPC UA protokolom.
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 Vmesnik visoke hitrosti prenosa podatkov je enosmerni vmesnik za objavo
podatkov, ki vsebujejo več vrednosti ali pa je njihov interval osveževanja
pod 200 ms. To je izvedeno s HDDS protokolom.
 Vmesnik za beleženje je enosmerni vmesnik, ki objavlja informacije o izva-
janju programske opreme za namen spremljanja in arhiviranja ter naknadne
analize. To se izvede s standardnim log4xx JSON TCP/IP protokolom.
 Konfiguracijski vmesnik je vmesnik za pridobivanje statične konfiguracije
ob zagonu trenutnega sistema. Vmesnik je implementiran kot HTTP, kjer
odjemalci pridobijo konfiguracijo s HTTP strežnika.
 RPC (remote procedure call) vmesnik je dvosmerni vmesnik, ki se upora-
blja za programski nadzor komponent na nivoju opreme, kjer se uporablja
standardni C-ACS vmesnik.
Za komunikacijo C-ACS z zunanjimi entitetami se izvajajo naslednji zunanji
vmesniki:
 Vmesnik opreme nastavlja referenčne vrednosti na napravah, pridobiva vre-
dnosti in meritve in zagotavlja proženje različnih aktivnosti, kot so generi-
ranje žarka in pridobivanje meritev. Primeri so: serijska komunikacija (npr.
RS-485), CompactPCI, PXI Express, ethernet (TCP/IP vtičniki, OPC UA,
S7).
 Vtičnik za počasen nadzor je dvosmerni vtičnik za programsko komunikacijo
za pripravo naprav v pospeševalniku in inicializacijo generiranja žarka.
 Uporabnǐski vmesnik je vmesnik, ki ga uporablja operater za interakcijo z
nadzornim sistemom, prikazovanje pridobljenih podatkov, meritev in napak
ter izpis informacij o alarmih.
 Vmesnik za zaklepanje (interlock) je varnostni vmesnik, katerega namen je
zmanǰsevanje poškodb naprav in osebja.
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5.5 MADIE
Modularno okolje za integracijo naprav v pospeševalnik MADIE (ang. Modu-
lar Accelerator Device Integration Environment) je programski okvir, ki vzpo-
stavlja okolje za izvedbo in zagon samostojnih komponent, ki jih imenujemo
vtičniki. Vsak vtičnik predstavlja implementacijo določene naprave na nivoju
opreme. MADIE omogoča razvijalcem vtičnikov vǐsjenivojski API za hitreǰsi ra-
zvoj različnih funkcionalnostih, kot sta komunikacija med vtičniki in komunikacija
med različnimi nivoji v arhitekturi C-ACS. Razvijalcem tako ni potrebno do po-
tankosti poznati, kako te funkcionalnosti delujejo, ampak jih lahko uporabijo kot
”črne škatle”.
Programski okvir MADIE je razvit v programskem okolju LabVIEW. Upora-
blja se za enotno podporo napravam in omogoča skupni vmesnik do naprav na
vǐsjih nivojih v kontrolnem sistemu. MADIE je zasnovan po principih LabVIEW
objektno-orientiranega programiranja. Koda je tako organizirana v razredih (ang.
classes). Vsak razred shranjuje podatke v zasebnih podatkih (ang. private data),
ki so javno dostopni z metodami za branje in pisanje podatkov (ang. getters and
setters). Metode so implementirane v obliki virtualnih instrumentov (VI). VI-jem
se nastavi področje (ang. scope) za dovoljevanje različnih stopenj dostopov, te
stopnje so: zasebna, zaščitena in javna (ang. private, protected, public). Med
razredi se lahko nastavi tudi podedovanje (ang. inheritance), kjer starševski ra-
zredi (ang. parent class) zagotavljajo metode, ki jih otroški razredi (ang. child
class) lahko nadomestijo.
Vsi MADIE razredi so razdeljeni na tri glavne dele:
 Temeljni razred za vtičnike (ang. Base Plugin class): starševski razred,
ki vsem vtičnikom in storitvam predstavlja temelj. Implementira glavni
avtomat stanj (ang. state machine), ki ga vsi otroški razredi podedujejo, v
stanjih je možno implementirati poljubno kodo.
 Sporočilni razred (ang. Message class): priskrbi metode za komunikacijo
med vtičniki.
 Zaganjalni razred (ang. Launcher class): v tem razredu je implementiran
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zaganjalnik (ang. launcher), ki priskrbi načine za dinamično namestitev
programske opreme, za enotno delovanje vtičnikov in storitev.
Vtičnik je osnovna enota v MADIE okvirju. Vtičniki so implementirani kot
razredi, ki so podedovani od temeljnega razreda. Storitve so podporne enote,
ki jih priskrbi MADIE. Podedovani so od temeljnega storitvenega razreda (ang.
Base Service class), ta pa je podedovan od temeljnega razreda. Storitve so po-
dobne vtičnikom, glavna razlika je, da se storitve prve zaženejo in samodejno
preidejo v stanje RUNNING po zagonu. Javne metode iz storitev so na voljo za
uporabo vsem vtičnikom.
5.5.1 Temeljni avtomat stanj
Stanja v avtomatu stanj so razdeljena na glavno stanje in povezovalna stanja za
prehod v glavno stanje (ang. entering) in odhod iz glavnega stanja (ang. leaving).
Vhodno stanje in izhodno stanje se izvedeta le enkrat, kadar izvedemo prehod
med stanji. Medtem se glavno stanje lahko izvaja v iterativno, dokler ne izvedemo
prehoda. Prehodi med stanji se lahko izvedejo s prejetjem posebnih ukazov (slika
5.7). Vsa možna stanja so:
 PREINIT: izvede se le enkrat na začetku izvajanja aplikacije, dokler ni vse
pripravljeno za prehod v stanje INIT. Po izvedbi tega stanja ne moremo
z nobenim ukazom več preiti nazaj v to stanje. Zaradi tega je to stanje
primerno za izvedbo kode, ki se mora izvesti le enkrat v teku aplikacije.
 INIT: izvede se le enkrat, takoj za stanjem PREINIT, v teku aplikacije pa
lahko preidemo v to stanje z ukazom RESET. To stanje je najprimerneǰse
za kodo, ki se bo izvedla na začetku ponovnega zagona aplikacije.
 RESET: to stanje lahko vsebuje kodo, ki zahteva posebne postopke inicia-
lizacije.
 STANDBY: v tem stanju vtičnik čaka na operaterja, da pošlje ukaze CONF
in START, za eventualni prehod v stanje RUNNING.
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Slika 5.7: MADIE avtomat stanj temeljnega vtičnika.
 READY: v tem stanju je vtičnik pripravljen na ukaz START, da preide na
glavni del izvajanja. Običajno to stanje ne vsebuje kode, ki bi se dolgo
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izvajala ali blokirala izvajanje.
 RUNNING: to je glavno stanje aplikacije. Večino časa bi moral vtičnik
iterativno izvajati kodo v tem stanju.
 FAIL: v to stanje preidemo ob napaki ali pa na zahtevo operaterja. Tu se
vnese koda, ki se mora izvesti v primeru napake.
 FAULT: v to stanje se preide samo na zahtevo vtičnika. Nadalje je sprejet
samo ukaz EXIT.
 DESTROY: končno stanje vtičnika. Vsebuje kodo za sprostitev pomnilnika
in ostalo programsko čǐsčenje.
5.5.2 Komunikacija
Komunikacija znotraj vtičnika je implementirana v sporočilnem razredu. Upora-
blja se čakalne vrste (ang. queue) za pošiljanje strukturiranih sporočil iz enega
vtičnika/storitve v drug vtičnik/storitev. Po prejemu sporočila vtičnik najprej
preveri, ali sporočilo vsebuje rezerviran ukaz, namenjen MADIE okvirju, in v
primeru da, ga obdela. V drugem primeru se sporočila posredujejo v funkcijo
Process User Command, kjer z njimi upravlja razvijalec vtičnika.
MADIE omogoča številne vmesnike tudi za zunanjo komunikacijo. Vmesniki
so dostopni preko MADIE storitev in njihovih javnih metod. V našem primeru
smo v glavnem uporabili OPC UA in HDDS vmesnika.
5.5.3 Zaganjalnik
Zaganjalni razred omogoča način dinamičnega izbiranja vtičnikov in storitev ter
njihovo nalaganje v pomnilnǐski prostor. Naloži konfiguracijske datoteke in po-
sreduje podatke vtičnikom in storitvam. Zaganjalnik najprej zažene storitve in
počaka, da preidejo v stanje RUNNING, nato zažene še vtičnike, njihov začetni
vrstni red je nastavljen v konfiguracijski datoteki zaganjalnika. Ko je treba apli-
kacijo zaustaviti, zaganjalnik pošlje ukaz EXIT vsem vtičnikom in storitvam.
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5.5.4 Konfiguracija
MADIE vtičniki in storitve so konfigurirani z uporabo statične konfiguracije.
Vsaka instanca vtičnika ali storitve uporablja svojo konfiguracijo. Statična kon-
figuracija celotnega sistema je zajeta v več datotekah:
 Konfiguracija zaganjalnika je shranjena v datoteki config.ini in se nahaja
v konfiguracijski mapi zaganjalnika. Zaganjalniku pove, katere vtičnike in
storitve mora zagnati ter ostale ključne informacije za zagon.
 Konfiguracija vtičnika/storitve je shranjena v datoteki config.json. Vsak/a
vtičnik/storitev ima svojo konfiguracijsko datoteko, razdeljena je na tri
glavne sekcije:
– FWK: vsebuje konfiguracijo programskega okvirja za določen
vtičnik/storitev,
– CFG: vsebuje konfiguracijo, specifično za vtičnik/storitev,
– CLASS: vsebuje ime razreda, glede na katerega je vtičnik/storitev in-
stanciran.
5.5.5 Storitve
Storitev za beleženje Beleženje (ang. logging) zagotavlja način poročanja
in shranjevanje informacij o pomembnih dogodkih, ki so se zgodili med delova-
njem aplikacije. Na voljo sta dve različni možnosti beleženja, to sta lokalno in
oddaljeno beleženje. Lokalno beleženje shranjuje informacije na lokalni disk in to
v za človeka berljivi obliki. Oddaljeno beleženje pošilja informacije na oddaljen
strežnik. Beleženje je odvisno od nastavljene stopnje zapisov, te so lahko: izklo-
pljeno, razhroščevanje, obvestilo, opozorilo, napaka. Katere informacije se bodo
beležile, je odvisno od nastavljene stopnje vsakega vtičnika. Beležna sporočila so
definirana v katalogni datoteki in vsebujejo kodo sporočila in vsebino.
OPC UA upravitelj OPC UA je standardni vmesnik za nadzor med SCADA
sistemom in napravami na nižjem nivoju. MADIE zagotavlja OPC UA upra-
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vljalno storitev za standardizacijo dostopa in pomoč razvijalcem vtičnikov za
uporabo OPC UA vtičnika. Namen te storitve je omogočiti, da vtičniki in ostale
storitve lahko komunicirajo z lokalnim ali oddaljenim OPC UA strežnikom. Ko-
munikacija med vtičnikom in OPC UA upravljalno storitvijo poteka preko sporočil
(poglavje 5.5.2). Ponuja naslednje funkcionalnosti: pisanje na strežnik, branje iz
strežnika in spremljanje sprememb.
HDDS upravitelj Namen HDDS vmesnika je zagotoviti prenos podatkov z
visokimi hitrostmi, kjer lahko sporočilo prejme več naročnikov. Deluje po principu
objavljalec-naročnik, kjer se podatki prenesejo le, kadar jih naročnik zaprosi (oz.
kadar je naročen na prejemanje podatkov). Sporočilo, ki se prenaša preko HDDS
vmesnika, je strukturirano CACS sporočilo (ang. common acquisition system
message). Zajema mnogo oblik koristne vsebine (ang. payload), te so:
 časovni dogodek,
 beležni podatki,
 surovi podatki,
 merilni podatki,
 časovno-merilni podatki,
 slikovni podatki.
Mi smo uporabili HDDS vmesnik za prenos slik iz vtičnika na grafični vmesnik, saj
je OPC UA vmesnik za tako veliko količino podatkov prepočasen. Uporabili smo
sporočilo, ki za koristno vsebino v sporočilu uporablja CACS slikovne podatke.
Najprej je potrebno CACS sporočilo pripraviti za pošiljanje. MADIE ponuja
metode, ki pretvorijo slike v primeren zapis. Nato lahko pošljemo HDDS sporočilo
na HDDS strežnik. Sporočilom je treba dodeliti tudi oznake (ang. tags), da se
sporočilo v primeru naročnikov z ustreznimi oznakami lahko prenese. Ostale
naprave lahko koristijo metode naročanja in odnaročanja od oznak.
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5.5.6 Asinhrone niti
MADIE ponuja metode za ustvarjanje in izvajanje asinhronih niti. Te niti se
izvajajo neodvisno od osnovnih vtičnikov. Razvijalec vtičnikov MADIE lahko
programsko zažene in ustavi asinhrone niti z uporabo javnih metod. V asinhronih
nitih se izvaja koda, ki jo razvijalec sam razvije, hkrati poteka tudi komunikacija
z vtičnikom v obliki pošiljanja podatkov. Ta koda se izvaja asinhrono. Če se
prekine izvajanje vtičnika, ki kliče asinhrone niti, te tudi prenehajo teči.
Slika 5.8: Shema vtičnika, ki ustvari asinhrono nit.
Asinhrone niti so zasnovane tako, da se ustvarijo in prekinejo v razvojnem
vtičniku. Za to obstajata javni metodi: Start Asynchronous Thread in Stop
Asynchronous Thread. Niti so implementirane iz razreda Base Asynchronous
Class, na najvǐsjem nivoju se nahaja funkcija ASYNC THREAD, ki sestoji iz
stanj: ASYNC INIT, ASYNC MAIN in ASYN EXIT. Slika 5.8 prikazuje shemo
vtičnika, ki ustvari nit z metodo Start Asynchronous Thread, nit se inicializira v
svojem stanju ASYNC INIT in nato preide v stanje ASYNC MAIN, kjer se izvaja
glavna funkcionalnost niti. Ko v vtičniku prekinemo izvajanje niti z metodo Stop
Asynchronous Thread, se izvajanje niti konča s prehodom v stanje ASYNC EXIT.
Med izvajanjem niti poteka komunikacija z vtičnikom preko sporočil.
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5.6 SuperVISR
SuperVISR se uporablja za spremljanje in nadzor opreme z uporabo uporabnǐskih
grafičnih vmesnikov v predstavitvenem sloju. Temelji na platformi WinCC OA,
(opisana v poglavju 5.2), ki zagotavlja zanesljivost in združljivost vmesnikov z
drugimi standardnimi industrijskimi kontrolnimi moduli.
5.6.1 Zasnova
Slika 5.9 prikazuje shemo zasnove SuperVISR-ja in princip uporabe komunika-
cijskih modulov za komunikacijo z zunanjimi sistemi, kot so MADIE, HDDS in
ostali. SuperVISR omogoča komunikacijo z MADIE in HDDS z vpeljavo lastnih
komunikacijskih modulov, razvitih v WinCC OA. Znotraj SuperVISR-ja vsi ko-
munikacijski moduli (razen komunikacijskega modula za HDDS) komunicirajo z
dogodkovnim upraviteljem v WinCC OA, podatki se shranijo v podatkovno bazo
in se arhivirajo. Shranjeni podatki so potem prikazani in obdelani v GUI-ju,
za kar poskrbi upravitelj za grafični vmesnik. HDDS komunikacijski modul de-
luje znotraj upravitelja za grafični vmesnik, kar omogoča visoko hitrost prenosa
podatkov in prikazovanja podatkov na GUI-ju.
SuperVISR uporablja distribucijske zmožnosti WinCC OA sistema in loči dva
načina delovanja:
 Strežnǐski način: uporablja se za vse delo. Sem spadajo upravljanje podat-
kovne baze in ukrepanje ob določenih dogodkih, komunikacija z zunanjimi
napravami (OPC UA protokol se izvaja preko OPC UA odjemalcev), arhi-
viranje sprememb vrednosti, zagon CTRL skript, ki so potrebne za inicia-
lizacijo WinCC OA, SuperVISR in ostalih funkcionalnosti.
 Operativni način: uporablja se samo za prikaz GUI-jev.
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Slika 5.9: Arhitektura SuperVISR-ja.
5.6.2 Grafični objekti
V SuperVISR-ju so implementirani naslednji grafični objekti, ki so dostopni za
implementacije v panelih:
 prikazovalna polja: uporabljajo se za prikaz vrednosti podatkovnih točk,
 urejevalna polja: uporabljajo se za prikaz in nastavljanje vrednosti podat-
kovnih točk,
 LED indikatorji z napisom: uporabljajo se za prikaz vrednosti tipa Boolean,
kjer z napisom določimo, za katero stanje gre (npr. za True vstavimo napis
”ON”in LED indikator je prižgan, za False pa napis ”OFF”in LED indikator
je ugasnjen),
 gumbi: uporabljajo se za nastavljanje vrednosti tipa Boolean. Prav tako
na gumb vstavimo napisa za obe stanji.
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Za vse grafične elemente je implementiran konfigurator, kjer v obliki dolar para-
metrov vnesemo parametre grafičnih objektov (ime podatkovne točke, opis, barva
indikatorja, ...). Vsem grafičnim elementom so skupne naslednje lastnosti: prikaz
podatkovne točke s premikom mǐske nad grafični element, prikaz alarmnih statu-
sov (element se obarva primerne barve), možnost kopiranja vrednosti in imena,
možnost prikaza zgodovinskih vrednosti na grafu, indikacija v primeru napačnih
nastavitev in spreminjanje slogovnega stila.
Seveda so razvijalcem dostopni tudi ostali grafični objekti v WinCC OA, ven-
dar nimajo vseh zgoraj omenjenih funkcionalnosti in jih mora razvijalec ustrezno
implementirati. Poleg osnovnih grafičnih objektov so na voljo še grafični objekti
za komunikacijo z MADIE vtičniki in HDDS strežnikom.
5.6.3 Komunikacija
Komunikacija preko OPC UA protokola SuperVISR komunicira z MADIE
vtičniki ali drugimi napravami z uporabo OPC UA protokola, preko katerega
nadzoruje in upravlja MADIE vtičnike. SuperVISR uporablja svoje OPC UA
odjemalce, ki se povežejo z OPC UA strežnikom.
Brskalnik naprav je poseben SuperVISR GUI, ki prikazuje vse razpoložljive
naprave, tako MADIE vtičnike kot ostale naprave. Zagotavlja osnovni nadzor
nad izbranimi MADIE vtičniki, kot so aktiviranje in sprostitev, sprememba sta-
nja in načina delovanja in pošiljanje ukazov. Omogoča tudi osnovni nadzor nad
zagonom, ustavitvijo in ponovnim zagonom MADIE vtičnikov.
Komunikacija preko HDDS protokola SuperVISR komunicira s HDDS
strežnikom z uporabo posebnega TCP/IP protokola, s katerim lahko prejme in
prikaže podatke, ki se prenašajo z visoko hitrostjo. Za prikaz HDDS podatkov na
GUI-ju se uporablja poseben HDDS grafični objekt. Vsak HDDS grafični objekt
se obnaša kot HDDS odjemalec, ki je naročen na specifične oznake. HDDS ustre-
znim naročnikom odda ustrezne podatke. Prejeti podatki se lahko na GUI-ju
prikažejo v obliki grafa ali slike. Obe vrsti grafičnega objekta sta v WinCC OA
implementirani kot zunanji grafični objekti (EWO - ang. external widget object).
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V tem delu smo uporabili grafični objekt za prikazovanje slike. Uporablja se
za prikaz HDDS podatkov, bolj specifično CACS sporočila s koristno vsebino tipa
slikovni podatek, torej slike.
50 Programska oprema
6 Nadzorni sistem naprave za
diagnostiko
6.1 Arhitektura
Arhitektura nadzornega sistema naprave za diagnostiko je skladna s štirinivojsko
arhitekturo, opisano v poglavju 5.4. Na prvem nivoju imamo SuperVISR grafični
vmesnik. Na drugem nivoju imamo strežnike za konfiguriranje in nadzor oziroma
obdelavo podatkov iz prvega in tretjega nivoja. Na tretjem nivoju sta MADIE
vtičnika za kamero in motor, ki skrbita za krmiljenje četrtega nivoja in pošiljanje
obdelanih podatkov na drugi nivo. Na četrtem nivoju je pa strojna oprema za
motor in kamero, ki procesira ukaze, poslane iz MADIE vtičnikov, ter jih pretvarja
v ustrezne krmilne signale za nastavljanje aktuatorjev. Poleg tega tudi na vtičnik
pošiljajo podatke iz senzorjev. Arhitektura je prikazana na sliki 6.1.
Programska arhitektura sestoji iz naslednjih glavnih delov:
 Gonilnik za motor: predstavlja glavno povezavo med strojno in program-
sko opremo. Uporablja se ga za procesiranje ukazov in nadzor koračnega
motorja. Ukazi se iz MADIE vtičnika za motor pošiljajo preko lokalnega
omrežja na gonilnik. IP naslov gonilnika se da nastaviti, mi smo nastavili
statični IP naslov z DHCP konfiguracijo. Celotna strojna oprema za motor
je opisana v poglavju 4.1.
 Kamera: tako kot pri motorju je kamera glavna povezava med strojno in
programsko opremo ter se nadzor izvaja preko lokalnega omrežja. Strojna
oprema kamere je opisana v poglavju 4.2.
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Slika 6.1: Pregled programske arhitekture nadzornega sistema naprave za diagno-
stiko.
 MADIE vtičnik za motor: na gonilnik za koračni motor pošilja ukaze, kot
so izvajanje premikanja ter nastavljanje nastavitev motorja. Hkrati pri-
dobiva podatke, kot so trenutna lega in stanja motorja. Zaganjalnik na
začetku obratovanja zažene vse MADIE storitve in vtičnik, ki je konfigu-
riran z uporabo CMS. Večina parametrov ima privzeto vrednost in jih ni
treba nastaviti, po drugi strani imamo pa tudi parametre kot na primer IP
naslov, ki morajo biti obvezno nastavljeni za pravilno delovanje. Vtičnik
komunicira z OPC UA strežnikom, kjer je naročen na določene podatkovne
točke, ki se jih nastavlja preko SuperVISR grafičnega vmesnika. Vtičnik
objavlja na OPC UA strežnik podatke o motorju, kjer se v SuperVISR
grafičnem vmesniku sproti osvežujejo.
 MADIE vtičnik za kamero: se uporablja za prenos slik iz kamere, procesira-
nje teh slik in objavljanje na HDDS strežnik. HDDS strežnik smo uporabili
zato, ker je namenjen obdelavi večjih količin podatkov v hitreǰsem času.
Uporabnǐski vmesnik poteka tako kot pri motorju preko OPC UA strežnika.
V SuperVISR grafičnem vmesniku operater nastavlja nadzorne funkcije in
spremlja prikazane vrednosti in stanja.
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 Konfiguracijski strežnik: konfiguracijska podatkovna baza je naložena na
konfiguracijski strežnik s CMS orodjem. MADIE vtičnika in SuperVISR na
začetku iz konfiguracijskega strežnika prenesejo konfiguracijske podatke.
 OPC UA strežnik: se uporablja pri komunikaciji med MADIE vtičnikom in
SuperVISR grafičnim vmesnikom. V grafičnem vmesniku se podatkovne
točke nadzorujejo in nastavljajo, v vtičniku pa se glede na spremembo
naročene podatkovne točke izvajajo ukazi ter na strežnik pošiljajo podatki
o stanjih.
 HDDS strežnik: se uporablja za prenos obdelanih slik iz MADIE vtičnika
na SuperVISR grafični vmesnik. Slike se na strežnik objavijo kot slikovni
podatki CACS. HDDS grafični objekt je naročen na oznake, pod katerimi so
slike objavljene. Grafični objekt prikazuje slike, prejete iz HDDS strežnika.
 SuperVISR grafični vmesnik: implementirana sta GUI-ja za nadzor pre-
mika in zajemanja slik. Prva funkcionalnost SuperVISR-ja je pregled nad
napravami, tu so vključeni MADIE vtičniki. To nam omogoča brskalnik
naprav s pridobivanjem naprav in nastavljanjem njihovih načinov delova-
nja in stanj. Druga funckionalnost je prikaz podatkov in krmiljenje naprav.
Vsaka naprava ima svoj GUI, na katerem so prikazana njena stanja in na-
stavljene vrednosti. Operater lahko te vrednosti spreminja in izvaja ukaze,
ki se preko OPC UA strežnika pošljejo na MADIE vtičnik in posledično
izvršijo.
6.1.1 Oblika OPC UA podatkovnih točk
Tabela 6.1 opisuje vrste podatkovnih točk, ki smo jih uporabili pri implementaciji
naprave za diagnostiko. Za lažje ločevanje podatkovnih točk smo imenom dodali
ustrezno pripono. Smer nam pove, ali gre za podatkovno točko, ki jo beremo ali
pǐsemo.
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Tabela 6.1: Kratice OPC UA podatkovnih točk, njihov pomen in smer pošiljanja
podatkov glede na vtičnik
Kratica Pomen Smer Opis
INF informacija izhod meta podatki naprave
CMD ukaz
(ang. command)
vhod ukaz, ki se pošlje na vtičnik
RSP odziv
(ang. response)
izhod odziv vtičnika na ukaz
SPV nastavljena vrednost
(ang. set point value)
vhod želena vrednost parametra
SPA uporabljena vrednost
(ang. set point applied)
izhod trenutno nastavljena vrednost
parametra
ACQ prejemanje
(ang. acquisition)
izhod prejeta vrednost oz. meritev
CFG konfiguracija
(ang. configuration)
vhod želena vrednost parametra
statične konfiguracije
CFA uporabljena konfiguracija
(ang. applied configura-
tion)
izhod trenutno nastavljena statična
konfiguracija parametra
STS status izhod informacija o statusu vtičnika
6.2 Vtičnik za motor
6.2.1 Procesiranje ukazov
Za procesiranje ukazov se uporabi funkcija Process User Command, ki se kliče ob
vsaki spremembi DP-jev, na katere je vtičnik naročen. Zahtevali smo, da mora
biti za procesiranje sprememb vtičnik v stanju RUNNING, drugače ne izvaja
nobenih akcij (pred stanjem Entering RUNNING tudi ni naročen na te DP-je).
Kot prvo poskrbi funkcija Process User Command, da se za vsako spremembo
SPV DP posodobi pripadajoči SPA DP. Kot drugo, ko se vrednost CMD DP
spremeni na True, se izvede pripadajoča akcija. Za primer lahko podamo, kaj se
zgodi ob pritisku na gumb Start. Najprej se preveri, če se na motorju ne izvaja
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nobena operacija. Nato se preberejo vsi parametri, kot so izbira akcije, nastavitve
hitrosti in pospeška ter referenčna pozicija. Te nastavitve se nastavijo na motor
in potem se izvede premik (slika 6.2). Premik se izvaja, dokler se ne zaključi ali
pa prekine s pritiskom na gumb Stop.
Slika 6.2: LabVIEW koda za začetek izvajanja premika.
Podobno se izvedejo še ostali ukazi, ki so podrobneǰse obrazloženi pri uporabi
grafičnega vmesnika v poglavju 6.3.
6.2.2 Stanja vtičnika
Stanje Leaving PREINIT V stanju Leaving PREINIT (slika 6.3) se iz kon-
figuriranega IP naslova motorja shrani os motorja in preveri, če obstaja JSON
datoteka s shranjenimi vnaprej določenimi pozicijami. Če ta datoteka ne obstaja,
se jo ustvari in za pozicije se vpǐse vrednost 0.
Stanje Entering STANDBY V stanju Entering STANDBY (slika 6.4) se
preberejo vsi konfiguracijski parametri za SPA DP-je in se zapǐsejo na OPC UA
strežnik. Nato se preberejo še vnaprej definirane pozicije in ravno tako zapǐsejo
v pripadajoče SPA DP-je na OPC UA strežnik. Na koncu se preveri, ali je prǐslo
do kakšne napake (na primer, če datoteka z vnaprej določenimi pozicijami ne
obstaja, ali pa je zapis le-teh napačen) in se jo zabeleži.
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Slika 6.3: LabVIEW koda stanja Leaving PREINIT.
Slika 6.4: LabVIEW koda stanja Entering STANDBY.
Stanje Entering RUNNING V stanju Entering RUNNING (slika 6.5) se
reference na os motorja ustvarita dve referenci premika:
 Line: uporabi se pri premikih motorja v relativno ali absolutno lego,
 Reference: uporabi se pri referenčnih premikih motorja, kot so vrtenje na-
prej in nazaj ter vračanje v izhodǐsčno lego.
Nato se vtičnik naroči na vse CMD in SPV DP-je, ki se procesirajo v funkciji
Process User Command. Iz stanja Entering RUNNING preidemo takoj na stanje
RUNNING.
Stanje RUNNING Stanje RUNNING (slika 6.6) se periodično izvaja. V tem
stanju se berejo vsa stanja motorja in pǐsejo na STS in ACQ DP-je na OPC UA
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Slika 6.5: LabVIEW koda stanja Entering RUNNING.
strežnik.
Slika 6.6: LabVIEW koda stanja RUNNING.
Stanje Leaving RUNNING V stanju Leaving RUNNING (slika 6.7) se
uničita obe referenci premika in odnaroči od naročenih DP-je.
6.3 Grafični vmesnik za motor
Najprej mora operater spraviti MADIE vtičnik v RUNNING stanje, kar stori v
brskalniku naprav (ang. device browser). Nato nadzoruje panel za krmiljenje
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Slika 6.7: LabVIEW koda stanja Leaving RUNNING.
motorja. Grafični vmesnik je razdeljen na pet glavnih delov: krmiljenje, status,
nastavitve, vnaprej določene pozicije in pozicijski drsnik (slika 6.8).
Motor se lahko premika v pozitivno ali negativno smer. Kadar je premik v
teku in če se med premikanjem v pozitivno smer sproži pozitivno končno stikalo,
se motor ustavi in nadaljevanje premikanja v to smer ni več mogoče, dokler je
pozitivno končno stikalo aktivno. Enako velja za negativno smer premikanja
in negativno končno stikalo. Premik je možen le v obratno smer od aktivnega
končnega stikala.
Za vsako nastavljivo podatkovno točko (SPV DP) obstaja uporabljena po-
datkovna točka (SPA DP), ki prikazuje vrednost, ki se bo dejansko uporabila v
določenih operacijah.
6.3.1 Krmiljenje motorja
Premik motorja se začne s pritiskom na gumb Start, nastavljeni morajo biti para-
metri Action in Set Position. Način premikanja je odvisen od nastavljene akcije,
ki jo nastavimo v meniju Action. Vsi premiki se lahko prekinejo s pritiskom
na gumb Stop. S klikom na gumb Motor Reset se ponastavijo vsi parametri za
nadzor motorja na privzete nastavitve.
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Slika 6.8: Grafični vmesnik za krmiljenje motorja.
Možni so naslednji načini premikanja:
 NONE: ne izvede se nobena operacija.
 MOVE REL: relativni premik motorja, glede na trenutno pozicijo in na-
stavljeno pozicijo. Motor se bo premaknil za toliko korakov, kolikor jih je
specificiranih pod nastavljeno pozicijo: nova pozicija = trenutna pozicija +
nastavljena pozicija. Motor se bo premikal v tisto smer, kakršen predznak
ima nastavljena pozicija.
 MOVE ABS: absolutni premik motorja. Motor bo dosegel absolutno pozi-
cijo, enako nastavljeni poziciji.
 HOME: iskanje izhodǐsčne točke (ang. homing routine). Odvisno od kon-
figuracijskega parametra homeFwd, ki določa smer premikanja proti iz-
hodǐsčni točki, se motor začne premikati v pozitivno (homeFwd = True) ali
negativno (homeFwd = False) smer, dokler se ne aktivira ustrezno končno
stikalo. Takrat se motor ustavi, trenutna pozicija se ponastavi na 0 in Home
indikator se osvetli.
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 JOG FORWARD: neskončno premikanje naprej. Motor se začne premikati
v pozitivno smer. Premikanje se konča, ko se aktivira pozitivno končno
stikalo.
 JOG REVERSE: neskončno premikanje nazaj. Motor se začne premikati
v negativno smer. Premikanje se konča, ko se aktivira negativno končno
stikalo.
6.3.2 Stanja motorja
Prikazana so naslednja stanja motorja:
 Done: prikazuje, ali se je zadnja operacija končala brez napak.
 Aborted: prikazuje, ali se je zadnja operacija prekinila pred zaključitvijo.
To se zgodi, kadar operater pritisne tipko Stop med izvajanjem operacije.
 Busy: prikazuje, ali se trenutno izvaja operacija oz. se še ni zaključila.
 Active: prikazuje, ali so izpolnjeni vsi pogoji za začetek operacije ter vsa
sredstva na voljo za izvajanje. Prikazuje, da je zahtevana operacija v
čakanju na izvajanje ali v izvajanju.
 Forward Limit: prikazuje, ali je pozitivno končno stikalo aktivno.
 Reverse Limit: prikazuje, ali je negativno končno stikalo aktivno.
 Home: prikazuje, ali je bila uspešno opravljena operacija iskanja izhodǐsčne
točke.
 Drive Fault: prikazuje, ali se je na pogonu pojavila kakšna napaka oz.
okvara. To stanje je aktivno tudi, kadar je aktivno katero od končnih stikal.
 Drive Ready: prikazuje, ali je motor pripravljen na naslednjo operacijo.
 Target Reached: prikazuje, ali je motor dosegel zastavljeno pozicijo.
 Error: prikazuje, ali je krmilnik naletel na napako.
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6.3.3 Nastavitve motorja
Motorju je možno spreminjati nastavitve hitrosti in pospeške premikov v različnih
načinih. Ker so te nastavitve vezane na absolutne vrednosti hitrosti in pospeškov,
morajo vse vrednosti biti večje od 0, drugače se pojavi napaka na krmilniku. Smer
premika se določi z nastavljanjem pozicije oziroma drugim načinom delovanja.
Načeloma se ta napaka preprečuje z nastavljanjem dovoljenega območja. Če je
dovoljeno območje pravilno nastavljeno, torej, da ni možno nastaviti negativnih
vrednosti ali 0, potem s tem zagotovimo pravilno delovanje, kar se tiče nastavitev.
Možno je spreminjati naslednje nastavitve motorja.
 Motor Speed: hitrost motorja, ki se uporabi pri premikih MOVE REL in
MOVE ABS,
 Motor Accl: pospešek motorja, ki se uporabi pri premikih MOVE REL in
MOVE ABS,
 Home Speed: hitrost motorja, ki se uporabi pri premiku HOME,
 Home Accl: pospešek motorja, ki se uporabi pri premiku HOME,
 Jog Speed: hitrost motorja, ki se uporabi pri premikih JOG FORWARD in
JOG REVERSE,
 Jog Accl: pospešek motorja, ki se uporabi pri premikih JOG FORWARD
in JOG REVERSE.
6.3.4 Vnaprej določene pozicije
Tri vnaprej določene pozicije so shranjene lokalno (pot datoteke je določena kot
konfiguracijski parameter). Operater jih lahko spreminja in bodo samodejno shra-
njene. Po zaprtju in ponovnem odprtju grafičnega vmesnika se bodo prikazale
zadnje določene pozicije. Operater lahko pritisne katerikoli pripadajoči gumb Set
od treh možnih pozicij in se bo nastavljena pozicija Set Position nastavila na to
vrednost.
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6.3.5 Drsnik za prikaz trenutne pozicije
Ta del grafičnega vmesnika prikazuje trenutno pozicijo motorja glede na konfigu-
racijske nastavljene končne pozicije. Drsnik se v vodoravni smeri premika levo
proti končni negativni vrednosti in desno proti končni pozitivni vrednosti. Če
trenutna pozicija preseže končno vrednost, se drsnik premakne preko območja,
dokler ne doseže konca grafičnega objekta.
6.4 Vtičnik za kamero
6.4.1 Procesiranje ukazov
Za vsako spremembo DP, na katere je MADIE vtičnik naročen, se nova vrednost
DP posreduje v funkcijo Process User Command. Nove vrednosti se shranijo v
zasebne podatke, da jih ni potrebno v vsaki iteraciji stanja RUNNING brati iz
OPC UA strežnika.
Vrednosti DP, ki se nanašajo na interne atribute kamere, se ne shrani v zasebne
podatke. Če je potrebno, se te vrednosti najprej pretvori v pravilni podatkovni
tip ali pa nastavi na vrednost v pravilnem območju. Ko so vrednosti pravilno
nastavljene, se takoj zapǐsejo na kamero.
6.4.2 Obdelava slik
Območje zanimanja Območje zanimanja se uporabi za izrez območja na sliki,
ki ga hočemo naprej procesirati in nazadnje tudi analizirati. V tem primeru upo-
rabimo pravokotno obliko območja zanimanja. Operater izbere vrednosti pikslov
na sliki, kjer naj se nahajajo vse štiri stranice pravokotnika. Za ustvarjanje ve-
ljavnega območja mora biti vrednost zgornje stranice manǰsa od spodnje. Enako
velja tudi za levo stranico, da mora biti njena vrednost manǰsa od desne stranice.
Območje zanimanja se uporabi tako za surovo kot obdelano sliko. Slike bodo tako
manǰse ali enake izvirnim slikam.
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Prekrivanje Operater lahko vnese poljuben tekst, da se prikaže na sliki, in
(X, Y) koordinate za lokacijo napisa. Za izvedbo prekrivanja slike z napisom smo
uporabili funkcijo IMAQ Overlay Text. Operater lahko spreminja tudi velikost
in barvo napisa.
Operater lahko nastavi tudi želeno lokacijo križca, ki naj prekriva sliko, kjer z
(X, Y) koordinatami določi njegovo sredǐsče. Glede na vneseno lokacijo se izrǐsejo
štiri daljice, ki sestavljajo križec. To sta dve navpični daljici nad in pod sredǐsčem
ter dve vodoravni daljici levo in desno od sredǐsča. Za izvedbo prekrivanja slike s
križcem smo uporabili funkcijo IMAQ Overlay Line. Barva križca je enaka barvi
napisa in jo lahko operater nastavi.
Lastnosti prekrivanja so nastavljene tako, da se objekti, ki prekrivajo sliko,
transformirajo skupaj z rotacijo ali zrcaljenjem.
Transformacija slik Za izvedbo zrcaljenja smo uporabili funkcijo IMAQ Sym-
metry, ki transformira sliko glede na njeno simetrijo. Operater lahko izbira med
horizontalno, vertikalno ali centralno simetrijo. Diagonalna simetrija je one-
mogočena, saj jo lahko uporabimo le, ko je razmerje slike 1:1.
Za izvedbo rotacije smo uporabili funkcijo IMAQ Rotate, ki rotira sliko za
nastavljen kot v nasprotni smeri urinega kazalca. V primeru, da je potrebno
prikazati celotno sliko, se bo velikost obdelane slike povečala.
Barvna preslikava V procesu barvne preslikave uporabljamo barvno tabelo,
ki jo imenujemo paleta, ki povezuje barvno lestvico z vsemi možnimi sivinskimi
vrednostmi slike. Uporabnik lahko izbira med tremi vrstami palet:
 temperaturna paleta: gradacija iz svetlo rjave na temno rjavo, kjer je vre-
dnost 0 črna in 255 bela,
 mavrična paleta: gradacija iz modre na rdečo z izrazitim razponom zelene
za srednje vrednosti, kjer je vrednost 0 modra in 255 rdeča,
 gradientna paleta: gradacija iz rdeče na belo z izrazitim razponom svetlo
modre za vǐsje vrednosti, kjer je vrednost 0 črna in 255 bela [24].
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Izbrana paleta se pretvori v RGB vpogledno tabelo (ang. look-up table), to je
seznam vrednosti za rdečo, zeleno in modro. Po pretvorbi obdelane slike v RGB
(U32) format se uporabi vpogledna tabela z uporabo funkcije IMAQ ColorUser-
Lookup.
6.4.3 Asinhrono izvajanje procesov
Objavljanje na HDDS strežnik Da bi zmanǰsali vpliv objavljanja slik na
HDDS strežnik na hitrost pridobivanja slik, se objavljanje izvaja v asinhroni niti,
koda je prikazana na sliki 6.9. Prav tako se objavljanje ne opravi v vsaki iteraciji
stanja RUNNING. Hitrost oz. mera objave slik se lahko spremeni v statični
konfiguraciji.
Slike se najprej pretvorijo v format RGB (U32), tako da jih je mogoče pri-
kazati s SuperVISR HDDS grafičnim objektom. Nato se zapǐsejo v podatkovni
tip niza, da se lahko nadaljnje ustvari CACS slikovni podatek. CACS slikovni
podatki so objavljeni na strežniku HDDS pod oznako processingImage za obde-
lane slikovne podatke in oznako rawImage za surove slikovne podatke. V obeh
primerih dodamo v oznako tudi ime MADIE komponente.
Slika 6.9: LabVIEW koda asinhrone niti za objavljanje slik na HDDS strežnik.
Shranjevanje slik Tudi v primeru shranjevanja slik se zaradi vpliva na hitrost
pridobivanja slik shranjevanje izvaja v asinhroni niti, koda ja prikazana na sliki
6.10. Pred začetkom shranjevanja slik mora operater določiti: predpono imena
slik, število slik, ki se jih naj shrani, in verzijo slike (obdelana, surova ali obe).
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Ko so vse potrebne nastavitve nastavljene, lahko operater klikne na gumb
za shranjevanje slik (start saving). V funkciji Process User Command se bo v
zasebne podatke zapisalo število slik, ki naj se jih shrani. Nato se zažene proces
shranjevanja slik.
Če je število slik, ki se jih naj shrani, večje od 0, se slike shranijo v TIFF
formatu v mapo, ki jo je operater določil. Ime datoteke sestoji iz določene pred-
pone, z dodanimi parametri: število slike iz medpomnilnika (velikost medpomnil-
nika določa število slik za shranjevanje), različica slike (obdelana ali surova) ter
zaporedno število slike.
Po shranjevanju vsake slike se število slik, ki jih je treba shraniti, zmanǰsa za
eno. Ko to število doseže vrednost 0, se proces shranjevanja ustavi. Operater
lahko tudi ročno ustavi proces shranjevanja.
Ker lahko pisanje na OPC UA strežnik upočasni celoten proces, se pisanje
SPA DP ne opravi v vsaki iteraciji. V statični konfiguraciji se lahko hitrost
zapisovanja teh DP spremeni.
Slika 6.10: LabVIEW koda asinhrone niti za shranjevanje slik.
6.4.4 MADIE stanja
Stanje INIT V stanju INIT (slika 6.11) se MADIE vtičnik za kamero iniciali-
zira, pripravi na zajemanje slik in obdelavo le-teh. Vtičnik se naroči na vse OPC
UA DP, ki so tipa SPV in CMD. Ustvarijo se tri pomnilnǐske lokacije za procesi-
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ranje slik in ena za surovo sliko. Dodatno se ustvari 10 pomnilnǐskih lokacij, ki
se bodo uporabile kot medpomnilnik. Ustvarita se še dve pomnilnǐski lokaciji za
kopiranje surove in obdelane slike v formatu RGB (U32), preden se objavijo na
HDDS strežnik. Vse reference na omenjene lokacije slik v pomnilniku se shranijo
v zasebne podatke.
Nato se odpre seja za kamero in začne se zajemanje slik, kjer je kamera nasta-
vljena na neprekinjeno zajemanje z velikostjo medpomnilnikom enakim 10. Seja
se shrani v zasebne podatke.
Informacije o lastnosti kamere in dovoljen razpon vrednosti nastavitev se pre-
bere in zapǐse na določene OPC UA DP-je.
Na koncu se še zaženeta asinhrona procesa za objavljanje slik na HDDS
strežnik ter za shranjevanje slik.
Slika 6.11: LabVIEW koda stanja INIT.
Stanje Entering RUNNING V stanju Entering RUNNING (slika 6.12) se
preberejo privzete vrednosti DP-jev in shranijo v zasebne podatke. Iz OPC UA
strežnika se preberejo vsi DP-ji tipa SPA, nato se pretvorijo v pravilni podatkovni
tip in shrani v zasebne podatke. Tisti parametri, ki so namenjeni nastavitvam
kamere, se nanjo takoj zapǐsejo.
Stanje RUNNING V stanju RUNNING (slika 6.13) se slike zajemajo, proce-
sirajo, shranjujejo in objavljajo na HDDS strežnik.
Stanje DESTROY Stanje DESTROY (slika 6.14) je končno stanje vsakega
MADIE vtičnika, vsebuje kodo, ki sprazni pomnilnik, ki ga je vtičnik zasedel. V
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Slika 6.12: LabVIEW koda stanja Entering RUNNING.
Slika 6.13: LabVIEW koda stanja RUNNING.
tem stanju se vtičnik odnaroči od vseh OPC UA DP. Zajemanje slik se prekine
in vse lokacije slik v pomnilniku se sprostijo.
Slika 6.14: LabVIEW koda stanja DESTROY.
6.5 Grafični vmesnik za kamero
Tako kot pri nadzornem sistemu za motor mora tudi tu operater spraviti MADIE
vtičnik za kamero v RUNNING stanje, to stori v brskalniku naprav. Nato lahko
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operater nadzoruje kamero v zavihku za kamero. Grafični vmesnik je razdeljen
na kontrolni in prikazovalni del (slika 6.15).
Prikazovalni del je HDDS grafični objekt. Operater lahko izbira med zavih-
koma za prikazovanje surove ali obdelane slike. Dodatno je v zgornjem desnem
kotu na voljo kombinirano polje za izbiro kamere.
Kontrolni del je sestavljen iz več podsklopov, razdeljen je na več zavihkov, ki
so opisani v nadaljevanju. Operator lahko izbere, kateri zavihek za nadzor naj se
prikaže s klikom na enega od gumbov nad zavihki. Za vsak SPV DP je pod njim
polje SPA DP, ki prikazuje, katera vrednost se trenutno uporablja.
Slika 6.15: Grafični vmesnik za krmiljenje kamere.
6.5.1 Nastavitve za pridobivanje slike
Na sliki 6.16 je prikazan zavihek Acquire za nastavitve nad pridobivanjem slike.
Uporablja se za nadzor pridobivanja slik, torej kakšen način proženja uporabimo,
in prikaz informacij o pridobivanju slik. Te informacije so, koliko sličic na sekundo
zajemamo (FPS), števec zajetih slik in števec izpuščenih slik.
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Slika 6.16: Zavihek za nastavitve za pridobivanje slike.
6.5.2 Nastavitve kamere
Na sliki 6.17 je prikazan zavihek Settings, ki se uporablja za splošne nastavitve
kamere. Uporablja se za nadzor časa osvetlitve kamere, gama parametrov in
parametrov za ojačitve.
Slika 6.17: Zavihek za splošne nastavitve.
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6.5.3 Prekrivanje
Na sliki 6.18 je prikazan zavihek Overlay, ki se uporablja za nadzor grafičih objek-
tov, ki prekrivajo zajeto sliko. Ti grafični objekti so razni napisi, ki jih hoče imeti
operater izpisane na sliki. Poleg teksta se lahko uporabi še križec (ang. crosshair)
za označevanje objektov na sliki.
Slika 6.18: Zavihek za prekrivanje.
6.5.4 Manipulacija slik
Na sliki 6.19 je prikazan zavihek Manipulate, ki se uporablja za obdelavo slik.
Uporablja se lahko operacije rotiranja, zrcaljenja in barvne preslikave.
6.5.5 Območje zanimanja
Na sliki 6.20 je prikazan zavihek ROI (ang. region of interest), ki se uporablja za
nastavljanje območja zanimanja na sliki. To pomeni, da bo obdelana slika takšne
dimenzije, kot izberemo področje zanimanja. Območje zanimanja definiramo s
štirimi mejami v enotah pikslov: levo, desno, zgoraj in spodaj. To lahko ročno
vnesemo ali pa uporabimo namenske drsnike.
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Slika 6.19: Zavihek za obdelavo slik.
Slika 6.20: Zavihek za območje zanimanja.
6.5.6 Shranjevanje
Na sliki 6.21 je prikazan zavihek Save, ki se uporablja za nadzorovanje shra-
njevanja slik. Operater mora vpisati informacije, ki so potrebne za postopek
shranjevanja. Če je potrebno, se lahko postopek ustavi pred zaključitvijo.
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Slika 6.21: Zavihek za shranjevanje.
6.5.7 Informacije
Na sliki 6.22 je prikazan zavihek Info, ki se uporablja za prikaz osnovnih informacij
kamere, ki je trenutno v uporabi.
Slika 6.22: Zavihek za informacije.
7 Zaključek
V tem delu smo se le površinsko spoznali z delovanjem pospeševalnika delcev. Gre
za sistem, ki je sestavljen iz kompleksnih delov in šele kot celota lahko pravilno
deluje. Da lahko pride do pravilnega delovanja, je potreben zmogljiv nadzorni sis-
tem, ki mora biti hiter in zanesljiv. Ampak tudi v primeru popolnega sistema je
treba celotno delovanje optimizirati, lahko pride tudi do napak ali okvare opreme.
Tukaj nastopi diagnostika pospeševalnika oz. žarka v njem. Kakor je kompleksno
delovanje pospeševalnika, je široko tudi področje diagnostike. Obstajajo številne
metode, ki merijo različne parametre žarka. V tem delu smo na kratko spoznali
nekaj metod za merjenje intenzitete, pozicije in profila žarka. Merilne metode v
glavnem delimo na destruktivne in nedestruktivne. Destruktivne se uporabljajo
bolj pri odkrivanju napak in v začetni fazi poskusov, da lahko pravilno nastavimo
parametre pospeševalnika. Ker na žarek delujejo tako, da ga uničijo, je treba
po merjenju zopet ustvariti nov žarek. Nedestruktivne metode pa nimajo veli-
kega vpliva na žarek in se zato uporabljajo za merjenje parametrov žarka med
delovanjem in optimiziranje.
Da lahko uporabimo merilno napravo, jo je potrebno integrirati v nadzorni
sistem pospeševalnika. Gre za modularni sistem in obsega vse nivoje industrijske
programske arhitekture. V tem delu smo opisali razvoj merilne naprave za mer-
jenje profila žarka v pospeševalniku. Sestavljena je iz dela za premik in dela za
zajem slik. Motor krmilimo tako, da v tok žarka spusti scintilatorski zaslon in
prestreže žarek. Odbiti žarek fluorescira svetlobo, ki jo zajamemo s kamero.
Naprava je šla čez vse stopnje življenjskega cikla razvoja programske opreme
(SDLC - ang. Systems Development Life Cycle) [29]:
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 Načrtovanje in analiza zahtev: načrtovanje nadzornega sistema za napravo
za diagnostiko profila žarka v pospeševalniku delcev. Naprava sestoji iz dveh
delov in sicer za premik in zajem slik. Nadzorni sistem mora biti skladen z
nadzornim sistemom pospeševalnika C-ACS. S tem zagotovimo integracijo
v nadzorni sistem pospeševalnika in kvaliteto, ki jo s takim sistemom pri-
dobimo. Hkrati uporabljamo programsko in strojno opremo podjetja NI, ki
tudi zagotavlja kakovost.
 Definiranje zahtev: za vsako lastnost sistema je treba definirati zahtevo. Te
zahteve je potrebno definirati tako, da jih lahko tudi testiramo.
 Definiranje arhitekture: v tej stopnji se definira arhitektura, torej katero
tehnologijo bomo uporabili za razvoj programske opreme, ki bo vsebovala
lastnosti, ki smo jih definirali v zahtevah. Ker smo planirali integracijo v
C-ACS, je večina zahtev za arhitekturo že pokritih.
 Razvoj: v tej fazi poteka razvoj programske opreme. Pogoj za to delo je
v našem primeru obsegalo spoznavanje s programskim okoljem LabVIEW
in z vsemi potrebnimi moduli za krmiljenje naprav, celotni sistem C-ACS
- predvsem programski okvir MADIE in SuperVISR (pred tem še WinCC
OA).
 Dokumentacija: za vsako samostojno enoto v sistemu smo napisali doku-
mentacijo. Glavni dokumenti so: predloga za projekt, zahteve, zasnova
(ang. design) in arhitektura, testne procedure, uporabnǐska navodila - tako
za končnega uporabnika kot za razvijalca, in postanaliza.
 Testiranje: testiranje je pomembna faza, saj nam omogoča odkrivanje prej
neodkritih napak. Hkrati odkrivamo tudi hrošče - to so nezaželene lastnosti
sistema.
 Integracija: ko sistem ustreza vsem zahtevam, je pripravljen za integracijo,
to pomeni vgradnjo v pospeševalnik in aktivna uporaba.
 Vzdrževanje: na koncu sledi še vzdrževanje sistema. Če je potrebno sistem
posodobiti, moramo iti spet čez vse stopnje SDLC.
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