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Resumen
El desarrollo de este Proyecto Fin de Carrera se ha enmarcado dentro del disen˜o e
implementacio´n de una plataforma, denominada Gauss, para la gestio´n del seguimiento
de la calidad en las titulaciones de Grado y Ma´ster de la Universidad Polite´cnica de Ma-
drid (UPM).
Esta aplicacio´n ha sido desarrollada bajo el liderazgo del Vicerrectorado de Estruc-
tura Organizativa y Calidad (VEOC), con el apoyo del personal de la Unidad de Calidad de
dicho Vicerrectorado y del Servicio de Planificacio´n de Sistemas de Informacio´n (SPSI)
del Vicerrectorado de Nuevas Tecnologı´as y Comunicacio´n de la UPM, ası´ como de los
tutores del proyecto y otras personas que han formado parte del equipo de desarrollo a
cargo del autor, por parte de la Facultad de Informa´tica de la Universidad.
El Proyecto se centra en el estudio del uso de las pra´cticas a´giles de desarrollo para
la realizacio´n de los ana´lisis de usabilidad y la gestio´n del disen˜o e implementacio´n de la
mencionada plataforma.
Se pretende sentar las bases del uso de las pra´cticas a´giles dentro del proceso de
disen˜o y estructuracio´n de los ana´lisis de usabilidad y de la implementacio´n en proyectos
en los que se realiza un disen˜o centrado en el usuario, donde la primera impresio´n del
usuario debe ser positiva y la capacidad de retomar el uso de la plataforma desarrollada
tras un largo tiempo no suponga un impedimento extra en su normal funcionamiento.
El uso de las pra´cticas a´giles se ha aplicado tanto al desarrollo de la plataforma
como a la gestio´n de los hitos alcanzables para que a lo largo de las diversas iteraciones el
producto obtenido fuera lo ma´s estable posible, desarrollando y evaluando diversas partes
de la plataforma.
Finalmente, se ha analizado el impacto que pueden tener este tipo de pra´cticas, sus
puntos fuertes y de´biles en este tipo de proyectos, ası´ como posibles puntos de mejora y
posibles lı´neas futuras de este proyecto.
Palabras clave: Pra´cticas de desarrollo a´gil, ana´lisis de usabilidad, disen˜o centrado
en el usuario, prototipo, Scrum.
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CAPI´TULO 1
Introduccio´n
1.1. Introduccio´n
En su origen, todos los proyectos necesitan de un ana´lisis previo de los requisitos
y las necesidades para afrontar, de la manera ma´s o´ptima, los distintos pasos que deben
realizarse a la hora de desarrollar satisfactoriamente el producto final.
En este caso, se parte de la experiencia de una plataforma previa que fue desarro-
llada por una empresa externa a la Universidad, que dejo´ de tener soporte, por lo que era
necesario el desarrollo de una nueva plataforma. Esta experiencia previa ha sido u´til tanto
para detectar los puntos fuertes de la plataforma, como para detectar las debilidades rela-
cionadas con su disen˜o que nos han permitido centrarnos mejor en realizar una plataforma
u´til, completa y accesible.
Debido a que la plataforma previa adolecı´a de notables carencias en cuanto a su
usabilidad y al cara´cter fuertemente interactivo de la misma, se ha considerado relevante
la realizacio´n de un completo ana´lisis de usabilidad con los usuarios finales de la pla-
taforma, que son los profesores coordinadores de las asignaturas de los distintos tı´tulos
impartidos por la UPM, ası´ como Personal de Administracio´n y Servicios, para realizar
un enfoque ma´s conciso de la plataforma.
El enfoque que se ha otorgado a estos ana´lisis de usabilidad ha sido el conoci-
do como disen˜o centrado en el usuario1, mediante el cual el desarrollo de un sistema
informa´tico se realiza encadenando diversas iteraciones comenzando con prototipos en
papel de baja fidelidad de la interfaz de usuario2, pudiendo comprobar la interaccio´n y las
reacciones de los usuarios de la plataforma final para que, de esta forma, la experiencia
del usuario3 sea la mejor posible.
Dada la necesidad de evaluar los requisitos y de realizar con usuarios finales todos
los pasos del proceso del disen˜o centrado en el usuario, adema´s de realizar tareas de di-
sen˜o e implementacio´n de la plataforma, se valoro´ la necesidad de una gestio´n a´gil y bien
documentada del proyecto para que su desarrollo fuera lo ma´s fluido posible, debido a los
estrictos plazos establecidos para su finalizacio´n y puesta en produccio´n.
1del ingle´s Human Centered Design - HCD
2del ingle´s User Interface - UI
3del ingle´s User Experience - UX
1
CAPI´TULO 1. INTRODUCCIO´N 1.1. INTRODUCCIO´N
Es por ello que, el autor, como lı´der del desarrollo y de los ana´lisis de usabilidad,
ha estudiado las distintas alternativas de gestio´n de proyectos para valorar las ma´s ade-
cuadas con el objetivo de lograr los mejores resultados, sin que las actividades de gestio´n
supusieran un obsta´culo en el normal desarrollo del proyecto.
No obstante, se entiende que la gestio´n es una parte muy imporante dentro de los
proyectos de las Tecnologı´as de la Informacio´n4, ya que es una parte fundamental de co-
municacio´n y organizacio´n dentro de un equipo de trabajo, especialmente en un equipo
multidisciplinar como es el caso.
Como parte de la evaluacio´n que se hizo de los distintos sistemas de gestio´n de
proyectos, se opto´ por el uso de las denominadas metodologı´as A´giles, siguiendo el Agile
Manifesto [Agi13], que han proporcionado al proyecto una mayor versatilidad y agilidad
en su desarrollo, permitiendo realizar en cortas iteraciones temporales un desarrollo incre-
mental y centrado en el usuario, para obtener resultados visibles al final de cada iteracio´n.
Debido al ı´mpetu de buscar nuevos usos de diversas tecnologı´as y pra´cticas, el au-
tor ha decidido adaptar para este proyecto una versio´n de las pra´cticas a´giles aplica´ndolas
especialmente en el a´mbito del desarrollo de los ana´lisis de usabilidad.
A lo largo del libro se desarrollara´n los distintos apartados en los que se vera´ el
estado del arte, las distintas pra´cticas a´giles existentes con sus puntos fuertes y de´biles,
aquellas que se han usado y con que´ fin se ha hecho, ası´ como el impacto que ha tenido el
uso de estas pra´cticas dentro del desarrollo de la plataforma.
En el Capı´tulo 2 se sientan las bases de los conocimientos ba´sicos en los que se
centra este Proyecto Fin de Carrera y se muestra un amplio abanico de me´todos y pra´cti-
cas del desarrollo de software. En concreto, el capı´tulo comienza ilustrando los distintos
tipos de ciclos de vida tradicionales de desarrollo de software, explicando posteriormente
las novedosas pra´cticas a´giles y, finalmente, profundizando en los conceptos relacionados
con los ana´lisis de usabilidad.
En el Capı´tulo 3 se realiza un completo ana´lisis de la situacio´n en la que se en-
marca el Proyecto Fin de Carrera, explicando por que´ se realiza el disen˜o de esta nueva
plataforma, sus requisitos y las necesidades que cubre, ası´ como las pra´cticas a´giles uti-
lizadas durante su desarrollo, incidiendo en su adaptacio´n al me´todo de trabajo disen˜ado
para la realizacio´n de este proyecto.
En el Capı´tulo 4 se muestran las conclusiones obtenidas de este Proyecto Fin de
Carrera y las ventajas y desventajas surgidas por el uso del me´todo propuesto.
En el Capı´tulo 5 se exponen las posibles lı´neas futuras del proyecto y co´mo podrı´a
evolucionar.
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CAPI´TULO 1. INTRODUCCIO´N 1.2. OBJETIVOS
1.2. Objetivos
Los objetivos del Proyecto Fin de Carrera son los siguientes:
Conocer los distintos tipos de metodologı´as de desarrollo existentes centrando el
estudio en las pra´cticas y te´cnicas a´giles tales como:
• Scrum - Una de las metodologı´as de desarrollo a´gil ma´s extendidas. No es
una metodologı´a en sı´, sino ma´s bien un conjunto de recomendaciones.
• Test-driven development (TDD) - Esta pra´ctica de desarrollo de software
gestiona los proyectos de tal forma que lo primero en implementar son las
pruebas del sistema para, posteriormente, generar el co´digo que satisface di-
chas pruebas.
• Extreme programming (XP) - Una pra´ctica muy similar a Scrum cuya prin-
cipal caracterı´stica es la libertad en alguno de los cuatro factores (coste, tiem-
po, calidad y alcance) por parte del equipo de desarrollo. Mientras que el resto
de los para´metros los suele fijar el cliente.
Conocer el Agile Manifesto y comprender sus diferencias sobre metodologı´as de
desarrollo cla´sicas.
Analizar los puntos fuertes y de´biles de este tipo de pra´cticas en el desarrollo de
proyectos software.
Vincular el uso de las pra´cticas seleccionadas con el desarrollo de ana´lisis de usa-
bilidad y el disen˜o centrado en el usuario de una plataforma web.
Diferenciar los conceptos disen˜o centrado en el usuario, interfaz de usuario y expe-
riencia del usuario.
Analizar las ventajas y la eficiencia en la gestio´n del proyecto aportadas por este
tipo de pra´cticas.
Emitir conclusiones sobre el desarrollo de los prototipos y los estudios de usabilidad
llevados a cabo sobre la plataforma, incidiendo en los puntos en los que las pra´cticas
a´giles han supuesto un avance en el desarrollo del proyecto.
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CAPI´TULO 2
Estado del arte
Al final de este capı´tulo se podra´ tener una visio´n global de los distintos tipos de
metodologı´as de disen˜o y de los ciclos de vida existentes en el desarrollo de productos
software, ası´ como de co´mo se adaptan e´stos en el mercado con los ana´lisis de usabilidad
realizados en el desarrollo de proyectos web en particular.
Desde principios de los an˜os 70 cuando se definio´ el te´rmino de Ingenierı´a del
Software, el desarrollo de software ha estado principalmente guiado por unos ciclos de
desarrollo tradicionales donde todo proyecto tenı´a unas pautas concretas y unos plazos
determinados establecidos y, al terminar su desarrollo, el proyecto se daba por terminado
quedando en fase de mantenimiento.
A pesar de que la definicio´n del te´rmino Ingenierı´a del Software no se realizo´ hasta
los an˜os 70, ya en la de´cada de 1960 se realizaban desarrollos de software siguiendo unas
pautas que definı´an una metodologı´a funcional para grandes empresas [Alo05].
A principios del siglo XXI el mercado del software ha ido evolucionando y ha sido
necesario introducir nuevos tipos de metodologı´as de desarrollo que se adaptaran mejor a
la forma de trabajar en las empresas, ası´ como a las exigencias de unos clientes que cada
vez exigen productos con un mayor nu´mero de caracterı´sticas en plazos ma´s cortos de
tiempo.
Por ello, surgieron las pra´cticas de desarrollo a´gil que basan su filosofı´a en la reali-
zacio´n del proyecto junto al cliente en iteraciones de desarrollo cortas (de 15 dı´as o´ 1 mes).
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2.1. Ciclos de vida y pra´cticas tradicionales
A continuacio´n se muestran los distintos tipos de ciclos de vida del desarrollo tra-
dicionales que vienen utiliza´ndose desde principios de los an˜os 60.
2.1.1. Modelo en cascada
El modelo de desarrollo en cascada es el ciclo de vida ma´s tradicional desde el
punto de vista de la Ingenierı´a del Software. Como metodologı´a tradicional enfoca el
desarrollo del software de manera secuencial, de forma que el proceso evoluciona en una
u´nica direccio´n sin retroceder hasta terminar el proyecto, quedando e´ste en fase de man-
tenimiento y mejora.
Las fases del ciclo de vida en cascada son las siguientes:
1. Ana´lisis de requisitos
Se realiza un ana´lisis de los requisitos del proyecto, tanto desde el punto de vista
te´cnico como econo´mico, centra´ndose especialmente en los requisitos solicitados.
Esta fase tambie´n es conocida por otros autores como Ingenierı´a de Requisitos.
2. Disen˜o
Durante esta fase se realizan las distintas etapas del disen˜o del software, realizando
los disen˜os de alto nivel y detallado.
3. Codificacio´n
Esta fase engloba toda la tarea de implementacio´n del sistema en un sistema in-
forma´tico, utilizando los lenguajes de programacio´n y tecnologı´as ma´s adecuadas,
segu´n el ana´lisis y el disen˜o realizados anteriormente.
4. Pruebas
Posteriormente, se realizan las pruebas del sistema, generando pruebas unitarias
para cada uno de los mo´dulos implementados, ası´ como pruebas de integracio´n
entre los distintos mo´dulos que componen el producto.
5. Mantenimiento
Para finalizar el desarrollo del producto, e´ste queda en fase de mantenimiento, don-
de se detectan los posibles bugs y se proponen y realizan mejoras al sistema. La
mayor parte del ciclo de vida del software se dedica a su mantenimiento.
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Figura 2.1: Modelo de desarrollo en cascada
Ventajas
La principal ventaja del modelo de desarrollo en cascada es que permite conocer de
antemano las etapas por las que pasara´ el proyecto y permitira´ concentrar los esfuerzos
del equipo de trabajo en una determinada tarea.
Adema´s cabe destacar que, pese a ser una de las metodologı´as ma´s criticadas, sigue
siendo una de las ma´s utilizadas por la industria del desarrollo de software.
Palabra clave: Focus
Desventajas
El modelo de desarrollo en cascada cuenta con una gran desventaja debido a que los
cambios en las etapas ma´s avanzadas del proyecto implican mayores esfuerzos y costes
del desarrollo1.
Hay que tener en cuenta que, por esta razo´n, los proyectos reales no siguen una
implementacio´n 100 % lineal, tal y como propone esta metodologı´a.
Palabra clave: Linealidad
1De aquı´ viene la denominacio´n de cascada (ver figura 2.1)
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2.1.2. Modelo incremental
El modelo incremental (tambie´n conocido como Modelo de desarrollo iterativo y
creciente) nacio´ como una alternativa al modelo de desarrollo en cascada para desarrollar
software de manera iterativa, aprendiendo de los errores cometidos en anteriores etapas
del proceso y volviendo a repetir todas las etapas dentro de una iteracio´n, permitiendo
obtener un entregable funcional del sistema al final de la misma.
Dentro de este modelo, al contrario de lo que ocurre en el modelo de desarrollo en
cascada, se realizan cambios en el disen˜o en cada iteracio´n, an˜adiendo ası´ nuevas carac-
terı´sticas al sistema.
A pesar de ser un proceso iterativo, e´ste se compone de dos etapas diferenciadas:
1. Etapa de Inicializacio´n
En esta fase se crea una nueva versio´n del sistema, consiguiendo una versio´n con
la que el usuario pueda interactuar para realimentar el proceso con nueva informa-
cio´n. En esta estapa se crea una lista de control del proyecto donde se marcan los
objetivos de la iteracio´n en curso y que se revisa perio´dicamente durante el ana´lisis
realizado en esta etapa.
2. Etapa de Iteracio´n
Durante esta etapa se realizan los cambios necesarios al sistema basa´ndose en la
lista de control generada en la etapa anterior. Estos cambios no son u´nicamente de
funcionalidad del sistema, sino tambie´n cambios en los requisitos y en el disen˜o
del producto que pueden provocar cambios en la lista de control en la siguiente
iteracio´n.
Figura 2.2: Modelo de desarrollo incremental
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Ventajas
La principal ventaja del modelo incremental es, sin lugar a dudas, la posibilidad de
mejora y redisen˜o del sistema a lo largo de su fase de desarrollo sin mermar cuantitativa-
mente los plazos de entrega ni aumentar considerablemente los costes de desarrollo.
Esta metodologı´a tambie´n proporciona un mayor feedback del usuario del sistema
durante su desarrollo, lo que aporta comentarios muy u´tiles para lograr una experiencia
del usuario ma´s satisfactoria.
Palabra clave: Iteraciones
Desventajas
Esta metodologı´a tiene una gran desventaja que puede llegar a ser un problema en
algunos proyectos, dado que requiere de un cliente involucrado en todo el proceso de
desarrollo. No todos los clientes esta´n dispuestos a realizar este esfuerzo, a pesar de que
puede suponer un gran beneficio obteniendo un producto final ma´s refinado respecto a sus
gustos.
Palabra clave: Involucramiento
2.1.3. Modelo de prototipado
El modelo de prototipado, o ma´s comu´nmente conocido como modelo de prototi-
pos, es una de las pra´cticas de desarrollo de software evolutivo.
Esta pra´ctica basa su filosofı´a en el desarrollo de prototipos del sistema que se quie-
re construir, genera´ndolos de forma ra´pida y utilizando la menor cantidad de recursos para
que se generen distintos prototipos en el menor tiempo y coste posibles.
El modelo de prototipado suele comenzar realizando prototipos de bajo nivel, cons-
truidos con la´piz y papel (o soporte informa´tico que otorgue un resultado similar), donde
lo que importa es la ubicacio´n de los elementos en pantalla y la funcionalidad del sis-
tema, ma´s que la apariencia visual, ya que se realizan sin colores ni otros an˜adidos que
limiten la capacidad de concentracio´n del usuario para desarrollar la tarea encomendada.
Estos prototipos son utilizados tambie´n en los ana´lisis de usabilidad que se realizan con
los usuarios para determinar la viabilidad de los proyectos.
Esta pra´ctica se compone de cinco etapas sobre las que se va iterando hasta desa-
rrollar el sistema definitivo:
1. Plan ra´pido
Durante esta primera etapa se realiza un breve ana´lisis de los requisitos del sistema
para definir el plan de actuacio´n y poder tomar decisiones sobre el prototipo que se
va a generar.
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2. Modelado, disen˜o ra´pido
En la etapa de modelado se realiza un disen˜o ra´pido de co´mo se va a construir el
prototipo y que´ caracterı´sticas del sistema va a cubrir.
3. Construccio´n del prototipo
La construccio´n del prototipo se realiza normalmente en papel para ahorrar costes y
tiempo de desarrollo, si bien se pueden utilizar otros materiales que sean ma´s fieles
al aspecto final del sistema que se va a desarrollar.
4. Desarrollo, entrega y retroalimentacio´n
En base al prototipo construido, el usuario puede realizar pruebas sobre el mismo
para determinar los posibles errores de concepto que el ingeniero de software haya
podido cometer.
5. Comunicacio´n
Mediante la constante comunicacio´n entre el usuario final y el desarrollador, se
consigue realizar un refinamiento de los requisitos del sistema de manera progresiva
para que el desarrollo sea lo ma´s fluido posible.
Figura 2.3: Modelo de desarrollo en prototipado
Ventajas
El modelo de prototipado tiene una serie de ventajas respecto al resto de pra´cticas:
Reduce el riesgo de construir productos que no cumplan con los requisitos marcados
por el cliente, por lo que la satisfaccio´n global del mismo sera´ mayor.
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Reduce el coste de desarrollo debido a la rapidez con la que se alcanza un consenso
en los requisitos y el desarrollo en papel hace que el coste del prototipo sea muy
bajo.
El desarrollador se centra en la funcionalidad y disen˜o de la plataforma sin dejar de
lado aspectos importantes como el ana´lisis de los requisitos y, de paso, el prototipo
le permite realizar ana´lisis de usabilidad.
Palabra clave: Pragma´tico
Desventajas
El modelo de prototipado cuenta con una serie de desventajas que tienen que ser
bien gestionadas por parte del desarrollador, ya que se puede llegar a poner en peligro la
viabilidad del proyecto:
El usuario tiende a generar falsas expectativas sobre el sistema final cuando ve por
primera vez un prototipo y puede desilusionarse generando un sentimiento enfren-
tado por pensar que el sistema au´n no ha sido construido, pudiendo llegar a ver al
equipo de desarrollo como irresponsables que juegan con su trabajo.
El desarrollador, a su vez, puede caer en la tentacio´n de ampliar el prototipo o de
elegir incorrectamente un disen˜o del sistema por realizar los prototipos con rapidez,
pudiendo dejar de lado los compromisos de calidad y mantenimiento que el cliente
exige.
Palabra clave: Precipitacio´n
2.1.4. Modelo por etapas
El modelo de desarrollo por etapas es una pra´ctica similar a la del modelo de pro-
totipado ya que muestra al usuario el sistema en distintos estados sucesivos del desarrollo.
La gran diferencia con el modelo de prototipado es que el modelo por etapas no
tiene unos requisitos y unas necesidades especificadas desde el principio, sino que se van
desarrollando con ayuda del usuario a lo largo de todo el proceso.
El modelo de desarrollo por etapas define las siguientes fases que se van repitiendo
consecutivamente en cada etapa del disen˜o:
1. Especificacio´n conceptual
Se realiza junto al cliente una especificacio´n del problema que se quiere abordar
para obtener la mejor solucio´n al mismo.
2. Ana´lisis de requisitos
Se analizan los requisitos que requiere el sistema para que el producto final cumpla
con los objetivos iniciales, dentro de esta etapa del desarrollo.
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3. Disen˜o inicial
En esta etapa se realiza un disen˜o inicial del sistema que se discute con el usuario
antes de pasar a la siguiente fase, por si hubiera que depurar alguna de las decisiones
tomadas en las fases anteriores.
4. Disen˜o detallado, codificacio´n, depuracio´n y liberacio´n
La u´ltima etapa de la fase incluye el disen˜o detallado, la codificacio´n, pruebas uni-
tarias y de sistema, y el lanzamiento de una nueva caracterı´stica del sistema, que
puede pasar a produccio´n.
Ventajas
El modelo por etapas proporciona mucho feedback por parte del cliente, lo que pro-
porciona que la satisfaccio´n global sea mayor.
Adema´s, el usuario se siente parte del desarrollo y es capaz de seguir la evolucio´n
del producto a lo largo de todas las fases del proyecto, aportando mejoras en cada uno de
los pasos.
Palabra clave: Estratificacio´n
Desventajas
Esta pra´ctica requiere un alto grado de involucramiento por parte del usuario, lo que
en ocasiones no es posible.
La definicio´n de las especificaciones del producto a lo largo de su desarrollo, pese
a resultar positiva por la generacio´n sucesiva de necesidades del sistema, puede provocar
un encarecimiento del producto por implementar ma´s funcionalidades de las necesarias,
o el olvido de alguna funcionalidad que implique posteriormente cambios en el disen˜o en
etapas ma´s avanzadas del desarrollo.
Palabra clave: Indeterminacio´n
2.1.5. Modelo en espiral
El modelo de desarrollo en espiral fue definido por primera vez por Barry Boehm
en 1988, siendo tambie´n es conocido como modelo evolutivo en espiral [Boe88].
La mayor caracterı´stica de esta pra´ctica de desarrollo es que tiene en cuenta en todo
momento el riesgo que existe a la hora de desarrollar un producto software. Por ello, se
analizan las distintas alternativas optando por la ma´s asumible y se realizan ciclos sobre
la espiral.
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Estos ciclos son realizados iterativamente hasta que el producto no necesita ningu´n
refinamiento extra, procediendo a realizar una etapa de puesta en marcha del producto.
Comu´nmente se entiende que dentro de cada ciclo de la espiral el proceso de desa-
rrollo sigue una metodologı´a de desarrollo en cascada, aunque puede no ser ası´.
En cada ciclo de la espiral se tienen en cuenta los objetivos que se deben cumplir al
final del mismo y las distintas alternativas de desarrollo, para poder optar por la que sea
ma´s viable.
El nombre de modelo en espiral viene dado por su forma de representar el flujo del
desarrollo del proyecto en forma de caracola sobre un eje de coordenadas bidimensional
(ver figura 2.4). El proyecto, al igual que la caracola, comienza por el anillo interior que
se situ´a en el eje de coordenadas y define dos dimensiones:
Angular: Indica el avance del proyecto dentro de un ciclo.
Radial: Indica el coste del proyecto. Cuanto mayor sea el radio de la espiral ma´s
caro resultara´ el desarrollo ya que cada nuevo ciclo que se realiza aumenta el tiempo
de desarrollo.
Figura 2.4: Modelo de desarrollo en espiral
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Dentro de cada ciclo se realizan cuatro actividades o etapas tal y como se observa
en la figura 2.5.
1. Determinar objetivos
Se determinan los objetivos del ciclo, ası´ como los productos que se van a obtener al
final del mismo. Tambie´n se identifican los posibles riesgos en el desarrollo dentro
de este ciclo. El primer ciclo an˜ade una planificacio´n inicial del proyecto para poder
estimar la duracio´n y los costes del mismo.
2. Ana´lisis del riesgo
Durante esta etapa se analizan en profundidad las posibles amenazas y eventos no
deseados ası´ como que´ consecuencias pueden llegar a producir.
3. Desarrollar y probar
Se desarrolla la parte del sistema especificada analizando las alternativas sugeridas
en la etapa anterior e identificando la resolucio´n de los riesgos. Adema´s, se eli-
ge un modelo para el desarrollo, que puede ser cualquiera de los otros existentes,
basa´ndose en la alternativa ma´s apropiada.
4. Planificacio´n
En la etapa final se evalu´a todo el trabajo realizado decidiendo si se continu´a con
ma´s ciclos y definiendo el plan de ataque para el pro´ximo ciclo.
Figura 2.5: Etapas del modelo de desarrollo en espiral
Ventajas
El modelo de desarrollo en espiral posee una serie de ventajas claramente asociadas
a su modelo de definicio´n del riesgo existente en el desarrollo de productos software.
Estas ventajas son:
Se reducen riesgos del proyecto, con lo que se minimiza la probabilidad de fracaso
asociada a todo proyecto.
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Se introducen objetivos de calidad al evaluar, en todo momento, las mejores alter-
nativas de disen˜o frente a los distintos riesgos del proyecto.
Se integra el desarrollo con el mantenimiento, lo que hace ma´s sencillo incorporar
nuevas caracterı´sticas a funcionalidades ya generadas.
Palabra clave: Control
Desventajas
Las desventajas del desarrollo en espiral vienen asociadas al modelo cı´clico que
puede alargar el proyecto ma´s de la cuenta, hacie´ndolo a su vez ma´s costoso. Estas des-
ventajas son:
Mayor tiempo de desarrollo del sistema.
Mayores costes asociados a toda la evaluacio´n de los riesgos e identificacio´n de
posibles problemas.
Necesidad de ingenieros altamente cualificados para una correcta identificacio´n de
los riesgos.
Palabra clave: Coste
2.1.6. Me´todo en V
El me´todo en V (tambie´n conocido como Me´todo-V) es una metodologı´a esta´ndar
utilizada por la Administracio´n Federal Alemana y por el Ministerio de Defensa alema´n.
Su especificacio´n es pu´blica, por lo que muchas compan˜ı´as lo han adaptado dentro de sus
procesos de desarrollo de software.
Este me´todo se denomina ası´ por su representacio´n gra´fica en forma de V (ver figu-
ra 2.6), que representa la evolucio´n del desarrollo de un producto. La parte izquierda de
la V, en bajada, representa la creacio´n de las especificaciones del sistema y el ana´lisis de
los requisitos. Por otro lado, la parte derecha de la V, en subida, representa la verificacio´n
y validacio´n. La parte inferior, donde se encuentran ambas partes, representa el perı´odo
de implementacio´n.
Este me´todo es muy similar al ciclo de desarrollo en cascada dado que posee unas
pautas muy rı´gidas.
El me´todo en V define las siguientes fases:
Definicio´n del proyecto
• Conceptos de operaciones
Definicio´n del sistema sin entrar en detalle.
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• Requisitos y arquitectura del sistema
Se definen los requisitos y el disen˜o de alto nivel del sistema.
• Disen˜o detallado
Antes de llegar a la fase de implementacio´n, se realiza el disen˜o detallado de
los componentes que generara´n el sistema.
Implementacio´n
Pruebas e integracio´n
• Integracio´n, pruebas y verificacio´n unitarias
Se realizan pruebas unitarias y de verificacio´n e integracio´n de los mo´dulos y
submo´dulos de los que se compone el sistema.
• Verificacio´n y validacio´n del sistema
Se realizan las pruebas de integracio´n y validacio´n del sistema completo.
• Mantenimiento
Para finalizar, el proceso se queda en fase de mantenimiento donde se rea-
lizara´n las modificaciones necesarias del sistema (deteccio´n y correccio´n de
errores).
Figura 2.6: Me´todo de desarrollo en V
Ventajas
El me´todo en V comparte casi todas las ventajas que ofrece el ciclo del desarrollo
en cascada.
Como ya se comento´ anteriormente, la principal ventaja es el conocimiento de an-
temano de las etapas por las que pasara´ el proyecto y que podra´ permitir que el grupo de
desarrollo concentre sus esfuerzos en una determinada tarea, disminuyendo los riesgos en
la realizacio´n de e´sta.
Palabra clave: Focus
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Desventajas
Como es de esperar, este modelo, pese a ser ma´s completo y algo ma´s flexible al
determinar una mayor cantidad de fases de desarrollo, posee las mismas desventajas que
el modelo de desarrollo en cascada.
Al generarse las pruebas despue´s de la implementacio´n y debido a la rigidez del sis-
tema, puede efectuarse un proceso de vuelta a una fase anterior contraria a la naturaleza
del propio me´todo, pero que normalmente es necesaria en el desarrollo de los productos
software.
Palabra clave: Rigidez
2.1.7. Proceso Unificado
El Proceso Unificado es un proceso iterativo e incremental, dirigido por casos de
uso y centrado en la arquitectura. El Proceso Unificado ma´s documentado es el Proceso
Unificado de RationalTM o RUP2 de IBM.
Este proceso define cuatro fases:
1. Inicio
La fase de inicio identifica los requisitos y los objetivos del sistema que se va a
construir.
2. Elaboracio´n
Se elabora el disen˜o de la plataforma y se identifican los casos de uso que dirigira´n
el desarrollo.
3. Construccio´n
En esta fase se centra el trabajo de desarrollo e implementacio´n dentro de la etapa
en la que estamos del proceso.
4. Transicio´n
La transicio´n de una etapa a otra permite identificar el estado del proyecto y conti-
nuar dentro de la siguiente iteracio´n del proceso.
Cada una de estas cuatro grandes fases se divide en una serie de disciplinas similares
a las definidas en el modelo de desarrollo en cascada. Casi todas las fases incluyen tareas
de trabajo en cada una de las iteraciones, pero el grado de esfuerzo depende de la fase en
la que se encuentra el proceso. Estas iteraciones son:
2del ingle´s Rational Unified Process, RUP
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Ana´lisis de requisitos
Disen˜o
Implementacio´n
Prueba
Este proceso esta´ basado en los casos de uso que se utilizan para definir los requi-
sitos funcionales y los contenidos de cada una de las iteraciones que se van a realizar.
El proceso unificado asume la existencia de diversos modelos que definen la arqui-
tectura del sistema software que se esta´ desarrollando. Por ello, es un proceso centrado en
los aspectos relacionados con la arquitectura del sistema.
Por otra parte, es un proceso que tambie´n se centra en los riesgos, al igual que el
modelo en espiral definido en la seccio´n 2.1.5. De esta forma, los mayores riesgos son
considerados primero para evitar posibles fallos en el desarrollo del sistema.
Proceso Unificado de Rational
El Proceso Unificado de RationalTM es una adaptacio´n del Proceso Unificado con
una serie de pasos definidos no definitivos, sino que se refiere a un conjunto de pra´cticas
que se adaptan dependiendo de las necesidades de cada organizacio´n.
El Proceso Unificado de RationalTM se basa en los siguientes seis principios:
1. Adaptacio´n del proceso
Todo el proceso debe adaptarse a las necesidades del cliente y se estima necesaria
una interaccio´n con el mismo. Dependiendo del proyecto y de las caracterı´sticas
intrı´nsecas de la organizacio´n que lo realiza, puede ser implementado de una forma
u otra.
2. Equilibrio de prioridades
Se realiza una negociacio´n de los requisitos entre todas las partes involucradas lle-
gando a un acuerdo que deben cumplir y que satisfaga a todas las partes.
3. Valor iterativo
Los proyectos que siguen este proceso se realizan en fases iterativas que permiten
al cliente ver el producto en distintas etapas del desarrollo, haciendo crecer su valor
y calidad gracias a las opiniones recibidas.
4. Colaboracio´n entre equipos
El desarrollo del software se realiza entre varios equipos de desarrollo que deben
tener una comunicacio´n fluida para que el proyecto sigua el rumbo determinado.
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5. Aumento del nivel de abstraccio´n
Al aumentar el nivel de abstraccio´n se consigue que los equipos de desarrollo se
centren ma´s en la consecucio´n del producto en base a los productos y no en los
detalles ma´s concretos de su implementacio´n, aportando ası´ diferentes soluciones
en distintas etapas y versiones arquitecto´nicas sustancialmente distintas pero cohe-
rentes para presentar la mejor solucio´n posible.
6. Enfoque en la calidad
El control de la calidad del desarrollo del producto debe realizarse en todos y cada
uno de los aspectos de la produccio´n y no so´lo al alcanzar ciertos hitos.
El Proceso Unificado de RationalTM define dos grandes fases divididas en varias
etapas, tal y como se puede observar en la figura 2.7.
Proceso
• Modelado de negocio
• Requisitos
• Ana´lisis y disen˜o
• Implementacio´n
• Pruebas
• Despliegue
Soporte
• Gestio´n del cambio y configuraciones
• Gestio´n del proyecto
• Entorno
Figura 2.7: Proceso de desarrollo unificado
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Al ser un proceso dina´mico que se adapta a las distintas necesidades de los proyec-
tos y las organizaciones, cumple con las cuatro fases en la seccio´n 2.1.7.
Ventajas
Las principales ventajas en el uso del Proceso Unificado de RationalTM radican en
su adaptabilidad a los distintos escenarios de uso donde se aplique.
Esto favorece una ra´pida reaccio´n ante los posibles riesgos que pueda tener el pro-
yecto.
Gracias a la retroalimentacio´n surgida por ser un proceso iterativo, hace que el pro-
ducto se ajuste a las necesidades reales del cliente.
Palabra clave: Adaptabilidad
Desventajas
Este proceso tiene un alto grado de complejidad que puede resultar no adecuado pa-
ra todo tipo de proyectos. De hecho, es poco recomendable su uso en proyectos de corta
duracio´n.
Adema´s, al ser un me´todo complejo requiere de ingenieros bien formados en el
proceso.
Palabra clave: Complejidad
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2.2. Pra´cticas de desarrollo a´gil
A lo largo de esta seccio´n se muestran los distintos tipos de pra´cticas de desarrollo
a´gil que han ido evolucionando desde finales de los an˜os 80 hasta su masiva incorporacio´n
a la gestio´n de productos software durante la primera de´cada del siglo XXI.
Sin embargo, pese a existir anteriormente algunas de estas pra´cticas, no fue hasta
febrero de 2001 cuando 17 desarrolladores sentaron las bases de las pra´cticas a´giles pro-
clamando lo que se conoce como el Manifesto for Agile Software Development [Agi13]
y que todas las pra´cticas a´giles aceptan en sus propuestas. El Agile Manifesto establece
cuatro valores clave:
Las personas y sus interacciones se valoran sobre los procesos y las herramientas.
El software que funciona se valora sobre la documentacio´n extensa.
La colaboracio´n del cliente se valora sobre la negociacio´n del contrato.
La respuesta al cambio se valora sobre el seguimiento de un plan concreto.
Nota.- Aunque el Agile Manifesto valora ma´s los te´rminos resaltados en negrita, esto no
interfiere con la necesidad de la existencia de los elementos a la derecha.
Ası´ mismo, el Agile Manifesto proclama doce principios en los que se basa:
1. La mayor prioridad es satisfacer al cliente mediante la entrega temprana y continua
de software con valor.
2. Se acepta que los requisitos cambien, incluso en etapas tardı´as de desarrollo. Los
procesos A´giles aprovechan el cambio para proporcionar una ventaja competitiva
al cliente.
3. Se entrega software funcional con cierta frecuencia, entre dos semanas y dos meses,
con preferencia al perı´odo de tiempo ma´s corto posible.
4. Los responsables del negocio y los desarrolladores trabajan juntos de forma coti-
diana durante todo el proyecto.
5. Los proyectos se desarrollan en torno a individuos motivados. Hay que darles el
entorno y el apoyo necesario, confia´ndoles la ejecucio´n del trabajo.
6. El me´todo ma´s eficiente y efectivo de comunicar informacio´n al equipo de desarro-
llo y entre sus miembros son las conversaciones cara a cara.
7. El software funcionando es la principal medida de progreso.
8. Los procesos A´giles promueven el desarrollo sostenible. Los promotores, desarro-
lladores y usuarios deben ser capaces de mantener un ritmo constante de forma
indefinida.
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9. La atencio´n continua hacia la excelencia te´cnica y el buen disen˜o mejora la Agili-
dad.
10. La simplicidad, o el arte de maximizar la cantidad de trabajo no realizado, es esen-
cial.
11. Las mejores arquitecturas, requisitos y disen˜os emergen de equipos auto-organizados.
12. A intervalos regulares el equipo reflexiona sobre co´mo ser ma´s efectivo para, a
continuacio´n, ajustar y perfeccionar su comportamiento en consecuencia.
Basa´ndose en estos principios, se enumeran a continuacio´n algunas de las pra´cticas
a´giles ma´s conocidas.
2.2.1. Scrum
Scrum es un me´todo de desarrollo de productos software, basado en un proceso
iterativo e incremental, en el que los productos se desarrollan en pequen˜as piezas que se
van construyendo sobre las piezas creadas anteriormente.
La construccio´n de los productos pieza por pieza favorece la creatividad y permite
que el desarrollo se realice de una forma ma´s a´gil, siendo una pra´ctica ma´s eficaz contra
posibles imprevistos y construyendo u´nicamente aquello que se necesita, dada la evalua-
cio´n constante de los requisitos del producto.
Scrum es, en realidad, un conjunto de procesos que definen una serie de pra´cticas
y roles, que interaccionan entre sı´ a lo largo de las distintas iteraciones, denominadas
sprints.
Figura 2.8: Scrum y sus sprints
Un sprint tiene una duracio´n definida por el equipo de desarrollo de entre 1 y 4
semanas, siendo la pra´ctica ma´s extendida el uso de sprints de 4 semanas. Al final de
cada sprint el equipo de desarrollo debe tener una versio´n incremental del producto que
sea potencialmente entregable, es decir, debe haber generado un prototipo completamente
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funcional de las caracterı´sticas definidas para dicho sprint, aunque normalmente no sea
un desarrollo que use el usuario final, pero que sirve para seguir avanzando en tiempo y
forma en el proyecto.
Esta pra´ctica esta´ bastante ligada a las historias de usuario, que son representaciones
limitadas de los requisitos pero utilizando un lenguaje comu´n del usuario y que deben ser
cuantificables para que su esfuerzo de desarrollo pueda ser estimado. Se vera´n con ma´s
detenimiento en la seccio´n 2.3.1.
Utilidades en Scrum
Dentro del me´todo Scrum, existen una serie de herramientas o utilidades que sirven
de referencia al equipo y sobre las que se realizan diversas acciones a trave´s de las distin-
tas reuniones planificadas.
A continuacio´n, se pueden ver las distintas utilidades que propone Scrum:.
Product Backlog
Es una lista ordenada de “requisitos” de un producto. Contiene una serie de elemen-
tos que son ordenados por el Product Owner (ver seccio´n 2.2.1) teniendo en cuenta
para´metros como el riesgo, el valor de negocio, dependencias, fechas de implanta-
cio´n, etc.
El Product Backlog es lo que se va a construir ordenado de la forma en la que debe
ser construido. Es editable por cualquier miembro del equipo, pero el Product Ow-
ner es el u´ltimo responsable de su orden antes de que llegue al equipo de desarrollo.
A pesar de que el Product Backlog es responsabilidad del Product Owner, el esfuer-
zo estimado para completar cada una de las historias es determinado por el equipo
de desarrollo. El equipo contribuye estimando las tareas y las historias de usuario
en horas o en puntos de esfuerzo.
Sprint Backlog
Es la lista de trabajo que debe manejar el equipo de desarrollo durante el siguien-
te sprint. Esta lista se obtiene seleccionando historias y tareas de la parte superior
del Product Backlog hasta que el equipo estima que son suficientes para rellenar el
sprint.
El equipo de desarrollo deberı´a tener en cuenta la velocidad de desarrollo obtenida
en sprints previos a la hora de seleccionar las tareas de un nuevo sprint.
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Las historias se dividen en tareas ma´s pequen˜as
por el equipo de desarrollo que suelen tener
entre 4 y 16 horas de trabajo para que cual-
quier miembro del equipo pueda coger una
tarea y realizarla en, a lo sumo, dos dı´as de
trabajo. Las tareas del Sprint Backlog nunca son
asignadas, sino que son seleccionadas por los
miembros del equipo durante la reunio´n diaria
(ver seccio´n 2.2.1) teniendo en cuenta su priori-
dad y las habilidades de los miembros del equipo.
El Sprint Backlog es propiedad del equipo de
desarrollo y suele ir acompan˜ado de una pizarra
de tareas para visualizar y cambiar el estado de
las tareas del sprint: “Por hacer”, “En progreso”,
“En pruebas” y “Hecho”.
Figura 2.9: Ejemplo de panel
de Scrum
Increment
Es la suma de todos los elementos completados del Product Backlog durante un
sprint y todos los precedentes. En te´rminos comunes, es la versio´n alfa, beta o
demo del producto y debe ser completamente funcional para las caracterı´sticas im-
plementadas, independientemente de que el Product Owner decida lanzarlo o no.
Burn down
Es una gra´fica visible para todo el equipo que muestra el trabajo restante en el Sprint
Backlog. Se actualiza cada dı´a dando de un vistazo el estado del sprint. Idealmente
muestra para la duracio´n del sprint, las horas (o el esfuerzo) restantes y el nu´mero
de tareas restantes y completadas, pudiendo ver si el sprint sufrira´ algu´n retraso o
no.
Figura 2.10: Ejemplo de burn down
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Roles en Scrum
Como se ha mencionado anteriormente, Scrum define una serie de roles que deben
ser asignados a distintas personas para la realizacio´n del proyecto. En esta seccio´n se
podra´n conocer cua´les son los roles involucrados y cua´l es su funcio´n.
Product Owner
Representa la voz del cliente dentro del proyecto. Escribe historias de usuario (ver
seccio´n 2.3.1), las prioriza y las coloca en el Product Backlog.
ScrumMaster o Facilitador
Se le denomina facilitador porque su trabajo radica, primordialmente, en elimi-
nar los obsta´culos que impidan que el equipo alcance el objetivo del sprint. El
ScrumMaster no es el lı´der del equipo, que es autosuficiente, sino que se encarga de
centrar a los miembros del equipo, resolviendo los posibles problemas que puedan
surgir y haciendo que las reglas del Scrum se cumplan.
Equipo de desarrollo
Es el equipo que desarrolla de manera efectiva el producto. Suele tratarse de equipos
de menos de 10 personas con habilidades transversales que permiten la consecucio´n
del trabajo.
Stakeholders
Es un rol auxiliar que representa a los clientes, proveedores, vendedores, etc. Es
conveniente involucrar a otros usuarios durante las revisiones del sprint para que
hagan posible el proyecto, ya que aportan un valor an˜adido al proceso y son los
usuarios a los que el proyecto supondra´ un beneficio.
Managers o Administradores
Es un rol auxiliar que representa a aquellas personas que establecen el ambiente
necesario para el desarrollo del producto.
Reuniones en Scrum
El proceso de desarrollo a´gil Scrum define una serie de reuniones que se deben
seguir:
Scrum diario
Se realiza una reunio´n diaria entre todos los roles implicados, si bien todo el mundo
involucrado es bienvenido. Estas reuniones se rigen por las siguientes caracterı´sti-
cas:
• Las reuniones diarias comienzan siempre a la misma hora, incluso aunque
falte alguno de los miembros.
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• Las reuniones deben realizarse en el mismo lugar y tienen una duracio´n pre-
fijada de 15 minutos, que no se podra´ alterar, para no entorpecer el trabajo
normal de la empresa.
• Los miembros deben responder a las preguntas:
◦ ¿Que´ hiciste ayer?
◦ ¿Que´ tienes pensado hacer hoy?
◦ ¿Algu´n problema que dificulte avanzar en dicha tarea?
Estimacio´n del Backlog
El equipo debe realizar una reunio´n por cada sprint de forma que se estime la du-
racio´n de una tarea. Esta estimacio´n puede realizarse de manera temporal o por
puntos de esfuerzo relativos a las tareas.
Scrum de Scrums
Cada dı´a, despue´s de realizar la reunio´n diaria, se puede celebrar una reunio´n entre
los distintos equipos de trabajo que pueden llevar sus propios Scrum internos, para
descubrir el avance del desarrollo y discutir los posibles problemas de interaccio´n
y necesidades entre los distintos equipos de trabajo. La agenda de un Scrum de
Scrums es la misma que la del Scrum diario incluyendo, adema´s, las siguientes
preguntas:
• ¿Que´ ha hecho tu equipo desde la u´ltima reunio´n?
• ¿Que´ hara´ hoy tu equipo?
• ¿Hay algo que entorpezca el avance de tu equipo?
• ¿Tu equipo va a hacer algo que pueda entorpecer el avance de otro equipo?
Planificacio´n del Scrum
Al comienzo de cada sprint se debe realizar una reunio´n de planificacio´n donde se
deben abordar los siguientes aspectos:
• Seleccionar el trabajo que se va a realizar durante el sprint.
• Preparar, junto a todo el equipo, el backlog que detalla el tiempo que lle-
vara´ realizar dicho trabajo.
• Identificar que´ cantidad del trabajo es razonable pensar que estara´ terminado
durante el sprint.
• La reunio´n debera´ tener una duracio´n ma´xima de 8 horas, en las que ideal-
mente se repartira´ el tiempo de la siguiente manera:
◦ Primeras 4 horas: Todo el equipo debatira´ la prioridad de las tareas en las
que se descompone el backlog.
◦ U´ltimas 4 horas: El equipo de desarrollo realizara´ un plan para el sprint,
obteniendo el backlog del sprint.
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Fin de ciclo
Al finalizar un sprint se debe realizar una reunio´n de fin de ciclo, que se compone
a su vez de dos reuniones denominadas “Revisio´n del sprint” y “Retrospectiva del
sprint”.
• Revisio´n del sprint
◦ Tiene una duracio´n ma´xima de 4 horas.
◦ Revisio´n tanto del trabajo completado, como del que no se ha podido
completar.
◦ Presentacio´n del trabajo terminado a los stakeholders.
• Retrospectiva del sprint
◦ Tiene una duracio´n ma´xima de 3 horas.
◦ Intervencio´n de todos los miembros pensando en el sprint pasado.
◦ Puesta en comu´n de dos preguntas: ¿Que´ fue bien durante el sprint? y
¿Que´ se puede mejorar en el siguiente sprint?
Ventajas
Una de las mayores ventajas de Scrum es que permite que el equipo de desarro-
llo conozca en todo momento el estado del proyecto, pero sin dejar de lado al cliente ya
que forma parte del proceso de desarrollo. Asimismo, el cliente es capaz de ver resulta-
dos en cortos perı´odos de tiempo, con lo que aumenta la satisfaccio´n con el producto final.
Los desarrolladores, a su vez, tienen una mayor libertad de trabajo puesto que son
ellos mismos quienes eligen las tareas que quieren realizar, con lo que se obtiene un ma-
yor compromiso por terminarlas a tiempo.
Adema´s, el burn down permite que todo el mundo involucrado en el proyecto co-
nozca las fechas lı´mite, ası´ como si e´stas van a poder ser cumplidas o no.
Palabra clave: Conocimiento
Desventajas
La mayor desventaja que posee Scrum es que requiere un cliente involucrado con el
proyecto y que este´ dispuesto a realizar ciertos sacrificios, generalmente de tiempo, para
que todo el proceso funcione como se espera.
Tambie´n hay que tener en cuenta que requiere un mayor compromiso por parte del
equipo de desarrollo y de los roles principales ya que se debe asistir a las reuniones pro-
gramadas y esto conlleva un alto grado de organizacio´n personal para que no se produzcan
retrasos.
Palabra clave: Compromiso
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2.2.2. Kanban
Kanban es una nueva te´cnica de desarrollo de software formulada por David J. An-
derson de manera eficiente para que las funcionalidades a implementar este´n desarrolladas
lo antes posible sin sobrecargar a los desarrolladores. Esta idea esta´ basada en el sistema
de produccio´n de los vehı´culos ToyotaTM denominado JIT3.
Kanban utiliza un sistema de trabajo continuo basado en la limitacio´n inherente
que un desarrollador tiene a la hora de analizar, desarrollar y probar las nuevas funciona-
lidades que requiera un sistema software. Al igual que otras pra´cticas a´giles se apoya en
un panel sobre el que se van colocando las cartas que representan las diferentes historias
de usuario que hay que desarrollar. La gran diferencia con otros me´todos es que Kanban
limita el nu´mero de tareas que puede haber en cada columna ayudando de esta forma a
identificar mejor los cuellos de botella que se pudieran producir, generando un flujo de
trabajo ma´s realista y eficaz.
Esta pra´ctica no fija una serie de pasos a seguir, al igual que tampoco detalla unos
roles prefijados, ya que comienza con los roles que hubiese en un principio y se va adap-
tando y evolucionando a medida que el sistema lo hace de forma incremental. No obstante,
sı´ que fija una serie de pra´cticas que deben seguirse para realizar un correcto seguimiento
de este me´todo de desarrollo.
1. Visualizacio´n
Se considera primordial poder visualizar el proyecto para comprender mejor co´mo
funciona. De esta forma, los desarrolladores pueden entender el flujo de trabajo que
se debe seguir para realizar mejoras sobre el sistema. Esto se consigue gracias al
uso de un panel con columnas que delimitan los estados de las tareas dentro del
flujo de trabajo.
2. Limitar el trabajo en proceso
Cada una de las columnas limita el nu´mero de tareas que puede contener. Como ya
se ha comentado anteriormente, esto ayuda a identificar las debilidades del proyecto
y, a su vez, hace que el sistema de desarrollo funcione a un ritmo constante ya que,
cada vez que se termina una tarea en las columnas situadas ma´s a la derecha, se
genera un hueco que es rellenado sucesivamente, moviendo de este modo las tareas
de las columnas que esta´n ma´s a la izquierda hacia la derecha, sin superar el lı´mite
por columna establecido.
3. Controlar el flujo de trabajo
El paso de una tarea entre las distintas fases del flujo de trabajo debe ser monitoriza-
do y cuantificado para que, de una forma evolutiva, se puedan evaluar los impactos
positivos o negativos que se esta´n transmitiendo al desarrollo del producto.
3del ingle´s Just-In-Time - TDD
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4. Hacer pu´blica la forma de trabajo
Cada miembro del equipo o cada parte del equipo encargada de una tarea, debe
hacer pu´blica de la mejor manera posible su forma de trabajo para que todo el
equipo de desarrollo pueda conocer mejor co´mo funcionan internamente y, de esta
forma, realizar un ana´lisis ma´s racional, empı´rico y objetivo con el que conseguir
debatir y proponer las mejores sugerencias de mejora.
5. Implementar me´tricas de mejora
La mejor forma de progresar es mediante la colaboracio´n de los distintos equipos
de trabajo aportando me´tricas que puedan otorgar una mayor interaccio´n que haga
que el equipo evolucione como un todo.
6. Mejorar colaborando, evolucionar experimentando
Si el equipo colabora y conoce mejor el trabajo y el flujo que debe seguir el proceso
de desarrollo y los posibles riesgos, se pueden obtener mejores ideas de progreso y
llegar a soluciones mediante un consenso general. No obstante, es el propio me´todo
el que persigue cambios pequen˜os, incrementales y evolutivos en el desarrollo que
sean invariables, y eso se consigue con una evolucio´n en conjunto del equipo.
Ventajas
Kanban es una pra´ctica centrada en la constante mejora del producto, por lo que
una de sus ventajas es la calidad del producto resultante debido a una mejor deteccio´n de
los defectos que se puedan haber insertado en las etapas de desarrollo, ya que se reduce
el nu´mero de tareas con las que el equipo esta´ trabajando y en las que se puede estar ma´s
concentrado.
Adema´s, en grandes empresas es interesante la posibilidad de tener un control de la
produccio´n o de poder generar una produccio´n flexible en base a la demanda, aunque no
pueda parecer, a priori, aplicable a todos los casos de la Ingenierı´a Informa´tica.
Palabra clave: Calidad
Desventajas
En sistemas software en los que las tareas del equipo se vean ralentizadas por agen-
tes externos de los que depende la produccio´n, el uso de esta pra´ctica no esta´ recomendado
ya que el equipo estarı´a gran parte del tiempo desocupado.
Adema´s, esta te´cnica requiere un esfuerzo muy grande de comunicacio´n entre todas
las partes involucradas para que el proceso de desarrollo se vea afectado lo menos posible.
Palabra clave: Comunicacio´n
29
CAPI´TULO 2. ESTADO DEL ARTE 2.2. PRA´CTICAS DE DESARROLLO A´GIL
2.2.3. Extreme programming
Extreme programming (XP) es una pra´ctica a´gil de desarrollo de software que bus-
ca como objetivo principal responder a las necesidades de los clientes, centra´ndose a su
vez en los cambios que los requisitos suelen sufrir a lo largo del desarrollo de un proyecto.
Fue introducida a finales de los an˜os 90, con uno de sus primeros “casos de e´xi-
to” logrados por Kent Beck, quien la utilizo´ en el proyecto C3 (Chrysler Comprehensive
Compensation) para la firma Chrysler.
El modelo de funcionamiento de XP se basa en el hecho de la existencia de cuatro
variables presentes en todo proyecto software: coste, tiempo, calidad y alcance. Tres de
estas cuatro variables son fijadas por agentes externos al equipo de desarrollo (clientes,
proveedores, distribuidores, jefes de proyecto, etc.), mientras que la variable libre la esta-
blece el equipo de desarrollo.
Dado que la mayorı´a de los proyectos no tienen todos los requisitos al comienzo
del mismo, XP propone un ciclo de vida del proyecto dina´mico que permite adaptarse a
esta caracterı´stica intrı´nseca del desarrollo de software.
Esta adaptacio´n al entorno cambiante se consigue mediante iteraciones con siste-
mas con caracterı´sticas funcionales al final del mismo, donde se realizan, dentro de cada
iteracio´n, ciclos completos de ana´lisis, disen˜o, implementacio´n y pruebas.
XP define un conjunto de fases que se detallan a continuacio´n:
Planificacio´n
Durante esta fase se recopilan las historias de usuario que definira´n el producto
para que los desarrolladores puedan hacer una estimacio´n, la cual afectara´ al Plan
de Entregas que se desarrollara´ durante esta fase y al Plan de Iteraciones donde se
definira´n las fechas de las entregas parciales.
Disen˜o
Durante esta fase el equipo de desarrollo realiza disen˜os simples y claros respecto
a la iteracio´n actual sobre la que se este´ trabajando. En caso de encontrar algu´n
problema te´cnico o si no se puede estimar el tiempo necesario para implementar
una determinada historia de usuario, se propone el uso de soluciones spike, que
consisten en pequen˜as soluciones que ayudan a dicha evaluacio´n. Durante esta fase
tambie´n se suele realizar un refactoring para hacer ma´s eficiente y legible el co´digo
inicial.
Desarrollo
Es requisito indispensable que el cliente este´ disponible durante todo el proyecto,
ya que proporciona no solo las historias de usuario, sino tambie´n los detalles con-
cretos que se necesitan en el disen˜o de bajo nivel o disen˜o detallado. Durante esta
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fase XP fomenta el uso de pra´cticas que sera´n explicadas posteriormente como:
Pair programming (ver seccio´n 2.2.4), test-driven development (ver seccio´n 2.2.5)
e integracio´n continua (ver seccio´n 2.2.6).
Pruebas
Durante esta fase el co´digo se comprueba realizando pruebas unitarias sobre los
distintos componentes que conforman la aplicacio´n, que idealmente han sido desa-
rrollados siguiendo la pra´ctica TDD, y realizando pruebas de integracio´n que se van
verificando gracias al uso de la Integracio´n continua.
Ventajas
Una de las mayores ventajas del uso de XP es la libertad que tiene el equipo de
desarrollo para poder fijar uno de los cuatro valores establecidos, lo que le otorga cierta
flexibilidad a la hora de afrontar el proyecto.
Tambie´n hay que tener en cuenta que el grado de satisfacio´n del cliente sera´ mayor
ya que puede ir viendo resultados en cortos perı´odos de tiempo y sintie´ndose ma´s realiza-
do al formar parte del desarrollo de su propio producto.
Palabra clave: Flexibilidad
Desventajas
Al igual que otras pra´cticas a´giles, XP requiere un gran compromiso por parte del
cliente que debe ser una figura ma´s del equipo de desarrollo, lo cual no siempre es posible
y requiere un gran compromiso del cliente que tiene que descuidar otras de sus obligacio-
nes si el proyecto lo requiere.
Desde el punto de vista del desarrollo, centrarse en el disen˜o u´nicamente de las
historias de usuario que se van a implementar durante una iteracio´n, es una gran desven-
taja ya que puede provocar cambios posteriores en el disen˜o si no se tuvieron en cuenta
decisiones que afectarı´an en posteriores iteraciones, lo cual irı´a en contra de la propia
propuesta.
Palabra clave: Concentracio´n
2.2.4. Pair programming
Pair programming4 es una te´cnica de desarrollo a´gil en la que dos programadores
trabajan sobre un mismo ordenador.
4en espan˜ol: Programacio´n por parejas
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Uno de los programadores es conocido como el “conductor” y es el que escribe el
co´digo y maneja tanto el teclado como el rato´n. El otro programador es conocido como
el “observador” y es el que revisa el co´digo segu´n lo escribe su compan˜ero, en busca de
erratas y fallos, adema´s de pensar si el co´digo esta´ avanzando en la direccio´n correcta para
resolver el problema propuesto.
Gracias a esta te´cnica, el “conductor” se libera de la presio´n sobre el problema ya
que cuenta con el apoyo que le brinda su compan˜ero en caso de cometer algu´n fallo.
Esta te´cnica de desarrollo generalmente termina produciendo programas ma´s cor-
tos, con un mejor disen˜o y un menor nu´mero de bugs. Adema´s, dos programadores, aun-
que trabajen en conjunto, suelen terminar la tarea asignada ma´s ra´pido que si so´lo uno de
ellos se dedicara a la misma.
Cada cierto tiempo, ambos programadores intercambian el rol para que no se acos-
tumbren a una actitud pasiva ante el problema. Adema´s, en muchas organizaciones se
utiliza la te´cnica conocida como “Pair programming promiscuo” en la que las parejas se
van permutando para que el intercambio de conocimientos sea lo ma´s enriquecedor posi-
ble.
Teddy bear pair programming
El Teddy bear pair programming es una variante del pair programming en la que
el “observador” no es otra persona, sino un peluche u objeto inanimado (tı´picamente un
osito de peluche, de ahı´ su nombre en ingle´s).
Poco se sabe del origen de esta variante, pero existen referencias que confirman que
Universidades como el MIT (Massachusets Institute of Technology) poseı´an un peluche
en sus laboratorios para que los alumnos pudieran utilizarlo como compan˜ero antes de
preguntarle la duda al profesor.
Esta variante se basa en el mismo principio que la pra´ctica original, siendo la mejor
te´cnica para comprender el co´digo y el problema el explica´rselo detalladamente a alguien
(o algo) para que el propio programador se de´ cuenta por sı´ mismo de do´nde esta´ el error
y cua´l es la posible solucio´n al mismo.
Ventajas
El pair programming es una te´cnica que se desarrolla con un par de ventajas muy
claras:
La primera de ellas es la velocidad con la que se resuelven problemas, incluso
aquellos ma´s complejos, gracias a la colaboracio´n entre los programadores, dando
incluso al co´digo generado una mayor efectividad y legibilidad.
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Por otra parte, la integracio´n de nuevas personas a los equipos de trabajo y el inter-
cambio de conocimientos mediante el uso de esta te´cnica es un gran factor a tener
en cuenta para utilizar esta pra´ctica.
Palabra clave: Eficiencia
Desventajas
El pair programming requiere de espacio para las dos personas y de un lugar de
trabajo en el que se pueda conversar y en el que no haya demasiadas interrupciones ya
que la interaccio´n entre los programadores es necesaria e inevitable.
Tambie´n se puede tener en cuenta que, si ambos programadores son poco experi-
mentados, los resultados obtenidos pueden ser mejores que individualmente pero sera´n
notablemente mejorables.
Palabra clave: Interrupciones
2.2.5. Test-driven development
Test-driven development5, es una pra´ctica de desarrollo a´gil que, como su propio
nombre indica, centra todo el proceso en el desarrollo de los tests que debe pasar el co´di-
go que se va a generar.
Puede resultar contra-natura pero esta pra´ctica propone generar primero los tests de
los componentes que se van a desarrollar antes de implementar estos u´ltimos. Como es
lo´gico, estas pruebas fallara´n nada ma´s terminarlas puesto que no esta´n implementadas
las funciones que hara´n que e´stas ejecuten correctamente. Despue´s, el desarrollador gene-
rara´ el mı´nimo co´digo necesario para que las pruebas sean satisfactorias para, finalmente,
refactorizar el co´digo cumpliendo los esta´ndares oportunos.
Esta te´cnica ha sido comu´nmente relacionada con extreme programming (ver sec-
cio´n 2.2.3), pero cada vez gana un mayor nu´mero de seguidores por sı´ misma.
El ciclo de vida del software con esta pra´ctica es el siguiente:
1. El programador (re)escribe un test.
2. Se ejecutan los tests. Si todos son correctos, se vuelve al paso 1.
3. Si los tests han fallado, se hace un pequen˜o cambio en el co´digo que se esta´ pro-
bando (entre uno y diez cambios ma´ximo). Si no se satisface la prueba ra´pidamente
o si fallan ma´s tests, el usuario debe deshacer dichos cambios antes de ponerse a
depurar y comenzar de nuevo este paso.
5en espan˜ol: desarrollo centrado en las pruebas
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4. Se ejecutan los tests. Si fallan, se vuelve al paso 3. Si han ejecutado correctamente,
se continu´a implementando nuevas pruebas y funcionalidades, volviendo al paso 1.
5. Si se han terminado de implementar todas las funcionalidades y todas las pruebas
han ejecutado satisfactoriamente, el desarrollo ha concluido.
Ventajas
El software producido es de mayor calidad, siempre y cuando los tests desarrolla-
dos sean exhaustivos y comprueben todas las posibles casuı´sticas.
Esta te´cnica se puede utilizar junto a cualquier otra pra´ctica a´gil y esta´ pensada pa-
ra generar tests de caja blanca, ya que es el propio programador el que genera los tests y
conoce el co´digo que escribe, aunque se haga a posteriori.
Palabra clave: Calidad
Desventajas
El programador debe pensar primero todas las posibles casuı´sticas del co´digo aun
cuando puede no tenerse muy claro cua´les son todos los requisitos del sistema, especial-
mente en etapas tempranas del desarrollo.
Palabra clave: Variabilidad
2.2.6. Integracio´n continua
La integracio´n continua es una pra´ctica que se menciona en combinacio´n a las dos
anteriores por ser una de las pra´cticas propuestas en extreme programming.
Esta pra´ctica se basa en la prevencio´n de los problemas de integracio´n que surgen
a la hora de combinar los distintos componentes de un sistema software para que inter-
actu´en entre ellos.
Normalmente, se suele utilizar esta pra´ctica junto a un control de versiones y a las
pra´cticas del test-driven development. Esto asegura que, cuando un miembro del equipo
implementa alguna funcionalidad y la va a introducir dentro de la rama principal de desa-
rrollo, se ejecuten todos los tests generados y se compruebe que todos lo hacen correcta-
mente antes de que dicho co´digo pueda desestabilizar la rama principal de desarrollo.
Adema´s, algunas empresas utilizan un servidor de integracio´n donde implementan
procesos de Integracio´n continua que aseguran un control de la calidad del software que
se esta´ integrando. Muchas de estas empresas han adoptado test-driven development e
integracio´n continua sin adoptar todas las pra´cticas que propone XP.
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Ventajas
Los programadores no pierden tiempo si algu´n test falla o se genera algu´n bug, ya
que basta con volver a la u´ltima versio´n buena almacenada en el control de versiones.
Los desarrolladores tambie´n pueden detectar y arreglar los problemas constante-
mente, de forma que se evita la introduccio´n de algu´n bug “de u´ltima hora” antes de
poner el co´digo en produccio´n.
Palabra clave: Calidad
Desventajas
Para realizar Integracio´n continua se necesita un tiempo para poner a punto todo
el sistema. Adema´s, hay que tener en cuenta que para sacar una ventaja de las pruebas
automatizadas se debe tener una gran cantidad de tests desarrollados.
Palabra clave: Tiempo
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2.3. Los ana´lisis de usabilidad en la web
Los ana´lisis de usabilidad son una parte muy importante del desarrollo de productos
software para obtener un mayor e´xito y, especialmente, conseguir una mayor productivi-
dad de las personas que utilizan el sistema, ya que esta´n realizados de acuerdo a sus
necesidades y a su forma de trabajar.
Hoy en dı´a, los ana´lisis de usabilidad son necesarios en cualquier desarrollo en el
que existan unas necesidades importantes de interaccio´n con el usuario, comenzando en
las etapas ma´s tempranas de la generacio´n de un producto, ya que el avance y el continuo
cambio de las tecnologı´as informa´ticas hacen que personas que no trabajan en el sector
de las Tecnologı´as de la Informacio´n y la Comunicacio´n puedan no adaptarse con tanta
facilidad como los que sı´ lo hacen.
Es ma´s que recomendable la realizacio´n de los ana´lisis de usabilidad en proyectos
web debido a que las plataformas web otorgan un acceso ubicuo que puede realizarse des-
de cualquier dispositivo de escritorio o mo´vil. Esto redunda en que se deben realizar las
pruebas correctas con los usuarios finales desde el comienzo para que el grado de acepta-
cio´n de los mismos sea mayor.
En las pro´ximas secciones se introducen los conceptos historias de usuario, disen˜o
centrado en el usuario, prototipos de la interfaz de usuario y la experiencia del usuario.
2.3.1. Historias de usuario
Las historias de usuario son representaciones de los requisitos software que se es-
criben en una o dos frases utilizando lenguaje comu´n del usuario. Este lenguaje depen-
dera´ del contexto del propio usuario al que van dirigidos los ana´lisis de usabilidad.
En las metodologı´as tradicionales de desarrollo de software se hacı´an tı´picamente
casos de uso, que consistı´an en la representacio´n de las actividades que se deben reali-
zar para llevar a cabo un proceso, pero que no utilizaban un lenguaje cercano al usuario.
Las historias de usuario han ido reemplazando total o parcialmente a los casos de uso,
hacie´ndolo ma´s tı´picamente en aquellos proyectos en los que se realizan ana´lisis de usa-
bilidad.
Las historias de usuario deben ser limitadas, pudiendo ser escritas en pequen˜os tro-
zos de papel, normalmente adhesivos, para poder utilizarlos posteriormente en los paneles
que habitualmente controlan el estado de un proyecto que utilice metodologı´as a´giles. De
este modo, el equipo de desarrollo tiene una forma ra´pida de administrar los requisitos de
los usuarios sin elaborar grandes documentos formales que no hay tiempo de administrar.
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Las historias de usuario deben tener las siguientes caracterı´sticas:
Han de ser independientes unas de otras.
Si no son explı´citas, se debe delimitar su alcance mediante pruebas de validacio´n
que cumplan sus requisitos concretos.
Tienen que tener alguna relevancia para los clientes o para los usuarios finales.
Deben ser cuantificables de tal forma que se pueda estimar el tiempo que lle-
vara´ desarrollarlas.
Si son cortas, mejor.
Si es posible la verificacio´n de sus requisitos funcionales, deben automatizarse para
que se validen en cada entrega del proyecto.
Esta te´cnica se utiliza en muchas de las metodologı´as mencionadas en el anterior
apartado, ya que garantiza el principio de hacer al cliente partı´cipe al ser e´l quien debe
otorgar al equipo de desarrollo dichas historias de usuario.
E´stas deben tener un orden de prioridades marcadas por el cliente de cara al pro-
ducto final y, tras la estimacio´n de tiempo, deberı´an tener una duracio´n de entre diez horas
y un par de semanas para poder realizarlas en una iteracio´n.
2.3.2. Disen˜o centrado en el usuario
El disen˜o centrado en el usuario es una disciplina que se enmarca dentro del disen˜o
de interfaces de usuario en la rama de la Ingenierı´a Informa´tica denominada interaccio´n
persona-ordenador. Esta disciplina tiene en cuenta las necesidades, los deseos y las limi-
taciones de los usuarios finales de los productos que se van a desarrollar.
Con el creciente avance de la tecnologı´a y del uso extendido de distintas platafor-
mas con las que el usuario consume dicha tecnologı´a, se ha hecho cada vez ma´s necesaria
la formacio´n de expertos en el campo de la usabilidad y la interaccio´n persona-ordenador
para que los sistemas software sean utilizados ma´s fa´cilmente por los usuarios a los que
van dirigidos y conlleven una mejor experiencia del usuario y una mayor satisfaccio´n por
su parte.
En relacio´n a esta disciplina se ha creado un esta´ndar ISO, denominado Human-
centred design for interactive systems [ISO10], que describe seis principios ba´sicos para
certificar que un disen˜o esta´ centrado en el usuario. Estos principios ba´sicos son:
1. El disen˜o esta´ centrado en el conocimiento de los usuarios, sus tareas y su entorno.
2. Los usuarios participan en distintas fases del disen˜o y del desarrollo.
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3. El disen˜o esta´ dirigido y es refinado por las evaluaciones centradas en el usuario.
4. El proceso debe ser iterativo.
5. El disen˜o contempla toda la experiencia del usuario con el sistema.
6. El equipo de disen˜o posee habilidades y perspectivas multidisciplinares.
Dentro de un disen˜o centrado en el usuario hay que tener en cuenta los siguientes
puntos:
La audiencia que son las personas que van a utilizar el producto generado. Por lo
tanto, el disen˜o debe tener en cuenta su edad, cultura, ge´nero, etc.
El objetivo que el producto pretende conseguir o los problemas que esta´ intentando
solventar.
El contexto y las circunstancias existentes para que se haya creado la necesidad de
generar este sistema.
Como en todas las disciplinas, existen herramientas que sirven de apoyo al desarro-
llador para poder realizar este tipo de disen˜os. A continuacio´n se explican tres herramien-
tas principales:
Personas
Una persona es un anglicismo utilizado para la representacio´n ficticia de un per-
sonaje que posee todas las caracterı´sticas del usuario tı´pico al que va dirigido el
sistema. Estas personas son creadas tras haber realizado un ana´lisis del entorno de
la plataforma, de sus usuarios potenciales y de las tareas que realizan e´stos en la
misma.
La informacio´n de los usuarios se extrae a trave´s de distintas te´cnicas, como pueden
ser la observacio´n del usuario en su entorno de trabajo o la realizacio´n de una serie
de cuestionarios o entrevistas. Del ana´lisis de los resultados obtenidos se pueden
obtener una o varias personas ya que puede resultar difı´cil o imposible introducir
todas las caracterı´sticas en un u´nico personaje. Hay que tener en cuenta que, como
se ha mencionado en el pa´rrafo anterior, las personas son usuarios tı´picos de la pla-
taforma, no una representacio´n del usuario medio.
Idealmente tambie´n se creara´ un perfil de la anti-persona que sera´ una representa-
cio´n del tipo de usuarios a los que la plataforma no va dirigida.
Una persona debe tener un nombre, una ocupacio´n, un rol y unas responsabilidades
que ira´n acompan˜adas de unas metas, tareas y motivaciones, ası´ como de todo el
entorno necesario para comprender su comportamiento frente al sistema que se va a
desarrollar y, para dotarle de mayor realismo, debe ir acompan˜ada de una fotografı´a.
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Escenario
Se debe crear un escenario que represente el dı´a a dı´a con una secuencia de eventos
de las personas a las que va dirigida la plataforma. Estos escenarios deben descubrir
detalles de los usuarios, pudiendo incluir caracterı´sticas fı´sicas o emocionales que
puedan afectar en el desarrollo.
Existen distintos tipos de escenarios pero, tı´picamente, se generan escenarios de
tres tipos: el escenario en el que todo le sale bien al usuario, el escenario en el que
todo le sale mal, y el escenario medio.
Los escenarios son ma´s fa´ciles de seguir para los usuarios ya que involucran a
personas y una historia que es fa´cil de seguir.
Casos de uso
Un caso de uso describe la interaccio´n entre las personas y el resto del mundo. En
el caso de los disen˜os centrados en el usuario, los casos de uso se suelen representar
como una tabla con dos columnas: a la izquierda el actor principal del caso de uso,
y a la derecha, el mundo, que es la representacio´n de todos los aspectos externos al
usuario que le proporcionan los elementos que e´ste necesite para desarrollar satis-
factoriamente el caso de uso planteado.
Tı´picamente se realiza mediante la formulacio´n de pasos simples que debe realizar
el actor y la interaccio´n se basa en un causa-efecto entre el actor y el mundo. Al
disen˜ar los casos de uso, no se deben realizar presuposiciones sobre detalles que no
tienen relacio´n con el propio caso de uso.
Los casos de uso son u´tiles para el desarrollador ya que se exponen tareas de bajo
nivel que se producen en un determinado problema y ayudan a su mejor compren-
sio´n y a la obtencio´n de una solucio´n que funcione correctamente.
Existe una extensa bibliografı´a que menciona el disen˜o centrado en el usuario. Uno
de los libros ma´s influyentes en este tipo de disen˜os es el libro “La psicologı´a de los
objetos cotidianos” de Donald A. Norman [Nor90], que junto a Jakob Nielsen es consi-
derado uno de los mayores representantes en el mundo de la usabilidad y la interaccio´n
persona-ordenador.
2.3.3. Prototipos de la interfaz de usuario
Los prototipos de la interfaz de usuario son el disen˜o de las versiones preliminares
de un programa que permiten, con una inversio´n muy pequen˜a, que el desarrollador ex-
plore distintas ideas y conceptos y los evalu´e con los usuarios de su sistema.
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Tradicionalmente han existido dos tipos de prototipos: los prototipos de baja fideli-
dad, que suelen ser disen˜os de la interfaz desarrollados dibujando sobre el papel el aspecto
visual de la aplicacio´n; y los de alta fidelidad, que son prototipos completamente funcio-
nales del programa pero que au´n no se consideran el producto final.
Los desarrolladores y expertos en usabilidad u´ltimamente utilizan un nuevo tipo de
prototipos, denominados prototipos de media fidelidad, que suelen ser prototipos semi-
interactivos pero que no tienen todas las funcionalidades completas. Esto se puede lograr
mediante programas como PencilTM, Microsoft PowerPointTM o mediante el uso de tec-
nologı´as web de desarrollo ra´pido utilizando HTML5, CSS y Javascript.
Los prototipos pueden ser generados en cualquiera de las etapas del ciclo de vida
del desarrollo, pero idealmente deben ser creados en las primeras etapas y lo antes po-
sible, para que todo el disen˜o pueda ser evaluado antes de gastar esfuerzo y dinero en
desarrollar funcionalidades que puedan no ser tan u´tiles como se imaginaba.
Jakob Nielsen, doctor en interaccio´n persona-ordenador por la Technical University
of Denmark, es una de las personas ma´s influyentes en el campo de la usabilidad. En su
artı´culo titulado “Paper Prototyping: Getting User Data Before You Code” [Nie13] expli-
ca la importancia de la recoleccio´n de datos del usuario lo antes posible en el proyecto,
ya que el ahorro estimado puede ser 100 veces ma´s barato si se hace sobre prototipos en
papel que si se esperase a la finalizacio´n del proyecto para analizarlo.
Antes de continuar explicando los tipos de prototipos y sus particularidades, se debe
definir el concepto de interfaz de usuario, que no debe ser confundido ni con el disen˜o cen-
trado en el usuario (ver seccio´n 2.3.2) ni con la experiencia del usuario (ver seccio´n 2.3.4).
La interfaz de usuario es el me´todo que poseen los usuarios de un sistema software
para interactuar con el propio sistema, bien sea mediante un me´todo de introduccio´n de
informacio´n o manipulacio´n del sistema - donde un ejemplo tı´pico puede ser el teclado o
el rato´n - o bien mediante la recepcio´n de informacio´n por parte del sistema - donde se
encuentra por ejemplo la pantalla y el disen˜o de la propia aplicacio´n.
En otras ramas de la ingenierı´a existen diversas interfaces de usuario, como pueden
ser paneles de botones en el sistema de control de una fa´brica, pero en el campo de la
Ingenierı´a Informa´tica existe un grupo distinto de las mismas:
Las interfaces gra´ficas de usuario (GUI)6 que generalmente implican que el usua-
rio interacciona mediante los dispositivos de entrada de su ordenador obteniendo
una respuesta visual por la pantalla.
Los menu´s que son un conjunto de acciones que se otorgan al usuario de forma
organizada en torno a un elemento comu´n.
6del ingle´s Graphical User Interface, GUI
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Las interfaces de usuario web (WUI)7 que generan su informacio´n de salida en
formato web, la cual es transmitida a trave´s de internet y puede ser generada uti-
lizando diversas tecnologı´as. Dentro de e´stas podemos encontrar formularios que
ayudan a la introduccio´n de informacio´n por parte del usuario o cuadros de dia´logo
que sirven de guı´a.
Los sistemas de reconocimiento de voz que permiten que el usuario interaccione
con el sistema mediante la locucio´n de mandatos de voz que el sistema es capaz de
interpretar, realizando la accio´n solicitada.
Las pantallas ta´ctiles que son utilizadas mayoritariamente en dispositivos mo´viles
y cuyo me´todo de entrada suelen ser los dedos o un la´piz digital.
Las interfaces pen-based que permiten la interaccio´n mediante un la´piz que puede
poseer un cierto grado de inteligencia y con el que se puede realizar reconocimiento
de la escritura del usuario, transformando lo que escribe en o´rdenes que pueden ser
interpretadas.
Las interfaces de reconocimiento gestual que facilitan que el usuario pueda rea-
lizar acciones de una forma simple. Un ejemplo de este tipo de interfaces es la
conocida KinectTM de MicrosoftTM.
Las interfaces de lı´nea de comandos (CLI)8 que admiten la entrada mediante la
escritura de comandos en un teclado y envı´an la respuesta en forma de texto que es
impreso por la pantalla.
Los sistemas ha´pticos que generan una sensacio´n de presio´n real sobre objetos
virtuales mediante el uso de sistemas magne´ticos o de chorros de aire, dando la
sensacio´n de relieve.
La realidad virtual que se aplica mediante el uso de elementos virtuales que simu-
lan un entorno real y con los que el usuario puede interaccionar mediante un avatar
que e´l mismo controla.
La realidad aumentada que genera elementos virtuales basa´ndose en el entorno
del usuario, aportando informacio´n contextual al entorno real en el que e´ste se en-
cuentra.
Las interfaces compartibles9 que permiten la interaccio´n simulta´nea de varias per-
sonas, como por ejemplo una pizarra digital.
Las interfaces tangibles que reaccionan virtualmente mediante la manipulacio´n de
objetos reales.
7del ingle´s Web User Interface, WUI
8del ingle´s Command Line Interface, CLI
9del ingle´s Shareable Interfaces
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Las interfaces vestibles10 que permiten llevar puesta la tecnologı´a y responder a
las acciones del usuario o de su entorno.
Las interfaces robo´ticas que posibilitan la sustitucio´n de personas en ciertas cir-
cunstancias gracias al grado de libertad e inteligencia que poseen.
Las interfaces cerebro-ordenador11 que interaccionan con el usuario gracias a los
cambios en la actividad de las ondas cerebrales del mismo.
Las interfaces afectivas que intentan descifrar las emociones del usuario y hacer
que el sistema se adapte a los sentimientos para obtener respuestas ma´s positivas de
e´ste [Has03].
Dada la variedad de interfaces de usuario y los me´todos de interaccio´n, es impor-
tante definir prototipos acordes al dispositivo en el que vaya a ser utilizado el sistema que
se va a desarrollar. Para ello existen tres tipos distintos de prototipos que pueden ayudar
al estudio de dicha interfaz con ayuda de los usuarios:
Prototipos de baja fidelidad
Estos prototipos son generados en papel e intentan asemejar la apariencia que tendra´ la
interfaz de usuario. En un prototipo de baja fidelidad no se deben incluir elementos
que puedan distraer al usuario (tales como colores) ni formas que puedan asemejar-
se a algunas funcionalidades particulares del sistema para el que se esta´ construyen-
do el prototipo (por ejemplo, el uso de los botones predeterminados de un Sistema
Operativo o de los globos de notificaciones) [Pro13].
El prototipo de baja fidelidad, por lo tanto, debe ser lo ma´s “ase´ptico” posible para
poder evaluar correctamente el uso que hace el usuario con los casos de uso y los
escenarios planteados.
Si bien, el prototipo debe tener cierta funcionalidad, por lo que puede ser contem-
plado con post-itsTM u otro tipo de elementos que puedan ser recortados y utilizados
para que el usuario tenga una experiencia ma´s cercana a la que finalmente tendrı´a
con un sistema completo, y que el entrevistador puede ir manejando y explicando
in-situ.
10del ingle´s wearable
11del ingle´s brain-computer interfaces, BCI
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Figura 2.11: Prototipo de baja fidelidad del proyecto Gauss
Prototipos de media fidelidad
Los prototipos propuestos de media fidelidad incluyen las ventajas de los prototipos
de baja y alta fidelidad, pudiendo realizar cambios ra´pidamente de forma iterativa y
pudiendo evaluar determinadas caracterı´sticas que pueden resultar difı´ciles de im-
plementar en prototipos de baja fidelidad en algunos sistemas.
Gracias al uso de las tecnologı´as web que permiten desarrollos muy ra´pidos con
poco esfuerzo, utilizando HTML5, CSS y Javascript se puede conseguir un proto-
tipo de media fidelidad en pocas horas y con la funcionalidad justa para evaluar las
funcionalidades ma´s complejas conceptualmente. Tambie´n el uso de herramientas
como Pencil, que puede ser instalado de forma independiente o como un plugin de
FirefoxTM, que permiten cierta interaccio´n con las interfaces de usuario disen˜adas.
Prototipos de alta fidelidad
Los prototipos de alta fidelidad esta´n desarrollados con tecnologı´as ma´s cercanas al
producto final, con los gra´ficos ya definidos y pra´cticamente todas las caracterı´sti-
cas implementadas, incluyendo vı´nculos con fuentes cuasi reales de datos.
Los prototipos de alta fidelidad son ma´s caros de crear y llevan mucho ma´s tiempo
en caso de querer realizar modificaciones, lo que los hace peores candidatos para
los ana´lisis de usabilidad tempranos debido al esfuerzo necesario para su desarrollo,
pero que si el ciclo de produccio´n esta´ pensado para obtener una versio´n beta del
producto que sirva como prototipo de alta fidelidad, puede ser muy productivo en
combinacio´n con cualquiera de los otros prototipos.
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Figura 2.12: Pantalla de bienvenida de Gauss
Como se ha podido observar, es recomendable realizar prototipos de las interfaces
de usuario puesto que ayuda a obtener mucha informacio´n relevante de cara al desarrollo
de un producto, y son indispensables si el disen˜o que se quiere realizar es centrado en el
usuario.
2.3.4. Experiencia del usuario
La experiencia del usuario, que no debe confundirse con el te´rmino explicado en
la seccio´n 2.3.3, se refiere a las emociones que experimenta una persona al utilizar un
producto.
La experiencia del usuario se enfoca principalmente en la parte afectiva, los sen-
timientos de valor y el sentimiento de posesio´n que inherentemente sentimos los seres
humanos ante cualquier producto. Adema´s, tambie´n tiene en cuenta si al usuario le resul-
ta pra´ctico o si es fa´cil de utilizar, ası´ como si e´ste es ma´s eficiente utiliza´ndolo o no.
Al ser un concepto totalmente subjetivo depende del contexto del usuario y esta´ en
constante evolucio´n junto con el estado anı´mico y los cambios en el entorno del usuario.
Definicio´n.- El esta´ndar ISO 9241-210 [ISO10] define la experiencia de usuario
como: “La percepcio´n de una persona y sus respuestas que resultan del uso o del
uso anticipado de un producto, sistema o servicio.”
El propio esta´ndar ISO tambie´n cita los tres factores que influyen en la experiencia
del usuario: el sistema, el usuario y el entorno.
Gracias a este concepto que no so´lo evalu´a la adecuacio´n de un proyecto a sus
usuarios finales, sino tambie´n las emociones que e´stos sienten al utilizar un determinado
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sistema, surge el denominado “Disen˜o centrado en la experiencia del usuario12”. Este nue-
vo concepto de disen˜o tiene en cuenta todo el sistema, incluyendo la interfaz de usuario,
la interaccio´n fı´sica y hasta el manual de usuario o el embalaje, ya que forma parte del
producto y de la experiencia que tiene el usuario al utilizarlo.
En el concepto de disen˜o centrado en la experiencia del usuario son muy importan-
tes los siguientes aspectos:
El disen˜o visual
La este´tica o el look&feel son importantes para la experiencia del usuario, ya que
primordialmente cualquier sistema software interactuara´ con e´l de manera visual y
siendo visualmente atractivo hara´ que la experiencia del usuario mejore.
Es muy importante la combinacio´n de los colores, las ima´genes y los sı´mbolos para
que el sistema pueda crear una comunicacio´n visual con el usuario.
La arquitectura de la informacio´n
La arquitectura de la informacio´n es la ciencia de estructurar y organizar adecuada-
mente la informacio´n en un sistema centra´ndolo en la usabilidad y permitiendo que
el usuario pueda encontrar fa´cilmente lo que busca.
La estructuracio´n de la informacio´n es vital en una aplicacio´n para que la expe-
riencia del usuario no se vea mermada. Esto se logra estructurando la informacio´n,
agrupa´ndola y etiqueta´ndola de la manera ma´s coherente posible, para que dicha
informacio´n no pueda u´nicamente ser buscada visualmente por el usuario, si no que
tambie´n pueda ser procesada y buscada mediante un buscador contextual.
Usabilidad y accesibilidad
No hay que olvidar que hablamos de sistemas cuyo principal objetivo es hacer que
el usuario sea eficiente y tenga una mayor satisfaccio´n a la hora de usar el producto.
Esto se consigue mediante los ana´lisis de usabilidad que hara´n mejorar la experien-
cia del usuario puesto que se sentira´ ma´s realizado con la plataforma.
Todas las personas somos diferentes unos de otros y esto se debe reflejar tambie´n
en los sistemas software gracias a la accesibilidad, que es la disciplina que estudia
las casuı´sticas de los usuarios con problemas particulares y que adaptan la forma
de desarrollar el software para que todo el mundo pueda utilizarlos. Tambie´n puede
servir para que la curva de aprendizaje de cualquier usuario se vea reducida.
En el siguiente capı´tulo se vera´ un ana´lisis de la experiencia previa, ası´ como las
pra´cticas introducidas en el desarrollo de la plataforma implementada en este Proyecto
Fin de Carrera.
12del ingle´s User eXperience Design, UXD
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Pra´cticas propuestas
En el capı´tulo central de este Proyecto Fin de Carrera se explican las pra´cticas y las
te´cnicas que el autor propone para utilizar en proyectos similares. Para ello se comienza
el capı´tulo con una seccio´n de ana´lisis, donde se detallan las caracterı´sticas del Proyecto,
incluyendo sus antecedentes, los requisitos y los me´todos de trabajo existentes en su en-
torno.
Las pra´cticas propuestas poseen una clara necesidad de mejora de la experiencia
del usuario, que se consigue mediante la realizacio´n de un correcto ana´lisis de usabilidad
y el uso de las te´cnicas y tecnologı´as adecuadas por parte del equipo de desarrollo.
A lo largo de las siguientes secciones se podra´n evaluar las ventajas y desventajas
que se pueden obtener por el uso de las pra´cticas a´giles, ası´ como la propuesta concreta
para la gestio´n del desarrollo tanto de los ana´lisis de usabilidad como de la implementa-
cio´n de la plataforma y del proyecto en general.
La propuesta de las siguientes pra´cticas esta´ basada en la experiencia obtenida en
a´reas ma´s te´cnicas pero que se han probado y madurado para utilizarlas en un entorno
menos te´cnico centra´ndolas en los ana´lisis de usabilidad.
3.1. Ana´lisis
En el presente capı´tulo se presenta un ana´lisis del entorno en el que se ha desarro-
llado este Proyecto Fin de Carrera, con el fin de que se entienda la necesidad del uso de
algunas de las pra´cticas ya mencionadas en el capı´tulo 2.
Este proyecto, como ya se ha comentado anteriormente, se ha realizado bajo la di-
reccio´n del Vicerrectorado de Estructura Organizativa y Calidad por la necesidad de la
creacio´n de una herramienta que facilitase el seguimiento de las titulaciones de la UPM
para la verificacio´n de sus tı´tulos.
A lo largo de este capı´tulo se podra´ ver la plataforma existente previamente, que
ha sido la base utilizada para el desarrollo de esta nueva plataforma, los me´todos y tec-
nologı´as con las que trabaja habitualmente el equipo de desarrollo de aplicaciones del
Rectorado, donde se integran los componentes de la Facultad de Informa´tica, ası´ como
las necesidades surgidas de cara a esta nueva herramienta.
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3.1.1. Los antecedentes: Europa
A principios del curso 2010-11 el Vicerrectorado de Estructura Organizativa y Cali-
dad pone en marcha una nueva herramienta, denominada Europa, utilizada para la gestio´n
de las guı´as de aprendizaje, los informes de asignatura, y otros documentos de intere´s para
el seguimiento de la implantacio´n de las titulaciones de la UPM.
Figura 3.1: Pantalla de bienvenida de Europa
Esta herramienta fue construida por una empresa externa a la universidad toman-
do como modelo las aplicaciones de control de flujo1, para gestionar no so´lo el proceso
de aprobacio´n de dichos documentos de seguimiento que involucran a varias personas en
distintos roles, sino tambie´n para la cumplimentacio´n de las guı´as de aprendizaje.
Figura 3.2: Imagen ilustrativa del control de flujo en Europa
1del ingle´s workflow
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La utilizacio´n de un modelo de control de flujo aplicado a la creacio´n de los docu-
mentos no era un enfoque correcto segu´n la apreciacio´n del equipo de desarrollo de Gauss,
debido a que limita en gran medida la flexibilidad y adaptacio´n del usuario, obliga´ndole a
introducir una serie de datos que puede no conocer en ese momento, y no permitie´ndole
continuar en la cumplimentacio´n de la guı´a de aprendizaje hasta no haber completado
todos los apartados de la seccio´n en la que se encontrase.
Europa utilizaba de manera bastante acertada el concepto de la denominada “Ban-
deja de trabajo” (ver figura 3.3), en la que el usuario recibı´a notificaciones sobre los
nuevos documentos en los que tenı´a que trabajar. De esta forma, cuando un usuario se
conectaba, podı´a inmediatamente saber si tenı´a trabajo por realizar o no dentro de la pla-
taforma.
Figura 3.3: Bandeja de trabajo en Europa
Si bien esto fue un acierto, el desarrollo estaba tan centrado en el control del flujo
del documento que cuando un usuario finalizaba su trabajo, e´ste perdı´a de vista el docu-
mento sin posibilidad de saber en que´ punto del proceso se encontraba.
Europa, adema´s, era una plataforma desarrollada por una empresa externa a la
UPM, por lo que los cambios en los requisitos suponı´an un coste extra para que la aplica-
cio´n estuviera conforme a las necesidades del VEOC.
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3.1.2. Los requisitos
Durante las primeras fases del desarrollo se realiza un completo ana´lisis de los an-
tecedentes de la herramienta existente y de los nuevos requisitos de los que se quiere dotar
a la plataforma Gauss, que sustituira´ a la obsoleta Europa.
El equipo de desarrollo formado en la Facultad de Informa´tica fue seleccionado por
sus conocimientos en el desarrollo de plataformas web, ası´ como por su experiencia en el
campo de la usabilidad y su bu´squeda de la mejora constante de la experiencia del usuario.
Desde el principio el enfoque otorgado a la nueva plataforma era radicalmente dis-
tinto al propuesto en Europa, comenzando por las bases del disen˜o y de la formacio´n del
equipo de trabajo de la plataforma.
Gauss se convertira´ en una aplicacio´n ma´s del entramado de aplicaciones ofrecidas
por el Rectorado de la UPM. De esta forma, la nueva aplicacio´n ha sido desarrollada por
un equipo multidisciplinar formado por: el equipo de Servicios Informa´ticos de Recto-
rado, la Unidad de Calidad y el equipo de desarollo de la Facultad de Informa´tica. Este
u´ltimo grupo, liderado por el autor del Proyecto Fin de Carrera y bajo la supervisio´n de
los autores del proyecto, se ha encargado de desarrollar la aplicacio´n con los requisitos
impuestos, en constante comunicacio´n con los Servicios Informa´ticos que sera´n los que,
en u´ltima instancia, se encargara´n de su posterior mantenimiento.
Una gran parte del ana´lisis de los requisitos fue la evaluacio´n de las decisiones
erro´neas que se tomaron en el proyecto Europa, para cambiar el enfoque de la aplicacio´n,
ası´ como la determinacio´n de que´ puntos fuertes y de´biles contenı´a.
De esta forma se pudo llevar a cabo un completo ana´lisis de usabilidad que se rea-
lizarı´a a los usuarios de forma que se evaluara ma´s fehacientemente si los requisitos eran
implementados correctamente, y si las decisiones de disen˜o tomadas convencı´an a los
usuarios finales de la plataforma, para que la aplicacio´n tuviera una mayor aceptacio´n
entre ellos.
Los requisitos de la plataforma incluyen, entre otros, los siguientes:
Una completa interfaz de administracio´n para realizar el lanzamiento del proceso
durante cada uno de los semestres del curso acade´mico, ası´ como una completa
gestio´n de los usuarios y de las guı´as de aprendizaje.
La posibilidad de que cualquier usuario pueda delegar a otros usuarios, total o par-
cialmente, sus responsabilidades dentro de la plataforma.
La gestio´n correcta y completa del flujo que siguen las guı´as de aprendizaje.
La posibilidad de que un coordinador de asignatura rellene las guı´as asignadas en el
orden que mejor le convenga, sin establecer ningu´n tipo de bloqueo salvo el propio
al finalizar la edicio´n de la guı´a.
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La posibilidad de agrupar asignaturas, de tal forma que para aquellas asignaturas
impartidas bajo la coordinacio´n de un mismo profesor para alumnos de distintos
tı´tulos, la guı´a de aprendizaje pueda ser rellenada una u´nica vez por el coordinador.
La importacio´n de datos mediante la copia de los mismos de cualquier guı´a anterior,
para que disminuya el proceso de cumplimentacio´n de las guı´as.
Un completo sistema de log para que cualquier usuario involucrado en el proceso
conozca, en todo momento, el estado de las guı´as que tiene bajo su responsabilidad.
Con estos requisitos de partida, el equipo de desarrollo genero´ los prototipos de bajo
nivel utilizados en los ana´lisis de usabilidad que sirvieron como base para el desarrollo
del prototipo de alto nivel de la plataforma.
3.1.3. Las pra´cticas y tecnologı´as existentes en la UPM
Desde el primer momento en el que se propone la creacio´n de una nueva herramien-
ta para la gestio´n del seguimiento de las titulaciones, se tiene en cuenta que el desarrollo
debe ser in-house, contando para ello con los Ingenieros Informa´ticos de la UPM, ası´ co-
mo con los Servicios de Planificacio´n de Sistemas de Informacio´n del Vicerrectorado de
Servicios Informa´ticos y de Comunicacio´n.
Tras haber analizado los requisitos y los antecedentes existentes, ası´ como los pla-
zos propuestos para la creacio´n de esta nueva herramienta, se barajan las distintas posibi-
lidades de desarrollo. Como el grueso del desarrollo se va a realizar desde la Facultad de
Informa´tica, pero el equipo de desarrollo es temporal y el mantenimiento quedara´ a cargo
del SPSI, se ha decidido utilizar las tecnologı´as y herramientas que este Servicio utiliza
en el desempen˜o de sus funciones. De esta forma, la transferencia de conocimiento del
equipo de desarrollo al equipo de mantenimiento sera´ pra´cticamente automa´tica.
Ası´ pues, el desarrollo de la herramienta esta´ realizado utilizando las siguientes
tecnologı´as y herramientas:
PHP 5.3 como lenguaje para el desarrollo del back-end y del nu´cleo de la aplica-
cio´n.
Smarty 2 como gestor de plantillas web que permite una alta personalizacio´n de
las mismas.
Oracle 11g como gestor de base de datos.
Toad for Oracle como front-end para gestio´n de las bases de datos de desarrollo y
produccio´n.
HTML5 como lenguaje de marcado para las pa´ginas generadas aprovechando al-
gunas de las u´ltimas novedades de su u´ltima versio´n, como el manejo de la subida
de ficheros.
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CSS3 como soporte para el disen˜o visual de la plataforma.
jQuery 1.8 como incorporacio´n definitiva para sustituir las tecnologı´as prototype
que se usaban en las herramientas gestionadas por el SPSI.
Bootstrap 2 como herramienta para hacer flexible y agilizar el desarrollo de la
plataforma, permitiendo adaptar el disen˜o a distintas resoluciones de forma relati-
vamente sencilla.
La parte del SPSI con la que se ha trabajado y que es la encargada del desarrollo y
mantenimiento de nuevas aplicaciones en la UPM, contaba al inicio de este proyecto con
tres integrantes que comparten despacho, lo que favorece la interaccio´n entre ellos. Tras
la incorporacio´n de los integrantes de la Facultad de Informa´tica hay que sopesar el hecho
de que la localizacio´n de los mismos dista del resto de miembros del equipo de desarrollo,
por lo que la comunicacio´n es un factor crucial a tener en cuenta.
El sistema de control de versiones utilizado por el SPSI es el programa Micro-
soft Visual SourcesafeTM. Esta herramienta es algo antigua y no permite configuraciones
complejas fuera de la red del Rectorado de la Universidad, por lo que ha sido necesario
encontrar una solucio´n al problema, otorgando un control de versiones fiable y que per-
mitiera el intercambio de trabajo de manera simple.
Inicialmente, el trabajo desde la Facultad de Informa´tica se ha desarrollado reali-
zando las modificaciones directamente contra el servidor de ficheros FTP que posee el
entorno de pruebas. Esta forma de trabajo es bastante anticuada y no permite la flexi-
bilidad requerida ya que los cambios deben ser ato´micos y, al no ser capaz de detectar
colisiones en los cambios, la comunicacio´n debe ser la prioridad del equipo. Entre las
pra´cticas propuestas se puede encontrar la solucio´n a este problema, que se ha solventado
utilizando sistemas de control de versiones distribuidos, en concreto, Git2.
3.2. Scrum
La primera pra´ctica propuesta para realizar una gestio´n ma´s eficiente de proyectos
con un alto grado de carga en la satisfaccio´n del usuario y con la necesidad de evaluar en
profundidad las necesidades del mismo, es Scrum (ver seccio´n 2.2.1).
Como ya se ha explicado en profundidad en que´ consiste esta pra´ctica a´gil, no se
va a entrar en mayor detalle en esta seccio´n, si no que se va a realizar un ana´lisis ma´s
centrado en el uso de esta pra´ctica dentro del proyecto y co´mo ha servido para detectar
mejor los puntos crı´ticos y realizar una planificacio´n ma´s eficiente durante el desarrollo
de Gauss.
2http://git-scm.com/
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Iteracio´n Fecha inicio Fecha fin
1 01/10/2012 14/10/2012
2 15/10/2012 28/10/2012
3 29/10/2012 18/11/2012
4 19/11/2012 02/12/2012
5 03/12/2012 16/12/2012
6 17/12/2012 06/01/2013
7 07/01/2013 20/01/2013
8 21/01/2013 03/02/2013
9 04/02/2013 17/02/2013
10 18/02/2013 03/03/2013
11 04/03/2013 17/03/2013
12 18/03/2013 31/03/2013
Tabla 3.1: Tabla inicial propuesta de iteraciones de Gauss
3.2.1. Sprints
Inicialmente la planificacio´n del proyecto estipulaba una duracio´n prevista de seis
meses, comprendidos entre Octubre de 2012 y Marzo de 2013. Posteriormente, por pro-
blemas externos y una planificacio´n poco realista, se retraso´ el final del proyecto varios
meses.
En la planificacio´n inicial se calcularon doce iteraciones o sprints bisemanales, aun-
que se fijaron una serie de fechas concretas pasando a ser algunos trisemanales para cua-
drarlos con el calendario festivo.
Las fechas propuestas en la planificacio´n se pueden ver en la tabla 3.1.
Al final de las iteraciones se ha tenido una reunio´n de seguimiento para evaluar las
caracterı´sticas implementadas y la evolucio´n del proyecto, ası´ como para poder fijar los
objetivos que se debı´an alcanzar en la siguiente iteracio´n.
Diariamente, el equipo de desarrollo hacı´a una pequen˜a reunio´n para verificar los
problemas encontrados y las soluciones aportadas y que permitı´a que el equipo se pusiera
a trabajar centrado en la solucio´n de los problemas identificados en la jornada anterior.
Dado que la planificacio´n termino´ siendo poco realista, se quiere dejar constancia
de la planificacio´n definitiva del desarrollo de Gauss, con el desarrollo pra´cticamente
terminado a falta de la realizacio´n de las pruebas definitivas con los usuarios y de su
puesta en marcha (ver tabla 3.2).
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Iteracio´n Fecha inicio Fecha fin
1 01/10/2012 14/10/2012
2 15/10/2012 28/10/2012
3 29/10/2012 18/11/2012
4 19/11/2012 02/12/2012
5 03/12/2012 16/12/2012
6 17/12/2012 06/01/2013
7 07/01/2013 20/01/2013
8 21/01/2013 03/02/2013
9 04/02/2013 17/02/2013
10 18/02/2013 03/03/2013
11 04/03/2013 17/03/2013
12 18/03/2013 31/03/2013
13 01/04/2013 14/04/2013
14 15/04/2013 28/04/2013
15 29/04/2013 12/05/2013
16 13/05/2013 26/05/2013
17 27/05/2013 09/06/2013
18 10/06/2013 23/06/2013
19 24/06/2013 14/07/2013
Tabla 3.2: Tabla final de iteraciones de Gauss
3.2.2. Roles
Los roles se han modificado respecto al planteamiento original de Scrum simpli-
fica´ndolos, dadas las necesidades del proyecto. En este caso se han empleado los roles
mostrados a continuacio´n y representados por las siguientes personas:
Product Owner representado por dos grupos diferenciados:
• El equipo de la Unidad de Calidad del VEOC, que representaba la voz del
cliente en el proyecto, pero que no lo hace de manera directa sobre el plan-
teamiento del Scrum, dado que ha sido una pra´ctica adoptada u´nicamente de
forma interna por el equipo de la Facultad de Informa´tica.
• El autor del PFC, que representaba la voz del cliente dentro de la pra´ctica de
Scrum de la manera ma´s objetiva posible, evaluando y priorizando las tareas
conforme lo que el cliente real indicaba.
ScrumMaster representado por el autor del PFC como lı´der del equipo de desarro-
llo, encargado de solucionar los problemas que impidieran al equipo avanzar con
normalidad y con el compromiso de cumplir las “reglas de juego” de Scrum.
Equipo de desarrollo representado por los cuatro miembros del equipo de la Fa-
cultad de Informa´tica y que han participado activamente en el desarrollo de la pla-
taforma.
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En el uso particular que se ha hecho de los roles de Scrum se pueden identificar
algunas fortalezas y debilidades que ha tenido el proyecto:
Fortalezas
Entre las fortalezas, podemos encontrar las siguientes:
El equipo de desarrollo ha estado ma´s concentrado, pudiendo centrarse en las ta-
reas de desarrollo sin tener que preocuparse por los aspectos menos te´cnicos del
proyecto.
La comunicacio´n entre el cliente y el lı´der del equipo de desarrollo ha resultado
ser ma´s fluida una vez eliminada la complicacio´n de tener que paralizar a todo
el equipo de desarrollo para poder gestionar el proyecto y, ma´s especialmente, tras
realizar reuniones ma´s espaciadas para que la apretada agenda del cliente no tuviera
que verse modificada.
Debilidades
Entre las debilidades, cabe destacar las siguientes:
El cliente no ha estado en contacto directo con todo el equipo de desarrollo, lo que
provoca que no haya podido ver todos los puntos de vista en todo momento, lo cual
podrı´a haber aportado un mayor debate en ciertos puntos y haber acelerado la toma
de decisiones, aunque tambie´n podrı´a haberlas entorpecido.
La separacio´n del Product Owner en dos grupos de personas va contra la propia filo-
sofı´a de Scrum pero, en este caso, al tratarse de un proyecto de grandes dimensiones
y con agendas del cliente apretadas y con muchos cambios imprevistos, debı´a rea-
lizarse esta separacio´n. Un proyecto con un cliente ma´s comprometido dentro del
Scrum puede otorgar resultados ma´s satisfactorios.
Pese a esta separacio´n, el cliente ha estado informado en todo momento y ha ido
viendo la evolucio´n del producto segu´n las iteraciones previstas, que se han ido
adaptando a la realidad del proyecto, con lo que sı´ que ha participado activamen-
te, pero no ha disen˜ado las historias de usuario ni ha planificado directamente el
Product Backlog.
3.2.3. Reuniones y herramientas
La gestio´n de los sprints se ha realizado utilizando una pizarra blanca del Laborato-
rio de Sistemas Operativos de la Facultad de Informa´tica de la UPM, donde el equipo de
desarrollo ha desempen˜ado su trabajo. En la figura 3.4 se puede observar co´mo era este
tablo´n de Scrum, el cual estaba dividido en 4 filas y 6 columnas. Al final de esta seccio´n,
en la figura 3.5, se puede observar la secuencia temporal en la que las tareas han avanzado
durante un sprint.
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Las filas representan la tipologı´a de las tareas que se han realizado. Esta categoriza-
cio´n permite tener una visualizacio´n del grupo de tareas donde se debe centrar el esfuerzo
del equipo. En este caso las filas representan:
Tareas de gestio´n que deben realizarse para que el proyecto avance en la direccio´n
correcta.
Tareas de documentacio´n tanto para el afianzamiento de los conocimientos de las
tecnologı´as utilizadas por los miembros del equipo como para la documentacio´n del
propio proyecto y la generacio´n de los manuales de usuario, ayudas contextuales,
etc.
Tareas de desarrollo que se deben realizar para la generacio´n de la plataforma web.
Como es lo´gico, es la fila que ma´s tareas ha concentrado debido a las dimensiones
y particularidades del proyecto.
Tareas relativas a la usabilidad y los ana´lisis que el equipo ha desarrollado. Desde
el principio, el equipo ha estado centrado en la realizacio´n de diversos ana´lisis de
usabilidad para que la plataforma otorgue la mejor experiencia del usuario posible,
generando para ello prototipos de bajo nivel y teniendo entrevistas con los usuarios
finales de la plataforma.
Figura 3.4: Tablo´n de Scrum del proyecto
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Las columnas de la tabla representan el estado de las tareas en una evolucio´n lineal
de las mismas dentro del proyecto. De esta forma se distinguen:
Tareas en backlog, es decir, aquellas que se han identificado y desagregado de las
historias de usuario que componen el proyecto y que deben realizarse para alcanzar
un objetivo implementado como una caracterı´stica del sistema.
Tareas to-do que son las tareas que se compromete el equipo a realizar dentro del
sprint en el que se encuentra.
Las tareas working en las que se esta´ trabajando activamente en un momento con-
creto.
Las tareas en fase de test que ya han sido codificadas y esta´n en fase de pruebas.
Por esta fase pasan u´nicamente las tareas de desarrollo.
Las tareas listas para ser comprobadas o en fase de check para que una persona
distinta a la que ha realizado la codificacio´n y las pruebas de´ el visto bueno.
Las tareas finalizadas que van en la columna done.
Al finalizar una iteracio´n se recogen los post-itTM utilizados que este´n en la u´ltima
columna, quedando el resto de tareas pendientes para su realizacio´n en el siguiente sprint.
Se completa la columna to-do con un nu´mero razonable de tareas para realizar y que, en
cierta medida, han sido aprobadas por el cliente.
Tı´picamente un tablo´n de Scrum no posee una columna de check, que se ha incor-
porado a este proyecto con resultados bastante satisfactorios. Dado el distinto grado de
experiencia de los componentes del equipo de trabajo y el dimensionamiento del proyecto
y sus casuı´sticas, se entendı´a necesario el post-procesado de las tareas para comprobar su
grado de completitud.
Si las tareas eran realizadas por un u´nico miembro del equipo, cualquier otro miem-
bro del mismo revisaba las caracterı´sticas implementadas pudiendo echar marcha atra´s la
tarea si e´sta no pasaba las pruebas pertinentes, suceso tı´picamente debido a una realiza-
cio´n de pruebas poco exhaustivas.
Si las tareas eran realizadas en paralelo por todos los miembros del equipo, e´stas
eran revisadas por el lı´der del equipo de proyecto para dar el visto bueno o llevar a cabo
las modificaciones o anotaciones oportunas.
Con este sistema de revisio´n se han solventado muchos problemas, especialmente
de codificacio´n, que no han llegado al sistema final gracias a la perspectiva que una per-
sona que no ha realizado el trabajo aporta al mismo.
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En las tareas de desarrollo de los prototipos de bajo nivel se han obtenido distintos
tipos de prototipos para las pantallas, con una mayor calidad, que han permitido evaluar
mejor la opinio´n de los usuarios finales de la plataforma.
Figura 3.5: Evolucio´n temporal del Scrum del proyecto
Identificacio´n de tareas y responsables
Siguiendo la filosofı´a de Scrum las tareas eran expuestas en el tablo´n para que todo
el equipo del proyecto tuviera presente el plan de trabajo en todo momento y para que
cada miembro pudiera decidir que´ tarea realizar tras la finalizacio´n de su tarea actual.
Como se ha mencionado anteriormente, se ha utilizado una pizarra blanca con una
serie de post-itTM de colores que no identificaban el tipo de tarea, como pudiera pensarse,
sino el rol dentro de la plataforma que se verı´a involucrado en esa tarea concreta.
Si una tarea, como puede ser lo´gico, involucra a distintos roles, se asignaba el color
del rol que mayor importancia tuviera en dicho proceso.
Por lo tanto, una de las primeras tareas que tuvo que realizar el equipo de desarrollo
fue la identificacio´n de roles dentro de la plataforma, si bien la diferenciacio´n de los roles
en las pra´cticas a´giles utilizadas se han limitado a los roles ma´s importantes, teniendo un
color para el resto de roles. Los roles y colores asignados son los siguientes:
magenta - Vicerrectorado
verde - Administrador
amarillo - Coordinador de asignatura
naranja - Otros roles
De la misma forma, para que el trabajo estuviera correctamente coordinado entre
los miembros del equipo y para saber que´ persona estaba trabajando en alguna tarea, se
utilizaron post-itsTM marcapa´ginas, de menor taman˜o, para identificar a cada una de las
personas del equipo de desarrollo.
Esto ha permitido que el desarrollo de las tareas fuera mucho ma´s a´gil y que el
autor del Proyecto, como lı´der del equipo de desarrollo, pudiese identificar en todo mo-
mento cua´l era el estado del proyecto y que´ personas estaban trabajando en que´ secciones.
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3.3. Poker planning
El poker planning es una disciplina que permite que un equipo de trabajo estime
la carga de trabajo de una tarea concreta estimando su duracio´n en unidades de trabajo
(horas, dı´as, etc.).
Esta pra´ctica encaja a la perfeccio´n dentro del uso de las pra´cticas a´giles, y es muy
comu´nmente utilizada junto a Scrum (de hecho tambie´n es conocida como Scrum Poker),
ya que cada historia de usuario que se introduce dentro del Backlog se cuantifica con un
nu´mero que es reflejado en la esquina inferior derecha del post-itTM para que todos los
miembros del equipo sepan cua´nto tiempo les llevarı´a desarrollar esa tarea.
A la hora de realizar la estimacio´n de una tarea, se pueden utilizar dos tipos de bara-
jas: una baraja especializada que contiene, tı´picamente, una secuencia de Fibonacci para
realizar la estimacio´n, o bien, una baraja normal (tanto espan˜ola como francesa), donde
el peso, salvo las figuras, tienen su valor nominal - ya que las figuras contabilizan como
medias unidades o unidades indeterminadas.
Dentro del proceso de valoracio´n de las actividades, existe la figura del moderador,
que se encargara´ de explicar las historias de usuario para que todos los desarrolladores
sepan de que´ tratan, ası´ como de velar por el cumplimiento de las normas.
Cada desarrollador hace su apuesta con la carta (o cartas) cubiertas, destapa´ndose
todas las cartas al mismo tiempo. La persona que realiza la apuesta ma´s alta y la que
realiza la ma´s baja pueden expresar brevemente el porque´ de su decisio´n. El proceso se
repite hasta lograr un consenso entre las partes.
Figura 3.6: Ejemplo de apuesta en la estimacio´n de una tarea
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En el caso de este proyecto se ha utilizado una baraja espan˜ola donde las cartas del
1 al 9 tenı´an su valor nominal en horas de esfuerzo, la sota y el caballo toman el valor
de medias horas y el rey es un valor indeterminado por no conocerse todo el contexto de
la historia de usuario, o bien porque la estimacio´n era demasiado grande. Durante una
apuesta se podı´a acumular cualquier nu´mero de cartas para realizar diversas estimacio-
nes, tal y como se observa en la figura 3.6, hasta un ma´ximo de 46 horas de esfuerzo si se
juntaban todas las cartas.
Los miembros del equipo de desarrollo realizaban una primera estimacio´n de ca-
da una de las tareas a realizar, explica´ndose los motivos de la ma´s alta y la ma´s baja,
pero descartando siempre e´sta u´ltima por querer realizar una evaluacio´n pesimista, para
siempre posicionarse en el “peor caso realista” para una tarea. En la segunda ronda, las
valoraciones debı´an estar entre el resto de votaciones, queda´ndose con la ma´s alta de esta
ronda, salvo que existiese un consenso verbal para adoptar cualquier otra duracio´n como
va´lida.
Como ya se ha comentado, esta estimacio´n era plasmada en el post-itTM correspon-
diente. Cuando la persona encargada de la realizacio´n de una tarea la finalizaba, procedı´a
a restar el nu´mero de horas que habı´a empleado en desarrollarla, quedando reflejado el
tiempo real de esfuerzo en el desarrollo de una tarea. Si al finalizar su jornada laboral no
terminaba la tarea, debı´a restar el nu´mero de horas dedicadas para mantener actualizada
la estimacio´n de la tarea (ver figura 3.7).
Dado que el me´todo consiste en restar al valor estimado el valor de horas reales, si
una tarea excede de las horas previstas para su realizacio´n, e´sta quedarı´a finalmente con
una cantidad negativa de horas, permitiendo saber cua´nta desviacio´n ha habido finalmente
en su desarrollo y cua´l ha sido la duracio´n real del mismo.
Figura 3.7: Una tarea finalizada del proyecto con una estimacio´n de 4 horas y media y 3
horas de desarrollo realizadas
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Al finalizar un sprint la informacio´n de todas las tareas finalizadas se utilizaba para
realizar una mejor aproximacio´n en el esfuerzo de las tareas del siguiente sprint.
Esta te´cnica ha permitido que el equipo tuviera muy claro cua´les eran las tareas ma´s
importantes en el desarrollo de todo el ciclo de vida del producto, siendo capaces de valo-
rar correctamente las tareas ma´s pesadas con una estimacio´n mayor. Gracias a esto, todo
el equipo estaba alineado y conforme con las estimaciones y consciente de la estimacio´n
pesimista, por lo que el trabajo no deberı´a, en la mayorı´a de las ocasiones, superar esa
duracio´n.
3.4. Pair programming
La pra´ctica del pair programming explicada anteriormente en la seccio´n 2.2.4 ha
sido de gran utilidad durante el desarrollo del proyecto, tanto en la elaboracio´n de los
prototipos y de los test de usabilidad, como en la parte ma´s te´cnica del proyecto.
Durante el desarrollo de todo el proyecto se ha utilizado esta te´cnica en el deno-
minado modo promiscuo, dentro de las limitaciones horarias del trabajo de cada persona
que no tenı´an por que´ coincidir, de tal forma que una persona intentara siempre trabajar
con otra distinta que la vez anterior, para favorecer el enriquecimiento y el intercambio de
ideas entre todos los miembros del equipo, adoptando distintos roles a la hora de desem-
pen˜ar su labor.
A la hora de realizar los prototipos de bajo nivel la supervisio´n de otra persona, en
momentos puntuales, ha ayudado a detectar fallos en la redaccio´n de frases, el disen˜o de
una interfaz concreta o ayudado a aumentar la productividad aconsejando una determina-
da forma de trabajar.
El desarrollo de los tests de usabilidad y de los escenarios que posteriormente se
iban a evaluar con los usuarios finales de la plataforma, ha permitido una mayor variedad
de preguntas y una mejor forma de valorar los distintos aspectos que se querı´an evaluar
de los usuarios, para obtener resultados ma´s relevantes.
Aunque el uso de esta te´cnica ha sido muy positivo en cuanto a los ana´lisis de usa-
bilidad se refiere, es mucho ma´s efectiva a la hora de realizar un desarrollo te´cnico en
una plataforma web. Dada la idiosincrasia de los integrantes del equipo de desarrollo, en
el que la experiencia con las distintas tecnologı´as a utilizar era bastante dispar, el ritmo
de aprendizaje y la adaptacio´n al ritmo de trabajo del resto de los integrantes han sido
mucho ma´s ra´pidos respecto a las necesidades del proyecto, gracias a la observacio´n y los
comentarios del “observador”.
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3.5. Integracio´n continua
Los proyectos software pueden tener diversos problemas a lo largo de su desarro-
llo pero, sin lugar a dudas, uno de los ma´s importantes es un disen˜o mal planteado que
provoque que “las piezas del puzzle no casen entre sı´”. Esto quiere decir que, si bien una
programacio´n modular y bien estructurada facilita mucho el desarrollo del software, pue-
de ser una pesadilla si desde el principio no se ha pensado en las consecuencias de un
disen˜o que no plantease la integracio´n de todas las partes al final.
Es por este tipo de problemas que surge la necesidad, en los proyectos reales, de uti-
lizar te´cnicas de integracio´n continua que realicen comprobaciones sobre el estado de la
plataforma mientras se esta´ desarrollando para comprobar que es consistente. Si el cliente
en un momento determinado decide realizar un paso a produccio´n de su producto, e´ste
puede ser lanzado sin tener esas complicaciones asociadas.
En este proyecto la integracio´n continua ha sido implementada gracias al sistema de
control de versiones utilizado, que automa´ticamente realizaba la integracio´n de los com-
ponentes ponie´ndolos en el sistema en marcha para poder realizar las comprobaciones de
las funcionalidades implementadas y ver co´mo afectaban al resto de componentes asocia-
dos.
Aunque se trate de un proyecto web, se puede realizar integracio´n continua com-
pleta realizando tests automatizados utilizando la te´cnica de TDD y herramientas de tests
unitarios como PHP Unit o Selenium.
Debido al tiempo limitado para realizar el proyecto, no se ha realizado una Integra-
cio´n continua exhaustiva con tests unitarios, ya que por el acoplamiento que habı´a que
realizar con los sistemas que ya funcionaban dentro del entramado de aplicaciones de la
UPM, no ha sido posible, pero todos los cambios eran versionados utilizando Git entre
todos los miembros del equipo y subidos automa´ticamente por FTP al servidor en el que
se realizaban, eso sı´, de forma manual, las pruebas correspondientes a las caracterı´sticas
implementadas.
3.6. Control de versiones distribuido
Inicialmente, tal y como se ha explicado en la seccio´n 3.1.3, el desarrollo del pro-
yecto se realizaba a trave´s de la modificacio´n de los ficheros fuente directamente en el
servidor FTP, lo que conllevaba problemas de sincronizacio´n de los ficheros y pe´rdida de
modificaciones realizadas. Esta situacio´n podrı´a darse, por ejemplo, si una persona rea-
lizaba una modifiacio´n y otra, al mismo tiempo, realizaba su propia modificacio´n, o si
alguna de las personas no cerraba el fichero tras utilizarlo pensando, erro´neamente, que
su versio´n era la u´ltima va´lida en el sistema.
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Este problema provoco´ una serie de, por suerte, pequen˜as pe´rdidas de informacio´n y
una inseguridad creciente a medida que el proyecto avanzaba por la posibilidad de perder
una mayor cantidad de informacio´n, ma´xime cuando el resto del equipo te´cnico realizaba
modificaciones en remoto y el equipo de desarrollo no tenı´a constancia de dichas modifi-
caciones, hasta que se encontraba un error incoherente con los cambios realizados.
Por ello se tomo´ la decisio´n de utilizar Git como sistema de control de versiones
distribuido, bien conocido por el autor de este Proyecto Fin de Carrera, implementado so-
bre la propia ma´quina en la que ha desarrollado su trabajo, incluyendo las modificaciones
necesarias para que los ficheros fueran copiados al servidor de desarrollo mediante FTP.
Gracias al uso de un sistema de control de versiones distribuido, cada uno de los
miembros del equipo de desarrollo poseı´a una copia va´lida del entorno de trabajo, salvo
por sus propias modificaciones locales, que tendı´an a ser mı´nimas debido a que las prue-
bas de las funcionalidades empleadas debı´an ser realizadas desde el servidor de desarrollo
y para esto habı´a que realizar la subida de los ficheros a trave´s de Git.
El efecto en el desarrollo ha sido muy positivo, gracias a que se ha dinamizado
el desarrollo y se ha an˜adido un componente de tranquilidad para no perder en ningu´n
momento datos que pudieran llevar al fracaso del proyecto.
3.7. Datos en los ana´lisis de usabilidad
Cuando se realizaron los prototipos, se penso´ en una serie de cuatro escenarios para
poder probar distintas funcionalidades del sistema con diversos usuarios y sin abusar de
su tiempo y su paciencia, de forma que los tests fueran o´ptimos para el equipo de desa-
rrollo y que las conclusiones obtenidas fueran va´lidas.
Tambie´n, debido al gran nu´mero de usuarios esperados en cada uno de los centros,
un sistema con diversos prototipos y varios escenarios daba una mayor flexibilidad para
detectar ma´s ra´pidamente errores y poder tomar mejores decisiones en cuanto al desarrollo
de algunas de las funcionalidades de la plataforma, que resultaban ser menos crı´ticas por
estar ma´s estandarizadas, no so´lo en Internet, sino tambie´n en las aplicaciones de la UPM.
El mayor problema de este tipo de ana´lisis de usabilidad es la gran cantidad de da-
tos que se recogen durante su desarrollo, ma´s au´n cuando el nu´mero de usuarios, como en
este caso, era elevado, de forma que el manejo de informacio´n era bastante tedioso.
Por ello, se penso´ en una forma ra´pida y sencilla de almacenar y categorizar toda
la informacio´n recibida por parte de los usuarios durante las entrevistas realizadas, para
poder explotarla a posteriori obteniendo datos concretos sobre el ana´lisis que ayudaran a
enfocar mejor el desarrollo de la interfaz de usuario y que pudieran, a su vez, servir en
futuros tests de usabilidad con los mismos usuarios.
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De esta forma se creo´ una base de datos que almacenara en tres tablas diferentes
datos sobre los ana´lisis de usabilidad:
Comentarios
Se almacenaban los comentarios realizados por los usuarios, identificando el usua-
rio, el prototipo, el escenario, ası´ como la fecha y el comentario realizado, que eran
introducidos en la base de datos de forma normalizada para poder realizar un mejor
tratamiento de los datos.
Sugerencias
Se almacenaban las sugerencias de los usuarios para poder tenerlas en cuenta de ca-
ra a las posibles mejoras presentes y futuras de la plataforma. Tambie´n se guardaba
el registro de la persona, la fecha y la sugerencia realizada.
Usuarios
En esta tabla se almacenan los usuarios con su nombre y el centro al que pertenecen,
ası´ como su direccio´n de correo electro´nico de contacto.
Gracias al almacenamiento de los datos e´stos se han podido explotar de una manera
ma´s eficiente, generando estadı´sticas de los comentarios ma´s repetidos por prototipo y
entre todos los prototipos, que fueran indicativos de un posible problema en el disen˜o que
condujera a una modificacio´n del mismo, o bien que mostraran que el prototipo utilizado
era ido´neo para una funcionalidad concreta.
Figura 3.8: Entrevista utilizando un prototipo de baja fidelidad
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Ası´ mismo, tras la recopilacio´n de los datos durante los tests de usabilidad de los
prototipos de bajo nivel y el desarrollo del prototipo de alto nivel, e´stos han podido ser
explotados de forma que, en las visitas a los usuarios para la realizacio´n de ana´lisis de
usabilidad con el prototipo de alto nivel, se consiguiera un mayor acercamiento y se crea-
ra un compromiso con el usuario.
Gracias a la posibilidad de evaluarle con el mismo escenario, se refuerza el ana´lisis
de la capacidad del usuario para recordar la plataforma y se abre la posibilidad de poder
analizar con el usuario los errores ma´s repetidos durante el primer ana´lisis de usabilidad
y, de esta manera, poder debatir sobre las sugerencias propuestas o los cambios realizados
por temas te´cnicos sobre el prototipo de alto nivel.
El almacenamiento de estos datos y su posterior tratamiento han resultado ser, por
tanto, un gran acierto en el desarrollo de los ana´lisis de usabilidad y ha permitido una
mejor planificacio´n de las tareas del Scrum al identificar ma´s concretamente los errores
cometidos y los puntos crı´ticos del sistema.
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Conclusiones
En este capı´tulo se muestran los problemas que se han encontrado con la adaptacio´n
de las pra´cticas a´giles propuestas en el capı´tulo 3. Tambie´n se muestran las conclusiones
de las ventajas y desventajas que ha supuesto su uso para el desarrollo del proyecto en
general y para la realizacio´n de los ana´lisis de usabilidad en particular.
4.1. Problemas encontrados
Durante el desarrollo del proyecto, como suele ser habitual, se han encontrado
mu´ltiples problemas de ı´ndole te´cnica, que no sera´n abordados en este Proyecto Fin de
Carrera, para poder analizar con una mayor profundidad los problemas encontrados debi-
dos al uso de las pra´cticas a´giles propuestas.
Se ha optado por dividir el presente capı´tulo en las mismas secciones existentes en
el capı´tulo 3, de forma que sea ma´s fa´cil identificar los problemas encontrados en cada
una de las pra´cticas concretas utilizadas.
4.1.1. Scrum
Durante la utilizacio´n de Scrum se han detectado varios problemas por lo que su
aplicacio´n no ha sido del todo completa.
Como ya se comento´ en el apartado 3.2.2, los roles planteados en esta pra´ctica no
se han seguido tal y como se muestran en su versio´n original. Como el Product Owner
se ha representado en dos grupos de personas, ha conllevado una serie de modificaciones
en su tratamiento que, de forma efectiva, ha afectado al enfoque inicial en el uso de esta
pra´ctica a´gil.
Pese a que en el planteamiento inicial el autor del Proyecto realizaba su labor en la
pra´ctica de forma objetiva evaluando y priorizando las tareas conforme el cliente indicaba,
e´ste se ha visto influido por ma´s factores a parte del propio cliente a la hora de evaluar
dichas tareas, a saber:
1. Los conocimientos te´cnicos encontrados en el desarrollo, que han hecho que el
orden de las prioridades haya variado, situando en primer lugar las que mayor riesgo
y esfuerzo de desarrollo suponı´an.
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2. Los problemas te´cnicos encontrados en alguna tarea, que han hecho que dichas
tareas perdieran prioridad respecto a otras menos importantes.
3. El entorno del equipo de desarrollo, que ha fomentado que unas tareas puedan ser
ma´s prioritarias sin serlo para el cliente, basa´ndose en el estado de a´nimo de los
miembros del equipo, si para e´stos supone realizar antes tareas ma´s co´modas de
llevar a cabo.
De esta forma, no se ha conseguido una implementacio´n fidedigna de las tareas en
el orden deseado por el cliente, sino que e´ste ha sido modificado ligeramente dentro de
unos para´metros normales que no han influido negativamente en el desarrollo del proyec-
to.
Por otra parte, no todo el equipo conocı´a inicialmente esta pra´ctica, lo que ha su-
puesto la dedicacio´n de un pequen˜o tiempo de documentacio´n y adaptacio´n a la nueva
forma de trabajo para ejecutarla exprimiendo toda su funcionalidad.
Tambie´n hay que tener en cuenta que los horarios variables de los miembros del
equipo de desarrollo, por sus obligaciones acade´micas, no han hecho posible el normal
desarrollo de las reuniones diarias para realizar la planificacio´n, y que las reuniones fuera
del puesto habitual de trabajo, cuando han coincidido con un cambio de sprint, han pro-
vocado cambios en la estructura de las reuniones realizadas.
Pese a todo esto y sin lugar a dudas, el mayor problema y a la vez la mayor virtud de
esta pra´ctica son los imprevistos. E´stos conllevan modificaciones sobre la planificacio´n,
pero gracias a su sistema iterativo de corto plazo, los cambios necesarios y la adaptacio´n
a los mismos, hacen que esta pra´ctica sea ma´s fluida que otro tipo de ciclos de vida y
pra´cticas existentes.
4.1.2. Poker planning
La te´cnica del poker planning ha sido muy u´til a la hora de cuantificar el esfuerzo
destinado a las distintas tareas planteadas.
El mayor problema encontrado en el poker planning ha sido la inexperiencia del
equipo a la hora de tomar decisiones de esfuerzo y dedicacio´n para muchas de las tareas,
bien por encontrarse con problemas complejos y que son ma´s difı´ciles de cuantificar, o
bien por la gran cantidad de inconvenientes de los nuevos campos iniciados en esta plata-
forma, que ha supuesto un reto en la planificacio´n de los mismos.
Otro problema destacado es que, dada la similaridad de los perfiles de los miembros
del equipo de trabajo, la estimacio´n de las tareas ha sido muy poco dispar en te´rminos ge-
nerales, lo que ha otorgado poca confianza en la estimacio´n de una tarea debido a la corta
experiencia en gestio´n por parte de los componentes del equipo.
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4.1.3. Pair programming
No se ha encontrado ningu´n tipo de problema asociado al uso de esta pra´ctica, sino
ma´s bien todo lo contrario. Como se explicara´ en la seccio´n 4.2.3, el uso de pair program-
ming ha sido muy positivo entre todos los integrantes del equipo de desarrollo.
4.1.4. Integracio´n continua
La integracio´n continua no se ha podido incorporar completamente, tal y como se
ha visto en el apartado 3.5, ya que no se han realizado tests unitarios automatizados que
pudieran ser incorporados al sistema de control de versiones utilizado.
Las ventajas de la realizacio´n de la integracio´n continua son evidentes gracias a
la experiencia en otros proyectos similares, si bien las limitaciones existentes dentro del
desarrollo de este proyecto han supuesto que no se pudiera hacer una integracio´n continua
al uso.
Durante el despliegue de la plataforma se han encontrado fallos debidos a la sincro-
nizacio´n de los ficheros, especialmente antes del uso de un control de versiones adecuado,
lo que ha provocado que la tarea de desarrollo se convirtiera en algo arduo y tedioso en
muchas ocasiones para poder encontrar los fallos generados sin motivo aparente.
En este caso, al realizar una integracio´n contra un servidor de pruebas realizando la
transferencia de los ficheros mediante el protocolo FTP y por la localizacio´n geogra´fica
dispersa de los equipos de trabajo, se han observado conflictos y colisiones entre los fi-
cheros incorporados a dicho servidor.
Tambie´n cabe destacar que las diferentes configuraciones de los servidores de prue-
bas y produccio´n han provocado muchos errores en la codificacio´n de las funcionalidades.
Estos errores hubieran sido difı´ciles de detectar au´n con el uso de algunas de las te´cnicas
de integracio´n continua, aunque podı´an haber sido ma´s fa´cilmente detectables con tests
unitarios y una configuracio´n homoge´nea en los distintos servidores utilizados.
4.1.5. Control de versiones distribuido
El uso del control de versiones distribuido ha sido un gran acierto para la consecu-
cio´n de los objetivos.
Au´n ası´, su uso ha provocado algu´n que otro problema, ya que la implantacio´n
inicial se realizo´ sobre una ma´quina Windows, lo que provoco´ varios problemas de sin-
cronizacio´n entre los componentes y una ardua tarea de documentacio´n para el correcto
funcionamiento del mismo.
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Adema´s, durante la sincronizacio´n de los ficheros, cada miembro del equipo des-
cargaba y volvı´a a actualizar los cambios ya realizados, con la consiguiente inefectividad
en cuanto a ancho de banda y recursos utilizados.
La migracio´n a una ma´quina en un entorno Linux del repositorio mitigo´ todos los
fallos y la sincronizacio´n ha resultado ser mucho ma´s fiable.
4.1.6. Datos en los ana´lisis de usabilidad
La recopilacio´n de los datos obtenidos durante los ana´lisis de usabilidad ha sido
otro gran acierto para la consecucio´n de los resultados obtenidos, si bien ha venido acom-
pan˜ada de un par de problemas que podrı´an subsanarse en futuros proyectos:
La introduccio´n de los datos se realizaba tras la finalizacio´n de las entrevistas y los
ana´lisis de usabilidad con los usuarios, incluso con varios dı´as de diferencia, por lo
que los datos almacenados podı´an no coincidir fidedignamente con los recogidos.
Ası´ mismo, llevaban un alto grado de subjetividad ya que cada miembro del equipo
podı´a interpretar los datos de una forma que luego era mezclada y recopilada para
evitar las posibles duplicidades.
La gestio´n de los datos se realizaba sobre una base de datos a trave´s de una plata-
forma web, por lo que los datos no pasaban ningu´n tipo de validacio´n automa´tica,
lo que ha podido provocar errores no voluntarios por parte de los miembros del
equipo. Adema´s, la visualizacio´n de los datos no era la ma´s co´moda posible, por lo
que el filtrado ha resultado ser bastante manual y ru´stico.
4.2. Puntos fuertes
A parte de los problemas encontrados en el uso de estas te´cnicas, que han sido
en su mayorı´a determinados por factores que pueden ser inherentes a este proyecto, se
han observado una serie de puntos fuertes que pueden ser aplicables a otros proyectos
similares.
4.2.1. Scrum
El punto ma´s fuerte que posee Scrum es la fidelizacio´n inmediata que se consigue
entre el cliente y su producto, ya que es el principal recurso del mismo y, por ello, se ob-
tienen todas las ventajas que e´ste puede aportar al proyecto. Esto redunda en una mayor
satisfacccio´n y mejores resultados.
Desde el punto de vista de la gestio´n del proyecto, el uso de Scrum facilita la visibi-
lidad del estado del proyecto y el ana´lisis minucioso de las tareas que faltan por desarrollar
en un sprint concreto.
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El uso del burn down es especialmente u´til para poder comprobar la viabilidad de
un proyecto dentro de los plazos establecidos, lo que permite observar visualmente la evo-
lucio´n que ha sufrido el proyecto y su proyeccio´n estimada hasta la fecha establecida.
Adema´s, las propuestas de cambio realizadas sobre el marcado de las tareas con
post-itsTM de diferentes colores, expuestas en la seccio´n 3.2.3, facilitan las labores de
revisio´n por parte del lı´der de proyecto. En este caso, es una modificacio´n fa´cilmente
escalable y modificable para cubrir distintos tipos de proyectos, de tal forma que el coor-
dinador de un equipo de trabajo pueda, en cualquier momento y de forma visual, saber
que´ impacto tendra´n en la plataforma las tareas en las que se esta´ trabajando en un mo-
mento dado pero, sobre todo, que´ personas esta´n trabajando en dichas tareas y la duracio´n
estimada total y la que le resta a cada historia de usuario.
Por otra parte, no hay que olvidarse de los sprints, que son el factor principal de la
pra´ctica Scrum, ya que, frente a otros tipos de ciclos de vida en el software, permiten una
flexibilidad de desarrollo que posibilita la realizacio´n de cortas iteraciones, logrando una
planificacio´n mucho mejor del proyecto e, indudablemente, adapta´ndose mejor al cambio
y a los imprevistos.
Todo esto hace que Scrum sea una pra´ctica muy a tener en cuenta por parte de los
lı´deres de proyectos, ya que permite que se puedan generar informes ma´s eficaces sobre
la planificacio´n y genera una mayor satisfaccio´n del cliente.
4.2.2. Poker planning
Entre los puntos fuertes destacados que se han observado del uso de la te´cnica del
poker planning, se debe destacar la adaptabilidad a nuevas tareas incorporadas en poste-
riores iteraciones, ya que el equipo ha podido realizar una mejor estimacio´n de los tiempos
basa´ndose en la propia experiencia del proyecto.
Las estimaciones realizadas teniendo en cuenta la propia experiencia del proyecto
son, en teorı´a, mucho mejores respecto a las basadas en las experiencias de cada miembro
del equipo, ya que se tienen en cuenta otros factores como el trabajo en equipo entre los
miembros y las experiencias propias relacionadas con el entorno de desarrollo.
Lamentablemente no se ha podido cuantificar en este proyecto la mejora de las es-
timaciones a lo largo del mismo debido a que no se han realizado mediciones exhaustivas
de tiempos para cada tarea.
4.2.3. Pair programming
Como se ha comentado en la seccio´n 4.1.3, el uso de la pra´ctica del pair program-
ming ha sido muy beneficiosa para la evolucio´n del proyecto.
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En primer lugar, la mayor experiencia en el desarrollo de proyectos basados en web
del autor de este Proyecto, ha servido de ayuda al comienzo del mismo para la mejor in-
tegracio´n y adaptacio´n a la forma de trabajo de cada uno de los miembros del equipo de
desarrollo, ya que ha apoyado a e´stos como guı´a en la generacio´n de nuevas funcionali-
dades.
Por otra parte, a lo largo de la ejecucio´n del proyecto y comenzando por el desa-
rrollo de los prototipos de bajo nivel, se ha mejorado la sintonı´a entre los miembros del
equipo de desarrollo gracias al uso de esta te´cnica. Adema´s, en lo referente al desarro-
llo de los prototipos, se han intercambiado diversas ideas para la generacio´n de tres tipos
bien diferenciados que han permitido un mejor ana´lisis de las necesidades de los usuarios.
Tambie´n hay que tener en cuenta que, tras la incorporacio´n de un nuevo miembro
al grupo de trabajo menos experimentado que el resto, la curva de aprendizaje de e´ste se
ha visto reducida dra´sticamente, disminuyendo su tiempo de integracio´n en el equipo, lo
que ha permitido que resultara ser muy u´til para agilizar el desarrollo de ciertas funciona-
lidades.
Por u´ltimo, hay que tener en cuenta que esta te´cnica es fundamentalmente pra´ctica
en el entorno de la codificacio´n de las distintas caracterı´sticas de la plataforma, ya que
da lugar a co´digo mejor estructurado, ma´s legible y, lo que es ma´s importante, con una
menor cantidad de errores y especialmente con un tiempo de deteccio´n y depuracio´n de
fallos mucho menor, lo que acelera el tiempo de desarrollo y asegura la mejor calidad del
producto final.
4.2.4. Integracio´n continua
Como ya se ha comentado anteriormente, las te´cnicas de integracio´n continua no
han sido implementadas en su totalidad y se basan en un subconjunto de las pra´cticas
muy poco automatizadas pero que han servido para generar un protocolo de actuacio´n en
la prueba de la implementacio´n de las tareas.
Gracias a la implementacio´n parcial de esta pra´ctica, se ha observado su potencial
y se estima que su principal ventaja es la contribucio´n a la disminucio´n de la cantidad de
errores del producto final, ası´ como a la reduccio´n considerable de su tiempo de pruebas.
4.2.5. Control de versiones distribuido
El uso de un sistema de control de versiones distribuido conlleva muchas ventajas
dentro de un entorno de desarrollo multidisciplinar y con varios equipos que cooperan por
conseguir un objetivo comu´n.
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Los sistemas de control de versiones sirven, especialmente, para llevar un completo
control sobre las distintas versiones de todos los documentos de un proyecto, no u´nica-
mente ficheros fuente y scripts de codificacio´n. Esto permite llevar un completo histo´rico
de todas las modificaciones realizadas a cada documento y, en caso de cometer algu´n error
o querer volver a una versio´n anterior, facilitar dicha marcha atra´s.
En este caso, es ma´s importante si cabe el uso de un sistema distribuido como Git
(usado en este proyecto) o Mercurial, que permita que cada persona posea una copia com-
pleta del entorno de desarrollo. Ası´, si alguno de los equipos informa´ticos sufriera algu´n
percance, se perderı´an u´nicamente las modificaciones locales realizadas por su propieta-
rio.
Adema´s de llevar un completo control de las versiones de todos los documentos del
proyecto, ha permitido realizar una integracio´n continua copiando automa´ticamente las
modificaciones a los servidores de pruebas mediante el uso del protocolo FTP, pudiendo
probar ası´ en el entorno real los cambios realizados.
4.2.6. Datos en los ana´lisis de usabilidad
El almacenamiento de forma estructurada en una base de datos de los usuarios in-
volucrados en los ana´lisis de usabilidad realizados, ası´ como de todos los comentarios
y sugerencias recibidos durante los ana´lisis de usabilidad y las entrevistas realizadas, ha
sido de gran utilidad para su posterior tratamiento.
El almacenamiento y tratamiento de estos datos ha servido para identificar varios
puntos clave para el desarrollo de Gauss:
La mejor solucio´n propuesta entre los tres prototipos presentados a los usuarios
para cada una de las pantallas de las que se compone la plataforma. Ası´, se tenı´a la
certeza de haber elegido la opcio´n mayormente aceptada.
Los fallos ma´s comunes entre los usuarios finales de la plataforma que no eran
capaces de adecuar su trabajo al disen˜o planteado por el equipo de disen˜o. De esta
forma, se han podido identificar ma´s fa´cilmente y de una manera cuantificable el
nu´mero de errores cometidos sobre una misma accio´n y se han determinado los
pasos que produjeran una mejora sustancial para disminuir su nu´mero.
Las sugerencias ma´s similares entre sı´ para poder agruparlas en conjuntos de me-
joras que llevar a cabo durante el desarrollo de los prototipos de alto nivel y del
producto, ası´ como lı´neas futuras de desarrollo mucho ma´s complejas de desarro-
llar.
Ası´, el disen˜o final de la plataforma ha sido el ma´s adecuado a los requisitos soli-
citados sin ren˜irse con la funcionalidad y el aspecto visual demandados por los usuarios
finales.
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4.3. Conclusiones generales
El uso de las pra´cticas a´giles ha supuesto un gran avance en el desarrollo de este
proyecto, debido principalmente a su adaptabilidad a los cambios, teniendo en cuenta que
los requisitos han sido muy cambiantes a lo largo de todo el desarrollo.
La definicio´n tardı´a de los requisitos definitivos, ası´ como el constante cambio de-
bido a la diversidad de planes de estudios y centros involucrados en el desarrollo de esta
plataforma, han sido claves para el e´xito de una gestio´n con pra´cticas a´giles frente a una
gestio´n con metodologı´as menos innovadoras o la adaptacio´n del proyecto a los ciclos de
vida del software tradicionales.
Esta versatilidad ha permitido que, pese a los tiempos de desarrollo tan limitados
que se tenı´an estipulados, la desviacio´n haya sido mucho menor de lo que podı´a haber
sido mediante el uso de otro tipo de te´cnicas.
Por otra parte, la posibilidad para los lı´deres del equipo de desarrollo de poder vi-
sualizar completamente el estado del proyecto y poder cuantificar cua´nto tiempo puede
restar al desarrollo en una situacio´n ideal en la que no cambiaran los requisitos, ha sido
crucial para la toma de decisiones estrate´gicas de cara a la mejora continua del producto
sin sacrificar enormemente los tiempos de desarrollo.
Cabe destacar el poco tiempo de adaptacio´n del equipo de desarrollo al ha´bito en
el uso de estas pra´cticas por ser muy fa´cilmente adaptables a pra´cticamente cualquier en-
torno de trabajo y proyecto, y por permitir la consecucio´n de resultados muy ra´pidamente,
lo cual genera un plus de motivacio´n para el equipo y para el cliente.
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Lı´neas futuras
El presente Proyecto Fin de Carrera pretende sentar las bases de futuras lı´neas de
trabajo que permitan tanto la creacio´n de nuevos Proyectos Fin de Carrera, como abrir
posibles futuras lı´neas de investigacio´n en el campo de las pra´cticas a´giles adaptadas a
proyectos con una gran carga de ana´lisis de usabilidad por ser complejos o tener unas
necesidades muy particulares en cuanto a su disen˜o.
5.1. Toma de datos
Las primeras lı´neas de desarrollo que se pueden realizar van en conjuncio´n a una
toma ma´s exhaustiva de los datos referentes al uso de estas pra´cticas a´giles. De esta for-
ma, se puede realizar un ana´lisis comparativo completo con datos reales de los tiempos
empleados en el desarrollo de proyectos que usan este tipo de te´cnicas frente a otros pro-
yectos con metodologı´as de desarrollo ma´s pesadas.
Entre los tiempos que se pueden tomar podrı´an estar los siguientes:
El tiempo total en un proyecto de similares caracterı´sticas.
El tiempo total en el desarrollo de una tarea esta´ndar que pueda ser identificable en
los distintos proyectos.
El tiempo total dedicado a reuniones de coordinacio´n a lo largo de todo el proyecto.
El nu´mero de errores encontrados en el co´digo en cada fase de desarrollo.
El tiempo medio de resolucio´n de los errores sin afectar al ciclo de vida del software
adoptado en cada proyecto.
Con la realizacio´n de esta toma de tiempos, se puede presentar un estudio objetivo
sobre la mejora real del uso de este tipo de pra´cticas y concluir si merece o no la pena su
implantacio´n en este tipo de proyectos.
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5.2. Esta´ndar de marcado de tareas
Otra lı´nea de desarrollo futura puede ser la estandarizacio´n de un sistema de mar-
cado de tareas (o historias de usuario) que permita poder obtener entre diversos proyectos
una lı´nea comu´n de marcado de las distintas caracterı´sticas a desarrollar, que ofrezcan la
posibilidad de equiparar el avance de dos proyectos totalmente distintos.
Esta estandarizacio´n podrı´a conllevar muchas ventajas a las organizaciones que
desarrollan software, gracias a que un equipo de trabajo puede iniciar un nuevo proyecto
con una estructuracio´n lo´gica y razonada de las tareas y que e´stas sean muy fa´cilmente
identificables.
Adema´s, permite que una persona cambie de proyecto en momentos puntuales
por decisiones estrate´gicas y que su adaptacio´n al nuevo entorno de trabajo sea menos
trauma´tico, permitie´ndole olvidarse de aprender y conocer el sistema de gestio´n del nue-
vo proyecto, centra´ndose u´nica y exclusivamente en el desarrollo del producto.
5.3. Implementacio´n de una plataforma de gestio´n
A pesar de la existencia de herramientas de control separadas para la mayorı´a de
las pra´cticas citadas, serı´a recomendable el desarrollo de una herramienta software que
permita la gestio´n automatizada e independiente de las tareas a realizar siguiendo las
pra´cticas y te´cnicas a´giles anteriormente descritas, para que los lı´deres de los equipos de
desarrollo pudieran aplicarlas controlando co´modamente el estado del proyecto en todo
momento.
Tambie´n podrı´a facilitar mucho la inclusio´n de distintos puntos de vista del cliente
y comentarios sobre las tareas que se desarrollan, e incluso servir de plataforma de gestio´n
de pruebas para la depuracio´n y mejora del producto que se desea obtener, facilitando la
comunicacio´n del cliente con los desarrolladores.
De esta forma, tambie´n se puede reducir la necesidad de la presencialidad del cliente
en todas las reuniones de seguimiento, pudiendo delegar sus funciones a trave´s de este
sistema automatizado de gestio´n.
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