It seems like there's yet another cloud-based text analytics Application Programming Interface (API) on the market every few weeks. If you're interested in building an application using these kinds of services, how do you decide which API to go for? In the previous Industry Watch post, we looked at the text analytics APIs from the behemoths in the cloud software world: Amazon, Google, IBM and Microsoft. In this post, we survey sixteen APIs offered by smaller players in the market.
development services using proprietary text analytics toolsets, but they are not our concern here. We're looking specifically at companies that make available toolsets that you can use to build your own text analytics applications. We're also focussing specifically on APIs whose primary purpose is to enable the construction of applications that work on text documents, such as web pages, PDF files, mail messages or tweets; there's another class of natural language processing APIs we don't consider here that is more fundamentally concerned with building interactive chatbots. There's some crossover between these two types of applications in terms of what counts as useful functionality, and in fact a few of the vendors discussed here appear to be moving their main focus to the chatbots space; but our principal concern is the processing of documents. Table 1 lists the sixteen vendors we'll look at here.
It's important to note that every text analytics vendor provides a portfolio of functionalities, and the range of services offered will likely be a key factor in your selection of toolset. For example, if you need to do both named entity recognition and summarisation, the latter requirement already narrows down your options considerably. The most important of the capabilities offered are summarised in Table 2 . This is not an exhaustive tabulation, and many of the APIs offer additional niche functionalities not listed here. It's also not necessarily the case that any two vendors who offer a specific capability mean the same thing by the terms used, and inevitably the tabulation here makes some compromises. In particular, note that the Linguistic Analysis category here is a catch-all for a wide range of functionalities: some vendors provide just part of speech tagging, a few provide some form of parsing, and a small number do open relation extraction. And just because a vendor offers a particular capability doesn't mean that they do it well. 
As in the previous post, in the rest of this article we'll focus on a single capability, namely entity recognition, since that's the one capability that is common to all vendors. 1 But even here, as we'll see, there's a lot of variety.
How to choose a named entity recognizer
There are many non-technical factors that will impact your choice of provider, such as quality of support and documentation, uptime guarantees, and of course price. Here, however, we'll focus on technical factors. So let's suppose you've decided what general text analytics capabilities you want, and this has helped you filter the candidates available. Now you want to decide which named entity recognizer best fits your needs. There are a few key criteria you might want to consider.
(1) What types of entities do you want to recognize? Almost every API returns types that correspond to the basic triad of people, places and organizations, but some offer many others.
(2) Do you need to know the positions in the text where entities are mentioned?
You'll want this, for example, if your application needs to show the identified R. Dale entities in context, whereas if your task is just filtering documents, then knowing that something is mentioned, regardless of where, may be sufficient. (3) Do you need identified entity mentions to be disambiguated via linking to some external knowledge source, such as Wikipedia or DBpedia? Table 3 shows the types identified by each API, 2 and Table 4 shows how the sixteen APIs surveyed here measure up on the other two criteria. In addition to these features, some APIs provide a numerical measure of the salience of the named entity in the document; and many also deliver some numerical measure of confidence, which may be confidence that the string identified is a named entity, that the identified string is of the specified type, or that the disambiguation link provided is correct.
You'd like to see some examples, of course. There's not enough space here to show the outputs from all the APIs mentioned, so I've selected a representative sample. Given the input sentence Jeff Bezos could be spending even more time in the nation's capital, as Washington D.C. is increasingly looking like the frontrunner to land Amazon's second headquarters, Figure 1 shows what ParallelDots provides; this is typical of the simpler outputs. Figure 2 gives a flavour of a more complex result as provided by Ambiverse; and Figure 3 shows the results provided by TextRazor.
How well do they work?
Again, just because a vendor claims to detect entities of such-and-such a type doesn't mean they do it well. A proper evaluation is beyond the scope of this post; there are just too many variables and too many idiosynracies in requirements across use cases for a simple quantitative evaluation to make sense. But you'd certainly want to do thorough testing before making a hard-to-reverse decision about which vendor to choose. My own anecdotal testing of all the APIs listed here suggests performance varies quite significantly, so there's no shortcut around building a test set appropriate to your requirements and seeing how the APIs handle it.
Fortunately, all the vendors here offer either a free tier of usage, sometimes with quite generous call quotas, or a free trial period, so it's not hard to get a feel for how well these APIs perform. Each provides a fairly standard sign-up process via which you create an account and are provided with authorisation credentials; all the vendors provide either a RESTful API that you can use with the appropriate libraries for more or less any programming language, and/or an API wrapper that makes life easy in some particular languages.
The bottom line
So, as you'd expect, the best API for you depends on a number of factors: Is the provided documentation and support adequate for your needs? Does the API provide the functionalities you need, and at a performance level you're comfortable with? And, of course, the price needs to be acceptable-again, there's quite a remarkable variation across the usage costs of the APIs we've looked at here; see the web sites listed in Table 1 for up-to-date information. {"entities": [ {"name": "Amazon", "confidence_score": 0.932977, "category": "group"}, {"name": "Jeff Bezos", "confidence_score": 0.963707, "category": "name"}, {"name": "Washington", "confidence_score": 0.953752, "category": "place"}] } {"matches": [ {"charOffset": 0, "charLength": 10, "text": "Jeff Bezos", "entity": {"id": "http://www.wikidata.org/entity/Q312556", "confidence": 1.0}}, {"charOffset": 72, "charLength": 15, "text": "Washington D.C.", "entity": {"id": "http://www.wikidata.org/entity/Q61", "confidence": 0.9170702374574355}}, {"charOffset": 141, "charLength": 6, "text": "Amazon", "entity": {"id": "http://www.wikidata.org/entity/Q3884", "confidence": 0.1550813585138788}}], "entities": [ {"id": "http://www.wikidata.org/entity/Q61", "name": "Washington, D.C.", "url": "http://en.wikipedia.org/wiki/Washington%2C%20D.C.", "type": "LOCATION", "salience": 0.3444641035427783}, {"id": "http://www.wikidata.org/entity/Q3884", "name": "Amazon.com", "url": "http://en.wikipedia.org/wiki/Amazon.com", "type": "ORGANIZATION", "salience": 0.2007263161218188}, {"id": "http://www.wikidata.org/entity/Q312556", "name": "Jeff Bezos", "url": "http://en.wikipedia.org/wiki/Jeff%20Bezos", "type": "PERSON", "salience": 0.9062320200194232}] } https://www.cambridge.org/core/terms. https://doi.org/10.1017/S135132491800027X Downloaded from https://www.cambridge.org/core. IP address: 54.70.40.11, on 20 Jan 2020 at 02:03:33, subject to the Cambridge Core terms of use, available at
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