




















con  fines académicos, no  comerciales  y mencionando expresamente a  sus autores,  tanto  la 
propia memoria, como el código, los contenidos audiovisuales incluso si incluyen imágenes de 
los autores, la documentación y/o el prototipo desarrollado durante el curso académico 2013‐




























En  los  últimos  años  los  videojuegos  independientes  han  obtenido  un  crecimiento  sin 
precedentes,  tanto  en  número  de  desarrollos  como  en  volumen  de  ventas  dentro  de  la 





presente  proyecto,  se  optó  por  Unity  usando  el  lenguaje  de  programación  C#  por  varias 
razones,  las  principales  han  sido:  ofrece  una  curva  de  aprendizaje  que  resulta  satisfactoria 




que  uniera  los  géneros  RTS  y MOBA  haciendo  uso  de  una  jugabilidad  asimétrica,  esto  es, 
uniendo las jugabilidades de ambos géneros en una misma partida pero sin mezclar mecánicas, 











sistema  de  navegación  y  pathfinding  de  Unity  y  se  han  implementado,  entre  otras  cosas, 
múltiples formas de selección de unidades, un algoritmo de elección de múltiples destinos, un 
complejo  algoritmo  de  cálculo  de  distancias  para  evitar  el  costoso  uso  de  físicas,  y  el 
comportamiento de  las distintas unidades de cada  raza y sus correspondientes edificios. Por 
otro  lado,  la  implementación  del MOBA  se  ha  enfocado más  en  las  habilidades  y  ataques 
básicos, ya que son más complejos que los de las unidades RTS. 
En  otros  aspectos  más  generales,  se  han  trabajado  con  shaders  Cg/HLSL,  con 
herramientas que ofrece Unity como el sistema de partículas y el motor de físicas. También se 
han  utilizado  herramientas  que  extienden Unity  como NGUI  para  crear menús mucho más 
eficientes, y sobre todo Photon, que ofrece un servicio de gestión de partidas online, para una 





In  recent  years,  independent  games  have  gained  unprecedented  growth,  both  in 
number of developments and in sales volume within the electronic entertainment industry. All 
reviews  usually  agree  in  two  key  points:  the  global  growth  of  this  industry  and  the 
development  of  new  tools  that  simplify  many  factors  involved  in  the  development  of 
videogames.  
The  clearest  example  of  these  tools  are  the  videogame  commercial  development 
environments such as CryENGINE, UDK, o Unity. From all these alternatives for this proyect we 
chose Unity,  using  the  programming  language  C#. We  did  this  for many  reasons,  the main 
reasons  are:  it offers  a  learning  curve  that  is  satisfying  from  the beginning,  there  is  a  large 
volume  of  official  documentation  (both  Unity  and  C#)  and  the  existence  of  a  large  users 
community from this internet tool, offering a wide range of solutions for any problems. 
Of all alternatives, we chose to develop a videogame that joins the RTS and MOBA genre 
making use of the asymmetric gameplay, that  is,  joining the gameplay of both genres  in one 
same game but without mixing the mechanics. This way the player can chose to play one way 
or the other creating a concept that never existed before. The RTS genre (Real Time Strategy) 
is  successful  since  the early nineties and  the MOBA genre  (Multiplayer Online Battle Arena) 




control,  etc.  In  the RTS mode we worked with  the navigation  and pathfinding  system  from 
Unity  and we  have  implemented,  among  other  things, multiple  forms  of  unit  selection,  an 

















sido  nuestro  profesor  en  Laboratorio  de  Programación  de  Sistemas  y  en  Ingeniería  del 
Software  y  ha  sido  tanto  un  profesor  simpático  y  cercano  como  exigente  y  bueno  para 





Jacobo  Estévez  Arias,  David  Vortrefflich  Pérez  y  Fernando Marco  Figueroa,  estudiantes  del 
Grado en Diseño y Desarrollo de Videojuegos de ESNE, ya que desde el principio han trabajado 
muy duramente en la parte artística de este proyecto. También, queremos agradecer su ayuda 
al  final  del  proyecto  a  Luis  Álvarez  Castañón,  Luis  Suárez  Álvarez  y  Santiago  Rico  Bayón, 
estudiantes del Grado en Diseño y Desarrollo de Videojuegos de ESNE. 
También,  por  supuesto,  queremos  dar  las  gracias  a  nuestros  padres,  que  nos  han 
ayudado desde pequeñitos  a  formarnos  como personas  y nos han motivado  y,  sobre  todo,  




más  complicados  de  la  carrera  y  habernos  soportado  en  momentos  tan  decisivos  y 
desquiciantes como son los exámenes de esta complicada carrera universitaria. 
Para  finalizar, queremos dar  las gracias a  la Facultad de  Informática de  la Universidad 
Complutense  de  Madrid,  a  nuestros  profesores  y  compañeros  de  carrera  por  habernos 
acompañado  curso  tras  curso;  y  a  los  trabajadores  de  la  facultad  con  los  que  hemos 





































































































































































































































































































































habido  un  gran  crecimiento  en  el  número  de  videojuegos  desarrollados  de  forma 
independiente, es decir, sin la financiación de grandes editores o publishers. 
Un buen ejemplo de este  interés creciente, se vive en  la Facultad de  Informática de  la 
Universidad Complutense de Madrid, donde cada vez más estudiantes se aventuran a realizar 
videojuegos para las asignaturas de prácticas de programación, o de Ingeniería del Software y, 
cómo  no,  como  proyecto  de  Sistemas  Informáticos  suponiendo  un  colofón  al  final  de  una 
carrera tan exigente como es Ingeniería en Informática. 
Un  ejemplo  de  este  tipo  de  estudiantes  somos  los  que  hemos  realizado  el  presente 
proyecto,  cuyo  germen  se  gestó  durante  el  pasado  año  gracias  al  haber  participado  todos 
juntos en el mismo grupo en  la asignatura de  Ingeniería del Software, desarrollando,  con  la 
ayuda  de  los  profesores  Dr.  Federico  Peinado  Gil  y  Dr.  Samer  Hassan,  un  videojuego 
matamarcianos  de  nombre  Project_Chandra1  con  la  tecnología  XNA  de  Microsoft.  Según 
avanzaba el proyecto de esta asignatura, teníamos la intención cada vez más fuerte de realizar 




Fernando  Rubio  Diez  ofreció  su  visto  bueno  y  comenzó  el  desarrollo  de  este  proyecto 
combinado por dos grupos de tres personas. 
Aunque la mayoría de las industrias, incluida la del videojuego, se ha visto afectada por 
una  situación  de  recesión,  esta  última,  a  la  que  nos  acercamos,  muestra  un  crecimiento 
significativo y la mayoría de las compañías siguen mostrando beneficios y buenos datos sobre 
ventas  en  el mercado.  Esto  es,  en  parte,  gracias  al  aumento  de  nuevas  oportunidades  de 
negocio debido a la irrupción de modelos de negocio como el freeToPlay, en el que se ofrece el 
juego sin coste para el jugador y se consigue recaudar gran cantidad de dinero gracias, tanto a 
la  venta de  complementos para el propio  juego,  como a  la gran aceptación de público que 
acaban consiguiendo. Dichos datos son un aliciente para nuestra decisión de afrontar el reto 
de  desarrollar  un  videojuego  con  una  futurible  visión  comercial,  ya  que  tomando  como 










una comunidad tan amplia, permite obtener grandes beneficios de  forma distinta a  la  forma 
clásica de venta de juegos. 
Más  allá de este hecho, por  afición,  gusto o  atracción  a nivel personal o  grupal, esta 
industria del videojuego nos aporta suficiente motivación para pretender sumergirnos en ella. 
La decisión del modo de  juego derivó de nuestros propios gustos  y del  conocimiento 
actual de esta  industria. A nivel personal y grupal  la  idea de mezclar dos modos de  juego tan 
atractivos, ya no sólo para nosotros, sino para la comunidad gamer en general, fue una de las 












estructura de trabajo y ha producido un aumento en el  interés de adentrarse en  la  industria 
del videojuego. Además ha  resultado de  impulso el hecho de que el Ministerio de  Industria, 
Energía y Turismo publicó recientemente el  lanzamiento de ayudas al sector del videojuego y 
adelantaron que se abriría la convocatoria de ayudas. Este es el resultado del cumplimiento de 
uno  de  los  compromisos  recogidos  en  el  Plan  de  Impulso  de  la  Economía  Digital  y  los 
Contenidos  Digitales  integrado  dentro  de  la  Agenda  Digital  para  España  aprobada  por  el 
Consejo de Ministros en febrero de 2013. Así mismo, se espera que el resultado final satisfaga 
las necesidades del sector y conseguir el mayor impacto de las ayudas. 





los objetivos a  cumplir durante el proyecto. Principalmente  se  fijó  tener a  final de  curso un 
nivel jugable entre cuatro jugadores, divididos en dos equipos, y comprobar el resultado de la 
unión innovadora entre los modos MOBA y RTS.  











personas  muy  numeroso  y  entre  las  cuales  tiene  que  haber  gente  dedicada  al  apartado 
artístico;  por  esto,  durante  el  proceso  de  desarrollo  han  trabajado  dos  grupos  de  dos 
universidades diferentes, uno del Grado en Desarrollo de Videojuegos de ESNE encargado del 
Arte del videojuego, y otro de  Ingeniería en  Informática de  la Facultad de  Informática de  la 
Universidad Complutense de Madrid, encargado de la implementación del videojuego. La idea 







grupo  ha  estado  documentando  la  presente  memoria  y  otro  grupo  una  memoria  sobre 







optó  por  un  videojuego  de  género  RTS  porque  se  pensaba  que  gracias  a  su  característica 




Tras  esta  decisión,  se  llevó  a  cabo  un  estudio  del  estado  del  arte  de  los  videojuegos 
pertenecientes a ambos géneros. Este estudio, se encuentra en la otra memoria desarrollada a 
lo  largo  de  este  proyecto  sobre  Ingeniería  del  Software  y  Diseño  del  Videojuego  (Cuesta 




juegos donde  se maneja una  civilización,  y que poseen  características  tan  variadas  como  la 
utilidad de los recursos y las diversas funcionalidades de unidades y construcciones. 
Los MOBA, o Multiplayer online battle arena, aparecieron como subgénero de  los RTS, 
pero  cambiando  elementos  tan  fundamentales  como  la  cámara  o  el  control  único  de  una 

























este proyecto en el género RTS  son WarCraft  III y StarCraft 2, en  los que existe una unidad 






mercado  que  combine  estos  dos  géneros  de  manera  asimétrica,  esto  es,  sin  mezclar  las 
mecánicas de ambos en una sola jugabilidad, sino manteniendo ambas y permitiendo a varios 
jugadores jugar de diferente manera en una misma partida. 






Uno de  las puntos más  importantes a  la hora de desarrollar un videojuego es el que se 
reproduce en el Documento de Diseño del Videojuego, donde se expone la perfecta definición 
del comportamiento del videojuego, como mecánicas jugables, tipos de cámara, unidades que 
aparecerán,  etc.  Los  géneros MOBA  y RTS  tienen  una  gran  cantidad  de mecánicas  jugables 
diferentes, por  lo que este punto es primordial para el buen  funcionamiento y evolución del 
proceso de desarrollo del proyecto durante el curso. 
Para  esta  función,  se  desarrolló  un  detallado  documento  de  diseño  del  videojuego, 
conocido por las siglas GDD (del inglés Game Design Document), que ha servido de guía tanto 
para  preparar  la  producción  del  videojuego,  como  para  realizar  el  diseño  software  de  las 
diversas funcionalidades que se han desarrollado, convirtiéndose en una pieza fundamental de 




















jugabilidad,  sino  que  se  incluyen  las  dos  jugabilidades  de  forma  simultánea  en  una misma 
partida del  juego. Esto es así ya que el videojuego está totalmente enfocado al multijugador 
online de manera que equipos formados por parejas de jugadores se enfrentan en una arena, y 




De  esta  forma  se mezclan  elementos  cooperativos  y  competitivos  de  ambos  géneros 
(asistirse entre  jugadores del mismo  equipo  y  juntos  lograr  así derrotar  al equipo  contrario 






















resulta  de  vital  importancia  su  defensa,  ya  que  esta  es  única  y  cuando  se 
destruye se pierde la partida. 






 Torretas  neutrales:  al  comienzo  de  una  partida,  por  el  nivel  se  encuentran 





persona, pudiendo  ver el mundo que  tiene  frente  a él mismo. El  control  sobre el héroe  se 
  8	
realiza  con  las  teclas W  (movimiento  hacia  delante),  A  (movimiento  hacia  la  izquierda),  S 
(movimiento hacia la derecha) y D (movimiento hacia atrás). 
El jugador que controla al héroe cuenta con las siguientes opciones jugables: 
 Uso  de  habilidades:  accesibles  con  las  teclas  numéricas  1,  2  y  3.  Pueden  ser 
habilidades  mágicas  o  físicas  gastando  su  correspondiente  en  mana  o 
adrenalina. 
 Uso de  ataque básico  simple, doble o  triple  (encadenado): pulsando  el botón 
izquierdo del ratón realiza el ataque básico; si se mantiene pulsado desencadena 
un ataque básico doble o triple dependiendo del tiempo que esté presionado. 
 Recoger  tesoros  y  obtener  recompensas:  durante  la  partida,  el  héroe  puede 





Hay  diversos  motores  3D  para  el  desarrollo  de  videojuego,  como  Unity,  UDK  4  o 
CRYENGINE.  Se  recomienda  consultar  la  memoria  sobre  Ingeniería  Software  y  Diseño  del 




código en  tiempo de ejecución, Photon Network para simplificar  la  lógica del  juego en red y 
NGUI para el diseño e implementación de la interfaz de usuario del juego. 
En este capítulo se hace una breve aproximación a estas tecnologías, haciendo hincapié 




Unity  es una  interfaz  gráfica  en 3D que  sirve de herramienta para  crear  videojuegos, 
aplicaciones  interactivas,  visualizaciones  y  animaciones  en  3D  y  tiempo  real.  Unity  puede 
implementar contenido para múltiples plataformas. El editor de Unity es el centro de  la  línea 
de  producción,  ofreciendo  un  editor  visual  para  crear  juegos.  El  contenido  del  juego  es 
construido  desde  el  editor  y  ejecución  o  gameplay,  pero  fundamentalmente  a  través  de  la 




carpeta con  los archivos necesarios, donde se  indicará  los paquetes que contendrá el mismo. 








Las  escenas  pueden  visualizarse  en  una  de  las  ventanas  aportadas  por  Unity,  allí  es 
donde se puede observar y ejecutar cómo va quedando el proyecto. El proyecto además no 









El  editor  de Unity  es  clave  dentro  de  la  herramienta,  ya  que  representa  uno  de  sus 
elementos más  importantes y más diferenciadores frente a otros motores o herramientas de 
creación  de  videojuegos,  gracias  a  su  amplitud,  versatilidad  y  generosas  opciones.  A 




El  panel  izquierdo  del  navegador muestra  la  estructura  de  las  carpetas  del  proyecto. 
Cuando  se  selecciona una  carpeta de  la  lista,  su contenido  se mostrará en el panel a  la 
derecha. Los archivos  individuales se muestran como  iconos que  indican su  tipo  (scripts, 





















La  vista de escena es una  ventana  con  carácter  interactivo que permite  seleccionar  y 
posicionar  (mover,  rotar,  escalar)  el  jugador,  la  cámara,  los  enemigos,  y  todos  los  demás 
GameObjects  de  la  escena  actual. Maniobrar  y manipular  los  objetos  dentro  de  la  vista  de 






cámara,  que  también  permite modificar  rápidamente  el  ángulo  de  visión.  Cada  uno  de  los 









En  la  creación  de  juegos  se  coloca  una  gran  cantidad  de  objetos.  Unity  nos  ofrece 



















scripts,  sonidos,  otros  elementos  gráficos,  etc.  El  Inspector muestra  información  detallada 
acerca  de  todos  estos  componentes  que  tiene  el GameObject  seleccionado,  incluyendo  sus 
propiedades. Aquí  se puede modificar/configurar  la  funcionalidad de  los GameObjects en  su 
escena. 
Cualquier propiedad que  se muestra en el  Inspector puede modificarse directamente, 
incluso  las  variables de proceso  se pueden  cambiar  sin modificar el propio  script.  Se puede 
utilizar el  Inspector para cambiar el valor de  las variables en tiempo de ejecución para hacer 
pruebas. 








 DralienController:  script que  contiene el  código  con el  comportamiento de  las 
arañas.  Aquí  se  aprecia  cómo  el  diseñador  puede  modificar  el  valor  de  los 
atributos públicos de la clase, en este caso TimeToSearchForNextDest que indica 
la  frecuencia  (en  segundos)  con  la  que  la  araña  busca  un  nuevo  destino,  y 
DistanceToNextDest  que  representa  la  distancia máxima  a  la  que  la  araña  se 
desplazará  en  el  siguiente movimiento. Gracias  al  editor  de Unity  se  pueden 




 Capsule  Collider:  componente  físico  que  permite  a  las  arañas  interactuar 
físicamente con el escenario (ver apartado sobre Física en Unity 4.a.iv). 
ii. Arquitectura	por	componentes	
Los  componentes  son  la base de  los objetos y  comportamientos en un  juego. Son  las 
piezas  fundamentales  y  funcionales  de  cada  GameObject.  Así  mismo,  ofrecen  un  servicio 
predefinido y pueden comunicarse con otros componentes. En otras palabras, podría decirse 
que un componente es un objeto definido de acuerdo a unas especificaciones. No importa qué 
especificación  sea,  siempre  que  el  objeto  adquiera  una  funcionalidad.  Solo  cumpliendo 
correctamente  con  esa  funcionalidad  este  objeto  se  convierte  en  componente  y  adquiere 
características como la reutilización. 
Un GameObject es un contenedor para muchos componentes diferentes. Por defecto, 
todos  los  GameObjects  automáticamente  tienen  un  componente  de  transformación 
(Transform), que determina la posición en el mundo del GameObject, además de su rotación y 
su escala en  los 3 ejes. Sin un componente de  transformación, el GameObject no  tendría un 
lugar en el proyecto (ver apartado sobre Física en 4.a.iv). 
Se pueden agregar cualquier tipo de componentes a un GameObject. Esta es una de las 
bases  de  Unity,  ya  que  se  pueden  crear  distintos  componentes  de  forma  individual  y 
autoritaria, y únicamente agregarlos a un GameObject para dar esa funcionalidad. Se pueden 
adjuntar  cualquier número o  combinación de  componentes  a un  solo GameObject. Algunos 
componentes funcionan mejor en combinación con otros.  
Entre los distintos tipos de componentes se encuentra algo tan accesible y directo como 
luces,  cámaras,  componentes  físicos, etc. pero  también aparecen  componentes que pueden 
crearse y modificarse por  los programadores, como texturas, materiales, shaders, scripts, etc. 
que aportan una variabilidad que permite conseguir la funcionalidad y aspecto deseado. 
Además,  Unity  permite  activar  o  desactivar  e  incluso  enlazar  o  eliminar  nuevos 
componentes  en  un  GameObject  en  tiempo  de  ejecución,  lo  que  dota  al  motor  de  una 








 Comienzo:  las funciones que se encuentran dentro de esta zona se  llaman cuando 
se inicia la escena, y se hace una vez por cada objeto que haya. 
 Actualización:  cuando   se hace  la  lógica del  juego   y  las  iteraciones, animaciones, 
posiciones de  la cámara, etc, hay una  serie de eventos diferentes que  se pueden 
usar.  Lo más  común  es  realizar  todas  las  tareas  dentro  de  la  función  Update(), 
aunque también hay otras funciones que se pueden usar. 
 Renderizado:  las  funciones  que  se  encuentran  en  esta  zona  se  llaman  cuando  la 
escena se renderiza. 
 Corrutinas:  las actualizaciones de  las  corrutinas normales  se ejecutan después de 
que la función Update termine. Una corrutina es una función que puede suspender 
su ejecución (yield) hasta que la instrucción yield termine. 




estado  de  pausa,  normalmente  de  forma  efectiva  entre  las  actualizaciones  de 




 FixedUpdate: A menudo  es  llamado  con más  frecuencia que Update().  Se puede 
llamar  varias  veces  por  frame  si  la  velocidad  de  frame  es  baja,  y  puede  no  ser 
llamado si  la velocidad de frame es alta. Todos  los cálculos y actualizaciones de  la 
física ocurren después de esta función. Cuando se aplican cálculos de movimiento 
dentro de FixedUpdate() no se necesita multiplicar los valores por deltaTime porque 











Update().  Algunos  cálculos  que  se  realizan  en  Update()  se  completan  cuando 
LateUpdate()  empieza. Un  uso  común  para  esta  función  es  el  seguimiento  de  la 
cámara en tercera persona. Si el personaje se mueve y gira dentro de Update(), se 




 OnPreCull: El culling determina qué objetos  son visibles para  la cámara. Se  llama 
justo antes de que el culling tenga lugar. 
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se  haya  completado  para  permitir  el  procesado  posterior  de  las  imágenes  de  la 
pantalla. 
 OnGUI: Se  llama varias veces por  frame en  respuesta a eventos GUI. Los eventos 








que  todas  las  funciones  de  Update  hayan  sido  llamadas  en  el  frame 
correspondiente. 
 yieldWaitForFixedUpdate():  Continúa  después  de  que  todo  el  FixedUpdate  haya 
sido llamado en todos los scripts. 
 yield WWW: Continúa después de que una descarga WWW se haya completado. 
 yield  StartCoroutine(MyFunc):  Bloquea  la  corrutina,  y  espera  a  que  la  corrutina 
MyFunc termine primero. 
Cuando	el	objeto	es	destruido 
 OnDestroy: Esta función se  llama después de  la última actualización del frame del 
último  objeto  existente.  El  objeto  puede  ser  destruido  en  respuesta  a 
Object.Destroy o al cerrar una escena. 
Cuando	se	sale 
 OnApplicationQuit: Esta  función se  llama en  todos  los objetos del  juego antes de 
salir de  la aplicación. En el editor se  llama cuando el usuario detiene el playmode. 
En el web player se llama cuando el visualizador web se cierra. 




















Como  se  ha  dicho  anteriormente,  hay  que  tener  en  cuenta  que  las  corrutinas  se 
ejecutan después de todas las funciones Update. 
iv. Física	
Unity  contiene  el  potente  motor  de  físicas  PhysX  de  NVIDIA.  Este  apartado  se  ha 







































































En  el  caso  de  que  se  quiera  comprobar  que  han  colisionado,  en  el  componente  del 
collider  la  pestaña  IsTrigger  tiene  que  estar  activada.  Además,  para  que  funcione 
















haya  un  colisionador  dentro  del  área  de  efecto,  el  cual  es  el  parámetro  de 
entrada de dicha función. Al igual que la anterior, no devuelve ningún valor. 
 OnTriggerExit(Collider): Por último,  esta  función  es  llamada una  sola  vez 









































5. Por último  se  le añade  la  fuerza al objeto en  cuestión. Para esto,  lo mejor es 
crear un objeto Vector3 que sea la dirección (un vector dirección), normalizarlo 























todos  los minions  cercanos.  Los minions  no  tienen  Rigidbody  ya  que  ralentizaría mucho  el 
juego y además no es absolutamente necesario.  
En el siguiente recuadro se muestra el uso de  las fuerzas sobre el ejemplo comentado. 














































del  ataque,  se  le  añade  un  componente  RigidBody  necesario  para  la  física  y  se  alteran  los 
atributos  de  este  componente  para  que  la  función  AddForce  aplique  su  efecto  de manera 




aspecto visual que muestran  los objetos en el  juego  (ver Figura 4.12).  Incluyen  texturas y/o 
colores acompañados de un shader que determina cómo se representan estos en una malla o 
sprite  (ver apartado  siguiente 4.a.v.2), por  lo que  sin ningún  tipo de material no  se pueden 
visualizar  estos  componentes,  y  en  el  juego  el  GameObject  aparecería  como  una  simple 
mancha (normalmente negra o rosa). 
Entre  las  características  o  propiedades  fundamentales  y más  utilizadas  de  cualquier 
material encontramos el propio shader, el color principal (main color) y la base. 
Dentro  del  editor  de Unity,  resulta muy  sencillo modificar  un material  en  base  a  los 
atributos  usados  en  el  shader  del  que  hace  uso.  Para  las  texturas,  se  permite modificar  el 
tileado de ésta (el número de veces que se repite la textura) tanto a lo ancho, como a lo alto y 
su  desplazamiento  (u  offset).  Para  atributos  numéricos  del  shader,  se  puede  establecer  su 
valor, especificando el número, o mediante un slider. Y para colores, Unity ofrece varios modos 
de paletas de color para seleccionar uno. 



















forma  de  sprite,  para  crear  reflejos  sobre  ellas,  detalles  de  su  luz  y  controlar  de  forma 
específica los parámetros de la textura, teniendo un total control sobre ella. 
Existen otras propiedades, como el modo Wrap, en el que se puede configurar cómo se 






son  colecciones  de  imágenes  dehttp://es.wikipedia.org/wiki/Gr%C3%A1ficos_rasterizados 
mapas  de  bits  que  acompañan  a  una  textura  para  aumentar  la  velocidad  de  renderizado. 
Gracias a esta técnica (Mipmapping) se evita en gran medida el aliasing que ocurre cuando el 




Por último,  se puede  aumentar  la  calidad de  la  textura durante  la  visualización de  la 
textura en un ángulo pronunciado. Esta propiedad  (Aniso Level) es muy útil para  las texturas 














Otros  tipos de mapeados muy utilizados son el mapeado de  iluminancia  (para objetos 











El  shader  es  el  programa  gráfico  que  determina  aspectos  y  características  como  el 
sombreado  específico  que  se  aplica  al  material,  reflejos,  apariencia  metálica,  imagen 







la  información que  indica el tipo de propiedades a utilizar y  los materiales permiten ajustar y 





que  se ejecutan en  la GPU por vértice de una malla 3D) y pixel  shaders  (programas que  se 
ejecutan en la GPU por cada pixel de la pantalla). 
Una de las características principales de los shaders es que definen las propiedades que 





categorías:  Normal  (texturas  opacas),  Transparent  (texturas  parcialmente  transparentes), 





conseguir  otros  fines más  específicos,  como  son:  FX  (iluminación  y  efectos  de  agua),  GUI 
(visualización de  la  interfaz gráfica de usuario), Nature  (árboles y  terreno), Particles  (efectos 
del  sistema  de  partículas),  Render  FX  (efectos  de  cielo),  Toon  (representación  de  dibujos 
animados). 
vi. Sistemas	de	partículas	



















  Por  último,  también  encontramos  un  componente  de  colisión,  añadible  de  forma 
















permiten  aportar dinamismo en  la emisión de partículas. En particular, permiten  cambiar o 








El  componente  correspondiente  es  Renderer  Animator.  Todo  sistema  de  partículas 
requiere representadores de partículas que se mostrarán en la pantalla y que favorecen a una 
aceptación visual adecuada al contexto que se encuentre. 
En este apartado  se puede añadir un material a  cada una de  las partículas, así  como 





El  componente  correspondiente  es World  Particle  Collider.  Aquí  se  pueden  controlar 
todas las posibles características de un choque entre una partícula y cualquier posible objeto. 
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Es posible especificar  la aceleración o deceleración de una partícula  tras una  colisión, 
controlar si la partícula debe ser eliminada porque pierda cierta cantidad de energía y cuál es 






Para  la  realización de un  videojuego RTS es  imprescindible un  sistema de pathfinding 
(sistema de búsqueda de  caminos). Éste usa una malla de navegación  (Navigation mesh),  la 
cual  de  ahora  en  adelante  se  nombrará  de  la  forma  en  que más  se  le  conoce:  Navmesh; 
además se usarán  los  términos Navmesh agent para obstáculos móviles y off‐mesh  link para 
enlaces entre diferentes navmesh. 
Este  sistema  es  absolutamente  necesario  para  muchos  tipos  de  videojuegos,  y  en 
especial  para  videojuegos  RTS,  ya  que  se  desarrollan  en  escenarios  con múltiples  agentes 
móviles  o  unidades  que  tienen  que  desplazarse  sorteando  obstáculos  para  llegar  desde  un 
origen  hasta  un  destino  marcado  de  forma  que  no  se  choquen  con  ninguno  de  estos 
obstáculos y eligiendo un camino determinado (el más corto a ser posible). Para esto se hace 
necesario desarrollar una  lógica de  control para que  las unidades puedan  tomar  la decisión 
correcta  en  cuanto  al  camino  que  tienen  que  tomar,  haciéndose  así  necesario  saber  qué 
puntos son transitables y cuáles son los caminos posibles desde el punto origen al destino. 
Unity implementa desde la versión 3.5 un sistema de pathfinding en el propio editor del 
programa19,  simplificando  muchísimo  la  programación  de  este  tipo  de  sistemas  para 
videojuegos.  Al  principio  se  optó  por  estudiar  varios  sistemas  distintos,  y  aunque  todos 
coincidian  en  usar  algoritmos  A*  para  la  búsqueda  de  caminos,  todos  divergían  y  se 
complicaban a  la hora de generar  la malla de navegación (en algunos se generaba en tiempo 
de ejecución y en otros era necesario establecerla préviamente), sin embargo, tras estudiar la 







de  un  sistema  de  Pathfinding,  ya  que  define  una manera  de  representar  qué  partes  son 
transitables y qué partes no  lo son. Ésta, en Unity, es conocida como NavMesh y sólo se crea 
una vez y  se guarda, de  tal  forma, que  si  se mete algún obstáculo nuevo que no  se vaya a 








 Objects:  en  este  menú  se  encuentran  las  opciones  sobre  navegación  que  tiene 
cualquier objeto de la escena. 
o Navigation Static: para marcar si el objeto se incluye en la malla. 
o OffMeshLink Generation: para  indicar  si el objeto debe de  tenerse en cuenta 
para generar los saltos entre mallas. 












o Max  Slope:  establece  el umbral donde una  rampa del  suelo  se  convierte  en 
muro y deja de ser transitable. 




NavMesh  gracias  al  uso  de  capas  en  esta,  por  ejemplo,  partes  donde  el 
desplazamiento  sea más  costoso, más  lento,  o  sea más  o menos  aceptable  bajo 
determinadas  circunstancias.  En  esta  pestaña  se  pueden  seleccionar  las  capas  y 
seleccionar su configuración. 
Funciones:	





















































Los  GameObjects  que  van  a  desplazarse  por  el  terreno,  por  la malla  de  navegación, 
necesitan tener un componente Navmesh Agent que es el encargado de buscar los caminos de 
la malla y controlar los movimientos del personaje.  


































































obstáculo  a  evitar  por  los  personajes  que  tienen  el  componente Navmesh Agent,  tienen  el 
componente Navmesh Obstacle. Este consta de un radio (Radius) y altura (Height) para definir 
el volumen del GameObject en cuestión, umbral de movimiento (Move Threshold) que es un 














hay que  seleccionar el  suelo e  ir  a Navigation  (se puede  encontrar en Window → 
Navigation): 
o Hay 3 pestañas:  












Se pulsa en el botón Bake (no en  la pestaña) y se generarán  los  links como en  la figura 


























proceso  inicial de estudio del  lenguaje, y a esto ha sido de gran ayuda el  libro Learning C# by 





Hay  otros  lenguajes  que  se  pueden  usar  en  Unity  para  implementar  los  proyectos 
software,  como  por  ejemplo  UnityScript  y  Boo.  Ahora  bien,  los  más  utilizados  son  C#  y 













Las  reglas  de  codificación  son  específicas  en  C#:  este  es  un  lenguaje  estrictamente 
tipado y mientras se escribe código Unity   es capaz de encontrar errores  inmediatamente. En 













































Para  integrar  la  interfaz NGUI  en  el  proyecto  se puede descargar de  la Asset  Store  e 
importarla directamente en el proyecto. En este proyecto se ha usado la última verisón ya que 
esta va a  ser  incluida en  la versión 4.5 Unity. Cuenta con  suficientes escenas montadas  con 
ejemplos  de  uso  así  como  documentación  al  respecto  para  construir  tu  interfaz  en  pocos 
pasos. 




Como  se  puede  ver  en  la  figura  anterior  el  nuevo  boton  ofrece  opciones  para  crear 





















Photon Network es una plataforma de  conexión para  videojuegos en  tiempo  real, de 
acceso  gratuito  hasta  cien  conexiones  simultáneas.  Proporciona  una  interfaz  para  su  uso  y 
software  ejecutable  para  crear  conexiones  locales. De  necesitar más  instancias  dispone  de 
unas tarifas por uso durante distintos periodos de tiempo.  
Tiene  especial  interés  en  este  proyecto  debido  a  que  la  herramienta  Unity  tiene 
integración con Photon Network y tutoriales disponibles para cualquier usuario. 
Configuración	en	el	proyecto	
Para  integrar  Photon Network  en  el  proyecto  de Unity  debe  descargarse  de  la Asset 
Store, que incluye demos con tutoriales que muestran su correcto funcionamiento. 




La  carpeta  importante  es  la  señalada  en  la  imagen  denominada  “Resources”.  Esta 
carpeta contiene un único elemento el cual nos abre en el inspector las opciones de conexión 
de Photon. 
 En  la  pestaña  Host  Type  hay  3  alternativas  de  interés:  OfflineMode,  SelfHosted  y 
PhotonCloud. El primero sirve para que las directivas de Photon no requieran estar conectado 
para  instanciar objetos así como  la necesidad de conectarse a una  red. El  segundo utiliza el 
Server Port y Server Adress especificado en el  inspector  junto  con una aplicación externa al 
editor  que  gestionará  la  red  de  conexión  en  modo  local.  La  tercera  opción  conviene 
configurarla con otro menú distinto, de lo contrario en server Adress deberíamos poner “app‐




















































































































Como  punto  final,  para  instanciar  los  prefabricados mediante  Photon,  estos  han  de 
encontrarse en una carpeta del proyecto  llamada Resources, pues en esas carpetas es donde 







Para  la  realización  de  los  distntos  componentes  gráficos  que  forman  parte  de  este 





diseño  más  popular  en  la  actualidad.  En  nuestro  proyecto,  ha  resultado  de  vital 
importancia  a la hora de crear las texturas para los modelos 3D. También ha resultado de 
gran  ayuda  a  la  hora  de  tratar  numerosas  imágenes,  inlcuidas  las  aportadas  en  esta 
memoria, gracias a  las opciones que ofrece para editar y exportar  imágenes de distintos 
formatos. 
 Autodesk  3D Max:  es  una  herramienta  para  hacer modelos  3D,  pero  también  permite 
realizar animaciones con esos modelos. Al igual que el Photoshop, ha sido indispensable a 





Al  inicio  del  proyecto  se  desarrollaron  2  prototipos  en  paralelo  para  comenzar  una 
implementación modular mientras  se  avanzaba  con  el  diseño  del  juego  y  del  software.  Se 
consideró  que  esto  fue  una  experiencia  positiva  y  necesaria,  ya  que  permitió  adquirir 
experiencia y soltura con Unity a la vez que se desarrollaron scripts que más adelante pasaron 
a formar parte del proyecto principal. Estos prototitpos son versiones primigenias tanto de  la 
parte RTS  como de  la parte MOBA. Cuando estas versiones cumplían con una  funcionalidad 
mínima se unieron en un proyecto principal que fue llamado Project_NewDetroit. 
Organización	del	proyecto	en	Unity	
Cuando  se comenzó a  trabajar en el proyecto de Unity que  se pretendía que  fuera el 
final  (dejando de  lado ya  los prototipos), se establecieron unos criterios para  la organización 
de  archivos  y  carpetas  dentro  de  éste,  para  evitar  una  navegación  caótica  por  el  proyecto 
cuando creciera en complejidad. 
Unity establece por defecto una estructura de carpetas muy básica cuando se crea un 
nuevo proyecto, automáticamente  se  crea una  carpeta  llamada Assets donde  irán  todos  los 
archivos que formarán el proyecto. En la creación del proyecto, se fijó una estructura a seguir 
para mantener un orden  lógico. Este orden es básicamente  la  creación de 3  carpetas, para 
separar  los  assets  que  fueran  usados  de  la  comunidad  de  Unity  (Community  Assets)  y  los 
propios  que Unity  permite  importar  (Standard Assets),  de  los  propios  (carpeta NewDetroit) 
creados a lo largo del desarrollo. 






















 Common  Scripts:  código  fuente  perteneciente  a  la  parte  común 
del juego. 











Sin  embargo,  para  los  objetos  prefabricados  se  opta  por  usar  una  nomenclatura 



































para más adelante  realizar acciones  características de  cada uno de ellos. Por ejemplo,  si  se 
quiere que una unidad ataque un enemigo en concreto, primero hay que seleccionarla con el 
botón  izquierdo del ratón y después elegir el enemigo a atacar; es decir, para ordenar a una 




inicialmente desde el  script ArmyController.cs  (desde donde  se  recoge el evento del  clic del 
ratón) (ver apartado 0). 
Al seleccionar una unidad, varía  levemente su aspecto para que el  jugador  identifique 
que  la  unidad  en  cuestión  ha  sido  seleccionada  (ver  figuras  Figura  5.1    y  Figura  5.2).  Este 










funcionalidad  necesaria  para  que  sea  seleccionable;  más  adelante,  cuando  en 
ArmyController.cs  se  están  seleccionando  unidades,  lo  que  se mira  entre  otras  cosas,  es  si 
tiene este componente CSelectable.  
Lo más reseñable de los atributos del script son los necesarios para cambiar el color del 
modelo  (el del equipo,  cada uno  tendrá uno diferente) del outline o de  todo el modelo en 





A  la hora de  instanciar un objeto de este tipo se  llama al método Awake() (Código 5.1) 
de CSelectable.cs, donde lo primero que se comprueba es si el modelo donde ha sido añadido 
este  componente es un edificio o una unidad. Si es una unidad de un ejército,  se  sabe que 
tienen outline que cambiará de color al seleccionarse, se recoge el grosor original del outline 















































métodos  SetSelected()  y  SetDeselected()  (Código  5.2).  En  SetSelected  primero  se 
comprueba  que  el  objeto  no  está  ya  seleccionado,  sino,  se marca  como  seleccionado  y  en 
función del tipo de objeto que sea (selectType), unidad o edificio, cambia el color del outline 
(model.renderer.materials[i].  SetColor  ("_OutlineColor",  teamColor);)  en  el  primer 
caso,  y  el  color  del  material  en  el  segundo  (renderer.material.  SetColor 



















































Como  ya  se  ha  comentado,  tanto  la  lógica  de  selección  simple  como  de  selección 
múltiple se realiza en la clase ArmyController. En el caso de la selección simple (ver Figura 5.3) 
lo primero que se mira es si se ha pulsado el botón izquierdo del ratón, esto se controla con el 
evento  Input.GetMouseButtonDown(0) y se guarda  la posición de  la pulsación en un atributo 
de  la  clase  (  (Vector2)lastClick  =  Input.mousePosition)  para más  adelante,  cuando  se 
levanta el botón  izquierdo del  ratón, controlado con el evento Input.GetMouseButtonUp(0), 

























































modos de  selección múltiple. Para  todos ellos primero  se  comprueban  las  circunstancias de 











También  se  comprueba  si  es  la primera  vez que  se  entra,  se deseleccionan  todas  las 
unidades (a no ser que esté alguna tecla shift pulsada, en su caso los cuadrados de selección se 
acumulan)  y  se  crea el primer punto de  selección, estos puntos  se guardan en un array de 
cuatro  posiciones,  que  representan  cada  uno  de  los  cuatro  puntos  del  cuadrado  que  se 
“dibuja” en pantalla. 





en  pantalla  a  través  de  cuatro  rayos  que  salen  de  la  cámara  del  juego  hacia  el mundo,  a 
continuación  se  recogen  las posiciones 3D donde han  chocado  estos  rayos  con el  suelo del 
nivel (ver Código 5.4), y por último se comprueba si las posiciones de cada unidad están dentro 


















del  centro  de  este  cuadrilátero  a  través  del  cálculo  de  la  intersección  de  las  dos  rectas 
formadas por  las coordenadas pares e  impares de dicho cuadrilátero para poder así calcular 
más adelante  las distancias de  las unidades al este centro. Por último,  también se calcula el 
radio de la circunferencia circunscrita del cuadrilátero. 
La última parte del algoritmo consiste en determinar una por una, si cada unidad está 
dentro  de  este  cuadrilátero  (ver  Código  5.5).  Para  simplificar  este  costoso  bucle,  se  van 
descartando  casos  por  simplicidad  de  cálculo.  En  primer  lugar  se  descartan  los  casos más 
simples a través del cálculo de las distancias en los ejes x e y, con el centro del cuadrilátero, si 
esta es mayor que el radio del propio cuadrilátero ya se sabe que están fuera de su área, así, 
con  dos  restas  y  dos  comprobaciones  se  descarta  la mayoría  de  casos.  A  continuación  se 
calcula  la distancia euclídea entre  la posición de  la unidad y el  centro del cuadrilátero  (este 
cálculo  exige  dos multiplicaciones  y  una  raíz  cuadrada),  si  esta  distancia  es menor  al  radio 
significa que la unidad esta fuera. 
A continuación viene el último y más costoso caso que consiste en medir la distancia de 
la unidad  a  cada uno de  los  cuatro  segmentos que  componen  el  cuadrilátero,  si  las  cuatro 
distancias son positivas (o negativas si los segmentos se entienden en sentido contra horario) 
significa  que  el  punto  está  dentro  del  polígono,  en  este  caso,  se marca  a  la  unidad  como 
seleccionada y se  introduce en  la  lista de unidades seleccionadas. Este cálculo necesita varias 
multiplicaciones,  una  división  y  una  raíz  cuadrada22  (ver  Código  5.6),  sin  embargo,  lo  único 






































































































































































En  este  tema  se  describe  el  diseño  e  implementación  general  de  las  unidades  RTS, 
centrándose en  las  funcionalidades comunes de  todos  los  tipos de unidades, el diagrama de 
clases  implementadas  y  su  funcionalidad  con  una  máquina  de  estados.  En  los  apartados 
posteriores se describen el diseño e implementación concreto de cada tipo de unidad. 
Además se recomienda consultar la documentación sobre Diseño del Videojuego tratada 
en  la  otra memoria  desarrollada  de  este  proyecto  sobre  Ingeniería  Software  y  Diseño  del 
Videojuego  (Cuesta Boluda, Cuesta Boluda, & Rodríguez‐Osorio  Jiménez, 2014) para obtener 
una mejor  visión  sobre  el  diseño  de  cada  tipo  de  unidad  y  sus  características  dentro  del 
videojuego. 
Las principales características de  las unidades  son  la capacidad de  ser  seleccionadas y 
recibir  órdenes  del  jugador,  como  desplazarse  por  la  malla  de  navegación  del  escenario 





unidades.  Este  script  contiene,  por  ejemplo,  el  código  necesario  para  que  las  unidades  se 
muevan por el escenario del  juego, paren  cuando  llegan a  su destino, ataquen a enemigos, 
reciban daño, reciban curación, etc. 
Por  su  lado, el componente NavMeshAgent es el que permite a  la unidad desplazarse 
por  la malla  de  navegación  sorteando  tanto  obstáculos  fijos  (como  edificios,  árboles,  etc.) 
como  otras  unidades.  Contiene  algunos  atributos  para  dotar  de  “credibilidad”  a  la  unidad 
afectando  a  la  manera  en  la  que  se  mueve  por  el  escenario,  como  la  velocidad  de 




















Tanto  la  clase padre de  las unidades  (UnitController) de  los ejércitos  como  los héroes 
(HeroController)  del  juego,  heredan  de  una  clase  padre  llamada  ControllableCharacter  que 
contiene  los  atributos  y métodos propios  a  todos  los  tipos de unidades  controlables por  el 







Por  último,  de  cada  una  de  las  clases  concretas,  heredan  otras  clases más  por  cada 
ejército  diferente  en  el  juego.  Esto  es  necesario  porque  aunque  dos  unidades  de  un  tipo 
tengan  las mismas  cualidades  y  funcionalidad,  su modelado  y  armas  son  diferentes,  y  las 











































componente de  los objetos que representan  las unidades de  los ejércitos del RTS. Esta clase 
contiene el comportamiento que comparten todos los tipos de unidades, sea cual sea su clase, 




















































Debido  a  las  diferentes  características  y  comportamientos,  alguno  de  bastante 
complejidad, de las unidades, se opta por diseñar sus comportamientos en base a máquinas de 
estado en diferentes niveles. De esta manera, la clase padre (UnitController) contiene el nivel 
más básico de  la máquina de estados de  cada  tipo de unidad,  con  los estados que pueden 
alcanzar  todas  las  unidades  independientemente  de  su  tipo  (recolectora,  artillería,  etc.),  y 
después, en  las clases hijas (las que representan el comportamiento de un tipo de unidad en 
concreto) una máquina de  estados  con  los  estados propios de  cada  clase.  En  cada  ciclo de 
juego se ejecuta, como se ve en el Código 5.11, cada método Update concreto dependiendo 















Estos  estados  permiten  definir  el  comportamiendo  de  la  unidad  a  través  de  varios 
métodos virtuales que pueden ser sobreescritos en las clases hijas. De esta manera se consigue 







































RTS,  centrándose  en  las  funcionalidades  específicas  de  este  tipo  de  unidades.  El 
comportamiento general de todas las unidades se describe en el apartado anterior. 














































































Eventos	 asíncronos:  eventos  que  se  producen  cuando  el  jugador  hace  clic  con  el  botón 
derecho  del  ratón  sobre  algún  objeto  de  juego  con  la  unidad  seleccionada,  de  manera 
asíncrona a la máquina de estados de la unidad, lo que altera su funcionamiento normal. 
 Se hace clic en el suelo, fuera: 
o Si  se está dirigiendo  a  la posición de  extracción o  ya  se está extrayendo:  se 
abandona la posición de recolección (comunicándoselo a la mina). 






o Es  posible  que  la  mina  seleccionada  sea  nueva  y  no  se  haya  descubierto 
(seleccionado)  antes,  por  lo  tanto  hay  que  actualizar  la  lista  de  minas 
descubiertas del ArmyController del ejército (método UpdateMines). 
o Se  actualiza  la  referencia  de  la  última  mina  seleccionada  (atributo 
currentMine). 
o Se  actualiza  la  posición  de  la  base  (o  del  almacén  de  recursos)  donde  se 
dejarán los recursos cuando termine la extracción. 
o Si la unidad estaba a espera (estado = None): 
 Si  el  número  de  recursos  con  los  que  carga  la  unidad  es  igual  a  la 

































A continuación se describe el diseño e  implementación de  las unidades  ingenieras del 
RTS,  centrándose  en  las  funcionalidades  específicas  de  este  tipo  de  unidades.  El 
comportamiento general de todas las unidades se describe en el apartado anterior. 
Las  funciones  principales  de  estas  unidades  son  las  de  construcción  de  torres  y 
almacenes de recursos de su raza, conquista de torres neutrales y reparación de  cualquier tipo 
de edificio. Además  tiene un  tipo de ataque característico,  lanzando una granada, explota al 
pasar un tiempo y daña a las unidades enemigas en un radio determinado. 
a. La	clase	UnitEngineer	







































Estas unidades  son  las que  tienen el  comportamiento más complejo de  todas, ya que 






































































 Se  abandona  esa  posición  (comunicándoselo  al  edificio)  y  va  a  la 
posición indicada. 
o Si no, si estaba en el estado Wait: 














o Sea  el  edificio  neutral,  del  equipo  o  enemigo,  si  tiene  que  abandonar  la 
posición: 















El  componente  UnitArtillery  es  un  script  donde  está  implementada  la  clase  con  el 
comportamiento  y  representa  el  principal  componente  de  estas  unidades.  De  esta  clase 
heredan  las  que  implementan  las  unidades  de  artillería  básica  y  artillería  pesada: 
UnitBasicArtillery y UnitHeavyArtillery.  

























































































donde  está  implementada  la  clase  con  el  comportamiento  específico  de  esta  unidad.  Esta 




Los  atributos  de  la  clase  UnitHeavyArtillery  son  similares  a  los  de  la  clase 
UnitBasicArtillery  descritos  anteriormente,  con  la  salvedad  de  la  introducción  de  los 
enumerados necesarios para guardar el estado de “despliegue” de  la máquina de estados de 







momento que  se pulsa  la  tecla  ‘D’  cambia  a desplegándose  y  cuando  termina  la  animación 
correspondiente  cambia desplegado de  forma automática;  si  se vuelve a pulsar  se vuelve al 
modo no desplegado (pasando por el estado  intermedio de des‐desplegándose). Este cambio 















































































RTS,  centrándose  en  las  funcionalidades  específicas  de  este  tipo  de  unidades,  el 
comportamiento general de todas las unidades se describe en el apartado anterior. 
La  labor  principal  de  estas  unidades  es  el  descubrimiento  del  mapa  gracias  a  su 




El  componente  UnitScout  es  un  script  donde  está  implementada  la  clase  con  el 











































Los  edificios  son  una  parte  fundamental  de  los  videojuegos  RTS  y,  evidentemente, 
también del videojuego de este proyecto. Existen diversos edificios y los más importantes son: 
la  base  del  ejército  (única  en  toda  la  partida),  las  torretas  de  defensa  y  los  almacenes  de 
recursos (ver Figura 5.12). Todos pueden ser destruidos por las unidades enemigas, o el héroe 
del equipo enemigo, y pueden ser reparadas por las unidades ingenieras aliadas. Además unos 












clases  que manejan  recursos.  Hasta  ahora  las  clases mencionadas  son  abstractas,  pero  las 
clases hijas de Tower y de CResourceBuilding ya serán las que implementen los edificios. 
Los scripts TowerNeutral y TowerArmy  heredan de Tower y serán los que se añadan 





En  la Figura 5.14 puede verse que  la  clase CResourceBuilding es  la que  se encarga de 











llegue a  finalCont;  la segunda se usa para  las torres goblin y  la torres robot, que pueden ser 
construidas por las unidades ingenieras. 
1. Construcción	de	edificios	
Las unidades  ingenieras son  las que pueden construir estructuras, y son  las encargadas 
de crear las instancias, ya sea una torre goblin, una torre robot o un almacén de recursos. Para 
ello,  después  del  evento  del  teclado  donde  se  le  dice  al  ingeniero  qué  edificio  hay  que 
construir  se  llama  a  la  función  SetCanConstruct  (int  item)  (ver  Código  5.14)  donde 
dependiendo del  tipo de construcción, se  instancia uno u otro elemento. En ambos casos se 




Para decidir  si  se puede o no  construir en un área determinada el prefab del edificio 
tiene un collider de construcción a  la altura del suelo con  trigger activado, de esta  forma se 














En  el momento  que  se  le  dice  al  ingeniero  que  construya,  se  llamará  a  la  función 
StartConstruct  (constructDestiny,  baseController)  (ver  Código  5.15)  del  edificio  en 
cuestión.  Si  se  puede  construir,  tanto  porque  la  zona  sea  correcta  como  que  se  tienen  los 
suficientes recursos para hacerlo, se realizan varias acciones: Se decrementan los recursos del 
equipo,  se  activa  su  componente  NavMeshObstacle,  se  calculan  los  puntos  de 
construcción/reparación del edificio y se destruyen  los GameObjects  innecesarios, que son el 
collider de construcción y  la  luz de construicción. En este momento estaría en construcción, 
ahora  solo  falta  que  los  ingenieros  acaben  la  construcción  para  que  pueda  estar  activo  el 
edificio. 
Los edificios que pueden ser construidos tienen dos atributos de tipo Material que son 



































































































función  RightClickOnSelected  del  ingeniero  tiene  que  comprobar  que  la  torre  no  esté 
conquistada.  En  el momento  que  un  ingeniero  comienza  a  conquistarla  llama  a  la  función 
Conquest  (ver Código 5.16). Para  llevar  la  cuenta de  la  conquista de  cada equipo  sobre una 
torre hay un array de floats llamado contConq. En el momento que uno de los equipos deja de 






































Todos  los  edificios  pueden  ser  atacados,  por  lo  tanto  destruidos,  y   reparados.  Las 






























para,  una  vez  recolectados  los  recursos  en  las minas  por  las  unidades  recolectoras,  poder 
llevarlos a estos edificios en vez de a  la base. Al principio  las unidades recolectoras  llevan  los 
recursos a  la base, pero según se van construyendo almacenes de recursos se van calculando 














Es  la encargada de  llevar el  teamNumber del equipo y el  teamColorIndex para ver con 
qué color se tienen que colorear las unidades cuando se seleccionan. Mediante la lista unitList 
guarda todas las unidades del equipo en cuestión y mediante la lista unitSelectedList gestiona 
todas  las  unidades  seleccionadas  en  un  instante  determinado,  por  lo  que maneja  todo  lo 
relacionado con la selección de unidades del equipo (explicada en el apartado 6.a.i). Cada vez 
que se añade o elimina una unidad hay que actualizar, además de la lista unitList, el minimapa. 
Lleva  el  control  y  la  cuenta  tanto  de  los  recursos,  como  de  la  economía  del  equipo. 
También hace todo lo relacionado con la gestión de los almacenes de recursos (explicado en el 
apartado 5.a.iii.4). 
También  tiene  como objetivo  la  gestión de  las minas,  los  almacenes de  recursos  y  la 
elección  del mejor  camino  de  retorno  en  la  recogida  de  recursos.  Para  hacer  esto  se  han 
creado  una  lista  de  CResourceBuilding  para  guardar  los  almacenes  de  recursos  consruidos 
llamada  ResourceBuildingList,  una  lista  de  CResources  para  guardar  las minas  encontradas 
llamado ResourceMineList y una referencia a la base; también se ha creado una clase privada 
llamada ResourcesLinkStruct que tiene como atributos un índice a un CResourceBuiding, otro a 
una mina y  la distancia entre estos. Esta clase privada  se ha creado para hacer una  lista de 
elementos de este tipo llamada BuildingMineLink. 
En el momento que a una unidad recolectora se le dice que vaya a una mina se llama al 
método  UpdateMines  de  ArmyController  (Código  5.18:  Inserción  de  una  nueva  mina  de 
recursos en la lista de minas de ArmyController), primero mira que la mina no esté ya en la lista 
ResourceMineList y si es así  la añade primero y  luego mira  la distancia más corta entre esta 
mina y los almacenes de recursos, además de la base; encuentra la distancia mínima y crea un 

















































Cuando  se  construye  un  almacén  se  llama  a  la  función  de  ArmyController  llamada 
AddWarehouse  (Código 5.19), en esta  función primero  se mete el nuevo almacén en  la  lista 


















































timeToIncreaseEconomyAux,  se  suma  la  cantidad  definida  con  el  otro  atributo 
increasedEconomy. 
Por último  tiene como misión  fundamental  la gestión de  los eventos del  teclado y del 
ratón sobre las unidades y edificios del equipo: 
 Con  la  tecla A pulsada  se  consigue  cambiar  el  tipo de movimiento de  las  tropas 
seleccionadas  a  attackMovement  (Código  5.20),  de  esta  forma  las  unidades 
artilleras  (ya  sean  basic  o  heavy) mientras  van  a  una  posición  del mapa  estarán 
alerta por si hay enemigos en su zona de visión para pararse a atacarles. Primero se 
lanza  un  rayo  y  se mira  donde  cae;  si  hay más  de  una  unidad  se  calculan  sus 
posiciones de llegada mediante el algoritmo de bandada (explicado en el apartado 


























 Si  se  tiene  al menos una unidad de  tipo  Scout  seleccionada  y  se pulsa  la  tecla P 
entonces la unidad cambia su estado a Patrolling y se presupone que se comenzará 
la elección de puntos de patrulla de estas unidades. Ahora con el botón  izquierdo 
del  ratón  y  la  tecla P pulsada  se  eligen  los puntos de patrulla  (ver Código 5.21): 
primero se mira si se ha alcanzado el máximo número de puntos posible,  luego se 
mira  si  se  ha  pulsado  en  el  suelo mediante  el  lanzamiento  de  un  rayo  desde  la 
cámara hasta  la posición del ratón, y si es el suelo entonces se agrega a  la  lista de 
puntos de patrulla llamada patrolPosList. Para finalizar con la elección de los puntos 
de patrulla  basta con dejar de pulsar la tecla P (ver Código 5.21),  en ese momento 
lo primero que  se hace es mirar  si  todas  las unidades que estaban  seleccionadas 
eran  UnitScout  y  si  es  así  por  cada  una  de  ellas  se  llama  al  método 





























































































El  funcionamiento  de  las  unidades  de  este  proyecto  resulta  similar  al  enfoque  de 
Lagrange24,  que  es  un  modelo  basado  en  agentes  individuales  que  forman  parte  de  un 
enjambre  (al  contrario  que  el  enfoque  Euleriano  que  trata  el  enjambre  como  un  único 
campo25). Esto es así gracias al propio componente Navemesh Agent de Unity descrito en el 






las unidades de  las tropas seleccionadas  intentarían  ir a  la misma posición (la marcada por el 
jugador), empujándose unas contra otras para  intentar  llegar al mismo punto, y no  llegando 
ninguna al destino deseado. 
Explicación	del	algoritmo	
Este  algoritmo  (ver  Código  5.24)  es  llamado  cuando  se  han  seleccionado  múltiples 
unidades y se les ha indicado que se desplacen a una posición del mapa. Recibe un objeto de la 





Hay  dos  casos  especiales  que  son  tratados  aparte:  cuando  hay  únicamente  2  o  3 


















































































































































































































navegación  propia,  integrada  y  unida  a  la  del  terreno,  para  que  las  unidades  y  los  héroes 
puedan  cruzar  el  río;  además hay dos  canchas de  baloncesto,  un parking,  dos parques  con 
columpios y dos gasolineras, que están sobre el terreno y que, como los puentes, necesitan un 
navmesh  propio  y  solapado  con  el  terreno  para  que  los  personajes  puedan  moverse  sin 
problema  entre  unos  lugares  y  otros. Hay  diferentes  assets  que  no  tienen  que  estar  en  el 
navmesh para que los personajes no puedan subirse a ellos y calculen rutas sobre ellos, como 











































tienen  un  sistema  de  navegación.  Sólo  unas  podrán  tanto  saltar  el  río  como  charcos:  las 
unidades  exploradoras.  Para  que  puedan  realizar  esta  acción,  en  la  ventana  Navigation, 
pestaña Objects, al atributo Navigation Layer se da el valor  jump. De esta  forma  los enlaces 








































































































































En  un  principio,  esta  funcionalidad  de  detección  de  enemigos  se  desarrolló  usando 
componentes físicos de Unity (ver apartado de físicas en Unity 4.a.iv), tales como una burbuja 
de visión (con un Capsule Collider) que, unido a un componente RigidBody en el propio modelo 












































Durante  el  desarrollo  de  pruebas  de  carga  surgió  un  importante  problema  de 
rendimiento  de  la  CPU  debido  a  la  detección  de  múltiples  colisiones.  Supongamos,  por 
ejemplo, dos ejércitos de 100 unidades cada uno. Si las unidades están suficientemente cerca, 
se puede dar el caso de que todas las áreas de visión de las unidades de una facción estén en 









La  idea  principal  es mantener  una matriz  de  distancias  entre  todas  las  unidades  que 
haya en una partida de manera que  las  filas de  la matriz  representan a  las unidades de un 
ejército y las columnas las de otro. Así, Matriz[i][j] contendrá la distancia de separación entre 
la unidad i del ejército de un equipo y la unidad j del ejército contrario. 
Calcular  la  distancia  entre  dos  unidades  resulta  sencillo,  ya  que  se  dispone  en  todo 
momento de una variable de tipo Vector3 que representa la posición de un GameObject en el 
mundo. Sin embargo,  rellenar esta matriz constantemente midiendo  las distancias euclídeas  
resulta  demasiado  costoso,  puesto  que  es  necesario  hacer  una  raíz  cuadrada  y  varias 
multiplicaciones  en  coma  flotante  por  cada  distancia,  y  la matriz  puede  llegar  a  tener  un 
tamaño bastante  considerable  (hasta un máximo  de n  x n,  siendo n  el número máximo de 
unidades que puede tener un ejército: si n = 200, entonces  la matriz podrá tener un máximo 
de 40.000 casillas). Por lo tanto podrían llegar a ser necesarias n x n raíces cuadradas en cada 



















Aparte de esto, el aspecto más  importante de esta clase se encuentra en  la  forma de 
rellenar esta matriz de distancias, que se tiene que hacer de forma  lo menos costoso posible 


















































ciclo de  juego en Unity 4.a.iii) para  asegurarse de que  se han  actualizado  las posiciones de 
todas  las  unidades  antes  de  calcular  las  distancias.  Aquí  se  van  alternando  los modos  de 











































Esta  búsqueda  recorre  tantas  filas  y  columnas  de  la matriz  como  indique  el  atributo 
calculationsPerUpdate alternando dos posiciones (el índice de los bucles se incrementa en 2 en 


































































artillería básica  cada uno. Estas unidades  tienen un área de  visión de 10 unidades métricas 
(unos 10 metros), las filas de unidades más cercanas sí que se verán entre ellas, pero no las 2 



















Al  rellenarse  las  casillas  en  las  que  el  resultado  es menor  al  área  de  visión  de  las 
unidades  (10  metros),  se  llama  al  método  EnemyEntersInVisionSphere  de  la  unidad 
correspondiente, pasando además por parámetro la referencia a la otra unidad. 
b. MOBA	
Al  igual  que  el  desarrollo  de  la  parte  RTS  del  juego,  el  desarrollo  de  la  parte MOBA 
también  ha  supuesto  uno  de  los  procesos  de mayor  atención  y  dedicación,  tanto  por  las 




por  el  jugador.  Estas  reacciones  instantáneas  son  las  que  otorgan  esa  versatilidad  a  este 
género dotándolo de una gran jugabilidad. 
En  lo  referente  al  diseño  de  estos  personajes,  se  ha  llevado  a  cabo  con  carácter 
específico  y  minucioso,  ya  que  existen  varios  héroes,  cada  uno  dotado  con  sus  propias 
características y habilidades. 
Para finalizar, cabe destacar el tiempo dedicado al sistema de control del personaje, ya 
que  la  complejidad en  su manejo, por el número de acciones posibles, es mayor de  lo que 












































  Este  componente es una  clase que hereda de  la  clase ControllableCharacter.cs.  Se 
encarga  de  almecenar  algunos  atributos  del  héroe  (ataque  físico  y  mágico,  velocidad  de 
ataque, etc), y de reaccionar frente a los posibles eventos de teclado y ratón. 




de  realizar  un  ataque  básico  (basic  attack),  la  de  realizar  uno  de  los  ataques  secundarios 





















































































Donde  current  es  la  dirección  actual  a  la  cual  está  apuntando  el  héroe,  target  es  la 
dirección destino a la que quiere apuntar el héroe, y maxRadiansDelta es el ángulo que gira el 
héroe en cada paso hasta alcanzar su dirección destino. 
El  vector  actual  se  rota  hacia  la  dirección  destino  con  un  ángulo maxRadiansDelta, 









moverse  respectivamente  al  héroe.  Estos  flags  se  actualizan  desde  los  componentes 
controladores  específicos de  cada héroe  (OrcController, RobotController). Por  ejemplo,  si  se 







  Para  manejar  el  daño  del  ataque  básico  de  ambos  héroes  se  les  incluye  un 














































Para  realizar  las habilidades de  los héroes  se distinguen 2  tipos, habilidades activas  y 
habilidades pasivas. Las habilidades activas son aquellas que  realizan daño, y  las pasivas son 
aquellas que modifican los atributos del héroe. 
En  las  habilidades  activas,  a  la  hora  de  realizar  el  daño,  lo  primero  que  se  hace  es 









































      if (!unitList.Contains(other)) 
      { 
        // For damage 
        UnitController otherUC = other.GetComponent<UnitController>(); 
           
        photonView.RPC("Damage", PhotonTargets.All, 
other.gameObject.name, totalDamage); 
        photonView.RPC("AddNewUnitForce", PhotonTargets.All, 
other.gameObject.name); 
           
        unitList.Add(other); 








































       
    // For add a force to the minions so they can fly 
    if (!other.rigidbody) 
      other.gameObject.AddComponent<Rigidbody>(); 
    other.rigidbody.isKinematic = false; 
    other.rigidbody.useGravity = true; 
       
    if (other.GetComponent<NavMeshAgent>() && 
other.GetComponent<NavMeshAgent>().enabled) 
      other.GetComponent<NavMeshAgent>().Stop(true); 
    Vector3 dir = other.transform.position ‐ transform.position; 
    dir = dir.normalized; 
       
    other.rigidbody.AddForce(new Vector3(dir.x * 2f, 
                                          5f, 
                                          dir.z * 2f), 










































  Se hace uso del script OrcController.cs para manejar sus animaciones.  Para  ello  se 






































































































      this.state = StateHeroe.Idle; 









































































































































































































































































































Para  el  control  de  la  cámara  se  hace  uso  del  script  ThirdPersonCamera.cs  que  se 
proporciona  en  la  tienda  de Unity,  aunque  se  ha modificado  ligeramente para  adaptarlo  al 
proyecto con la ayuda del libro Unity 4.x Cookbook (Smith & Queiroz, 2013), y para mostrar la 
GUI  de  la  parte  MOBA  se  utiliza  el  script  CameraMOBAController.cs  que  se  detalla  más 
adelante. 
En el modo de  juego MOBA se utiliza una cámara distinta a  la del RTS. Esta cámara se 
coloca detrás del héroe, a una  cierta altura,  y  le persigue  todo el  rato  según avanza por el 


















En el  script  se ha hecho una pequeña modificación en donde  se  sustituye el atributo 









































































































































































escena  del menú  principal,  hay  un  script  como  componente  del  segundo  panel  (ver  Figura 
5.47) que gestiona la sincronización y conexión con PhotonNetwork. Para ello lo que hace es: 
1. Sincronizar  la  escena  del  juego:  se  actualiza  la  escena  del  jugador  que  se  acaba  de 
conectar para poder cargar la escena que le llevará a la partida. 
2. Establecer  la  conexión:  se  comprueba  si  existe  una  conexión  establecida  con  el 
servidor, y en caso de no existir, se establece. 






























mediante  los  botones  que  aparecen  en  la  interfaz  (CreateRoom,  JoinRoom)  junto  con  los 
campos para rellenar con texto (ver Figura 5.47). Se pueden configurar de esta manera tanto el 
nombre del jugador como el nombre de la sala que se quiere crear. En el centro se ve un panel 
donde veremos  las salas de  los  jugadores que se han unido a una sala si pulsamos el botón 
UpdateRooms y, o bien están jugando, o bien están esperando a otros jugadores para unirse. 









































































































manejar a uno de  los dos héroes o al ejército de una de  las dos facciones. A  la hora de elegir 



























 En esta sección se explica como  funcionan  las unidades  (tanto RTS como héroes) a 








Se destaca que  la  información que  se envía desde un objeto  local a  través de Photon 
solo la recibe el mismo objeto en una instancia remota. 
Para actualizar  las unidades y  sus  componentes en  todas  las  instancias  se  realizan  las 
siguientes  acciones  a  través  de  Photon:  instanciar  algunos  objetos,  actualizar  su  posición  y 
rotación, aplicar daño y fuerza a una unidad y modificar sus atributos.   
Instanciar	los	objetos	






Para actualizar  la posición y  la rotación de una unidad se envía  la  información desde  la 
local a  las  remotas a  través del  script BasicNetwork.cs, donde para enviar mensajes  se hace 
mediante  la  instrucción  SendNext  y  para  recibirlos  se  hace  mediante  la  instrucción 





































































       
    // For add a force to the minions so they can fly 
    if (!other.rigidbody) 




       
    if (other.GetComponent<NavMeshAgent>() && 
other.GetComponent<NavMeshAgent>().enabled) 
      other.GetComponent<NavMeshAgent>().Stop(true); 
    Vector3 dir = other.transform.position ‐ transform.position; 
    dir = dir.normalized; 
       
    other.rigidbody.AddForce(new Vector3(dir.x * 2f, 
                                          5f, 
                                          dir.z * 2f), 













































guerra  para  poder  guardarlas  en  el  atributo  positions  del  script  FogOfWarPlane.cs.  Para 







El  núcleo  principal  de  este  script  se  compone  de  un  bucle  que  recorre  los  puntos 
hallados por el rayo  lanzado al plano de  la niebla, que se guardan en el atributo positions, y 
también  se  actualiza  el  atributo  positions  del  script  FogOfWarPlane.cs.  Este  fragmento  de 
código  se  lanza  una  vez  cada  cierto  tiempo.  Cuando  no  se  lanza,  se  utilizan  los  puntos 

















      RaycastHit hit = hits[i]; 
      MeshFilter filter = hit.collider.GetComponent<MeshFilter>(); 
      Vector3 relativePoint; 
      if (filter) 
      { 
        relativePoint = 
filter.transform.InverseTransformPoint(hit.point); 
        FogOfWarPlane.positions.Add (relativePoint); 
        // Save the collision points 
        positions.Add(relativePoint); 
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las  unidades  del  RTS,  teniendo  en  cuenta  el  rango  de  visión  de  éstas,  por  lo  que  un  radio 
alrededor de las unidades también será transparente. 
Además,  las posiciones por  las que pasa una unidad  se marcan  como visitadas  con el 
objetivo de que no vuelvan a oscurecerse del todo cuando la unidad abandone dicha posición. 
Atributos	






 isVisiting  [  ]:  en  este  atributo  se  guardan  las  posiciones  (vértices)  del  escenario  (es 


















      float sqrMagnitude = (vertices [i] ‐ position).sqrMagnitude; 
      if (sqrMagnitude <= sqrRadius) 
      { 
        colours [i].a = 0; 
        visited [i] = true; 
        isVisiting [i] = true; 
  144	
      } 
      else 
      { 
        if (!isVisiting [i] && visited [i]) 
          colours [i].a = 0.3f; 
        else if (!isVisiting [i]) 
          colours [i].a = 1; 





















En  todo  juego RTS  o MOBA  es  necesario  un minimapa  a  un  lado  de  la  pantalla  para 
poder  tomar  decisiones  estratégicas,  como  por  ejemplo:  qué  intentar  conquistar,  a  quién 
atacar, qué defender, etc. 
En  el  juego  hay  una  niebla,  la  cual  cubre  el  resto  de  extensión  del  mapa  y  se  va 







 Si  el  héroe  o  alguna  unidad  del  jugador  comienza  a  descubrir  zonas  nuevas  del 
mapa,  cuando  encuentre  héroes  o  unidades  enemigas,  éstas  se mostrarán  en  el 
minimapa;  si  las  tropas que están descubriendo el nuevo área  se  van de  la  zona 
enemiga, dejando de ver las tropas de los otros jugadores, pasará un pequeño lapso 
de  tiempo  y  después  las  tropas  enemigas  desaparecerán  del  minimapa.  (Los 



















2. Cuando una  tropa va a  la zona de niebla, se despeja y al encontrarse con 
una base enemiga, ésta se muestra en el minimapa (Figura 5.56). 














puede  ser  opaco,  semi‐transparente  o  transparente;  también  contiene  un  contador  para 
cambiar  de  transparente  a  semi‐transparente  cuando  no  haya  una  unidad  dentro. De  esta 
forma, se mostrará todo lo que haya en las posiciones transparentes y parte de lo que haya en 
las semi‐transparentes (como se comentó en el apartado anterior); en  las que son opacas no 
se mostrará nada,  solo niebla. Estas casillas  se  irán actualizando en  función de  las unidades 
aliadas, ya que en la casilla que haya una unidad del jugador se pondrá transparente. Además 







































































































grupo  tenía  conocimiento  sobre programación de  shaders, por  lo que  en principio para  los 
materiales  (ver apartado  sobre materiales en Unity 4.a.v) del proyecto  se utilizaron  shaders 







necesidad  de  preparar  shaders  propios  para  elementos  concretos,  como  por  ejemplo, 
establecer  una  línea de  contorno  en  las unidades del RTS. Debido  al nulo  conocimiento  en 
programación de  shaders  con Cg/HLSL  se  realizó una primera  aproximación  a este  lenguaje 
gracias  a  varios  ejemplos  extraidos  del  libro Unity  Shaders  and  Effect  Cookbook  (Lammers, 




A  continuación  se describen  ligeramente  algunos  shaders  creados,  se han  elegido  los 
que  se  consideran más  interesantes  o  atractivos  de  entre  los más  de  20  shaders  distintos 
creados. 
1. Bumped	Diffuse	Color	Texture	Specular	Color	(Figura	5.62)	







o Specular Texture: textura que contiene  los datos de brillo  (los puntos claros 







o Specular  Intensity:  parámetro  numérico  que  define  la  intensidad  del  canal 
especular del material. 



















2. Bumped	 Diffuse	 Independent	 Texture	 Specular	 Outlined	 View	 Position	 (Figura	
5.63)	
Este  shader  es  una  modificación  del  anteriormente  descrito  (Bumped  Diffuse  Color 
Texture  Specular  Color)  con  la  característica  principal  de  mostrar  una  línea  de  contorno 
alrededor del modelo, esta  línea hace uso de dos parámetros para ajustar su aspecto, que se 
modifican en  función a  la distancia del modelo a  la  cámara del  juego para que  cuanto más 
alejado esté, menor sea el ancho del contorno, sino fuera así, cuando la cámara estuviera muy 
alejada  de  las  unidades,  estas  mostrarían  un  contorno  mayor  al  propio  modelo,  lo  que 
desvirtuaría  mucho  su  aspecto  en  el  juego.  Estos  parámetros  son  (se  muestran  solo  los 
particulares de este shader): 
 Parámetros: 
o Outline  Color:  color  del  contorno  del modelo,  este  parámetro  se modifica 
































Este  shader es una variación del descrito anteriormente  (Bumped Diffuse  Independent 
Texture Specular Outlined View Position) con la peculiaridad que se incluyen componentes de 
Alfa y refracción que combinados permiten conseguir una transparencia en el objeto y simular 
así  un  efecto  de  cristal.  Los  parámetros  necesarios  para  conseguir  este  efecto  son  los 
siguientes (se omiten los elementos explicados en los anteriores shaders): 
 Alpha: parámetro númerico que indica  la transparencia del material, si el valor es 0, 
el  material  será  totalmente  transparente,  si  en  cambio  es  1,  el  material  será 
totalmente opaco. 
 Refraction: deformación que  sufre  la  luz al pasar por el material, gracias a esto  se 
pueden  simular  rugosidades en el material  (como  si el  cristal no  fuese  totalmente 
  154	
liso).  Este parámetro  recibe  el  resultado de  la multiplicación de  los dos  siguientes 
parámetros. 









cuando el  jugador está  seleccionando el  lugar donde  se  construirá este  (ver Figura 5.66). El 
material  posee  una  transparencia  sumada  a  un  color  base  (de  tipo  uniform,  por  lo  que  es 
modificable desde código) que parpadea en base a una función senoidal. Este color, cambia de 
rojo a verde en función de si el sitio marcado por el jugador es válido para la construcción o no. 
Además,  este  shader  tiene  otra  textura  aplicada  a  un  componente  de  recorte  alfa,  para 
conseguir un efecto de huecos con formas aleatorias en el material. Los parámetros necesarios 
para conseguir estos efectos son los siguientes: 
 Alpha Color:  color que  se  suma a  la  textura de  color para alterar el  color  final del 
material, este parámetro es de  tipo uniform y cambia en el código del  juego entre 
rojo y verde. 
 Alpha: parámetro númerico que  indica  la transparencia del material (comentado en 
el shader anterior). En este shader el parámetro alpha varía en función a una señal 
senoidal en tiempo agregando así un aspecto de “latido” en el modelo. 


















modelo  es  totalmente  transparente.  Este  efecto  se  consigue  modificando  una  variable 
uniforme que multiplica el valor de  la  textura de  ruido cuando  la unidad cae muerta, y este 




paso  del  tiempo  (ver  Código  5.71),  este  efecto  hace  que  la  textura  resultante  de  la 
























Como  se mencionó  en  el  apartado  de  Sistemas  de  Partículas  en Unity  (ver  apartado 
4.a.vi) existen dos  formas de crear sistemas de partículas: una primera  forma, añadiendo  los 
componentes por separado, cada uno con su configuración; una segunda  forma, creando un 
componente  único de  sistemas de partículas.  Esta  segunda  forma ha  sido  la utilizada  en  el 
proyecto.  
A continuación, se exponen las partículas creadas para el proyecto: 
 Humo  de  la  explosión  del  cortacésped  de  las  unidades  exploradoras  del  ejército 
orco:  escenifica  el  humo  de  la  explosión,  emitiendo  un  número  establecido  de 
partículas de tamaño variable en un radio esférico de emisión. Posee una textura de 
humo y la velocidad de las partículas se reduce en función del tiempo. 
 Piezas  de  la  explosión  del  cortacésped  de  las  unidades  exploradoras  del  ejército 
orco: escenifica las piezas destruidas del cortacésped emitiendo un número fijo de 




las  llamas provenientes del  cortacésped el momento antes de  la explosión. Estas 
llamas aparecen cuando  la unidad está por debajo del 25% de vida. Las partículas 












 Explosión de  los cohetes de  los goblin de artillería pesada y explosión de  las bolas 
de  fuego  de  los  goblin  ingenieros:  representa  una  bomba  circular  con  una  onda 
expansiva  que  va  aumentando  su  radio.  En  el  caso  de  artillería  pesada  la  onda 
expansiva es mayor y en ambos finaliza a los 0.60 segundos. 
 Tiene  además  un  sphere  collider  con  radio  0.1  y  que  en  cada  ciclo  del  juego  va 
aumentando  a  la  misma  velocidad  que  aumenta  el  radio  de  la  esfera  de  las 
partículas.  Este  aumento  del  radio  del  collider  se  realiza  en  un  script  que  se  ha 




unidad con  respecto al centro de  la explosión) y, segundo, aplicar una  fuerza a  la 
unidad con un vector unidad  ‐ centroExplosion como se explica en el apartado de 
físicas en Unity (4.a.iv). 
 Lanzamiento  de  partículas  del  héroe  orco  (Figura  5.74):  escenifica  el  disparo  de 
residuos  en  línea  recta  tras  activar  la  primera  habilidad  del  orco.  Las  partículas 
emitidas  tienen  un  número  fijo  y  se  emiten  de  forma  aleatoria  en  un  rango  en 
forma  de  cono.  En  el  nacimiento  tienen  cierto  retardo  de  emisión,  tamaño  y 
rotación  fija  y  son  afectadas  por  la  gravedad.  El  tamaño  y  la  rotación  varía  en 

























 Circulo  de  fuego  alrededor  del  héroe  orco  en  su  embestida  (Figura  5.76):  tras 
activarse  la  tercera habilidad, en  la carrera producida por  la embestida el orco se 
recubre de un círculo de fuego. Tiene un tamaño fijo y se emite una única partícula 
que tiene una rotación variable en función del tiempo de vida de la partícula. 













 Viento  producido  en  la  segunda  habilidad  del  héroe  robot  (Figura  5.78):  tras 









 Disparo  con  la  pistola  en  la  tercera  habilidad  del  héroe  robot  (Figura  5.79): 
escenifica  la bola de  fuego disparada  tras activarse dicha habilidad. Se emite una 
única  partícula  con  un  tamaño  fijo  al  nacer  pero  que  aumenta  con  el  paso  del 














El  segundo  panel  (Figura  5.81)  del  juego  sirve  para  la  gestión  de  las  partidas.  Los 
jugadores  tienen que ver  las salas disponibles y  tener  la opción de unirse a una o crear una 
ellos mismos. Para este diseño se han añadido sprites y  labels mediante el menú de NGUI ya 
que en esta pantalla se verán  las salas disponibles en red y  los  jugadores que están en ellas. 
Para el texto se emplean distintas fuentes definidas en el objeto Atlas implícito en la escena. El 
paso entre paneles es animado por eventos de  selección con el cursor en  los botones de  la 
escena. 


















En general, el  resultado  final del proyecto ha sido bueno y  las herramientas utilizadas 
han sido  las correctas. La elección más relevante ha sido  la del entorno de desarrollo (Unity), 







Se  investigó  acerca  de  la  posibilidad  de  crear  una  aplicación  de  servidor  y  de  buscar 
alguna gratuita. Nos decantamos por Photon porque  cuenta  con una  interfaz de gestión de 
partidas  online  por  salas,  con  chat  incluidos  y  un  simulador  de  latencia;  todo  ello  gratuito, 
pudiendo realizar cien conexiones. 
Lo más satisfactorio ha sido el aprendizaje de un entorno de desarrollo 3D muy utilizado 
en  la  industria,  que  además  de  dar  la  posibilidad  de  realizar  videojuegos  para  diversas 
plataformas,  ofrece  la  oportunidad  de  realizar  otro  tipo  de  aplicaciones  de  ingeniería  del 
software. En cuanto a  la  implementación,  lo mejor ha sido    la  integración y sincronización de 
ambos modos de juego en una misma partida. 
Inicialmente,  se  pensó  en  la  utilización  del  repositorio  Bitbucket  y  del  control  de 
versiones Mercurial, pero debido a que resultó poco intuitiva, se desechó la idea en favor del 
repositorio  GitHub  y  del  control  de  versiones  Git  +  Extensions,  que  ya  se  había  utilizado 
anteriormente. Además GitHub es un  repositorio de código abierto,  idea muy acorde con  la 
universidad pública. 
Algo  de  lo  que  no  se  está  satisfecho  es  que  en  algunas  ocasiones  los  FPS  (tasa  de 
refresco  de  los  gráficos  en  pantalla)  son  inferiores  a  lo  deseado,  sobre  todo,  cuando  se 
renderizan grandes cantidades de objetos y unidades. Esto ocurre debido al poco tiempo que 
se ha dedicado a mejorar la eficiencia en términos de carga gráfica. Tampoco se ha dedicado el 
tiempo  necesario  para  desarrollar  una  interfaz  de  usuario  ingame  completa  y  satisfactoria. 
Todo esto  forma parte del  futuro  trabajo que se piensa  realizar  tras  la presentación de este 
proyecto. 
Dejando  a  un  lado  la  dificultad  que  implica  coger  un  proyecto  avanzado  e  intentar 













de  videojuegos.  Una  de  las  partes  del  evento  consistía  en  un  concurso  de 
presentación29  de  videojuegos  con  un  video  y  una  breve  explicación,  todo  de  un 
minuto  y medio.  Se  asistió  y  se mostró  el  video30  del  juego  al  público  del  evento, 
nuestro  juego  resultó  ganador  y,  posteriormente,  los  representantes  del  evento 
hicieron una video entrevista31 a un miembro de los desarrolladores y a otro del grupo 
de artistas. 
 Gamelab:  es  una  de  las  ferias  mundiales  más  importantes  de  desarrolladores  de 
videojuegos, se celebra en Barcelona y nuestro proyecto participó con un vídeo32 y una 
demo en el concurso a mejor proyecto de videojuegos universitarios33. 




















gran  ayuda,  ya  que  implementar  un  sistema  online  es muy  complejo  y  conlleva  bastante 
tiempo. Gracias a esta tecnología, gran parte de este trabajo ya estaba realizado y sólo se ha 
tenido que integrar en el proyecto, algo que aun así no ha resultado trivial. 
El  proyecto  es  de  código  libre  y  está  alojado  en  GitHub35.  La  utilización  de  este 




trata de  la obtención de mejoras por  tesoros y obtención de  recompensas durante partidas. 
Además,  la mejora outgame  consistiría en  la  selección de paquetes de  cartas que doten de 
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un proyecto de Sistemas  Informáticos,  sin embargo,  se antoja  interesante esbozar parte del 
gran  trabajo  realizado en este aspecto, no  solo por  la  importancia que  recibe el arte en  los 
videojuegos en general, sino también por el gran trabajo que se ha realizado en este apartado 
a lo largo de todo el proceso de desarrollo con mucho esfuerzo. 




temática  del  Miami  de  los  años  ’80  con  el  estilo  desenfadado  que  predominaba  en  los 






















las gafas de  sol y el  tatuaje en el brazo derecho. Poseen  su propia animación de 
movimiento y ataque. 
 Unidades de artillería pesada: destacan por un tamaño mayor al resto de unidades 




carecen  de  la  generación  aleatoria  del  casco,  pero  van  montados  en  un 
cortacésped. Poseen sus propias animaciones de movimiento y de ataque. 
 Unidades  ingenieras:  comparten  el mismo modelo  que  las  unidades  de  artillería 














La  banda  de  los  Skelters  (Figura  9.3),  liderada  por  el  Skelter  Bot,  son  unos  robots 




El  líder de este ejército, SkelterBot, es un gusano alienígena  con muy mala  leche que 
controla un robot mecánico con piernas y brazos, caracterizado por llevar una capa y un sable‐






igual  que  su  líder,  es  un  robot manejado  por  un  gusano.  Puede  llevar  un  gorro 
vikingo, un gorro de fiesta, o un trozo de metal generados de forma aleatoria como 
casco.  Llevan  colgado  un  collar  con  el  símbolo  del  dólar.  Poseen  sus  propias 
animaciones de recolección, ataque y movimiento. 
 Unidades  de  artillería  básica:  tienen  por  cabeza  un  poliedro  con  tres  ojos  en 
vertical. En este caso es un robot que maneja una escopeta como arma. Poseen sus 
propias animaciones de movimiento y ataque. 
















































































En este modo de  juego  se controla a uno de  los dos héroes Rob Render o, en el otro 




También  cuenta  con  tres habilidades para  abatir  a  los  enemigos más duros, para  activarlos 
hace falta tener suficiente nivel y pulsar uno de las teclas 1,2 o 3. 
RTS	mode	(Army)	
En  este  modo  se  controla  al  resto  del  ejército  de  Rob,  o  de  Skelterbot.  Se  puede 
seleccionar  la base haciendo  clic  con el botón  izquierdo del  ratón poniendo previamente el 
cursor encima de esta. Después de seleccionarla se tornará del color del equipo y se podrán  








1. Unidad  recolectora:  esta  unidad  es  capaz  de  recolectar  cristal  de  las  minas  y 
llevarlo  a  la  base  para  conseguir  recursos  que  utilizaremos  en  el  despliegue  de 
unidades. También pueden curar a las unidades amigas. 
2. Unidad  artillera  ligera:  esta  unidad  es  capaz  de  disparar  a  las  otras  unidades  a 
distancia. 
3. Unidad  artillera  pesada:  esta  unidad  es más  potente  que  la  anterior  y  además 
puede desplegarse en un sitio para hacer más daño a sus oponentes y aumentar su 
rango. Para hacerlo hay que tener esta unidad seleccionada y pulsar la tecla “D”. 
4. Unidad  ingeniera:  esta  unidad  es  capaz  de  construir  torres  que  defienden  a  tus 
unidades  y  centros de  recolección de  recursos para que  los  recolectores  vayan a 
depositar los recursos a estos. Para ello debemos tener el ingeniero seleccionado y 
pulsar  las teclas “T” y “W” respectivamente, y después seleccionar el  lugar donde 
quieras  que  se  construya.  Esta  unidad  también  puede  reparar  edificios  dañados, 
ayudar a completar los edificios en construcción y conquistar las torres neutrales. 
5. Unidad exploradora: esta unidad es más rápida y más barata que  los demás, pero 







Existe un modo de ataque automático  con  las unidades de artillería  (ligera y pesada). 
Este  se  activa  con  la  tecla  “A”  presionada mientras  hacemos  clic  izquierdo  en  un  lugar  del 







 Se  puede  realizar  selección  múltiple  mediante  la  tecla  Ctrl  del  teclado  y 
seleccionando la unidad que se quiera, de manera que se mantienen seleccionadas 
las unidades que se tenían y se añade esta última. 


































lógico  y  los datos  se  alojan en  servidores  a  los que  se  accede por un navegador web  a 
través de Internet. La empresa contenedora de todo esto es una compañía de tecnología 
de información y comunicación (TIC), y ofrece un servicio de mantenimiento y del soporte 
de  software  usado  por  el  cliente,  así  como  actividades  desde  ubicaciones  centrales  en 
lugar  de  la  sede  de  cada  cliente,  la  distribución  según  el modelo  uno‐a‐muchos  (una 






 Drawcall:  llamada a  la  función que  tiene un objeto que está presente en  la escena para 
que el motor gráfico lo pinte y pueda ser visible para el usuario. 

















tridimensional  como  son  los  vértices,  índices,  normales  y  coordenadas  de  textura.  En 
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 Mipmapping:  efecto  básico  en  programación  gráfica  que  se  encarga  de  difuminar  las 
texturas para que no  “pixelen”,  suavizándola, usando  copias  en menor  resolución de  la 
textura original. 
 MOBA:  (siglas en  inglés de Multiplayer Online Battle Arena) videojuego de estrategia de 
acción en  tiempo  real, es un sub‐género de  los RTS en el que el  jugador no gestiona un 
ejército sino un único héroe. 
 Prefab (Prefabricado)36: es una copia de un GameObject convertido a Asset reusable. 
 Prop:  son  objetos  del  juego  formados  por  un  conjunto  de  Assets  (p.e.  un  personaje 
controlable con su modelo 3D y sus scripts asociados). 
 Repaint: en el  ciclo de  juego, es el evento que  se envía una  vez por  frame. Primero  se 
envían los otros eventos y después se envía este. 






 Shader: pequeños programas que se ejecutan en  la GPU. Para más  información consultar 
el capítulo de Shaders. 
 Shooter:  género  o  jugabilidad  que  consiste  en  disparar  a  otros  personajes  para  poder 
conseguir un objetivo. 





 Tower  defense:  género  basado  en  defender  una  base  de  oleadas  de  enemigos  que 
pretenden destruirla. 
 Update:  en programación de  videojuegos  es  el método que  se  encarga de  actualizar  el 





 WASD: esquema de control en videojuegos de ordenador, se  refiere al uso de  las  teclas 
“W”,  “A”,  “S”,  “D”  para mover  al  avatar  del  jugador  hacia  adelante,  izquierda,  atrás  y 
derecha respectivamente. 
 Yield: suspende la ejecución de una corrutina para reanudarla en el siguiente frame desde 
el punto en que se suspendió, manteniendo los valores como estaban. 
