Numerical modeling in the water sciences has been shifting from developing single or specific purpose-oriented tightly intertwined model applications to integrated model systems addressing more complex and interlinked geo-physical, -chemical and -biological processes across all strata of the critical zone geo-volume. This is a response to a number of important issues that span from preservation of legacy software, to a higher degree of development cost efficiency, to the realization that processes in one strata depend on others, to harmonizing software system usage, and to improving code provenance and repeatability of model runs. Consequently, a number of community modeling systems (CMS) have either been proposed or are being developed with individual communities typically taking the lead to develop a CMS for their constituency. While the development of CMS is a major step forward in trying to harmonize modeling efforts, chosen approaches vary with numerous efforts underway to arrive at a workable and functional CMS. This review seeks to provide an overview of these efforts, with a focus on those that address processes located in the critical zone, and tries to assess their degree of success based on some general criteria for the development of CMS.
INTRODUCTION
Over the past decade the focus of the hydrologic modeling community has been shifting away from developing new models that address isolated aspects of water movement to more holistic view models that also include chemical, physical and biological processes within a layered geo-volumes framework. While there is no clear definition of where the boundaries of these geo-volumes are, in our definition the geo-volume is best aligned with that of the 'critical zone' of the Earth, which extends from a layer approximately 100 m in the subsurface to the 500 mBar layer in the atmosphere of the hydrologic cycle (Brantley et al. ) . The critical zone is therefore the target realm in which we seek to track the movement of water and try to determine stores and resident times of where the water resides. This in turn requires an integrated modeling approach rather than a piecemeal execution of software packages originally developed for isolated layers in this zone (Hewett et al. ) .
Development of such integrated modeling systems is
typically beyond the scope of individual researchers, instead requiring team efforts to assemble software systems which can address processes at the envisioned complexity levels (Abbott & Vojinovic ; Wagener et al. ) . It is not surprising then that considerable team effort has been spent on seeking solutions to create integrated modeling approaches within a community system context. The trajectories chosen for creating these systems are however quite diverse, and are motivated by the many objectives and interest spectra that exist within the hydrologic community. These include: promoting 'popular' software systems for more widespread use; creating link environments for standalone software packages so they can run simultaneously; developing comprehensive representations of all geo-layers in the critical zone and coupling them through deterministic means (i.e. a formal representation of the physics via ordinary or partial differential equations); developing complex software code structures in which modules can be added or subtracted depending on the specific modeling objectives which need to be addressed; and creating collections of different modeling approaches including datasets where a modeling community rallies around a geospatial context with specific scientific questions (e.g. Chesapeake Bay) rather than a set of software packages or a specific modeling environment.
In this context we will speak of community modeling systems (CMS), a popular term to describe efforts to develop complex evolving and adaptable modeling systems through collaborative partnerships (Dickinson et al. ; Voinov et al. ) . We include in this list types of software systems that have been developed by a single entity, but have acquired a large following and can thus be added to the CMS naming umbrella.
While it is impossible to give a complete global overview of all legacy software packages and modeling systems ever developed, we seek to address those that have achieved a certain degree of popularity, that promise to address a new approach or paradigm and that are different from the previously mentioned to show the breadth of what has and is being done in this field. We first outline our thoughts on how to arrive at the suggested classification system, followed by an attempt to discuss some of the pros and cons of the (three) classes we have identified. Within these three classes we place a higher degree of focus on the third, coupling systems, because it has seen by far the highest level of activity.
While we realize that this skews the balance of this review somewhat in favor of this class, we think it important to work the distinct differences with a little more emphasis on some of the underlying technologies used. We stress however that our focus will be on the general idea of a chosen approach and not on elucidating in depth the subtle differences of the technical underpinnings of each approach (which exceeds the scope of this article). For example, we will not address in detail metadata issues that govern data ingestion into models, exchange between model components, interfaces between models or the complexity of data (both in terms of quantity and quality) needed to feed and drive any of the modeling systems. While we realize that this could be of interest and be used as an additional classifier rubric, it is beyond the space limitations of this article to address them at a sufficient level. Finally, we will provide an outlook of future approaches that could be adopted to build a CMS.
CLASSIFICATION OF CURRENT CMS
In trying to bring some order to the many approaches that exist, the authors decided to seek a simple classification system within which to group the many approaches and also to provide a context to discuss some of the pros and cons of each approach. There are many aspects that could be used to draw classification lines through the collection of modules, models and technical approaches used for creating a CMS, thus complicating the matter. However, the authors found that a reasonable broad classification with a few subcategories could be achieved when examining software structures/type and mode of community engagement.
Using these two guidelines we have been able to identify three subclasses. The first class concerns those approaches that are based on geospatial context. In this approach, the CMS is not at all defined by technical specifications or software package preferences but rather by the common interest in a specific geographic region such as an estuary (e.g. Chesapeake Bay) or a lake region (e.g. the Great Lakes).
Consequently, the CMS consists of a collection of many different models that use different software applications and grid configurations with as much different temporal coverage and scope definitions of what each modeling effort is/ was aiming at achieving. A key opportunity in this approach is to deliberately generate duplication, so extensive comparisons can be made between different modeling approaches addressing the same question or objective. Another advantage is the ability to embrace and welcome a substantial degree of modeling diversity into the CMS without requiring adaption of software packages or specific modeling approaches. In a way, this is an environment where everybody is welcome regardless of their background within the region; the associated science questions are the only common denominator. Disadvantages of this approach include the lack of interoperability between models, no means to couple and link and no means of a formalized trajectory to improve modeling capability (i.e. addressing more complex modeling questions using more holistic problem definitions) and also no mechanism to add and contribute new software segments.
The second class concerns the use of a single software assembly which, in contrast to the first class, is entirely void of any geospatial reference. This class can be divided into two methods. The first uses a single software package (often quite massive) in which subcomponents can be switched on or off using flags and switches defined in input files, often accompanied by a collection of auxiliary programs that help in the pre-and post-processing tasks.
The second uses a more modular system where components can be linked and activated during the compilation and link steps and can also be based on different programming languages. The system offers a suite of modules from which to pick and can therefore be tailored to encompass many modeling domains that are grouped in sequential order. A major advantage of these systems is the fact that code control is handled by a few dedicated individuals, thus ensuring a high degree of bug-free code assembly and the ability to use the same software version across different applications. Community involvement for these systems occurs via feedback loops such as bug postings, blogs and community chat lines where suggestions and reports and even software segments are funneled back to the developers for inclusion within the next release.
The third class takes an entirely different approach to bringing modeling functionality together and, as for the second class type, uses no reference to common geospatial interests. In this class CMS are based on linking frameworks or 'glue' layers that allow software systems to communicate with each other during runtime. A key feature here is that legacy software programs remain largely untouched and simply need to adhere to a communications interface that permits exchange of variables and data during execution.
The major advantage is that the link system does not concern itself at all with the underlying physics and therefore does not make any preconceived decisions about what type of physical world representation must be used, thus allowing maximum flexibility when assembling model configurations. While this approach opens wide the door for legacy code to be integrated, it also exerts little control on the appropriateness of modules used: a key advantage in the category-two approach.
In having focused on just two criteria to draw demarcation lines, it is important to point out other aspects that influence CMS development. From the perspective of modelers, essential issues coming to fore in the development of CMS are the proliferation of individual models and modules, the credibility of model/legacy software, the integration of independent models, the interoperability of both model components and accompanying datasets, the infrastructure maintenance and the question of how to best provide a means for the community to add to the CMS. For example, in the area of hydrology, a plethora of models has been developed over the past few decades that are employed in a wide spectrum of areas ranging from watershed management to engineering design (Singh & Woolhiser ) .
Since those code stacks are mostly standalone and were not intended to be linked to other computational kernels at the time of their creation, it is typically quite difficult to integrate two or more code implementations. It is even more challenging to pull components from different modeling environments and assemble them into a brand new software package. The technical impediments include lack of modular model structure, intertwining of user interfaces and computing kernels, varying computer languages used to encode the modeling kernel, distinct input and output data structures and poor documentation of source codes, to name a few (Rizzoli et al. ) . is an appropriate and even necessary step, it is also clear that this is not straightforward because of a typical lack of documentation, lack of credibility of the algorithms or methods encapsulated in the codes, incompatible programming languages and a general lack of good coding practices (e.g. avoidance of FORTRAN-based GOTO statements, hardwired constants or structures that defy modularization and parallelization).
A dilemma often faced is whether to invest effort in vetting and restructuring legacy software for common use (after all, these software systems represent a fairly rich knowledge base), or to launch the creation of new software assemblies and leave the legacy codes behind. This decision will depend on the quality of the software systems versus the difficulty of recreating the software contents.
USING GEOSPATIAL CONTEXT TO DEFINE A CMS
The first type of CMS is regionally limited and only targets the study of processes within a particular region. It commonly involves a collection of independent third-party model systems or tools along with regional datasets that drive these models. In this case, community members enrich the CMS by submitting their models and accompanying data that have been collected and compiled for specific 
USING MONOLITHIC CODE FRAMEWORKS TO FORM A CMS
A CMS within this category centers on the use of one specific or monolithic software package, sometimes organized using modular software architecture. While this model architecture typically features some degree of flexibility by allowing the on-and off-switching of a set of predefined modules, it makes the extension more cumbersome as change requests need to be submitted which are then integrated (Kuo et al. ) . In this case the development group will determine the usefulness of the requests and then possibly extend the code, which makes this a potentially time-consuming process. Of course, the advan- There is also another group of models belonging to this class and concerns software systems for the simulation of river, estuarine and coastal process. This large group includes codes such as DELFT3D (the newest member added in January 2011 from DELTARS, http://www. deltares.nl/en), ROMS, TOMS, EFDC, SELFE, CH3D and ADCIRC, to name just a few. Each of these software packages has its group of followers or user community.
We do not seek to explore this line of reasoning however, While the idea of forming interest groups to develop a new monolithic code structure has the advantage of bringing many minds to bear on the development, thus ensuring substantial intellectual focus and breadth, it is a fairly timeconsuming task because of the large development group and the need for an organized versioning system. In addition, the tight source code control typically delays the transfer to other operating systems and also prevents the harnessing of a much broader community for software contributions. This in turn limits the incorporation of modules and externally developed software components (including legacy software) and also the porting and integration of software segments written in other programming languages.
USING COUPLING FRAMEWORKS TO DEVELOP A CMS
Coupling frameworks seek to provide a software layer into which external software systems can be embedded or linked in an attempt to overcome difficulties in the process of model integration, i.e. disparate model interface definitions, mixed programming languages, difference in data semantics and incompatible spatial and temporal scales (Holzworth et al. ) . There is also the notion that the advancement of coupling frameworks and increased software commonality are key to facilitating the creation of more cohesive and collaborative communities (Killeen et al. ) .
Components of coupling frameworks
The literature contains abundant examples of how coupling frameworks could look. We will try to give an overview on those that seem to be the most prominent. In a somewhat simplistic view, coupling frameworks are software layers that 'glue' together modules during runtime in such a fashion that data can be moved in and out of these components together with time (time manager) and spatial (re-gridding or spatial interpolation) control. In other words, as long as each of the components or modules abides by the rules and protocols set forth by the interface (or 'glue') definitions, any software system can be linked to another software package during runtime. This is a preferred approach when trying to link legacy software and requires the need to write so-called wrappers that mimic the coupling framework interface and hide the historic input/output (I/O) definitions of the legacy codes. While the range of features of a coupling framework largely depends on the requirements of its problem domain, we have tried to identify the most common as follows.
• Model standard or protocol: the kernel of coupling frameworks that commonly comprises standard interfaces that component modules should comply with, descriptions of model structure, data model, metadata tags and some other abstract standards.
• Module library: modules represent context-independent software units that can be separated from their original code base and turned into standalone executables with moderate change (Ciupke & Schmidt ) . They are standardized, portable and are usually made available in the form of a dynamic-link library (DLL) or a component object model (COM) object. A module can encapsulate scientific concepts and algorithms or just be a service module.
• Data analyst: contains tools for data analysis, for instance, geospatial data processing, data statistics, data interpolation or extrapolation, etc.
• Toolbox: contains sophisticated tools and utilities that facilitate the development of component modules such as optimizer, ordinary differential equation (ODE) solver, unit converter, tools for wrapping or converting legacy software, data flow monitors, etc.
• Workbench: a platform for model linkage, execution and management, which usually supports graphical iconbased model construction (Maxwell & Costanza ) . In our opinion, all the classification schemas are valid as they provide an attempt to systematically list the various approaches. Inevitably, some of the software packages, frameworks and coupling approaches mentioned in this manuscript can be classified according to these two schemes. It is more important to simply outline the underlying ideas of the approach rather than to classify each within the schemas presented.
Modes of integration

Component model standardization
Ideally, component modules should be independent standalone software entities that can be analyzed separately and then merged to form more complicated model systems (Voinov et al. ) . For some of the coupling frameworks introduced earlier, i.e. OpenMI, Tarsier and ModCom, component modules are compiled into DLLs which can be loaded by the execution manager at runtime. In other coupling frameworks, component modules can be pre-compiled source codes (as in MMS) or metadata-based models specified by declarative languages (in SME) (Abel et al. ) . 
).
The above requirements for standardizing component modules are discussed under the assumption that they are written using a programming language that is supported by the coupling framework. For example, for the .NET version of OpenMI, component modules can be encoded using VB.
NET or C# programming languages, which permit the runtime manager to invoke the embedded methods and parse input/ output items. In contrast, OpenMI is not directly usable for a large number of modules that are written in other languages.
The mixed-language issue could be addressed by performing language translations and re-coding, either manually or using translation tools (e.g. JNBridge, www.jnbridge.com). needed to be written to assist the database to bridge the communications among the participating actors (Leavesley et al. a, b) . This repetitive reading from and writing to a database approach suffers from long execution times, slowing down the overall model progression. As a result of IT infrastructure growth on data pipelines and improved data and machine communication protocols, most coupling frameworks now seek approaches that allow component modules to communicate dynamically and seamlessly in addition to using new paradigms of how data collections can drive physical models (Gourbesville ).
One approach adopted by some of the coupling frameworks is based on a request-reply mechanism. An example of this type of approach is again the concept behind are all services that are ideally embedded into this tool box which should be able to automatically act whenever it detects an incompatibility. Currently, the majority of coupling frameworks only feature a limited set of transformation tools.
Coupling frameworks and their use in CMS
As pointed out in the previous sections, coupling frameworks exist in a number of forms using different 
SUMMARY AND FUTURE WORK
In this paper we have reviewed current efforts in building CMS for the hydrologic community and to summarize some of the salient points, both advantages and disadvantages, of the systems that we have been able to review. We deliberately focused on systems that are aimed at the hydrologic community with some efforts on the hydrologic periphery, such as atmospheric or estuarine/coastal modeling systems. We felt that these efforts have a place in this review as they are related to the hydrologic realm and also demonstrate some basic features that are potentially common to any CMS, regardless of the specific community.
We have classified current CMS into three categories.
The first uses a specific region as an organizing principle, for which any number of models can be developed with There are also a few disadvantages, however. First, some of the frameworks are established at a basic computational level, often requiring a somewhat steeper learning curve for using the chosen coupling framework. For example, a coupling framework may provide a standard set of interfaces encoded in a certain programming language, which makes it difficult to adopt or use if the user has little to no experience using this language. Second, when wrapping a piece of legacy software, the effort to wrap the code increases dramatically if the code is complex and monolithic in its structure and features complex data models that are not easily modified to work well with the chosen interface definitions. Additional work may be necessary to separate intertwining interfaces and to partition and modularize monolithic software systems. Third, coupling frameworks have been criticized for not seizing the opportunity to formulate a new modeling paradigm that seeks to couple governing equations of the hydrologic processes present in each geo-volume strata in a holistic fashion. This is to say, the coupling framework may perpetuate the existence of inadequate models (and the errors they produce) by coupling one inadequate model to another, thus producing a seemingly better outcome while in reality only adding the faulty results of one model to the faulty results of another.
In other words, a coupling framework may facilitate data exchange during runtime, but does not link these models on a more conceptual and theoretical platform.
We propose that future work on the CMS development on: development of a CMS which could be linked through middleware; middleware that places any CMS computation within the high-performance computing arena; or frameworks that help to overcome semantic disparity between models in general and CMS in particular.
