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Rád bych na tomto místeˇ podeˇkovala všem, kterˇí mi s prací pomohli, protože bez nich by
tato práce nevznikla.
Abstrakt
Diplomová práce se zabývá problémem správy sít’ových prvku˚, prˇevážneˇ smeˇrovacˇu˚.
Popisuje možnosti pro centralizovanou správu pocˇítacˇové síteˇ a její vizuální reprezen-
taci. V diplomové práci je navrhnuto rˇešení nezávislé na operacˇním systému, které je
modulární a je možno jej v budoucnu doplnit o podporu dalších typu˚ zarˇízení a slu-
žeb. Je rovneˇž popsáno a implementováno univerzální webové rozhraní pro komfortní
správu prvku˚ síteˇ.
Práce se postupneˇ zabývá rozborem dostupných technologií, soucˇasnou situací, snaží
se analyzovat problém komunikace a nastavování sít’ových prvku˚, ukazuje rˇešení v po-
dobeˇ vlastního protokolu, který je následneˇ implementován a testován.
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Abstract
The master thesis deals with issues of network management and network elements,
mostly about routers problems. The thesis describes possibilities for centralized man-
agement of computer network and its graphical visualization. In master thesis has been
designed solution which is independent of used operating system, it can be modular and
supports new features which can be implemeted in future. It is also described a imple-
mented like a universal web interface for convenient management of network elements.
Thesis focuses on the analysis of available technologies, current situation, trying to
analyze the main problem of communication and settings of network elements. These
solutions have been implemented in the form of custom protocol a subsequently tested.
Keywords: Mikrotik, Python, JavaScript, Dojo Toolkit, TLS
Seznam použitých zkratek a symbolu˚
SSL – Secure Socket Layer
TLS – Transport Layer Security
GUI – Graphical User Interface
HTML – Hyper Text Markup Language
HTTP – Hyper Text Transfer Protocol
JSON – JavaScript Object Notation
URI – Uniform Resource Identifier
API – Application Programming Internface
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61 Úvod
V dnešní dobeˇ lidé po celém sveˇteˇ využívají prakticky ve všech životních situacíh datové
síteˇ. Stejneˇ tak jsou moderní technologie, které využívají sítí soucˇásti naších životu˚ od
úlého mládí. Již v predškolním veˇku dnes deˇti sedí u internetu, využívají tablety a chytré
telefony. Následneˇ jako studenti cˇerpají veˇdomosti a hledejí alternativní prameny práveˇ
na internetu. V produktivním veˇku si jen málo kdo umí prˇestavit, že by v práci fungoval
bez pocˇítacˇových sítí.
O to du˚ležiteˇjší roli mají síteˇ v komercˇním sveˇteˇ. Banky pomocí internetu prˇevádí vše-
možné financˇní cˇástky. Úrˇady a firmy komunikují pomocí svých informacˇních systému˚ a
elektronické pošty, skrze verˇejné i soukromé komunikacˇní kanály. Všechna odveˇtví pru˚-
myslu, obchodu i beˇžného života jsou neodmyslytelneˇ provázány ru˚znými typy pocˇíta-
cˇových sítí.
Každý uživatel si prˇeje, aby mu sít’ fungovala a nemusel se o ni starat. Podobná situ-
ace je na straneˇ poskyovatelu˚ internetových a datových služeb. Snaží se co nejvíce úkonu˚
zjednodušit a automatizovat. Od fakturací po nastavení koncových bodu˚ síteˇ. A práveˇ o
tomto problému pojednává tato diplomová práce.
Cílem této práce je navrhnutí protokolu pro jednotné nastavení všech uzlu˚ datové
síteˇ, jeho implementace a reálné použití v praxi.
První cˇást se zabývá vysveˇtlením teorie o nástrojích a principech užitých k vytvorˇení
funkcˇní implementace, která rˇeší zadaný problém. Jsou zmíneˇny technologie prˇenosu˚,
jejich formát a programovací jazyky a nástroje vedoucí k funkcˇnímu celku.
Druhá cˇást popisuje soucˇasnou situaci na poli centralizované správy a vizualizací síteˇ.
Trˇetí cˇást rozebírá problematiku a nastinˇuje možné rˇešení.
V další je zmíneˇno, že je potrˇeba navrhnout zpu˚sob komunikae. Nejprve jsou popsány
požadavky, které jsou kladeny na vlastnosti protokolu, poté je zmíneˇno rˇešení a na konec
navrhnuty reálné postupy, hodnoty a reprezentace dat.
Pátá cˇást se zabývá použitím navrhnutého rˇešení do praxe. Popisuje Jednotlivé cˇásti
systému a jejich funkce.
Poslední cˇást je veˇnována nastavení a testování reálné ukázky.
72 Teoretický rozbor
2.1 Secure Sockets Layer
SSL (Secure Sockets Layer) je nekomercˇní otevrˇený protokol a v soucˇasné dobeˇ jedna z
nejvíce používaných metod pro zabezpecˇení datových prˇenosu˚ v rámci internetu mezi
serverem, naprˇíklad s webovou prezentací, a uživatelem. Prˇeklad názvu je vrstva bezecˇ-
ných socketu˚ a vjadrˇuje pravou podstatu protokolu. Pracuje mezi transportní a aplikacˇní
vrstvou ISO/OSI modelu
2.1.1 Certifikacˇní autorita
Certifikacˇní autorita (CA) je instituce, která vydává a oveˇrˇuje digitální certifikáty. Po-
dobneˇ jako naprˇ. státem autorizovaný notárˇ, je také certifikacˇní autorita zodpoveˇdná za
oveˇrˇení skutecˇné identity nositele certifikátu.
Každý žadatel o prˇideˇlení certifikátu je povinnen sdeˇlit informace o sobeˇ, které jsou
následneˇ oveˇrˇeny pomocí oveˇrˇeného výpisu z obchodního rejstrˇíku, obcˇanského pru˚-
kazu, cˇi majitele internetové domény.
2.1.2 Certifikáty
Jedná se o verˇejný klícˇ, který vydává certifikacˇní autorita. Certifikát mimo nejdu˚ležiteˇjší
položky - verˇejného klícˇe - obsahuje také informace o majiteli a certifikacˇní autoriteˇ, která
ho vydala.
Aby se prˇedešlo podvržení nepravého certifikátu nepravou cerfitikacˇní autoritou, je-
li to možné, oveˇrˇuje klient pravost certifikátu prˇímo u certifikacˇní autority, která dotycˇný
certifikát vydalala.
Každý certifikát obsahuje následující údaje:
• seriové cˇíslo - identifikátor certifikátu
• alforitmus použitý pro vytvorˇení podpisu
• informace o majiteli certifikátu
• informace o vydavateli certifikátu
• cˇasové rozmezí platnosti
• úcˇel, pro který je certifikát vytvorˇen
• specifikace algoritmu pro otisk certifikátu




1. Klient zašle inicializacˇní zprávu, ve které oznámí nejvyšší podporovanou verzi a
dostupné šifrovací algoritmy.
2. Server odpoví také inicializacˇní zprávou, oznámí verzi protokolu a vybere jeden
konkrétní šifrovací algoritmus ze seznamu, který poslal klient
3. Pokud to zvolená šifra umožnujeˇ, zašle server klientovi svu˚j certifikát. Je-li to nutné,
mu˚že také požádat klienta o zaslání jeho cerfitikátu.
2.1.3.2 Výmeˇna a nastavení klícˇu˚
1. Pokud to zvolený šifrovací algoritmus umožnujeˇ, zašle klient verˇejný klícˇ.
2. Obeˇ strany vytvorˇí symetrický šifrovací klícˇ podle prˇedem sdeˇlených informací.
2.1.3.3 Vlastní komunikace Pokud kterýkoli z prˇedcházejících kroku skoncˇil nezda-
rem, je vyhodnoceno spojení jako nezabezpecˇené a následneˇ ukoncˇeno. Je-li nastavení
klícˇu˚ úspeˇšné, lze nyní prˇistoupit k vlastní komunikaci, pomocí symetrického klícˇe, který
byl vygenerován v prˇedchozím kroku. Tento klícˇ je používán až do ukoncˇení spojení.
[2]
2.2 RouterOS
Mikrotik RouterOS je operacˇní systém vyvíjený od roku 1995 firmou Mikrotik. Systém
je založený na linuxu a upravený pro potrˇeby aktivníh sít’ových prvku˚, v drtiné veˇtšineˇ
smeˇrovacˇu˚. Lze jej spustit na mnoha platformách, vcˇetneˇ tzv. embedded platform urcˇe-
ných pro specifické aplikace, v tomto prˇípadeˇ aplikace spravující provoz datových sítí.
Konfiguraci systému lze provést více zpu˚soby. Mezi asi nejpoužívaneˇjší patrˇí konfi-
gurace pomocí vlastní dodávané utility WinBox pro OS Windows, která velice prˇipojíná
prostrˇední opracˇního systému od firmy Microsoft. Z prˇíkazové rˇádky je dostupná kon-
zole TELNET, prˇípadneˇ její šifrovaná obdoba SSH.
Dostupné možnosti konfigurace a komunikace s RouterOS:
• telnet - Základní konzolový protokol poskytující nešifrovaný prˇenos dat v podobeˇ
cˇistého textu. Obsahuje vlastní rozhraní CLI. Naslouhcá standardneˇ na portu 23.
• ssh - Zabezpecˇený konzolový protokol podporující vecˇejné klícˇe pro šifrování spo-
jení. Ve zbytku je práce s ním v RouterOS stejná, jako s Telnetem. Naslouchá na
portu 22.
• ftp - Protokol pro prˇenos souboru˚. Využívá nezabezpecˇené komunikace a beˇží na
portu 20
9• winbox - Windows utilita pro správu, která pomocí prˇehledného grafického roz-
hraní je schopna pracovat s nastavením a cˇtením hodnot a navíc také prˇenášet sou-
bory. Využívá zabezpecˇené spojení na portu 8291.
• www - Webové rozhraní, které je aktuálneˇ vybaveno vlastním GUI s názvem Web-
Fig. Je velice podobné utiliteˇ winbox. Využívá protokol HTTP na portu 80.
• www-ssl - Webové rozhraní zu˚stává stejné, jako u www, rozdíl je však v komunikaci,
kdy je zde narozdíl od cˇistého textu prˇenášeného u www využito šifrování SSL.
Standardní port je 443, ale v základním nastavení je tento protokol HTTPS vypnut.
• api - Vlastní protokol pro komunikaci se zarˇízením. Data jsou prˇenášena nezabez-
pecˇeneˇ na portu 8728. Presneˇjší popis tohoto rozhraní je uveden dále v textu.
• api-ssl - Obdoba protokolu api. Formát dat, syntaxe, požadavky i odpoveˇdi jsou
totožné. Liší se v zabezpecˇení, kdy využívá šifrování SSL, resp TSL.
2.2.1 API
RouterOS je pro komunikaci s jinými automatizovanými systémy vybaven vlastním API,
takzvaným MikrotikAPI. Používá protokol TCP a standardneˇ je dostupné na portu
8728 a od verze RouterOS v6.1 na portu 8729 s podporou SSL šifrování.
Prˇíkazy pro API vychází ze CLI prˇíkazu˚. Mu˚žeme tedy pocˇítat s tím, že existuje-li
ve CLI /nejaka/vlastni/cesta, bude tato sekvece dostupná také v API. Neexistuje
bohužel žádná mapa, resp. seznam dostupných prˇíkazu˚, jako je tomu naprˇíklad v MIB u
SNMP.
2.2.2 Slovo
Základní informací prˇi použití API je takzvané slovo (WORD). Jedná se prakticky o
reprezentaci textového rˇádku do podoby:
velikost slova obsah slova
Tabulka 1: Definice slova
Obsah slova lze rozdeˇlit do následujících sekcí:
• prˇíkaz - zacˇíná vždy lomítkem a je prvním slovem každé veˇty. Mu˚žeme tedy rˇíci,
že prˇíkaz je prvním slovem každé veˇty. Definuje, zda-li cheme cˇíst, zepisovat, prˇí-
padneˇ vykonávat jiný speciální prˇíkaz a o jakou hodnotu se bude jednat. Pro výpis
všech IP adres použijem /ip/address/getall
• atribut - zacˇíná rovnítkem a nastavuje hodnotu, kterou obsahuje. Atribut urcˇující
ip adresu: =address=10.0.0.1
• API atribut - zacˇína tecˇkou a v soucˇasné dobeˇ podporuje jen atribut tag, tedy
kuprˇíkladu .tag=2
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• dotaz - uvozuje jej otazník. Nastavuje se jím vyhledávací filtr v dostupných polož-
kách. Pokud budeme chtít vyfiltrovat pouze rozhraní typu vlan: ?type=vlan
• odpoveˇd’ - prvním znakem je vykrˇicˇník a znamená typ odpoveˇdi na neˇkterý z prˇí-
kazu˚. Každá veˇta, která je odpoveˇtí na dotaz obsahuje alesponˇ jednu odpoveˇd’
– !re - informuje, že následuje výpis hodnot
– !done - konec odpoveˇdi (veˇty)
– !trap - signalizuje chybu
2.2.3 Veˇta
Veˇta je definována posloupností slov. V praxi vypadá jako blok rˇádku˚(slov), který zacˇíná
prˇíkazem, mu˚žeo obsahovat neˇkolik atributu˚ a doazu˚ a je zakoncˇen prázdným slovem,
tedy rˇádkem.
2.3 Python
Jazyk Python zacˇal vznikat v roce 1989 ve výzkumném ústavu v Amsterodamu. Za za-
kladatele tohoto skruptovacího jazyka je povarˇován Guido van Rossum a je patrné, že u
samotného návrhu dostatecˇneˇ prˇemýšlel. Vznikl promyšlený jazyk, který je však stále ve
vývoji. Jeho jméno je odvozeno od porˇadu BBC Monty Python’s Flying circus. V soucˇas-
nosti je možno tento jazyk provozovat na mnoha platformách (Linux, Win, Mac, WinCE,
OS2, Java). Stejneˇ tak programy a skripty v neˇm napsané lze na teˇchto systémech témeˇrˇ
vždy spoušteˇt bez úprav.
A jaký Python vlastneˇ je? Cˇistý objektový jazyk se správou výjimek, kompilací do
bytecodu, mnoha vysokoúrovnˇovými typy (rˇeteˇzce, seznam, asociativní pole). Vývoj se
rozdeˇlil na dveˇ veˇtve. Ta jedna podporuje dodnes nejcˇasteˇji používanou verzi 2 a ta druhá
pracuje na vývoji verze s oznacˇením Python 3, plneˇ podporující Unicode. Python lze do-
plnit o vlastní vestaveˇné typy a funkce pomocí C/C++, nebo naopak lze interpret zacˇlenit
do programu v jiném jazyce. V základu obsahuje velké množství modulu˚, které lze ihned
používat. Mezi du˚ležité moduly patrˇí naprˇíklad moduly pro prˇístup k databázím, GUI,
službám operacˇního systému, HTTP, FTP, POP3, SMTP a mnohým jiným protokolu˚m.
Knihovna pro regulární výrazy se stala také pevnou soucˇástí jazyka. Jsou nadefinovány
také moduly pro prˇístup k vnitrˇním mechanismu˚m Pythonu (garbage collector, parser,
kompiler). V Pythonu je taktéž napsán debugger a profiler tohoto jazyka. [1]
Python je dnes používán na serverech po celém sveˇteˇ, nejcˇasteˇji ve verzíh 2.6 a 2.7.
Verze 3 se vyskytuje spíše sporadicky. Pravdeˇpodobneˇ je to zpu˚sobeno zpeˇtnou nekom-
paktibilitou k verzi 2.x. Nelze tedy spoušteˇt staré skripty prˇímo v noveˇjší verzi. Existují
mechanizmy a skripty pro prˇevod Python 2 na Python 3, využívá je ale minimum lidí,
protože verze 2.7 poskytuje všechny potrˇebné knihovny a možnosti zápisu. Hlavní vý-
hodou Python 3 je nativní podpora znakové sady unicode, jak již bylo zmíneˇno drˇíve.
Seznam Python hostingu˚, které jsou zdrama lze najít na http://wiki.python.org/moin/PythonHosting.
Z komercˇních mu˚žeme zmínit naprˇíklad cˇeského provozovatele hostingu Roští.cz.
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Poznámka 2.1 Pokud chceme z noveˇjší verze Python 3 používat neˇkteré vylepšení, je
do starší verze zahrnuta knihovna __future__, ze které lze naimportovat naprˇíklad
použití print jako funkce, prˇípadneˇ nejvíce diskutované použití znakové sady Unicode
jako výchozí (unicode_literals. Celý zápis vypadá následovneˇ:
#do A i B vlozime stejny text
a="aa"
from __future__ import unicode_literals
b="bb"
#vysledky (a == ’aa’, ale b == u’bb’)
type(a)
<type ’ str ’>
type(b)
<type ’unicode’>
Výpis 1: Importování unicode znakové sady
Python pro definici bloku˚ nepoužívá tak cˇasté složené závorky, ale odsazeni rádku˚
zleva. Je jedno, zda-li se jedná o tabulátory, nebo mezery a kolik jich je potrˇeba k uvození
bloku. Je pouze du˚ležité zachovat v celém souboru stejné podmínky. Na každém rˇádku je
práveˇ jeden prˇíkaz a je volitelneˇ zakoncˇen strˇedníkem. Obecné definice a doporucˇení jsou
vydávány pod oznacˇením PEP a jsou dostupné na webu http://legacy.python.org/dev/peps/.
2.4 JavaScript
JavaScript je objektoveˇ orientovaný skriptovací jazyk, která vznikl ve spolecˇnosti Net-
scape v roce 1995. Jeho zápis je bližší spíše C/C++, než jazyku Java, se kterým má z
marketingovýh du˚vodu˚ pouze spolecˇný název.
Standard jazyka byl v roce 1997 publikován organizací ECMA (European Computer
Manufacturers Association) a podle ní se také tato standardizovaná verze nazývá EC-
MAScript. Všechny další implementace jazyka následneˇ vychází z této verze.
Dnes se JavaScript využívá primárneˇ jako doplnˇeˇk internetového prohlížecˇe WWW
stránek na straneˇ klienta, vkládaný prˇímo do HTML souboru˚. Takto lze zajistit dyna-
micky se meˇnící obsah, prˇípadneˇ vytvorˇit grafické rozhraní GUI, aby se stránka co nej-
více prˇiblížila stolním aplikacím. Každý webový prohlížecˇ implementuje vlastní verzi
JavaScriptu, který však vždy musí vycházet z ECMAScriptu.
2.5 JSON
JSON je zkratka pro JavaScript Object Notation, tedy zpu˚sob zápisu objektu˚, který se
poprvé objevil ve stejnojmenné jazyce. Jedná se tedy o podmnožinu programovacího
jazyka JavaScript podle standardu ECMA-262 revidovaného v prosinci 1999.
Pro své prosté a univerzální rˇešení se formát rozšírˇil i do ostatních jazyku˚. JSON vy-
užívá jednoduchý textový zápis, který je zcela nezávislý na jazyce. Umožnˇuje zapsání
cˇísel, textu˚, polí, slovníku˚ i objektu˚. Je tedy idální k jednoduché serializaci dat a objektu˚
do textového zápisu. JSON nedefinuje kódování znakové sady. Veˇtšina užívaných imple-
mentací v programovacích jazycích užívá jako výchozí znakovou sadu Unicode UTF-8.
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Ve srovnání s jinými zpu˚soby zápisu dat neobsahuje žádné definice kontextu dat.
Verˇejneˇ se udává, že je tedy prˇibližneˇ o 40% úsporneˇjší na zápis, než naprˇíklad jazyk XML.
Oproti tomuto zápisu však nedefinuje ve svém základu mechanizmy pro vyhledávání v
datech. V poslední dobeˇ se proto ujímá standard JSON Pointer, definovaný v RFC
















Výpis 2: Zápis indexovaného pole ru˚zných objektu˚
Jedná se o implicitní zápis objektu˚ jazyka JavaScript, takže v tomto jazyce se nacˇtení
zápisu rˇeší poveˇtšinou funkcí eval(), která pouze zápis spustí.
Pro prakticky všechny možné jazyky již existují moduly pro prˇevod tohoto formátu.
Neˇkteré jazyky mají tyto moduly již v základu implementovány a prˇibaleny. Jedná se
naprˇíklad o Python, PHP, ASP, Java a další.
2.6 RESTful
Representational State Transfer je architektura primárneˇ pro webové API. Publikoval ji
v roce 2000 jeden ze spoluautoru˚ protokolu HTTP Roy Fielding. Fielding používá pro
komunikaci základní prˇíkazy i odpoveˇdi protokolu HTTP verze 1.1 tak, jak jsou popsány
v RFC 2616.
REST je orientován datoveˇ, urcˇuje tedy pouze prˇístup k datu˚m a nikoli jejih reprezen-
taci, kterou prˇenechává na vyšší vrstvy.
Základní vlastnosti:
• klient-server - Data jsou uložena na serveru a klient pouze zasílá požadavky
• bezstavový - Každý požadavek musí fungovat jako samotný. Musí tedy obsahovat
všechny náloežitosti pro jeho vykonání bez ohledu na prˇedcházející požadavky
• cache - U požadavku mu˚že být nastaveno, zda-li se má kešovat, cˇi nikoli
• CRUD - 4 základní metody: Create, Retrieve, Update a Delete, které musí vystacˇit
pro komunikaci. Jelikož jsou totožné s protokolem HTTP, jsou jím implementovány.
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• reprezentace dat - Data jsou uložena v teˇle požadavku, pro komunikaci je tedy
jedno, jaký používají formát reprezentace dat. Doporucˇeny jsou ATOM/RSS, JSON
a XML.
2.6.1 URI
Takzvaný jednotný identifikátor zdroje, reprezentovaný textovým rˇeteˇzem a využívaný
zejména na internetu, kde jej všihni znají z cesty k html stránkám, jako naprˇíklad http://www.vsb.cz/stranka?id=4#nahore.
Tato cesta má následující prˇedpis:
schéma:hierarchická cesta?dotaz#umísteˇní
s takovýmto významem jednotlivých cˇástí, které jsou oddeˇleny speciálními znaky:
• schéma - druh adresy (mailto, ftp, https, ...)
• hierarchická cˇást - popis jednoznacˇné cesty k dokumentu
• dotaz - blíže specifiguje adresu (volitelné)
• umísteˇní - urcˇuje o kterou cˇást dokumentu se jedná (volitelné)
Pro náš prˇípad je podstatná pouze cˇást hierarchické cesty, která se dále zúží o adresu
zarˇízení. Zu˚stane tedy /stranka
V prˇípadeˇ architektury REST je možné zasílat požadavky na následující cesty:
• / - dotaz na celou databázi
• /stranka/ - dotaz na kolekci, resp tabulku v prˇípadeˇ databáze, s názvem stranka
• /stranka/id - dotaz na konkrétní dokument s unikátním identifikátorem id
2.6.2 Požadavky
Celá architektura definuje pouze 4 typy požadavku˚: Create, Retrieve, Update, Delete,
které odpovídají HTTP požadavku˚m POST, GET, PUT a DELETE.
/tabulka/ /tabulka/id
GET vrátí seznam objektu˚ vrátí objekt
POST vytvorˇí objekt vytvorˇí objekt
PUT upraví objekt
DELETE odstraní objekt
Tabulka 2: Interpretace dotazu˚ na ru˚zná URI
Celý prˇíkaz se vždy skládá z požadavku, který je následován parametrem ve tvaru
URI. Jako oddeˇlovaš louží obycˇejná mezera.
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2.6.2.1 GET (Retrieve) Prˇíkaz slouží k získání obsahu˚ dokumentu˚ ze serveru.
Naprˇíklad požadavek GET /uzivatel/4 vrátí jako odpoveˇd informace u uživateli
s identifikátorem 4, pokud je takovýto identifikátor nalezen.
Možné dotazy na ru˚zná URI:
• http://server/ - Získá seznam kolekcí dostupnýh na serveru.
• http://server/kolekce/ - Vrátí seznam dokumentu˚ v kolekci
• http://server/kolekce/id - Nacˇte a vrátí konkrétní dokument
Možné odpoveˇdi:
• 200 OK - Požadovaný dokument byl nalezen a prˇedán na výstup.
• 404 Not Found - Požadovaný dokument nebyl na serveru nalezen nalezen.
2.6.2.2 POST (Create) Pokud je potrˇeba vytvorˇit nový dokument, prˇípadneˇ kolekci,
zašle se prˇíkaz s URI nadrˇazené kolekce.
Naprˇíklad požadavek POST /uzivatel/ vytvoží nový záznam v tabulce uzivatel.
Identifikátor záznamu se nepoužívá, protože v dobeˇ zápisu není klientovi znám.
Možné dotazy na ru˚zná URI:
• http://server/ - Vytvorˇí novou kolekci.
• http://server/kolekce/ - Vytvorˇí nový dokument v požadované kolekci.
Možné odpoveˇdi:
• 200 OK - Obecná informace o tom, že byl prˇíkaz vykonán.
• 201 Created - Dokument byl vytvorˇen. V teˇle odpoveˇdi je možné specifikovat noveˇ
vytvorˇený identifikátor práveˇ vytvorˇeného objektu
• 204 No Content - Dokument byl vytvorˇen, ale odpoveˇd’ o neˇm neobsahuje žádné
informace.
• 404 Not Found - Dokument nebylo možné vytvorˇit.
2.6.2.3 PUT (Update) O editaci záznamu˚ se stará prˇíkaz PUT. Je velice podobný prˇí-
kazu POST. V dobeˇ editace je oproti prˇedchozímu prˇíkazu však již znám identifikátor,
který tedy musí být specifikován.
Naprˇíklad požadavek PUT /uzivatel/4 prˇepíše záznam o uživateli s identifikáto-
rem 4.
V prˇípadeˇ, že chce klient rozhodnout a nastavit prˇesneˇ identifikátor noveˇ vkládaného
objektu, lze prˇíkaz použít také k vytvorˇení.
Možné dotazy na ru˚zná URI:
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• http://server/kolekce/ - Upraví nastavení kolekce
• http://server/kolekce/id - V prˇípadeˇ, že objekt existuje, upraví jej. Pokud objekt na-
opak neexistuje, pokusí se vytvorˇit jej a nastavit mu požadovaný identifikátor.
Možné odpoveˇdi:
• 200 OK - Obecná informace o tom, že byl prˇíkaz vykonán.
• 201 Created - Pokud byl prˇíkazem vytvorˇen nový dokument.
• 204 No Content - Dokument byl upraven, ale odpoveˇd’ o neˇm neobsahuje žádné
informace.
• 404 Not Found - Dokument nebylo možné upravit. Veˇtšinou nebyl specifikován
identifikátor.
2.6.2.4 DELETE (Delete) Objekt lze smazat pomocí prˇíkazu DELETE. Pro smazání
objektu je potrˇeba v URI nastavit prˇesný identifikátor. Pokud takovýto objekt nebude
nalezen, bude vrácena chyba. Chyba bude vrácena taktéž prˇi druhém volání, pokud za-
voláme stejný prˇíkaz dvakrát po sobeˇ.
Naprˇíklad požadavek DELETE /uzivatel/4 smaže záznam o uživateli s identifi-
kátorem 4.
Možné dotazy na ru˚zná URI:
• http://server/kolekce/id - V prˇípadeˇ, že objekt existuje tak jej odstraní.
Možné odpoveˇdi:
• 200 OK - Obecná informace o tom, že byl prˇíkaz vykonán.
• 204 No Content - Dokument byl smazán, ale odpoveˇd’ o neˇm neobsahuje žádné
informace.
• 404 Not Found - Dokument nebylo možné smazat, protože neexistuje.
[3] [5] [11] [10] [8]
2.7 SQLite
SQLite je jednoduchý databázový systém, který je dostupný pouze lokálneˇ a pro uložení
všech dat využívá jediný soubor.
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2.7.1 Datové typy
SQLite databáze je takzvaneˇ beztypová. Znamená to, že je prakticky jedno, jaký datový
typ uložíme do kterého sloupce. Mu˚že se tedy stát, že deklarujeme sloupci cˇíselný datový
typ a uložíme do neˇj textový rˇeteˇzec.
Jedinou vyjímkou je sloupec s typem INTEGER PRTIMARY KEY, kdy musí bát pou-
žito celé cˇíslo z du˚vodu rychlého indexování,
Každá uložená hodnota v databázi je uložena do jedné z následujících typových trˇíd:
• NULL - hodnota nemá žádnou hodnotu
• INTERGER - celocˇíselná hodnota, která je uložena v 1 až 8 bajtech, v závislosti na
velikosti cˇísla.
• REAL - cˇíslo s plovoucí desetinou rˇárkou
• TEXT - textový rˇeteˇzec, který je uložen ve standardním formátu databáze (UTF-8,
UTF-16BE nebo UTF-16LE)
• BLOB - binární data, která jsou uložena ve stejném tvrau, jako byla vložena na
vstup
Pro uložení datového typu Boolean není v databázi definována žádná trˇída. Využívá
se typu INTEGER, kdy je hodnota False zapsána jako nula a hodnota True je zapsána jako
cˇíslovka jedna.
Stejneˇ tak není exaktneˇ urcˇeno, jak se budou ukládat informace o datumech a cˇasu.
Jednou z variant je použití typu TEXT, do kterého se uloží datum ve tvaru, který definuje
norma ISO8601, tedy YYYY-mm-dd HH:MM:SS.SSS. Další variantou je použití trˇídy IN-
TEGER a uložení do formátu takzvaného Unix Timestamp, tedy pocˇet vterˇin od pocˇátku
pocˇítacˇového veˇku, který byl urcˇen jako pu˚lnoc prvního ledna roku 1970.[9]
2.7.2 Omezení
Databáze podporuje drtivou veˇtšinu funkcní podle standardu SQL-92. Hlavní nevýho-
dou oproti klasickým databázím je obsence uživatelu˚ a nastavení jednotlivých práv prˇí-
stupu.
Celková velikost databáze je omezena velikostí 241bajt, coodpovdavelikostidvaterabajty.Toholzevpraxi, navcvzhledemkpouitdatabze, jentkodoshnoutatatohodnotajetedydostaten.Maximlnpoetdkjedntabulkyjetyibiliony.Tatohodnotaje, jakautoisamipiznvaj, jenteoretickapraktickynebylanikdytestovna.Limittyibilionyjestejntakpropoettabulekaindex.Napkladjmnanemajdnomezen, cosevelikostite, anadefinicejmnafunkce, ktersemusvlztdo255znak.
Nejhorší omezení, kterého lze navíc v praxi realneˇ dosáhnout je velikost jenoho rˇádku.
Tato hodnota je stanovena na jeden megabajt.[7]
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3 Soucˇasná situace
V soucˇasnosti nebyl nalezen žádný systém, který by alesponˇ cˇástecˇným zpu˚sobem vyho-
voval zadání.
Jsou k dispozici bud’to systémy, ve kterých je možné vymodelovat základní podobu
pocˇítacˇové síteˇ, avšak tyto systémy nemají možnost definice dat jednotlivých prvku˚ síteˇ.
Na druhé straneˇ existují systémy podporující centralizované nastavení sít’ových prvku˚,
které nemají možnost zobrazit žádný model síteˇ.
3.1 Obdobné nástroje
3.1.1 Solarwinds Network Configuration Manager
Severoamerická spolecˇnost Solarwinds sídlící v Texasu nabízí produkt s názvem Ne-
twork Configuration Manager. Jeho cena zacˇíná na ceneˇ zhruba okolo 60 000 Kcˇ.
Aplikace pro svu˚j beˇh potrˇebuje minimální konfiguraci s vysokými nároky na para-
matry serveru, jak jsou dvoujádrový 3GHz procesor a 3GB operacˇní pameˇti. Ke svému
spušteˇní vyžaduje operacˇní systém Microsoft Windows 2003 SP2, nebo noveˇjší, .NET Fra-
mework 4.0. Data jsou ukládána na SQL server minimálneˇ verze 2005, vyvíjený rovneˇž
firmou Microsoft a oznacˇený MSSQL.
Obrázek 1: Grafické zobrazení síteˇ
Software spolecˇnosti Solarwinds je pravdeˇpodobneˇ zameˇrˇen na sféru národníh a nad-
národních korporací. Tomu je prˇizpu˚soben i seznam zarˇízení, které systém podporuje.








• Palo Alto Networks
• a další podobní výrobci...
Najdeme zde tedy podporu pouze high-end sít’ovýh prvku˚. Námi potrˇebný Mikrotik
RouterOS zde bohužel nenajdeme a nemu˚žeme se za to zlobit, jelikož zarˇízení tohoto
výrobce jsou urcˇená pro naprosto jiný segment trhu.
Obrázek 2: Definice pravidel firwallu
Nastavení firewallu je zde propracováno výborneˇ. Chybí zase ale ostatní potrˇebné
moduly, pro omezení sít’ového provozu skrz zarˇízení nebo filtrování fyzických adres.
3.1.2 Mikrotik Dude
Dude je monitorovací a dohledový systém vyvíjený spolecˇností Mikrotik. Pomocí tohoto
software lze monitorovat a spravovat všechny zarˇízení spolecˇnosti Mikrotik.
Definice síteˇ je rˇešena vytvorˇením modelu síteˇ jako diagramu v grafickém prostrˇedí.
Lze nastavovat všechna pravidla, avšak pouze v reálném cˇase.
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Obrázek 3: Vzhled nástroje Dude
3.2 Vizuální modely
Další sekci utilit tvorˇí online nástroje pro modelování diagramu˚. Ty nemají s nastavením
a informacemi o datových sítí nic spolecˇného. Rˇeší ale grafickou cˇást reprezentace síteˇ.
Mezi takovéto povedené nástroje patrˇí LucidChart.com, beˇžící ve Flashi, nebo draw.io,
který je napsán v JavaScriptu.
Obrázek 4: Nástroj Lucidchart pro kreslení diagramu˚ síteˇ
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3.3 Nástroje pro správu
Poslední cˇást nástroju˚ lze shrnout jako vhodné pro správu a nastavení síteˇ, kterým však
chybí grafické znázorneˇní konfigurované síteˇ.
3.3.1 MikroBill
MikroBill je software cˇeské spolecˇnosti Neomax CZ. Systém nabízí správu zákazníku˚,
automatikou fakturaci a v neposlední rˇadeˇ také nastavení jednotlivých prvku˚ síteˇ v prˇí-
jemném webovém prostrˇedí. Software podporuje jen MikrotikAPI a bohužel v jeho neza-
bezpecˇené podobeˇ.
Obrázek 5: Konfigurace firewallu pomocí MikroBill
3.4 rConfig
Nástroj rConfig poskytuje správu zarˇízení na platformeˇ Linux. Pro takovéto zarˇízení je
schopen definovat urcˇitou sadu pravidel a prˇíkazu˚, pomocí kterých je schopen nastavit
prakticky vše.
Jeho velikou nevýhodou je, že neumožnˇuje definovat nastavení zarˇízení jednotným
zpu˚sobem a podporuje pouze Linuxu podobné systémy.
3.5 ISPAdmin
ISPAdmin je komplexní systém pro management veˇtších sítí na úrovni poskytovatelu˚
datového prˇipojení.






V prˇidání dalších typu˚ narazíme na problém, jelikož se jedná o proprietální komercˇní
systém. Nutnost za systém platit ho znevýhodnˇuje oproti jiným. Není možné rovneˇž zob-
razit podobu síteˇ. Tedy je zde možnost náhledu síteˇ v monitorovacím systému Nagios,
ten však podporuje pouze hveˇzdiové síteˇ a v prˇípadeˇ použití OSPF se stává nepoužitel-
ným.
Obrázek 6: Seznam routeru˚ v ISPAdmin
22
4 Analýza problému
V dnešní dobeˇ není dostupný zádný nástroj, který by umožnˇoval zabezpecˇeneˇ dopra-
vovat konfigurace sít’ových služeb na koncová zarˇízení ru˚zných výrobcu˚ a používající
nespocˇet ru˚zných systému˚ a byl prˇitom modulární a na tolik zdokumentovaný, aby bylo
možné dopsat adaptéry na nová zarˇízení.
Pokud k tomu prˇídáme navíc nutnost celou sít’ zobrazit, nebyde nám jiná možnost,
než navrhnout vlastní rˇešení.
Celý problém lze rozdelit na neˇkolik meˇnších cˇástí, z nichž každá mu˚že být rˇešena do
urcˇité míry samostatneˇ.
Problémy rozeberem v porˇadí, ve kterém by meˇly být použity prˇi beˇžné obsluze.
4.1 Definice síteˇ
Jak ze zadání vyplývá, je potrˇeba definovanou sít’ zobrazit takovým zpu˚sobem, který by
zajistil, že úprava bude jednoduchá, centralizovaná a je možné do sít’e prˇidávat i odebírat
prvky na ru˚zných místech.
Ve vlastním rˇešení se to pokusíme implementovat pomocí diagramu síteˇ, který bude
dynamický.
Pokud máme nadefinovanou sít’ tak, aby prˇibližneˇ odpovídala skutecˇné topologii a
máme nastaveny všechny adresy a informace o jednotlivých zarˇízeních, mu˚žeme pristou-
pit k nastavení pravidel.
4.2 Úprava pravidel
Je potrˇeba, aby každý prvek síteˇ mohl být nastaven bez ohledu na výrobce a použitý
systém. Meˇlo by být dosaženo jednotného rozhraní pro všechny zarˇízení v síti.
Jedná se primárneˇ o pravidla firwallu, definice statických MAC adres a omezení rych-
losti pro jednotlivé adresy.
Následneˇ se pokusíme vytvorˇit v JavaScriptu uživatelské rozhraní, které umožní jed-
notneˇ definovat potrˇebné nastavení.
4.3 Prˇenos pravidel na zarˇízení
Jednou z klícˇových funkcí je zejména prˇenos vytvorˇené konfigurae na koncová zarˇízení,
zvlášteˇ v situaci, kdy je každé zarˇízení vybaveno jiným systémem.
Celá komunikace navíc nesmí být cˇitelná prˇi pru˚chodu sítí od centrálního systému ke
koncovému uzlu a nesmí být možné ji prˇi prˇenosu pozmeˇnit.
Navrhneme nejlépe vícevrstvá šifrování, které ve vhodném formátu prˇenese data
mezi zarˇízeními. Nebude-li se z jakéhokoli du˚vodu na koncové zarˇízení možné prˇipo-
jit prˇímo, použijeme nejbližsí zarˇízení, které to umožní a z tohoto mezicˇlánku nastavíme
koncové zarˇízení jiným možným zpu˚sobem.
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4.4 Aplikování pravidel
Jakmile data prˇesuneme na cílový prvek nastává problém s aplikováním nastavení. Ru˚zné
systémy mohou mít ru˚zneˇ rˇešené konfigurace a potrˇebné služby.
Ideální by bylo pro každé takové zarˇízení vytvorˇit jakýsi prˇevodník mezi teˇmito for-
máty, tedy Konektor.
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5 Vlastní komunikacˇní protokol
Z du˚vodu zajišteˇní komunikace mezi jednotlivými zarˇízeními a centrálním serverem
bylo potrˇeba navrhnout protokol pro prˇedávání potrˇebých dat.
5.1 Požadavky
Na samém pocˇátku vývoje protokolu bylo potrˇeba stanovit urcˇité podmínky, které musí
protkol splnˇovat:
1. Data budou prˇevádeˇna z nativních objektu˚ daných programovacích jazyku˚. Musí
být tedy pro prˇenos použit formát, který dovolí zapsat prakticky jakýkoli objekt.
2. Prˇevadeˇcˇ, který má na starost konverzi mezi objekty a transportním formátem bude
možno nahradit jiným. Znamená to tedy, že formát prˇenášených dat mu˚že být kdy-
koli zmeˇneˇn bez dopadu na funkcˇnost protokolu.
3. Jednotlivé objekty, které se budou prˇenášet nemusí být v dobeˇ vzniku protokolu
ješte známy a je potrˇeba mít možnost je rozšírˇit o objekty nové.
4. Jelikož se budou data prˇenášet po rozsáhlých datových sítí, u kerých není zarucˇena
bezpecˇnost, musí být protokol pro prˇenos odolný vu˚cˇi odposlouchávání.
5. Není zarucˇeno, že nebudou data posílána skrze aktivní prvky trˇetích stran, které
mohou být vybaveny ru˚znými formami proxy pro pozmeˇneˇní dat v pru˚behu cesty
(takzvaný útok Man-in-the-middle). Protokol tedy musí být odolný i vu˚cˇi takové-
muto útoku.
5.2 Rˇešení
Pro uspokojení požadavku˚ byly navrženy dílcˇí rˇešení. Každé rˇešení odpovídá požadavku
se stejným oznacˇením.
1. Doporucˇeno použití formátu JSON jako základního. Lze použít také ATOM/RSS,
XML, nebo jiný vlastní zápis, který splnˇuje požadavky.
2. O takzvanou serializaci se musí starat externí knihovna, která ovšem podporuje
prˇedchozí bod.
3. Objekty jsou definovány jako moduly, které lze do systému prˇidávat.
4. Lze použít šifrování pomocí libovolného algoritmu, naprˇíklad AES. Díky následu-
jícímu bodu rˇešení je tato cˇást nepovinná.
5. Spojení bude sestaveno nad protokolem SSL/TLS prˇi použití certifikátu s verˇejným
klícˇem.
Z toho vyplývá, že náš protokol je plneˇ modulární a pro sestavení spojení využívá
socketu uvnitrˇ šifrovací vrstvy SSL/TLS.
25
5.3 Datové typy
Pro potrˇeby námi definovaného protokolu je potrˇeba nadefinovat typy dat, se kterými
budeme pracovat. Použité datové typy vychází ze základních datových typu˚ jazyka Py-
thon. Lze je však analogicky strovnat s obdobnými typy v jiných programovaích jazycích.
1. int - celé cˇíslo podporující záporné znaménko
2. str - textový rˇeteˇzec s kódováním unicode ve verzi utf-8
3. list(x) - seznam, resp pole, jehož obsahem jsou objekty typu X
4. dict - slovník, resp asociativní pole
Všechny ostatní datové typy, struktury a objekty jsou jen odvozeny od teˇchto 4 zá-
kladních.
5.4 Základní objekt
Základní objekt si lze prˇedstavit jako jakýsi kontejner, který je základem každé zasílané
zprávy. Vychází z neˇj požadavek i odpoveˇd’ a má prˇesneˇ danou strukturu. Jako celek
odpovídá datovému typu dict.
Následující tabulka popisuje jednotlivé položky základního objektu, definuje jejih ve-
likosti, datové typy i to, zda-li je povinný prˇi každé zpráveˇ. Velikostí je myšlen pocˇet
znaku˚, respektive pocˇet cifer u cˇíselného datového typu.
Položka Datový typ Velikost Povinna
version int 2 ano
type str 10 ano
id int 11 ano
command str 20 ne
status str 3 ne
device_ip str 15 ano
modules list(str) ne
{module-name} list({dict}) ne
Tabulka 3: Formát požadavku vlastního protokolu
Aby bylo možno lépe specifikovat jednotlivé položky a vysveˇtlit jejih význam, lze je
doplnit o následující podrobnosti:
• version
– význam: verze protokolu
– prˇíklad: 1
Verze protokolu bude vždy zpeˇtneˇ kompatibilní.
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• type
– význam: typ požadavku
– prˇíklad: "request"
– dostupné hodnoty: "request", "response"
Každý požadavek obsahuje "request"a naopak každá odpoveˇd obsahuje "response"
• id
– význam: unikátní identifikátor požadavku
– prˇíklad: 12345678901
Každý požadavek ma unikátní id. Nemu˚že se tedy stát, že se zašlou dva ru˚zné
požadavky se stejným id. Prˇi posílání odpoveˇdi je použito id požadavku na který se
odpovídá, aby se docílilo správného spárování odpoveˇdi s požadavkem, v prˇípadeˇ,
že komunikujeme s více zarˇízeními najednou.
• command
– význam: specifikuje druh požadavku
– prˇíklad: "ping"
– dostupné hodnoty: "ping", "device_info", "login", "apply", "disconnect", "add",
"edit", "get", "get", "delete"
Vyskytuje se pouze u požadavku, u kterého je povinný.
• status
– význam: urcˇuje stav odpoveˇdi
– prˇíklad: "err"
– dostupné hodnoty: "ok", "err"
Je povinneˇ soucˇástí každé odpoveˇdi a urcˇuje, zda-li byl zaslaný požadavek vyko-
nán správneˇ, nebo nastala-li chyba prˇi jeho vykonávání.
• device_ip
– význam: IPv4 adresa zarˇízení
– prˇíklad: "192.168.1.1"
– formát: "X.X.X.X", kde X je cˇíslo od 0 do 255
Slouží ke specifikaci, na které zarˇízení se má dotaz provést. Tato položka je du˚ležitá
zejména u konektoru˚, které komunikují s více zarˇízeními.
• modules
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– význam: seznam modulu˚, kterýh se požadavek týká
– prˇíklad: ["mac-filter", "traffic-shaping"]
– dostupné hodnoty: jména modulu˚, aktálneˇ "mac-filter", "traffic-shaping"a "fi-
rewall".
Ke každému jménu modulu musí být v požadavku záznam se stejným jménem
jako klícˇem. Nelze použít jména, která jsou použita pro názvy existujících položek
požadavku (naprˇíklad "command")
• {module-name}
– význam: obsahuje detail
– prˇíklad: ["username": "uzivatel1", "password":"heslo2
]
– dostupné hodnoty: objekty jednotlivých modulu˚
Jedná se o slovník, tedy asociativní pole, do kterého jsou prˇevedeny objekty daného
modulu.
5.5 Objekty modulu˚
Z požadavku na dodatecˇné prˇidání nových objektu˚ vychází modulární princip všech
objektu˚. Pro jednotlivé typy objektu˚ je zapotrˇebí tedy definovat moduly.
Modul je vždy uložen jako dict, jehož obsah se shoduje s obsahem objektu, který
reprezentuje.
Pro základní komunikaci byly navrhnuty následující moduly, které jsou vždy proto-
kolem podporovány:
5.5.1 login
Pomocí tohoto modulu jsou prˇenášeny prˇihlašovací údaje
Seznam položek modulu:
Položka Datový typ Velikost Povinna
username str 255 ano
password str 255 ano
Tabulka 4: Formát modulu login
Dodatecˇné informace o položkách:
• username
– význam: uživatelské jméno
– prˇíklad: "admin"
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Heslo, které je zapsáno v podobeˇ prostého textu (plain-text)
5.5.2 device-info
Aby bylo možné zjistit neˇkteré základní informace o systému v sít’ovém prvku, obsahuje
tento modul jejich seznam a definici.
Seznam položek modulu:
Položka Datový typ Velikost Povinna
uptime int 11 ano
system str 255 ne
cpu-count int 3 ne
cpu str 255 ne
cpu-freq int 5 ne
datetime int 11 ne
if-count int 3 ne
ifX-name str 32 ne
ifX-mac str 17 ne
ifX-plug int 1 ne
Tabulka 5: Formát modulu device-info
Dodatecˇné informace o položkách:
• uptime
– význam: Doba beˇhu systému od posledního spušteˇní v sekundách
– prˇíklad: 3600
Doba se zaokrouhluje na celé sekundy
• system
– význam: Verze a typ systému
– prˇíklad: "Mikrotik RB750"




– význam: Pocˇet dostupných procesoru˚
– prˇíklad: 2
Pocˇet jader, kterými disponuje prvek.
• cpu
– význam: Typ procesoru
– prˇíklad: "Intel(R) Celeron(TM) CPU"
• cpu-freq
– význam: Frekvence, na kterou je taktpván procesor v MHz
– prˇíklad: 1400
• datetime
– význam: Datum a cˇas
– prˇíklad: 1234567890
– formát: Unixtimestamp - pocˇet sekund od 1.1.1970
• if-count
– význam: Pocˇet dostupných sít’ových rozhraní
– prˇíklad: 5 V závislosti na pocˇtu existují také záznamy ifX-* , kde X je cˇíslo z
intervalu 0 az (if-count -1 )
• ifX-name
– význam: Název rozhraní, které je X-té v porˇadí.
– prˇíklad: "eth1"
• ifX-mac
– význam: MAC adresa, kterou má X-té rozhraní
– prˇíklad: "00:11:22:33:44:55"
– formát: "XX:XX:XX:XX:XX:XX", kde X je šestnáctkové cˇíslo
• ifX-plug
– význam: Znacˇí, zda-li rozhraní prˇipojeno
– prˇíklad: 0
– formát: cˇíslo int v rozdahu 0 = False a 1 = True




Tento modul slouží k výmeˇneˇ informací o statických ARP záznamech
Seznam položek modulu:
Položka Datový typ Velikost Povinna
ip str 15 ano
mac str 17 ano
comment str 255 ne
Tabulka 6: Formát modulu mac-filter
Dodatecˇné informace o položkách:
• ip
– význam: IPv4 adresa
– prˇíklad: "192.168.1.1"
– formát: "X.X.X.X", kde X je cˇíslo od 0 do 255
IP adresa, ke které se má nastavit statický ARP záznam
• mac
– význam: MAC adresa
– prˇíklad: "00:11:22:33:44:55"
– formát: "XX:XX:XX:XX:XX:XX", kde X je cˇíslo v šestnáctkové soustaveˇ (0 až F)
MAC adresa zapsána jako text.
• comment
– význam: Komentárˇ
– prˇíklad: "honzíku˚v pc"
Komentárˇ, který se mu˚že objevit jako poznámka u statického záznamu v nastavo-
vaném zarˇízení
5.5.4 traffic-shaping
Pro potrˇeby omezování rychlostí jednotlivýh IP adres na smeˇrovacˇích je navrhnut tento
modul.
Seznam položek modulu:
Dodatecˇné informace o položkách:
• ip
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Položka Datový typ Velikost Povinna
ip str 15 ano
down int 8 ano
up int 8 ano
comment str 255 ne
Tabulka 7: Formát modulu traffic-shaping
– význam: IPv4 adresa
– prˇíklad: "192.168.1.1"
– formát: "X.X.X.X", kde X je cˇíslo od 0 do 255
IP adresa, ke které se má nastavit statický ARP záznam
• down
– význam: Rychlost stahování dat v kbps
– prˇíklad: 10000
• up




– prˇíklad: "honzíku˚v pc - 10/2 Mbps"
Komentárˇ, který se mu˚že objevit jako poznámka u statického záznamu v nastavo-
vaném zarˇízení
5.5.5 firewall
Aby bylo možné definovat jednotlivá pravidla ve firewallu, poskytuje tento modul mož-
nost takováto data zaznamenat
Seznam položek modulu:
Dodatecˇné informace o položkách:
• chain
– význam: Sekce firewallu
– prˇíklad: "forward"
– dostupné hodnoty: "input", "output", "forward", "pre", "post"
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Položka Datový typ Velikost Povinna
chain str 3 ano
protocol str 8 ano
order int 5 ano
source_ip str 255 ne
destination_ip str 255 ne
source_if str 32 ne
destination_if str 32 ne
action str 32 ano
action_def str 255 ne
comment str 255 ne
Tabulka 8: Formát modulu firewall
Prˇi použití NATu zu˚stává nastaveno pouze PRE pro Prerouting a POST pro Po-
strouting. Ostatní sekce odpovídají sekcím filteru firewallu.
• protocol
– význam: Udává pro jaký protokol pravidlo platí
– prˇíklad: "tcp"
– dostupné hodnoty: "tcp", "udp", "all"
• order
– význam: Vyj adrˇuje prioritu v prˇíslušné sekci
– prˇíklad: 0
– formát: cˇíslo od 0 do 65000
Nižsí cˇíslo vždy znamená pozici blíže zacˇátku prohledání filtru˚
• source_ip
– význam: Zdrojová adresa a port
– prˇíklad: "192.168.0.1"
– formát: [!]ip[/subnet][:port1[-port2]]
Na zacˇátku lze použít vykrˇicˇník pro negování parametru. IP adresa mu˚že být dopl-
neˇna o bitový prefix podsíteˇ. Dále je možné nastavit port za dvojtecˇku, resp rozsah
portu˚ oddeˇlených pomlcˇkou.
• destination_ip




Popis položky je totožný s prˇedcházející.
• source_if
– význam: Vstupní rozhraní
– prˇíklad: "eth1"
– formát: [!]název-rozhraní
Na zacˇátku lze použít vykrˇicˇník pro negování parametru.
• destination_if
– význam: Odchozí rozhraní
– prˇíklad: "!eth1"
– formát: [!]název-rozhraní
Na zacˇátku lze použít vykrˇicˇník pro negování parametru.
• action
– význam: Akce, která se má provést prˇi splneˇní pravidla
– prˇíklad: "drop"
– dostupné hodnoty: "snat", "dnat", "masquerade", "redirect", "accept", "drop",
"reject"
Nastavuje akci, resp cíl pravidla. Pokud je nastaven SNAT, DNAT nebo REDIRECT,
je potrˇeba specifikovat v následujícím poli detaily definice.
• action_def
– význam: Rozširˇující definice akce
– prˇíklad: "192.168.1.1:8080"
– formát: ip1[-ip2][:port1[-port2]] nebo port2[:port2] nebo libovolný text
• comment
– význam: Komentárˇ
– prˇíklad: "cizí ip z naseho subnetu - zahodit"




Ze všeho nejdrˇíve, ihned po prˇihlášení k serveru, je nutné prˇihlásit se pomocí uživa-




















Pokud došlo k autentizaci heslem, mu˚žeme požádat o výpis informací o zarˇízení:

























Pro potrˇeby komunikace s databází byl navrhnut a implementován balícˇek zajišt’ující







Databázový model lze definovat v adresárˇi model. Každou tabulku reprezentuje práveˇ
jeden soubor s konovkou .py, ve kterém je definice trˇídy, která odpovídá tabulce v data-
bázi. Uvnitrˇ souboru musí být import trˇídy db, ze které trˇída nové tabulky deˇdí.
Trˇída musí obsahovat \_table\_name, které urcˇuje prˇesný název tabulky v data-
bázi. Sloupce tabulky definujeme podle prˇedpisu ATTR\_{py-nazev} = "{db-nazev}",
kde {py-nazev} definuje jméno atribudu v databázovém modelu a {db-nazev} defi-
nuje název sloupce v databázi.
Pokud se jedná o cizí klícˇ, je potrˇeba prˇidat vedle atributu ATTR také atribut FK, který
specifikuje název trˇídy odpovídající tabulce, na kterou cizí klícˇ odkazuje.
Nakonec je ješteˇ potrˇeba naplnit atributy py-nazev výchozími hodnotami podle typu
a u cizích klícˇu˚ doplnit py-nazev_id = -1.
Prˇedstavme si, že máme tabulku s názvem „temp“, obsahující následující sloupce:
• id_temp - primární index
• name - textová hodnota
• another_fk - cˇíselná hodnota, která je cizím klícˇem odkazující na tabulku "another"
Pro takovou tabulku vytvorˇíme soubor Temp.py:
















Výpis 3: Ukázka definice databázového modelu
S databázovou vrstvou se poté pracuje pomocí trˇídy mysql.py, která obsahuje násle-
dující verˇejné metody:
• __init__(hostname, username, password, database, prefix)
Konstruktor celé trˇídy. Jako parametry jsou údaje o databázovém serveru.
• select(table, id, deep, max_deep, where, limit, where_sql)
Provede dotaz na databázovou tabulku table. Pokud je nastaveno id, provede se
nacˇtení pouze onoho jednoho prvku. Parametry deep a max_deep nastavují ak-
tuální, resp maximální povolenou hloubku rekurzivního zanorˇení. Chceme-li vy-
brat pouze prvky odpovídajíí neˇjaké podmínce, nastavíme ji pomocí slovníku a
vložíme do where. Limit nám urcˇuje maximální pocˇet prvku˚, které chceme nacˇíst
a where_sql slouží pro rucˇní specifikování podmínek dotazu.
Na výstupu je vrácen seznam instancí modelu dotazované tabulky.
• insert(my_model)
Vloží do databáze objekt, který je urcˇen instancí v parametru my_model a na vý-
stupu vrátí identifikátor práveˇ vytvorˇeného záznamu.
• update(my_model)
Upraví v databázi objekt, který je urcˇen instancí v parametru my_model
• delete(my_model)
Z databáze smaže záznam, který je urcˇen instancí v parametru my_model
#pouziti unicode v textu
from __future__ import unicode_literals
#import smotne databazove vrstvy
import database
#pripojeni se k databazi se specifikovanymi udaji serveru
sql = database.mysql(hostname=’localhost’, username=’user’, password=’pass’, database=’db’)
#ziskani 1 radku z tabulky another, ktera ve sloupecku "atr" ma retezec "neco"
a = sql . select("Another",where={’atr’ : ’neco’}, limit =1)[0]
#vytvoreni noveho zaznamu Temp
t = database.model.Temp.Temp()
#nastaveni ciziho klice
t .another = a
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t .another_id = a.id
#nastaveni atributu − sloupecku
t .name = ’nejaky text’
#vlozeni radku do databaze
sql . insert ( t )
Výpis 4: Ukázka použití databázové vrstvy
6.2 Jádro
Za jádro systému lze považovat všechno, co prˇímo souvisí s komunikací mezi centrálním
serverem, na kterém beˇží uživatelské rozhraní a jednotlivými sít’ovými prvkym pomocí
vlastního protokolu.
Soubory tvorˇící prˇímo jádro systému:
• server.py - Naslouchá na straneˇ konektoru
• formatters.py - Soubor trˇíd sloužících k serializaci a deserializaci objektu˚ na formát
definovaný vlastním protokolem.
• crypters.py - Soubor trˇíd, kterými je možné šifrovat data ješteˇ prˇed samotným prˇe-
nosem.
• client.py - Klient pro prˇipojení k serveru˚m beˇžícím na vzdálených sít’ových zarˇíze-
ních.
• uploader.py - Zjistí z databáze nastavení a rozešle je všem sít’ovým prvku˚m.
• balícˇek database - Poskytuje databázový model na centrálním prvku.
6.3 Konektory
• database_connector.py - poskytuje ostatním konektoru˚m prˇístup k datu˚m ulože-
ným v SQLite databázi.
• linuxapi.py - Api a konektor pro práci s lokálním systémem založeným na linuxu.
• mikrotikapi.py - Api, konektor a potrˇebné trˇídy pro komunikaci se vzdáleným za-
rˇízením se systémem RouterOS pomocí Mikrotik API-SSL.
6.4 Webové rozhraní
Kvu˚li snadné obsluze bylo rozhodnuto, že vizuální prostrˇedí bude napsáno jako webová
aplikace v JavaScriptu a bude plneˇ dynamická, aby se prezentovala schopnost tvorby
komplexneˇjších systému˚ v kontextu prohlížecˇe.
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Jako ideální framework pro rozsáhlé uživatelské rozhraní vyhrál balík DojoToolkit
ve verzi 1.9. Obsahuje množství ovládacích prvku˚ a jeho cˇinnost je vyladeˇna na veˇtšineˇ
moderních internetových prohlížecˇu˚.
Celé uživatelské rozhraní je generováno cˇistým JavaScriptem pomocí balícˇku dijit,
který je soucˇástí frameworku DojoToolkit
6.4.1 Prˇístup k datu˚m
Pro komunikaci mezi uživatelským rozhraním a databází byl v Pythonu vytvorˇen vlastní
server HTTP, do kterého byla implementována podpora protokolu RESTful. Python REST
server byl pomocí prˇedem napsaného databázového modelu prˇipojen k SQL databázi.
REST server podporuje všechny základní operace nad databází, vcˇetneˇ autorizace po-
mocí náhodneˇ generovaných klícˇu˚ s omezenou cˇasovou platností. Prˇi prˇihlášení je vyge-
nerován unikátní klícˇ, obdoba sessionid a prˇi každém dotazu na server je zjišteˇno, zda-li
byl požadavek odeslán od prˇihlášeného uživatele a jestli nevypršela doba jeho sezení.
Pokud je oveˇrˇení v porˇádku, automaticky se prodlouží doba sezení o stanovenou dobu.





Pro spušteˇní musí být systém nakonfigurován
7.1.1 Nastavení jádra
Jako první veˇc je potrˇeba vytvorˇit v MySQL novou databázi „jbednar“ a uživatele a prˇi-
deˇlit mu oprávneˇní k nové databázi. Pro vytvorˇení struktury použijeme skript create_database.sql
V souboru /web-backend/config.ini nastavíme potrˇebné údaje pro spojení s da-
tabází. Nastavíme rovneˇž absolutní cestu k adresárˇi, kde se nachází souboru client.py.
Tuto cestu nastavíme v sekci client, hodnota path. Ve stejné sekci nastavíme cestu k certi-
fikátu, který bude použit pro komunikaci s jednotlivými prvky.
Server spustíme prˇíkazem python server.py
7.1.2 Nastavení konektoru˚
7.1.2.1 Mikrotik Konektor V podadresárˇi certs nalezneme verˇejný a privátní klícˇ
pro komunikaci s centrálním serverem.
V souboru mikrotiks.cfg nastavíme cestu k cerfifikátu˚m pro jednotlivé adresy, se
kterými se komunikuje
Spustíme skript na vygenerování nové databáze pro konektor. V /web-backend spus-
tíme python create_db.py NAZEV, kde NAZEV je pozadovany nazev souboru. Pro
každé zarˇízení, se kterým Konektor komunikuje je potrˇeba vytvorˇit zvlášt’ databázi ve
tvaru IP.db (naprˇíklad 192.168.1.1.db) a tu nahrát do adresárˇe s konektorem.
Konektor na libovolném pocˇítacˇi s linuxem spustíme pomocí prˇíkazu python main.py
7.1.2.2 Linux Konektor V podadresárˇi certs nalezneme verˇejný a privátní klícˇ pro
komunikaci s centrálním serverem.
V souboru linux_connector.cfg si v sekci login nadefinujeme jméno a heslo
pro prˇihlášení ke Konektoru a v sekci database upravíme parametr host, do kterého
zapíšeme požadované jméno databáze. Tento soubor musí existovat. Lze jej vytvorˇit na-
prˇíklad podle výše zmíneˇného postupu
Konektor na zvoleném pocˇítacˇi s linuxem spustíme pomocí prˇíkazu python main.py
7.1.3 Nastavení uživatelského rozhraní
Libovolný webservere nastavíme tak, aby otevrˇel adresárˇ www a soubor index.html. Chceme-
li omezit prˇístup k aplikaci mu˚žeme tak ucˇinit naprˇíklad pomocí direktivy .htaccess Au-
thType, tedy zapnout výchozí HTTP oveˇrˇení.
Poté, co otevrˇeme web se prˇepneme na záložku Definice. Zde je potrˇeba nadefino-
vat základní prvky, ze kterých budem skládat zarˇízení. V jednotlivých podzáložkách je
potrˇeba nastavit
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• Typy rozhraní - vytvorˇit alesponˇ jeden typ rozhraní
• Konektory - vytvorˇit dva konektory. Jeden bude mít nastaven název „Mikrotik“ a
druhý „Linux“.
• Typy zarˇízení - Zde si definujeme zarˇízení, která poižíváme v sítí a nastavíme jim
potrˇebné konektory.
• Typy rozhraní - vytvorˇit alesponˇ jeden typ rozhraní
• Typy linek - je potrˇeba vytvorˇil alesponˇ jeden typ linky
Následneˇ se prˇepnem zpeˇt na záložku Zarˇízení. Zde musíme vytvorˇit potrˇebný pocˇet
zarˇízení.
U každého zarˇízení je potrˇeba nastavit:
• Jméno zarˇízení - jméno, které se u neˇj zobrazuje
• Typ zarˇízení - zvolit o jaké zarˇízení se jedná
• IP adresa - IP adresa, kterou má zarˇízení prˇirˇazenou
• Umísteˇní - Vytvorˇit si adresu a tu následneˇ zvolit
• Aktivní - Zvolit prvek jako aktivní
• IP konektoru - IP adresa, na které beˇží jádro konektoru
• Uživatel - Uživatelské jméno pro vstup do zarˇízení. V prˇípadeˇ Linuxu se jedná o
prˇihlašovací údaje vyplneˇné v souboru linux_connetor.cfg
• Heslo - Má stejný vztah jako Uživatel
• Zobrazeno - Vybrat, že má být zarˇízení viditelné na mapeˇ
• Pozice X, Y - Urcˇuje pozici, kde je router zobrazen v diagramu
• Poznámky - volitelné poznámky k zarˇízení
Po úspeˇšném vložení se zobrazí smeˇrovacˇ v mapeˇ a lze s ním pohybovat. Pozor, po-
zice v mapeˇ se ukládá prˇi každém prˇesunu znacˇky routeru.
Následneˇ lze mezi více routery nastavit vazby pomocí „Upravit linky“. Prˇi vybrání
neˇkterého ze zarˇízení je možno zvolit „Upravit pravidla“
V této cˇásti se definují vlastní pravidla pro firwall, omezení rychlosti a filtrování MAC
adres.
Ve chvíli, kdy jsou potrˇebná pravidla nastavena je možno okno zavrˇít a tlacˇítkem




Výsledkem práce je návrh a plneˇ funkcˇní implementace vlastního protokolu pro distri-
buci pravidel mezi sít’ové prvky, plneˇ dynamické webové rozhraní, vcˇetneˇ komunikace
s vlastním serverem poskytujícím data a modulární systém pro prˇenos dat mezi tímto
webovým rozhraním a cílovými prvky.
Pro realizaci bylo zapotrˇebí prozkoumat dostupné možnosti vzdálené správy sít’o-
vých prvku˚ s uživatelským rozhraním, nastudovat a porozumneˇt komunikaci pomocí
speciálního API se zarˇízeními firmy Mikortik.
Realizace této diplomové práce pro mne byla prˇínosná hlavneˇ z hlediska komunikace
mezi ru˚znými systémy, pro mne prvním praktickým užitím mechanismu TLS a proble-
matikou digitálních certifikátu˚. Velice poucˇné je také použití architektury REST.
Jelikož je mi tato problematika, jako správci malé síteˇ, velice blízká, plánuji v bu-
doucnu na tuto práci navázat a vytvorˇit plneˇ automatizovaný systém, který umožní za-
rˇízení nejen nastavovat, ale také sledovat. Pro základ takovéto aplikace bude vhodné
využít v této práci navrhnutý protokol.
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A Diagramy a obrazovky uživatelského rozhraní
V této cˇásti se nachází diagramy popisující chování programu jako celku. Kvu˚li jejich
obecnosti a velikosti byl prˇesunuty do speciální cˇásti v prˇílohách.
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Obrázek 7: ER diagram databáze pro jádro systému
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Obrázek 8: ER diagram databáze pro konektor zarˇízení
Obrázek 9: Hlavní okno po prˇihlášení
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Obrázek 10: Nastavení zarˇízení
Obrázek 11: Definice typu rozhraní
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Obrázek 13: Definice typu zarˇízení
Obrázek 14: Nastavení adresy - umísteˇní
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Obrázek 15: Definice linek
Obrázek 16: Nastavení spojení routeru˚ linkami
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Obrázek 18: Nastavení traffic-shapingu
Obrázek 19: Nastavení pravidel firewallu
