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PRÓLOGO 
 
INTRODUCCIÓN 
 
 
La guía práctica de programación en lenguaje C para microcontroladores 
PIC16F87X usando interfaz CCS C y simulador Proteus se crea para facilitar el 
aprendizaje y metodología en el momento de integrar herramientas como el 
simulador Proteus, compilador CCS C, el lenguaje de programación C y el 
dispositivo electrónico “microcontrolador”. Por lo tanto se muestra de manera 
didáctica los conceptos más importantes, la estructura física e interna del 
microcontrolador presentando las bondades de la familia del PIC16F87X en temas 
como el módulo A/D, módulo de comunicaciones seriales, temporizadores e 
interrupciones. Se definen las funciones que controlan la máquina en el lenguaje C 
y como se articulan los entornos del compilador CCS C y el simulador Proteus 
VSM. 
 
Basados en el contenido del curso de Digitales II de la escuela de Tecnología 
Eléctrica de la Universidad Tecnológica de Pereira, se desarrolla una guía práctica 
en lenguaje C orientada a la formación complementaria de los estudiantes del 
programa de Tecnología Eléctrica, con el propósito de disponer de una 
herramienta alternativa que les permita identificar y elaborar ejercicios prácticos 
que transfieren conocimiento de los contenidos en la programación de 
microcontroladores PIC por medio del lenguaje C y simulador Proteus.    
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
  
 
 
 
 
OBJETIVOS 
 
OBJETIVO GENERAL 
 
Elaborar una guía práctica  de programación en lenguaje C para 
microcontroladores PIC16f8xx  usando interfaz CCS C y simulador Proteus. 
 
OBJETIVOS ESPECÍFICOS 
 
 
 Desarrollar el procedimiento que permita la articulación entre la interfaz 
CCS C y Proteus VSM. 
 
 Identificar los ejercicios prácticos necesarios basados en la temática 
impartida en el curso de digitales II del programa de tecnología eléctrica.  
 
 Desarrollar y documentar los contenidos identificados para la transferencia 
de conocimiento en la programación de microcontroladores PIC por medio 
del lenguaje C. 
 
 
  
 
GLOSARIO 
 
 
Bus de datos: Son el medio de comunicación que utilizan los diferentes 
componentes del procesador para intercambiar información entre sí, 
eventualmente los buses o una parte de ellos están reflejados en los terminales 
del encapsulado del procesador o microcontrolador [8]. 
 
Conversor A/D: Es un dispositivo electrónico capaz de convertir una señal 
analógica de voltaje en una señal digital con un valor binario [1]. 
 
Compilador CCS C: El compilador CCS C es una herramienta computacional 
desarrollada para compilar algoritmos. Estos pueden ser elaborados en entorno 
ensamblador o en lenguaje C. Al compilar se generan los archivos *.HEX y *.COF 
los cuales son utilizados en el momento de ensamblar el código en la máquina o 
para realizar algún tipo de simulación previa, por ejemplo en entorno de Proteus 
VSM [6]. 
 
Datos: Es una representación simbólica (numérica, alfabética, algorítmica) de una 
variable cuantitativa. Los datos representan la información que el programador 
manipula en la construcción de una solución o en el  desarrollo de un algoritmo [8]. 
  
Interrupción: Son desviaciones del flujo de control del programa originadas 
asincrónicamente por diversos sucesos que no se hallan bajo la supervisión de las 
instrucciones [3]. 
 
Lenguaje C:Es el lenguaje de computadora de nivel medio , que permite la 
manipulación de bits y direcciones; los elementos básicos con que funciona la 
computadora, es decir, los sistemas operativos .La eficiencia del código que 
produce el lenguaje C hace que sea útil para desarrollo de muchas aplicaciones 
en la actualidad [6]. 
 
Memoria: Es una memoria de 1 Kbyte de longitud con palabras de 14 bits. Como 
es del tipo FLASH se puede programar y borra eléctricamente, lo que facilita el 
desarrollo de los programas y la experimentación. En ella se graba o se almacena, 
el programa que el microcontrolador debe ejecutar [8]. 
 
Microcontrolador: Es un circuito integrado programable, capaz de ejecutar 
órdenes grabadas en su memoria. Está compuesto de varios bloques funcionales, 
los cuales cumplen una tarea específica. Un microcontrolador incluye en su interior 
las tres principales unidades funcionales  de una computadora: unidad de 
procesamiento, memoria y periféricos E/S [8]. 
 
  
 
Oscilador: Todo microcontrolador requiere un circuito externo que le indique la 
velocidad a la que debe trabajar. Este circuito, que se conoce como oscilador, es 
muy simple pero de vital importancia para el buen funcionamiento del sistema [2]. 
 
Puerto E/S: Los microcontroladores PIC16F8xx encapsulados con 28 terminales 
disponen de tres puertos de E/S (A, B y C) y los de 40 terminales tienen cinco 
puertos (A, B, C, D y E).Todas las líneas de estos puertos son multifuncionales, es 
decir, realizan diversas funciones según estén programadas. Estas tienen la 
capacidad de trabajar como líneas E/S digitales [1]. 
 
Registro: Los registros están organizados como dos arreglos (paginas) de 128 
posiciones de 8 bits cada una (128x8); todas las posiciones se pueden acceso 
directa o indirectamente (esta última a través del registro selector FSR). Para 
seleccionar que página de registros se trabaja en un momento determinado se 
utiliza el bit RP0 del registro STATUS [1]. 
 
Sistemas de numeración: Son aquellos sistemas o nomenclaturas que son 
usados para los microcontroladores El sistema de numeración más usado es el  
decimal, pero se encuentran otros tales como: hexadecimal, binario…etc [8]. 
 
Simulador Proteus: Es una compilación de programas de diseño y simulación 
electrónica, desarrollado por Labcenter Electronics que consta de dos programas 
principales  (ARES_ ISIS) [6] 
 
Temporizador: Los PIC16F87x disponen de un potente conjunto de 
temporizadores para manejar eficientemente todas las operaciones que involucran 
al tiempo y al contaje. Dichos temporizadores son tres y se denominan TMR0, 
TMR1 y TMR2 [3]. 
 
Unidad central de proceso: La unidad central de proceso es la que controla las 
operaciones del sistema completo, realizando las operaciones aritméticas y 
lógicas almacenando instrucciones y datos en la memoria. Las instrucciones y los 
datos se codifican como secuencia de dígitos 0 y 1 (código digital) y se almacenan 
en la unidad de memoria, es decir, ejecuta las instrucciones de un programa 
almacenado en la memoria [8]. 
 
 
 
 
 
  
 
1. CAPÍTULO 1: GENERALIDADES 
DEL MICROCONTROLADOR 
PIC16F87X. 
 
 
1.1. Introducción 
 
 
En el presente capítulo se introduce los principales conceptos y generalidades del 
microcontrolador PIC16F87X. Así mismo se enseña las características principales, 
la configuración interna_externa, la estructura física y se introduce algunos 
compiladores utilizados para la programación de los microcontroladores PIC. 
 
 
1.2. Generalidades del microcontrolador PIC16F87X  
 
 
Un microcontrolador es un dispositivo electrónico programable capaz de ejecutar 
órdenes grabadas en su memoria. La familia de microcontroladores PIC16F87X 
poseen memoria de programa tipo FLASH donde su principal característica se 
basa en que no requiere borrarlo con luz ultravioleta como ocurría con la memoria 
de programa tipo EEPROM, lo que representa gran utilidad ya que se puede 
reprogramar nuevamente sin ser borrado con anterioridad. Estos dispositivos 
están compuestos de varios bloques funcionales, los cuales cumplen una tarea 
específica e incluyen en su interior las tres principales unidades funcionales de 
una computadora, estas son, unidad central de procesamiento, memoria y 
periféricos E/S (entrada y salida) que son los terminales por las cuales se 
comunica con el mundo exterior. Dependiendo del oscilador y la programación 
interna los microcontroladores responden a órdenes de excitación eléctrica 
funcionando a 4 bits de palabra en secuencia con los pulsos de reloj, los cuales 
generan interrupciones por eventos externos operando con valores reducidos de 
corriente y disminuyendo su consumo energético [2]. 
 
Cuando un microcontrolador es fabricado, la memoria ROM no contiene 
información alguna. Si se desea el control de un proceso se debe crear un 
algoritmo en un lenguaje determinado para que una vez compilado este pueda ser 
grabado en la memoria interna del microcontrolador.  
 
  
 
En la Figura 1. 10, se muestra la arquitectura interna del microcontrolador este 
dispositivo dispone normalmente de los siguientes componentes: 
 
 Procesador o UCP (Unidad Central de Proceso). 
 Memoria RAM para Contener los datos. 
 Memoria para el programa tipo ROM/PROM/EPROM/FLASH. 
 Líneas de E/S para comunicarse con el exterior. 
 Diversos módulos para el control de periféricos (temporizadores, Puertas 
Serie y Paralelo, CAD: Conversores Analógico/Digital, CDA: Conversores 
Digital/Analógico, etc.). 
 Generador de impulsos de reloj que sincronizan el funcionamiento de todo 
el sistema. 
 
En la Figura 1. 1, se observa la distribución de terminales del 
microcontrolador PIC16F876. 
 
Figura 1. 1. Terminales del microcontrolador. 
 
 
 
En la Figura 1. 2, se realiza una breve reseña histórica de las versiones anteriores 
de la familia de los microcontroladores PIC16F8xx hasta la actualidad.   
 
 
 
 
 
 
 
  
 
 
 
 
 
Figura 1. 2. Reseña histórica. 
 
 
 
  
 
 
 
  
 
 
 
  
 
En la actualidad los microcontroladores PIC16F87X se implementan en circuitos 
micro-electrónicos de equipos de alta tecnología como dispositivos móviles en el 
área de telecomunicaciones y aplicados en los sistemas de instrumentación y 
medidas donde cumplen una función primordial, la cual permite ejecutar las 
órdenes bajo cual opera el sistema. En la Tabla 1. 1, se enseña variedad de 
aplicaciones y las áreas de aplicación [1]. 
 
Tabla 1. 1. Aplicaciones de los microcontroladores. 
 
AREAS DE APLICACIÓN 
TELECOMUN
ICACIONES INDUSTRIA OFIMÁTICA AUTOMOCIÓN CONSUMO 
Teléfono 
inalámbrico 
Lector de 
tarjetas Escáner Suspensión activa Aspiradora 
Teléfono 
celular 
Procesos de 
control Teclado 
Inyección de 
combustible Secadora 
Identificador 
de llamadas 
Detector de 
humo 
Ratón de 
ordenador Sensor de airbag 
Aparatos de 
cocina 
Modem Robótica Impresora Climatizador Microondas 
 
Termostato Plóter Velocímetro Lavadora 
 
Utilidades 
de medida 
Unidad de 
disco 
Sistema de 
seguridad del 
vehículo 
Detector 
monóxido de 
carbono 
 
Control de 
motores 
Lector de 
código de 
barras Detector de radar Equipo de TV 
 
Compresor 
Fotocopiador
a 
 
Receptor de 
radio 
    
Reproductor de 
CD 
    
Mando de garaje 
    
Control remoto 
    
Vídeo de 
consola 
    
Cámara 
 
 
1.2.1. Sistemas de numeración  
 
 
Todo sistema numérico consta de un conjunto ordenado de símbolos llamados 
dígitos con relaciones definidas para las operaciones de suma, resta, 
multiplicación y división. Normalmente tienen parte entera y una fraccionaria 
  
 
separada por comas y un signo, siempre tienen una base que define el número 
total de dígitos del sistema y pueden escribirse en dos notaciones: la notación 
posicional y la notación polinomial. Los sistemas numéricos más utilizados son: 
 
 Sistema binario 
 Sistema decimal 
 Sistema octal  
 Sistema hexadecimal 
 
En los sistemas de numeración la base se representa r ó b. Por ejemplo: 
 
 En el sistema decimal la base es r=10 (tiene diez 
dígitos)(0,1.2.3….9). 
 En el sistema binario r=2 (tiene dos dígitos)(0,1).  
 En el sistema octal  r=8 (tiene ocho dígitos)(0,1,2,3…7). 
 En el sistema hexadecimal r=16 (tiene dieciséis dígitos 
)(0,1,2,3,4,5,6,7,8,9,A,B,C,D,E,F). 
 
Los sistemas octal  y el sistema hexadecimal sirven para representar de manera 
compacta el sistema binario. Como puede concluirse los digitos que forman la 
base del sistema numérico son enteros positivos del “0 al 9” y también pueden ser 
letras mayúsculas de la A  Z que están entre “o y r-1, r-1 <=digito>=0”. 
 
Los sistemas y maquinas digitales están compuestos por millones, cientos y miles 
de transistores que operan encapsulados en unidades de integrados llamados 
chips o circuitos integrados esto facilita la matemática de dos estados (sistema 
numérico binario) con el cual se realizan todas las operaciones en las maquinas 
en este caso los microcontroladores. Todos los sistemas numéricos tienen 
equivalencias tales como se muestra en la Tabla 1. 2. 
 
Tabla 1. 2. Sistemas numéricos.  
 
DECIMAL BINARIO OCTAL HAXADECIMAL 
0 00000 0 0 
1 00001 1 1 
2 00010 2 2 
3 00011 3 3 
4 00100 4 4 
5 00101 5 5 
6 00110 6 6 
7 00111 7 7 
8 01000 10 8 
9 01001 11 9 
  
 
10 01010 12 A 
11 01011 13 B 
12 01100 14 C 
13 01101 15 D 
14 01110 16 E 
15 01111 17 F 
16 10000 20 10 
17 10001 21 11 
18 10010 22 12 
19 10011 23 13 
20 10100 24 14 
 
 
El sistema BCD (Binary Code Decimal) se utiliza para representar con 4 bits todos 
los números decimales, en particular sus 10 dígitos de acuerdo a la siguiente  
Tabla 1. 3 
 
Tabla 1. 3. Sistema BCD. 
 
DECIMAL DIGÍTO EN BCD 
0 00000 
1 00001 
2 00010 
3 00011 
4 00100 
5 00101 
6 00110 
7 00111 
8 01000 
9 01001 
 
Su razón de ser es porque se requiere visualizar información en decimal y para 
esto se diseñó una serie de dispositivos que reciben información en BCD y operan 
en este mismo código. En muchos casos esta es la etapa final del proceso. El 
sistema binario y el BCD tiene relación directa la mayoría de las veces, pero en 
algunos casos cuando >9 en los cuales el binario no coincide con el BCD. Esto 
puede darse en muchas operaciones de suma para ello los resultados que 
superen el valor de 9 deben ser ajustados sumándole el factor de corrección y 
llevar el acarreo correspondiente a la siguiente columna. 
 
 
 
 
  
 
1.2.2. Clases de datos 
 
 
Los datos son la información que se introduce en un programa, el cual tiene la 
finalidad de ser llevada a un dispositivo electrónico capaz de guardar esta y 
ejecutar órdenes. Para ello se utiliza el bit y los byte. 
  
Un bit es la unidad básica de información que puede ser representado por un solo 
digito binario. El significado de un bit depende de la posición que tiene en número 
binario, es decir, “el bit cero” que es el primer bit a la derecha, “el primer bit” que 
es el segundo bit a la derecha y así sucesivamente. El valor de un bit puede ser ( 
0-1) debido a que el sistema binario solo tiene dos dígitos (0-1). 
 
Un byte consiste en 8 bits ubicados uno al lado del otro, es decir que si un bit 
representa un digito, el byte representa los números. El significado del byte 
depende del bit del extremo izquierdo tiene la mayor ponderación, por eso es 
denominado el bit más significativo (MSB) y el bit del extremo derecho tiene la 
menor ponderación, por eso es denominado el bit menos significativo (LSB). 
Debido a que los 8 dígitos de un byte se pueden combinar 256 maneras diferentes 
el mayor número decimal que se puede representar con un byte es 255. Un nibble 
alto está conformado por 4 dígitos de izquierda a derecha y los otros 4 dígitos 
restantes de derecha a izquierda se les denominan  nibbles bajos. En la Figura 1. 
3 se puede observar la representación gráfica de un byte [1]. 
 
Figura 1. 3. Representación de un byte y un bit. 
 
 
 
 
1.2.3. Oscilador externo 
 
 
Al oscilador externo se le conoce como reloj del microcontrolador. Este circuito 
externo indica la velocidad a la cual debe ejecutar las instrucciones, por ello es de 
  
 
vital importancia para el funcionamiento del sistema. La familia de los 
microcontroladores PIC16F8xx puede utilizar 4 tipos de osciladores estos son: 
 
RC: Es un oscilador con resistencia y condensador “Económico pero no 
garantiza tanta precisión”. 
XT: Es un oscilador de cristal. “Precisión” 
HS: Es un cristal de alta velocidad. 
LP: Es un cristal para baja frecuencia y bajo consumo de potencia 
 
Se sugiere utilizar el oscilador de cristal con una frecuencia de 4MHz  ya que 
garantiza mayor precisión y buen arranque del microcontrolador. 
 
Frecuencia efectiva=fe      
Frecuencia del oscilador=fo 
 
                           
Ecuación 1. 1 
fe=fo/4 
 
 
 
Reemplazando en la                           , el valor sugerido, la frecuencia efectiva es 
de 1MHz por lo que cada instrucción se ejecuta en un microsegundo. De acuerdo 
al tipo de encapsulado del microcontrolador (se debe consultar el datasheet para 
verificar) la conexiones de los terminales en donde conecta el oscilador difiere ver 
Figura 1. 4 [3]. 
 
Figura 1. 4.Oscilador de cristal para microcontrolador PIC16F877. 
 
 
OSCILADOR 
DE CRYSTAL 
  
 
 
 
 
1.2.4. Registros de control 
 
 
Los registros de control como su nombre lo indica gobiernan el funcionamiento de 
los microcontroladores, para ello existe un conjunto de registros específicos con 
unos bits que soportan el control de los mismos. La ubicación de estos registros se 
encuentra en las primeras posiciones de los bancos de la memoria de datos RAM. 
Las posiciones 00h, 80h, 100h y 180h no son registros físicos sino direcciones 
indirectas. A continuación se mencionan los principales registros de los 
PIC16F87X de 28 y 40 terminales. Los encapsulados de 28 terminales no 
contienen los registros que controlan la puerta paralela esclava como el de 40 
terminales [1]. 
 
 Registro de estado (STATUS). 
 Registro de opciones (OPTION). 
 Registro de control de interrupciones (INTCON). 
 Registro de permiso de interrupción 1 (PIE1). 
 Registro de permiso de interrupciones 2 (PIE2). 
 Los registros de los señalizadores de interrupciones (1PIR1—2PIR2). 
 Registro EECON1 y EECON2. 
 Registro de control TMR1 (T1CON). 
 Registro de control TMR2 (T2CON). 
 
 
1.2.5. Concepto de memoria 
 
 
Una memoria puede ser definida como el espacio en el cual los 
microcontroladores almacenan los datos. Esto significa que un programa 
dinámicamente puede originar información que se puede ensamblar seguidamente 
permitiendo leer y escribir en la llamada memoria de programa. Existen memorias 
de datos como la EEPROM, FLASH, RAM, ROM a continuación su definición [8]:  
 
La memoria ROM: Conocida como memoria de solo lectura , el cual es un medio 
de almacenamiento utilizado en dispositivos electrónicos , que permite la lectura 
de la información y no escritura, es decir, los datos no se pueden modificar 
independiente de la presencia o no de una fuente de energía. 
 
La memoria EEPROM: Es un tipo de memoria ROM que puede ser programada, 
borrada y reprogramada eléctricamente, a diferencia de la EPROM que debe 
borrarse mediante rayos ultravioleta, son memorias no volátiles. Puede ser leída 
  
 
un número ilimitado de veces, solo pude ser borrada y reprogramada entre 100000 
y un millón de veces. 
 
La memoria RAM: se utiliza para almacenar temporalmente datos, resultados 
creados y usados en el funcionamiento del microcontrolador, debido a que cuando 
se apaga la fuente de alimentación, se pierde el contenido de la memoria RAM [1].  
El microcontrolador PIC16F87X contiene 128 posiciones de memoria RAM de los 
cuales solo tiene implementado los primeros 80 0-4F. Los primeros 12 registros 
realizan tareas de control del microcontrolador y los restantes registros (68) son de 
uso general. Estos se utilizan para almacenar datos temporales de procedimiento 
en ejecución, además están organizados  en dos arreglos de 128 posiciones de 8 
bits cada una (128x8), para seleccionar el arreglo de registros se utiliza 
direccionamiento indirecto a través del registro STATUS. 
La memoria FLASH: En los microcontroladores soporta hasta 1000 operaciones 
de escritura/ borrado, por medio de un proceso eléctrico, esta es una característica 
de interés en situaciones prácticas (producción en lote, prototipado etc).La 
memoria FLASH se puede programar y borrar eléctricamente, su función es grabar 
y almacenar los códigos de programa que el microcontrolador debe ejecutar, 
puede almacenar 8K, para esto dispone de 14 bits. Dependiendo del 
microcontrolador existen unos registros especiales que sirven para direccionar con 
13 bits y tamaño del dato de 14 bits.  
Nota: Es posible ampliar el área de la memoria de datos no volátil EEPROM con 
las posiciones libres de la memoria FLASH. 
 
 
1.2.6. Temporizador 
 
 
Un temporizador en los microcontroladores PIC16F8xx es un registro que aumenta 
su valor en una unidad con cada 4 ciclos de reloj, es utilizado para obtener 
medidas de tiempos muy precisas, por ello el origen de su nombre temporizador. 
En el caso en que la frecuencia del oscilador sea de 4MHz, el ciclo de trabajo del 
microcontrolador será de 1us (con predivisor y post divisor frecuencia 1:1), por lo 
que el temporizador aumentará su valor de uno en uno en cada microsegundo; por 
ejemplo cuando el temporizador aumenta su valor en 10 unidades habrán 
transcurrido 10us [3]. 
 
Un temporizador generalmente puede funcionar como reloj del sistema (perro 
guardián), pero también puede ser utilizado para realizar conteos, por lo que en 
modo contador no aumenta su valor de uno en uno en cada ciclo de trabajo, sino 
que lo hará mediante el flanco de subida o el flanco de bajada de alguna señal que 
  
 
llegue a un terminal respectivo del microcontrolador. Estos pines son identificados 
como TXCKI donde X es el número temporizador que será usado como contador. 
Adicionalmente los temporizadores puede producir generar ordenes de 
interrupción [1]. 
 
1.2.7. Interrupción  
 
 
En los microcontroladores PIC se puede utilizar una herramienta muy importante 
llamada interrupción, la cual es una “desviación del flujo de control del programa 
originada asincrónicamente por diferentes sucesos que pueden ser externos o 
internos al microcontrolador por ejemplo la generación de un flanco en un terminal 
y el desbordamiento de un temporizador [3]. Existen dos clases de interrupciones 
por hardware y por software. 
 
Los microcontroladores disponen de periféricos que pueden ocasionar una 
interrupción si se programan los bits de los registros (INTCON, PIE1, PIE2) de 
forma adecuada. Los encapsulados de 28 terminales poseen 13 causas de 
interrupción y los de 40 terminales 14: A continuación se nombran cada una de las 
causas que se pueden generar en la familia de PIC16F87x [3]: 
 
 Desbordamiento del TMR0. 
 Interrupción externa en RB0/INT 
 Cambia de estado lógico en cualquier terminal (RB4-RB7). 
 Desbordamiento del TMR1. 
 Desbordamiento del TMR2. 
 Fin de escritura en la EEPROM del microcontrolador. 
 Fin de la conversión análogo digital (A/D). 
 Captura o comparación en módulo CCP1. 
 Captura o comparación en módulo CCP2. 
 Transferencia en la puerta serie síncrona. 
 Colisión de bus en la puerta serie síncrona. 
 Fin de la transmisión en el módulo USART. 
 Fin de la recepción en el módulo USART. 
 Transferencia en la puerta paralela esclava.  
 
 
1.2.8. Puerto E/S 
 
 
Un puerto E/S es el conjunto de terminales o líneas digitales que se encuentran 
físicamente en el microcontrolador que trabajan entre cero y cinco voltios. Estas 
líneas digitales son el puente entre el microcontrolador y el exterior, se pueden 
utilizar como entrada y salida de datos y algunos microcontroladores como entrada 
  
 
análogas. Los microcontroladores PIC16F87x con encapsulados de 28 terminales 
poseen 3 puertos E/S   (A, B y C) y los encapsulados de 40 terminales poseen 5 
puertos E/S (A, B, C, D y E). Cada terminal de estos puertos es multifuncional, por 
lo que pueden trabajar como líneas de entrada y salida digitales según estén 
programadas. Por otro lado existen puertos que operan como terminales análogos, 
por lo tanto, estas se comportan como líneas de entrada de datos en dominio 
continuo. En la Figura 1. 5, se observa el puerto B del microcontrolador 
PIC16F877 con sus terminales E/S [1]. 
 
Figura 1. 5. Puerto E/S. 
 
 
 
 
1.2.9. Unidad central de proceso 
 
 
La unidad central de proceso controla las operaciones del sistema completo del 
microcontrolador, realizando las operaciones aritméticas- lógicas, almacenando 
instrucciones y datos en la memoria central, estos codifican como secuencia de 
dígitos de 0 y 1 (código binario) [1]. La unidad central de proceso ejecuta las 
órdenes o instrucciones de un programa almacenado en la memoria del 
dispositivo, está compuesta por: 
 
ALU: (Arithmetic- logic- unit) que realiza las operaciones aritméticas (sumas, 
restas, multiplicaciones, divisiones) y operaciones lógicas (comparaciones). 
 
TERMINAL_B0 
PIC16F877 
PUERTO B 
  
 
Decodificador de instrucciones: Este modulo decodifica las instrucciones del 
programa y envía los resultados de estas operaciones a otros módulos, activando 
los circuitos externos, realizando el control y sincronismo de la ejecución 
(secuencia) de las instrucciones del programa. 
 
Acumulador o registro de trabajo: Es un registro SFR estrechamente 
relacionado con el funcionamiento de la ALU. Es un tipo de escritorio de trabajo 
utilizado para almacenar los datos con los cuales se realizan operaciones (sumar, 
mover) y almacena los resultados para el procesamiento futuro, para lo cual 
trabaja con el registro PSW. Que muestra el estado de un número almacenado. El 
acumulador es denominado registro de trabajo (working register W). En la 
Figura 1. 6, se muestra la estructura interna unidad central de proceso. 
 
 
Figura 1. 6. Unidad Central de Proceso (CPU). 
 
 
 
 
1.2.10. Bus de datos 
 
 
Un bus de datos es el medio de comunicación que utilizan los diferentes 
componentes del procesador para intercambiar información entre sí o entre dos 
módulos o más, contiene 8 ,16…N conductores que se utilizan para transmitir y 
recibir datos de un dispositivo a otro [1]. Existen dos tipos de buses: 
 
BUS DE DIRECCIONES: Consiste en tener tantas líneas de datos como sea 
necesario para direccionar el flujo de información en memoria, un ejemplo en 
específico es para transmitir la dirección de la unidad central de proceso a la 
memoria. 
 
BUS DATOS: El bus de datos es tan ancho como los datos, se utiliza para 
conectar todos los circuitos externos al microcontrolador. 
  
 
 
 
 
 
 
1.2.11. Módulos generales 
 
 
Un módulo es una estructura o bloque de piezas que hace parte de un sistema y 
suele estar conectado por buses con el resto de los componentes, estos cumplen 
funciones y tareas específicas en el microcontrolador. Existen módulos tales 
como: el módulo de comunicación universal USB, módulo de captura, 
comparación y modulación de pulso (CCP), módulo de conversión A/D y D/A. 
 
Un periférico es la denominación genérica para designar al dispositivo auxiliar e 
independiente conectado a la unidad central de procesamiento del 
microcontrolador. Se consideran periféricos a las unidades o dispositivos de 
hardware a través de los cuales el microcontrolador se comunica con el exterior, y 
también a los sistemas que almacenan o archivan la información, es decir, permite 
realizar operaciones de entrada/salida (E/S) complementarias al proceso de datos 
que realiza la CPU, sirviendo de memoria auxiliar de la memoria principal [3]  
 
Los módulos generales se pueden observar en la Figura 1. 7. 
 
Figura 1. 7. Módulos generales. 
 
 
 
 
1.2.11.1. Módulo de comunicaciones seriales 
 
 
Una característica importante en todo microcontrolador es la capacidad de poder 
comunicarse con otros componentes (memorias, convertidores, RTC, etc) o con 
otros dispositivos (computadora personal, u otros microcontroladores) [3]. Los 
PIC16F87X poseen módulos de comunicación serial diseñados para permitir el 
  
 
flujo de información con otros componentes o dispositivos externos. Algunos 
ejemplos son:  
 
 Módulo de comunicación serial asíncrona USART (Universal Asynchronous 
Receiver and Transmitter). 
 Módulo de comunicación serial síncrona SPI (Serial Peripheral Interface).  
 Módulo de comunicación serial síncrona I2C (Inter-Integrated Circuit). • 
 Módulo de comunicación USB OTG (Universal Serial bus On-the-go).  
 
La diferencia principal entre una interface síncrona y una asíncrona  es la forma en 
la que la información de sincronización es pasada del transmisor al receptor. Los 
periféricos síncronos necesitan una línea física (un cable) dedicada a la señal de 
reloj, proporcionando la sincronización entre los dos dispositivos. Los periférico 
asíncronos no usan una señal de reloj, la información de sincronización es 
extraída de los mismos datos. Se agregan bit de inicio y de parada, además de un 
formato preciso a una tasa de transferencia fija. 
 
 
1.2.11.2. Módulo de conversión A/D 
 
 
Los microcontroladores poseen un módulo de conversión A/D muy útil, con este, 
es posible obtener un dato tomado por ejemplo de un sensor de temperatura, por 
lo tanto es necesario convertirlo en valores digitales para realizar operaciones y 
posteriormente visualizarlo en la LCD o display etc.  
 
 
1.3. Microcontrolador PIC16F87X 
 
 
 El PIC16F87X es un microcontrolador fabricado por Microchip Technology. Este 
microcontrolador es una combinación de características de los PIC16F84 que 
incorporan los recursos de los PIC16C73 y 74 , con memoria de programa tipo 
FLASH que tiene la capacidad de 4k y 8k de palabras de 14 bits , sin modificar la 
estructura interna del procesador y las instrucciones. La memoria de datos no 
volátil tipo EEPROM en los encapsulados de 28 terminales es 128 bytes, los de 40 
terminales hasta 256 bytes y en la memoria RAM de datos del PIC16F87X posee 
la capacidad de 192 bytes y 368 bytes respectivamente [7]. 
 
El microcontrolador PIC16F87X opera hasta con 14 posibles fuentes de 
interrupción y contiene 3 timer. Además otras características importantes como el 
número de puertos que se amplían en estas versiones con encapsulados de 28 
terminales de 3 puertos y en los de 40 dispone de 5 puertos, los módulos de 
captura y comparación de impulsos llamado CCP, comunicación serie, 
  
 
comunicación paralelo y conversor A/D. El consumo de potencia es muy bajo y es 
estático, es decir, que el reloj puede detenerse y los datos de la memoria 
permanecen [1]. 
 
 
1.3.1.  Descripción de puertos 
 
 
Para un encapsulado de 40 terminales de un microcontrolador PIC16F87X se 
encuentran numeradas las líneas digitales con su respectivo nombre. En la Figura 
1. 8, se observa cada una de las terminales del microcontrolador [7]. 
 
Figura 1. 8. Microcontrolador PIC16F877/874 [7]. 
 
 
 
Para reconocer como se agrupan estas terminales en los puertos y cómo 
funcionan se realiza una descripción a continuación utilizando el diagrama de 
Proteus VSM, ver Figura 1. 9.  
 
Figura 1. 9. Puertos A, B, C, D, E del microcontrolador PIC16F87X. 
 
  
 
 
 
Puerto A: Contiene 6 líneas (RA0-RA5). Estas líneas son bidireccionales “E/S”, 
pueden actuar como canales 0,1 y 2 por los cuales se puede aplicar una señal 
analógica al conversor A/D. La máxima corriente es de 200 mA en modo sumidero 
y fuente. 
 
Puerto B: Contiene 8 líneas (RB0-RB7). Estas líneas E/S son bidireccionales 
disponen de una resistencia interna de pull-up al positivo de la alimentación. 
Máxima corriente 200 mA en modo sumidero y fuente. 
 
Puerto C: Consta de 8 líneas bidireccionales (RC0-RC7), las terminales de este 
puerto tienen multiplexadas diferentes funciones. Máxima corriente 200 mA en 
modo y fuente. 
 
Puerto D: Este puerto tiene 8 líneas bidireccionales (RD0-RD7), las terminales 
disponen en su entrada de un Trigger Schmitt e implementan una puerta paralela 
esclava de 8 líneas (PSP) que realiza la comunicación en paralelo con otros 
elementos del sistema externo. Máxima corriente 200 mA en modo y fuente. 
 
Puerto E: Dispone de 3 terminales multifuncionales y son bidireccionales (RE0-
RE2). Máxima corriente 200 mA en modo sumidero y fuente. 
 
 
 
 
 
TERMINAL_B0 PUERTO B 
PUERTO C 
PUERTO D 
PUERTO E 
PUERTO A 
  
 
1.3.2. Descripción de terminales 
 
 
Cada uno de los puertos del microcontrolador PIC16F87X se compone de 
terminales que cumplen funciones vitales en la máquina y proporcionan una 
herramienta para el usuario. En la Tabla 1. 4, se encuentra los terminales 
enumerados, el nombre y su función [1].  
 
Tabla 1. 4.Funciones de los terminales del PIC16F87X. 
 
NÚMERO NOMBRE FUNCIÓN 
1 MCLR/Vpp Reset del microcontrolador 
2 RA0/AN0 Entrada/Salida o entrada análoga 
3 RA1/AN1 Entrada/Salida o entrada análoga 
4 RA2/AN2/Vref- Entrada/Salida o entrada análoga o Vref- 
5 RA3/AN3/Vref+ Entrada/Salida o entrada análoga o Vref+ 
6 RA4/TOCKI Entrada/Salida o reloj externo entrada para 
TMR0 
7 RA5/AN4/SS Entrada/Salida o entrada selección de modo 
esclavo cuando se trabaja con comunicación 
serie síncrona o entrada análoga canal 4. 
8 RE0/RD/AN5 Terminal de Entrada/Salida señal de lectura en 
el modo puerta paralela esclava, canal 5 del 
conversor A/D. 
9 RE1/WR/AN6 Terminal de Entrada/Salida señal de escritura 
en modo PSP, canal 6 del conversor A/D. 
10 RE2/CS/AN7 Terminal de Entrada/Salida selección de chip 
en el modo PSP, canal 7 del conversor A/D. 
11 Vdd Alimentación positiva 
12 Vss Alimentación negativa (tierra)  
13 OSC1/CLKIN Terminales de entrada para el oscilador de 
cristal. 
14 OSC2/CLKOUT Terminales de salida para el oscilador de 
cristal. 
15 RC0/T1OSO/T1CKI Terminal de Entrada/Salida o salida del TMR1 
o como entrada de impulsos para el TMR1. 
16 RC1/T1OSI/CCP2 Terminal de Entrada/Salida al oscilador del 
TMR1 
Entrada del módulo de captura 2, salida del 
comparador 2, salida del PWM 2. 
17 RC2/CCP1 Terminal de Entrada/Salida captura 1, salida 
del comparador 1, salida PWM 1. 
18 RC3/SCK/SCL Terminal de Entrada/Salida de reloj SPI, señal 
de  
  
 
reloj en modo I2C. 
19 RD0/PSP0 Entrada/Salida puerto de comunicación 
esclava en paralelo.  
20 RD1/PSP1 Entrada/Salida puerto de comunicación 
esclava en paralelo. 
21 RD2/PSP2 Entrada/Salida puerto de comunicación 
esclava en paralelo. 
22 RD3/PSP3 Entrada/Salida puerto de comunicación 
esclava en paralelo. 
23 RC4/SDI/SDA Terminal de Entrada/Salida de datos en modo 
SPI, línea de datos en modo I2C. 
24 RC5/SDO Terminal de Entrada/Salida de datos modo 
SPI. 
25 RC6/TX/CK Terminal de Entrada/Salida línea de 
transmisión  
En USART, señal de reloj síncrona en 
transmisión serie. 
26 RC7/RX/DT Terminal de Entrada/Salida línea de recepción 
del USART, línea de datos en transmisión serie 
síncrona. 
27 RD4/PSP4 Entrada/Salida puerto de comunicación 
esclava en paralelo. 
28 RD5/PSP5 Entrada/Salida puerto de comunicación 
esclava en paralelo. 
29 RD6/PSP6 Entrada/Salida puerto de comunicación 
esclava en paralelo. 
30 RD7/PSP7 Entrada/Salida puerto de comunicación 
esclava en paralelo. 
31 Vss Alimentación positiva 
32 Vdd Alimentación negativa (tierra)  
33 RB0/INT Terminal de Entrada/Salida o entrada 
interrupción externa. 
34 RB1 Terminal de Entrada/Salida de datos. 
35 RB2 Terminal de Entrada/Salida de datos. 
36 RB3/PGM Terminal de Entrada/Salida de datos. 
37 RB4 Terminal de Entrada/Salida de datos. 
38 RB5 Terminal de Entrada/Salida de datos. 
39 RB6/PGC Terminal de Entrada/Salida impulsos de reloj. 
40 RB7/PGD Terminal de Entrada/Salida los bits de datos 
serie. 
 
 
 
 
  
 
1.3.3. Características generales del hardware 
 
 
Algunas características de hardware de relevancia de la maquina se enuncian a 
continuación, ver Tabla 1. 5 [7]. 
 
Tabla 1. 5. Característica de hardware PIC16F87X. 
 
CARACTERISTICAS PIC16F877 
Frecuencia de operación DC-20 MHz 
Memoria de programa FLASH (14 bit de 
palabra). 
8K 
Memoria de datos 368 
Memoria de datos EEPROM 256 
Interrupciones 14 
I/O Puertos Puertos A,B,C,D Y E 
Timer 3 
módulos Captura/Comparación/PWM  2 
Comunicación serial  MSSP,USART 
Comunicación paralela PSP 
Módulo de conversión A/D de 10 bits 8 Canales de entrada 
Instrucciones 35 Instrucciones 
 
 
1.3.4. Arquitectura del microcontrolador  
 
 
Arquitectura se refiere a los bloques funcionales internos de la máquina y la forma 
como se encuentra conectado con el fin de que todo el conjunto de elementos 
funcione [2]. Estos elementos están conectados entre sí por medio de buses, entre 
ellos se halla la conexión de los puertos, la memoria de datos, de programa, los 
bloques especiales como el watchdog, los temporizadores de arranque, el 
oscilador etc. En la Figura 1. 10, se encuentra el diagrama de la arquitectura 
interna del PIC16F87X. 
 
 
 
 
 
 
 
 
 
 
  
 
Figura 1. 10. Arquitectura interna microcontrolador PIC16F87X. 
 
 
 
 
1.3.5.  Temporizadores en PIC16F8xx 
 
 
Un temporizador realiza las operaciones que involucran tiempo y contaje en los 
microcontroladores. Los dispositivos actuales cuentan con 3 tipos de 
temporizadores que son: TMR0, TMR1 y TMR2. Las versiones anteriores solo 
contaban con el TMR0 [3]. 
 
Temporizador TMR0: El TMR0 es un contador o temporizador de 8 bits (0-255), el 
tiempo de temporización es menor que sus homólogos TMR1-TMR2, algunas 
características 
 
 El TMR0 es leíble y escribible 
 Se puede comportar como temporizador o contador. 
 Se puede realizar la selección del flanco en el contador. 
 Predivisor de la frecuencia de reloj programable. 
 Generación de interrupción opcional en el desbordamiento. 
 
  
 
El TMR0 se encuentra en la posición 01h del banco 0 y se está duplicado en la 
posición 101h del banco 2, su predivisor de frecuencias retrasa el incremento del 
TMR0 siendo contador o temporizador su mínimo valor es de 1:2 y el máximo es 
de 1:256., si se configura en 1:2 modo de contador el TMR0 se incrementara cada 
2 ciclos de instrucción, si por el contrario está en modo temporizador se 
incrementara cada 2 flancos que pueden ser (ascendentes / descendentes) con el 
introducidos por el terminal RA4/TOCKI. En la Figura 1. 11 se observa el diagrama 
de bloques del TMR0. 
 
Cuando el TMR0 se carga con el valor N, el valor es (256-N) impulsos, la ecuación 
[4] es el tiempo que tarda en desbordase el TMR0  siendo el tiempo de desborde 
proporcional al predivisor de frecuencia con 256-N ciclo de instrucción,  
 
 
FOSC=Frecuencia del oscilador. 
TMR0= Valor que contiene inicialmente el registro TMR0. 
Predivisor de frecuencia= Rango del predivisor que se asigna en los bits 
PS2-PS0 del registro OPTION. 
 
 
Ecuación 1. 2 
 
TEMPORIZACIÓN=(4)*(TOSC)*(256-TMR0)*( Predivisor de 
frecuencia 
 
 
 
 
Con TOSC dado por la  
Ecuación 1. 3:  
 
 
Ecuación 1. 3 
 
 
TOSC=1/FOSC 
 
 
 
Con un valor inicial de N=0 y un cristal de FOSC=4MHz, se reemplaza en la 
Ecuación 1. 2 se obtiene la siguiente Tabla 1. 6 , de valor de temporización para 
determinado predivisor de frecuencia siendo el menor tiempo de temporización del 
TMR0 512us y el máximo 65536us. 
 
Tabla 1. 6.Valor de temporización debido al predivisor de frecuencia. 
 
Predivisor de frecuencia Valor de temporización 
1:2 512us 
1:4 1024us 
1:8 2048us 
  
 
1:16 4096us 
1:32 8192us 
1:64 16384us 
1:128 32768us 
1:256 65536us 
 
En la Figura 1. 11. Diagrama de bloques TMR0. 
 
 
Figura 1. 11. Diagrama de bloques TMR0. 
 
 
 
Temporizador TMR1: Este temporizador o contador se diferencia por ser el único 
que realiza su trabajo de forma ascendente, cuenta con 16 bits (0-65535) esto 
para el microcontrolador PIC16F877. Por esta característica  necesita 2 registros 
concatenados (TMR1H-TMR1L) de 8 bits con direcciones 0Eh Y 0Fh del banco 0 
de la memoria RAM. Estos registros contienen el valor de la temporización en 
cada momento. Cuando el TMR1 llega en su conteo a (0x0000-0xFFFF) en 
hexadecimal se activa la bandera señalizadora de interrupción TMR1IF que es el 
bit 0 del registro PIR1 el cual indica que hubo desborde en el temporizador 
(TMR1).En este temporizador se puede  leer y escribir en el momento que se 
desee, además puede funcionar como contador síncrono, contador Asíncrono y 
temporizador. 
 
Cuando el TMR1 funciona como contador, el incremento se realiza con pulso 
ascendente por los terminales (RC0-RC1) del puerto C del microcontrolador. El 
incremento por cada ciclo de instrucción depende del predivisor de frecuencia. En 
la Figura 1. 12, se observa el diagrama de bloques del TMR1.   
 
 
 
 
 
 
 
  
 
 
 
 
 
Figura 1. 12.Diagrama de bloques del TMR1. 
 
 
 
El registro que gobierna el funcionamiento del TMR1 es el registro T1CON. 
 
Temporizador TMR2: Este temporizador cuenta con 8 bits (0-255) es ascendente, 
se puede leer y escribir .Además se caracteriza por realizar funciones especiales 
como: la puerta serie síncrona (SSP), los módulos de captura y comparación.  
 
El TMR2 posee un postdivisor de frecuencias que divide la salida en 16 rangos 
posibles desde 1:1 y 1:16  Este cuenta con un registro de control el cual gobierna 
las funciones del temporizador, el cual es T2CON. 
 
El registro PR2 el cual ocupa la dirección 92h del banco 1 de la memoria RAM , 
está asociado con el TMR2 , es decir, que cuando el TMR2 sea igual al valor PR2  
se genera un impulso de salida EQ y se resetea el TMR2. Cuando el número de 
reset es igual al valor del postdivisor, la bandera “flag” de interrupción (TMR2IF) se 
coloca en 1 lógico. Para calcular tiempos realizando una interrupción por desborde 
del TMR2 se utiliza la siguiente Ecuación 1. 4: 
 
TEMPORIZACIÓN= Tiempo a temporizar. 
TOSC= Periodo de oscilación. 
PF=Valor de predivisor de frecuencia. 
PDF=Valor de postdivisor de frecuencia. 
PR2=Valor con que se carga el registro PR2. 
 
 
Ecuación 1. 4 
 
 
TEMPORIZACIÓN= (4)*(TOSC)*(PF)*(PDF)*(PR2)                 
 
                
 
  
 
Si se desea generar una petición de interrupción por desborde del TMR2 debe 
cumplir las siguientes condiciones: 
 
TMR2IE=1; del registro PIR1 (8Ch). 
GIE=1; PEIE=1; del registro INTCON (0Bh). 
 
En la Figura 1. 13, se encuentra el diagrama de bloques del TMR2. 
 
 
Figura 1. 13. Diagrama de bloques del TMR2. 
 
 
 
 
1.3.6. . Módulo A/D en el Microcontrolador PIC16F87x 
 
 
En los microcontroladores PIC16F87x contienen un módulo de conversión A/D, es 
decir, una conversión de análogo a digital, la cual es de gran utilidad ya que esta 
permita obtener datos de dispositivos que captan información de forma análoga 
para posteriormente convertirla en digital y almacenarla o realizar otro tipo de 
tarea en función de los datos medidos. Esta información puede ser visualizada por 
el usuario utilizando displays o LCD [1]. 
  
El PIC16F87x posee un conversor A/D posee de 10 bits de resolución aunque se 
puede configurar con 8 bits. En el caso de los encapsulados de 28 terminales 
tienen 5 canales de entrada y 8 canales para los encapsulados de 40 terminales. 
La resolución de cada bit procede de la conversión y tiene un valor que depende 
de la tensión de REF+/- .Ver Ecuación 1. 5. 
 
 
Ecuación 1. 5 
 
  
Resolución= (Vref+ -Vref-)/(2^n) 
 
 
  
 
Dónde: 
 
Vref+= Tensión de referencia positivo. 
Vref-= Tensión de referencia negativo. 
n= Número de bits. 
 
En la Tabla 1. 7, se encuentra los canales análogos del puerto A. 
 
Tabla 1. 7. Canales análogos del puerto A. 
 
CHS2 CANAL 
000 Canal 0 RA0/AN0 
001 Canal 1 RA1/AN1 
010 Canal 2RA2/AN2 
011 Canal 3 RA3/AN3 
100 Canal 4 RA5/AN4 
101 Canal 5RE1/AN5 
110 Canal 6 RE2/AN6 
111 Canal 7 RE3/AN7 
 
La frecuencia de conversión A/D se muestra en la Tabla 1. 8 y la configuración de 
terminales de los puertos A-E como análogas o E/S digitales, ver ¡Error! No se 
encuentra el origen de la referencia.. 
 
Tabla 1. 8.Frecuencia de conversión. 
 
FRECUENCIA DE LA CONVERSIÓN 
                       Fosc/2 
                       Fosc/8 
Fosc/32 
FRC                 (Oscilador RC interno) 
 
En los microcontroladores PIC16F8xx el diagrama de bloques del módulo A/D se 
resumen en la Figura 1. 14. 
 
Figura 1. 14.Diagrama de bloques del módulo A/D del PIC16F8xx. 
 
  
 
 
 
 
1.3.7.  Módulo de comunicaciones  seriales 
 
 
Los microcontroladores PIC16F87x se caracterizan por incluir en su estructura 
interna (hardware) un módulo de comunicación serial denominado USART capaz 
de soportar la comunicación serie asíncrona y serie síncrona llamado MSSP que 
dispone de dos puertas para la comunicación sincronizada por medio de una señal 
de reloj, esta se utiliza para comunicar el microcontrolador con otros dispositivos, 
por ejemplo: sensores, computadoras, memorias (SD Y EEPROM).  
 
Para el módulo de comunicación serial USART opera como un sistema de 
comunicación full-duplex o bidireccional asíncrono, lo cual le permite adaptarse a 
los periféricos y dispositivos que le transfieren datos o trabajar como modo 
síncrono unidireccional half dúplex para periféricos como conversores y memorias 
sin la necesidad de una de reloj externa. En la Figura 1. 15,Figura 1. 16  se 
observa la configuración de los modos o protocolos de trabajo del USART [1]. 
 
  
 
Figura 1. 15. Modo asíncrono en USART. 
 
 
 
 
Figura 1. 16. Modo síncrono del USART. 
 
 
 
 
La comunicación serie síncrona llamado MSSP es un módulo que proporciona 
comunicación entre microcontroladores con diferente periféricos, por ejemplos 
memorias EEPROM, conversores A/D, controladores de displays, memorias SD 
etc. Esta interfaz dispone en los microcontroladores PIC16F8xx de unos 
terminales (Figura 1. 17,Figura 1. 18) ubicados en el puerto C, destinados para 
manejar directamente la comunicación serie síncrona. En la Figura 1. 17,Figura 1. 
18 , se enseña el diagrama de conexión de los protocolos de comunicación 
síncrona SPI y I2C los cuales están soportados por hardware en los 
microcontroladores PIC16F8xx. 
 
Figura 1. 17.Modo SPI del MSSP. 
 
  
 
 
 
Figura 1. 18. Modo I2C del módulo MSSP. 
 
 
 
 
1.4. Compiladores de microcontroladores PIC16F87X 
 
 
En la actualidad los microcontroladores se utilizan en la mayoría de aparatos 
eléctricos y electrónicos. Debido a la demanda  de estos dispositivos se hace 
necesario realizar algoritmos que con la ayuda de lenguajes de programación de 
bajo/alto nivel se solucione cualquier problema en áreas afines. Para ello se debe 
trabajar de la mano con los compiladores que traducen los programas fuentes 
escritos en lenguajes bajo nivel assembler o de alto nivel “Lenguaje C” a lenguaje 
de máquina. Este traduce sentencia por sentencia del programa fuente, se puede 
encontrar compiladores como PCW, PCB, PCM, PCH, PICC (Hi-Tech), MPLAB-
C18 (Microchip), MPLAB-C24 (Microchip), MPLAB-C32 (Microchip) para lenguaje 
en C. 
 
 
  
 
1.4.1. Programación a bajo nivel ensamblador 
 
 
Los lenguajes de programación de bajo nivel son más fáciles de utilizar que los 
lenguajes de máquina ya que consistían en lenguajes escritos directamente 
inteligibles por la maquina (computadora), es decir, las instrucciones son cadenas 
binarias (0-1), series de caracteres, dígitos que especifican una operación y se 
denominan código de maquina conocido como código binario. Sin embargo la 
programación a bajo nivel al igual que código maquina depende de la maquina en 
particular.  
 
El lenguaje de bajo nivel por excelencia es el ensamblador, las instrucciones son 
conocidas como nemotécnicos (mnemonics) como por ejemplo: 
 
ADDSUM;     Operación de suma  
SUBRES;      Operación de resta 
DIVDIV;         Operación de división  
 
ADD    P, B, N   Instrucción típica de suma y significa que se debe sumar el 
número contenido en la posición de memoria P al número almacenado en la 
posición de memoria B y situar el resultado en la posición de memoria N. 
 
En el código de maquina esta instrucción de suma seria la siguiente: 
 
0110    1001    1010    1011 
 
De lo anterior se puede concluir que es mucho más sencillo recordar un 
nemotécnico que el equivalente en código máquina. Un programa escrito en el 
lenguaje ensamblador llamado programa fuente requiere de una fase de 
traducción al lenguaje máquina, por lo que no puede ser ejecutado directamente 
por la computadora. Esta traducción en lenguaje maquina se le denomina 
programa objeto. El traductor de programas fuente a objeto es el programa 
llamado ensamblador (aseembler) que existen en casi todas las computadoras. 
 
El programa ensamblador (assembler) es el encargado de efectuar la traducción 
del programa fuente escrito en ensamblador a lenguaje máquina. Con el lenguaje 
ensamblador (assembly language) que es el lenguaje de programación con 
estructura y gramática definida presenta ventajas frente al lenguaje de maquina 
como facilidad de codificación, velocidad de cálculo y desventajas como 
dependencia total de la máquina , lo que impide la transportabilidad de los 
programas, es decir, llevar el programa a diferentes máquinas debido a las 
configuraciones de la misma y por último la formación de los programadores es 
más compleja que la de los programadores de alto nivel , ya que exige pleno 
conocimiento del interior de la máquina y técnicas de programación. 
 
  
 
1.4.2. . Programación alto nivel C 
 
 
El lenguaje de alto nivel está diseñado para que las personas escriban y entiendan 
los programas de un modo más sencillo que el lenguaje de máquina y 
ensamblador, por lo que son los más utilizados por los programadores. Además el 
lenguaje de alto nivel es independiente de la máquina, esto es, que el diseño del 
hardware no influye en las instrucciones del programa. En consecuencia los 
programas escritos en alto nivel son portables y pueden ser llevados en diferentes 
computadoras. 
 
Las ventajas que presenta programación alto nivel C: 
 
 Tiempo de formación de los programadores, ya que es relativamente corto 
comparado con otros lenguajes. 
 La escritura  de programa se basa en reglas sintácticas equivalentes al 
lenguaje humano, por ejemplo instrucciones como READ, VOID, IF. 
 Las modificaciones para los programas es mucho más simple. 
 Reducción de costo de programas y portabilidad. 
 Desarrollo de programas estructurados el lenguaje C permite desarrollar 
programas estructurados en funciones, bloques o procedimientos, lo que 
proporciona una compartimentación del código. 
 
Las desventajas que presenta son: 
 
 No se aprovechan los recursos internos de la máquina. 
 Aumento de la ocupación de la memoria. 
 El tiempo de ejecución del programa es mucho mayor. 
 Incremento de tiempo al necesitar diferentes traducciones del programa 
fuente para obtener el programa definitivo. 
 
Los programas fuente en lenguaje de alto nivel C debe ser traducido por 
programas traductores, llamados en este caso compiladores e intérpretes. 
 
 
 
 
 
 
  
 
2. CAPÍTULO 1: SIMULADOR 
PROTEUS 
2.1. Introducción Simulador Proteus 
 
 
Proteus VSM (Virtual System Modelling) es un programa desarrollado por 
©labcenter Electronics; como indica sus siglas en ingles este es un sistema de 
modelado virtual que permite la  verificación vía software  de cualquier diseño de  
circuito programado, permitiendo comprobar la eficiencia y simular el programa 
para probar si el código de programación tiene una estructura bien desarrollada o 
por el contrario, encontrar errores que se ha incorporado en el circuito virtual  sin 
necesidad de realizar el montaje físico del circuito y ensamblar el programa en el 
microcontrolador [6]. 
 
Proteus VSM es una  herramienta electrónica  que está basada en la simulación 
analógica, digital o mixta de circuitos; además permite observar la combinación de 
la simulación de código de programación  de alto o bajo nivel y simulación mixta 
SPICE donde se realizan las verificaciones analógas y digitales utilizadas en los  
microcontroladores. De esta forma el simulador Proteus VSM, contiene  dos 
programas principales (ISIS, ARES) los cuales proporcionan un único entorno para 
realizar diseño tanto en hardware como software [6].  
 
 
2.2. ISIS 
 
 
ISIS Intelligent Schematic Input System, (Sistema de Enrutado de Esquemas 
Inteligente) es un programa que se puede implementar para realizar esquemas de 
diseño electrónico que se pueden simular en el entorno de Proteus VSM, este 
programa cuenta con componentes electrónicos que están incluidos en librerías de 
modelos de diversas características según lo requiera el diseñador del circuito 
entre ellos (dibujar, simular). Asimismo es posible crear nuevos elementos, 
modelación para su simulación o recurrir al fabricante para solicitar un nuevo 
modelo. ISIS es una herramienta potente muy utilizada en la modernidad [6]. 
 
Nota: ARES Advanced Routing and Editing Software (Software de Edición y Ruteo 
Avanzado) es un programa para el diseño de las placas de circuito impreso 
utilizado para posteriormente construir el circuito final. En este documento se 
utilizará ISIS ya que permite construir y emular el comportamiento de los circuitos 
que incorporan sistemas embebidos [6]. 
  
 
2.2.1. Interfaz de ISIS  
 
 
Para empezar a manejar esta herramienta de Proteus VSM  se introduce el 
entorno de trabajo. A continuación se explicará por medio de una guía visual cada 
una de las partes y los elementos que contiene ISIS [6]. 
 
 
a) El primer paso es tener instalado Proteus VSM, puede ser cualquier 
versión 7.9, 7.10, 8.0…etc.  
b)  Abrir Proteus VSM y dar clic en el icono de ISIS  .  
 
c) Al abrir el icono de ISIS se genera una ventana con una nueva hoja de 
trabajo, la cual posee un menú y herramientas para el diseño de 
circuitos eléctricos como se muestra en la siguiente gráfica ver ¡Error! 
No se encuentra el origen de la referencia..  
 
 
Figura 2. 1. Hoja de trabajo ISIS. 
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Comandos de visualización: Se pueden utilizar los botones de visualización para 
controlar la forma en que se aprecian los circuitos eléctricos desde la ventana de 
edición. 
 
Hoja de trabajo: Se encuentra los elementos necesarios para el diseño de 
circuitos eléctricos, se crea nuevos proyectos y se simulan el circuito con el 
propósito de validar el funcionamiento. 
 
Comandos de archivo: Como en otros programas estos botones de comando de 
archivo se utilizan para crear nuevo proyecto, abrir uno ya existente y guardar la 
hoja de trabajo editada. 
 
Ventana de edición: Esta ventana permite obtener una vista previa del circuito 
eléctrico y los elementos que se utilizarán para el diseño del mismo. 
 
Comando de rotación y reflexión: Permite rotar y reflejar los componentes a 
utilizar, con el propósito que el montaje del circuito eléctrico se facilite y se pueda 
ubicar los elementos de la forma en que se requiera. 
 
Herramientas de diseño eléctrico: Con esta barra de herramientas se puede 
elegir y adicionar componentes tales como: gráficos de simulaciones, realizar 
lecturas (voltaje y corriente eléctrica) cuando se desarrolla un circuito eléctrico en 
la venta de edición. 
 
Comando de dibujo: Este comando permite dibujar, con el propósito de crear 
otros elementos que requiera el usuario en el diseño de circuito eléctrico. 
 
Comando de edición: La barra de comandos de edición es una herramienta 
utilizada en el momento en que se requiera modificar los elementos del circuito 
eléctrico. 
 
Herramientas de diseño: Tiene diversas formas de diseño  para trabajar en 
varias hojas. 
 
Barra de estado: Es útil para desplegar información de interés acerca de los 
elementos seleccionado con el cursor en el espacio de trabajo. 
 
Barra de simulación: Cuando se termina el ensamble del circuito eléctrico, se 
puede comprobar si efectivamente el circuito está bien construido, se posee 
control para observar paso a paso el comportamiento esquema eléctrico. 
 
Barra de coordenadas: Esta barra indica la ubicación del cursor cuando se está 
trabajando en la elaboración del circuito eléctrico. 
 
  
 
Barra de menús: Con esta barra de menús es posible seleccionar la herramienta 
de interés con el objetivo de crear, editar, ampliar, buscar componentes, guardar y 
obtener ayuda para la elaboración del circuito eléctrico.  
 
 
También se puede obtener los menús utilizando el mouse dando clic derecho, 
señalar  PLACE y a continuación se muestran los submenús de trabajo como se 
enseña en la ¡Error! No se encuentra el origen de la referencia.. 
 
Figura 2. 2: Menús de Proteus VSM en ISIS. 
 
 
 
 
Por lo tanto si se desea dibujar un circuito eléctrico, se debe tener en cuenta lo 
siguiente:  
 
Cambiar el tamaño de la hoja de trabajo: para ello se debe utilizar el menú 
System en la barra de menús y dar clic Set Sheet Size donde aparece una 
ventana de configuración Sheet Size Configuration, en la cual es posible editar el 
tamaño de la hoja en User como se  enseña en las ¡Error! No se encuentra el 
origen de la referencia. y ¡Error! No se encuentra el origen de la referencia. 
[6]. 
 
 
 
 
 
Submenús 
  
 
 
 
 
Figura 2. 3 Cambiar Tamaño de la hoja de trabajo. 
 
 
Figura 2. 4. Ventana de Configuración “Sheet Size Configuration” 
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Los iconos del programa ISIS donde se pueden obtener los diferentes elementos o 
componentes para dibujar un circuito eléctrico es el icono Component  y 
seguidamente dando clic en P se encuentran los dispositivos y librerías  
, allí se puede escribir la referencia del componente de interés, inmediatamente se 
desplegará una lista donde se tiene opción de elegir el componente, luego 
seleccionando aceptar “ok” aparecerá en la barra de elementos de la hoja de 
trabajo ver ¡Error! No se encuentra el origen de la referencia.. 
 
 
Figura 2. 5. Seleccionar Component. 
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Figura 2. 6. Lista de componentes cuando seleccionando P. 
 
 
 
 
De esta forma se puede seleccionar el componente de interes para la construcción 
del circuito eléctrico como se presenta en la  
 
 
. 
 
Además el usuario podrá modificar la orientación de cada uno de los elementos 
del circuito según se precise. La herramienta del Proteus VSM que permite 
modificar la orientación es el comando de rotación y reflexión ver ¡Error! No se 
encuentra el origen de la referencia., para ello se debe recurrir a los menús. Si 
se desea implementar el mismo componente varias veces en la hoja de trabajo el 
cursor aparece en forma de lápiz indicando que se puede dar clic derecho sobre el 
elemento en la barra de componentes y dando nuevamente clic derecho en la hoja 
de trabajo, el nuevo componente aparecerá. 
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Para desplazar el elemento se debe ubicar el cursor sobre el componente y 
aparecerá un indicador en forma de mano con una cruz que indica que es posible 
desplazar, dando clic izquierdo sostenido mientras se desplaza el componente 
hasta la nueva posición. 
 
 
 
 
 
Figura 2. 7. Lista de componentes de la hoja de trabajo. 
 
 
 
 
Para eliminar un componente primeramente este debe ser seleccionado, 
inmediatamente quedará de color rojo, luego dar clic derecho dos veces o 
seleccionar el componente y dar clic izquierdo, donde se muestra un submenú, 
finalmente se hace clic en el comando Delete object, así el componente será 
eliminado del espacio de trabajo ver  
 
 
 y ¡Error! No se encuentra el origen de la referencia.. 
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Figura 2. 8. Borrar un elemento de la hoja de trabajo. 
 
 
 
 
Figura 2. 9. Orientación Componente. 
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Para la conexión eléctrica entre terminales se procede a realizar una pulsación 
sobre el  terminal del objeto. Automáticamente se despliega una conexión eléctrica 
donde finalmente se da la última pulsación en el terminal a interconectar, en las 
¡Error! No se encuentra el origen de la referencia. y ¡Error! No se encuentra 
el origen de la referencia. se enseña este procedimiento.  
 
 
 
 
Figura 2. 10. Conexión eléctrica entre elementos del circuito 
 
 
 
Figura 2. 11. Componentes interconectados eléctricamente por cableado Proteus 
VSM. 
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En cada circuito eléctrico es necesario editar las magnitudes de los parámetros 
eléctricos (resistencia, inductancia, capacitancia, tiempo) de los componentes 
asociados al circuito a implementar. Proteus VSM, permite realizar modificaciones 
en los diferentes elementos de la hoja de trabajo, sólo es necesario dar clic 
izquierdo sobre el componente y en función del elemento se genera una ventana 
en la cual es posible modificar las magnitudes, tal como se indica en la ¡Error! No 
se encuentra el origen de la referencia. y ¡Error! No se encuentra el origen de 
la referencia.. 
 
Figura 2. 12. Editar parámetros del componente. 
 
Cableado eléctrico 
  
 
 
 
Figura 2. 13. Ventana de edición de parámetros del componente. 
 
 
 
 
En el caso de los microcontroladores de la familia PIC la ventana de edición 
permite modificar algunos parámetros de la máquina. Por ejemplo es posible 
modificar la frecuencia del oscilador, tal como se presenta en la ¡Error! No se 
encuentra el origen de la referencia. (los cristales utilizados en el montaje físico 
no son necesarios en la simulación en Proteus debido a que se puede hacer 
directamente en la ventana de edición de parámetros del microcontrolador). Por 
otro lado, el simulador Proteus posee la característica  de emular el proceso de 
ensamble del programa compilado (*.HEX) generado a través de C CCS, 
ensamblador etc [6]. 
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Figura 2. 14. Ventana de edición de parámetros del microcontrolador PIC16F877. 
 
 
 
 
Conclusiones: Proteus es una aplicación que está compuesta por un módulo de 
captura de esquema “ISIS” que integra el circuito eléctrico  de manera virtual, 
permitiendo dibujar sobre un área de trabajo. Para ello proporciona herramientas y 
librerías que contienen elementos necesarios para la construcción de dichos 
circuitos. El módulo “VSM” que realiza la simulación del circuito  en tiempo real y el 
modulo ISIS convierten a este software en una herramienta útil para el diseño y 
simulación de circuitos eléctricos. Además Proteus por medio del archivo .HEX 
generado en el momento de la compilación del código en CCS   puede vincular y 
ejecutar programas que solucionan algún tipo de problema haciendo uso de 
microcontroladores.    
Modificar 
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3. CAPÍTULO 2: INTERFAZ CCS Y 
PROTEUS 
3.1. Introducción interfaz CCS y Proteus 
 
 
El propósito de este capítulo es presentar la forma en la que el  compilador CCS y 
el simulador Proteus interactúan. Para realizar el  diseño tanto de hardware y 
software en un mismo entorno. A través de los archivos *.HEX y *.COF generados 
en el momento de la compilación .De este modo cada uno de estos entornos 
posee una variedad de herramientas que se estudiaran en este capítulo.   
 
 
3.1.1. Interfaz CCS C 
 
 
El compilador CCS C es una herramienta computacional desarrollada para 
compilar algoritmos. Estos pueden ser elaborados en entorno ensamblador o en 
lenguaje C. Al compilar se generan los archivos *.HEX y *.COF los cuales son 
utilizados en el momento de ensamblar el código en la máquina o para realizar 
algún tipo de simulación previa, por ejemplo en entorno de Proteus VSM (1). Otros 
ficheros creados en el momento de la compilación se presentan en la ¡Error! No 
se encuentra el origen de la referencia. [6]. 
 
Figura 3. 1: Archivos creados por el compilador CCS C. 
 
 
  
 
Algunas características atractivas del compilador CCS C se enuncian a 
continuación: 
 
 Es compatible con simuladores de circuitos eléctrico por ejemplo “Proteus” 
para el proceso de depuración. 
 Contiene una vasta biblioteca de funciones pre compiladas para el acceso 
del hardware de la respectiva máquina (entrada/ salida, conversor A/D, 
temporizadores, transmisión RS-232). 
 Añade drivers que son pequeños programas que sirven de interfaz entre los 
dispositivos hardware y el programa que se ha desarrollado para los 
dispositivos externos como por ejemplo: teclados numéricos, pantallas LCD, 
memorias EEPROM, relojes en tiempo real, conversores A/D. 
 Admite insertar código en ensamblador teniendo la opción de mantener 
código de programa en C. 
 
 
3.1.2. Interfaz compilador CCS Proteus VSM 
 
La forma en que interactúa el compilador CCS con el software Proteus VSM es a 
través de los archivos *.HEX y *.COF generados en el momento de la compilación. 
Para lograr una simulación exitosa a partir de los archivos generados en la etapa 
de compilación se recomienda el siguiente procedimiento. En primer lugar se debe 
tener en la hoja de trabajo de ISIS, el circuito eléctrico correspondiente al 
microcontrolador PIC16F87X. Posteriormente se abre la ventana de edición del 
microcontrolador figura 2.14, y en PROGRAM FILE insertar el archivo *.HEX 
generado en la etapa de compilación [6]. 
 
El procedimiento completo se enuncia a continuación: 
 
a) Circuito eléctrico desarrollado en Proteus VSM, ver Figura 3.2. 
b) Código de programa realizado en el entorno CCS C, ver Figura 3.3. 
c) Compilar el código para que se genere los archivos *.HEX, ver Figura 3.4 y 
Figura 3.5. 
d) Abrir  la ventana de edición del microcontrolador PIC16F877 ver Figura 3.6. 
e) Dar clic en la carpeta de PROGRAM FILE  
f) Ubicar la dirección raíz del archivo *.HEX 
g) Insertar el archivo *.HEX y ajustar la frecuencia de reloj requerida por el 
circuito. 
 
 
 
 
 
 
  
 
Figura 3.2: Circuito en Proteus VSM- Prender un led. 
 
 
 
Figura 3.3: Código de programa en CCS C. 
 
 
 
 
 
 
  
 
Figura 3.4: Proceso de compilación entorno CCS C. 
 
 
 
 
Figura 3.5: Archivos generados por el compilador CCS C. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
  
 
Figura 3.6: Ventana de edición del microcontrolador PIC16F877. 
 
 
 
 
En la ventana de edición del microcontrolador ver Figura 3.6, se puede encontrar 
los comandos que modifican aspectos internos del microcontrolador por ejemplo: 
 
PROCESOR CLOCK FREQUENCY: Modifica la frecuencia de trabajo del 
microcontrolador. Recuerde que en la simulación no se requiere elementos 
externos para la frecuencia en el microcontrolador. 
 
ADVANCE PROPERTIES: Configura elementos como wacthdog, habilita avisos 
de desbordamiento de pila o accesos no correctos a la memoria.  
 
 
3.1.3. Entorno de trabajo: EL IDE 
 
 
El compilador CCS C facilita el proceso de  construcción y  diseño, permitiendo la 
creación de programas mediante una gran variedad de herramientas por medio del 
lenguaje C. El compilador posee un entorno de trabajo ideal, intuitivo y fácil de 
manejar. Para crear un nuevo proyecto  se debe seguir los pasos sugeridos a 
continuación: 
 
 
 
 
 
Insertar 
archivo*.HEX 
  
 
1) Instalar el compilador CCS C. 
2) Abrir el archivo PIC C compiler        
3) Se visualiza el entorno de trabajo del compilador CCS C. 
 
4) Dar clic sobre el icono de la carpeta     para abrir una 
nueva hoja de trabajo. 
 
5) Señalar New y  dar clic en Source File, ver Figura 3.7.   
 
6) Guardar el nombre del proyecto a realizar en otra carpeta, ver 
Figura 3.8. 
 
7) Se abre una nueva hoja de trabajo, ver Figura 3.9. 
 
8) Empieza el programa; para ello es imprescindible manejar los 
elementos básicos del entorno de trabajo del compilador CCS 
C así como conceptos básicos de arquitectura del 
microcontrolador correspondiente, ver Figura 3.10. 
 
 
Figura 3.7: Crear nuevo proyecto. 
 
 
 
 
  
 
Figura 3.8: Guardar proyecto en una carpeta. 
 
 
 
 
Figura 3.9: Nueva hoja de trabajo. 
 
 
 
 
 
 
 
 
  
 
Figura 3.10: Entorno de trabajo del compilador CCS C.  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
  
 
Figura 3.11: Entorno de trabajo el IDE. 
 
 
 
 
 
 
 
 
 
 
En la barra de comandos, encontramos un menú el cual dispone de las siguientes  
Opciones, ver Figura 3.11. 
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Barra de 
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Barra de 
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Información  Macros 
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Con este comando podemos configurar en el 
proyecto, el aspecto y funcionamiento del editor de 
código.  
 
 
Project 
Options 
 
Con el comando Project opcions, aquí se puede añadir 
archivos, se puede hacer selección del PIC para el 
cual se escribe el código, realizar definiciones (como 
#define) y seleccionar en tipo de archivo que 
obtendremos al compilar el proyecto. 
 
 
  
 
 
 
 
 
 
 
 
3.1.4. Archivo *.HEX  Proteus VSM  
 
 
Proteus VSM  tiene la capacidad de depurar programas fuente de diferentes 
lenguajes, una de las ventajas que posee Proteus VSM es de aceptar el archivo 
de programación Intel Hex (HEX), ficheros como: Microchip Compatible COF 
(COF), IAR UBROF (D39), Byte Craft COD (COD) Y Crownhill Proton Plus (BAS).  
Cuando se utilizan estos archivos se tiene acceso a la ventana de código fuente 
llamado SOURCE CODE, la cual permite realizar seguimiento al programa fuente 
línea a línea del código, permite visualizar los elementos internos del PIC  tal como 
la memoria de datos RAM o la EEPROM, la memoria del programa, registros 
especiales (FSR) y la pila (Stack) [6]. 
 
Proteus VSM posee características que lo hacen un programa flexible para 
compilar programas escritos en diferentes lenguajes, algunos ejemplos son: 
código ensamblador y lenguaje C. Con el comando SOURCE es posible acceder 
para compilar según el tipo de programa fuente Figura 3.12. 
 
 
Figura 3.12: Comando SOURCE permite compilar programas fuente en diferentes 
lenguajes. 
 
 
 
 
 
 
 
 
 
 
 
 
Se puede modificar el aspecto y el funcionamiento 
del editor de código. Toolbar/Keyboard Setup. 
 
 
Editor  
properties 
  
 
3.1.5. Comandos de simulación 
 
 
Una vez realizado todo el procedimiento (desde desarrollar el diagrama del circuito 
en Proteus y el código en el Compilador CCS C, donde se  carga el archivo *.HEX 
en la ventana de edición del microcontrolador) es posible emular el algoritmo 
programado haciendo uso del entorno Proteus VSM. Este programa cuenta con 
una serie de comandos muy útiles para conocer el flujo del programa así como el 
estado de la memoria RAM del microcontrolador. Algunos comandos de 
simulación se describen a continuación, ver Figura 3.13 y Figura 3.14 [6]. 
 
Figura 3.13: Barra de comandos de simulación. 
 
 
 
 
Figura 3.14: Comandos de Simulación Proteus VSM. 
 
 
 
 
              
 
 
 
 
Barra de Comandos de simulación  
MARCHA 
Da inicio a la simulación y permite realizar pausa para 
observar distintas ventanas de depuración (paso a paso).  
  
 
 
 
 
 
MARCHA: Se inicia la simulación y el botón se torna color verde continuo. 
 
PASO A PASO: Permite observar la evolución del código secuencialmente en 
función del tiempo. De esta forma el desarrollador podrá observar la dinámica del 
programa de forma controlada a través del botón paso a paso siguiendo los 
siguientes comandos.  
 
PAUSA: Se detiene la simulación de forma temporal. 
 
PARADA: Se detiene por completo la simulación para realizar los cambios 
necesarios. 
 
 Se puede modificar parámetros siguiendo los siguientes comandos: 
 
SYSTEM      SET ANIMATION OPTIONS      SINGLE STEP TIME,Figura 3.15.  
 
 
Figura 3.15: Ventana de configuración  Animated circuits configuration. 
 
 
 
 
PAUSA 
PARADA 
  
 
De esta ventana System / Set animation options / Animated Circuits Configuration, 
ver Figura 3.16 se pueden modificar aspectos como: 
 
 
Figura 3.16: Animated Circuits Configuration. 
 
 
 
 
FRAMES PER SECOND: El numero veces que se refresca la pantalla de ISIS por 
defecto (20). 
 
TIMESTEP PER FRAME: Tiempo de simulación por cada uno de los tramos. 
 
ANIMATIONS OPTIONS: Habilita la visualización de las sondas de tensión y 
corriente, mostrar los niveles lógicos en los terminales, nivel tensión en los nodos 
eléctricos y el sentido de la corriente mediante colores y flechas.  
 
VOLTAGE/ CURRENT RANGES: Define el umbral de tensión (±V) y de corriente 
para la visualización de las correspondientes ANIMATIONS OPTIONS. 
 
Con los elementos mencionados un microcontrolador puede utilizar las 
herramientas de depuración, durante la PAUSA se puede  visualizar mediante 
ventanas, las siguientes  partes internas del microcontrolador: 
 
 Memoria programa 
 Memoria de datos 
 La pila (Stack) 
 
Con el comando START VSM DEBUGGING (ver Figura 3.17) se inicia la 
simulación realizando pausas para observar el comportamiento de los registros 
  
 
internos del microcontrolador o con la opción EXECUTE WITHOUT BREAKPOINT 
o EXECUTE FOR SPECIFIED TIME  que ejecuta directamente el programa en un 
tiempo en concreto. 
 
 
Figura 3.17: Ventanas de depuración Proteus VSM. 
 
 
 
 
 
  
RESET PERSISTENT MODEL DATA puede reinicializar la memoria EEPROM, 
ver Figura 3.18. 
 
 
 
 
 
 
 
 
 
 
 
 
Ventanas de Depuración Proteus VSM 
Configure Diagnostics 
  
 
Figura 3.18: Reset persistent model data. 
 
 
 
 
 
Cuando se produce una pausa en DEBUG: Se modifica mostrando las 
herramientas de depuración ver Figura 3.17. En este menú aparecen elementos 
como: 
 
 SIMULATION LOG: Los mensajes resultantes de la simulación, ver Figura 
3.19. 
 
 
Figura 3.19: Simulation Log. 
 
 
 
Reset persistent model data 
  
 
 WATCH WINDOWS: Ventana de visualización de posiciones de memoria. 
Útil cuando se desea conocer el estado de un registro de la maquina en 
particular, ver Figura 3.20. 
 
 
Figura 3.20: Watch Window. 
 
 
 
 WACTHPOINT CONDITION: Es una opción del submenú de Watch 
Window, ver Figura 3.21; que habilita puntos de ruptura mediante 
condiciones sobre distintas variables (NONE, AND, OR, XOR) y el tipo de 
condición (NONE, ON, CHANGE, EQUALS), ver Figura 3.22. 
 
Figura 3.21: Submenú de Watch Window. 
 
 
 
 
 
 
 
 
 
 
 
 
 
Watchpoint Condition 
  
 
Figura 3.22: Watchpoint Condition. 
 
 
 
 
 PIC CPU REGISTERS: Visualiza los registros FSR del microcontrolador, 
ver Figura 3. 23. 
 
Figura 3. 23: PIC CPU REGISTERS. 
 
 
 
 PIC CPU DATA MEMORY: Enseña el estado de la memoria RAM del 
microcontrolador, ver Figura 3.24. 
 
 
 
 
 
 
 
 
 
 
 
 
 
  
 
Figura 3.24: PIC CPU Data Memory. 
 
 
 
 PIC CPU PROGRAM MEMORY: Enseña el estado de la memoria de 
programa del microcontrolador, ver Figura 3.25.   
 
 
Figura 3.25: PIC CPU Program Memory. 
 
 
 
  
 
 PIC CPU EEPROM MEMORY: Visualiza el estado de la memoria de datos 
(EPROM) del microcontrolador, ver Figura 3.26. 
 
Figura 3.26: PIC CPU EPROM Memory. 
 
 
 
 
 
 PIC CPU STACK: Visualiza el estado del STACK del microcontrolador, ver 
Figura 3.27. 
 
Figura 3.27: PIC CPU STACK. 
 
 
 
 
 
 CPU SOURCE CODE: Visualiza si se ha incorporado un fichero COD o 
COF al microcontrolador, donde se puede seguir la simulación línea a línea 
del archivo de código de fuente, ver Figura 3.28. 
 
 
  
 
Figura 3.28: PIC CPU Source Code. 
 
 
 
 
 PIC CPU VARIABLES: Se enseña las variables utilizadas en el programa, 
la dirección, valor y nombre correspondiente, ver Figura 3.29. 
 
 
Figura 3.29: PIC CPU Variable. 
 
 
 
 DEBUG   CONFIGURE DISGNOSTIC: Se muestran elementos del 
esquema susceptibles de un diagnostico en la simulación, las posibilidades 
de diagnóstico y tiempo de diagnóstico, Figura 3.17. 
 
Conclusiones: Se puede observar que el compilador CCS y el simulador Proteus 
poseen herramientas que  permiten trabajar en un mismo entorno desarrollando 
hardware “circuitos eléctricos” y software  “programación”, siendo esta una de las 
características más potentes en la implementación y diseño de circuitos eléctricos 
programados. En el caso de que se requiera modificar algunas características de 
los elementos del circuito; ejemplo el microcontrolador “utilizar memorias, código, 
variables etc” se puede hacer de manera virtual utilizando Proteus y el código en 
  
 
el compilador CCS C, donde se  carga el archivo *.HEX en la ventana de edición 
del microcontrolador) y es posible emular el algoritmo programado. Posteriormente 
se puede compilar y simular en tiempo real.  
 
 
 
  
 
 
4. CAPÍTULO 3: COMPILADOR CCS C 
 
4.1. Introducción compilador CCS C 
 
 
El compilador CCS C es una herramienta computacional desarrollada para 
compilar algoritmos. Estos pueden ser elaborados en entorno ensamblador o en 
lenguaje C. Al compilar se generan los archivos *.HEX y *.COF los cuales son 
utilizados en el momento de ensamblar el código en la máquina o para realizar 
algún tipo de simulación previa, por ejemplo en entorno de Proteus VSM [6]. 
 
 
4.2. Directivas y funciones para el PCW 
 
 
Mientras se cumple la etapa de pre-procesado se desarrollan un conjunto de 
operaciones básicas. Para el control de la información se debe indicar el tiempo de 
compilación con las directivas o también llamadas líneas de control, las cuales se 
identifican por el símbolo # que las anteceden, estas a su vez se comunican 
directamente con el preprocesador y son independientes del código en C.  
 
Para obtener una mejor eficiencia, legibilidad y reutilizar segmentos de código se 
utilizan las funciones las cuales permiten estructurar adecuadamente el algoritmo. 
El compilador de C incluye una librería de funciones previamente definidas, a 
continuación se describen algunas de ellas. Recuerde que las funciones 
predefinidas dependen del microcontrolador a utilizar por lo tanto se recomienda 
consultar la cabecera.*H de la máquina en particular para conocer en detalle las 
directivas y funciones habilitadas [6].  
 
 
4.3. Directivas del procesador  
 
 
El compilador CCS C posee 7 tipos básicos de directivas, algunas de las directivas 
derivadas del estándar C que admiten, entre otras funciones el control básico de 
código y el flujo en el proceso de compilación, ver ¡Error! No se encuentra el 
origen de la referencia. [6,4].  
 
 
 
  
 
 
 
Figura 4. 1. Directivas básicas derivadas del estándar C. 
 
Las siguientes directivas básicas derivadas del estándar C se definen como: 
 
#IFDEF: Comprueba si se definió el identificador id.  
 
#IFNDEF: Verifica que el identificador no está definido. 
 
#IF_expresión_constante: Evalúa la expresión y la constante, si es diferente de 
cero realizara las líneas de código hasta que encuentre un #ENDIF. 
 
#ENDIF/#ELSE: Se cumplen las sentencias hasta esta directiva. 
 
Ejemplo: 
 
 
 
 
 
 
 
 
# if valor máximo>255 
       long dato; 
#else 
        Int dato; 
#endif 
  
 
#INCLUDE “filename”: Realiza un llamado a las librerías donde se encuentran los 
registros internos del microcontrolador que se desea incluir en el programa. 
 
Ejemplo:  
 
 
 
 
#DEFINE: Es un identificador de cadena y se utiliza para reemplazar el 
identificador “id” con CADENA. 
 
Ejemplo: 
 
 
 
 
#ERROR: Esta directiva emite un mensaje en la misma línea de la propia 
directiva, además se utiliza para alertar al usuario de una situación anómala el 
tiempo de la compilación. 
 
Ejemplo:  
 
 
 
 
#LIST: Guarda el código fuente del archivo .LST 
#NOLIST: No guarda el código fuente en el archivo .LST 
 
Ejemplo:  
 
 
 
 
 
 
 
#PRAGMA: Esta directiva mantiene la compatibilidad entre los compiladores de C. 
 
Ejemplo: 
 
 
 #include <16F877.h> 
 #define use_portc_lcd (1) 
#error_de_sintaxis(float num) 
#nolist   // No guarda el código fuente  
#include <16f877.h> 
#list  // Guarda el código fuente 
 
#pragma device <PIC16F877> // Mantiene la compatibilidad con el compilador 
de C. 
  
 
 
 
 
#UNDEF: Identificador ID no tendrá significado para el pre-procesador. 
 
Ejemplo:  
 
 
Directivas de bibliotecas pre compiladas, que proporcionan al compilador 
información relacionada con estas bibliotecas, ver Figura 4.2.    
 
 
Figura 4.2: Directivas de bibliotecas pre compiladas. 
 
Las siguientes directivas de bibliotecas pre compiladas se definen: 
 
#define add(A,B) ((A)+(B)) // Identificador en el segmento d programa que 
corresponde a la suma de Ay B. 
… 
… 
… 
#undef add // Desactiva  el identificador. 
 
  
 
#USE DELAY (CLOCK=SPEED): Permite al programador especificar la 
frecuencia del oscilador del microcontrolador, con esta información el compilador 
realiza cálculos de tiempo. Se pueden especificar con las siguientes unidades: 
 
MHZ (M): Mega Hertz 
KHZ (K): Kilo Hertz 
 
Ejemplo:  
 
 
 
 
# USE STANDARD_IO(): Esta directiva se utiliza para especificar la dirección del 
puerto a utilizar, configurado como entrada o salida. 
 
Ejemplo: 
 
  
 
 
#USE RS232: Se utiliza para definir parámetros como la velocidad en baudios 
para el compilador aplicando el protocolo RS232. 
 
Ejemplo:  
 
 
 
 
#USE FAST_IO(): Configura  las entradas y salidas del puerto de manera más 
eficiente . 
 
Ejemplo: 
 
 
 
 
# USE FIXED_IO(): Esta directiva es empleada para guardar el valor de un 
terminal usado como entrada/ salida, durante su utilización.  
 
Ejemplo:  
 
 
 
 
#use delay(clock = 4000000)    4 MHz 
#use standard_io(B); //  Habilita librerías del puerto B  (INT/OUT) 
#use rs232(baud=2400,xmit=PIN_C6,rcv=PIN_C7) 
#use fast_io(B) // Puerto B configura entradas/ salidas. 
 #use fixed_io (B_inputs=PIN_B2,PIN_B3); 
  
 
Directivas que relacionan la especificación del dispositivo para definir los mapas 
de memoria y el juego de instrucciones, además incluir información necesaria para 
la programación del dispositivo ficheros de salida de la compilación, Figura 4.3. 
 
 
 
Figura 4.3: Directivas que relacionan la especificación del dispositivo. 
 
Las siguientes directivas que relacionan la especificación del dispositivo se definen 
como: 
 
#DEVICE chip: Define el tipo de PIC el componente o referencia  de un 
dispositivo, con el número base del dispositivo actual,  con el cual se procede a 
compilar y determina el juego de instrucciones. 
 
Ejemplo:  
 
 
 
 
#FUSES options: Para programar el PIC se  define la palabra de configuración, 
dependiendo del tipo de PIC tendrá posibles opciones de palabra de 
configuración, para el PIC16F877 se enseña a continuación algunas posibles 
opciones. 
 
 
Ejemplo: 
 
  
#device ADC=8  #device <PIC16F877> 
 #fuses XT, NOWDT, PUT, NOPROTECT, BROWNOUT, NOLVP. 
 
#fuses XT              // Oscilador a cristal standar 
#fuses NOLVP           // Sin programación en baja tensión 
#fuses PUT             // Temporizador de encendido 
#fuses BROWNOUT        // Sin brownout 
#fuses NOPROTECT       // Sin protección de memoria de programa 
#fuses NOWDT           // Sin Watchdog Timer 
  
 
 
 
 
 
 
#TYPE: Generalmente el compilador toma el tipo de dato SHORT como un bit, INT 
como 8 bits y LONG como 16 bits. Esta directiva es utilizada para redefinir el tipo 
de dato.  
 
Ejemplo: 
 
 
 
 
#ID: Esta directiva define la palabra del identificador ID. 
 
Ejemplo: 
 
 
Directivas para identificar características especiales de una función, ver Figura 4.4. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
#id “Numeroserie.txt” //Especifica el valor de cada una de las cuatro palabras 
del ID. 
#type short: 8  int:16  long:32 // Redefinir tipo de dato. 
  
 
 
 
 
 
 
Figura 4.4: Directivas para identificar características de una función. 
 
 
Definición de algunas directivas para identificar características de una función son: 
 
#INT_GLOBAL : Esta directiva reemplaza al distribuidor de interrupciones del 
compilador y toma el control de las interrupciones.  
 
Ejemplo:  
 
 
 
 
 
 
 
 
 
#INT_DEFAULT: La  función  que está a continuación de esta directiva debe ser 
llamada si se realiza una interrupción y si no están activos los flags de la 
interrupción.  
 
Ejemplo: 
 
 
#int_global (nombre) 
{ 
  Cuerpo de instrucciones 
} 
 
  
 
 
 
 
 
 
 
 
 
#INLINE: Especifica al compilador que el procedimiento que sigue a esta directiva 
será llevado a cabo en línea, se hará una copia del código que será puesto en 
cualquier parte donde se llame el procedimiento. 
 
 
Ejemplo:  
 
 
 
 
 
 
 
 
 
#SEPARATE: Esta directiva es utilizada para efectuar funciones por separado, 
aunque ocupa más espacio del STACK evita que el compilador realice 
procedimientos en línea. 
 
 
 
Ejemplo: 
 
   
 
 
 
 
 
 
 
 
 
 
 
Directivas de control del compilador, para la compilación del código del programa, 
ver  
#inline  
byte (float a, int b, float c) 
 { 
  a=2*b; 
  c=a; 
 } 
#int_default 
 
Control_interrupcion(); 
{ 
   Activar_int=FALSO; 
} 
separate ó #inline 
 
byte (int &a, int &b)  
 { 
  int t; 
   t=a; 
   a=b; 
   b=t; 
 } 
  
 
 
 
 
 
 
Figura 4.5. 
 
 
 
 
 
 
 
Figura 4.5: Directivas de control del compilador. 
 
Algunas directivas de control del compilador se definen a continuación:  
 
#CASE: Esta directiva permite  que el compilador diferencie entre  minúsculas y 
mayúsculas, el compilador lo efectúa por defecto. 
 
Ejemplo: 
 
  #case  
 float MICROCHIP 
void main () 
 { 
  float microchip;  
 MICROCHIP=microchip; 
 }  
  
 
 
 
 
 
 
 
 
 
#OPT n: Solo se usa en el paquete PCW y establece el nivel de optimización, se 
aplica al programa entero y aparece en cualquier parte del archivo fuente. El valor 
por defecto del compilador PCW es 9 que proporciona una optimización total. 
 
Ejemplo: 
 
 
 
 
 
#PRIORITY: Esta directiva le da prioridad a las peticiones de interrupción. 
 
Ejemplo: 
 
 
 
 
#ORG: Esta directiva puede seguir una dirección en la memoria ROM, 
especificando la  locación (primera ubicación, final ubicación). 
 
Ejemplo: 
   
 
 
 
 
 
 
 
Directivas de control de memoria del microcontrolador para tramitar y reservar el 
uso de determinadas zonas de memoria para variables, ver Figura 4.6. 
 
 
 
Figura 4.6: Directivas de control de memoria. 
#include <16f877.h> 
#opt 9 // Proporciona un nivel de optimización total. 
 #priority (rtcc,rb) 
#ORG 0x1E00, 0x1F00 
Funcion()  
 { 
  //La función se encuentra en 1E00 
 } 
  
 
 
 
Algunas definiciones de las directivas de control de memoria son: 
 
#ASM y #ENDASM: Permiten implementar código ensamblador, cuando se  
programa en lenguaje C, se debe utilizar #ASM y #ENDASM al principio y final de la 
parte añadida en código ensamblador del programa. 
 
Ejemplo: 
 
 
 
 
 
 
 
 
 
 
 
Código en lenguaje c ……….. 
#asm 
           movwf trisa  ;puerto A entradas 
 movlw b'00000000' 
 movwf trisb  ;puerto B salidas 
 movlw b'11111111' 
 movwf trisc  ;puerto C entradas   
 movlw b'11111111' 
 movwf trisd  ;puerto D entradas  
 movlw b'11101111' 
 movwf trise  ;puerto E entradas   
 movlw b'11110111' 
#Endasm 
  
 
 
#BIT: Crea un identificador “id”  que se puede  utilizar como SHORT INT (Entero 
corto, bit) referenciara un objeto en la posición de la memoria x más el bit de 
desplazamiento y. 
 
Ejemplo:   
 
 
 
 
#BYTE: Crea un identificador “id” que puede utilizarse como NT (un byte) 
referenciara un objeto en la posición de la memoria x, donde x puede ser 
constante u otro identificador. Si es un identificador este estará en la misma 
posición que el identificador “id”. 
 
Ejemplo: 
 
 
 
 
#RESERVE: Esta directiva reserva posiciones de la RAM  para el uso del 
compilador y debe ir después de la directiva # DEVICE para qué realice su 
función.    
 
Ejemplo: 
 
 
 
#ROM: Esta directiva permite insertar datos en el archivo .HEX generado en la 
compilación. 
 
Ejemplo: 
 
 
 
 
 
#ZERO_RAM: Esta directiva pone a cero a todos los registros internos que 
puedan usarse para mantener variables, antes de que inicie la ejecución del 
programa. 
 
Ejemplo: 
 
 
 
 #bit alarma=02 
 #byte puerto_b=06 
 #reserve 0x6d,0x6e 
  
#rom  0x1000={2015} 
#zero_ram  
void main() 
 {  
  Cuerpo de instrucciones 
 } 
  
 
#LOCATE: Esta directiva específica la dirección de las variables en el compilador 
de C. 
 
Ejemplo: 
 
 
 
 
 
 
Se puede observar en la ¡Error! No se encuentra el origen de la referencia. Las 
directivas de pre-procesado que permiten el manejo del microcontrolador. 
 
Tabla 4. 1. Directivas de pre-procesado. 
 
 
 
ESTÁNDAR C 
#DEFINE ID 
STRING 
#IF expr #NOLIST 
#ELSE #IFDEFF id #PRAGMA cmd 
#ENDIF #LIST #UNDEF id 
#ERROR #INCLUDE 
“FILENAME” 
 
CUALIFICADORES #INLINE #INT_GLOBAL #SEPARATE 
#INT_DEFAULT #INT_xxx  
IDENTIFICADORES _ _ DATE_ _ _ _ LINE _ _ _ _ PCH _ _  
_ _ DEVICE_ _ _ _ PCB _ _ _ _ TIME_ _ 
_ _ FILE _ _ _ _ PCM _ _ _ _ FILENAME_ _ 
RTOS #TASK #USE RTOS  
ESPECIFICACIÓN 
DISPOSITIVOS 
#DEVICE CHIP #ID “filename” #FUSES options  
#ID 
CHECKSUM 
#ID NUMBER #SERIALIZE 
LIBRERIAS 
PREDEFINIDAS 
# USE DELAY 
CLOCK 
#USE FIXED_IO #USE RS232 
#USE FAST_IO #USE I2C #USE SPI 
#USE 
STANDARD_IO 
  
CONTROL DE 
MEMORIA 
#ASM #BYTE id=id #ROM 
#BIT id=id.const #ENDASH #TYPE 
#BIT 
id=const.const 
#FILL_ROM #ZERO_RAM 
#BUILD #LOCATE 
id=const 
 
#BYTE id=const #RESERVE  
CONTROL DE 
COMPILADOR 
#CASE #OPT n  #PRIORITY 
#ORG #IGNORE_WAR  
Int A 
#locate int A: 0x53 
 
  
 
NINGS 
 
 
4.4. Los identificadores predefinidos 
 
 
Los comandos anteriormente mencionados están destinados a ser interpretados 
por el compilador, además se incluyen variables que contienen información acerca 
del proceso de compilación. Estas se denominan identificadores predefinidos del 
compilador. Es de mencionar que las directivas se identifican fácilmente por el 
símbolo # y los identificadores empiezan y terminan en guion al piso ( _ )[6]. 
 
En la Figura 4.7 se enuncian algunos marcadores aceptados por el compilador 
CCS C. 
 
Figura 4.7: Identificadores predefinidos 
 
Algunos identificadores predefinidos se definen a continuación:  
 
_ _ DATE _ _: Identificador del pre-procesador que indica la fecha actual ( en 
tiempo de compilación)con el siguiente formato, ejemplo: 
 
  
 
 
 
          
          “18-ENE-2015” 
 
 
 
_ _PCB _ _: Comprueba si el compilador PCB está realizando la compilación, que 
genera código para microcontroladores de 12 bits. 
 
Ejemplo: 
 
  
 
 
_ _ PCM _ _: Comprueba si el compilador PCM  está  realizando la compilación, 
que genera código para microcontroladores de 14 bits. 
 
Ejemplo:  
 
 
 
 
 
_ _DEVICE_ _: Esta directiva está definida por el compilador con el numero base 
del dispositivo “PIC” utilizado en el código. 
 
Ejemplo:  
 
 
 
 
 
 
 
4.5. Funciones para el PCW 
 
 
Las funciones para el PCW se pueden encontrar a continuación con su definición y 
ejemplos. Para ello se inicia con las funciones que son una herramienta importante 
para maximizar el uso de los microcontroladores. 
 
 
4.5.1. Funciones de I/0 SERIE RS232 
#if defined(__PCB__) 
 
 #if defined (__PCM__) 
While __device__==77 
Setup_port_B(input_B0_B2); 
#endif 
  
 
 
 
Las funciones  de I/0 SERIE RS232 facilitan la comunicación del PIC con otro 
dispositivo haciendo uso del protocolo de comunicación serie RS232. Este 
protocolo es utilizado para una gran variedad de propósitos, como conectar un 
ratón, impresora o modem, así como instrumentación industrial por ejemplo 
comunicación entre (microcontrolador-computadora) donde las lecturas enviadas 
son guardadas en la computadora para llevar acabo registros. Además admite el 
uso de otras funciones para la entrada y salida de datos serie, estas funciones de 
I/0 SERIE RS232 deben utilizar una directiva #USE RS232  para que el 
compilador pueda determinar la velocidad de transmisión y el terminal usado. Las 
funciones esperan un carácter por el terminal RCV del dispositivo RS232 el cual 
devuelve el carácter recibido. Esta función permanece activa  hasta que otra  
anule la anterior. También se debe incluir previamente la directiva #USE DELAY 
para sincronizar de forma correcta la velocidad de transmisión para los 
procedimientos de I/0 serie, teniendo en cuenta los niveles de tensión antes de 
conectar el PIC a un dispositivo RS-232 [3].   
 
Funciones que pueden ser utilizadas con el protocolo de comunicación serie 
RS232 en modo recepción se adjuntan en la ¡Error! No se encuentra el origen 
de la referencia. : 
 
 
Tabla 4. 2 Funciones GETS(Chart*String). 
 
GETS (Chart*String) 
    C= GETC () C=GETCH () C=GETCHART () 
 
 
 
La función lee caracteres usando GETC() de la cadena string hasta que encuentra 
un retorno de carro CR o RETURN. La cadena termina con un cero. 
 
Ejemplo:  
 
 
 
 
 
 
 
 
 
 
set_adc_channel(0) 
variable=getch(); 
 
void main () 
{ 
  int entero; 
  printf (“Ingrese un entero”); 
  entero=gecth(); 
  printf (“El entero que ingreso es %d”,entero); 
  return 0; 
} 
  
 
 
 
 
 
 
 
 
 
 
 
Ejemplo:  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
                                       
 
Ejemplo: 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
%       Este carácter indica cuando se pone dentro del string un valor variable. 
PRINTF [(funtion), 
string,values)] 
 
PUTS(String) 
 
PUCT()-
PUTCHAR() 
 
Estas funciones envían un carácter al terminal XMIT 
del dispositivo RS232, se debe usar la directiva 
#USE RS232 antes de la llamada para que el 
compilador pueda determinar la velocidad de 
transmisión y el terminal a utilizar. 
 
 
Esta función envía a cada carácter de string al 
terminal XMIT del dispositivo RS232. Cuando se 
finaliza él envió de todos los caracteres la función 
envía un retorno de carro CR o RETURN. 
 
 
La función PRINTF extrae una cadena de 
caracteres haciendo uso del estándar serie 
RS232 o a una función especificada, el formato 
está relacionado con el argumento que se usa 
dentro de la cadena (string). Cuando se utiliza 
variables, string debe ser constante. 
 
 
 printf(lcd_putc,"MICROCONTROLADORES") 
 putchar(c+1); // desplaza el alfabeto una posición.  
  void puts (char*c) // Instrucción que accede c como puntero. 
  
 
%%       Obtenemos a la salida un solo %  
 
Ejemplo:  
 
 
 
 
 
El formato tiene la forma genérica %wt W es optativo y puede ser 1,2,…., 
9.Especifica cuantos caracteres son representados. Si se elige el formato 01,….09 
indicamos ceros a la izquierda, o también 1.1 a 9.9 para representación en un 
punto flotante. 
 
t          es el tipo de formato y puede ser uno de los mencionados en la ¡Error! No 
se encuentra el origen de la referencia. y ¡Error! No se encuentra el origen de 
la referencia.. 
 
 
Tabla 4. 3: Tipo de variables 
 
C Carácter 
U Entero sin signo 
X Entero en HEX (en minúsculas) 
X Entero en Hex (en mayúsculas) 
D Entero con signo 
%e Real en formato exponencial (notación científica) 
%f Real (Float) 
Lx Entero largo en Hex (en minúsculas) 
LX Entero largo en Hex (en mayúsculas) 
Lu Decimal largo sin signo 
Ld Decimal largo con signo 
% Simplemente un % 
 
 
Tabla 4. 4: Formatos de las variables. 
 
Especificador Valor=0x12 Valor=0xfe 
%03u 018 254 
%u 18 254 
%2u 18 * 
%5 18 254 
%d 18 -2[A1] 
%x 12 Fe 
%X 12 FE 
 printf (lcd_putc,"\f HEXADECIMAL= %X",x) 
  
 
%4X 0012 00FE 
 
(*)      El resultado es impreso- Información no valida. 
 
 
 
 
 
 
 
 
 
Ejemplo: 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Ejemplo:  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
4.5.2. Funciones de I/O con el BUS I2C 
 
SET_UART_SPEED (baud) 
 
KBHIT() 
 
Devuelve (1) lógico si el bit que se está recibiendo al RCV 
(RCV=PIN_C2)  de un dispositivo RS232, es el bit de 
inicio de un carácter, se debe usar la directiva #USE 
RS232 para determinar la velocidad en baudios y el 
terminal al usar. 
 
 
 
Esta función modifica la velocidad de 
transmisión de la UART (Universal 
Asynchrous Receiver Transmitter) en el 
tiempo de ejecución. 
 
 
While (!kbhit()) 
{ 
   Se ejecutan las instrucciones mientras no se presione alguna tecla 
} 
#use rs232(baud=2400,xmit=PIN_C6,rcv=PIN_C7) 
Switch (input(PIN_D1))  
{ 
  Case 0: 
    Set_uart_speed(2400); 
  break; 
  case 1: 
    Set_uart_speed(8400); 
  break; 
} 
  
 
 
Las funciones que están incorporadas al protocolo de comunicación I2C, donde el 
intercambio de la información se realiza a través de dos terminales; uno para la 
transferencia o intercambio de datos llamada SDA y el otro para  el manejo de 
pulsos de reloj que sincronizan el sistema llamada SCL [2] se enuncian a 
continuación: 
 
 
 
 
 
Estas funciones están asociadas para el manejo de protocolo de comunicación 
serial síncrono I2C. Antes de ser utilizado se debe especificar la directiva #I2C. 
Para mayor detalle el lector puede consultar [3] donde se enseña algunos 
ejemplos prácticos de este protocolo de comunicación.  
 
 
4.5.3. Funciones de I/O discreta 
 
 
Las funciones de I/O  discreta se utilizan para devolver un valor lógico a un 
terminal especificado, permitiendo configurar y acceder a los puertos de 
(entrada/salida). El argumento para las funciones de entrada y salida es una 
dirección de bit. La manipulación de (bit, byte, terminales)  son  comunes  en los 
programas con microcontroladores. En lenguaje C, este tipo de “manipulaciones” 
se realizan con funciones para el manejo de bits que retornan un valor (alto/bajo) 
al terminal especificado, también cuando se configura los terminales de un puerto 
como (entradas/salidas).  A continuación se describen algunas de estas 
funciones.[3] 
 
4.5.3.1. Funciones que manejan un bit 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
b=I2C_PULL(),I2C_READ(), I2C_START(),I2C_STOP(), I2C_WRITE(byte) 
 
INPUT (pin) 
 
 
Devuelve el estado (1) o (0) lógico del terminal 
especificado en el parámetro pin. 
 
 
 
 
 
Ejemplo: While (input(PIN_B0)==0) 
{ 
  Cuerpo 
} 
  
 
 
 
 
 
PIN_XX: Los terminales de los dispositivos están definidos de esta forma en los 
archivos de cabecera *.H. Se pueden modificar para que los nombres de los 
terminales sean más significativos para cualquier proyecto que se quiera iniciar. 
 
 
 
 
 
 
 
 
 
 
 
Ejemplo: 
 
 
 
 
 
 
 
 
 
 
 
 
Ejemplo: Output_float (PIN_B0); // Salida de un dato flotante por el terminal b0. 
 
 
 
 
 
 
 
 
 
OUTPUT_BIT(pin,valor)  
 
OUTPUT_FLOAT(pin) 
 
OUTPUT_LOW(pin) 
 
Esta función coloca el bit dado en el 
parámetro value   (“1”  “0”) por el 
terminal de I/O especificadas en el 
parámetro pin. La dirección de registro 
está determinada por la ultima directiva 
#USE*_IO. 
 
 
 
 
Esta función asigna el terminal 
especificado en el parámetro pin de 
entrada, esto permite que el terminal 
flotante opere para representar un nivel 
alto como por ejemplo una conexión de 
tipo colector abierto. 
 
 
 
Pone a (0) lógico el terminal especificado en 
el parámetro pin indicado. El acceso de i/o 
depende de la última directiva #USE*_IO. 
 
 
 
 if(dec==0) output_b(0x03) // Si dec es igual a cero se activa la salida en el 
puerto b. 
  
 
 
 
 
 
 
 
 
 
 
 
Ejemplo donde se utiliza output_low(pin),output_high(pin):  
 
 
 
 
 
 
 
 
 
 
4.5.3.2. Las funciones que manejan un byte 
 
 
 
 
 
 
 
 
 
 La función #byte PUERTO= dir. Puerto 
 
Ejemplo:  
 
 
 
 
 
4.5.4. Funciones para la configuración de puertos 
 
 
 
 
 
OUTPUT_HIGH(pin) 
 
#byte PUERTO= dir. Puerto 
Pone un (1) lógico el terminal especificado 
en el parámetro pin indicado. El acceso de 
i/o depende de la última directiva #USE*_IO. 
 
 
 
Esta función maneja un bit en la 
dirección del puerto indicado. 
 
 
La función SET_TRIS_X(valor) se 
utiliza para configurar cada uno de 
los terminales del puerto X: {A, B, C, 
D, E}. El valor del parámetro valor 
puede ser especificado en formato 
hexadecimal, decimal, binario etc.   
 
 
  while(1) 
   { 
      if (input(PIN_D0)==1)     //Si RD0 es 1,  
        output_high(PIN_C1);         //se enciende el LED 
      else  output_low(PIN_C1);     //Si RD0 es 0, se apaga el LED 
   } 
#byte trisb =0x86  
  
 
 
 
 
 
 
 
Ejemplo: 
 
 
 
 
 
 
 
 
 
 
 
Ejemplo: 
 
 
 
   
4.5.5. Funciones para la manipulación de bits 
 
 
 
 
 
 
 
 
 
 
 
 
Ejemplo: 
 
 
 
 
 
SET_TRIS_X(valor) 
PORT_B_PULLUPS(flag) 
 
Activa o se desactiva las resistencias 
pull up del puerto indicado, para el 
caso del microcontrolador 
PIC16F877 estas se encuentran 
ubicadas en el puerto B. 
 
BIT_CLEAR(var,bit) 
 
Esta función borra (pone a “0” lógico) el 
digito especificado en el parámetro bit (0-
7,0-15) del byte o palabra aportado por el 
parámetro var. El bit menos significativo es 
0. 
 
 
set_tris_A (255);             //Configuración de puerto A como entradas digitales 
port_b_pullups(TRUE); // Activa las resistencias pull up del puerto B 
Int x=4 
Bit_clear(x,0); x=3 
  
 
 
 
 
 
 
 
 
 
 
 
 
Se pueden encontrar más funciones para la manipulación de bits ver ¡Error! No 
se encuentra el origen de la referencia.. Se recomienda consultar estas 
funciones en [2]. 
 
Tabla 4. 5.Función para la manipulación de bits. 
 
Funciones para la manipulación de bits 
BIT_TEST(var,bit) 
ROTATE_LEFT(address,bytes) 
ROTATE_RIGHT(address,bytes) 
SHIFT_RIGHT(address,bytes,value) 
SWAP(byte) 
BIT_TEST(var,bit) 
 
 
4.5.6. Funciones de retardos 
 
 
Las funciones de retardos efectúan una espera en segmentos de código del 
programa que está dada en ms=milisegundos, us=microsegundos y ciclos 
(cycles). Algunas aplicaciones de estas funciones son (encendido/apagado de un 
terminal, rutinas de espera). A continuación  se definen algunas funciones [2]. 
 
 
 
 
 
 
 
 
 
 
 
DELAY_CYCLES(count) 
 
BIT_SET(var,bit) 
 
Esta función pone “1” lógico el digito 
especificado en el parámetro  bit (0-7 o 0-15) 
del byte o palabra aportado en el parámetro 
var. El bit menos significativo es 0. 
 
 
Esta función efectúa retardos según el 
número de ciclos de instrucción 
especificados en el parámetro count, los 
valores posibles van desde 1 a 255, un 
ciclo de instrucción es igual a cuatro 
periodos de reloj. 
 
 
  
 
Ejemplo: 
 
 . 
 
 
 
 
 
 
 
 
 
 
 
 
 
Ejemplo: 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
DELAY_MS(time) 
 
DELAY_US(time) 
 
Realiza retardos especificados por el valor 
del parámetro time, dicho valor es en 
milisegundos y su rango es 0-65535. Para 
modificar este valor por retardos más 
largos “variables” se llama por separado 
cada función. El usuario debe definir 
previamente directiva #USE 
DELAY(Clock= frecuencia) con el propósito 
de indicar al compilador la frecuencia del 
reloj. 
 
A diferencia DELAY_MS(time) el 
parámetro time es dado  en 
microsegundos  para ello se realiza como 
se muestra en el ejemplo anterior 
realizando el cambio del tiempo dado en 
microsegundos. 
 
delay_cycles(1) es igual a 4 periodos de reloj 
 
float conversión  
do  
{                                          
     set_adc_channel(0);      //Selecciona el canal 0 para realizar el proceso A/D 
     delay_ms(1);          //Tiempo que transcurre mientras se inicializa el modulo 
A/D 
     conversion = read_adc();   //Carga el registro 'conversion' con el dato 
obtenido 
     delay_ms(500);           //Tiempo entre cada conversión 
     puerto_b = conversion; 
}while(true); 
  
 
 
 
 
 
4.5.7. Funciones de control del procesador 
 
 
Las funciones de control del procesador pueden habilitar o deshabilitar 
interrupciones dado un parámetro llamado nivel. Seguidamente una breve 
definición de  funciones de control del procesador [6,8]. 
 
 
 
 
 
 
 
 
 
 
. 
 
Ejemplo: 
 
 
 
 
 
 
Los niveles de interrupción se muestran a continuación en la ¡Error! No se 
encuentra el origen de la referencia.. Para conocer en detalle como son 
aplicados  se sugiere consultar a  [3]. 
 
Tabla 4. 6. Funciones de control del procesador. 
 
GLOBAL INT_AD INT_CCP2 INT_COMP 
INT_EXT INT_EEPROM INT_SSP INT_ADOF 
INT_RTCC INT_TIMER1 INT_PSP INT_RC 
INT_RB INT_TIMER2 INT_TBE INT_I2C 
INT_AD INT_CP1 INT_RDA INT_BUTTON 
 
 
 
 
DISABLE_INTERRUPTS(nivel) 
 
Esta función desactiva la 
interrupción dado en el 
parámetro nivel.  El nivel 
GLOBAL prohíbe todas las 
interrupciones, aunque estén 
habilitadas o permitidas. 
 
Esta función activa la 
interrupción dado en el 
parámetro nivel. El nivel 
GLOBAL permite todas las 
interrupciones que estén 
habilitadas de forma individual. 
 
disable_interrupts(GLOBAL); // Desactiva todas las interrupciones 
disable_interrupts(int_timer1); //Desactiva el timer1 
  
 
 
 
 
 
 
Ejemplo: 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Ejemplo: 
 
 
 
 
A continuación se nombraran funciones de control del procesador. Pueden ser 
consultadas en detalle en [2]. 
 
 
 
 
 
4.5.8. Contadores o temporizadores 
 
 
Los contadores o temporizadores son herramientas muy utilizadas en los 
microcontroladores debido a que pueden ser programados para generar rutinas de 
tiempo altamente precisas, para medir instantes de tiempo, para poner en modo 
de bajo consumo energético el microcontrolador etc. Para el manejo y 
configuración de los temporizadores “TIMER0, TIMER1, TIMER2” el compilador 
PCW tiene implementadas funciones por defecto como se aprecia a continuación 
[2]. 
 
Tabla 4. 7: Funciones de los temporizadores. 
 
ENABLE_INTERRUPTS(nivel) 
 
EXT_INT_EDGE(edge) 
 
READ_BANK(bank,offset),RESTART_CAUSE(),SLEEP(),WRITE_BANK 
(bank,offset,value). 
 
Esta función determina el flanco de 
activación de la interrupción externa en 
el terminal RB0. El parámetro edge 
puede ser por flanco de subida 
(L_TO_H) o por flanco de bajada 
(L_TO_L). 
 
 
enable_interrupts(GLOBAL);// Activa todas las interrupciones. 
enable_interrupts(int_timer1);// Activa el timer1. 
ext_int_edge(L_TO_L); // Interrupción externa de flanco de bajada. 
  
 
 
 
 
 
 
Las funciones de la ¡Error! No se encuentra el origen de la referencia. 
devuelven el valor de la cuenta de un contador en tiempo real. RTCC y Timer0 
son el mismo. Timer1 es de 16 bits y los demás son de 8 bit. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Tabla 4. 8: Funciones de los Timer(x). 
 
 
 
 
 
 
 
En la ¡Error! No se encuentra el origen de la referencia. se encuentran 
funciones que activan o cargan el timerx {0,1,2} al valor especificado en el 
parámetro valor. Recuerde que los valores máximos que puede contar es 
timer{0,2} es 255 ciclos y el timer{1} de 65535 ciclos. 
 
RTCC           Timer0: Son los mismos 
Timer1          16 bits 
Otros          8 bits 
 
Ejemplo:  
 
 
 
 
 
GET_RTCC() 
GET_TIMER0() 
GET_TIMER1() 
I=GET_TIMER2() 
SET_RTCC(valor) 
SET_TIMER0(valor) 
SET_TIMER1(valor) 
SET_TIMER2(valor 
RESTART_WDT() 
 
Reiniciara el timer0 del 
watchdog. Si se habilita el 
timer0 del watchdog, debe 
llamarse periódicamente 
RESTART_WDT() para 
evitar el reseteo del 
microcontrolador. 
 
 
set_timer2(0); // Inicializa el temporizador TIMER2 
  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
. 
 
 
 
 
 
 
 
 
 
 
 
Tabla 4. 9. Opciones que puede tomar el parámetro PS_STATE. 
 
  
      Valores del RTCC_state 
RTCC_INTERNAL 
RTCC_EXT_L_TO_H 
RTCC_EXT_H_TO_L 
 
 
 
 
       
 
 
           Valores del PS_STATE 
RTCC_DIV_2 
RTCC_DIV_4 
RTCC_DIV_8 
RTCC_DIV_16 
RTCC_DIV_32 
RTCC_DIV_64 
RTCC_DIV_128 
RTCC_DIV_256 
SETUP_COUNTERS 
(rtcc_state,ps_state) 
 
Esta función inicia el timer0 
RTCC(contador) o el WDT(watchdog) 
.Para ello el TIMER0 puede funcionar 
como contador externo o como 
temporizador donde los valores de los 
parámetros se enuncian a continuación. 
 
RTCC_STATE: Determina el tipo de 
suceso que incrementará al contador. 
  
PS_STATE : Establece un pre-scaler o 
predivisor de frecuencia “alarga el ciclo 
del contador indicado” para el RTCC o 
el WDT. 
 
El predivisor de frecuencia puede ser 
asignado al watchdog o por el contrario 
al timer0 por medio del parámetro 
PS_STATE. En la ¡Error! No se 
encuentra el origen de la referencia. 
se resume los modos en que pueden se 
configurados los parámetros 
RTCC_STATE y  PS_STATE. 
 
 
  
 
WDT_18MS 
WDT_36MS 
WDT_72MS 
WDT_144MS 
WDT_288MS 
WDT_576MS 
WDT_1152MS 
WDT_2304MS 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Tabla 4.1: Valores mode de SEUTP_TIMER_1. 
 
T1_DISABLED: 
Deshabilita el TIMER1. 
T1_EXTERNAL_SYNC: 
Pulso externo 
sincronizado. 
T1_DIV_BY_2: 
Prescaler 1:2 
T1_INTERNAL: 
Configura como contador 
interno. 
T1_CLK_OUT: 
 
T1_DIV_BY_4: 
Prescaler 1:4 
T1_EXTERNAL: 
Configura como contador 
interno. 
T1_DIV_BY_1: 
Prescaler 1:1 
T1_DIV_BY_8: 
Prescaler 1:8 
 
Ejemplo:  
 
 
 
 
SETUP_TIMER_2 (modo,periodo,postscale) 
 
Esta funcion inicializa el TIMER2 , permitiendo modificar el parámetro modo. Se 
especifica el periodo valor comprendido entre (0-255) que determina el instante 
que se resetea a 0. El postscale es el número de veces que le TIMER2 debe 
SETUP_TIMER_1(mode) 
 
Esta función inicializa el timer1 
permitiendo modificar los valores del 
parámetro mode, debe ordenarse 
juntos, el valor de timer1 puede leerse y 
puede escribirse en cualquier momento 
utilizando GET_TIMER() y 
SET_TIMER1(). 
 
Los valores del parámetro mode para el 
TIMER1 se presenta en la Tabla 4.1. 
 
setup_timer_1(t1_external);// Configura el timer1 como contador interno. 
  
 
contar de 0-255 antes de que ocurra la interrupcion por desborde del TIMER2, el 
postscale toma valores desde 0-15. [2] 
 
Los valores del parámetro modo  para el TIMER2 se presenta en la Tabla 4.2. 
 
 
Tabla 4.2: Valores mode de SEUTP_TIMER_2. 
 
T2_DISABLED: 
Deshabilita el 
TIMER2. 
T2_DIV_BY_1: 
Prescaler 2:1 
T2_DIV_BY_4: 
Prescaler 2:4 
T2_DIV_BY_16: 
Prescaler 2:16 
 
Ejemplo:  
 
 
  
 
Además  se puede configurar el modulo (periodo) que es un registro que marca el 
valor máximo que puede obtener el TIMER2, que es una cualidad que lo diferencia 
de los otros temporizadores, ya que incrementa su cuenta desde 0x00 con cada 
ciclo de instrucción hasta el valor del registro en el TIMER2, que coincide con el 
registro (periodo), seguidamente el reiniciara la cuenta desde 0x00 con el 
siguiente ciclo.  
 
Con la configuración del  módulo de (preescalador y post-escalador) donde el 
preescalador se puede realizar la división de la frecuencia antes de cada 
incremento  y el post-escalador realiza la división de la frecuencia después de 
cada coincidencia entre los registros TIMER2 y mode. 
 
 
4.5.9. Funciones de I/O SPI a dos hilos 
 
 
Las funciones de i/o SPI a dos hilos es un protocolo de comunicación que admite 
la transferencia de datos en serie de 8 bits, que son transmitidos y recibidos de 
forma (simultanea - síncrona). Este protocolo de comunicación utiliza terminales 
como: serial clock, serial data in (DSI), serial data out (SDO) y selección de 
esclavo (SS#). 
 
La estructura de estas funciones puede ser consultada en detalle en [2]. En esta 
referencia los autores explican en detalle la aplicación de estas instrucciones por 
medio de un ejercicio práctico. 
 
 SETUP_SPI(mode), SPI_DATA_IS_IN(), SPI_READ(), SPI_WRITE(value) 
 
setup_timer_2(t2_div_by_4);// Configura el timer2 como prescaler 2:4. 
  
 
 
 
 
 
 
 
4.5.10. Funciones para la LCD 
 
 
Las funciones para el control de la LCD  están incorporadas en forma de librería 
en el compilador PCW llamada LCD.c. Las funciones desarrolladas para la 
utilización de LCD, son una herramienta importante para la visualización de los 
(datos-medidas) obtenidos en proyectos con microcontroladores. Por ejemplo la 
temperatura tomada por un sensor, lo cual permite indicar los valores procesados   
en la LCD [2]. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura 4. 8.  LCD configuración terminales. 
 
 
#define use_portx_LCD TRUE 
 
Para indicar el puerto “B, C ó D” 
a utilizar del microcontrolador 
PIC16F877 que se desea 
interconectar con la LCD para lo 
cual se necesita como mínimo 7 
terminales se emplea esta 
función en la  
 
 
 
 
 
 
 
 
Figura 4. 8.  LCD configuración 
terminales.  
 
  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Ejemplo: Incluye funciones LCD_INIT() y  LCD_PUTC(XXX). 
 
 
 
 
 
 
 
 
 
          1 2 0          3 4 5 6 7 
           PORT(x) ( B-C-D) 
LCD_INIT() 
 
LCD_PUTC(“XXX”) 
 
Para utilizar esta función es primordial 
para inicializar la LCD, con un conjunto 
de instrucciones se puede visualizar en 
la pantalla el resultado del programa 
implementado ó datos tomados. 
 
LCD_PUTC(“xxx”) permite que 
el mensaje especificado en 
“xxx” se visualice en  la LCD. 
 
LCD_INIT(); 
Do 
 { 
   LCD_PUTC(“microcontrolador”); 
 } 
While(true);  
  
 
 
  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Ejemplo: 
 
 
 
  
 
 
 
 
4.5.11. Funciones del C estándar  
 
 
Entre las funciones del c estándar se pueden encontrar funciones que facilitan el 
desarrollo del código implementando funciones y operaciones matemáticas;  en la 
Tabla 4.3: Funciones del C estándar. se puede observar algunas de estas 
funciones que están contenidas en la librería math.h y stdlib.h. Estas funciones 
pueden ser consultadas en detalle en [6,8]. 
 
 
 
Tabla 4.3: Funciones del C estándar. 
 
Librerías (math.h/ stdlib.h) 
f=ABS(X) 
f=ACOS(X) 
i=ATOL(char*ptr) 
i=ATOL(char*ptr) 
f=CEIL(x) 
LCD_GOTO(X,Y) 
PRINTF(LCD_PUTC(“xxx”) 
Direcciona las posiciones que la 
LCD puede contener (0,1) hasta 
(31,2). 
 
Esta función  permite mostrar  en 
la pantalla valores de variables en 
la LCD, para este caso se debe 
tener conocimiento del tipo de 
dato a mostrar. 
 
 
int c=10 
LCD_INIT(); 
Printf(lcd_putc, “El valor de c es: %d”,c); 
  
 
f=EXP(x)˄b˄i 
f=FLOOR(x) 
LABS(x) 
f=ASIN(x) 
f=ATAN(x) 
LOG(x) 
LOG10(x) 
MEMCPY(dest,source,n) 
MEMSET(dest,value,n)˄b˄i 
SQRT(x) 
 
 
4.5.12. Funciones de manejo de cadenas 
 
 
Estas funciones operan con constantes de cadena como parámetro; se 
encuentran en el fichero string.h,  el cual se debe incluir con una directiva 
#include. Para utilizar estas funciones se recomiendo copiar (STRCPY) en una 
constante de cadena a una cadena en la RAM. En la tabla 2.11 se resume las 
funciones contenidas en las librerías mencionadas anteriormente [6]. 
 
Tabla 4.4: Funciones de manejo de cadenas. 
 
Funciones de manejo de cadenas 
(Libreria string.h) 
CHAR*STRCAT(char*s1,char*s2) 
CHAR*STRCHR(char*s1,char c) 
SIGNED INT STRCMP (char*s1,char*s2) 
CHAR*STRNCPY(char*s1,char*s2,int n) 
INT STRCSPN(char*s1,char*s2) 
CHAR*STRRCHR(char*s1,char c) 
INT STRSPN (char*s1,char*s2) 
INT STRLEN (char*s) 
CHAR*STRLWR(char*s) 
CHAR*STRPBRK(char*s1,char*s2) 
CHAR*STRSTR (char*s1,char*s2) 
CHAR*STRTOK (char*s1,char*s2) 
STRCPY(dest,SRC) 
c=TOLOWER (char) 
c=TOUPPER (char) 
SIGNED INT STRNCMP 
(char*s1,char*s2,int n) 
SIGNED INT STRICMP (char*s1,char*s2) 
  
 
 
 
4.5.13. Funciones para el manejo del A/D 
 
 
El módulo de conversión A/D (Análogo/digital) es uno de los módulos más 
importantes en los microcontroladores. El PIC16F877 posee puertos como el A y E 
donde sus terminales pueden ser configurados como entradas análogas. Para ello 
existen funciones que permiten hacer cambios en el módulo A/D.A continuación se 
definirán algunas de estas funciones entorno CCS C [2]. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Ejemplos: 
 
RA0_RA1_RA3_ANALOG 
 
Los pines A0, A1, A3 con este formato son análogos y los restantes son digitales. 
Los +5v se usan como referencia como se muestra en el ejemplo siguiente: 
 
RA0_RA1_ ANALOG _ RA3_REF 
 
A0 Y A1: Estos terminales son análogos, los terminales RA3 se usa como tensión 
de referencia y las demás terminales son digitales. 
 
 
 
 
 
SETUP_ADC_PORTS(valor) 
 
Esta función configura los 
terminales del ADC con el 
propósito de que sean análogos, 
digitales o alguna combinación de 
ambos. Las combinaciones 
permitidas varían, dependiendo 
del microcontrolador (se 
recomienda consultar la cabecera 
.h del microcontrolador a utilizar 
antes de utilizar las funciones del 
A/D). Las constantes usadas son 
diferentes para cada máquina a 
excepción de  ALL_ANALOG y 
NO_ANALOGS son válidas para 
todos los PIC. 
 
  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Tabla 4.5: Configuración mode. 
 
Configuración mode 
ADC_OFF 
ADC_CLOCK_DIV_2 
ADC_CLOCK_DIV_8 
ADC_CLOCK_DIV_32 
ADC_CLOCK_INTERNAL 
 
Ejemplo: 
 
 
 
 
SETUP_ADC (mode) 
 
 
Con esta función permite habilitar 
y deshabilitar el modulo A/D. En 
el caso de que se habilite se debe 
configurar la velocidad de 
conversión  y para ello en el PCW 
existe un parámetro llamado 
mode. A continuación se adjunta 
las posibilidades que tiene el 
parámetro mode para su 
configuración, ver  
 
 
 
 
 
 
 
Tabla 4.5. 
 
# Device ADC=8   
 
Int dato; 
 
Setup_adc(adc_clock_internal) ; // Habilita el módulo de conversión A/D y el 
reloj interno adc. 
Setup_adc_ports(ALL_ANALOG); // Todos los terminales están configurados 
como análogos. 
Set adc channel(0); // Lee el canal adc 
Delay_ms(10); // Tiempo requerido para leer el canal. 
 
dato=read_adc(); // Lee el valor y hace la conversión y se guarda en dato. 
 
  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Ejemplo: 
 
 
 
SET_ADC_CHANNEL(canal) 
 
I = READ_ADC() 
 
El microcontrolador “PIC16F877” 
posee 8 canales para entradas 
análogas que están contenidas 
en los puertos A y E. Para  utilizar 
un canal en específico se debe 
configurar por software el terminal 
respectivo para habilitar y así dar 
inicio a la conversión para ello se 
implementa esta función. El valor 
que puede tomar el parámetro  
canal varía según la arquitectura 
del PIC e inicia desde cero. 
 
La variable i contiene el valor 
digital de la conversión A/D , para 
poder utilizar esta función se 
debe primero hacer uso de estas 
funciones: SETUP_ADC() y 
SET_ADC_CHANNEL(canal). 
 
setup_adc_ports(RA0_RA1_ANALOG);  //Configuración de los terminales de 
conversión, referencia externa 
setup_adc(adc_clock_div_32);        //configuración  del conversor A/D 
   conversion=0; 
   do 
   { 
     set_adc_channel(0);      //Selecciona el canal(0) para convertir 
     delay_ms(1);             //Lapso de tiempo mientras se inicializa el modulo A/D 
     conversion=read_adc();   //Carga el registro 'conversion' con el dato obtenido 
     delay_ms(500);           //Tiempo entre cada conversión 
     puerto_b=conversion;      //SE visualiza en el puerto B. 
   } 
   while(true);   //Bucle infinito 
} 
  
 
 
4.5.14. Funciones CCP 
 
 
En las funciones que controlan el módulo CCP se pueden encontrar modulación 
de ancho de pulsos (PWM) que están incluidas en la librería del compilador PCW. 
SETUP_CCP1(mode), SETUP_CCP2(mode) son funciones inicializan el contador 
CCP, teniendo en cuenta que para acceder a los contadores CCP se utilizan las 
variables CCO_1 y CCP_2. Los valores del parámetro mode se adjunta en la  
Tabla 4.6  y pueden ser consultadas en detalle en [6]: 
 
Tabla 4.6: Valores del parámetro mode para funciones CCP. 
 
Valores (mode) para funciones CCP 
CCP_OFF 
CCP_CAPTURE_FE 
CCP_CAPTURE_RE 
CCP_CAPTURE_DIV_4 
CCP_CAPTURE_DIV_16 
CCP_COMPARE_SET_ON_MATCH 
CCP_COMPARE_CLR_ON_MATCH 
CCP_COMPARE_INT 
CCP_COMPARE_RESET_TIMER 
CCP_PWM 
CCP_PWM_PLUS_1(solo si se utiliza un ciclo de trabajo de 8 bits) 
CCP_PWM_PLUS_2(solo si se utiliza un ciclo de trabajo de 8 bits) 
CCP_PWM_PLUS_3(solo si se utiliza un ciclo de trabajo de 8 bits) 
SETUP_COMPARATOR(mode) 
 
 
4.5.15. Funciones para el manejo de la EEPROM interna 
 
 
Para el manejo de la EEPROM interna el compilador PCW tiene funciones que  
cumplen la tarea de leer ó escribir en un sector de la memoria, por ejemplo la 
función  READ_EEPROM(address) lee un byte de la dirección (address) de la 
memoria EEPROM especificada y WRITE_EEPROM(address,valor) que permite 
escribir un byte de datos en la dirección de memoria EEPROM especificada, valor 
es el byte de datos a escribir; esta función puede tardar varios milisegundos para 
efectuarse estas funciones pueden ser consultadas en detalle en  [2]: 
 
Ejemplos: 
 
 Valor=read_eeprom(0xA3); 
  
 
 
 
  
 
 
 
 
Conclusiones: La biblioteca estándar de C define un gran y diversificado conjunto 
de funciones que proporcionan flexibilidad  que la distingue entre otros lenguajes, 
esta contiene código objeto de las funciones  proporcionadas con el compilador y 
están contenidas en un archivo, no obstante algunas implementaciones han 
agrupado funciones relacionadas con sus propias bibliotecas por restricciones de 
tamaño y eficiencia. Específicamente para la utilización de funciones del 
microcontrolador se debe consultar la cabecera .*H de la máquina en particular 
para conocer en detalle las directivas y funciones habilitadas. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
for(i=0;i<L("VALOR_EEPROM");i++) 
   write_eeprom(i,0); 
  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
  
 
 
5. CAPITULO 5: APLICACIONES 
MICROCONTROLADOR PIC16F8xx 
 
5.1. Introducción 
 
 
En este capítulo se recopilan una serie de ejercicios prácticos con el propósito de 
aplicar los diferentes contenidos expuestos en este documento. Para visualizar los 
entornos en los cuales se validó cada uno de los algoritmos de control y esquemas 
de circuito de los problemas construidos en Proteus (modelo y respectiva 
simulación), se adjuntan las imágenes, así mismo el programa que ejecuta la 
máquina en el entorno del compilador CCS C. Es de gran importancia denotar que 
todas las gamas de microcontroladores se puede abordar de la misma manera, a 
diferencia con otros microcontroladores los cuales difieren en la cantidad de 
terminales de entrada/salida así como módulos específicos de hardware 
incorporados en la arquitectura del controlador. La elección del mismo  depende 
de la  aplicación que se desee, sin embargo tienen el mismo tratamiento, así se 
recomienda al lector consultar los datasheet de cada dispositivo así como la 
cabacera .h (incorporada en las librerías del CCS C) del mismo para conocer las 
herramientas computacionales y físicas que se tienen, antes de abordar el 
proyecto en particular a desarrollar.   
 
5.2. Ejercicios aplicativos en lenguaje c con el microcontrolador 
PIC16F87X, utilizando el simulador Proteus y el compilador C 
CCS. 
 
 
Este espacio está dedicado a implementar ejercicios prácticos que contengan la 
teoría desarrollada en esta GUÍA PRÁCTICA EN LENGUAJE C PARA 
MICROCONTROLADORES PIC16F87X USANDO INTERFAZ CCS C Y EL 
SIMULADOR PROTEUS. 
 
 
 
 
 
 
 
 
  
 
5.2.1. Ejemplo 1: Encender varios  Leds con el PIC16F87X. 
 
 
El propósito de este primer ejercicio es introducir el manejo de las principales 
funciones del lenguaje C  en  el entorno de desarrollo del compilador CCS C. En 
general se pretende encender y apagar cada uno de los leds que están 
conectados al microcontrolador (ver Figura 5. 1), proporcionando un tiempo de 
espera para que se pueda visualizar el encendido del led y posteriormente su 
apagado. Finalmente se enseña procedimiento de simulación y el acople entre 
estos. 
 
Figura 5. 1. Simulación del proyecto en el Simulador Proteus ASIS. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
  
 
El algoritmo a construir se enseña a continuación: 
 
 
 
Definición  de librerías y configuraciones previas 
     Inicio 
        Configuración de entradas y salidas digitales 
             Do 
               Activa terminales de salida 
               Retardo de tiempo 
               Desactiva terminales de salida 
               Retardo de tiempo 
           While (true); 
     Fin            
 
 
 
Para lograr el objetivo se debe tener en cuenta  cada una de las partes en las que 
se divide el programa y las funciones que se necesitan  para manejar  los leds 
utilizando el microcontrolador PIC16F877. 
 
 
1) Cabecera del programa 
 
En la cabecera de programa se debe incluir la referencia del PIC que se va utilizar, 
para ello se debe definir el respectivo (cabacera .h ) fichero de programa que se 
encarga de importa la biblioteca donde se encuentra el conjunto de funciones del 
PIC a utilizar. A continuación se enseña la directiva a usar: 
 
 
 
 
 
Adicionalmente se debe especificar la frecuencia del oscilador del PIC, con esta 
información  el compilador sincroniza el tiempo de instrucción. Para efectos 
prácticos se utiliza un oscilador de 4MHz. 
 
Para la simulación en Proteus no se requiere adjuntar  el cristal ya que en la 
configuración interna del microcontrolador se puede modificar el valor de este, es 
de aclarar que en la construcción del circuito real se debe incluir este elemento. A 
continuación se indica la directiva a usar: 
 
 
 
#include <16f877.h> // Fichero del programa 
 
#use delay(clock=4000000) 
  
 
 
 
 
Con la directiva Byte puerto_b=0x06 crea un identificador que se puede utilizar 
en el código fuente como cualquier entero de 8 bits (byte) o entero corto de 1 bit. 
El identificador referencia a un objeto en la posición de memoria de programa y su 
desplazamiento. A continuación se referencia la dirección en memoria del byte de 
configuración del puerto B de la máquina haciendo uso de la definición.  
 
 
 
 
 
Generalmente en la cabecera del programa se encuentran directivas las cuales 
especifican las características y las librerías de los elementos a usar. Por ello en 
los ejemplos utilizados en este capítulo se inicia con las directivas de interés que 
proporcionan información al compilador. 
 
2) Ejecución del programa 
 
En la ejecución del programa se debe indicar que se va iniciar el programa para 
esto se debe definir la función principal de programa void main (): 
 
 
 
 
 
 
La función Set_tris_X(valor) se utiliza para configurar cada uno de los terminales 
del puerto X: {A, B, C, D, E}. El valor del parámetro valor puede ser especificado 
en formato hexadecimal, decimal, binario.   
 
 
 
 
 
Para multiplexar (activar, desactivar) un terminal de PIC se utiliza las funciones   
output_low(PIN_xy) y output_high(PIN_xy) (aunque existen otras) donde x hace 
referencia al puerto respectivo a utilizar es decir x ∈ {A, B, C, D, E} para caso del 
PIC16F877, por otro lado y denota el terminal a operar estos es y ∈ {0, 1, ……..,7}  
Asì para activar o inactivar una salida de la máquina se debe escribir estas 
funciones asì: 
 
 
#Byte puerto_b=0x06 
void main () 
Set_tris_B(0b00000000) 
  
 
 
 
 
 
 
 
 
La directiva delay_ms(800) genera espera de tiempo en milisengundo, en este 
caso (800 milisegundos).  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Paso 1: Elaboración  del código haciendo uso del lenguaje C, ejercicio práctico  
“Encender varios Leds”. A continuación se enseña el código final, ver Código 5.1: 
 
 
Código 5.1. Ejercicio práctico “Encender varios leds” (programación en lenguaje 
C). 
 
 
output_low(PIN_B0); // Desactiva (pone en “0” lógico)  el termina RB0  
 
output_high(PIN_B0); // Activa (pone en “1” lógico) el terminal RB0 
 
delay_ms(800); 
  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
En el anterior ejemplo se enseñó como encender y apagar leds. Para ello se 
realiza las configuraciones de los puertos del microcontrolador PIC16F877, en 
este caso el puerto b como salidas digitales y se inicia el programa utilizando las 
funciones propias del compilador CCS C que configuran los terminales del puerto 
// Cabecera de programa 
 
#include <16f877.h>             // Fichero del microcontrolador PIC16F877 
#use delay(clock=4000000)  // Cristal 4MHz 
#Byte puerto_b=0x06           // Definición en memoria del puerto_b  
 
// Rutina principal 
 
 void main ()                    
{ 
   // Configuración de salidas digitales 
   set_tris_B (0b00000000); 
  // Ciclo infinito  
   do                                  
    { 
      // Prende cada uno de los leds, conectados al puerto B 
      output_high(PIN_B0);    
      output_high(PIN_B1); 
      output_high(PIN_B2); 
      output_high(PIN_B3); 
      output_high(PIN_B4); 
      output_high(PIN_B5); 
 
      delay_ms(800);             // Tiempo en el que se prende los led’s 800ms 
 
      // Apaga cada uno de los leds, conectados al puerto B 
      output_low(PIN_B0);    
      output_low(PIN_B1); 
      output_low(PIN_B2); 
      output_low(PIN_B3); 
      output_low(PIN_B4); 
      output_low(PIN_B5); 
 
      delay_ms(800);            // Tiempo en el que se apaga los led’s 800ms           
    } 
  while(true);                  
 } 
 
  
 
b de los leds, incluyendo un tiempo de retardo para  observar el encendido y 
apagado de los leds. En la  
Figura 5. 2, se enseña la relación del código con el esquema de simulación virtual 
de Proteus VSM. 
 
Figura 5. 2. Código en el compilador CCS C y simulación Proteus VSM. 
 
 
 
 
 
 
Salidas digitales (Puerto B) 
  
 
 
 
 
 Paso 2: Compilación del programa y obtención del archivo .HEX con el 
Compilador C CCS ver Figura 5. 3. 
 
Figura 5. 3: Compilación del programa y obtención del archivo .HEX con el 
Compilador C CCS. 
 
 
 
 
PIN_B0 
PIC16F877 
PUERTO B 
  
 
 
 
 
Paso 3: Ensamblar el archivo .HEX generado por el compilador CCS C  en el PIC 
a través del software Proteus VSM ver Figura 5. 4. 
 
Figura 5. 4: Ensamble del archivo .HEX generado por el compilador CCS C  en el 
software Proteus VSM. 
 
 
 
 
  
 
Paso 4: Comprobar el funcionamiento del circuito eléctrico integrado con el 
archivo .HEX en el entorno Proteus VSM,  ver                Figura 5. 5. 
 
               Figura 5. 5: Simulación circuito eléctrico / Leds encendidos. 
 
 
 
Proteus permite obtener un archivo de la imagen del circuito eléctrico para la 
presentación del trabajo como se observa en la siguiente  
 
                                      Figura 5. 6. En este capitulo se utiliza este formato en 
algunos casos para tener una mejor visualización del ejercicio planteado. 
 
 
                                      Figura 5. 6. Leds encendidos. 
 
  
 
 
 
5.2.2. Ejemplo 2: Secuenciador de luces. 
 
Continuando con el manejo de puertos del microcontrolador se realizará un 
ejercicio el cual consta en diseñar un secuenciador de luces, para ello en el 
ejemplo anterior se enseñó como encender/apagar cada uno de los leds 
conectados al puerto de un microcontrolador, estas mismas instrucciones se 
pueden reciclar para la secuencia deseada. El presente ejercicio se divide en dos 
secciones, en primer lugar se realiza el secuenciador sin utilizar condicionales, 
estructuras y ningún tipo de ciclo. En la segunda sección se aplica el concepto de 
vector para construir una tabla la cual contiene la información de la secuencia a 
implementar, luego se hace uso de un ciclo for para extraer la información del 
vector. De esta forma se pretende mostrar al lector las bondades del lenguaje de 
programación y el compilador CCS C, el cual ofrece variedad características y 
recursos que permiten hacer el código mucho más eficiente. Finalmente se 
enseña el algoritmo, el procedimiento de simulación y el acople entre estos en 
ambos casos. 
 
Primera sección: 
 
En la Tabla 5. 1, muestra la secuencia de luces a desarrollar para los 8 leds, 
donde el “1” indica led encendido y  “0” led apagado. 
 
Tabla 5. 1. Secuencia de luces. 
 
LED1 LED2 LED3 LED4 LED5 LED6 LED7 LED8 
1 0 0 0 0 0 0 1 
0 1 0 0 0 0 1 0 
  
 
0 0 1 0 0 1 0 0 
0 0 0 1 1 0 0 0 
0 0 1 0 0 1 0 0 
0 1 0 0 0 0 1 0 
1 0 0 0 0 0 0 1 
 
El algoritmo a construir se enseña a continuación: 
 
 
Definición  de librerías y configuraciones previas 
     Inicio 
        Configuración de entradas y salidas digitales 
        While (true) 
               Resetear puerto de salida; 
               Activa terminales de salida led1  
               Activa terminales de salida led8  
               Retardo de tiempo 
               Desactiva terminales de salida led1 
               Desactiva terminales de salida led8 
               Retardo de tiempo 
               . . . . . . .  
               . . . . . . . 
               . . . . . . . 
               . . . . . . . 
               Activa terminal de salida led4  
               Activa terminal de salida led5  
               Retardo de tiempo 
               Desactiva terminales de salida led4 
               Desactiva terminales de salida led5 
               Retardo de tiempo 
               . . . . . . . .  
               . . . . . . . . 
               . . . . . . . . 
               . . . . . . . .  
               Activa terminales de salida led1  
               Activa terminales de salida led8  
               Retardo de tiempo 
               Desactiva terminales de salida led1 
               Desactiva terminales de salida led8 
               Retardo de tiempo          
     Fin            
 
 
  
 
Paso 1: Elaboración  del código haciendo uso del lenguaje C, ejercicio práctico 
“Secuenciador de luces”. A continuación se enseña el código final, ver  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Código 5. 2 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Código 5. 2. Ejercicio práctico “Secuenciador de luces” (Sección uno). 
 
  
 
 
 
 
 
 
 
# include <16f877.h>               // Fichero del microcontrolador PIC16F877. 
#use delay (clock=4000000)    // Crystal de 4MHz 
#Byte puerto_b=0x06              //Definición en memoria del puerto_b 
 
// Programa principal 
void main() 
 { 
  Set_tris_B(0b00000000);    //  Configuración de salidas digitales 
  while(true)                           // Bucle infinito 
   { 
    puerto_b =0;                     // Resetear puerto de salida 
    output_high(pin_b0);         //Prende los leds 1 y 8 
    output_high(pin_b7); 
    delay_ms(800);                 //Tiempo de retardo 800 ms 
  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
    output_high(pin_b2);       //Prende los leds 3 y 6 
    output_high(pin_b5); 
    delay_ms(800);               //Tiempo de retardo 800 ms 
    output_low(pin_b2);        //Apaga los leds 3 y 6 
    output_low(pin_b5); 
    delay_ms(800);               //Tiempo de retardo 800 ms 
     
    output_high(pin_b1);       //Prende los leds 2 y 7 
    output_high(pin_b6); 
    delay_ms(800);              //Tiempo de retardo 800 ms 
    output_low(pin_b1);       //Apaga los leds 2 y 7 
    output_low(pin_b6); 
    delay_ms(800);              //Tiempo de retardo 800 ms 
     
    output_high(pin_b0);     //Prende los leds 1 y 8 
    output_high(pin_b7); 
  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
En la Figura 5. 7, se observa  el código del secuenciador de luces en el entorno 
del compilador CCS C  y el esquema del circuito en el simulador Proteus para la 
primera sección.  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura 5. 7: Secuenciador de luces “Sección uno”. 
 
  
 
 
  
 
Paso 2: Compilación del programa y obtención del archivo .HEX con el 
Compilador C CCS. 
Paso 3: Ensamblar el archivo .HEX generado por el compilador CCS C  en el PIC 
a través del software Proteus VSM. 
  
Nota: Los pasos 2 y 3 deben ser aplicados de la misma manera como se indico en 
el ejemplo 1. Este procedimiento se repite para todos los ejemplos de esta guía. 
Por lo tanto se omitiran en los siguientes ejercicios. 
 
Crystal 
4MHZ 
Puerto B 
 
Pin B0 
Pin B1 
Pin B2 
Pin B3 
Secuencia de luces 
  
 
Paso 4: Comprobar el funcionamiento del circuito eléctrico integrado con el 
archivo .HEX en el entorno Proteus VSM, ver Figura 5. 9. 
 
La implementacion de este codigo es valido. Sin embargo se puede simplificar y 
hacerlo mas eficiente. Por ello se muestra a continuación otra alternativa  de 
solución utilizando las caracteristicas y recursos propios de la programación 
estructurada. 
 
Se tiene 8 salidas digitales las cuales están conectadas a los indicadores 
luminosos. Utilizando el concepto de vector se puede realizar  la secuencia 
deseada únicamente asignando la información contenida en el arreglo al puerto de 
salida del PIC. Tal como se enseña a continuación:  
 
main () 
 { 
  Int n; 
  int tabla[8] =  
   { 
    0b00000000= Todos los leds estan apagados  
    0b10000001= D1-D8 encienden y el restantes leds estan apagados. 
    0b01000010= D2-D7 encienden y el restantes leds estan apagados.  
    0b00100100= D3-D6 encienden y el restantes leds estan apagados. 
    0b00011000= D4-D5 encienden y el restantes leds estan apagados. 
    0b00100100= D3-D6 encienden y el restantes leds estan apagados. 
    0b01000010= D2-D7 encienden y el restantes leds estan apagados. 
    0b10000001= D1-D8 encienden y el restantes leds estan apagados. 
   } 
 for (n= 0; n<8; n++) 
  { 
    Puerto_b = tabla[n]; 
    Espera; 
  } 
} 
 
De esta forma si desea otra secuencia no es necesario modificar la lógica del 
programa si no alterando el contenido del vector de entrada en función de los 
requerimientos. Para recorrer cada una de las posiciones de memoria del arreglo 
se puede utilizar cualquier ciclo (for, while, do while) sin embargo en este 
documento se implementa por medio de un bucle for. 
 
 
Seccion 2:  
 
El algoritmo a construir se enseña a continuación. Nótese como la entrada se 
define por medio de un vector el cual contiene la información de la secuencia a 
  
 
implementar. Es decir el valor lógico (encendido y apagado) de los terminales a 
multiplexar. Luego se hace uso de un ciclo for y una función de retardo para lograr 
el efecto deseado. 
 
 
Definición  de librerías y configuraciones previas 
     Inicio 
        Configuración de entradas y salidas digitales  
        Entrada define vector de n posiciones de secuencia a realizar 
           Do 
             For ( n= 0; n<8; n++  ) 
                 Puerto vector {n}  
                 Tiempo de retardo 
      While (true); 
Fin            
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Código 5. 3. Ejercicio práctico “Secuenciador de luces”. Sección 2. 
 
 
 
// Fichero del microcontrolador PIC16F877. 
#include <16f877.h>  
//Configuración XT: Oscilador a cristal standar, NOWDT: Sin Watchdog Timer, 
PUT: Temporizador de encendido, NOPROTEC: Sin proteccion de memoria de 
programa, NOLVP: Sin programacion en baja tension, BROWNOUT: Sin 
brownout.                  
#fuses XT,NOWDT,NOPROTECT,NOLVP,PUT,BROWNOUT   
// Cristal 4MHz 
#use delay(clock=4000000)  
//Definición en memoria del puerto_b                       
  
 
 
 
 
 
 
 
 
 
 
 
 
 
En la  
 
 
 
 
 
 
 
 
 
 
 
 
, se observa  el código del secuenciador de luces en el entorno del compilador 
CCS C  y el esquema del circuito en el simulador Proteus para la segunda 
sección.  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
  
 
 
 
 
 
 
 
 
 
 
 
 
 
En la Figura 5. 8, se observa  el código del secuenciador de luces en el entorno 
del compilador CCS C  y el esquema del circuito en el simulador Proteus para la 
primera sección.  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura 5. 8. Secuenciador de luces “Sección dos”. 
 
  
 
 
 
 
 
Paso 4: Comprobar el funcionamiento del circuito eléctrico integrado con el 
archivo .HEX en el entorno Proteus VSM, ver Figura 5. 9. 
 
Figura 5. 9. Funcionamiento del secuenciador de luces. 
 
Pin B0 
LEDS 
Puerto B 
Ciclo FOR 
Tabla 
  
 
 
 
 
 
 
 
5.2.3. Ejemplo 3: Display con decodificador 
 
 
En este ejercicio se hace uso de un display de siete segmentos de cátodo común, 
el cual es un componente que se utiliza para representar caracteres, los más 
comunes son números enteros positivos. Se compone de siete segmentos que se 
comparan a un led  que se  enciende o apaga individualmente, estos están 
marcados con las siete primeras letras del alfabeto (a-g). En este ejemplo se 
pretende visualizar los números del [0-9], para ello se debe activar cada segmento 
por separado de tal forma que se pueda representar el número deseado. En este 
ejercicio se utiliza un decodificador de binario a BCD el cual  recibe  en su entrada 
una codificación binaria la cual será trasformada en su equivalente BCD, para ello 
este elemento cuenta con ocho salidas digitales, una para cada segmento 
(incluyendo el punto) y 4 entradas. Para un valor de entrada, cada salida toma un 
estado determinado (activada o desactivada). 
 
Para realizar este ejemplo “Display con decodificador”  se debe tener en cuenta 
las siguientes recomendaciones. En el display de siete segmentos se desea 
mostrar los números desde el cero hasta el nueve, para ello se deben encender 
individualmente cada segmento que forma este número, por ejemplo:   
 
  
 
Se desea visualizar el número 5 en BCD0101Este representación se envía 
a las entradas del decodificador que posteriormente realizará la transformación a 
binario, así 010101101101 {punto, g, f, e, d, c, b, a} (ver Figura 5. 10) de esta 
forma se enciende los led {a, c, d, f, g} del display logrando el efecto deseado. 
 
Figura 5. 10: Display siete segmentos de catado común. 
 
 
 
En la  Tabla 5. 2 se enseñan los valores que se le deben  asignar a la entrada del 
decodificador para representar el número cinco. 
 
Tabla 5. 2: Número cinco en binario que corresponde a las entradas del 
decodificador. 
  
D C B A 
0 1 0 1 
 
De esta forma se construye la Tabla 5. 3, la cual representa los número del [0-9] 
por medio de un decodificador de binario a BCD. 
 
Tabla 5. 3: Código binario a decimal. 
 
Binario Decimal 
0000 0 
0001 1 
0010 2 
0011 3 
0100 4 
0101 5 
0110 6 
0111 7 
1000 8 
1001 9 
 
  
 
Entonces al tener esta entrada de código binario del número cinco el decodificador 
hace lo siguiente, ver Tabla 5. 4 : 
 
Tabla 5. 4: Segmentos encendidos/ apagados 
 
a b c d e F g 
Prende Apaga Prende Prende Apaga Prende Prende 
 
Ahora se necesita que el valor incremente desde cero a nueve, esto se logra por 
medio de un bucle donde el contador interno del ciclo contiene la información del 
número a representar en el display. En este ejemplo se utiliza el puerto C del PIC 
y hace uso de un ciclo for.  
 
El algoritmo a construir se enseña a continuación: 
 
 
Definición  de librerías y configuraciones previas 
     Inicio 
        Configuración de entradas y salidas digitales  
        Resetear puerto de salida 
          Do 
             For (n=0;n<10;n++) 
                 Puerto vector {n}  
                 Tiempo de retardo 
          While (true);   
    Fin            
 
 
Paso 1: Elaboración  del código haciendo uso del lenguaje C, ejercicio práctico 
“Display con decodificador”. A continuación se enseña el código final, ver  
Código 5. 4. 
 
 
 
 
 
 
 
 
Código 5. 4. Ejercicio práctico “Display con decodificador”. 
 
 
 
 
//Compilador para familia PIC16F877. 
#if defined(__PCM__)   
// Fichero del microcontrolador PIC16F877.                  
#include <16f877.h>  
 
//Configuración XT: Oscilador a cristal standar, NOWDT: Sin Watchdog 
//Timer,PUT: Temporizador de encendido, NOPROTEC: Sin protección de 
//memoria de programa, NOLVP:Sin programación en baja tensión, 
//BROWNOUT: Sin brownout. 
                    
#fuses XT, NOWDT, PUT, NOPROTECT, NOLVP, BROWNOUT  
#use delay (clock=4000000)                      //Cristal 4MHz 
  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
La simulación del proyecto en Proteus ASIS se enseña en la Figura 5. 11. 
 
Figura 5. 11: Display con decodificador. 
  
 
 
 
 
 
Paso 4: Comprobar el funcionamiento del circuito eléctrico integrado con el 
archivo .HEX en el entorno Proteus VSM ver Figura 5. 12. 
 
Figura 5. 12: Funcionamiento del display con decodificador. 
 
  
  
 
 
5.2.4. Ejemplo 4: Contador de (0-99)  
  
 
 
 
En este ejemplo se implementa dos display de siete segmentos con el propósito 
de visualizar los números del [00-99], para ello se debe tener en cuenta dos 
parámetros importantes que son las unidades y decenas de número a representar, 
con las cuales se hace el conteo  hasta llegar de [099]. En el ejemplo 3, se 
puede observar el manejo del display de siete segmentos, que para este ejercicio 
se aplica de la misma manera. Sin embargo en  este caso se introduce una 
alternativa para eliminar el decodificador por medio de una estrategia de software 
la cual utiliza un vector, a continuación un ejemplo que explica el procedimiento. Si 
se desea observar el número uno se debe encender el segmento b y c como se 
realiza a continuación:  
 
                              '1' se enciende b y c = b'00000110'= h'06  
 
Para lo demás números se realiza el mismo procedimiento, ver Tabla 5. 5. 
 
Tabla 5. 5. Representación en binario y hexadecimal de los números (09).  
 
 
Número 
{.,g,f,e,d,c,b,a} 
Binario 
{.g,f,e,d,c,b,a} 
Hexadecimal 
0 00111111 0x3f 
1 00000110 0x06 
2 01011011 0x5b 
3 01001111 0x4f 
4 01100110 0x66 
5 01101101 0x6d 
6 01111101 0x7d 
7 00000111 0x07 
8 01111111 0x7f 
9 01100111 0x6f 
 
 
 
De esta manera cuando empieza el conteo [099] se asigna a la variable 
unidades y decenas el valor de cero, luego se incrementa unidades por cada 
unidad de tiempo transcurrido. Una vez esta llega a nueve nuevamente se le 
asigna el valor de cero y la variable decenas se incrementa en una unidad, de esta 
forma se obtiene el número diez. El ciclo se repite hasta llegar a 99. Para controlar 
adecuadamente el display de doble segmento se aplica una multiplexación en los 
terminales comunes de los displays con un retardo de tiempo relativamente corto 
  
 
de tal manera, que uno de los display este activado y el otro desactivado o 
viceversa y así garantizar un efecto visual continuo [3]. 
 
El algoritmo a construir se enseña a continuación: 
 
 
Definición  de librerías y configuraciones previas 
    Inicio  
      Entrada  define vector de n posiciones de numero a visualizar  
      Configuración de entradas y salidas digitales  
      Resetear puerto de salida 
      For(;;) 
        For(dec=0;dec<10;dec++)   
           For(uni=0;uni<10;uni++)    
              while(i<= retardo)    
                 i i + 1 
                Activar Display Unidades 
                Desactiva Display Decenas 
                Puerto Unidades {uni}  
               Tiempo de retardo 
             If (Decena == 0) 
             Desactiva Display Decenas 
           Else 
            Activar Display Decenas 
            Desactiva Display Unidades 
            Puerto Decenas {dec} 
           Tiempo de retardo 
Fin            
 
Nótese que en este caso se hace uso de un bucle infinito aplicando un ciclo for(;;) 
el cual es una alternativa equivalente al bucle do/while(true). Además es de 
aclarar que en la rutina de incremento de la unidad, se anida un ciclo while con el 
propósito de activar y desactivar cada uno de los displays y así lograr el efecto 
deseado. 
 
 
Paso 1: Elaboración  del código haciendo uso del lenguaje C, ejercicio práctico 
“Contador de (0-99)”. A continuación se enseña el código final, ver   Código 5. 5. 
 
 
 
 
 
 
  
 
 
 
 
 
  Código 5. 5. Ejercicio práctico “Contador de (0-99)”. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
//Compilador para microcontrolador con instrucción de 14 bits. 
#if defined(__PCM__)  
//Fichero del microcontrolador PIC16F877         
#include <16f877.h>     
 
// Configuración por software de los fuses del PIC    
      
#fuses XT,NOWDT, PUT, NOPROTECT, NOLVP, BROWNOUT 
 
//Cristal 4MHz  
#use delay (clock=4000000)   
 
//Definición en memoria del puerto C                      
#byte puerto_c=07  
                                                             
//Programa principal 
void main ()                          
{ 
  //Vector de entrada que define la secuencia a representar   
Byte CONST DISPLAY [10] = {0x3f ,0x06, 0x5b, 0x4f, 0x66,0x6d,0x7d, 0x07, 0x7f,   
0x6f };   
 
   //Declaracion de variables uni=unidades, dec=decenas 
   Byte uni=0, dec=0; 
   int i; 
   i = 0; 
 
   //Configura puertos A, C, D y E como entradas/salidas digitales 
   set_tris_A(0b11111111);   
   set_tris_C(0b00000000); 
   set_tris_D(0b11111100); 
   set_tris_E(0b11110111);      
   set_tris_B(0b11111111);    
 
   //Resetea el puerto de salida    
   puerto_c=0;   
   
 
 
 
 
 
  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
   // Bucle infinito                   
   for(;;)                         
   { 
    //Cuenta digito decenas con la condición 0<dec<10 
    for(dec=0;dec<10;dec++)    
       {  
        //Cuenta digito unidades con la condición 0<ud<10 
        for(uni=0;uni<10;uni++)   
           { 
            //Mientras i <=46 el ejecuta el cuerpo de instrucciones dentro del bucle 
            while(i<=46)    
              {  
                i = i +1; 
               //Rutina de multiplexación para activación de displays 
               output_low(PIN_D1); 
               output_high(PIN_D0);   
               //Enseña el digito unidades en el respectivo display 
               puerto_c = DISPLAY[uni]; 
               // Retardo de tiempo para evitar parpadeos   
               delay_ms(11);                                                   
               //Si dec=0, cat_dec=OFF 
               if(dec==0) 
                { 
                 //Se apaga el display de decenas                                                         
                 output_d(0x03); 
                }           
               else 
                {   
                 output_low(PIN_D0);                         //Si decenas>0, cat_DEC=ON                                                                                         
                 output_high(PIN_D1); 
                 //Muestra el digito decenas que recorre el vector CONST DISPLAY 
                 puerto_c = DISPLAY[dec];                 
                 //Retardo de tiempo  para evitar parpadeos  
                 delay_ms(11); 
                } 
             }   
          } 
       } 
    } 
} 
   
 
 
 
 
 
 
 
 
 
  
 
La simulación del proyecto en Proteus ASIS se enseña en la Figura 5. 13. 
 
Figura 5. 13: Contador de 0-99. 
 
 
 
Paso 4: Comprobar el funcionamiento del circuito eléctrico integrado con el 
archivo .HEX en el entorno Proteus VSM, ver Figura 5. 14. 
 
Figura 5. 14. Funcionamiento del contador (0-99).  
ESQUEMA DE CONTROL 
CRYSTAL 4MHZ 
ESQUEMA DE VISUALIZACIÓN 
  
 
   
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
  
 
 
5.2.5. Ejemplo 5: Contador de [099] utilizando interrupción por 
desborde del TIMER0 “TMR0”. 
 
 
En el ejercicio previo se enseñó el manejo de un display de doble segmento por 
medio de una vector y una rutina de activación y desactivación de los terminales 
de control (cátodos  comunes) de cada uno de los displays, sin embargo este 
procedimiento cuenta con una rutina que se ejecuta de manera síncrona, con el fin 
de accionar o desaccionar cada uno de los displays, naturalmente esto es una 
desventaja, debido a que obliga al programador a implementar una función de 
control de display en paralelo con el incremento del mismo. Por lo anterior en este 
ejercicio se introduce el concepto de interrupción por desborde del TMR0 al 
ejemplo anterior. Al utilizar la interrupción por desborde del TMR0, se obtienen 
ventajas como:  
 
1) Ejecución del procedimiento de activación y desactivación de los  displays 
por medio de una rutina que se ejecuta de manera asíncrona. 
2) Se logran tiempos de incremento más precisos. 
3) Al interrumpir la función principal de programa cada cierto tiempo se logra 
dar prioridad al proceso de visualización.  
 
Es de aclarar que el control de cada uno displays se logra al intercalar cada uno 
de los terminales de control por un determinado tiempo, tal como se enseña en el 
ejercicio 4. Para generar este retardo se hace uso del TMR0 con un predivisor de 
frecuencia 1:64 (ver Tabla 4.9), fijado este parámetro es posible generar una 
temporización de hasta 16.384ms a una frecuencia del oscilador de 4 MHZ, ahora 
el valor de la rutina de tiempo a generar es de 11ms [3], luego estos datos se 
reemplazan en la  Ecuación 1. 2, finalmente se despeja el valor de la variable 
TMR0. Por lo tanto al inicializar el TMR0 con el valor contenido en TMR0 se 
garantiza que el PIC se va interrumpir aproximadamente cada 11ms.  
 
 
Temporización=4*Tosc*(256-TMR0)* Predivisor de frecuencias                
 
 
TMR0 = 84.125 ≈  84 
 
El lector puede comprobar que con TMR0 = 84 se logra una interrupción cada  
11,008ms, la cual se ejecuta automáticamente en el programa. 
 
 
 
 
 
  
 
El algoritmo a construir se enseña a continuación: 
 
 
Definición  de librerías y configuraciones previas 
Entrada  define vector de n posiciones de número a visualizar 
Definición decenas, unidades, contador 
    Inicio 
      Configuración de entradas y salidas digitales  
      Resetear puerto de salida 
      Activación de interrupciones 
      Configuración del temporizador a utilizar 
      do 
        For(decenas=0;decenas<10;decenas++)   
           For(unidades=0;unidades<10;unidades++)    
             Retardo de tiempo 
    while(true); 
Fin 
 
Función de interrupción   
  Inicio  
   contador contador+1 
   if (contador==1) 
      Activar Display Unidades 
      Desactiva Display Decenas 
      Puerto Unidades {uni} 
      Else 
      Activar Display Decenas 
      Desactiva Display Unidades 
      Puerto Decenas {dec} 
      Resetea contador 
  TMR0Carga el valor de temporización  
Fin 
 
           
 
Nótese que la función de interrupción no retorna ningún parámetro a la función 
principal del programa, por lo tanto si la interrupción y el main principal de 
programa comparten variables comunes, estas se deben definir de forma global. 
Por último es de aclarar que este algoritmo difiere al presentado en el ejercicio 4 
en que no considera desactivar el displays de decenas cuando el valor de contaje 
esta entre [0-9], esto es decena = 0, sin embargo el lector podrá implementar este 
requerimiento adicionando la condición de control que se presenta en el algoritmo 
del problema 4. 
 
  
 
Paso 1: Elaboración  del código haciendo uso del lenguaje C, ejercicio práctico 
“Contador de [099] utilizando interrupción por TMR0”. A continuación se enseña 
el código final, ver Código 5. 6. 
 
Código 5. 6. Ejercicio práctico. “Contador de [099] utilizando interrupción por 
TMR0”. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
//Compilador para microcontrolador con instrucción de 14 bits. 
#if defined (__PCM__) 
//Fichero del microcontrolador PIC16F877.         
#include <16f877.h> 
 
// Definiciones y configuraciones de la máquina 
 
#fuses XT, NOWDT, NOPROTECT, NOLVP, PUT, BROWNOUT 
#use delay (clock=4000000) 
#use standard_io(c) 
#byte puerto_c=0x07 
 
// Definición de variables globales del programa 
 
int unidades,decenas,contador;   
 
//Vector que contiene los segmentos necesarios para visualizar los números   
// [09] en el display.  
 
int DISPLAY[10]={0x3f,0x06,0x5b,0x4f,0x66,0x6d,0x7d,0x07,0x7f,0x6f}; 
 
// Interrupción por desborde del TMR0 
#int_rtcc 
void desborde() 
 {  
  contador =contador+1;    //A contador se le asigna  contador más uno 
  // Si contador == 1 enseña unidades  
  if(contador==1)                 
   {           
    output_bit(PIN_D0,1); 
    output_bit(PIN_D1,0); 
    puerto_c=DISPLAY [unidades]; 
   }  
  // Caso contrario contador enseña decenas 
   else 
   { 
    output_bit(PIN_D1,1); 
    output_bit(PIN_D0,0); 
 
  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
    puerto_c= DISPLAY [decenas]; 
    contador = 0;               //Inicializa el contador 
   } 
  set_rtcc(84);                 // Se garantiza el valor de referencia antes del retorno 
 }    
      
//Programa principal         
void main() 
{ 
  //Configura puertos D y C como entradas/salidas digitales 
  set_tris_d(0x0fc); 
  set_tris_c(0x00);  
 //Inicializa el puerto de salida 
  puerto_c=0; 
  //Habilita todas las interrupciones 
  enable_interrupts(GLOBAL); 
  //Habilita la interrupción por desborde del TMR0 
  enable_interrupts(INT_RTCC); 
  // Inicializa el TMR0 para que sea activado por pulsos internos y preescaler        
  // de 64 
  setup_counters(RTCC_INTERNAL,RTCC_DIV_64); 
  //Carga el valor de temporización del TMR0 con  84  
  set_rtcc(84); 
  // Inicializa los parámetros  
  contador = 0; 
  unidades = 0; 
  decenas = 0; 
  do                                   // Bucle infinito 
   { 
     //Cuenta digito decenas con la condición 0<decenas<10 
    for(decenas=0;decenas<10;decenas++)    
     { 
      //Cuenta digito unidades con la condición 0<unidades<10 
      for(unidades=0;unidades<10;unidades++)     
       { 
        // Retardo de tiempo 
        delay_ms(1000); 
       } 
     }    
   } 
  while(true); 
} 
 
 
 
 
 
 
 
 
 
  
 
Por último el esquema de circuito a utilizar para este problema es el que se 
presente en la figura Figura 5. 13. 
 
Paso 4: Comprobar el funcionamiento del circuito eléctrico integrado con el 
archivo .HEX en el entorno Proteus VSM, ver Figura 5. 14. 
 
 
 
5.2.6. Ejemplo 6: Contador de 0-99 con opción de  incremento  y 
decremento. 
 
 
En este ejercicio se desarrolla un contador de [099] con opción de incremento y 
decremento. En el ejemplo 5, se implementó un contador de [099], donde el 
incremento se realizaba en función de un retardo, luego este valor era enseñado 
en el display de doble segmento, en esta tarea se mostró dos alternativa, la 
primera de ellas corresponde a rutina síncrona que efectúa la activación y 
desactivación de los displays, la segunda de ellas consistía en implementar una 
interrupción por desborde del TMR0 con el propósito de activar y desactivar cada 
uno de los display de forma asíncrona. A continuación se realiza una modificación 
al procedimiento de incremento presentado en el ejercicio 5 sin modificar la rutina 
de visualización. Para ello se adicionan dos pulsadores articulados con el 
diagrama de la Figura 5. 15, uno de ellos tiene como propósito iniciar el proceso 
incremento del contador y el otro inicia el proceso de decremento de este. Nótese 
que en esta aplicación los pulsadores corresponden a una entrada digital y una 
vez accionados desencadena una serie de rutina por software que debe ejecutar 
el microcontrolador esto es en esencia incrementar o decrementar el valor de una 
variable.         
 
El contador inicia en 00 de tal forma que una vez accionado el pulsador de 
(incremento/decremento) se realiza la operación indicada, por lo tanto se pueden 
dar las siguientes acciones: 
 
 En el caso que se accione el interruptor de incremento, se ejecuta la rutina 
de incremento presentada en el problema 5.  
 Si por el contrario se selecciona decremento, el contador estará en 99, 
seguidamente se le sustrae una unidad a unidades y se controla por 
software el valor de decenas hasta llegar a 00.  
 Si se seleccionó por ejemplo incremento y se desea realizar otra operación  
“decremento” se puede accionar el pulsador de RESET conectado al 
terminal Master of Clear del PIC.  
 
El algoritmo a construir se enseña a continuación: 
 
  
 
 
 
Definición  de librerías y configuraciones previas 
Entrada  define vector de n posiciones de número a visualizar 
Definición decenas, unidades, contador  
  Inicio  
      Configuración de entradas y salidas digitales  
      Resetear puerto de salida 
      Activación de interrupciones 
      Configuración del temporizador a utilizar 
      do 
        if( Pulsador_Incremento == 0) 
         For(decenas = 0; decenas < 10; decenas++)   
           For(unidades =0; unidades<10; unidades++)    
             Retardo de tiempo 
        if( Pulsador_Decremento == 0)   
         For(decenas = 9; decenas < 255; decenas = decenas - 1)  
           For(unidades = 9; unidades <255; unidades = unidades - 1)    
             Retardo de tiempo 
        Resetea contador, unidades y decenas 
      while(true); 
Fin 
 
Función de interrupción   
  Inicio  
   contador contador+1 
   if (contador == 1) 
      Activar Display Unidades 
      Desactiva Display Decenas 
      Puerto Unidades {uni} 
  Else 
      Activar Display Decenas 
      Desactiva Display Unidades 
      Puerto Decenas {dec} 
      Resetea contador 
  TMR0Carga el valor de temporización  
Fin 
 
           
 
Nótese que en este caso únicamente se modifica la rutina principal programa y la 
rutina de visualización no se modifica. Es importante mencionar que al pulsador se 
le debe acoplar una etapa de acondicionamiento para convertir la señal mecánica 
  
 
a una eléctrica esta se enseña en la Figura 5. 15, esta configuración es conocida 
en la literatura como conexión Pull –Up.     
 
Figura 5. 15. Contador de [099] con opción de incremento y decremento. 
 
 
 
Paso 1: Elaboración  del código haciendo uso del lenguaje C, ejercicio práctico 
“Contador de (0-99) con opción de incremento y decremento”. A continuación se 
enseña el código final, ver  
 
 
 
 
 
 
 
Código 5. 7. 
 
 
 
 
 
  
 
 
 
 
 
 
 
 
Código 5. 7. Ejercicio práctico. “Contador de 0-99 con opción de incremento y 
decremento” 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
//Compilador para microcontrolador con instrucción de 14 bits. 
#if defined (__PCM__) 
//Fichero del microcontrolador PIC16F877.         
#include <16f877.h> 
 
// Definiciones y configuraciones de la máquina 
 
#fuses XT, NOWDT, NOPROTECT, NOLVP, PUT, BROWNOUT 
#use delay (clock=4000000) 
#use standard_io(c) 
#byte puerto_c=0x07 
#byte puerto_a=0x05 
 
// Definición de variables globales del programa 
 
int unidades,decenas,contador; 
int DISPLAY[10]={0x3f,0x06,0x5b,0x4f,0x66,0x6d,0x7d,0x07,0x7f,0x6f}; 
 
// Interrupción por desborde del TMR0 
 
#int_rtcc 
void desborde() 
 {  
  contador=contador+1;     //A contador se le asigna  contador más uno 
  // Si contador == 1 enseña unidades  
  if(contador==1)                 
   { 
    output_bit(PIN_D0,1); 
    output_bit(PIN_D1,0); 
    puerto_c=DISPLAY [unidades]; 
    }  
    // Caso contrario contador enseña decenas 
    else 
     { 
      output_bit(PIN_D1,1); 
      output_bit(PIN_D0,0); 
      puerto_c=DISPLAY [decenas]; 
      contador = 0;                                                            //Inicializa  contador 
               
   
   
  
 
 
           
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
     } 
   set_rtcc(84);             // Se garantiza el valor de referencia antes del retorno 
 } 
               
void main()                                             // Programa principal 
{ 
 //Configura puertos A, D y C como entradas/salidas digitales 
  set_tris_d(0x0fc);    
  set_tris_c(0x00); 
  set_tris_a(0xff); 
  puerto_c=0;                                     //Inicializa el puerto de salida 
  enable_interrupts(GLOBAL);          //Habilita todas las interrupciones 
  //Habilita la interrupción por desborde del TMR0 
  enable_interrupts(INT_RTCC); 
  // Inicializa el TMR0 para que sea activado por pulsos internos y preescaler        
  // de 64 
  setup_counters(RTCC_INTERNAL,RTCC_DIV_64); 
  //Carga el valor de temporización del TMR0 con  84 
  set_rtcc(84); 
  // Inicializa los parámetros  
  contador = 0; 
  unidades = 0; 
  decenas = 0; 
  do                                         // Bucle infinito 
   { 
    //Si se acciona el interruptor de incremento se aumentó el valor del   
//contadoor 
     if(input(PIN_A0)==0)          
      { 
        for(decenas=0;decenas<10;decenas++)    
           { 
            for(unidades=0;unidades<10;unidades++)    
               {  
                //Retardo de tiempo 
                delay_ms(1000); 
                } 
            }    
       } 
      if(input(PIN_A1)==0)         // Si está presionado decremento  
       { 
         for(decenas=9;decenas<255;decenas= decenas - 1)     
            {               
              for(unidades=9;unidades<255;unidades= unidades - 1)    
 
  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Paso 4: Comprobar el funcionamiento del circuito eléctrico integrado con el 
archivo .HEX en el entorno Proteus VSM. Cuando se oprime el pulsador de 
incremento empieza el conteo de [099] como se puede observar en la Figura 5. 
16. Además si se desea seleccionar otra opción, es decir,  el pulsador decremento 
se puede resetear e inmediatamente iniciara el conteo desde 99 realizando la 
operación de sustracción hasta cero. 
 
Figura 5. 16. Funcionamiento del contador de  [099] con opción de incremento y 
decremento. 
                 { 
                  //Retardo de tiempo 
                  delay_ms(100); 
                 } 
              }    
          } 
      } 
     //Inicializa las variables 
     unidades = 0; 
     decenas = 0;  
while(true);                                       //Bucle infinito 
} 
 
  
 
  
 
  
 
 
 
 
5.2.7. Ejemplo 7: Manejo de la pantalla cristal líquido (LCD). 
 
 
 
En este ejercicio se introduce  el manejo de la LCD entorno CCS C, debido a que 
es un elemento útil para enseñar información al usuario final. Los datos de interés 
pueden estar asociados a variable físicas (velocidad, aceleración, temperatura 
entre otras)  obtenidos por instrumentos de medida, en otras aplicaciones es 
relevante generar mensajes de texto para informar a personas o público en 
general acerca del estado del servicio o del proceso. En ambos casos un 
microcontrolador puede actuar como elemento de procesamiento para acoplar los 
elementos de hardware con el dispositivo de visualización. En este ejercicio se 
hace uso de la LCD LM016L (ver Figura 5. 17), la cual tiene 2 filas por 16 
columnas, es decir , que permite  representar como máximo 16 caracteres por fila, 
permitiendo así reproducir un texto de hasta 32 caracteres. Las filas son 
nombradas como y y  x como columnas. En este problema, se pretende visualizar 
Incremento 
Decremento 
Incremento 
Decremento 
  
 
en la primera línea de la LCD  “MICROCHIP” y en la segunda línea “Hola mundo”. 
Para el manejo de la LCD se sugiere realizar los siguientes pasos: 
 
1) Se requiere incluir en la cabecera de programa la directiva: 
 #include <lcd.c> o #include <lcd420.c> para cargar las funciones 
predeterminadas que permiten hace uso de la LCD.  
2) Inicializar la LCD (limpiar todas la posiciones de la pantalla) con la función: 
lcd_init();  
3) Para ubicar el cursor en una posición de la pantalla se hace uso dela 
función lcd_gotoxy(int8 x, int8 y); por ejemplo lcd_gotoxy(4,1) indica 
columna 4 fila 1. 
4) Para imprimir cadenas de caracteres en la LCD se utiliza la  función 
printf(lcd_putc,cstring,valores). Naturalmente si se requiere imprimir 
algún tipo de variable en la LCD es necesario vincular la función printf(); 
(ver ejercicio 8);  
 
 
Figura 5. 17: LCD LM016L. 
 
 
 
 
 
 El algoritmo a construir se enseña a continuación. Por otro lado el diagrama de 
circuito se enseña en la Figura 5. 18. 
 
  
 
 
Definición  de librerías y configuraciones previas 
   Inicio 
       Inicializar la LCD 
       Coordenadas de posicionamiento para mostrar mensaje en la LCD 
       Imprimir mensaje 1 
       Coordenadas de posicionamiento para mostrar mensaje en la LCD 
       Imprimir mensaje 2 
   while(true); 
Fin 
 
 
           
 
 
 
 
 
Figura 5. 18. Simulación del proyecto en el Simulador Proteus ASIS “Manejo de la 
LCD”. 
 
 
 
 
Paso 1: Elaboración  del código haciendo uso del lenguaje C, ejercicio práctico 
“Manejo de la LCD”. A continuación se enseña el código final, ver  
Código 5. 8. 
 
Código 5. 8. Ejercicio práctico. “Manejo de la LCD”. 
 
 
 
 
 
//Compilador para microcontrolador con instrucción de 14 bits. 
#if defined(__PCM__)  
//Fichero del microcontrolador PIC16F877.                                                     
#include <16f877.h> 
 
// Definiciones y configuraciones de la máquina 
                                             
#fuses XT,NOWDT, PUT, NOPROTECT, NOLVP, BROWNOUT 
#use delay (clock=4000000)                                                                             
#include <lcd420.c>                                                  
CRYSTAL 4MHZ 
ESQUEMA DE CONTROL 
ESQUEMA DE  VISUALIZACIÓN 
  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Paso 4: Comprobar el funcionamiento del circuito eléctrico integrado con el 
archivo .HEX en el entorno Proteus VSM, ver Figura 5. 19. 
 
 
Figura 5. 19. Funcionamiento “Manejo LCD”. 
 
 
 
 
  
 
Nótese como en este ejemplo la LCD se vincula a puerto B de PIC, este puede ser 
modificado a otro puerto según la necesidad, para mayor detalle el lector puede 
consultar a [3]. Por último es importante mencionar que existen un gran número de 
librerías para el manejo de una LCD en la literatura cada una con sus respectivas 
características así como ventajas y desventajas, sin embargo en este ejemplo se 
enseñó el procedimiento general para el manejo de una LCD. En lo que resta del 
texto se retoma elementos de este ejercicio para acoplarlo a otras situaciones.   
 
5.2.8. Ejemplo 8: Conversor Análogo a digital (A/D). 
 
 
El siguiente ejercicio práctico tiene como propósito enseñar el manejo del módulo 
A/D del microcontrolador PIC16F877, el cual es ampliamente utilizado para 
convertir señales de voltaje en valores discretos {0,1}. En casos reales se utiliza 
para la medición de temperatura, humedad relativa entre otras. Para introducir el 
manejo de este, se realiza una aplicación a la medidas eléctricas, más 
exactamente un medidor de temperatura en el rango de [099 ºC]. El diseño de la 
aplicación se aborda en dos etapas, en la primera de ellas se realiza el cálculo y 
modelamiento matemático del fenómeno físico a representar, es decir formular 
una ecuación que relacione los parámetros de la conversión (asociados a términos 
de microcontrolador) y temperatura. La segunda etapa corresponde al manejo y 
configuración del módulo A/D de PIC16F877 para ser implementado por medio de 
software en entorno CCS.    
 
Se inicia definiendo el sensor, es decir el elemento que interactúa con el mundo 
físico y observa la variable de interés, en este caso se hace uso del medidor de 
temperatura LM35, cuya repuesta es una señal lineal con pendiente de 10mV/ºC. 
Para inferir el modelo es necesario recordar el concepto de resolución, el cual se 
definió en la Ecuación 1. 5 esto es: 
  
Resolución = (Vref(+) – Vref(-))/(2^n-1) 
 
Ahora, la señal que entrega el sensor de temperatura se puede modelar así 
Ecuación 5. 1. 
 
Ecuación 5. 1 
 
V=0.01*T 
 
 
 
Donde V corresponde a voltaje en [V] y T temperatura en [ºC], una vez esta señal 
de voltaje es operada por el modulo A/D, la señal equivalente transformada al 
dominio de {0,1} es múltiplo de la resolución de conversor, esto es (ver Ecuación 
5. 2). 
 
  
 
 
Ecuación 5. 2 
 
 
V = k*Resolución 
 
 
 
donde k es una constante adimensional y representa el valor entre [0, 2^n-1] 
asociado al proceso de conversión que lleva a cabo la máquina. Combinando las 
ecuaciones (Ecuación 1. 5, Ecuación 5. 1,Ecuación 5. 2)  se obtiene lo siguiente 
(Ecuación 5. 3): 
 
 
 
Ecuación 5. 3 
 
 
 
T= 100*(Vref(+) – Vref(-))/(2^n-1)*k 
 
 
 
Nótese que se ha deducido una formulación en función de la resolución y del 
proceso de conversión por hardware que lleva a cabo el microcontrolador. En este 
caso particular se realiza los siguientes remplazos: Vref(+)=5V, Vref(-)=0V y n=10 
bits, sustituyendo en Ecuación 5. 3 se obtiene la representación final a utilizar ( 
Ecuación 5. 4). 
 
 
Ecuación 5. 4 
 
 
T = 0.48875*k 
 
 
Es de aclarar que los valores de Vref(+) y Vref(-) se especifican en los terminales 
A3 y A2 respectivamente. Ahora se enseña la segunda etapa del procedimiento la 
cual consiste en definir la metodología para configurar, activar y utilizar el módulo 
A/D, para ellos se utilizará el procedimiento sugerido en [3] esto es: 
 
Procedimiento 1.Configuración del módulo A/D 
 
 Configuración de entradas análogas, (entradas/salidas) digitales y la 
referencia usada en los terminales de los puertos A y E. Para ello se hace 
uso de la siguiente función : 
 
 setup_adc_ports(RA0_RA1_ANALOG_RA3_REF);     
 
 Selección del reloj de la conversión. La función  a usar es la siguiente: 
 
   setup_adc(adc_clock_div_32);                          
  
  
 
   
Procedimiento 2.Inicio de la conversión A/D 
 
 Se realiza definiendo el canal A/D a usar. A continuación se enseña la 
función a usar: 
 
 set_adc_channel(canal);               
 
 
Procedimiento 3.Fin de la conversión A/D  
 
 
 Retardo de tiempo de unos cuantos milisegundos. Función a utilizar se 
enseña a continuación: 
 
    delay_ms(10);               
 
 
 Leer el resultado de la conversión A/D. A continuación se muestra la función 
a usar: 
 
    dato = read_adc();                         
  
Para una nueva conversión se inicia nuevamente desde el procedimiento 2. El 
esquema de circuito a implementar se enseña en la Figura 5. 20, donde el 
propósito consiste en visualizar de forma independiente el valor de temperatura 
medida por cada uno de los sensores en la LCD (ver ejercicio 7), nótese que estos 
se encuentran conectados en los terminales A0 y A1 PIC los cuales corresponden 
a los canales AN0 y AN1 del módulo A/D. Es válido mencionar que para medir el 
valor de cada uno de los sensores es necesario alternar el canal al cual se 
encuentran conectados los LM35. En conclusión este procedimiento se debe 
realiza para cada canal análogo del microcontrolador que tenga asociado algún 
instrumento de medición. 
 
Simulación del proyecto en el Simulador Proteus ASIS, ver Figura 5. 20. 
 
Figura 5. 20: Conversor A/D. 
 
  
 
 
 
 
El algoritmo a construir se enseña a continuación: 
 
  
 
 
Definición  de librerías y configuraciones previas 
    Inicio 
      Resetea variables  
      Definición ncanales, canal, temperatura 
      Configuración de entradas y salidas digitales 
      Configuración módulo A/D 
      Activación de la LCD 
      do 
        for (canal = 0; canal< ncanales; canal++) 
        k  conversión_A/D(canal) 
        temperatura0.48875*k 
        Imprimir temperatura 
        Retardo de tiempo 
     while(true); 
Fin 
 
Función conversión_A/D (canal) 
 
Inicio  
   Definición k 
   Entrada canal 
   Activación  canal  
   Retardo de tiempo  
   k Lectura del A/D  
   Retorna k 
Fin 
 
           
 
 
Nótese que en este caso se desarrolla una función denominada “conversión_A/D”  
la cual tiene como parámetro de entrada el canal a utilizar para llevar a cabo el 
proceso de conversión, luego al finalizar este se retorna a la rutina principal de 
programa el valor producto de la conversión contenido en la variable k.  
  
Crear funciones que realicen tareas específicas tiene grandes ventajas, debido a 
que pueden  recibir datos desde otros procedimientos y al ser convocados para 
realizar una tarea específica provee mayor eficiencia así como reutilización de 
código.  A continuación se presenta la elaboración del algoritmo antes descrito en 
el ambiente de desarrollo CCS C.   
 
 
  
 
Paso 1: Elaboración  del código haciendo uso del lenguaje C, ejercicio práctico 
“Conversor A/D”. A continuación se enseña el código final, ver  
Código 5. 9. 
 
Código 5. 9. Ejercicio práctico. “Conversor A/D”. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
//Define la utilizacion de 14 bits para el compilador 
#if defined(__PCM__)   
//Fichero del microcontrolador PIC16F877.                                   
#include <16f877.h>     
//Selecciona la cantidad de bits a usar                            
#device ADC = 10   
 
// Definiciones y configuraciones de la máquina 
 
#fuses XT, NOWDT, NOPROTECT, NOLVP, PUT, BROWNOUT      
#use delay (clock = 4000000)                       
#define use_portb_lcd TRUE  
#include <lcd420.c>  
 
//Función para la conversión  A/D 
conversion(int canal) 
 { 
   //Declaración de variable que contiene la información de la conversión  
   int k; 
   //Selecciona el canal a convertir 
   set_adc_channel(canal);               
   //Tiempo de retardo mientras se inicializa el módulo A/D 
   delay_ms(10);  
   //Leer el valor  del dato              
   k = read_adc();  
   //Retorna dato al programa principal                        
   return k;              
 } 
 
//Programa principal 
void main() 
 { 
  //Declaración de variables   
  int canal, ncanales,k; 
  float temperatura; 
 
  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Nótese  que la función printf(lcd_putc,"TEMP1:"); imprime los valores de la 
temperatura del primer sensor en la LCD  
 
 
Paso 4: Comprobar el funcionamiento del circuito eléctrico integrado con el 
archivo .HEX en el entorno Proteus VSM ver Figura 5. 12. 
 
Figura 5. 21. Funcionamiento conversor A/D. 
  //configuración de entradas y salidas digitales puerto A                                       
  set_tris_a(0xff);       
  //Configura los terminales del puerto  para la conversión 
  setup_adc_ports(RA0_RA1_ANALOG_RA3_REF);     
  //Configuración del reloj del conversor análogo/digital         
  setup_adc(adc_clock_div_32); 
  //Inicializa temperatura en cero                          
  temperatura=0;  
  //Número de canales       
  ncanales = 2;           
  //Inicializa la LCD 
  lcd_init(); 
  
  //Definición de mensaje inicial 
  lcd_gotoxy(2,1);       
  printf(lcd_putc,"TEMP1:"); 
  lcd_gotoxy(2,2);     
  printf(lcd_putc,"TEMP2:"); 
  do                                                          // Bucle infinito 
   { 
    //Recorre los ncanales habilitados 
    for (canal = 0; canal<ncanales; canal++) 
     { 
      //Se realiza la conversión A/D  
      k = conversion(canal);  
      temperatura = 0.48875*k 
     //Se enseña el valor de temperatura en la LCD 
     lcd_gotoxy(8,canal+1); 
      printf(lcd_putc,"%f",temperatura);  
      //Retardo de tiempo 
      delay_ms(1000); 
     }  
   } 
  while(true);                                               
 } 
 
 
  
 
 
 
 
 
 
 
5.2.9. Ejemplo 9: Medición de temperatura con cuatro sensores 
LM35  y visualización en la LCD.  
 
 
El presente ejercicio tiene como propósito obtener los datos de temperatura de 4 
sensores LM35, posteriormente estos son visualizados en la LCD. Para ello se 
extrae del ejemplo 7, las etapas en las cuales se subdividió el problema que 
fueron: el cálculo_modelamiento matemático del fenómeno y la  segunda 
configuración del módulo A/D del PIC16F877. Además se hace uso de  la función 
de conversión A/D, el cual retornaba el valor de conversión del dato de 
temperatura al programa principal, mostrando mayor eficiencia  en el código. En el 
ejemplo 9,  básicamente se utiliza el mismo principio, por tanto se adicionan dos 
sensores más de temperatura LM35 para lo cual se habilitan los canales para la 
conversión A/D (AN0, AN1, AN5 Y AN6) y los datos que son censados son 
visualizados en la LCD, donde se hace uso del condicional  if  para el 
posicionamiento en memoria de cada temperatura en la LCD. 
 
 
 
 
 
 
 
  
 
 
 
 
 
 
 
 
Simulación del proyecto en el Simulador Proteus ASIS, ver Figura 5. 22. 
 
Figura 5. 22: Medición de temperatura utilizando cuatro sensores LM35 y  
posteriormente su visualización en la LCD. 
 
 
 
 
El algoritmo a construir se enseña a continuación:         
         
 
 
Definición  de librerías y configuraciones previas 
    Inicio 
      Resetea variables  
      Definición ncanales, canal, temperatura 
      Entrada define vector de n posiciones de canales para conversión A/D 
      Configuración de entradas y salidas digitales 
      Configuración módulo A/D 
      Activación de la LCD 
      do 
        for (canal = 0; canal<ncanales; canal++) 
          if(canal>=2) 
  
 
           k  conversión_A/D(canal) 
           temperatura0.48875*k 
           Imprimir temperatura  
           Retardo de tiempo 
         Else 
            k  conversión_A/D(canal) 
            temperatura0.48875*k 
            Imprimir temperatura  
           Retardo de tiempo 
     while(true); 
Fin 
 
Función conversión_A/D (canal) 
 
Inicio  
   Definición k 
   Entrada canal 
   Activación  canal  
   Retardo de tiempo  
   k Lectura del A/D  
  Retorna k 
Fin 
 
           
 
 
Paso 1: Elaboración  del código haciendo uso del lenguaje C. Ejercicio práctico 
“Medición de temperatura utilizando cuatro sensores LM35 y  posteriormente su 
visualización en la LCD”. A continuación se enseña el código final, ver Código 5. 
10. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
  
 
 
 
 
 
Código 5. 10. Ejercicio práctico “Medición de temperatura utilizando cuatro 
sensores LM35 y  posteriormente su visualización en la LCD” 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
//Define la utilización de 14 bits para el compilador 
#if defined(__PCM__)   
//Fichero del microcontrolador PIC16F877.                                                              
#include <16f877.h 
//Selecciona la cantidad de bits a usar                            
#device ADC = 10     
 
//Definiciones y configuraciones de la máquina 
                               
#fuses XT, NOWDT, NOPROTECT, NOLVP, PUT, BROWNOUT       
#use delay (clock = 4000000)                       
#define use_portb_lcd TRUE  
#include <lcd420.c>  
 
//Función  conversión A/D 
 
conversion(int canal) 
 { 
   //Declaración de variable que contiene la información de la conversión 
   int k; 
   //Selección del canal a convertir 
   set_adc_channel(canal);          
   //Retardo de tiempo mientras se inicializa el módulo A/D 
   delay_ms(10);  
   //Leer el valor del dato             
   dato = read_adc();   
   //Retorna dato al programa principal              
   return dato; 
 } 
 
//Programa principal 
void main() 
 { 
  //Declaración de variables y canales a usar para la conversión  
  int canal, ncanales, canales[4] = {0x00, 0x01, 0x04, 0x05}; 
  float temperatura; 
 
 
 
  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
  //Configuración de entradas y salidas del puerto A 
  set_tris_a(0xff);  
  //Configuración de los terminales del puerto para la conversión A/D                                      
  setup_adc_ports(AN0_AN1_AN4_AN5_VREF_VREF);  
  //Configuración del reloj del conversor A/D             
  setup_adc(adc_clock_div_32);                        
  //Inicializa temperatura 
  temperatura=0; 
  //Habilita canales para la conversión A/D  
  ncanales = 4;  
  //Activación de la LCD 
  lcd_init(); 
 
  //Definición de mensaje inicial 
  lcd_gotoxy(1,1); 
  printf(lcd_putc,"T1:"); 
  lcd_gotoxy(1,2); 
  printf(lcd_putc,"T2:"); 
  lcd_gotoxy(10,1); 
  printf(lcd_putc,"T3:"); 
  lcd_gotoxy(10,2); 
  printf(lcd_putc,"T4:"); 
  do                                                                           //Bucle infinito 
   { 
    //Recorre los ncanales habilitados 
    for (canal = 0; canal<ncanales; canal++) 
     { 
      //Si el canal es mayor igual a dos 
      if(canal>=2) 
       { 
        //Se realiza la conversión A/D  
        k = conversion(canal);  
        temperatura = 0.48875*k; 
        //Se enseña el valor de temperatura en la LCD 
        lcd_gotoxy(13,canal-1); 
        printf(lcd_putc,"%f",temperatura);  
        //Retardo de tiempo 
        delay_ms(1000); 
       } 
       
 
  
 
 
 
 
 
 
 
  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Paso 4: Comprobar el funcionamiento del circuito eléctrico integrado con el 
archivo .HEX en el entorno Proteus VSM ver Figura 5. 23. 
 
Figura 5. 23. Funcionamiento medición de temperatura utilizando cuatro sensores 
LM35 y  posteriormente su visualización en la LCD. 
 
 
     //De lo contrario  
     else 
       {  
        //Se realiza la conversión A/D  
        k = conversion(canal);  
        temperatura = 0.48875*k; 
        //Se enseña el valor de temperatura en la LCD 
        lcd_gotoxy(4,canal+1); 
        printf(lcd_putc,"%f",temperatura);  
        delay_ms(1000); 
       } 
     }  
   } 
  while(true);  
 } 
 
  
 
 
 
 
 
 
5.2.10. Ejemplo 10: Comunicación serial RS232. 
 
 
La comunicación serial RS232 posee características eléctricas que establecen que 
la longitud máxima entre el DTE y el DCE no debe ser mayor a 15 metros, para 
otras aplicaciones que se requieren de mayor distancia se debe utilizar la norma 
RS245; no obstante la norma RS232 es la más manejada para la comunicación 
entre equipos [3]. 
 
 Un 1 lógico  comprende entre -5V-15V en el transmisor y -3V y -25V en el 
receptor. 
 
 Un 0 lógico comprende entre +5V15V en el transmisor y +3V y +25V en el 
receptor. 
 
En el ejemplo 10, se pretende enviar datos de temperatura medidos por  LM35 
hacia un PC utilizando el USART  del microcontrolador PIC16F877. En el Proteus 
VSM se implementara un debug el cual permite simular el terminal de Windows 
“PC”, que está incorporado en las herramientas del simulador. Debe estar a la 
misma velocidad de transferencia (baudios). Simulación del proyecto en el 
Simulador Proteus ASIS, ver Figura 5. 24. 
 
Figura 5. 24: Comunicación serial RS232. 
 
  
 
 
 
El algoritmo a construir se enseña a continuación: 
 
ESQUEMA DE VISUALIZACIÓN 
  
 
 
Definición  de librerías y configuraciones previas 
    Inicio 
      Definición ncanales, canal, temperatura, c=símbolo grados 
      Entrada define vector de n posiciones de canales para conversión A/D 
      Configuración de entradas y salidas digitales 
      Configuración módulo A/D 
      Activación de la LCD 
      do 
        for (canal = 0; canal<ncanales; canal++) 
          if(canal>=2) 
           k  conversión_A/D(canal) 
           temperatura0.48875*k 
           Imprimir temperatura  
           Retardo de tiempo 
         Else 
            k  conversión_A/D(canal) 
            temperatura0.48875*k 
            Imprimir temperatura  
           Retardo de tiempo 
     while(true); 
Fin 
 
Función conversión_A/D (canal) 
 
Inicio  
   Definición k 
   Entrada canal 
   Activación  canal  
   Retardo de tiempo  
   k Lectura del A/D  
  Retorna k 
Fin 
           
 
 
 
Paso 1: Elaboración  del código haciendo uso del lenguaje C. Ejercicio práctico 
“Comunicación serial RS232”. A continuación se enseña el código final, ver Código 
5. 11. 
 
 
Código 5. 11. Ejercicio práctico “Comunicación serial RS232”. 
 
  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
//Define la utilización de 14 bits para el compilador 
#if defined(__PCM__)   
//Fichero del microcontrolador PIC16F877                                                            
#include <16f877.h>   
//Selecciona la cantidad de bits a usar                            
#device ADC = 10   
 
//Definiciones y configuraciones de la máquina 
                                
#fuses XT,NOWDT,NOPROTECT,NOLVP,PUT,BROWNOUT     
#use delay (clock = 4000000)                       
#define use_portb_lcd TRUE  
#use RS232(BAUD= 9600, XMIT = PIN_C6, RCV = PIN_C7) 
#include <lcd420.c>  
  
//Funcion de conversión A/D 
conversion(int canal) 
 { 
   //Declaración de variable que contiene la información de la conversión 
   int k; 
   //Selección del canal a convertir 
   set_adc_channel(canal);   
   //Retardo de tiempo            
   delay_ms(10);  
   //Leer el valor del dato                              
   dato = read_adc();  
   //Retorna dato al programa principal                 
   return dato; 
 } 
 
void main() 
 { 
  //Declaración de variables y canales a usar para la conversión  
  int canal, ncanales, canales[4] = {0x00, 0x01, 0x04, 0x05}; 
  float temperatura; 
  char c; 
  //Simbolo de grados 
  c=248; 
  //Configuración de entradas y salidas del puerto A 
  set_tris_a(0xff);                                      
  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
  //Configuración de los terminales del puerto para la conversión A/D 
  setup_adc_ports(AN0_AN1_AN4_AN5_VREF_VREF);   
  //Configuración del reloj del conversor A/D                          
  setup_adc(adc_clock_div_32);  
  //Inicializa temperatura                       
  temperatura=0; 
  //Habilita canales para la conversión A/D 
  ncanales = 4; 
  //Inicializa la LCD 
  lcd_init(); 
  //Definición mensaje inicial 
  lcd_gotoxy(1,1); 
  printf(lcd_putc,"T1:"); 
  lcd_gotoxy(1,2); 
  printf(lcd_putc,"T2:"); 
  lcd_gotoxy(10,1); 
  printf(lcd_putc,"T3:"); 
  lcd_gotoxy(10,2); 
  printf(lcd_putc,"T4:"); 
  do                                                                    //Bucle 
   { 
    //Recorre los ncanales habilitados 
    for (canal = 0; canal<ncanales; canal++) 
     { 
      //Si el canal es mayor igual a dos 
      if(canal>=2) 
       { 
        //Se realiza la conversión A/D 
        temperatura = 0.48875*conversion(canales[canal]); 
        //Se enseña el valor de temperatura en la LCD 
        lcd_gotoxy(13,canal-1); 
        printf("T%d=%f%c\r",canal+1,temperatura,c); 
        //Retardo de tiempo  
        delay_ms(1000); 
        } 
 
      //De lo contrario  
      else 
        {  
         //Se realiza la conversión A/D 
         temperatura = 0.48875*conversion(canales[canal]); 
         lcd_gotoxy(4,canal+1); 
         //Se enseña el valor de temperatura en la LCD 
         printf("T%d=%f%c\r",canal+1,temperatura,c);  
         //Retardo de tiempo 
  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Paso 4: Comprobar el funcionamiento del circuito eléctrico integrado con el 
archivo .HEX en el entorno Proteus VSM ver Figura 5. 25. 
 
Figura 5. 25. Funcionamiento comunicación serial RS232. 
 
 
 
 
 
 
 
 
  
 
5.2.10. Ejemplo 11: Opción y visualización de sentido de 
giro de un motor utilizando LCD. 
 
 
 
 
En el ejemplo 11, se propone realizar un menú de selección del sentido de giro 
(DERECHA, IZQUIERDA y PARADA) de un motor, donde una vez el usuario pulse 
dicha opción, este pueda ser visualizado en la pantalla LCD, ya que en muchos 
procesos industriales es necesario indicar a los operadores el sentido de giro de 
los motores para  desarrollar diversos procesos de manufactura. Para implementar 
dicho menú se hace uso la sentencia switch() en lenguaje C que es una sentencia 
de selección. Esta sentencia permite seleccionar las acciones a realizar de 
acuerdo al valor que tome la variable, como se puede observar en el siguiente 
ejemplo: 
 
switch(variable) 
{ 
 case valor_1: 
  //acciones 
  break; 
 case valor_2: 
  //acciones 
  break; 
  . 
  . 
  . 
 case valor_n: 
  //acciones 
  break; 
 defalut: 
  //acciones 
  break; 
} 
 
 
Se desarrolla una función de captura de entrada de dato para obtener la selección 
del usuario y retornar el valor al programa principal. La simulación del proyecto en 
el Simulador Proteus ASIS, ver Figura 5. 26. 
 
Figura 5. 26: Opción y visualización de sentido de giro de un motor utilizando LCD. 
 
  
 
 
 
 
El algoritmo a construir se enseña a continuación: 
  
 
 
 
 
Definición  de librerías y configuraciones previas 
    Inicio 
      Definición Giro 
      Configuración de entradas y salidas digitales 
      Activación de la LCD 
      Resetea Giro 
      do 
         Giro Lectura() 
         Switch (Giro) 
           Case1: 
               Activación de la LCD 
               Imprimir Giro Derecha 
           break; 
 
           Case 2: 
              Activación de la LCD 
              Imprimir Giro Izquierda 
           break; 
 
          Case 3: 
              Activación de la LCD 
              Imprimir Parada 
          break; 
          Retardo de tiempo 
     while(true); 
Fin 
 
Función de lectura_entrada() 
 
Inicio  
   Definición giro 
   If( Pulsador_A0==0) 
     Giro1 
       If( Pulsador_A1==0) 
         Giro2 
         If( Pulsador_A2==0) 
            Giro3 
 Retorna giro 
Fin 
           
  
 
Paso 1: Elaboración  del código haciendo uso del lenguaje C. Ejercicio práctico 
“Opción y visualización de sentido de giro de un motor utilizando una LCD”. A 
continuación se enseña el código final, ver Código 5. 12. 
 
Código 5. 12. Ejercicio práctico “Opción y visualización de sentido de giro de un 
motor utilizando una LCD”.  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
//Define la utilización de 14 bits para el compilador 
#if defined(__PCM__)    
//Fichero del microcontrolador PIC16F877                             
#include <16f877.h>     
  
//Definiciones y configuraciones de la máquina 
                             
#fuses XT,NOWDT, PUT, NOPROTECT, NOLVP, BROWNOUT     
#use delay(clock=4000000)  
#define use_portb_lcd true    
                        
//Dispone de varias funciones:*lcd_init(); "Enciende LCD-Cursor off-Borra LCD-
//configuración a 4bits -Caracteres 5x8" 
#include <lcd420.c>    
                   
//Función de lectura entrada                      
 
lectura() 
 { 
  //Definición de la variable giro  
  int giro; 
  //Si se pulsa giro derecha se realiza giro=1 
  if(input(pin_A0) == 0) 
    { 
    giro=1; 
    } 
     //Si se pulsa giro izquierda se realiza giro=2 
     if(input(pin_A1) == 0) 
       { 
       giro=2; 
       } 
       //Si se pulsa parada se realiza giro=3 
       if(input(pin_A2) == 0) 
         {  
         giro=3; 
         } 
 
 
  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Paso 4: Comprobar el funcionamiento del circuito eléctrico integrado con el 
archivo .HEX en el entorno Proteus VSM ver Figura 5. 27. 
 
 
   //Retorna al programa principal giro 
   return(giro);  
 } 
//Función principal de programa 
void main() 
 { 
  //Definición de variable Giro  
  int Giro; 
  //Configuración de entradas y salidas del puerto A 
  set_tris_a(0xff); 
  //Inicializa la LCD 
  lcd_init(); 
  //Inicializa Giro 
  Giro =0; 
  //Bucle 
  do                                    
  { 
   //A Giro se le asigna función de lectura entrada                      
   Giro = lectura(); 
   //Opciones de Giro 
   switch(Giro) 
     { 
      //Caso 1: Se enseña Giro Derecha en la LCD 
      case  1: 
      lcd_init(); 
      lcd_putc("Giro Derecha"); 
      //Sale del caso 
      break;  
       
      //Caso 2: Se enseña Giro Izquierda  en la LCD 
      case  2: 
      lcd_init(); 
      lcd_putc("Giro Izquierda"); 
      break; 
             
      //Caso 3: Se enseña Parada en la LCD 
      case  3: 
      lcd_init(); 
      lcd_putc("Parada"); 
      //Sale del caso 
      break; 
      //Retardo de tiempo 
      delay_ms(1000);     
      } 
   } 
 while(true);    
} 
 
  
 
Figura 5. 27.Funcionamiento de opción y visualización de sentido de giro de un 
motor utilizando LCD. 
 
 
 
 
  
 
 
 
 
 
 
5.2.11. Ejemplo 12: Recepción de datos.  
 
 
 
 En el ejemplo 12, se plantea efectuar la recepción de datos para el ejercicio 11, 
donde el usuario seleccionaba el sentido de giro del motor y se visualizaba en una 
LCD. Ahora se pretende que el usuario pueda realizar la selección por medio de 
un DEBUG terminal de Windows de Proteus VSM que emula el ordenador, donde 
se envía la orden al motor e inmediatamente realiza dicha tarea y en la LCD se 
muestra la opción de giro que se ejecuta. Simulación del proyecto en el Simulador 
Proteus ASIS, ver Figura 5. 28. 
 
La norma RS232  es empleada en la comunicación serie , es decir que se puede 
transmitir y recibir datos de un dispositivo a otro ejemplo (PCmicrocontrolador). 
Por ello en el ejemplo 12 se hace uso para la transmisión de datos (ordenes 
efectuadas por el usuario).La directiva a utilizar es la siguiente: 
 
#use RS232(BAUD= 9600, XMIT = PIN_C6, RCV = PIN_C7) 
  
Esta directiva posibilita la comunicación del PIC con otro dispositivo utilizando el 
protocolo de comunicación serie RS232, esta directiva permite el uso de otras 
funciones para la entrada y salida de datos serie como: getc, getchar, gets, puts y 
kbhit. 
  
La directiva #use RS232 admite una serie de parámetros que son los que van 
entre paréntesis separados por comas, estos son los siguientes: 
  
 
  
BAUD: Este parámetro  establece la velocidad en baudios a la cual se transmiten 
los datos por el puerto serie, 9600 es el valor más común.  
 
BITS: Número de bits que se utilizan en la transmisión, el estándar establece que 
pueden ser 8 ó 9, para la comunicación con microcontroladores con 8 son 
suficientes. 
 
XMIT: Está opción configura el terminal del PIC por donde se transmiten los datos, 
está opción se puede modificar de acuerdo al requerimiento. 
 
RCV: Configura  el terminal del PIC donde se realiza la recepción de los datos.  
 
 
Figura 5. 28. Recepción de datos “Enviar la orden de la selección  del sentido de 
giro de un motor y posteriormente visualizarlo en una LCD”. 
 
 
 
  
 
El algoritmo a construir se enseña a continuación: 
 
 
Definición  de librerías y configuraciones previas 
Definición giro, movimiento 
    Inicio 
      Configuración de entradas y salidas digitales 
      Resetea puerto de salida  
      Inicializa movimiento 
      Activación de interrupciones 
      do 
        Switch (giro) 
        Case ‘d’ 
           Activación de terminales para transmisión de datos 
           Retardo de tiempo 
           Activación de la LCD 
           Imprimir Giro Derecha 
           break; 
 
        Case ‘i’ 
           Activación de terminales para transmisión de datos 
           Retardo de tiempo 
           Activación de la LCD 
           Imprimir Giro Izquierda 
           break; 
 
        Case ‘p’ 
           Activación de terminales para transmisión de datos 
           Retardo de tiempo  
           Activación de la LCD 
           Imprimir Parada 
           break; 
      while(true); 
Fin 
 
Función recepción_dato () 
 
Inicio  
   giro Captura de dato   
Fin 
           
 
 
  
 
Paso 1: Elaboración  del código haciendo uso del lenguaje C. Ejercicio práctico 
“Recepción de datos”. A continuación se enseña el código final, ver Código 5. 13. 
 
Código 5. 13. Ejercicio práctico. “Recepción de datos”. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
         
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
//Define la utilización de 14 bits para el compilador 
#if defined(__PCM__)   
//Fichero del microcontrolador PIC16F877                             
#include <16f877.h>    
 
 //Definiciones y configuraciones de la máquina 
                              
#fuses XT,NOWDT,NOPROTECT,NOLVP,PUT,BROWNOUT      
#use delay (clock = 4000000)   
#use RS232(BAUD= 9600, XMIT = PIN_C6, RCV = PIN_C7) 
#include <lcd420.c>  
#define use_portb_lcd TRUE 
#Byte puerto_b=0x06 
#Byte puerto_c=0x07 
 
//Declaración de variables globales 
 
int giro,movimiento; 
 
//Función Interrupción recepción de dato de la tarea a ejecutar en el motor   
#INT_RDA 
void recepcion() 
 { 
   //Captura orden de giro 
   giro= getch();  
 } 
 
//Programa principal 
void main() 
{ 
 //Configuración de entradas y salidas digitales puerto A                                       
 set_tris_c(0xbc); 
 set_tris_b(0x00); 
 //Inicializa los puertos B y C 
 puerto_b=0; 
 puerto_c=0; 
 //Habilita la interrupción en recepción del USART 
 enable_interrupts(INT_RDA); 
 enable_interrupts(GLOBAL); 
 //Inicializa movimiento 
 movimiento = 0; 
    
  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Paso 4: Comprobar el funcionamiento del circuito eléctrico integrado con el 
archivo .HEX en el entorno Proteus VSM ver Figura 5. 12. 
 
 
 
 
 
  do                           //Bucle 
   { 
    //Casos de opción de giro DERECHA, IZQUIERDA Y PARADA 
    switch(giro) 
    { 
     //Pulsada la tecla “d”  el motor gira a la DERECHA 
     case  'd': 
      output_high(PIN_C0); 
      output_low(PIN_C1); 
      delay_ms(1000); 
      lcd_init(); 
      lcd_putc("Giro Derecha"); 
      break;  
 
     //Pulsada la tecla “i” el motor gira a la IZQUIERDA 
     case  'i': 
      output_low(PIN_C0); 
      output_high(PIN_C1); 
      delay_ms(1000); 
      lcd_init(); 
      lcd_putc("Giro Izquierda"); 
      break; 
     //Pulsada la tecla “p” el motor realiza la parada      
     case  'p': 
      output_low(PIN_C0); 
      output_low(PIN_C1); 
      delay_ms(1000); 
      lcd_init(); 
      lcd_putc("Parada"); 
     break; 
     delay_ms(1000);     
    } 
  } 
 while(true);    
} 
 
  
 
Figura 5. 29. Funcionamiento de recepción de datos. “Opción de giro de un motor 
y parada”. 
 
 
 
 
i 
p 
  
 
 
 
Notese que en cada terminal virtual  aparece un recuadro con una letra diferente , 
donde: 
 
  
Representa la orden del usuario para el sentido de giro del motor hacia la 
izquierda. 
 
Representa la orden del usuario para el sentido de giro del motor hacia la derecha. 
 
 
 
Representa la orden del usuario parada del motor. 
 
El usuario selecciona el sentido de giro del motor desde el terminal virtual esta 
señal es enviada a través del USART del microcontrolador en modo síncrono. 
Además se utiliza  un puente H, el cual es un circuito electrónico que permite a un 
motor eléctrico DC girar en ambos sentidos, avance y retroceso.  
 
 
 
 
 
 
 
 
 
d 
i 
d 
p 
  
 
5.2.12. Ejemplo 13: Teclado matricial. 
 
 
El principio de funcionamiento del teclado matricial es similar por ejemplo en casos 
como multiplexar leds o dipslays de 7 segmentos. El programa configura el puerto 
B del PIC de la siguiente forma:  RB4 a RB7 funcionan como salidas y la otra 
mitad (RB0-RB3) como entradas. Las filas (horizontal) del teclado matricial se 
conectan a los bits más significativos que funcionan como salidas, mientras que 
las columnas (vertical) se conectan a los bits menos significativos del puerto que 
funcionan como entradas con resistencias pull-down. Cualquier tecla que se 
oprima en una columna causará que uno de los bits menos significativos del 
puerto (RB0 – RB3) cambie de un estado lógico bajo a un estado alto.Al 
seleccionar una tecla la corriente puede fluye a través del switch y la tensión  de 
los pines conectados a las filas del teclado (5 V o nivel alto) aparece ahora 
también en alguno de los pines RB0 a RB3, según la columna en la que se 
encuentra la tecla oprimida. Por ejemplo al oprimir el botón 2 se realiza un cambio 
en el PIN RB2 que ahora recibe un 1 o estado alto, entonces se detecta que se ha 
pulsado un botón en la segunda columna y se muestra como un nivel lógico alto, 
aparece en los bits menos significativos del puerto B, específicamente en RB2. De 
esta manera el microcontrolador sabe que se ha oprimido una tecla al detectar un 
cambio de nivel en los bits menos significativos. Hasta el momento, se sabe que 
se ha oprimido una tecla en alguna columna (dependiendo del bit activo RB3 a 
RB0), sin embargo, no en que fila se encuentra el botón seleccionado. Para 
resolver en que fila se oprimió una tecla, hay que realizar un proceso de escaneo 
del teclado. En este proceso, se plantea una secuencia un 1 lógico (estado alto) 
en los 4 bits más significativos del puerto y leeremos el estado de los 4 bits menos 
significativos. El microcontrolador escanea en forma sucesiva los pines de salida, 
mientras lee las entradas en la parte baja del puerto, de manera que puede 
detectar que teclas están oprimidas en cada fila. Ahora se desea que un usuario 
oprima dos teclas y se devuelva un valor de la tecla oprimida, mediante un numero 
binario y  con los caracteres (* y  #) se incremente o decremente dicho valor. 
 
 La función keypad_read() es la encargada de realizar la mayor parte de las 
tareas para determinar que tecla ha sido pulsada. El valor que retorna es una 
palabra de 16 bits en la cual, cada uno de los bits representa una tecla, en donde 
un bit en estado alto representa una tecla oprimida. Como la función no retorna 
como tal la tecla pulsada, sino una cadena de bits que representan las teclas, es 
posible detectar cuando se presiona más de una tecla de forma simultánea. 
 
En el hardware implementado, todos los pines tienen conectada una resistencia 
“pull-down”, por lo que se mantienen en estado bajo (0) cuando el teclado esta en 
reposo. Cuando se presiona un botón, el estado del pin cambia a estado alto (1). 
Esto puede hacerse de manera inversa, utilizando las resistencias “pull-up” 
incluidas internamente en el puerto B de muchos PIC que están diseñadas para 
  
 
este tipo de aplicaciones. En este caso el Proteus VSM configura por defecto las 
resistencias  pull-down previamente conectadas en los pines, ver Figura 5. 30. 
 
 
Figura 5. 30. Simulación del proyecto en el Simulador Proteus ASIS. 
 
 
 
El algoritmo a construir se enseña a continuación: 
 
  
 
 
Definición  de librerías y configuraciones previas 
    Inicio 
      Definición tecla1, tecla2 
      Configuración de entradas y salidas digitales 
      Resetea puerto de salida 
      Inicializa el teclado matricial 
      Activación  interrupciones 
      Configuración del temporizador a utilizar 
      Inicializa  decenas,unidades,contador,tecla1,tecla2 
      do 
        tecla1tecla(0) 
          if(tecla1!='*' && tecla1!='#') 
             unidades tecla1-48 
             tecla2tecla1 
             decenastecla2-48 
             puerto_ddecenas 
         else 
             Activación de función incredecre(tecla1) 
     while(true); 
Fin 
 
 Función de interrupción   
  Inicio  
   contador contador+1 
   if (contador==1) 
      Activar Display Unidades 
      Desactiva Display Decenas 
      Puerto Unidades {uni} 
      Else 
      Activar Display Decenas 
      Desactiva Display Unidades 
      Puerto Decenas {dec} 
      Resetea contador 
  TMR0Carga el valor de temporización  
Fin 
 
Función incredecre_(tecla) 
  Inicio 
    Switch(tecla) 
      case ‘*’ 
         unidades unidades+1 
           if(unidades>9) 
              decenasdecenas+1 
  
 
                  unidades0 
                  if(decenas>9) 
                    unidades0 
                    decenas0 
       break; 
 
       case ‘#’ 
         unidades unidades-1 
           if(unidades>=255) 
              decenasdecenas-1 
                  unidades9 
                  if(decenas>=255) 
                    unidades9 
                    decenas9 
       break; 
       tecla0 
       while(tecla==0) 
          teclaCaptura dato 
    Retorna (tecla) 
  Fin 
 
Función_Captura () 
Inicio 
Definición tecla  
Asignar_tecla(int i) 
   tecla0 
     Switch(i) 
     case 0: 
         teclacaptura() 
     break; 
 
    case1: 
        tecla captura() 
        while(tecla==‘*’II tecla==‘#’) 
        teclacaptura() 
   break; 
 Retorna(tecla) 
Fin 
          
 
 
 
 
 
  
 
 
Paso 1: Elaboración  del código haciendo uso del lenguaje C. Ejercicio práctico 
“Recepción de datos”. A continuación se enseña el código final, ver Código 5. 14. 
 
  
Código 5. 14. Ejercicio práctico. “Teclado matricial”. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
//Define la utilización de 14 bits para el compilador 
#if defined(__PCM__)     
//Fichero del microcontrolador PIC16F877                             
#include <16f877.h>   
 
//Definiciones y configuraciones de la máquina 
    
#fuses XT, NOWDT, PUT, NOPROTECT, NOLVP, BROWNOUT 
#use delay (clock=4000000) 
//Sirve para cambiar el puerto de la LCD por defecto(puerto_d)   
#define use_portb_kbd true   
#Byte puerto_c=0x07 
#byte puerto_d=0x08 
 
//Dispone de varias funciones: *kbd_init():"inicializa el sistema, debe ser la 1ra 
función en el programa",  *kbd_getc():"Devuelve el valor de la tecla pulsada" 
 
#include <kbd.c>   
  
//Declaración de variables globales                                                               
int unidades,decenas,contador; 
 
//Vector que contiene los segmentos necesarios para visualizar los números   
// [09] en el display.  
int DISPLAY[10]={0x3f,0x06,0x5b,0x4f,0x66,0x6d,0x7d,0x07,0x7f,0x6f}; 
 
//Función interrupción por desborde del TMR0  
#int_rtcc 
void desborde() 
 {  
  contador=contador+1; 
  if(contador==1) 
   { 
    output_bit(PIN_A0,1); 
    output_bit(PIN_A1,0); 
    puerto_c=DISPLAY[unidades]; 
   }  
  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 else 
   { 
    output_bit(PIN_A1,1); 
    output_bit(PIN_A0,0); 
    puerto_c=DISPLAY[decenas]; 
    contador = 0; 
   } 
  set_rtcc(84);  
 }    
 
//Función de decremento 
void incredecre(char tecla) 
 { 
   //Opción (Decremento/Incremento) 
   switch(tecla) 
    { 
     case '*': 
      unidades = unidades + 1; 
      if(unidades>9) 
       { 
        decenas = decenas + 1; 
        unidades = 0; 
        if(decenas>9) 
         { 
           unidades = 0; 
           decenas = 0; 
         } 
       } 
     break; 
      
     case '#': 
      unidades = unidades - 1; 
      if(unidades>=255) 
       { 
        decenas = decenas - 1; 
        unidades = 9; 
        if(decenas>=255) 
         { 
           unidades = 9; 
           decenas = 9; 
         } 
       } 
     break; 
    } 
 } 
  tecla = 0; 
 
  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Simulación del proyecto en el Simulador Proteus ASIS, ver  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
. 
 
 
 
 
 
 
 
 
  while(tecla == 0) 
   { 
     tecla = kbd_getc(); 
   } 
 return(tecla);  
 } 
 
captura() 
 { 
  char tecla; 
 
asignar_tecla(int i) 
 { 
   char tecla; 
   tecla = 0; 
   switch(i) 
    { 
     case 0: 
      tecla = captura(); 
     break; 
      
     case 1: 
      tecla = captura(); 
      while(tecla == '*' || tecla == '#') 
       { 
        tecla = captura(); 
       } 
     break; 
    } 
   return(tecla);  
 } 
 
void main () 
{ 
  //Declaración de variables  a usar 
  char tecla1,tecla2; 
  //Configura puertos A, D y C como entradas/salidas digitales 
  set_tris_c(0x00); 
  set_tris_a(0xfc); 
  set_tris_d(0x00); 
  //Inicializa el puerto de salida 
  puerto_c=0; 
  //Inicializa el teclado  
  kbd_init(); 
  //Configura resistencias pull_up 
  port_b_pullups(true); 
  //Habilita todas las interrupciones 
  enable_interrupts(GLOBAL); 
   
  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
  //Habilita la interrupción por desborde del TMR0 
  enable_interrupts(INT_RTCC); 
  //Inicializa el TMR0 para que sea activado por pulsos internos y preescaler        
  //de 64 
  setup_counters(RTCC_INTERNAL,RTCC_DIV_64); 
  set_rtcc(84); 
  //Inicializa las variables 
  decenas=0; 
  unidades=0; 
  contador=0;  
  tecla1=0; 
  tecla2=0; 
do                //Bucle 
  {   
   //A tecla1 se le asigna en valor de tecla(0) 
   tecla1 = asignar_tecla(0); 
   //Si se oprime * y  # 
   if(tecla1!='*' && tecla1!='#') 
    { 
     unidades = tecla1 - 48; 
     tecla2 = asignar_tecla(1); 
     decenas = tecla2 - 48; 
     puerto_d = decenas; 
    } 
   //De lo contrario realiza la función incredecre(tecla1) 
   else 
    { 
     incredecre(tecla1); 
    } 
  } 
 while(true); 
} 
 
  
 
Paso 4: Comprobar el funcionamiento del circuito eléctrico integrado con el 
archivo .HEX en el entorno Proteus VSM ver Figura 5. 12. 
 
 
 
 
 
 
 
Paso 4: Comprobar el funcionamiento del circuito eléctrico integrado con el 
archivo .HEX en el entorno Proteus VSM ver Figura 5. 31. 
 
 
 
 
 
 
 
 
 
Figura 5. 31. Funcionamiento Teclado matricial. 
 
 
  
 
 
 
  
 
 
 
 
 
Notese que en la Figura 5. 31, el usuario ha oprimido dos teclas los cuales han 
retornado un número (58) en el esquema de visualización del display doble 
segmento y con la tecla (*) se incrementa el valor hasta 60, seguidamente con el 
carácter (#) se realiza el decremento de (6059). Este proceso se puede realizar 
de forma contraria, es decir, efectuar primero la sustracción y luego la adición. 
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