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Die Suche nach Publikationen ist ein wesentlicher Bestandteil der wissen-
schaftlichen Arbeit. Eine zunehmende Zahl von Veröffentlichungen wird
heutzutage in Digitalen Bibliotheken gesammelt, die über das Internet zu-
gänglich sind. Der Anwender wird jedoch bei ihrer Verwendung mit unter-
schiedlichen Schnittstellen und Datenformaten konfrontiert. Daneben müs-
sen für eine umfangreiche Recherchearbeit meist sehr viele Datenquellen
kontaktiert werden.
In dieser Diplomarbeit wird ein Recherchesystem für Digitale Bibliotheken
entwickelt, welches die genannten Probleme beseitigen soll. Das System ba-
siert auf einer mehrschichtigen, verteilten Mediator-/Wrapper-Architektur.
Zum Zweck der Kommunikation zwischen den Ebenen werden dokumente-
norientierte Web-Services verwendet.
Ein wichtiges Entwicklungsziel war es, die einfache Erweiterbarkeit hinsicht-
lich neuer Datenquellen zu gewährleisten. Im Rahmen einer prototypischen
Implementierung in Java konnten mit DBLP und CiteSeer zwei populäre
Digitale Bibliotheken integriert werden.
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Digitale Bibliotheken erlangen zunehmend Bedeutung als Informationsquelle in Wis-
senschaft, Bildung und Technik. Die zunehmende Ergänzung oder sogar Verdrängung
von klassischen Publikationen in Papierform durch elektronische Dokumente ermöglicht
eine völlig neue Qualität der Recherche und Verfügbarkeit von Informationen.
Der Inhalt Digitaler Bibliotheken lässt sich in der Regel über das Internet durchsuchen.
Sie umfassen die bibliografischen Angaben (Metadaten) zu den Publikationen und die
eigentlichen Dokumente in elektronischer Form (Volltext). Der Abruf des Volltextes ist
aber meist nur eingeschränkt, häufig kostenpflichtig, möglich.
Werden die Volltexte nicht vom Betreiber der Digitalen Bibliothek selbst bereitgestellt,
sondern nur Verweise auf sie erfasst, spricht man auch von virtuellen Bibliotheken. Die
Universitäts- und Landesbibliothek Düsseldorf definiert den Unterschied wie folgt [71]:
”
Darin besteht übrigens auch der Unterschied zwischen einer Virtuellen und
einer Digitalen Bibliothek: Digitale Bibliotheken sind Sammlungen elek-
tronischer (=digitaler) Informationen, die sich im Besitz und damit unter
Kontrolle der betreffenden realen Bibliothek befinden, Virtuelle Bibliothe-
ken sind Sammlungen von Verweisungen (Link-Sammlungen) auf Informa-
tionen, die sich aber als solche nicht im Besitz der betreffenden Realen
Bibliothek befinden bzw. befinden müssen. Natürlich sind alle Virtuellen
Bibliotheken immer auch digital, aber Digitale Bibliotheken keineswegs im-
mer auch virtuell.“
Eine umfangreiche Einführung in die Thematik der Digitalen Bibliotheken gibt
”
Digi-
tale Bibliotheken“ von Endres und Fellner aus dem dpunkt-Verlag [26].
Wie bei vielen klassischen Bibliotheken auch anzutreffen, beschränken sich die digitalen
Gegenstücke auf ein einzelnes Themen- bzw. Fachgebiet, auf bestimmte Publikations-
formen wie Zeitschriftenartikel oder auf Herkunftsarten, z. B. die Arbeiten eines Insti-
tuts oder einer Organisation. Für die Recherche ist es daher notwendig, eine genaue
Kenntniss darüber zu haben, welcher Inhalt in den jeweiligen Bibliotheken zu finden
ist bzw. zu welchen Informationen Bibliotheken vorhanden sind.
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Ein Ziel im Zusammenhang mit Digitalen Bibliotheken ist es, die verfügbaren Inhalte
zu kombinieren, um einen größeren Suchraum zu schaffen. Die vorliegende Aufgabe ist
jedoch nicht trivial zu lösen. Die einzelnen Datenquellen (Bibliotheken) unterscheiden
sich zum Teil stark darin, in welcher Form die Informationen repräsentiert werden oder
wie auf sie zugegriffen werden kann. Zur Lösung dieser Probleme werden Techniken der
Datenintegration benötigt.
In dieser Arbeit soll ein Recherchesystem entwickelt werden, worin verschiedene Digita-
le Bibliotheken integriert werden können. Damit erhält der Anwender die Möglichkeit,
durch Verwendung einer einzelnen Schnittstelle die Recherche in mehreren Digitalen
Bibliotheken durchführen zu können, ohne dabei über genaue Kenntnisse der einzel-
nen Quellen hinsichtlich der Datenrepräsentation, des Datenumfangs oder der Zugriffs-
mechanismen verfügen zu müssen. Für das Recherchesystem spielt es keine Rolle, ob
Digitale oder Virtuelle Bibliotheken integriert werden.
1.1 Ziele
Das Hauptziel dieser Arbeit ist die Entwicklung eines Recherchesystems zur Integra-
tion Digitaler Bibliotheken. Dazu gehört die Auswahl geeigneter Technologien, Daten-
repräsentationen, der Entwurf des Gesamtsystems und der notwendigen Module, und
schließlich die Implementierung eines Prototypen. Es sollen geeignete Methoden ent-
wickelt werden, mit denen zunächst unbekannte Datenquellen in das System integriert
werden können.
Als einheitliche Programmierplattform für alle Komponenten soll Java verwendet wer-
den. Bei der Auswahl externer Programmbibliotheken sind Open-Source-Lizenzen zu
bevorzugen, um einen kostengünstigen Einsatz des Systems zu ermöglichen.
Die Suchkriterien einer Anfrage sollen die Angabe des Titels, der Namen der Autoren
und des Erscheinungsjahres umfassen, wobei für letzteres auch die Angabe eines Be-
reiches möglich sein soll. Mit den genannte Eigenschaften können Publikationen sehr
gut identifiziert werden. In der Regel sind dies die Merkmale, die am häufigsten erfasst
wurden und auch in Suchanfragen am häufigsten vorkommen.
Als Ergebnis eines Suchvorgangs soll eine Trefferliste ausgegeben werden, welche für die
einzelnen Einträge die bibliografischen Angaben und die gefundenen Volltextverweise in
Form von Web-Adressen enthält. Das Format der bibliografischen Angaben soll in der
Suchanfrage gewählt werden können. Im Rahmen der Implementierung des Prototypen
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soll die Ausgabe in BibTEX, XML und Textform möglich sein.
Um mit größeren Ergebnislisten besser umgehen zu können, soll die Möglichkeit geschaf-
fen werden, die Ergebnisliste, wie für Web-Suchmaschinen üblich, stückweise abrufen
zu können. Weiterhin soll eine Sortiermöglichkeit geschaffen werden, mit der die Ergeb-
nisliste nach verschiedenen, wenn möglich sogar frei kombinierbaren, Kriterien sortiert
werden kann.
Für die Anbindung der Quellen sollen Web-Services verwendet werden. Die Funktionen
des Recherchesystems sollen ebenfalls durch einen Web-Service bereitgestellt werden.
Die Schnittstelle des Web-Service auf Anwenderseite soll für eine maximale Kapse-
lung unabhängig von den Eigenschaften der tatsächlich integrierten Quellen entworfen
werden. Zusätzlich soll eine benutzerfreundliche Web-Oberfläche den Zugang zum Re-
cherchesystem erleichtern.
Durch den Einsatz von Web-Services soll eine verteilte Architektur entwickelt werden,
deren Komponenten lose miteinander gekoppelt sind. Web-Services ermöglichen einen
hohen Grad an Interoperabilität zwischen den einzelnen Komponenten. Zusammen mit
der Möglichkeit, sich selbst beschreiben zu können, ergibt sich eine geeignete Techno-
logie zur Integration zunächst unbekannter Datenquellen.
Das Recherchesystem soll unter dem Gesichtspunkt der Erweiterbarkeit entwickelt wer-
den. Es muss im Nachhinein ohne großen Aufwand möglich sein, weitere Quellen ein-
zubinden oder neue Formate für die Ausgabe der bibliografische Angaben zu ergänzen.
Für die Basisfunktionalität der Implementierung soll die Integration der folgenden Quel-
len im Rahmen dieser Arbeit realisieren werden: DBLP, CiteSeer und Google.
1.2 Architektur
Die Kernaufgabe des Recherchesystems ist die Integration verschiedener relevanter
Quellen. Im Gegensatz zur reinen Stichwortsuche typischer Volltextsuchmaschinen muss
dabei eine strukturierte Anfrage über konkrete indentifizierbare Eigenschaften von Ob-
jekten (hier z. B. Titel und Autoren) unterstützt werden.
In diesem Abschnitt soll auf die verschiedenen Aspekte der Datenintegration einge-
gangen werden und wie sich diese auf die Gestaltung der Architektur des Systems
auswirken.
Ziel der Integration ist es, eine homogene Sicht bezüglich der Schnittstellen und der
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Struktur und die Transparenz bzgl. der Herkunft der Daten herzustellen [57]. Dabei
müssen Anfragen an das Recherchesystem beantwortet werden, indem die Daten aus
externen heterogenen Quellen extrahiert und kombiniert werden.
1.2.1 Probleme der Datenintegration
Für die einzelnen Datenquellen ergibt sich nach [43] eine Autonomie hinsichtlich
• der Entwicklung (Datenmodell, Namenskonventionen),
• der Kommunikation (Wahl des Kommunikationspartners und -zeitpunkts),
• der Anfrageverarbeitung (eingehende Anfragen werden unabhängig voneinander
geplant und ausgeführt).
Das Problem bei der Integration ist die Heterogenität der Quellen auf verschiedenen
Ebenen.
• technische Ebene: Zugriffsmethoden wie z. B. Netzwerk-, Dateisystem- oder Da-
tenbankzugriff, Übertragungsprotokolle, Betriebssysteme
• Schnittstellenebene: unterschiedliche Anfragesprachen bzgl. Syntax und Mächtig-
keit
• Datenmodellebene: relationale oder objektorientierte Modelle, XML
• Schemaebene: verschiedene Modellierungen eines Weltausschnittes
– Unterschiede in der Strukturierung
– Auftreten von Homonymen und Synonymen in der Bezeichnung von Mengen
oder Eigenschaften
• Datenebene: unterschiedliche Repräsentationen des gleichen Sachverhaltes
Besonderheiten treten auf, wenn Quellen aus dem World Wide Web eingebunden wer-
den sollen. Die Quellen sind oft keine vollfunktionalen Datenbanksysteme, oder die
Funktionalität ist bewusst hinter einer Web-Schnittstelle verborgen, die nur einge-
schränkte und für den ursprüchlichen Anwendungszweck geschaffene Anfragen unter-
stützt. Weiterhin gibt es meist wenig Hintergrundwissen zu den Eigenschaften der Quel-
le (Inhalt, Fähigkeiten, Kosten der Operationen).
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Für die Integration von Web-Daten gibt es zwei grundlegende Varianten. Bei einer
Materialisierung werden die Daten periodisch aus der Quelle extrahiert und in einer
zentralen Datenbank abgelegt. Die Anfragen an das integrierende System werden durch
die Datenbank verarbeitet. Ein Zugriff auf die Quellen ist dabei nicht notwendig. Die
Vorteile liegen in der hohen Verarbeitungsgeschwindigkeit der Anfragen und der Mög-
lichkeit der Datenbereinigung. Jedoch sind durch die periodische Abfrage die Daten
nicht immer aktuell.
Die zweite Variante ist der virtuelle Ansatz. Er basiert auf der Definition von Sichten
über den Daten der Quellen. Damit ergibt sich die Notwendigkeit, Anfragen an das
integrierende System in die Anfragesprachen der Quellen zu transformieren und dann
durch die Quelle ausführen zu lassen. Die Vorteile des virtuellen Ansatzes sind die
Aktualität der Daten und der Wegfall einer zusätzlichen (redundanten) Datenhaltung
im integrierenden System. Nachteilig ist aber die aufwendige Anfrageausführung und
die Abhängigkeit von der Verfügbarkeit der Quellen.
Die Gemeinsamkeit beider Varianten liegt in der Notwendigkeit der Lösung von Pro-
blemen der Datenextraktion, wenn auch zu unterschiedlichen Zeitpunkten1, und die
Überwindung von Integrationskonflikten.
1.2.2 Mediator-/Wrapper-Ansatz
Nach Domenig [23] lassen sich die Systeme zur Datenintegration wie in Abbil-
dung 1.1 auf der nächsten Seite klassifizieren. Für den Einsatz im Recherchesystem
eignen sich Mediatoren am besten, weil strukturierte Daten unter Verwendung des vir-
tuellen Ansatzes integriert werden müssen. Mediatoren bieten im Gegensatz zu föde-
rierten Datenbanksystemen [55] nur lesenden Zugriff auf die Quellen. Ein schreibender
Zugriff auf die Quellen ist für den hier vorliegenden Anwendungsfall aber nicht notwen-
dig. Damit kann u. a. auf eine komplexe Transaktionsverarbeitung verzichtet werden.
Mediatoren
Die Idee der Mediatoren im Kontext der Datenintegration geht auf Wiederhold zurück.
• Ein Mediator ist ein Softwaremodul, welches kodiertes Wissen über einige Mengen
oder Untermengen von Daten aus unterschiedlichen (mehreren) Quellen auswer-














Universelle DBMS Data Warehouse
Abbildung 1.1: Klassifikation von Systemen zur Datenintegration nach [23]
tet, um Informationen einer höheren Ebene von Applikationen bereit stellen zu
können [69].
• Mediatoren reduzieren Daten zu Informationen unter Verwendung von Wissen
über die Quellen, Suchstrategien und Anforderungen der Anwender [70].
Ein Mediator bildet die zentrale Komponente in einer Architektur aus drei Ebenenen,
wie in es Abbildung 1.2 auf der nächsten Seite dargestellt ist.
Innerhalb des Mediators wird ein globales Schema über alle Quellen definiert, auf dessen
Basis die Anfragen an den Mediator formuliert werden können. Das globale Schema
verbirgt die heterogenen Strukturen der einzelnen Quellen.
Zu den wesentlichen Aufgaben eines Mediators gehören:
• Lokalisierung relevanter Daten bzw. Quellen
• Transformation von Anfragen an das globale Schema in Anfragen an die Quellen











Abbildung 1.2: Allgemeine Mediator-Architektur
Wrapper
Zur Vereinfachung der Integration werden zwischen den einzelnen Datenquellen und
dem Mediator Softwaremodule, so genannte Wrapper, eingefügt. Ein Wrapper ist immer
genau einer Datenquelle zugeordnet, d. h. er kann genau die Datenquelle verwalten, für
die er erstellt wurde [11].
Nach Lang [43] ist ein Wrapper eine Prozedur zur
• Extraktion der Daten aus einer Datenquelle
• Kapselung der Datenquelle mit ihrem Datenmodell, Schema, ihrer API, Anfrage-
sprache und Fähigkeiten
• Überwindung der Differenzen in Datenmodellen, -schemata und -formaten zwi-
schen einer Quelle und dem Mediator
• Schaffung von Transparenz
Zu den Aufgaben eines Wrappers gehört der Zugriff auf die Quelle unter Verwendung
der dafür notwendigen Mechanismen, die Extraktion der relevanten Daten und die
Ausgabe dieser in einem definierten Format.
Der Einsatz von Wrappern bietet eine Reihe von Vorteilen [11]. Wrapper erzeugen eine
gewisse Unabhängigkeit zwischen der Datenquelle und der sie nutzenden Anwendung.
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Änderungen in der Architektur der Quelle führen so nicht mehr zwangsläufig zu ei-
ner Notwendigkeit, die Anwendung ebenfalls ändern zu müssen. Stattdessen ist es nur
erforderlich, den Wrapper anzupassen, was bei komplexen Anwendungen wesentlich
einfacher zu realisieren ist. Wrapper ermöglichen es auch, Teile der Heterogenitätspro-
bleme zu überwinden, indem durch sie z. B. Schnittstellen, Datenmodelle oder auch
Schemata vereinheitlicht werden. Integrierende Syteme lassen sich unkompliziert um
weitere Datenquellen ergänzen, indem einfach ein Wrapper für diese Quelle entwickelt
und angebunden wird. Die Datenquelle wird durch den Wrapper nicht in ihren Schnitt-
stellen und Eigenschaften verändert, sie lässt sich auch weiterhin in ihrer ursprünglichen
Form ansprechen und benutzen.
Es gibt aber auch Nachteile bei Verwendung des Wrapper-Ansatzes. Zum einen ist die
Gesamtleistung der Anwendung abhängig von der Leistungsfähigkeit der Wrapper, weil
der Zugriff auf die Quellen nunmehr indirekt erfolgt. Eine schlechte Implementierung
der Wrapper kann sich, gerade unter hoher Last, schnell als Flaschenhals herausstellen.
Daneben ist es stets erforderlich, die Aktualität der Wrapper sicherzustellen, da von
ihnen das Funktionieren des gesamten Abfragesystems abhängig sein kann.
1.2.3 Schnittstelle zu den Quellen
Für das Recherchesystem dieser Arbeit sollen die Quellen als Web-Service2 eingebunden
werden. Die Mehrheit der Quellen verfügt allerdings nicht über eine solche Schnittstelle.
Diese Aufgabe kann aber von den zugehörigen Wrappern übernommen werden. Dem-
nach findet die Kommunikation zwischen dem Mediator und den Wrappern der Quellen
unter Verwendung von Web-Services statt.
Der wesentliche Vorteil durch den einheitlichen Zugriff über Web-Services ergibt sich
dadurch, dass dadurch die Heterogenitäten auf System- und Datenmodellebene wegfal-
len. Web-Services ermöglichen eine von Betriebssystemen, Programmiersprachen und
Ausführungsumgebungen unabhängige Kopplung von Softwarekomponenten. Wegen
der durchgängigen Darstellung der auszutauschenden Informationen in XML werden
die Heterogenitäten auf Datenmodellebene beseitigt. Auf Grund des Einsatzes eines
einheitlichen Übertragungsprotokolls (SOAP, HTTP) werden daneben auch die unter-
schiedlichen Zugriffsarten auf technischer Ebene umgangen.
Eine weitere Homogenisierung der Datenquellen ergibt sich dadurch, dass innerhalb
des Recherchesystems eine spezielle Art, die dokumentenorientierten Web-Services, zur
2 in Abschnitt 4.1 erfolgt eine Einführung in die Thematik der Web-Services
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Anwendung kommt. Kapitel 4 wird sich im weiteren Verlauf dieser Thematik annehmen.
1.3 Ausblick
Im Anschluss an die Einleitung werden in Kapitel 2 die Datenquellen untersucht, die
im Rahmen dieser Arbeit in das Recherchesystem integriert werden sollen. Dabei geht
es hauptsächlich um die Analyse der erfassten Dokumente und deren bibliografischen
Angaben, die bisherigen Zugriffsschnittstellen und die Frage, wie sich die Quellen für
eine Recherche eignen. Kapitel 3 hat die Aufgabe, ein XML-basiertes Schema zur Dar-
stellung von bibliografischen Angaben zu finden, welches eine zentrale Rolle in dieser
Arbeit spielt.
Als Kommunikationsform zwischen den verteilten Komponenten der Architektur (Me-
diator↔Wrapper, Web-Oberfläche bzw. benutzerspezifische Anwendung↔Mediator)
kommen Web-Services zum Einsatz. Web-Services können in vielfältigen Formen auftre-
ten. Nach einer Einführung in die Aspekte der Thematik wird im Verlauf des Kapitels
4 eine Plattform für die so genannten dokumentenorientierten Web-Services entwickelt,
die sich besonders für die Anforderungen dieser Arbeit eignet und im weiteren Verlauf
an den verschiedensten Stellen zum Einsatz kommen wird.
Für die Anbindung der Datenquellen ist die Entwicklung von Wrappern notwendig. In
Kapitel 5 werden jeweils die Wrapper für die Quellen DBLP und CiteSeer entworfen.
Dabei werden Techniken zum Einsatz kommen, die nicht auf diese speziellen Quellen
zugeschnitten sind, sondern sich in ihrer Form auch für andere vergleichbare Quellen
eignen.
Die zentrale Komponente des Recherchesystems, der Mediator, wird in Kapitel 6 ent-
worfen und implementiert. Der Mediator wird seine Funktionen zunächst nur als Web-
Service zur Benutzung bereitstellen. Daran anknüpfend wird in Kapitel 7 eine konkrete
Anwendung in Form einer Web-Oberfläche entwickelt, welche einen komfortablen Zu-
gang zu den Funktionen des Recherchesystems bieteten wird.
Schließlich werden in Kapitel 8 die Ergebnisse der Arbeit noch einmal zusammengefasst.
Es werden außerdem einige Punkte angesprochen, die sich im Rahmen der Arbeit nicht





DBLP [46,21] ist ein sehr populäres Bibliografieverzeichnis aus dem Bereich der Infor-
matik. Entwickelt und gepflegt wird das Projekt, welches Anfang 1994 entstand, von
Michael Ley an der Universität Trier.
Zu Beginn der Projektes beschränkte man sich auf die Erfassung von Inhaltsverzeich-
nissen von Konferenzbänden und Fachzeitschriften aus den Fachbereichen Datenbank-
systeme und Logik-Programmierung – daher auch der ursprüngliche Name DB&LP.
Mittlerweile erstreckt sich die Sammlung auch auf weitere Teilgebiete der Informatik.
Daher steht die Abkürzung nunmehr für
”
Digital Bibliography & Library Project“.
Der komplette Datenbestand besteht aus über 170.000 Zeitschriftenartikeln und 290.000
Konferenzbeiträgen, die aus über 4.700 Konferenzen stammen (Stand: Februar 2004).
Weiterhin wurden über 1.100 Bücher und mehr als 1.300 Sammelbände erfasst.
Das DBLP-Verzeichnis ist online erreichbar und kann mittels Web-Browser
”
durchstö-
bert“ werden. Es existieren separate Seiten für Konferenzbände und Zeitschriften, die zu
den jeweiligen Inhaltsverzeichnissen der einzelnen Ausgaben führen. Weiterhin ist für
jeden Autor eine Seite mit einer chronologischen Liste seiner Publikationen abrufbar.
Eine einfache Online-Suchfunktion ermöglicht die Suche durch Angabe von Autor oder
Titel. Zusätzlich wird eine
”
erweiterte Suche “ angeboten, mit deren Hilfe mehrere
Suchkriterien, wie Titel, Autoren, Jahr der Publikation und der Name der Konferenz
oder der Zeitschrift kombiniert werden können.
Eine Besonderheit von DBLP ist, dass kein spezielles Datenbankmanagementsystem
verwendet wird. Alle relevanten Informationen werden in hunderttausenden einzelnen
Dateien abgelegt, wobei jede Datei die bibliografischen Angaben zu einer Publika-
tion enthält. Das verwendete Format ist an BibTEX angelehnt und in einem XML-
kompatiblen Format abgelegt (siehe Abbildung 2.1 auf der nächsten Seite).
Die Pflege des Datenbestandes wird von diversen C-, Perl- und Java-Programmen vor-




<author >Georg Gottlob< /author >
<author >Michael Schrefl< /author >
<author >Brigitte Röck< /author >
<title >Extending Object-Oriented Systems with Roles.< /title >
<pages >268-296< /pages >
<year >1996< /year >
<volume >14< /volume >
<journal >TOIS< /journal >
<number >3</number >
<url >db/journals/tois/tois14.html#GottlobSR96< /url >
</article >
Abbildung 2.1: Beispiel eines bibliografischen Satzes in DBLP
diese Programme materialisierte Sichten des Datenbestandes als HTML-Seiten, die un-
tereinander verknüpft sind und online durchsucht werden können.
Neben den bibliografischen Angaben zu einer Publikation sind in DBLP Verweise
(Links) auf eventuell vorhandene Online-Versionen der Publikationen gespeichert. So-
fern die rechtliche Situation dies zulässt [46], führen die Verweise meist direkt zu PDF-
oder Postscript-Dateien. Andernfalls wird auf Portalseiten von Verlegern oder Organi-
sationen verwiesen, auf denen der Volltext meist zugangsbeschränkt und kostenpflichtig
abgerufen werden kann.
Von den insgesamt knapp 200.000 Verweisen auf Volltexte führen über 53.000 zum
Springer-Verlag, über 49.000 zu IEEE und über 43.000 zu ACM.
Die vollständige Sammlung aller in DBLP erfassten bibliografischen Angaben zu den
Publikationen ist als ein XML-Dokument [10] abrufbar. Die Datei ist knapp 200
MB groß und besteht aus über 5 Millionen Textzeilen. Eine dazu passende Schema-
Definition als DTD-Datei (siehe Anhang B.2 auf Seite 122) definiert die Struktur der





Eine weitere sehr populäre Digitale Bibliothek für wissenschaftliche Literatur ist Cite-
Seer1 vom
”
NEC Research Institute“ [32, 44]. CiteSeer ist ein Agentensystem, welches
Online-Publikationen im Web autonom sucht, deren Inhalt analysiert und aufbereitet.
Die dafür verwendeten Algorithmen, Techniken und die Software werden der Allgemein-
heit kostenlos zur Verfügung gestellt. Eine darauf basierende Installation ist öffentlich
nutzbar und erfasst wissenschaftliche Publikationen aus dem Fachbereich der Informa-
tik. Zur Zeit sind mehr als 600.000 Dokumente erfasst (Stand: Februar 2004, [19]).
2.2.1 Aufbau von CiteSeer
Die Architektur von CiteSeer gliedert sich grob in die folgenden Komponenten.
Komponente 1: Suche und Download von Publikationen
Unter der Angabe von geeigneten Stichworten (meist spezifische Fachbegriffe) werden
Anfragen an Web-Suchmaschinen wie AltaVista, HotBot oder Excite gestellt. Auf den
daraufhin gelieferten Web-Seiten werden mittels einer heuristischen Suche Postscript-
oder PDF-Dokumente gesucht und heruntergeladen.
Komponente 2: Analyse der Dokumente
Der Inhalt der in Komponente 1 heruntergeladenen Dokumente wird anschließend un-
tersucht, um semantische Informationen zu gewinnen. Alle in diesem Schritt gewon-
nenen Daten werden in einer relationalen Datenbank gespeichert. Zunächst wird das
Postscript- oder PDF-Dokument in Rohtext konvertiert. Dieser Text wird daraufhin
nach einem Literaturverzeichnis am Ende des Textes untersucht. Dokumente, die die-
ses nicht aufweisen, sind höchstwahrscheinlich keine wissenschaftlichen Publikationen
und werden daher ignoriert. Zusätzlich wird noch geprüft, ob der Inhalt aus englischem
Text besteht, weil die weiterhin eingesetzten linguistischen Algorithmen nur in dieser
Sprache zuverlässig funktionieren.
Im nächsten Schritt wird versucht, den Text aufzuspalten, so dass verschiedene struk-
turelle Teile identifiziert und getrennt werden. Die hierfür verwendeten Heuristiken
extrahieren aus dem Text
• die bibliografischen Angaben, die meist zu Beginn des Dokuments stehen, wie
1 auch unter ResearchIndex bekannt
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Titel, Namen der Autoren und publizierende Institution
• eine Kurzzusammenfassung (Abstract)
• ein Einführungskapitel (nur die ersten 300 Wörter)
• das Literaturverzeichnis und dessen Einträge
Die Einträge des Literaturverzeichnisses werden durch eine weitere heuristische Analy-
se in ihre Bestandteile zerlegt. Dadurch erhält man die bibliografischen Angaben der
zitierten Publikationen. Das Zitieren kann als gerichtete Kante in einem Graphen auf-
gefasst werden, dessen Knoten die Publikationen selbst darstellen [2]. Auf dieser Basis
wird in CiteSeer ein Netzwerk aufgebaut, wodurch navigiert werden kann. Durch Aus-
nutzung der Graphenstruktur kann damit z. B. auch die Frage beantwortet werden, von
welchen Publikationen eine andere zitiert wird (Umkehrrelation des Zitierens). Oder es
ist möglich, die
”
Popularität“ zu bestimmen, in dem man die Anzahl der zitierenden
Publikationen zu Grunde legt.
Komponente 3: Datenbank-Browser / Web-Oberfläche
Der Einstiegspunkt einer Recherche in CiteSeer ist die Suche nach Stichwörtern inner-
halb des gesamten Textes der Publikationen oder nur in den Einträgen des Literatur-
verzeichnisses. Daraufhin erhält der Benutzer eine Suchergebnisliste (Abbildung 2.2 auf
der nächsten Seite), die zu jedem Treffer die Angaben von Titel, Autor(en), Erschei-
nungsjahr und die Web-Adresse des Postscript- bzw. PDF-Dokuments enthält.
Durch Auswahl des Links eines dieser Treffer kann eine Detailseite (Abbildung 2.3 auf
der nächsten Seite) zu der jeweiligen Publikation aufgerufen werden. Auf der Detailsei-
te werden die bibliografischen Angaben, die bereits in der Suchergebnisliste aufgeführt
wurden2, in ausführlicher Textform und weitere Angaben als BibTEX-Eintrag ausgege-
ben.
Neben einem Link auf das Postscript- bzw. PDF-Dokument, wie es im Web gefunden
wurde, kann über die Detailseite das Dokument auch in verschiedenen konvertierten
Dateiformaten betrachtet bzw. heruntergeladen werden. Dabei werden die konvertierten
Dokumente direkt vom CiteSeer-Server bezogen. Mit dieser Variante ist der Bezug des
Dokuments auch dann noch möglich, wenn das ursprüngliche Online-Dokument nicht




Abbildung 2.2: CiteSeer: Suchergebnisseite
Abbildung 2.3: CiteSeer: Detailinformationen zu einem Suchtreffer (Auszug)
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blikationen, deren Einträge mit Links unterlegt sind, so dass eine Navigation zwischen
den Publikationen sehr bequem möglich ist.
2.2.2 Eignung als Quelle
Aufgrund der Herangehensweise von CiteSeer bei der Datenbeschaffung ergeben sich
grundsätzlich zwei wesentliche Vorteile gegenüber anderen Quellen wie z. B. DBLP.
Zum einen ist für jede erfasste Publikation der Volltext frei verfügbar. Entweder ist
dieser unter der originalen Web-Adresse abrufbar oder er kann vom CiteSeer-Server be-
zogen werden. Publikationen, deren Volltext nicht frei im Web verfügbar sind, werden
demzufolge nicht in CiteSeer erfasst. Der andere Vorteil ergibt sich aus der automa-
tischen und permanenten Suche nach Online-Dokumenten; CiteSeer ist damit in der
Lage, Dokumente kurz nach ihrem Erscheinen zu erfassen. Der Datenbestand ist damit
relativ aktuell.
2.3 Google
Die zuvor aufgeführten Datenquellen haben den Nachteil, nur einen beschränkten Um-
fang an Verweisen auf Online-Versionen der Publikationen zu liefern. Weiterhin können
diese Quellen nur Informationen zu Publikationen bereitstellen, die der Quelle über-
haupt bekannt sind. Die Gesamtmenge der insgesamt online verfügbaren Volltexte wis-
senschaftlicher Publikationen ist um ein Vielfaches höher, als es diese Quellen jemals
erfassen können.
Im Fall von DBLP liegt die Konzentration auf der Erfassung von Zeitschriftenartikeln
und Konferenzbeiträgen. Die Suche nach anderen Publikationstypen wie Diplomarbei-
ten und Dissertationen verläuft daher in dieser Quelle erfolglos.
Viele Verweise in DBLP führen zu Portalseiten der entsprechenden Verleger. Mitunter
sind aber solche Artikel und Beiträge auch anderweitig im Web abrufbar. Meist pu-
blizieren die Autoren Online-Versionen der Texte auf ihrer Homepage oder der ihrer
Institution. Entsprechende Verweise auf diese Seiten sind in DBLP nur selten erfasst.
Die dynamische und stetige Änderung von Online-Informationen erweist sich eben-
falls als nachteilig für ein redaktionell gepflegtes System wie DBLP. Während sich die
bibliografischen Angaben praktisch nicht ändern, kann die Verfügbarkeit von Online-
Versionen der Volltexte nur sehr schwer gepflegt werden.
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Abhilfe kann in diesem Zusammenhang die Verwendung einer Volltext-Suchmaschine
für das World Wide Web schaffen. Solche Suchmaschinen haben den Vorteil, dass sie
nicht thematisch beschränkt sind. Sie erfassen systematisch nahezu alle Teile des World
Wide Web, indem sie der Hyperlink-Struktur, also der Verknüpfung der Web-Seiten
durch Querverweise, folgen.
Die gefundenen Dokumente werden von den Suchmaschinen abgerufen und der Inhalt
in einen Volltext-Index aufgenommen. Eine Suchanfrage ermöglicht daraufhin das Auf-
finden von relevanten Dokumenten, welche die angegebenen Suchbegriffe enthalten.
2.3.1 Suche nach Volltexten
Für diese Arbeit soll Google verwendet werden, um Online-Versionen von Publikationen
zu finden, die als PDF-Dateien im World Wide Web veröffentlicht wurden.
Ursprünglich beschränkte sich die Indizierung der Suchmaschinen auf reine HTML-
Dateien. Mittlerweile ist Google aber auch in der Lage, eine Vielzahl weiterer Doku-
mententypen zu erfassen, aus denen der Inhalt in Textform gewonnen werden kann. Eine
Suchanfrage für Google kann dahingehend gestellt werden, dass diese auf die Menge
der Dokumente eines bestimmten Dateityps beschränkt ist.
Um beispielweise den Volltext zur Publikation mit dem Titel
”
Mediators in the Archi-
tecture of Future Information Systems“ als PDF-Datei zu suchen, muss die Suchanfrage
wie folgt an Google gestellt werden3:
intitle:"Mediators in the architecture of future
information systems" filetype:pdf
Die genaue Syntax der Google-Anfragesprache ist in [17] aufgeführt.
PDF-Dateien enthalten einen kleinen Metadatensatz, der u. a. auch die Angabe ei-
nes Titels ermöglicht. Google erfasst während der Indizierung diesen Titel. Die obige
Suchanfrage sucht den übergebenen Text innerhalb dieses Titels durch Angabe des Prä-
fixes intitle: . Bei der Erstellung von PDF-Dateien muss der Titel nicht zwangsläufig
korrekt vergeben werden. Mitunter wird auch einfach nur der Name der Ursprungsdatei
verwendet. Dokumente, die also keinen korrekten Titel verwenden, werden somit durch
die Form der Anfrage nicht gefunden.
Eine Möglichkeit ist es, die Beschränkung auf den Titel nicht vorzunehmen, womit die
3 Text wurde aus Formatierungsgründen umgebrochen
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Suche nicht nur im entsprechenden Metadatenfeld, sondern im gesamten Text des Do-
kumentes vorgenommen wird. Dokumenten mit Treffern im Metadatenfeld des Titels
wird von Google eine höhere Relevanz zugeordnet. Sie werden im Allgemeinen zu Be-
ginn der Ergebnisliste angezeigt. Die Suche im gesamten Text des Dokuments liefert
jedoch auch Suchtreffer, die nicht der gesuchten Publikation entsprechen. In diesem
Zusammenhang ist es nachteilig, dass es in wissenschaftlichen Veröffentlichungen üb-
lich ist, Literaturverzeichnisse zu führen. Die Suche nach einer Publikation führt daher
auch zu Trefferdokumenten, die diese in ihrem Text zitiert haben.
Eine strukturierte Suchanfrage ist mit Google nicht möglich. Außer dem Titel können
keine weiteren bibliografischen Angaben strukturiert in einer Suchanfrage angegeben
werden. Und wie bereits oben angeführt, ist man darauf angewiesen, dass der Titel der
PDF-Datei auch dem Titel der enthaltenen Publikation entspricht. Zusätzliche Angaben
können nur innerhalb des Volltextes der Dokumente gesucht werden. Dabei richtet sich
die Relevanz der Suchtreffer aber nicht danach, ob die bibliografischen Angabe zum
Dokument passt, sondern grob gesprochen danach, wie häufig das gefundene Dokument
diese Angabe enthält.
Im Gegensatz zu DBLP oder CiteSeer liefert Google keine bibliografischen Angaben zu
den gefundenen Treffern. Als Informationen erhält man grundsätzlich nur den Titel des
Dokuments, eine kurze Zusammenfassung von Textpassagen aus dem Volltext, in denen
die Suchbegriffe gefunden wurden, sowie die Adresse des Dokuments. Als nachteilig
erweist sich auch, dass die Suchtrefferliste zwar nach Relevanz sortiert ist, aber keine
quantitative Angabe erfolgt. Wegen des Fehlens der angeführten Informationen ist es
für den Benutzer dieser Quelle schwer, die Qualität der Suchtreffer entscheidend zu
beurteilen.
Trotz der genannten Nachteile erweist sich die Verwendung von Google als nützlich, falls
andere Quellen keine Verweise auf abrufbare Volltextversionen zurückgeben. Google
sollte in diesem Zusammenhang nur
”
als letztes Mittel“ zum Einsatz kommen.
2.3.2 Der Web-Service
Der klassische Zugriff auf Google erfolgt über eine Web-Oberfläche. Die Suchanfrage
wird über entsprechende Formularfelder eingegeben und das Ergebnis als HTML-Seite
an den Browser des Benutzers zurückgesendet. Eine programmgesteuerte Nutzung der
Google-Dienste ist zwar prinzipiell durch Nachbildung einer Benutzersitzung und Ana-




Als Alternative wurde im Frühjahr 2002 die Google Web API [33] veröffentlicht. Die
Google Web API besteht aus der Spezifikation einer Web-Service-Schnittstelle in Form
einer WSDL-Datei und einem zugehörigen Entwicklerpaket (Google Web APIs Devel-
oper’s Kit). Das Entwicklerpaket enthält neben der Dokumentation Beispielprogramme
und Wrapper-Klassen für den Aufruf des Web-Service (s. g. Stubs) in Java und .NET,
welche die Verwendung der API demonstrieren.
Voraussetzung für die Nutzung des Google-Web-Service ist die Verwendung eines indivi-
duellen Lizenzschlüssels, der jedem Nutzer kostenlos von Google zur Verfügung gestellt
wird. Jeder Schlüssel ermöglicht es seinem Benutzer, pro Tag bis zu 1000 Ergebnissei-
ten einer Suche von Google abzufragen. Eine weitere Besonderheit ist, dass jede dieser
Seiten maximal 10 Treffern umfasst. Es ist aber möglich, durch Angabe eines Offsets
und wiederholtes Senden der Anfrage, weitere Treffer abzurufen, jedoch reduziert je-
de Anfrage, auch wenn sie die gleichen Parameter beinhaltet, das verbleibende Limit
für diesen Tag. Es sind also beispielsweise nur 100 verschiedene Suchanfragen möglich,
wenn jedesmal die ersten 100 Suchergebnisse abgerufen werden sollen, die sich aus dem




Für die Erstellung und die Pflege von Literaturverzeichnissen für das Textsatzsystem
LATEX [34] wird sehr häufig das Zusatzprogramm BibTEX eingesetzt, welches von Oren
Patashnik geschrieben wurde [52]. Zur Verwendung von BibTEX werden die bibliogra-
fischen Angaben der zu zitierenden Publikationen in einer BibTEX-Datenbank erfasst.
Die Datenbank ist eine Textdatei mit Einträgen in einem vordefinierten Format. Jeder
Eintrag repräsentiert eine Publikation und besteht aus den folgenden aufeinanderfol-
genden Bestandteilen: einem Eintragstyp, einem Schlüssel und einer Liste von Feldern.
Der Eintragstyp bestimmt die Art der Publikation wie z. B. ein Artikel in einer Zeit-
schrift, ein Buch oder eine Diplomarbeit. Eine Übersicht der definierten Eintragstypen
ist in Tabelle A.1 auf Seite 116 dargestellt.
Der Schlüssel des Eintrags wird als eindeutiger Bezeichner innerhalb der Datenbank
verwendet. Soll die Publikation im Text referenziert werden, muss im entsprechenden
LATEX-Befehl dieser Schlüssel angegeben werden.
Die Feldliste enthält die eigentlichen bibliografischen Angaben wie z. B. Titel, Autor
oder Erscheinungsjahr. Jeder Eintrag in der Liste besteht aus einem Namen, welcher
die Angabe spezifiziert, und einem zugehörigen Textteil. Name und Textteil werden
durch Gleichheitszeichen voneinander getrennt. Zusätzlich ist der Textteil mit Anfüh-
rungszeichen oder geschweiften Klammern zu umgeben1. Die einzelnen Felder in der
Liste werden durch Komma voneinander getrennt.









Das folgenden Beispiel zeigt einen Eintrag vom Typ article :
@article{journals/ipm/Brooks97,
title={The Relevance Aura of Bibliographic Records},
author={Terrence A. Brooks},






Je nach Eintragstyp verlangt BibTEX eine bestimmte Menge von Pflichtfeldern und
optionalen Feldern. Die Angabe von Werten zu den Pflichtfelder ist zwingend not-
wendig, um einen Eintrag dieses Typs zu beschreiben. Optionale Felder enthalten zu-
sätzliche Angaben, die im Literaturverzeichnis durch BibTEX mit ausgegeben werden
können, die Festlegung eines Wertes ist aber nicht notwendig. Zusätzlich ist es mög-
lich, weitere Felder anzugeben, die nicht durch den Eintragstyp vorgesehen sind. Diese
werden von BibTEX bei der Erstellung des Literaturverzeichnisses ignoriert, können
aber sinnvolle Ergänzungen wie beispielsweise Angaben zur ISBN oder Adressen von
Internet-Ressourcen (URL) enthalten. Tabelle A.2 auf Seite 118 enthält eine Übersicht
der Standardfelder von BibTEX.
Darstellung von Personennamen
Die Textteile der Felder author und editor enthalten eine Liste von Namen. Jeder
Name besteht aus Vorname(n), Nachname(n), einem Präfix des Nachnamen (z. B. von)
und einem Suffix des Nachnamen (z. B. jr.) der genannten Person. Bis auf den Nach-
namen sind alle Teile optional. Vornamen und Nachnamen müssen groß geschrieben,
Präfix und Suffix dagegen müssen klein geschrieben werden. Anhand von Groß- und
Kleinschreibung sowie der Wortstellung ist es BibTEX möglich, die Teile zu identifizie-
ren.
Es gibt drei mögliche Grundformen für die Angabe von Personennamen. Optionalen
Angaben sind nachfolgend in eckigen Klammern dargestellt.
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1. [Vornamen [Präfix]] Nachnamen
2. [Präfix] Nachnamen, Vornamen
3. [Präfix] Nachnamen, Suffix, Vornamen
Mehrere Namen von Personen müssen innerhalb eines Textfeldes durch das Wort and
voneinander getrennt werden. Können nicht alle Personen in der Liste aufgeführt wer-
den, kann am Ende der Ausdruck and others angefügt werden, welcher in den Stan-
dardformatierungen von BibTEX dazu führt, dass ein übliches ”
et al.“ im Literaturver-
zeichnis erzeugt wird.
Zeichensatzkodierung
Zur Darstellung von Akzenten, Umlauten und weiteren Sonderzeichen in dem Textteil
eines Eintrags ist eine spezielle Kodierung zu verwenden, die an LATEX angelehnt ist.
Z. B. müssen die deutschen Umlaute ä, ö, ü als {\"a} , {\"o} und {\"u} dargestellt
werden. Näheres ist in [34] beschrieben.
3.2 BibTEXML
Im Rahmen einer Diplomarbeit von Brenno Lurati und Luca Previtali entstand in den
Jahren 2000 und 2001 an der Eidgenössischen Technischen Hochschule von Zürich eine
Darstellung von BibTEX in XML [47,54].
Weil ein großer Teil von Bibliografien bereits im BibTEX-Format vorliegt, wurde in der
Arbeit neben der Definition der XML-Struktur auch ein Parser entwickelt, mit dem
es möglich ist, eine Konvertierung in BibTEXML durchzuführen. Weiterhin wurde eine
Rücktransformation nach BibTEX auf Basis von XSLT-Stylesheets [65] erstellt.
Die Transformation der Struktur der beiden Formate ist relativ einfach, weil BibTEX
ebenso wie die XML-Darstellung feldbasiert aufgebaut ist. Eine zusätzliche Aufgabe des
Parsers bzw. der Rücktransformation ist jedoch die Konvertierung der verschiedenen
Zeichendarstellungen vom LATEX-Format nach Unicode in XML.
Aus der Darstellung in XML ergeben sich eine Reihe von Vorteilen.
• XML-Dokumente sind sowohl von Menschen als auch Maschinen gut lesbar.
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• Die Kodierung von Sonderzeichen ist mit Unicode einfacher zu beherrschen als
mit LATEX.
• Es existiert für BibTEXML eine genaue Schemadefinition auf Basis von XML-
Schema [28].
• XML-Dokumente lassen sich mit entsprechenden Editoren einfach bearbeiten.
Sowohl Zeichensatzkodierung als auch Einhaltung der Schemadefinition werden
von diesen Programmen übernommen.
• Es gibt eine Menge von Standardlösungen rund um XML, wie z. B. XSLT zur
Transformation in andere Schemata oder auch nach HTML.
• Web-Services basieren auf XML.
Änderungen am ursprünglichen Schema
Der ursprüngliche Ansatz einer Schemadefinition von BibTEXML wurde für diese Arbeit
etwas abgeändert. Es wurde darauf verzichtet, die Struktur einer BibTEX-Datenbank
so exakt wie möglich zu übernehmen und die identische Rücktransformation zu er-
möglichen. Dazu gehören Konstrukte wie die Definition von Textmakros und deren
Referenzierung, die Übernahme von Kommentaren und einer möglichen Präambel in
der BibTEX-Datenbank.
Zusätzlich wurde darauf verzichtet, unbekannte LATEX-Makros in den Textfeldern, die
nicht zur Darstellung von Sonderzeichen verwendet werden, möglichst zu übernehmen.
Mit dem Verzicht auf die oben genannten Elemente reduzierte sich die Komplexität der
Schemadefintion.
Aufbau des Schemas
Das Schema ist wie nachfolgend beschrieben aufgebaut. Das XML-Element
<bibliography> stellt die Wurzel für ein BibTEXML-Dokument dar, welches mehre-
re bibliografische Einträge enthält. Unterhalb dessen befindet sich eine beliebige Menge
von Unterelementen <bibitem> . Jedes von ihnen beschreibt genau eine Veröffentli-
chung mit ihren bibliografischen Angaben. <bibitem> verwendet das Attribut type
zur Angabe des Eintragtyps (z. B. article oder inproceeding) und label zur Angabe
des Schlüssels des Eintrags.
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Unterhalb von <bibitem> können weitere Elemente enthalten sein. Jedes von ihnen
steht für ein Standardfeld von BibTEX und enthält weiterhin nur Text. In der Schemade-
fintion sind alle Felder optional. Es wurde keine strikte Vorgabe gemacht, welche Felder
angegeben werden müssen, wie es BibTEX ursprünglich vorsieht. Diese Vorgehenswei-
se wurde gewählt, um die eventuelle unvollständige Darstellung von bibliografischen
Einträgen zu ermöglichen, wenn nicht alle Angaben gemacht werden können.
Die Angabe der Autoren kann sowohl strukturiert als auch unstrukturiert erfolgen. Das
Feld <author> nimmt die Liste der Autoren als unstrukturierten Text auf. Alternativ
dazu kann das Feld <authorlist> zur strukturierten Darstellung einer Liste von
Personen verwendet werden.
Jede Person dieser Liste wird durch ein eigenes Unterelement mit Namen <person>
dargestellt. Über das optionale Attribut others der Personenliste wird das Vorhan-
densein der zusätzlichen Angabe and others von BibTEX nachgebildet. Die Unter-
elemente von <person> legen die Bestandteile des Namens dieser Person fest.
Analog dazu werden in den Elementen editor und editorlist die Namen der
Herausgeber erfasst.
Ebenso wie in BibTEX ist es möglich, neben den Standardangaben weitere Felder
in die bibliografischen Einträge aufzunehmen. Zu diesen Zweck wurde das Element
<notstandard> in die Schemadefiniton aufgenommen. Im Attribut name wird der
Name des Feldes angeben. Das Element selbst nimmt eine Zeichenkette auf, welche
den Wert des Feldes enthält. Um z.B. das Nichtstandard-Feld isbn mit dem Wert
3-8273-7044-2 zu definieren, ist folgendes Unterelement in bibitem notwendig.
<notstandard name="isbn">3-8273-7044-2</notstandard>
Die exakte Schemadefinition der hier verwendeten BibTEXML-Variante ist in An-
hang B.1 auf Seite 120 zu finden.
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In diesem Kapitel soll es darum gehen, geeignete Verfahren zu entwickeln, die für die
Integration von Web-Services im Rahmen des Recherchesystems verwendet werden kön-
nen. Web-Services werden für die Kommunikation zwischen Mediator und den Wrap-
pern sowie zwischen Mediator und seinen Benutzern (Clients) eingesetzt.
Nach einer kurzen Einführung in die Thematik der Web-Services und die Kernprotokolle
sollen geeignete Lösungen zur server- und client-seitigen Realisierung im Java-Umfeld
dargestellt werden. Das Hauptaugenmerk liegt dabei auf dem Austausch von komplex-
strukturierten Nachrichten in Form von XML-Dokumenten, wie sie für die Anwendung
benötigt werden. Im weiteren Verlauf wird daher auch von dokumentenorientierten
Web-Services gesprochen.
4.1 Konzepte der Web-Services
Unter Web-Services versteht man eine relativ neue Technologie zur losen Kopplung ver-
schiedener Software-Komponenten, die im Internet verteilt sind und die Mechanismen
des World Wide Web (XML, HTTP, usw.) zur Kommunikation verwenden.
Die Definition im Sinne des W3C1 ist laut dem
”
Web Services Glossary“ [15]:
”
A Web service is a software system identified by a URI, whose public inter-
faces and bindings are defined and described using XML. Its definition can
be discovered by other software systems. These systems may then interact
with the Web service in a manner prescribed by its definition, using XML
based messages conveyed by Internet protocols.“
Ein Web-Service ist definiert durch seine Schnittstelle, also das Format der Nachrichten,
die während der Kommunikation ausgetauscht werden, zusammen mit den verfügba-
ren Operationen (technische Definition), sowie dem Verhalten beim Empfang dieser
Nachrichten (semantische Definition) [12].
1 World Wide Web Consortium, www.w3c.org
24
4 Web-Service-Technologien
Basierend auf seiner Definition kann ein Web-Service implementiert werden. Die dafür
verwendete Programmiersprache und -umgebung bleibt für den Benutzer des Web-
Services verborgen. Das Verhalten und die ausgetauschten Nachrichten basieren allein
auf der Definition und müssen unabhängig von der konkreten Implementierung sein.
Nach Abschluss der Implementierung wird der Web-Service auf einem bestimmten Sys-
tem installiert. Die konkrete Hardware, das Betriebssystem und die Laufzeitumgebung
des Systems bleiben dem Benutzer ebenfalls verborgen. Die einzelnen Komponenten der
Implementierung bzw. der Installation lassen sich damit – mit entsprechender Anpas-
sung – auswechseln, ohne dass die Benutzer ebenfalls Änderungen vornehmen müssen.
Die Kommunikation in einer Web-Service-Architektur erfolgt zwischen zwei Parteien:
einem Anbieter des Web-Service und seinem Benutzer. Anbieter sind Personen oder
Institutionen, die eine bestimmte Implementierung eines Web-Service auf einem System
installieren und für den Benutzer zugänglich machen.
Die Implementierung des Anbieters kann weitere Systeme zur Realisierung des Web-
Services wie Applikationsserver oder Datenbanken benutzen. Der Web-Service steht
innerhalb einer solchen Architektur zwischen dem Benutzer und weiteren Systemen,
man spricht in diesem Zusammenhang von einer Middleware-Lösung. Die für diese
Arbeit zu entwickelnden Wrapper fallen in diese Kategorie.
Eine der großen Visionen, die hinter der Idee der Web-Services stehen, ist die Kom-
bination in Form einer losen Kopplung von verschiedenen Web-Services, die über das
World Wide Web verteilt sind, zur Schaffung neuer Anwendungen mit minimalem Ent-
wicklungsaufwand. Dabei ist es unerheblich, in welcher Programmiersprache die mit-
einander zu koppelnden Systeme entwickelt wurden, und auf welcher Hardware und
welchem Betriebssystem diese betrieben werden.
In den meisten Fällen initiiert der Benutzer die Kommunikation mit dem Anbieter
durch Senden einer Nachricht und erhält daraufhin eine Antwort (Request/Response-
Kommunikation). Die Zuordnung von Request- und Response-Nachrichten erfolgt dem-
nach eins zu eins. Es sind aber auch andere Kommunikationsformen möglich. Zum einen
sind Web-Services realisierbar, bei denen der Benutzer nach dem Senden der Nachricht
keine Antwort erhält (One-Way-Messaging) oder aber auch, dass er vom System des
Anbieters mehrere Antwortdokumente erhält, die zeitlich voneinander getrennt emp-
fangen werden. Eine denkbare Anwendung für den zweiten Fall wäre z. B. das
”
Abbo-
nieren“ eines bestimmten News-Dienstes vom Anbieter, der dann beim Eintreffen neuer




Heutzutage existieren im Wesentlichen drei (Standard-)Protokolle, die verschiedene
Aufgaben im Zusammenhang mit Web-Services übernehmen. Sie alle basieren mit XML
auf dem Standarddatenmodell des modernen World Wide Webs.
• SOAP für den Datenaustausch
• WSDL für die Beschreibung der Schnittstellen
• UDDI zum Verwaltung und Auffinden
Nach der Definition des W3C ist SOAP ein leichtgewichtiges Protokoll für den Aus-
tausch von strukturierten Informationen in einer dezentralen, verteilten Umgebung.
Eine nähere Beschreibung folgt im nächsten Abschnitt.
Die technische Definition eines Web-Services wird in einer
”
Web Service Description“
(WSD) festgehalten. Die WSD ist eine maschinenlesbare Beschreibung der Schnittstel-
le und wird in der
”
Web Service Description Language“ (WSDL) geschrieben. In der
WSD werden die folgenden Elemente der Schnittstelle definiert: Nachrichtenformate,
Datentypen, Formate der Datenserialisierung (Darstellung von komplexen Datenstruk-
turen in XML), Bindung an Transportprotokolle und deren Netzwerkadressen, unter
denen die Installation des Anbieters erreichbar ist. Für die Kommunikation des Benut-
zers mit dem Anbieter benötigt er nur die Beschreibung des Web-Service als WSD und
das Wissen über die semantischen Aspekte. Damit ist es ihm möglich, die notwendi-
gen Nachrichten zu konstruieren bzw. zu interpretieren und den Transport dieser zum
System des Anbieters durchzuführen.
UDDI (Universal Description, Discovery and Integration) definiert einen (öffentlichen)
Verzeichnisdienst, in dem bestehende Web-Services registriert werden können. Damit
soll es möglich sein, gezielt nach bestimmten Diensten im Web zu suchen. Zu diesem
Zweck wurden eine einheitliche Datenstruktur zum Speichern der Metainformationen zu
den Diensten, einheitliche Mechanismen zum Veröffentlichen in den Verzeichnisdiensten
sowie eine normierte Abfragesprache geschaffen.
Die Aufgaben der Standardprotokolle in Verbindung mit einer Service-orientierten Ar-
chitektur (SOA) ist in Abbildung 4.1 dargestellt.
UDDI findet im Recherchesystem dieser Arbeit (noch) keine Anwendung. Für zukünfti-
ge Entwicklungen ist es allerdings denkbar, die Wrapper für Datenquellen automatisch


















Abbildung 4.1: Rollen und Protokolle in einer Service orientierten Architektur
4.2 SOAP
Web-Services basieren auf dem Versand von Nachrichten zwischen zwei Kommu-
nikationspartnern. Mit SOAP [67] existiert ein standardisiertes, leichtgewichtiges
und erweiterbares Grundgerüst für den Transport von Nachrichten in Web-Service-
Umgebungen. SOAP basiert auf XML und verlangt damit, dass die Nutzdaten der
Nachricht in XML ausgedrückt werden.
Für die Übertragung der Nachrichten kommen eine Reihe von Transportprotokollen
in Frage, die zum Teil im World Wide Web schon etabliert sind. HTTP, FTP und
SMTP sind in diesem Zusammenhang sicherlich die bekanntesten Vertreter. Die SOAP-
Spezifikation sieht vor, dass Implementierungen mindestens HTTP als Transportpro-
tokoll unterstützen müssen. Das ist auch nicht weiter verwunderlich, denn HTTP ist
das am weitesten verbreitete der genannten Protokolle und sehr große Teile der Infra-
struktur des World Wide Web basieren darauf.
4.2.1 Optionale Komponenten
Neben dem grundsätzlichen Aufbau der Nachrichten definiert SOAP noch eine Reihe
von optionalen Komponenten [68], die nicht zwangsläufig von einer Implementierung
unterstützt werden müssen.
Zum einen sind das Regeln, die festlegen, nach welchem Mechanismus anwendungsspezi-
fische Datenstrukturen einer objektorientierten Programmiersprache (Objektgraphen)
auf XML-Strukturen abgebildet werden (Serialisierung). Dazu gehört die Beschreibung,
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wie zusammengesetzte Datentypen, Felder (Arrays) und Objektreferenzen in XML dar-
gestellt werden müssen. Diese Darstellungsform wird auch als SAOP Encoding bezeich-
net.
Weiterhin werden Konventionen festgelegt, wie entfernte Methodenaufrufe (RPC: Re-
mote Procedure Call) auf SOAP abgebildet werden können. Entfernte Methodenaufrufe
sind eine bekannte Kommunikationsform in verteilten Anwendungen und werden be-
reits in einer Vielzahl von Middleware-Lösungen wie Java RMI, Microsoft COM und
CORBA verwendet.
4.2.2 Gegenüberstellung von Aufruf entfernter Methoden und
dokumentenorientierter Ansatz
Bei der Verwendung von SOAP gibt es im Wesentlichen zwei Ansätze, wie Web-Services
genutzt werden können [45,37].
1. SOAP als
”
Service Oriented Architecture Protocol“ (dokumentenorientierter
Ansatz). Die SOAP-Nachrichten repräsentieren die notwendigen Informationen um
einen Web-Service aufzurufen oder die Ergebnisse eines solchen Aufrufs darzustellen. Im
Wesentlichen geht es um den Austausch und die Verarbeitung von XML-Dokumenten,
die meist durch die Geschäftslogik einer Anwendung bestimmt sind.
2. SOAP als
”
Simple Object Access Protocol“ (Objektorientierter Ansatz). Unter
Verwendung des RPC-Ansatzes repräsentiert eine SOAP-Nachricht den Aufruf bzw.
die Rückgabe einer Methode auf einem entfernten Objekt und die Serialisierung der
Argumentenliste bzw. der Rückgabewerte dieses Methodenaufrufs.
RPC verlangt bei der Entwicklung eines Web-Service objektorientierte Programmie-
rung. Alle Bestandteile einer Nachricht müssen auf Objekte der konkreten Pro-
grammiersprache der Implementierung abgebildet werden. Das Format der SOAP-
Nachrichten ist relativ starr, da die Signatur der aufzurufenden Methoden bzgl. Anzahl
und Reihenfolge der Parameter meist vorgegeben ist. Ebenso sind die Attribute von
Objekten meist fest vorgegeben.
Mit dem dokumentenorientierten Ansatz lassen sich dagegen wesentlich flexiblere Struk-
turen verwenden. Die genannten Einschränkung wie bei RPC gibt es nicht. Es ist im
Prinzip alles darstellbar, was mit XML möglich ist.
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Der Aufruf eines Web-Service nach dem RPC-Ansatz erfolgt synchron. Der Benutzer
sendet die Anforderungsnachricht an den Web-Service und wartet daraufhin bis zum
Eintreffen der Antwortnachricht. Eine Kommunikation nach dem dokumentenorientier-
ten Ansatz ermöglicht stattdessen auch einen asynchronen Versand der Nachrichten.
Die beiden Ansätze unterscheiden sich besonders in der Reihenfolge des Entwurfs.
Für RPC werden zunächst die Objekte und Methoden einer Implementierung ent-
worfen. Auf diesen Strukturen basierend wird dann die Web-Service-Definition
”
auf-
gesetzt“. Häufig werden dazu Werkzeuge eingesetzt, die eine automatische Konvertie-
rung der objektorientierten Schnittstelle (Klassen, Java-Interfaces) in eine Web-Service-
Schnittstelle (WSDL) und umgekehrt durchführen. Auf Grund dieser Entwicklungs-
Reihenfolge ist es auch nicht weiter verwunderlich, dass sich der RPC-Ansatz sehr früh
verbreitet hat. Bestehende Systeme konnten damit sehr einfach um eine Web-Service-
Schnittstelle erweitert werden.
Im Gegensatz dazu werden beim dokumentenorientieren Ansatz zunächst die Formate
der Nachrichten entwickelt, was meist in Form eines XML-Schemas erfolgt. Auf Ba-
sis der Nachrichtenformate wird anschließend die vollständige Schnittstelle des Web-
Service in WSDL beschrieben. Dabei erfolgt neben der formalen Zuordnung von Ope-
rationen und Nachrichten auch die Bindung an das Transportprotokoll. Danach erfolgt
erst die Implementierung von Programmen, die diese Nachrichten verarbeiten bzw.
erzeugen können.
Für die Behandlung der Nachrichten in einer dokumentenorientierten Umgebung kön-
nen eine Reihe von XML-Techniken eingesetzt werden, weil die Implementierung di-
rekt die XML-Daten der ausgetauschten Dokumente verarbeitet. Verbreitet ist hier die
Transformation mit XSLT oder auch die direkte Verarbeitung und Manipulation des
Dokumentenbaums mit DOM. Mittlerweile setzen sich auch Techniken durch, mit deren
Hilfe sich XML-Modelle auf objektorientierte Modelle abbilden lassen (XML Binding).
Durch deren Verwendung gestaltet sich die Implementierung der Web-Services ähnlich
einfach wie mit dem RPC-Ansatz. Die Web-Services des Recherchesystems (Wrapper,
Mediator) machen alle von dieser Technik Gebrauch. Abschnitt 4.6 wird einen Vertreter
dieser Technik zum Thema haben.
Bei der Verwendung von RPC werden die Informationen der Nachrichten immer auf
Objekte der jeweiligen Programmiersprache abgebildet. Die Verarbeitung der Informa-
tionen erfolgt ausschließlich auf den Objekten durch Nutzung der Mittel der Program-
miersprache. Gerade komplexe Transformationen lassen sich so nur mühevoll realisieren.










Abbildung 4.2: Struktur einer SOAP-Nachricht
auf Objekte vornehmen, aber er braucht es nicht. Die Abbildung der Daten ist im Ver-
gleich zu RPC, wie z. B. durch das SOAP Encoding, nicht vorgegeben, sie kann hier
wesentlich flexibler durchgeführt werden.
4.2.3 Aufbau einer SOAP-Nachricht
Eine SOAP-Nachricht besteht aus einem strukturierten XML-basierten Teil – Envelope
(Umschlag) genannt – und optionalen Anhängen in beliebigen, auch binären Formaten.
Als Unterelement von Envelope kann ein Header auftreten, welcher optional ist, und,
falls vorhanden, das erste Unterelement von Envelope sein muss. Der Envelope muss
ein Unterelement Body enthalten, welches, falls der Header nicht vorhanden ist, erstes
Unterelement von Envelope sein muss, andernfalls muss es direkt auf den Header folgen.
Die Struktur einer SOAP-Nachricht ist in Abbildung 4.2 dargestellt.
Der Body enthält die anwendungsspezifischen Nutzdaten für Request-/Response-
Nachrichten oder ein Fault-Element in der Response-Nachricht zur Rückgabe von In-
formationen in einer Fehlersituation.
Aufgabe des Headers ist es, Informationen aufzunehmen, die außerhalb der Semantik
der Nutzdaten im Body liegen. Er dient zur Aufnahme von zusätzlichen Angaben, wie
die Nachricht verarbeitet werden soll. Die gängigen Anwendungsfelder liegen in der
Transaktionsverarbeitung, Mechanismen zur Sicherheit (Authentifizierung, Verschlüs-
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selung, digitale Signaturen), dem Sitzungsmanagement und dem Message Routing.
Eine einfache Nachricht für einen dokumentenorientierten Web-Service besteht aus dem
Envelope, der nur das Body-Element beinhaltet, welches wiederum nur das auszutau-
schende XML-Dokument enthält.
4.3 WSDL
Die Web Service Description Language (WSDL) wird verwendet, um zu beschreiben,
was ein Web-Service an Funktionen bereitstellt, wo er sich befindet und wie er aufge-
rufen werden kann [62].
In diesem Abschnitt soll zunächst der Aufbau eines WSDL-Dokuments dargestellt wer-
den. Anschließend erfolgt eine Betrachtung, wie in WSDL die verschiedenen Aspekte
des RPC- und des dokumentenorientierten Ansatzes ausgedrückt werden, und welche
Auswirkungen dies auf die Struktur der SOAP-Nachrichten hat.
4.3.1 Aufbau eines WSDL-Dokuments
Ein WSDL-Dokument ist aus den folgenden Teilen aufgebaut [18]:
• Types: enthält Definitionen von Datentypen in einer geeigneten Typdefinitions-
sprache (meist W3C XML Schema)
• Message: abstrakte, typisierte Definition der (Anwendungs-)Daten, die ausge-
tauscht werden sollen
• Operation: abstrakte Beschreibung einer Aktion, die vom Web-Service angebo-
ten wird
• Port Type: abstrakte Menge von Operationen
• Binding: konkrete Spezifikation eines Protokolls und Datenformats für einen
bestimmten Port Type
• Port: eine Kombination von Binding und einer Netzwerkadresse zur Definition
eines Endpoints (Instanz eines Web-Service, deren Adresse, Protokolle und Da-
tenformate bekannt sind)
• Service: eine Sammlung verwandter Ports
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Die genannten Teile von WSDL lassen sich auf Modelle der objektorientierten Program-
mierung (z. B. in Java) übertragen und werden bei der Verwendung von RPC auch in
dieser Form abgebildet.
• Types entspricht der Definition von Klassen mit öffentlichen Attributen ohne
Methoden (außer zur Manipulation der Attribute)
• Message ist eine Liste von benannten Teilen einer Nachrichten mit zugewiesenen
Datentypen und entspricht damit der Parameterliste einer Methode
• Operation entspricht der Deklaration einer Methode in einem Java Interface
• Port Type entspricht einem Java Interface (Definition einer Menge von verwand-
ten Methoden)
• Binding kann als Implementierung eines Interfaces in Form einer Klasse betrach-
tet werden
• Service kann als Menge von verwandten Implementierungsklassen aufgefasst wer-
den, die in einem Paket zusammengefasst sind
4.3.2 Web-Service-Stile: Dokumenten- oder RPC-orientiert
Die Ansätze aus Abschnitt 4.2.2 sollen an dieser Stelle im Zusammenhang mit WSDL
und den konkreten Ausbildungen der SOAP-Nachrichten betrachtet werden.
Die WSDL-Spezifikation (Version 1.1) definiert zwei verschiedene Stile für SOAP-
Nachrichten: RPC und Document. Sie unterscheiden sich darin, wie der Inhalt
des Body-Teils der SOAP-Nachricht aufgebaut ist und wie dieser zu interpretieren
ist [59,16].
• Document: Der Body enthält ein oder mehrere Unterelemente, die Parts genannt
werden. Jedes von ihnen kann beliebigen XML-Inhalt aufnehmen.
• RPC: Der Body enthält genau ein Unterelement, welches den gleichen Namen wie
die aufzurufende Methode besitzt. Dieses Element enthält wiederum ein Element
für jeden Parameter der Methode.
Weiterhin sind zwei Formate für die Kodierung der Daten möglich, also wie die Daten
auf XML-Strukturen in der SOAP-Nachricht abgebildet werden sollen (Serialisierung).
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• Encoded (SOAP encoding): Abschnitt 5 der Spezifikation von SOAP 1.1 ent-
hält eine Reihe von Regeln, die angeben, wie Objekte, Strukturen, Arrays und
Objektgraphen mit Anwendungsdaten in XML serialisiert werden sollen. Die Ver-
wendung von SOAP Encoding erfolgt fast ausschließlich in Zusammenhang mit
dem RPC-Stil.
• Literal: Die Daten werden entsprechend eines Schemas (meist als W3C XML
Schema) serialisiert. Im Zusammenhang mit dem RPC-Stil wird das Schema aus
der Struktur vorhandener Programmklassen abgeleitet. Bei Verwendung des Stils
Document ermöglicht Literal eine freie Schemadefinition, weil direkt XML-Daten
verarbeitet werden können.
Russel Butek vergleicht in seinem Artikel [16] die verschiedenen Kombinationsmög-
lichkeiten der beiden Stile und Kodierungsarten. Daneben zieht er auch die Varian-
te Document/literal wrapped in seine Betrachtungen mit ein, wobei der Body-Teil
der SOAP-Nachricht nur noch ein Element enthält und dessen Name der zugehörigen
Operation entspricht. Document/literal wrapped wurde ursprünglich von Microsoft als
schemakonforme Nachbildung von RPC/literal eingeführt und ist der Standard-Stil im
Microsoft .NET Framework.
Üblicherweise werden die Kombinationen RPC/encoded und Document/literal verwen-
det. RPC/encoded war der ursprüngliche Ansatz für den Einsatz von Web-Services
zum Aufruf von entfernten Methoden. Die Herstellervereinigung WS-I 2 empfiehlt aber
mittlerweile aus Gründen der Interoperabilität mit dem Basic Profile Version 1.0 [9]
die Verwendung des Serialisierungstyps literal. Es ist abzusehen, dass sich dieser Typ
in zukünftigen Entwicklungen durchsetzen wird.
An dieser Stelle ist anzumerken, dass die Wahl eines bestimmtes Stils und einer Kodie-
rung für die Schnittstelle eines Web-Service nicht zwangsläufig eine bestimmte Imple-
mentierungsform impliziert. Ein gutes Beispiel ist die Kombination Document/literal,
die sich zunehmend, auch mit Einfluss der Arbeit des WS-I, als Standardform für
Implementierungen durchsetzt, die dem RPC-Modell folgen. Ebenso kann die gleiche
Kombination aber auch für die direkte XML-Verarbeitung nach dem dokumentenori-
entierten Ansatz gewählt werden.
2 Web Services Interoperability Organization
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Wahl von Document/literal als Kandidat für dokumentenorientierte
Web-Services
Für die Entwicklung von dokumentenorientierten Web-Services, wie sie in dieser Arbeit
u. a. zur Anbindung der Wrapper verwendet werden sollen, ist Document/literal aus
folgenden Gründen die günstigste Wahl.
Die Wahl des Stils Document ist damit zu begründen, dass der Umfang der Daten in den
Nachrichten über die Übergabe von eher einfachen Methodenparametern hinausgehen
soll. Vielmehr soll der Austausch von komplex strukturierten Nachrichten möglich sein,
wie sie für den Anwendungsfall des Recherchesystems notwendig erscheinen.
Es ergibt sich eine hohe Portabilität und Ausdrucksmächtigkeit durch die Verwendung
von Nachrichten, die vollständig durch ein XML-Schema definiert sind und sich auch
dahingehend überprüfen lassen.
Vergleichbar mit der Wrapped-Variante werden nachfolgend einige Richtlinien getroffen,
die normalerweise bei Verwendung von Document/literal nicht erforderlich sind, jedoch
die Verarbeitung der Nachrichten erleichtern.
Zum einen sind die Wurzelelemente der Nachrichten im XML-Schema als globale Ele-
mente zu definieren und im Message-Teil von WSDL als solche zu referenzieren. Diese
Vorkehrung entspricht den Regeln R2204 und R2206 des WS-I Basic Profile Version
1.0 [9].
Zusätzlich enthält jede auszutauschende SOAP-Nachricht nur genau ein Unterelement
im Body3, wie es auch in Regel R2210 im WS-I Basic Profile gefordert wird.
Die Kombination der Literal-Kodierung mit dem globalen Element des Schemas, wel-
ches außerdem noch der einzige Inhalt des Bodys ist, ermöglicht es, den Nutzteil der
SOAP-Nachricht als XML-Dokument zu interpretieren, welches vollständig durch das
Schema der WSDL-Datei definiert ist. An dieser Stelle ist am ehesten ersichtlich, warum
von dokumentenorientierten Web-Services die Rede ist.
Weiterhin werden für jede Operation Nachrichten verwendet, deren Wurzelelemen-
te einen für die jeweilige Operation eindeutigen Namen tragen. Damit ist es mög-
lich, ohne größere Analyse der Nachrichten auf die verarbeitende Operation zu schlie-
ßen. Beispielsweise kann man für die Operation Search das Wurzelelement für
die Anfrage-Nachricht mit SearchRequest und für die Antwort-Nachricht mit
SearchResponse bezeichnen.




Der nachfolgende Abschnitt beschäftigt sich mit Apache Axis – einem Open-Source-
Framework zur Entwicklung von SOAP-basierenden Web-Services und deren Clients für
die Java-Plattform [3]. Axis eignet sich sowohl für die Entwicklung von Diensten auf
Server-Seite, als auch die Nutzung auf Client-Seite. In dieser Arbeit soll Axis vorwiegend
zur Entwicklung der serverseitigen Web-Service-Implementierung verwendet werden.
Axis ist aus dem Apache SOAP-Projekt hervorgegangen, welches wiederum auf Ba-
sis von IBMs SOAP4J entwickelt wurde. Wichtige Gründe für die Neuentwicklung
waren Performanzgewinne bei der Verarbeitung von SOAP-Nachrichten, eine erhöhte
Flexibilität durch einen klareren Aufbau der Komponenten und die Möglichkeit der
Erweiterung dieser, erhöhte Stabilität der Komponenten für Entwickler durch stärke-
re Trennung von Schnittstellen und Implementierungen, Möglichkeit der Entwicklung
von wiederverwendbaren Sammlungen von universell einsetzbaren Komponenten, Ab-
straktion des verwendeten Transportmechanismus (HTTP, SMTP, FTP), direkte Un-
terstützung von WSDL zur Erzeugung von Hilfsklassen (Stubs) auf Client-Seite und
Möglichkeit des WSDL-Exports von bereits in Axis laufenden Web-Services.
Für den serverseitigen Einsatz von Axis gibt es zwei Möglichkeiten. Sehr einfache Web-
Services können über einen integrierten eigenständigen Server zur Verfügung gestellt
werden. Der gängige Fall ist aber, dass Axis in Form eines Servlets [42] in einen J2EE
Application Server integriert wird. Für diese Arbeit wurde zu diesem Zweck Apache
Tomcat [6] verwendet.
4.4.1 Implementierung von dokumentenorientierten Web-Services
Der direkt auf XML ausgelegte Entwurf bei Verwendung von dokumentenorientierten
Web-Services setzt sich auch bei der Implementierung fort. Eine Konvertierung der
Nachrichten in anwendungsspezifische Objektstrukturen findet hier im Gegensatz zu
RPC nicht mehr automatisch statt. Die aufgerufenen Methoden zur Verarbeitung der




public Element[] method(Element[] bodies);
public SOAPBodyElement[] method(SOAPBodyElement[] bodies);
public Document method(Document body);
public void method(SOAPEnvelope req, SOAPEnvelope resp);
Abbildung 4.3: Methodensignaturen für dokumentenorientierten Web-Services in Axis
Methoden-Signaturen der Implementierungsklassen
Axis sieht für diese Methoden vier mögliche Signaturen vor, die in Abbildung 4.3 auf-
geführt sind.
Die ersten beiden Formen übergeben jedes Unterelement des Body-Teils der Nach-
richt separat in Form eines Feldes. Der Inhalt der Antwortnachricht wird über die
Rückgabewerte der Methoden in der gleichen Form gebildet. Bei Verwendung der drit-
ten Variante wird der Unterbaum des ersten Unterelements des Body-Teils extrahiert
und als DOM-Dokument übergeben. Das von dieser Methode zurückgegebene DOM-
Dokument stellt den Inhalt des Body-Teils der Antwortnachricht dar. Den Zugriff auf
die komplette SOAP-Nachricht, also Body- und Header-Teil, ermöglicht die letzte Me-
thodenform. Die Datentypen Element und Document stammen aus der DOM-API,
SOAPBodyElement und SOAPEnvelope aus der SAAJ-API, die in Abschnitt 4.5
noch näher betrachtet werden soll.
Registrierung des Web-Service
Nach der Erstellung der Implementierungsklasse des Web-Service muss diese nebst
ihrer Abhängigkeiten in den Servlet-Container kopiert werden. Damit die Klasse fortan
als Web-Service genutzt werden kann, ist eine Registrierung in der Axis-Umgebung
notwendig. Die Registrierung eines dokumentenorientierten Web-Service in Axis erfolgt
durch den Einsatz einer WSDD-Datei4 [8], die grob dem Beispiel in Abbildung 4.4 folgt.
Der Parameter className legt den vollständigen Namen der Implementierungsklas-
se des Web-Service fest. allowedMethods ist eine durch Komma und Leerzeichen
getrennte Liste von Methodennamen, die aufgerufen werden können. Alternativ kann
auch value="*" angegeben werden, dann sind alle Methoden zulässig.
Mit dem Parameter scope kann festgelegt werden, über welchen Zeitraum eine Instanz
der Implementierungsklasse verwendet werden soll. Im Beispiel sind die 3 möglichen














Abbildung 4.4: Aufbau einer WSDD-Datei für dokumentenorientierten Web-Services in
Axis
Angaben aufgeführt: Request erzeugt für jeden Methodenaufruf eine neue Instanz,
Session nutzt eine Instanz für eine Benutzersitzung, also eine Reihe von aufeinan-
derfolgenden Methodenaufrufen eines Clients, Application schließlich verwendet für
alle Methodenaufrufe eine einzelne Instanz.
Verfügt die Implementierungsklasse über genau eine öffentliche Methode, die einer der
Formen aus Abbildung 4.3 auf der vorherigen Seite entspricht bzw. wird nur eine solche
Methode im Parameter allowedMethods in der WSDD-Datei angegeben, werden alle
Nachrichten an diese Methode weitergeleitet. Entsprechen mehrere Methoden diesen
Anforderungen, so wird bei einem Aufruf die Methode gewählt, deren Name mit dem
Namen des ersten Elements des Body-Teils übereinstimmt.
Für die Verarbeitung und Erzeugung von XML-Dokumenten existiert eine Reihe von
APIs. Mithilfe von SAX und DOM ist es möglich, auf unterster Ebene auf alle XML-
Bestandteile wie Elemente, Attribute, Textbausteine, usw. zuzugreifen. Die genannten
APIs sind zwar sehr mächtig, jedoch erfordern sie einen relativ großen Entwicklungsauf-
wand. Vielfach ist es einfacher, mit Java-Objekten zu arbeiten, als durch entsprechende
Methoden direkt auf XML-Dokumente zuzugreifen. Die Lücke zwischen XML und Java-
Objekten versuchen die XML-Binding-Ansätze zu schließen. In Abschnitt 4.6 wird mit
JAXB eine populäre Entwicklung in dieser Richtung aufgezeigt.
Nachdem dargestellt wurde, wie serverseitig ein dokumentenorientierter Web-Service
mithilfe von Axis realisiert werden kann, soll der nächste Abschnitt eine Möglichkeit
des clientseitigen Aufrufs von Web-Service-Operationen zeigen.
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4.5 Aufruf dokumentenorientierter Web-Services mit SAAJ
SAAJ, das für SOAP with Attachments API for Java steht, stellt eine komfortable
API zur Konstruktion von SOAP-Nachrichten bereit, ohne dass der Benutzer direkt
mit XML in Berührung kommt [61]. SAAJ wurde im Rahmen des Java Community
Process5 entwickelt und ist Teil der J2EE-Platform und des Java Web Service Developer
Packs. Neben der Definition der API wurde eine Referenz-Implementierung geschaffen,
die aber auch gegen andere, wie z. B. Apache Axis, ausgetauscht werden kann.
Es werden sowohl Funktionen zur Konstruktion und Manipulation aller Bestandteile
einer SOAP-Nachricht, als auch die Möglichkeit Nachrichten über HTTP zu versenden,
bereitgestellt. Davon wird im nächsten Unterabschnitt Gebrauch gemacht, wenn ein
generischer Client für dokumentenorientierte Web-Services aufgesetzt wird.
Die bereitgestellte API ist sehr nahe an SOAP angelehnt. Die einzelnen Strukturele-
mente einer Nachricht (Envelope, Body, Header, Attachments) wurden in SAAJ auf
Java-Schnittstellen abgebildet. Entsprechende Methoden erlauben die Manipulation der
Struktur und das Setzen von Eigenschaften. Eine eher mühselige Manipulation durch
XML-Schnittstellen wie z. B. DOM ist damit nicht mehr notwendig.
SAAJ ist die Basis für eine Reihe weiterer APIs aus dem Java-Web-Services-Umfeld.
Mit Java API for XML Messaging (JAXM) werden höhere Funktionen für dokumenten-
orientierte Web-Services bereitgestellt. Dazu gehört u. a. das Senden und Empfangen
von asynchronen Nachrichten und auch die gesicherte Zustellung. Bei Verwendung des
SAAJ-Clients ist nur ein synchroner Austausch nach dem Request/Response-Muster
möglich.
Die Java API for XML-Based RPC (JAX-RPC) ermöglicht die Implementierung von
Web-Services und deren Clients bei Verwendung des RPC-Programmiermodells. Im Ge-
gensatz zu SAAJ wird die Protokollschicht (SOAP, HTTP, usw.) vollständig gekapselt.
Die Zwischenschichten zur Abbildung von Methodenschnittstellen auf Web-Services für
den Client (Stubs) und den Server (Skeleton) können von Werkzeugen automatisch er-
zeugt werden.
JAX-RPC wird für dokumentenorientierte Web-Services nicht benötigt und soll daher
auch nicht näher betrachtet werden. Ebenso werden die höheren Funktionen von JAXM
für diese Arbeit nicht benötigt. Die beiden APIs wurden nur zur Einordnung von SAAJ
aufgeführt.
5 als Java Specification Requests (JSR 67)
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4.5.1 Realisierung eines generischen Clients
In diesem Abschnitt soll ein generischer Client für dokumentenorientierte Web-Services
entwickelt werden, der praktisch das Gegenstück zur serverseitigen Implementierung
aus Abschnitt 4.4.1 darstellt.
Im Grunde genommen ist der Client sehr einfach aufgebaut, da er nur XML-Daten
entgegennimmt und diese in SOAP-Nachrichten
”
verpacken“ bzw. nach der Kommuni-
kation mit dem Web-Service aus diesen extrahieren muss. Für diese Aufgaben ist SAAJ
das ideale Werkzeug.
Der Client soll die folgenden Aufgaben übernehmen:
1. Konstruktion einer SOAP-Nachricht für die Anfrage
2. Senden dieser Nachricht an den Web-Service und Empfang der Antwort
3. Auswertung der Antwort unter Betrachtung der beiden möglichen Fälle
• SOAP-Body enthält ein XML-Dokument der Anwendung.
• SOAP-Body enthält ein Fault-Element bei nicht erfolgreichem Dienstaufruf.
Dieses muss ausgewertet und in eine Java-Exception umgesetzt werden.
Die möglichen Methoden zur Übergabe der XML-Daten können für den Client genauso
gestaltet werden wie für den Server in Abbildung 4.3 auf Seite 36.
Als Beispiel für die Implementierung soll die Methode zur Übergabe bzw. des Empfangs
von vollständigen XML-Dokumenten unter Verwendung der DOM-API im nachfolgen-
den Quelltextauszug dienen. Die verwendeten Schnittstellen von SAAJ wurden fett
hervorgehoben.
public Document call(Document body)
throws SOAPException, RemoteException
{
// 1. Konstruktion der Anfrage-Nachricht
MessageFactory messageFactory = MessageFactory.newInstance();
SOAPMessage request = messageFactory.createMessage();
SOAPBody soapbody = request.getSOAPBody();




// 2. Kommunikation mit dem Web-Service




// Aufruf des Web-Service mit der Anfrage-Nachricht in
// request und der Netzwerkadresse in endpoint (URL-Objekt),
// Empfang der Antwort-SOAP-Nachricht in response
response = connection.call(request, getEndpoint());
} finally {
if(connection != null)
// Freigeben von Netzwerk-Ressourcen
connection.close();
}
// 3. Auswertung der Antwort-Nachricht
soapbody = response.getSOAPBody();
// Erzeugen einer RemoteException, falls Fault-Element
// in der Antwort enthalten war
handleSOAPFault(response);
// Heraussuchen des ersten Unterelements im SOAP-Body der Antwort
Iterator children = soapbody.getChildElements();
while(children.hasNext()) {
Node childnode = (Node) children.next();
if(childnode.getNodeType() == Node.ELEMENT_NODE) {









4.6 Java Architecture for XML Binding (JAXB)
Nachdem in den vorherigen Abschnitten ein mögliches Grundgerüst für den Umgang
mit dokumentenorientierten Web-Services auf Client- und Server-Seite dargestellt wur-
de, soll in diesem Teil eine Möglichkeit vorgestellt werden, wie XML-Daten recht be-
quem verarbeitet werden können.
Der traditionelle Weg, XML-Daten in Java zu verarbeiten, geht über die Benutzung
von Standard-APIs wie DOM oder SAX. Häufig werden bei der Verarbeitung von XML
Klassen händisch entwickelt, die versuchen, die XML-Struktur auf Java-Ebene abzubil-
den (XML Binding). Ergänzt werden diese um Module, die eine Konvertierung der Ob-
jekte in XML (Marshalling) bzw. der XML-Daten in Objekte (Unmarshalling) durch-
führen. Jedoch ist eine darartige Vorgehensweise, gerade bei komplexen Dokumenten,
oft fehleranfällig, wegen der händischen Erstellung sehr aufwändig und unflexibel bei
anstehenden Anpassungen der XML-Strukturen [22].
Mit der Java Architecture for XML Binding (JAXB) wurde vergleichbar mit SAAJ im
Rahmen des Java Community Process6 eine Architektur entwickelt, welche den Ent-
wickler von den oben genannten Lasten befreien soll. Es ist nicht mehr notwendig,
mit den XML-Daten direkt zu arbeiten. Die Abbildung der XML-Daten auf entspre-
chende Objekt-Strukturen und die dafür notwendigen Konvertierungen (Marshalling/
Unmarshalling) werden von JAXB abgedeckt.
JAXB ist Teil des Java Web Service Developer Packs (JWSDP) und besteht aus drei
Komponenten:
1. Einem Schema-Compiler. Dieser liest ein XML-Schema ein und erzeugt daraus
ein äquivalentes Java-Objekt-Modell.
2. Einer Klassenbibliothek (API) zur Kopplung des vom Schema-Compiler generier-
ten Codes und der eigentlichen Anwendung. Die Schnittstellen der Bibliothek sind
durch die JAXB-Spezifikation festgelegt. Die Implementierung der Funktionali-
täten ist herstellerabhängig und bleibt dem Benutzer verborgen. Die Bibliothek
wird zur Laufzeit des Programms benötigt.
3. Eine Binding Language (XML-basierte Sprache) zur Steuerung der vom Schema-
Compiler erzeugten Strukturen in Form von Binding-Definitionen, die sowohl als
eigenständiges Dokument als auch in Form von Anmerkungen (Annotations) im
6 als Java Specification Requests (JSR 31)
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XML-Schema dem Compiler zugänglich gemacht werden können.
Der Schema-Compiler erzeugt Java-Interfaces und Implementierungsklassen. Die In-
terfaces werden gemäß JAXB-Spezifikation – unter eventueller Zuhilfenahme einer
Binding-Definition – aus dem Schema erzeugt und repräsentieren die darin enthalte-
nen globalen Elemente und Typdefinitionen. Die Implementierungsklassen des Objekt-
Modells sind herstellerabhängig und werden daher nicht direkt benutzt. Vorteilhaft
an dieser Trennung ist, dass die JAXB-Implementierung beliebig ausgetauscht werden
kann, ohne dass Anpassungen am Anwendungsprogramm notwendig wären. Unter den
erzeugten Klassen befindet sich auch eine mit dem Namen ObjectFactory , wel-
che Fabrikmethoden bereitstellt, mit deren Hilfe Instanzen der Java-Interfaces erzeugt
werden können, und die damit die Verbindung zwischen den Interfaces und Implemen-
tierungsklassen herstellt.
Die Grundfunktionen der JAXB-API sind (siehe auch Abbildung 4.5 auf der nächsten
Seite):
1. Unmarshalling: Konvertierung von XML-Dokumenten in Objekte
2. Marshalling: Konvertierung von Objekten in XML-Dokumente
3. Validierung: Prüfung von Objekten auf Übereinstimmung der Daten mit den
Regeln des Schemas (Datentypen, Kardinalitäten, usw.)
Eine Prüfung der Schema-Konformität findet beim Unmarshalling statt. Manche Prü-
fungen sind für den Prozess unbedingt notwendig. Dazu gehört z. B. der Test, ob die
beim Einlesen von XML auftretenden Unterelemente an der jeweiligen Stelle zuläs-
sig sind, oder die Datentypen der Attribut- und Textwerte dem Schema entsprechen.
Andere Prüfungen sind zum Zeitpunkt des Unmarshalling bei der Konstruktion der
Objekte nicht zwangsläufig notwendig. Sie können nachträglich über eine Validierung
durchgeführt oder bereits beim Unmarshalling optional erzwungen werden.
Es ist möglich, Objekte in diesem Modell zu erzeugen, die nicht mehr vollständig dem
Schema entsprechen. Z. B. kann ein Attribut laut Schema eine positive Ganzzahl er-
warten. Da Java aber keine vorzeichenlosen Ganzzahlen als einfache Datentypen unter-
stützt, aber das XML-Attribut auf einen solchen Typ abgebildet wurde, ist es möglich,
einen negativen Wert in das Objekt einzutragen. Durch eine jederzeit mögliche Validie-
rung können Objekt auf solche Missstände hin untersucht werden. Insbesondere direkt
vor dem Marshalling sollte eine Validierung durchgeführt werden, um sicherzustellen,




































4.6.1 Integration von JAXB in die Entwicklung von dokumentenorientierten
Web-Services
Die Entwicklung von dokumentenorientierten Web-Services ist in den Abschnitten 4.4.1
(Server) und 4.5.1 (Client) jeweils an einem Punkt stehengeblieben, an dem direkt mit
XML-Daten gearbeitet werden muss. Unter Zuhilfenahme von JAXB kann nun die
Verarbeitung der Anwendungsdaten innerhalb der Implementierungsklasse des Servers
bzw. um den Aufruf herum im Client wesentlich einfacher gehandhabt werden.
Für die Entwicklung des Web-Service auf der Seite des Dienstanbieters sind die folgen-
den Schritte notwendig.
Entwurf eines Schemas
Zunächst ist ein XML-Schema zu entwerfen, welches die über den Web-Service auszu-
tauschenden Daten widerspiegelt. Für die Ein- und Ausgabenachrichten der Operatio-
nen sind globale XML-Elemente zu entwerfen, innerhalb derer alle notwendigen Daten
der Nachrichten definiert sind. Wegen der Verwendung des Request/Response-Musters
sind pro Operation so jeweils zwei Elemente notwendig. Für deren Namen bietet es sich
an, den Namen der zugehörigen Operation um das Suffix Request bzw. Response zu
ergänzen.
Erzeugen des Objektmodells
Im nächsten Schritt ist das Schema durch den Schema-Compiler und unter eventuellem
Einsatz von Binding-Definitionen bzw. -Anmerkungen in das Java-Objektmodell zu
übersetzen.
Entwurf des WSDL-Dokuments
Das entworfene XML-Schema wird in den Abschnitt der Typdefinitionen des WSDL-
Dokuments eingefügt. Die Nachrichten sind so zu entwerfen, dass sie nur aus jeweils
einem Teil bestehen, der wiederum das zugehörige globale XML-Element aus dem Sche-
ma referenziert. Wie in Abschnitt 4.3.2 auf Seite 34 bereits ausgeführt wurde, ist für




Entwicklung der Implementierungsklasse des Web-Service
Nachfolgend soll ein Muster verwendet werden, welches bei der Verarbeitung von
Anfrage-Nachrichten in dokumentenorientierten Web-Services verwendet werden kann.





Für die Registrierung des Web-Service in Apache Axis ist in der WSDD-Datei (sie-
he Abschnitt 4.4.1) diese Methode als einzige anzugeben. Alle Web-Service-Aufrufe
werden damit zunächst an diese Funktion weitergeleitet. Nachfolgend wird diese als
Dispatcher-Methode bezeichnet. Erst die Auswertung der übergebenen XML-Daten
durch die Dispatcher-Methode wird ergeben, welche Operation auszuführen ist. We-
gen der Einschränkung auf eindeutige Wurzelelemente beim Entwurf der Web-Service-
Schnittstelle genügt an dieser Stelle die Auswertung dieser zur Bestimmung der auszu-
führenden Operation.
Innerhalb der Dispatcher-Methode sind die folgenden Schritte notwendig (siehe auch
Abbildung 4.7 auf der nächsten Seite):
1. Erzeugen eines Unmarshallers und Aktivierung der vollständigen Validierung
während des Einlesens.
2. Durchführung des Unmarshallings der XML-Daten im Parameter request .
Als Ergebnis erhält man zunächst ein untypisiertes Java-Objekt oder eine Excep-
tion für den Fall, dass ungültige XML-Daten übergeben wurden. Das zurückge-
lieferte Objekt kann durch Verwendung der instanceof -Anweisung von Java
fallweise auf Implementierung eines vom Schema-Compiler erzeugten Interfaces
geprüft werden. Für jedes globale Element des Schemas gibt es ein eindeutig zu-
gehöriges Interface. Da das Schema so entworfen wurde, dass zu jeder Operation
ein eigenes globales Elementepaar gehört, kann durch die Typprüfung die jeweili-
ge Operation zugeordnet werden. Anschließend ist es möglich, den Aufruf an eine
andere Methode weiterzuleiten, die nur noch auf den Objekten operiert und die
eigentliche Programmlogik enthält. Als Ergebnis dieser Methode wird ein Rück-

































dieser Stelle, die eigentliche Programmlogik nicht in die Implementierungsklasse
des Web-Service aufzunehmen und stattdessen den Aufruf an ein weiteres Objekt
zu übergeben. Vergleiche dazu auch das Entwurfsmuster Business Delegate [1].
3. Auf dem Rückgabeobjekt wird eine Validierung zur Sicherstellung der Schema-
konformität durchgeführt.
4. Durchführung des Marshallings und Rückgabe des resultierenden XML-
Dokuments.
Die restlichen Schritte wie Entwicklung eines Deployment-Descriptors für Apache Axis
und Installation auf dem Application-Server werden wie in Abschnitt 4.4.1 durchge-
führt.
Schritte zur Entwicklung eines Clients
Unter Verwendung des generischen Clients aus Abschnitt 4.5.1 sind auf Client-Seite die
folgenden Schritte notwendig.
1. Extrahieren des Schemas aus dem WSDL-Dokument
2. Erzeugen der JAXB-Klassen durch Aufruf des Schema-Compilers
3. Konstruktion des Objektes der Eingabenachricht
4. eventuell Validierung dieses Objekts vor Aufruf der Operation
5. Marshalling des Objekts in XML-Daten
6. Aufruf des Web-Service unter Verwendung des generischen Clients aus Abschnitt
4.5.1.
7. Unmarshalling des zurückgegebenen XML-Dokuments
8. Prüfung auf erwarteten Objekttyp durch instanceof -Anweisung um die Rück-
gabe falscher Dokumententypen zu erkennen




An dieser Stelle sei noch bemerkt, dass bei Verwendung von JAXB sehr wenig Pro-
grammcode notwendig ist. Die oben aufgeführten Schritte lassen sich jeweils in ein
oder zwei Anweisungen programmieren. Der aufwendige Teil der Entwicklung steckt
in der Erstellung des Schemas und der WSDL-Datei, bei der Programmierung in Java
kann man sich im Wesentlichen auf die eigentliche Programmlogik konzentrieren.
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5.1 DBLP
In diesem Abschnitt soll nun ein Wrapper für die Quelle DBLP entwickelt werden. Als
Ausgangspunkt dient die Sammlung aller erfassten bibliografischen Sätze in Form eines
XML-Dokuments [10], welches online abrufbar ist. Der Zugriff auf die benötigten Infor-
mationen des XML-Dokuments gestaltet sich auf Dateiebene relativ schwierig und ist
aus Mangel an geeigneten Indexstrukturen wenig performant. Aus diesem Grund wer-
den die enthaltenen Daten in eine relationale Datenbank importiert (Abschnitt 5.1.2).
Die später an den Wrapper gestellten Suchanfragen umfassen die Angaben von Ti-
tel, Autorennamen und die Einschränkung nach Erscheinungsjahren. Die Suche in den
Textfeldern soll dabei auch ungenau erfolgen können. Der Titel bzw. die Namen der
gesuchten Autoren in der Suchanfrage müssen nicht zwangsweise vollständig mit den
Angaben eines bibliografischen Satzes übereinstimmen, um zu einem Treffer zu führen.
Wegen dieser Anforderung soll für den Wrapper ein Volltextindex verwendet werden,
über welchen die Suchanfragen beantwortet werden können. Leider verfügen nur sehr
wenige Datenbanksysteme von Haus aus über die Möglichkeit, einen Volltextindex an-
zulegen. Daher kommt für diesen Ansatz hier eine externe Lösung zum Einsatz, bei
der die Suchanfragen unabhängig von der Datenbank beantwortet werden können. Die
Pflege und Aktualisierung des Volltextindex erfolgt durch ein zusätzliches Programm,
welches manuell oder periodisch aufgerufen den Index mit den neuesten Daten aus der
relationalen Datenbank versorgt (Abschnitt 5.1.3).
Der eigentliche Web-Service nimmt die Suchanfragen entgegen und reicht diese an den
Volltextindex weiter. Dieser erzeugt als Ergebnis eine Liste von Treffern, die u. a. den
Primärschlüssel des bibliografischen Satzes in der relationalen Datenbank enthalten.
Unter Verwendung dieses Schlüssel ist es anschließend möglich, die verbleibenden bi-
bliografischen Angaben der Treffer aus der relationalen Datenbank abzurufen. Aufgabe
des Web-Service ist neben der Kommunikation mit dem Volltextindex und der relatio-
nalen Datenbank die Kombination der Daten, sowie die Transformation der Ergebnisse
in das Schema des Web-Service (Abschnitt 5.1.4).
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Abbildung 5.1: Komponenten des DBLP-Wrappers
5.1.1 Struktur der XML-Daten
Die XML-Daten von DBLP sind durch eine DTD strukturiert (siehe Anhang B.2 auf
Seite 122). In deren Aufbau sind grundsätzlich drei Ebenen erkennbar.
Auf der obersten Ebene, durch das Wurzelelement <dblp> eingeleitet, befin-
den sich die jeweiligen bibliografischen Sätze. Sie werden durch die Elemente
<article> , <inproceedings> , <proceedings> , <book> , <incollection> ,
<phdthesis> , <mastersthesis> oder <www>dargestellt. Aus dem Namen der
Elemente lassen sich bis auf Ausnahme von <www>die Publikationstypen ableiten, wie
sie von BibTEX festgelegt werden (sieheAbschnitt 3.1).
Alle Elemente zur Einleitung der bibliografischen Sätze enthalten zusätzlich zwei Attri-
bute. Der Primärschlüssel eines Satzes in der DBLP-Datenbank wird als Attribut key
abgebildet.
Das Attribut mdate enthält das Datum der letzten Änderung dieses Datensatzes im
Format JJJJ-MM-TT mit konstanter Feldbreite. Unter Verwendung dieser Angabe ist
es beim Import der Daten in die relationale Datenbank möglich, eine inkrementelle Ak-
tualisierung durchzuführen. Damit ergibt sich ein wesentlicher Geschwindigkeitsvorteil
bei dem Abgleich der Daten, da nur die in der XML-Datei geänderten Datensätze in
die Datenbank übertragen werden müssen.
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Das Element <article> kann noch zwei weitere Attribute besitzen: reviewid und
rating . Diese haben jedoch keine Bedeutung für die bibliografischen Angaben und
werden daher im weiteren Verlauf nicht verwendet.
Felder mit bibliografischen Angaben
Unterhalb der Elemente für die bibliografischen Sätze werden die Felder mit den biblio-
grafischen Angaben zu der Publikationen festgelegt (zweite Ebene). Die Menge der mög-
lichen Unterelemente besteht aus <author> , <editor> , <title> , <booktitle> ,
<pages> , <year> , <address> , <journal> , <volume> , <number> , <month> ,
<url> , <ee> , <cdrom> , <cite> , <publisher> , <note> , <crossref> , <isbn> ,
<series> , <school> und <chapter> .
Verweise auf Volltexte
Das Feld <ee> verweist in Form eines WWW-Links auf eine externe Ressource, die zum
Volltext der Publikation führt. Die Angabe kann einen relativen Link enthalten, womit
innerhalb der Web-Seiten von DBLP verwiesen wird. WWW-Links auf Ressourcen, die
nicht zwangsläufig zum Volltext führen, werden in DBLP über das Feld <url> erfasst.
Eventuell vorhandene Offline-Volltexte auf CD-ROM werden durch das Feld <cdrom>
ausgedrückt. Es enthält den Pfad der Volltext-Datei auf dem Medium.
Zitate von anderen DBLP-Einträgen
Falls für einen Publikationseintrag das Literaturverzeichnis elektronisch erfasst wurde,
verweisen eventuell vorhandene Felder <cite> auf die von diesem Eintrag zitierten
Publikationen. Der Wert eines solchen Feldes ist ein Publikationsschlüssel von DBLP
oder er besteht aus drei Punkten, um darzustellen, dass die entsprechende Publikation
nicht in DBLP erfasst ist. Der über dieses Feld definierte Zitierungsgraph umfasst also
nur Werke aus dem Bestand von DBLP.
Querverweise
Eine besondere Bedeutung hat das Feld <crossref> im Zusammenhang mit biblio-
grafischen Sätzen des Typs <inproceedings> . Der Wert des Feldes wird als Fremd-
schlüssel verwendet, um einen Verweis auf einen <proceedings> -Eintrag (Konferenz-
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band, in dem der Artikel erschienen ist) herzustellen. Aufgabe des <proceedings> -
Eintrags ist es, die gemeinsamen bibliografischen Angaben aller im Konferenzband ent-
haltenen Artikel aus Gründen der Datennormalisierung aufzunehmen.
Das Konzept des Crossref-Feldes wurde aus BibTEX übernommen und soll in der Imple-
mentierung des Wrappers unterstützt werden: Es werden alle Felder der übergeordneten
Einträge (<proceedings> ) übernommen, sofern sie noch nicht im untergeordneten
Eintrag (<inproceedings> ) vorhanden sind. Man kann auch sagen, dass die Felder
auf die untergeordneten Einträge vererbt werden. Eine Ausnahme wird für die Felder
<ee> und <url> vorgenommen: Sie werden auch dann vererbt, wenn sie im unterge-
ordneten Eintrag bereits vorhanden sind. Mit diesem Ansatz sollen so viele Verweise
wie möglich verfügbar gemacht werden.
Die verbleibenden Felder der bibliografischen Sätze entsprechen in ihrer Bedeutung den
gleichnamigen Merkmalen von BibTEX.
Mehrwertige Felder
Alle Elemente der Felder können laut DTD beliebig oft auftreten. In der Regel macht
ein mehrfaches Auftreten nur für die Angaben <author> , <editor> , <ee> , <url>
und <cite> Sinn. Für die beiden erstgenannten ist die Reihenfolge ihres Auftretens
von Bedeutung. Im Gegensatz zu den Feldern in BibTEX werden die Personennamen
für diese Angaben in DBLP über mehrere Felder verteilt. Es ist also darauf zu ach-
ten, dass beim Speichern in der relationalen Datenbank die ursprüngliche Reihenfolge
rekonstruierbar bleibt.
Angaben in den Feldern
Die dritte Ebene im Aufbau der DTD wird durch den Inhalt der oben aufgeführten
Elemente ersichtlich. Bis auf <title> beinhalten alle Unterelemente Text, welcher
den Wert des zugehörigen Feldes darstellt. Unterhalb von <title> kann gemischter
Inhalt auftreten (Mixed-Content, XML-Elemente und Text können sich abwechseln).
Die zusätzliche Verwendung von Elementen in diesem Zusammenhang hat den Zweck,
Formatierungen des Publikationstitels wie hoch- und tiefgestellte Zeichen, Fett- oder
Kursivschrift zu ermöglichen.
Der hier vorgestellte Wrapper und das XML-Inhaltsmodell des Mediatorsystems se-
hen allerdings keine Unterstützung für diese Formatierungen innerhalb von Attributen
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<< Unique >> + key:String
+ pubtype :String
+ mdate :String






Abbildung 5.2: objektorientiertes Modell der DBLP-Einträge
vor. Entsprechende Elemente im Mixed-Content werden beim Import in die relationale
Datenbank demnach ignoriert. Der Wert des Feldes besteht danach nur noch aus den
Textanteilen des Mixed-Contents.
Die Elemente <publisher> , <cite> und <series> verfügen weiterhin über optio-
nale XML-Attribute. Diese sollen beim Import in die relationale Datenbank übernom-
men werden.
Ableitung eines Objektmodells
In Abbildung 5.2 ist ein objektorientiertes Modell dargestellt, welches aus der XML-
Struktur der DBLP-Daten unter Berücksichtigung der oben genannten Anforderungen
abgeleitet wurde.
Publikationseinträge werden auf die Klasse PubEntry abgebildet. Das Attribut
pubtype dieser Klasse enthält den BibTEX-Typ der Publikation, also article, book,
usw., und wird aus dem Namen des zugehörigen XML-Elements abgeleitet.
Jeder dieser Einträge enthält wiederum eine geordnete Menge von Feldern, die als
Objekte der Klasse PubField bzw. einer ihrer Unterklassen dargestellt werden. Die
unterhalb von PubField definierte Hierarchie ergibt sich aus den besonderen Merk-
malen der möglichen Felder. Die Klasse PubFieldText wird für alle Felder verwen-
det, deren Inhalt als Text dargestellt wird. Instanzen der Klassen PubFieldCite ,
PubFieldPublisher und PubFieldSeries werden für die Felder <cite> ,
<publisher> bzw. <series> erzeugt, um deren zusätzliche Attribute aufnehmen
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zu können.
Im nachfolgenden Kapitel soll nun der Übergang zu einem relationalen Modell vollzogen
und sollen die Daten in einer zugehörigen Datenbank gespeichert werden.
5.1.2 Import in eine relationale Datenbank
Für die persistente Speicherung des Objektmodells aus Abbildung 5.2 auf der vorhe-
rigen Seite soll das Java-Werkzeug Hibernate [39] verwendet werden. Durch Verwen-
dung von Hibernate wird eine objektrelationale Abbildung der Daten ermöglicht. Der
eigentliche Zugriff auf die relationale Datenbank erfolgt über einen vorhandenen daten-
banksystemspezifischen JDBC-Treiber. Das Erzeugen von SQL-Anweisungen und die
Kommunikation mit dem JDBC-Treiber wird von Hibernate transparent übernommen.
Zur Zeit werden 15 Datenbanksysteme mit ihren SQL-Dialekten von Hibernate unter-
stützt. Durch diesen Grad an Abstraktion ist es sogar möglich, das Datenbanksystem
zu wechseln, ohne am Anwendungscode Änderungen vornehmen zu müssen.
Hibernate ist in der Lage Assoziationen (1:1, 1:n, n:m), Vererbung, Polymorphie und
Java Collections (Listen, Maps, Sets) auf relationale Strukturen abzubilden. Für kom-
plexe Abfragen steht mit der Hibernate Query Language (HQL) eine objektorientierte
Erweiterung von SQL zur Verfügung.
Die objektrelationale Abbildung wird durch XML-Dateien konfiguriert (Mapping-
Dateien), welche jeweils für die einzelnen Klassen bzw. Klassenhierarchien erstellt wer-
den müssen. Auf Grundlage der Mapping-Dateien lässt sich unter Verwendung des
Werkzeugs hbm2ddl ein SQL-Skript mit DDL-Anweisungen1 zur Erstellung eines Sche-
mas für das jeweils verwendete Datenbanksystem erzeugen.
In Abbildung 5.3 auf der nächsten Seite ist das durch Hibernate erzeugte relationa-
le Schema dargestellt. Die Klasse PubEntry aus dem Objektmodell wurde um das
Attribut idx ergänzt, welches verwendet wird, um anzuzeigen, ob der Volltextindex
diesen Eintrag bereits erfasst hat. Bei Einfüge- und Änderungsoperationen wird idx
auf false gesetzt. Der Volltextindex kann unter Verwendung dieser Information inkre-
mentell aktualisiert werden und braucht nicht immer vollständig aufgebaut zu werden.
1 DDL: Data Definition Language
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Abbildung 5.3: durch Hibernate erzeugtes relationales Schema von DBLP
Im weiteren Verlauf dieses Abschnittes soll nun ein Werkzeug entwickelt werden, mit
dem es möglich ist, die in XML-Form vorliegenden Daten von DBLP auszulesen und
mit der relationalen Datenbank abzugleichen.
Für das Einlesen des XML-Dokuments wird ein Parser verwendet, der sich über das
SAX-API ansprechen lässt. SAX eignet sich besonders für diesen Anwendungsfall, weil
es sich durch geringen Speicherbedarf und hohe Geschwindigkeit im Vergleich zu an-
deren Ansätzen (DOM, JAXB) auszeichnet und bei sehr großen Datenmengen, wie in
diesem Fall, wegen der stream-orientierten Verarbeitung meist unverzichtbar ist.
Abbildung 5.4 auf der nächsten Seite zeigt das Klassendiagramm des Import-
Werkzeugs.
Bei Verwendung der SAX-Schnittstelle werden während des Parsens einige zuvor re-
gistrierte Callback-Methoden eines Objektes aufgerufen, wenn der Parser bestimmte
XML-Teile durchläuft (SAX-Ereignisse). Dazu gehören u. a. Beginn und Ende eines
Elementes oder das Auftreten von Textbausteinen.
Für die sinnvolle Verarbeitung der SAX-Ereignisse ist es in der Regel erforderlich,
einen Objektzustand zu führen, der durch das Auftreten der Ereignisse und den zu-
gehörigen Aufruf der Callback-Methoden verändert wird. Aus diesem Grund wird
das Muster aus [24] implementiert, welches sich in den Klassen XMLEventElement ,
XMLEventContext , XMLEventDispatcher und XMLEventHandler wiederfin-
den lässt.
Die Klasse XMLEventDispatcher enthält die Callback-Methoden des SAX-Parsers.
Weiterhin enthält sie ein Objekt der Klasse XMLEventContext , welches den Zustand
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<< Unique >> + key:String
+ pubtype :String
+ mdate :String
+ idx :Boolean = false
+ addField (field :PubField ):void





















+ insertPub (entry :PubEntry ):void
+ deletePub (key:String ):void





+ handleTagStart (ctx :XMLEventContext ):void
+ handleTagEnd (ctx :XMLEventContext ):void








+ getElementAt (index :int ):XMLEventElement
+ getLastElement ():XMLEventElement









(from org ::xml ::sax)
DefaultHandler
(from org ::xml ::sax ::helpers )
ImportParser
+ parseXML(filename :String ):void
SAXParser













Abbildung 5.4: Klassendiagramm DBLP-Import-Werkzeug
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während des Parsens aufnimmt und durch XMLEventDispatcher verändert wird.
Der Zustand besteht aus einem Stapel von Objekten der Klasse XMLEventElement ,
die jeweils die übergeordneten XML-Elemente in einer Verschachtelung darstellen.
Durch zusätzliche Methoden ist es möglich, auf die Namen der übergeordneten Ele-
mente (qualifizierte Namen inklusive Namenräume) und deren Attribute zuzugreifen.
Die weitere Verarbeitung der SAX-Ereignisse findet durch Aufruf eines Implementie-
rungsobjekts der Schnittstelle XMLEventHandler unter Übergabe des Zustandobjek-
tes statt.
Im konkreten Fall des Import-Werkzeugs wird die Schnittstelle XMLEventHandler
durch die Klasse DBLPEventHandler implementiert. Ihre Hauptaufgabe ist
das Auswerten der SAX-Ereignisse im Zusammenhang mit dem Parserzustand
(XMLEventContext ) und die Konstruktion der DBLP-Objekte aus dem Modell.
Wie in Abschnitt 5.1.1 bereits erwähnt, ist das XML-Dokument von DBLP in drei Ebe-
nen gegliedert: Ebene 1 enthält die Einträge der Publikationen, Ebene 2 die Felder und
Ebene 3 die Werte der Felder. Durch die Auswertung der Verschachtelungstiefe wäh-
rend des Parsens durch die Methode getElementDepth() aus XMLEventContext
lässt sich auf die Ebene schließen.
Der Zugriff auf die Datenbank erfolgt indirekt durch Benutzung einer Instanz der Klasse
DBHandler , welche die Kommunikation unter Verwendung von Hibernate durchführt.
Die nachfolgende Übersicht enthält die durchgeführten Aktionen in den jeweiligen
Callback-Methoden der Implementierungsklasse DBLPEventHandler .
• Methode handleDocStart
Abruf aller Datumswerte mdate zusammen mit dem DBLP-Schlüssel key aus
der Datenbank und Aufbau einer Map key → mdate . Dies ermöglicht es zum
späteren Zeitpunkt, die Notwendigkeit einer Aktualisierung eines vorhandenen
Eintrags in der Datenbank zu erkennen.
• Methode handleTagStart
Ebene 1 (Beginn eines Publikationselements): Prüfung anhand des Attributs
mdate und der Map aus handleDocStart , ob sich der Eintrag gegenüber
der Datenbank geändert hat. Falls keine Änderung vorliegt, sind keine wei-
teren Aktionen bis zum Beginn des nächsten Publikationseintrages durchzu-
führen. Konstruiere ein Objekt vom Typ PubEntry , setzen der Objektfelder
anhand der XML-Attribute key , mdate und pubtype .
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Ebene 2 (Beginn eines Feldes): Konstruiere ein entsprechendes Objekt aus der
Klassenhierarchie unterhalb von PubField anhand des Feldnamens (gleich
Name des XML-Elementes). Übernehme erweiterte Informationen aus den
XML-Attributen für die Felder cite , series und publisher . Füge das
Objekt in die geordnete Liste der Felder in die aktuelle PubEntry -Instanz
aus Ebene 1 ein.
• Methode handleText
Ebene 3 (Wert eines Feldes): Anfügen des geparsten Textbausteins an einen
Textpuffer.
• Methode handleTagEnd
Ebene 2 (Ende eines Feldes): Kopieren des Inhalts des Textpuffers aus
handleText in die Eigenschaft value des Feldobjektes, falls dieses eine
Instanz der Klasse PubFieldText (auch Unterklassen) ist.
Ebene 1 (Ende eines Publikationseintrags): Übergebe das Objekt der Klasse
PubEntry an die Methode updatePub von DBHandler um eine Aktua-
lisierung bzw. Erstellung des Datenbankeintrags durchzuführen.
5.1.3 Indizierung der bibliografischen Daten
Für die Realisierung des Volltextindex zur Suche nach ausgewählten bibliografischen
Kriterien wurde im Rahmen der Implementierung des DBLP-Wrappers auf Apache
Lucene zurückgegriffen [5].
Lucene ist eine im Sinne der Apache License freie Bibliothek für Textindizierung und
die zugehörigen Suchmöglichkeiten [36]. Die Bibliothek wurde vollständig in Java ent-
wickelt und ist damit ausreichend portabel, um sie z. B. in Web- und Application-
Server-Umgebungen einsetzen zu können, was in Hinblick auf die Integration in den
Web-Service des Wrappers zu beachten ist. Weiterhin zeichnet sich Lucene durch eine
hohe Verarbeitungsgeschwindigkeit bzw. Skalierbarkeit aus, und lässt sich auch noch
problemlos bei mehr als einer Million Dokumenten einsetzen (DBLP umfasst bereits
um die 500.000 Dokumente).
Die Index- und Suchfunktionalität ist über eine einfache API ansprechbar, welche die
Komplexität eines solchen Suchsystems gut verbirgt. Der erzeugte Index lässt sich beim
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momentanen Implementierungsstand von Lucene im Speicher erstellen oder wird in ei-
nem Verzeichnis des Dateisystems angelegt [35]. Die API wurde jedoch so entwickelt,
dass alternative Speicherlösungen wie Datenbanksysteme oder auch im Netzwerk ver-
teilte Indizierung leicht ergänzt werden können.
Dokumente sind die primären abrufbaren Einheiten von Lucene. Sie enthalten eine
Liste von Feldern. Jedes dieser Felder besitzt einen Namen und besteht wiederum aus
einer Sequenz von Termen [38].
Für die Indizierung der DBLP-Daten wurde ein Werkzeug entwickelt, welches wie das
Import-Programm aus Abschnitt 5.1.2 mittels Hibernate und unter Verwendung des
gleichen Objektmodells auf die relationale Datenbank zugreift. Ziel des Werkzeugs ist
es, die Objekte der Datenbank (im Sinne der objektrelationalen Abbildung von Hiber-
nate) zu indizieren, deren Attribut PubEntry.idx auf false gesetzt ist. Demnach
sind dies alle Objekte, die in letzter Zeit durch das Import-Werkzeug eingefügt oder
aktualisiert wurden.
Nachfolgend sollen die notwendigen Schritte dargestellt werden, die für einen inkre-
mentellen Abgleich des Volltextindex auf Grundlage des Attributs PubEntry.idx
durchgeführt werden müssen. Falls noch kein Index existiert, muss dieser zunächst an-
gelegt und müssen alle Werte von PubEntry.idx zurückgesetzt werden. Im weiteren
Verlauf ist dann die Vorgehensweise analog zur inkrementellen Aktualisierung.
Da Lucene über keine Aktualisierungsfunktion verfügt, müssen zunächst alle Einträge
aus dem Index entfernt werden, welche in den nachfolgenden Schritten indiziert wer-
den sollen. Die Löschfunktion wird unter Angabe eines Terms durchgeführt, der aus
dem Namen eines Feldes und dem zugehörigen Wert besteht. Für den hier vorliegen-
den Anwendungsfall wird der DBLP-Schlüssel (PubEntry.key ) mit dem Feld key
verknüpft.
Die eigentliche Indizierung wird durchgeführt, indem iterativ Objekte der
Klasse PubEntry von Hibernate abgerufen werden, die dem Kriterium
PubEntry.idx=false gerecht werden.
Für jedes dieser Objekte werden die Textwerte der bibliografischen Angaben title ,
author und year abgerufen und aus ihnen Felder für Lucene erzeugt, wobei bei
mehrfacher Definition der Angabe, insbesondere bei Vorliegen verschiedener Autoren,
mehrere Felder mit gleichem Namen erzeugt werden. Zusätzlich wird zu den Feldern für
die bibliografischen Angaben noch ein Feld erzeugt, welches den DBLP-Schlüssel bein-
haltet. Spätere Suchergebnisse, die von Lucene erzeugt werden, liefern somit stets den
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DBLP-Schlüssel der Treffer, der dann verwendet werden kann, um aus der Datenbank
weitere Angaben zu den Publikationen abzurufen.
Alle oben genannten Felder werden in einem Lucene-Dokument zusammengefasst und
in den Index eingefügt. Es ist darauf zu achten, dass die Felder mit gleichem Namen
in der ursprünglichen Reihenfolge ihrer Definition in das Dokument eingefügt werden,
um beim späteren Auslesen der Werte die Ordnung zu erhalten. Nach erfolgreichem
Einfügen wird PubEntry.idx auf true gesetzt und durch Hibernate gespeichert.
5.1.4 Entwicklung des Web-Service
Für die Bereitstellung der Suchfunktionalität des Wrappers für den Mediator werden
die dafür notwendigen Operationen in Form eines dokumentenorientierten Web-Service
zur Benutzung angeboten. Die Web-Service-Schnittstelle des DBLP-Wrappers soll die
folgenden Operationen unterstützen. Ein XML-Schema der ausgetauschten Nachrichten
ist in Anhang B.3 auf Seite 124 enthalten.
Operationen und deren Parameter
Die Operation search hat zur Aufgabe, eine vom Aufrufer übergebene Suchanfrage
durch alleinige Benutzung des Volltextindex zu beantworten. Zu den Parametern dieser
Operationen (Schematyp SearchRequestType ) gehören die Angaben von
• Titel (Element title in SearchRequestType ),
• Autorenname bzw. -namen (author ),
• Intervall für die gewünschten Erscheinungsjahre (year ),
• maximaler Anzahl der Suchtreffer (length ),
• Offset in der Ergebnisliste (offset ).
Mit den beiden zuletzt genannten Parametern ist es dem Aufrufer möglich, die gesamte
Ergebnismenge durch mehrfaches Aufrufen der Operation stückweise zu ermitteln. Dies
ist besonders in Hinblick auf eine navigierbare seitenweise Auflistung der Ergebnisse
von Bedeutung.
Während der Ausführung der Operation durch den Wrapper werden die Suchkriteri-
en (Titel, Autor, Jahr) zunächst in eine Suchanfrage für den Volltextindex (Lucene)
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konvertiert. Nach der durchgeführten Suche im Index erhält man eine Menge von Doku-
menten, welche nach absteigender Relevanz sortiert sind und alle im Index gespeicherten
Felder beinhalten. Die Felder, welche zuvor im Index gespeichert wurden (Abschnitt
5.1.3), umfassen die bibliografischen Angaben der gefundenen DBLP-Einträge (Titel,
Autor(en), Jahr) und die eindeutige Kennung des Treffers (DBLP-Schlüssel).
Das Ergebnisdokument der Operation (Schematyp SearchResponseType ) enthält
eine Liste von Suchtreffern (vom Typ SearchResponseItemType ) und die Angabe
der geschätzten Gesamtzahl der Suchtreffer (Feld totalfound ). Jeder Suchtreffer
wiederum beinhaltet die bibliografischen Angaben, die aus dem Index stammen (Titel,
Autor(en), Jahr) im BibTEXML-Format
2, den DBLP-Schlüssel (refid ), die Position
des Suchtreffers in der Ergebnisliste (offset ) und ein Relevanzmaß im Intervall von
0 bis 1 (score ).
Die zweite Operation des Web-Service (Name details ) hat die Aufgabe, die detaillier-
ten bibliografischen Angaben zu den zuvor ermittelten Suchtreffern aus der Datenbank
abzufragen. Für diesen Vorgang wird der Volltextindex nicht verwendet. Der Zugriff
auf die Datenbank erfolgt, wie bisher für den Wrapper üblich, unter Verwendung von
Hibernate.
Die Eingangsnachricht dieser Operation (Schematyp DetailsRequestType ) um-
fasst eine beliebig lange Liste von DBLP-Schlüsseln, wie sie zuvor im Feld refid in
den Suchtreffern der ersten Operation enthalten waren. Mit der Referenzierung des
DBLP-Schlüssels als Fremdschlüssel in der Eingangsnachricht ist der eindeutige Bezug
zu den bibliografischen Sätzen der Datenbank herstellbar.
Die Antwortnachricht enthält für jeden Schlüssel aus der Eingangsnachricht einen Ein-
trag, welcher die bibliografischen Angaben im BibTEXML-Format und die gefundenen
Volltextverweise enthält. Die Volltextverweise werden vom Wrapper aus den DBLP-
Feldern url und ee gewonnen. Jeder Eintrag ist außerdem durch den zugehören DBLP-
Schlüssel gekennzeichnet.
Implementierung
Die Verarbeitung der Eingangsnachrichten bzw. das Erzeugen der Ausgangsnachrichten
des Web-Service werden, wie in Abschnitt 4.6.1 eingeführt, mit JAXB auf Java-Klassen
abgebildet, deren Verarbeitung sich im Vergleich zu direktem XML wesentlich einfa-
cher gestaltet. Eine durch den JAXB-Compiler erzeugte Klassenstruktur, die aus dem
2 siehe Abschnitt 3.2 auf Seite 21
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YearType
(from net ::chlab ::bse::wrapper ::dblp ::jaxb )
+ getMin ():int
+ setMin (value :int ):void
+ getMax ():int
+ setMax (value :int ):void
UrlType
(from net ::chlab ::bse::wrapper ::dblp ::jaxb )
+ getType ():String
+ setType (value :String ):void
+ getValue ():String
+ setValue (value :String ):void
SearchRequestType
(from net ::chlab ::bse::wrapper ::dblp ::jaxb )
+ getOffset ():int
+ setOffset (value :int ):void
+ getAuthor ():String
+ setAuthor (value :String ):void
+ getTitle ():String
+ setTitle (value :String ):void
Element
(from javax ::xml ::bind )
SearchRequest
(from net ::chlab ::bse::wrapper ::dblp ::jaxb )
SearchResponseType
(from net ::chlab ::bse::wrapper ::dblp ::jaxb )
+ getTotalfound ():int
+ setTotalfound (value :int ):void
DetailsResponseItemType
(from net ::chlab ::bse::wrapper ::dblp ::jaxb )
+ getRefid ():String
+ setRefid (value :String ):void
BibitemType
(from net ::chlab ::bse::bibtex ::jaxb )
SearchResponseItemType
(from net ::chlab ::bse::wrapper ::dblp ::jaxb )
+ getOffset ():int
+ setOffset (value :int ):void
+ getScore ():float
+ setScore (value :float ):void
SearchResponse
(from net ::chlab ::bse::wrapper ::dblp ::jaxb )
DetailsResponseType




(from net ::chlab ::bse::wrapper ::dblp ::jaxb )
DetailsRequest
(from net ::chlab ::bse::wrapper ::dblp ::jaxb )
DetailsResponse












Abbildung 5.5: JAXB-Klassen des DBLP-Wrappers
Schema aus Anhang B.3 auf Seite 124 generiert wurde, ist in Abbildung 5.5 dargestellt.
Die Schnittstellenklasse des Web-Service wurde nach dem Muster aus Ab-
schnitt 4.6.1 auf Seite 45 entwickelt. Eine so genannte Dispatcher-Methode nimmt
die XML-Dokumente der Eingabenachrichten aller Operationen entgegen und ver-
sucht diese durch ein JAXB-Unmarshalling zu dekodieren. Aus dem Typ der dar-
aufhin erhaltenen Java-Objekte lässt sich die angeforderte Operation ableiten. Für
den DBLP-Wrapper bedeutet dies konkret, dass beim Empfang einer Nachricht vom
JAXB-Klassentyp SearchRequestType die Operation search und beim JAXB-
Klassentyp DetailsRequestType die Operation details auszuführen ist.
Die Dispatcher-Methode wurde in der Klasse DBLPWrapperImpl realisiert (siehe dazu
auch das Klassendiagramm in Abbildung 5.6 auf der nächsten Seite).
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SearchResultItem
(from net ::chlab ::bse::wrapper ::dblp )
+ getPosition ():int
+ setPosition (value :int ):void
+ getScore ():float
+ setScore (value :float ):void
PubEntry
+ addField (field :PubField ):void
+ getFieldValues (name :String ):String[]
+ getFieldNames ():String[]
SearchResult
(from net ::chlab ::bse::wrapper ::dblp )
+ getTotalfound ():int
+ setTotalfound (value :int ):void
Session
(from net ::sf ::hibernate )
Search
(from net ::chlab ::bse::wrapper ::dblp )
+ search (request :SearchRequestType ):SearchResult






(from net ::chlab ::bse::wrapper ::dblp )
+ searchResponse (result :SearchResult ):SearchResponse






(from net ::chlab ::bse::wrapper ::dblp )
Document
(from org ::w3c ::dom )
DBLPWrapper
(from net ::chlab ::bse::wrapper ::dblp )





Abbildung 5.6: Implementierungs-Klassen des DBLP-Wrappers
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Nachdem die richtige Operation ermittelt ist, wird der Programmfluss an die Metho-
den search bzw. details der Klasse Search weitergegeben. Aufgabe dieser Klasse
ist die Implementierung des Zugriffs auf den Lucene-Index und das Abrufen von Ob-
jekten aus der Datenbank durch Hibernate. Die Methode details hat weiterhin die
Funktion, eventuelle Crossref-Attribute, wie sie in Abschnitt 5.1.1 auf Seite 51 bereits
diskutiert wurden, aufzulösen, indem die Felder der übergeordneten Einträge übernom-
men werden.
Beide Methoden erzeugen als Ergebnis eine Suchergebnisliste vom Typ
SearchResult , deren Elemente eine Spezialisierung der Datenbankeinträge
(Klasse PubEntry ) sind. Aufgabe der Spezialisierung ist die Ergänzung der Daten-
bankeinträge um die Angabe der Suchtrefferrelevanz im Feld score und der Position
in der Trefferliste. Die Position wird explizit mitgeführt, um bei nachträglichen
Sortiervorgängen im Mediator die ursprüngliche Position als Kriterium mit aufnehmen
zu können.
Für die Operation details sind die Relevanz und die Position nicht von Bedeutung,
da sie in der Regel durch eine zuvor durchgeführte Suchfunktion bereits vorliegen.
Weiterhin ist es ohne ein erneutes Abfragen des Index unter Verwendung der glei-
chen Suchanfrage nicht möglich, diese Werte zu ermitteln. Beides ist für die Operation
details nicht möglich. Aus dem einzigen Parameter der Operation, dem DBLP-
Schlüssel, lässt sich nicht auf die ursprüngliche Suchanfrage schließen. Daher haben die
Attribute score und position unbekannte Werte. Die Kombination der Angaben
aus der Suchfunktion und der Detailabfrage bleibt demnach dem Mediator überlassen.
Um die geschätzte Gesamtzahl der Suchtreffer für die Operation search zurückgeben
zu können, wurde in der Klasse SearchResult das Attribut totalfound vorgese-
hen. Wiederum ist der Wert dieses Attributs nicht für die Operation details definiert.
Der Aufbau der Einträge in der Suchergebnisliste orientiert sich, wie bereits erwähnt,
an dem hier verwendeten Objektmodell von DBLP. Es zeichnet sich u. a. dadurch aus,
dass die Felder mit den bibliografischen Angaben in Form von Schlüssel-/Wert-Paare
abgelegt sind. Der entscheidende Vorteil dabei ist, dass bei einer zukünftigen Erwei-
terung des DBLP-Schema um zusätzliche Felder diese, ohne Änderungen am Wrapper
vornehmen zu müssen, unterstützt werden können.
Die Antwortnachrichten des Wrappers verfolgen allerdings einen anderen Ansatz. Der
Metadatensatz3 eines Suchtreffers verwendet benannte Attribute, das heißt jedes Stan-
3 bibliografische Angaben in BibTEXML plus Volltextverweise
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dardfeld von BibTEXML wird durch ein Paar von Methoden (get... und set... )
abgebildet. Grund für diese Darstellungsform ist, dass im XML-Schema (siehe Ab-
schnitt B.1 auf Seite 120) für jedes Standardfeld ein XML-Element mit entsprechendem
Namen vorgesehen ist. Bei der Konvertierung des Schemas mit JAXB in Java-Klassen
werden diese dann jeweils auf ein Methodenpaar abgebildet.
Weiterhin sieht das BibTEXML-Schema vor, dass die Namen von Personen (Autoren,
Verfasser, Herausgeber) in strukturierter Form vorliegen sollten. Das DBLP-Modell
sieht für Personen jedoch nur ein einfaches Textfeld vor.
Wegen der oben aufgeführten Unterschiede in der Darstellungsform der Daten
ist eine nichttriviale Transformation zwischen dem DBLP-Objektmodell und dem
XML-Schema der Web-Service-Nachrichten erforderlich. Diese wurde in der Klasse
ResponseBuilder des Wrappers implementiert.
Nachdem die Suchergebnisse nach der Transformation bereits als JAXB-Objekte vor-
liegen, ist der letzte notwendige Schritt des Wrappers in der Web-Service-Klasse
DBLPWrapperImpl , das JAXB-Marshalling der Objekte durchzuführen, um damit
XML-Instanzen in Form von DOM-Dokumenten zu erzeugen, die als Rückgabewerte
der Dispatcher-Methode an Axis übergeben werden.
5.2 CiteSeer
Der Suchdienst der Quelle CiteSeer4 wird über eine Web-Schnittstelle verfügbar ge-
macht. Die Suchkriterien sind über ein Formular in eine Web-Seite einzugeben. Darauf-
hin wird eine parametrisierte HTTP-Anfrage an den Server gesendet, der als Antwort
wiederum eine (in HTML kodierte) Web-Seite mit den Suchtreffern zurückgibt. Die
Suchergebnisseite wird grundsätzlich dynamisch aus dem Inhalt einer Datenbank und
in Abhängigkeit der gesendeten Parameter erzeugt. CiteSeer ist damit in die Kategorie
der Web-Datenbanken einzuordnen.
Eine mangelnde Web-Service-Schnittstelle und die Darstellung der Daten in den Seiten
in semistrukturierter Form (HTML) macht die Entwicklung eines Wrappers für diese
Quelle notwendig.
Der Wrapper soll die folgenden Aufgaben übernehmen:
• Bereitstellung der Funktionen als Web-Service (XML, SOAP)
4 siehe Abschnitt 2.2
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Web-Adresse des indizierten Volltext-Dokuments (Postscript oder
PDF),
Link zur Detailseite des Suchtreffers
Detailseite Titel,
Autoren (Vor- und Nachname),
Erscheinungsjahr (optional),
BibTEX-Eintrag (enthält alle verfügbaren bibliografischen Informa-
tionen),
Kurzzusammenfassung (Abstract),
Links zu Volltextdokumenten in diversen Formaten
Tabelle 5.1: CiteSeer: Informationen in den verschiedenen Seiten
• Entgegennahme einer strukturierten Suchanfrage
• Erzeugen eines HTTP-Requests mit Parametern, die aus der Suchanfrage abge-
leitet werden
• Kommunikation mit dem Server von CiteSeer (Senden eines HTTP-Requests,
Empfang von HTML-Seiten, Behandlung von Fehlersituationen und Timeouts)
• Extrahierung der Daten aus der empfangenen HTML-Seite
Zwei Arten von Seiten müssen vom Wrapper verarbeitet werden: Suchergebnisseiten
und Seiten mit Detailinformationen zu den gefundenen Suchtreffern (siehe Abbildungen
2.2 und 2.3 auf Seite 14). Vergleichbar mit dem Wrapper für DBLP ist es auch in
diesem Fall sinnvoll, die Trennung beizubehalten und die Suchfunktion in Form von
zwei Operationen im Web-Service abzubilden.
Die Übersicht in Tabelle 5.1 enthält die Informationen, die aus den Seiten gewonnen
werden können und für die Rückgabe der aufgerufenen Operationen sinnvoll erscheinen.
Der Wrapper benötigt keine persistente Speicherung von Daten über Anfragegrenzen
hinaus. Zu seinen Aufgaben gehört nur die Umformung der Anfragen in eine für die
Schnittstelle der Quelle passende Form und die Transformation der erhaltenen Daten.
Der Wrapper kann demnach als eine virtuelle Sicht auf die Quelle aufgefasst werden.
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5.2.1 Screen Scraping
Web-Schnittstellen sind wie im Fall von CiteSeer meist der einzige Zugang zu Infor-
mationssystemen im Internet. Aus Sicht des Benutzers bieten solche Zugänge den Vor-
teil, dass keine zusätzliche Software notwendig ist. Es genügt der Einsatz eines Web-
Browsers, welcher anhand der Seitenbeschreibungen in HTML die Benutzerschnittstelle
der Web-Anwendung darstellt und Interaktionen wie Tastatur- und Mauseingaben er-
möglicht.
Für die Nutzung der Web-Schnittstelle durch andere Programme müssen die Interak-
tionen des Benutzers sowie eine Browser-Umgebung nachgebildet werden. Weiterhin
müssen die Informationen aus dem HTML-Code, der eigentlich durch den Browser
grafisch dargestellt wird, extrahiert werden. Diesen Vorgang bezeichnet man allgemein
gebräuchlich als Screen Scraping oder manchmal auch als Site Scraping.
The Jargon File [41] beschreibt Screen Scraping wie folgt.
”
The act of capturing data from a system or program by snooping the
contents of some display that is not actually intended for data transport
or inspection by programs. Around 1980 this term referred to tricks like
reading the display memory of a smart terminal through its auxiliary port.
Nowadays it often refers to parsing the HTML in generated web pages with
programs designed to mine out particular patterns of content. In either guise
screen-scraping is an ugly, ad-hoc, last-resort technique that is very likely
to break on even minor changes to the format of the data being snooped.“
Zur Emulation der Browser-Umgebung wurde für die Implementierung des Wrappers
die Java-Bibliothek HttpClient [4] aus dem Apache Jakarta Projekt verwendet. Sie
bietet neben der Unterstützung aller HTTP-Kommandos, Methoden zur Übergabe von
(Formular-)Parametern an die Server-Anfragen, verschlüsselte Kommunikation via SSL,
Nutzung von Proxy-Servern, Authentifizierung und Cookie-Management. Alle genann-
ten Aspekte werden über eine einfach zu benutzende Java-API nutzbar gemacht.
Im nachfolgenden Teil soll nun das verwendete Verfahren zum Extrahieren der Daten
aus den HTML-Seiten beschrieben werden.
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5.2.2 Extrahierung der relevanten Daten
HTML wurde als Präsentationsformat zur Darstellung in Web-Browsern konzipiert. Als
SGML-Dialekt besteht HTML aus ineinander verschachtelten Elementen, die durch
Start- und End-Tags begrenzt werden und sich mit Textblöcken abwechseln. Durch
die Verschachtelung der Elemente lässt sich ein HTML-Dokument als Baumstruktur
darstellen (vgl. Document Object Model [66] als API für den Zugriff auf diese Struktur).
Die Baumstruktur orientiert sich dabei am Seitenaufbau der Darstellung und nicht an
der Struktur der Daten, die auf der Seite dargestellt werden. Der Haupteinsatz der
HTML-Elemente dient der Formatierung von Platzierung von Objekten wie Textpas-
sagen oder Bildern. In der Regel fehlt ein semantische Auszeichnung der einzelnen
Seitenbestandteile. Für die Auswertung der Seiteninhalte ist also ein entsprechendes
”
Hintergrundwissen“ erforderlich, welches im Extraktionsprozess anderweitig verankert
sein muss.
Zwar kann in HTML z.B. zwischen Überschriften, Absätzen und Tabellenzellen un-
terschieden werden, aber auf die konkrete Bedeutung der enthaltenen Textpassagen
kann nicht geschlossen werden. Ebenso ist keine Unterscheidung von gleichformatierten
Textpassagen nur anhand der HTML-Elemente möglich. Aber sehr viele dynamische
Web-Seiten werden aus Datenbankinhalten unter Verwendung einer Seitenvorlage er-
zeugt. Damit ist der grundsätzliche Aufbau der Seiten gleich. Sie unterscheiden sich im
besten Fall nur durch die Werte in den Textpassagen. Durch eine annähernd gleichblei-
bende Reihenfolge und Verschachtelung der HTML-Elemente lässt sich auf den Inhalt
schließen.
Die relevanten Seiten in CiteSeer erfüllen diese Kriterien. Sie verfügen alle über den
gleichen Aufbau, was die Datenextraktion erheblich vereinfacht.
Zusätzlich zur Verwendung der Struktur der HTML-Elemente zur Lokalisierung der Da-
ten in einer Seite können reguläre Ausdrücke [30] zur Klassifizierung von Textpassagen
verwendet werden.
Der für diesen Wrapper benutzte Ansatz zur Datenextraktion verwendet eine Kette
von XSL-Transformationen [65, 60], die der Reihe nach jeweils auf das Ergebnis der
vorherigen Transformation, beginnend mit der XML-kompatiblen Repräsentation des
HTML-Dokuments der Seite, angewandt werden. Der gleiche Ansatz wurde auch schon
für das Projekt ANDES von IBM gewählt, einem Software-Framework zur Extraktion
von Daten aus Web-Seiten unter Verwendung von XML-Technologien [49,50].
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Parsen von HTML
Für die Verwendung einer XSL-Transformation ist es erforderlich, dass die Eingabe
aus einem XML-Dokument besteht. Obwohl HTML und XML ihre Wurzeln in SGML
haben, erfüllen HTML-Dokumente die Anforderungen von XML im Allgemeinen nicht.
Dazu gehören Wohlgeformtheit (korrekte Verschachtelung der Elemente), Unterschei-
dung zwischen Groß- und Kleinschreibung in Element- und Attributnamen und das
Verbot von Attributen ohne die Angabe eines Wertes.
Innerhalb des Wrappers werden HTML-Dokumente daher zunächst in ein XML-
kompatibles Format konvertiert (XHTML). Für diese Aufgabe soll NekoHTML (Cy-
berNeko HTML-Parser) von Andy Clark [20] in dieser Arbeit verwendet werden. Der
Parser liest HTML-Dokumente ein und stellt das Ergebnis der Konvertierung in Form
von Standard-XML-Schnittstellen anderen Programmteilen zur Verfügung. NekoHTML
lässt sich in das System wie ein XML-Parser integrieren, erzeugt also XML-Sichten auf
HTML-Dokumente.
Während der Konvertierung korrigiert der Parser häufig auftretende Fehler, die sowohl
von manuell geschriebenem HTML-Code als auch von nicht standardkonformen Gene-
ratoren stammen können. Die gleiche Vorgehensweise nutzen auch die HTML-Parser
in Web-Browsern, um ein möglichst fehlertolerantes Verhalten gegenüber Verletzungen
des HTML-Standards [63] zu zeigen. NekoHTML ergänzt u. a. fehlende Elternelemente
und fehlende End-Tags5 zu den Elementen.
Einsatz von XSLT zur Extrahierung der Daten
XSLT ist eine vom W3C als Spezifikation verabschiedete Dokumentenmanipulations-
sprache. Sie ermöglicht die Restrukturierung von XML-Dokumenten und die Durchfüh-
rung von Berechnungen auf ihren Elementen. Ein XSLT-Stylesheet, also eine Instanz
der Sprache zur Transformation einer bestimmten Menge von XML-Dokumenten, ent-
hält Regeln, die jeweils aus Mustern und Vorlagen bestehen. Das Muster legt fest,
für welche Knoten der Baumstruktur des Eingabedokumentes die zugehörige Vorlage
verwendet werden soll, um schrittweise das Ausgabedokument zu erzeugen.
Die verwendeten Muster sind Pfadausdrücke in der Sprache XPath [64], mit deren Hilfe
sich Teilstrukturen und Beziehungen in der Baumstruktur des Dokumentes beschreiben
lassen.
5 diese können in HTML/SGML als optional definiert sein und werden durch den Parser ergänzt
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Screen-Scraping-Ansätze haben im Allgemeinen den Nachteil, dass sie anfällig für Än-
derungen an der Struktur einer Web-Seite sind. Häufig werden Änderungen am Layout
einer Seite durchgeführt, die sich dann auf die Baumstruktur des HTML-Codes aus-
wirken und die Regeln im XSLT-Stylesheet nicht mehr greifen lassen. Es ist also beim
Entwickeln der Stylesheets besonders darauf zu achten, dass der Wrapper in gewisser
Weise eine Robustheit gegenüber solchen Änderungen zeigt.
Jussi Myllymaki beschreibt in einer Forschungsarbeit [51] zum Projekt ANDES einige
Ansätze zur Gestaltung von Pfadausdrücken, die zur Robustheit der Wrapper beitragen
können.
Im Wesentlichen sollte man sich laut seiner Beschreibung nicht allein auf die Struktur
der Seite stützen. Auf absolute Pfade zum Auffinden von Elementen sollte man ver-
zichten. Ebenfalls ist es ungünstig, feste Positionsangaben, wie z. B. die dritte Tabelle,
zu verwenden, da solche Bezüge durch Einfügen von neuen Elementen ungültig wer-
den können. Vielmehr sollte man nach festen Punkten (Anchors) suchen und von dort
aus durch relative Bezüge (Hops) auf den Inhalt mit den gesuchten Daten verweisen.
Anchors lassen sich z. B. durch die rekursive Suche nach festen Textbestandteilen in
Überschriften oder Tabellenzellen finden. Ein gutes Verfahren ist auch die globale Suche
nach Attributwerten von Elementen, wie dem class -Attribut, welches zur Auswahl
einer Formatvorlage im Zusammenhang mit der Seitenformatierung durch Cascading
Stylesheets (CSS) [14] verwendet wird.
Das übliche Verfahren, Textstellen durch XSLT-Regeln aufzusuchen, ist die Verwen-
dung der XPath-Funktionen contains() , starts-with() oder ends-with() .
Jedoch sind diese in der Anwendung sehr beschränkt, weil sie als Suchargumente feste
Teilstücke von Texten erwarten und außerdem zwischen Groß- und Kleinschreibung
unterscheiden.
Ein besseres Verfahren ist der Einsatz von regulären Ausdrücken. Sie lassen sich sowohl
für die Klassifizierung von Textblöcken6 als auch die Extrahierung von Teilausdrücken
in gefundenen Passagen verwenden. Der nachfolgende Abschnitt soll zeigen, wie reguläre
Ausdrücke in XSLT genutzt werden können.
XSLT-Erweiterungen für reguläre Ausdrücke
Reguläre Ausdrücke für Zeichenketten werden in XSLT 1.0 und XPath 1.0 nicht unter-
stützt. Die Möglichkeiten zum Umgang mit Zeichenketten beschränken sich auf eher
6 Antwort auf die Frage, ob ein bestimmtest Textmuster enthalten ist
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einfache Funktionen. XSLT sieht allerdings vor, dass zusätzliche Elemente und Funk-
tionen durch den Einsatz von XSLT Extensions integriert werden können [40,27].
Der CiteSeer-Wrapper verwendet als XSLT-Prozessor Xalan für Java [7] aus dem
Apache-XML-Projekt, wofür sich Erweiterungen in den verschiedensten Programmier-
sprachen, darunter Java und JavaScript, verfassen lassen [72].
Die Implementierung der Erweiterung für reguläre Ausdrücke wurde in der Klasse
net.chlab.exslt.RegExp vorgenommen. Sie enthält 3 Methodentypen, die ver-
schiedene Funktionen im Zusammenhang mit regulären Ausdrücken bereitstellen.
test(text, pattern) → boolean
match(text, pattern) → NodeList
split(text, pattern) → NodeList
Die Methode test prüft, ob in einem Text ein Teilstück enthalten ist, welches einem
Muster (pattern ), in Form eines regulären Ausdrucks übergeben, entspricht.
Eine genauere Suche nach Treffern, die einem Muster entsprechen, ist mit der Methode
match möglich. Sie ist zum einen in der Lage, genau den Teil des Textes zurückzugeben,
der dem Muster entspricht, zum anderen können im regulären Ausdruck durch Setzen
von Klammern Teilausdrücke gekennzeichnet werden, deren Entsprechnungen im Text
ebenfalls zurückgegeben werden.
Als Rückgabe von match wird ein Objekt des Typs NodeList geliefert. NodeList
ist Teil der DOM-API und dient der Aufnahme einer Liste von Knoten eines Objekt-
baums von einem XML-Dokument. Für jede Übereinstimmung erzeugt match jeweils
einen Eintrag in Form eines XML-Fragments, dessen Wurzelelement innerhalb der Liste
abgelegt wird.
Beispiel:
Der reguläre Ausdruck (\d+)\.(\d+)\.(\d+)\.(\d+) kann dazu verwendet wer-
den, IP-Adressen der Form xxx.xxx.xxx.xxx in einem Text zu finden. Die jeweiligen
Teilausdrücke zwischen den Punkten wurden mit Klammern versehen, um die 4 Be-
standteile der Adresse später einzeln auslesen zu können. Das Ergebnis des Aufrufs von
match mit dem Text "host1: 139.18.1.11" aus einer fiktiven Adressdatenbank
ist eine Liste mit einem Eintrag (entspricht einem Suchtreffer), der das Wurzelelement










Der eigentliche Suchtreffer ist im Element <sequence> und die Werte der Teilaus-
drücke sind in den Elementen <group> enthalten.
Mit der Methode split ist es möglich, einen Text anhand von Trennzeichen oder -
folgen, deren Muster durch einen regulären Ausdruck übergeben wird, in die einzelnen
dazwischenliegende Fragmente zu zerlegen.
Beispiel: Es soll eine Aufzählung von durch Komma voreinander getrennten Be-
griffen zerlegt werden. Der zugehörige reguläre Ausdruck ist ", " . Mit dem Text
test, match, split aufgerufen, erzeugt split drei XML-Fragmente, die jeweils





Die drei genannten Methoden können in einem XSLT-Stylesheet verwendet werden,
indem sie registriert und an einen XML-Namensraum gebunden werden (siehe dazu
[72]). Anschließend können test , match und split wie andere Funktionen in XPath-
Ausdrücken genutzt werden.
Als konkretes Beispiel im Zusammenhang mit dem Wrapper soll nun die Extrahierung
des BibTEX-Eintrags dienen, wie er auf den Detailseiten der von CiteSeer erfassten
Publikationen enthalten ist.
Der Textabschnitt, worin der BibTEX-Eintrag in die Seite eingebettet ist, wird als vor-
formatierter Text durch das HTML-Element <pre> ausgedrückt. Direkt über diesem
Textabschnitt befindet sich eine in Fettschrift dargestellte Überschrift, welche den Text
”
BibTEX entry“ enthält. Diese Überschrift stellt den Ankerpunkt für den folgenden
XPath-Ausdruck dar, der zum Extrahieren des BibTEX-Eintrag verwendet werden soll.
.//B[contains(.,’BibTeX entry’)]
Gesucht wird ausgehend vom aktuellem Verarbeitungsknoten des Stylesheets ein Ele-
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ment <B> (Fettschrift) im gesamten Unterbaum des Dokuments (.// ), wobei in den
untergeordneten Textknoten die genannte Zeichenkette enthalten sein muss (Prädikat
contains(.,’...’) ).
Ausgehend von diesem Punkt werden die nächsten (in Reihenfolge der Definition im
Dokument) Elemente mit vorformatierten Text ausgewählt:
.//B[contains(.,’BibTeX entry’)]/following:PRE
Als weitere Einschränkung für diese Textabschnitte dient der reguläre Ausdruck
^\s*@\w+\s*\{ ,
welcher besagt, dass der Abschnitt mit dem @-Zeichen gefolgt von einem Wort (\w+ )
und einer anschließenden geöffneten geschweiften Klammer beginnen (^ ) muss. Neben-
bei erlaubt der Ausdruck auch, dass vor und nach dem @-Zeichen und dem Wort be-
liebig viele Leerzeichen auftreten dürfen (\s* ). Die Filterung der Textabschnitte nach
diesem Muster wird durch die Funktion test , wie nachfolgend gezeigt, durchgeführt.
./following:PRE[regExp:test(.,’^\s*@\w+\s*\{’)]
5.2.3 Struktur- und Datenkonvertierung
Nachdem die relevanten Daten per Screen Scraping aus den Web-Seiten extrahiert wur-
den, müssen sie meist noch
”
aufbereitet“ werden. Das Ergebnis des Screen Scrapings
ist in der Regel ein einfach aufgebautes XML-Dokument, welches nur zur Aufnahme
der gefundenen Fragmente dient. Die konkreten strukturierten Informationen im Ziel-
schema des Wrappers müssen durch weitere Transformationen unter dem Einsatz von
Struktur- und Datenkonvertierungen hergestellt werden.
Eine Trennung zwischen der Extrahierung und der anschließenden Struktur- und Da-
tenkonvertierung spiegelt sich auch im Wrapper durch den Einsatz von getrennten
Stylesheets wider. Grundsätzlich ist es möglich, und meist auch aus Gründen der Über-
sichtlichkeit und Wartbarkeit sehr günstig, eine Transformationskette aus mehreren
Stylesheets mit der zugehörigen Definition von Zwischenschemata aufzubauen.
Die Datenkonvertierung hat zur Aufgabe, die Werte in XML-Textabschnitten oder
-Attributen umzuformen. Notwendig sind die Konvertierungen beispielsweise zur Um-
formung von Zahlenwerten in andere Einheiten (Watt ↔ PS), Änderung des Da-
tumsformats, Normalisierung von Texten (Entfernung von Groß- und Kleinschreibung
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oder überflüssigen Zeichen) oder Aufspaltung von Textwerten in strukturierte XML-
Informationen.
Die Aufspaltung von Textwerten wird innerhalb des Wrappers u. a. dazu verwendet,
den BibTEX-Eintrag auf den Detailseiten (siehe Abbildung 2.3 auf Seite 14), der nach
dem Screen Scraping als Textwert geliefert wird, in das BibTEXML-Format umzufor-
men. Die Konvertierung übernimmt eine speziell für diese Aufgabe entwickelte XSLT-
Erweiterungsfunktion, die den BibTEX-Eintrag als Zeichenkette übergeben bekommt
und als Ergebnis das XML-Fragment im BibTEXML-Schema zurückgibt. Der nachfol-




Auf die weiteren, eher einfachen Transformationsschritte des Wrappers soll hier aus
Platzgründen nicht näher eingegangen werden.
Nach Ausführung der Transformationskette bietet es sich an, eine Prüfung der erzeug-
ten Ausgabe durchzuführen (Validierung). Dabei kann geprüft werden, ob die erwartete
Ausgabestruktur bzgl. der korrekten Verschachtelung der Elemente oder dem Auftre-
ten von erwarteten Angaben eingehalten wurde. Weiterhin können die Wertesemantiken
bestimmter Angaben überprüft werden, also ob Datentypen, Wertebereiche oder For-
matierungen für Text- und Attributwerte eingehalten wurden. Eine Möglichkeit ist die
Prüfung gegenüber einer XML-Schema-Definition. Ziel der Prüfung ist es, die Robust-
heit des Wrappers zu kontrollieren und bei Fehlschlagen entsprechende Benachrich-
tigungen auszusenden, die dann eine (händische) Anpassung des Wrappers auslösen
sollten.
5.2.4 Aufbau des Wrappers
In Abbildung 5.7 auf der nächsten Seite ist der interne Aufbau des CiteSeer-Wrappers
und der Datenfluss in den Komponenten dargestellt.
5.2.5 Entwicklung des Web-Service
Analog zur Web-Service-Schnittstelle des DBLP-Wrappers verfügt der CiteSeer-
Wrapper über zwei Operationen. Die eine dient der Durchführung einer Suchanfrage
und die andere dem Abruf von Detailinformationen zu den Suchtreffern.
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Abbildung 5.8: CiteSeer-Wrapper: Struktur der Anfrage-Nachrichten
Struktur der Nachrichten
Die Struktur einer Anfragenachricht für die Suchoperation (siehe Abbildung 5.8, Klasse
CiteseerQuery ) orientiert sich an den Parametern, die zum Aufruf über die Web-
Schnittstelle notwendig sind. Darin enthalten sind die folgenden Angaben: die Eingabe
der Suchbegriffe (queryString ), die maximale Anzahl der Suchtreffer (amount ), ein
Offset der Suchergebnisliste (start ), der Suchbereich der Begriffe (restriction ),
und die Sortierreihenfolge der Ergebnisse (order ).
Im Verlauf der Durchführung der Suchoperation wird die Suchanfragenachricht auf die
Parameter der Web-Schnittstelle abgebildet.
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<queryString>Automatic Citation Indexing System</queryString>
</CiteseerQuery>
wird auf die folgende Web-Anfrage abgebildet:
http://citeseer.ist.psu.edu/cs?q=Automatic%20Citation%20Indexing \
%20System&af=TITLE&ao=CITATIONS&am=10&start=1&qtype=document:
Die Anfragenachricht für die Operation zum Abruf von Detailinformationen (siehe Ab-
bildung 5.8 auf der vorherigen Seite, Klasse CiteseerDetails ) besteht nur aus einer
Liste von Referenzschlüsseln der Suchtreffer, die von der Suchoperation zurückgegeben
werden. Als Schlüssel wurde für diesen Wrapper die Web-Adresse der Detailseite ge-
wählt.
Beide Operationen erzeugen Antwort-Nachrichten, welche die ermittelten bibliografi-
schen Angaben und die gefundenen Verweise auf die Volltexte enthalten. Abbildung 5.9
zeigt den logischen Aufbau der Nachrichten. Ein Suchergebnis (SearchResult ) be-
steht aus einer Menge von Suchtreffern (SearchResultItem ), die wiederum ei-
ne Menge von (Volltext-)Verweisen enthalten können (UrlType ). Die bibliografi-
schen Angaben werden durch den Wrapper in das BibTEXML-Format überführt
(BibitemType ). Der Referenzschlüssel, worüber Detailinformationen abgerufen wer-
den können, befindet sich im Attribut refid .
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Implementierung
Die Implementierung des Web-Service erfolgt analog zum DBLP-Wrapper als doku-
mentenorientierter Web-Service unter Verwendung einer Dispatcher-Methode und der
Abbildung der Nachrichten auf Java-Objekte durch JAXB (siehe dazu Abschnitt 4.6.1).
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Nachdem im vorherigen Kapitel die Wrapper für zwei ausgewählte Quellen entwickelt
wurden, soll in diesem Teil der Mediator des Recherchesystems besprochen werden.
6.1 Aufgaben und Funktionen des Mediators
Aufgabe des Mediators ist es, eine einheitliche Schnittstelle aus Sicht des Benutzers zu
schaffen, unter deren Verwendung die Abfrage der Quellen möglich ist. Die Vereinheit-
lichung der Schnittstelle erfolgt in zwei Bereichen:
• Vereinheitlichung aus technischer Sicht: Der Mediator stellt seine Funktionen als
Web-Service unter einer festen Adresse zur Verfügung. Die ansonsten benötig-
ten Protokolle und Adressen für den Zugriff auf die Quellen sind aus Sicht des
Benutzer verborgen.
• Vereinheitlichung bzgl. des Datenmodells: Der Mediator stellt genau eine An-
fragesprache für alle Quellen bereit. Ebenso werden die Suchergebnisse und die
enthaltenen bibliografischen Angaben in einem einheitlichen Datenschema an den
Benutzer zurückgegeben.
Zur Realisierung der geforderten Vereinheitlichung bei der Integration der Quellen muss
der Mediator die folgenden Hauptaufgaben übernehmen:
• Kommunikation mit den Quellen über das erforderliche Protokoll inklusive der
dafür notwendigen Serialisierung bzw. Deserialiserung der auszutauschenden Da-
ten (z. B. SOAP bei Web-Services)
• Transformation der Anfragesprache des Mediators in die erforderlichen Aufrufe
der Quellen
• Transformation der Quellenantworten in das gemeinsame Datenschema zur Rück-
gabe an den Aufrufer des Mediators
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Neben dem eigentlichen Aufruf der Quellen soll der Mediator Funktionen bereitstellen,
die über das Zusammenführen der Suchergebnisse hinausgehen.
Stückweiser Abruf der Ergebnismenge
Um mit großen Suchergebnismengen aus Sicht des Benutzers besser arbeiten zu kön-
nen bzw. die Antwortzeiten des Mediators zu reduzieren, wird dem Aufrufer des Me-
diators nur ein Teil der Suchergebnisse geliefert. Durch wiederholtes Abfragen können
anschließend die weiteren Suchtreffer bezogen werden. Dieses Darstellungskonzept ist
im großen Maße bei Internet-Suchmaschinen verbreitet und allgemein geläufig.
Sortierung der Ergebnismenge
Weiterhin soll es möglich sein, die Suchergebnisse nach verschiedenen Kriterien zu sor-
tieren und in der daraus resultierenden Reihenfolge an den Aufrufer zurückzugeben. Im
Rahmen der Implementierung des Mediators wurden als Sortierschlüssel die folgenden
Angaben integriert: Titel, Name des Autors1, Erscheinungsjahr, Relevanz des Treffers
zur Anfrage, Name der Quelle und Position des Treffers in der ursprünglichen Ergeb-
nisreihenfolge der Quelle. Die Sortierschlüssel lassen sich zu einer Liste kombinieren,
die festlegt, in welcher Reihenfolge die Kriterien bei der Erzeugung der Sortierung her-
angezogen werden. Beispielsweise sorgt die Sortierliste Titel,Jahr dafür, dass zuerst
nach dem Titel sortiert wird, und dass bei Übereinstimmung das Jahr die Reihenfolge
festlegt. Für jedes Element der Liste kann weiterhin noch festgelegt werden, ob die
Sortierung in auf- oder absteigender Reihenfolge vorgenommen und wie mit fehlenden
Angaben umgegangen werden soll, also ob diese in der Reihenfolge vor oder nach den
Treffern mit gesetzten Angaben einsortiert werden sollen.
Formatierung der bibliografischen Angaben
Wie später noch zu sehen sein wird, ist das Standardformat des Mediators zur Darstel-
lung von bibliografischen Angaben BibTEXML. Es wird auch während der Erzeugung
der Suchergebnisse durchgängig im Mediator als solches verwendet. In der Regel benö-
tigt der Benutzer eines Literaturrecherchesystems jedoch die Angaben in einem Format,
welche entweder für ihn
”
lesbarer“ sind oder welche in einem anderen Zusammenhang
geeigneter weiterverarbeitet werden können. Zu diesem Zweck verfügt der Mediator
über die Funktion, zusätzlich zu BibTEXML für jeden Suchtreffer das bibliografische
Zitat in einem weiteren, beim Aufruf wählbaren, Format zu erzeugen und im Sucher-
1 alphabetisch beginnend mit dem Nachnamen; bei Angabe mehrerer Autoren wird der jeweils
erstgenannte verglichen, danach der zweitgenannte usw.
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gebnis an den Benutzer zurückzugeben. Für die Implementierung des Mediators wurden
Module zur Konvertierung in BibTEX und in ein textorientiertes Format, wie es in Li-
teraturverzeichnissen von Publikationen anzutreffen ist, realisiert. Näheres dazu wird
in Abschnitt 6.6 beschrieben.
6.2 Module für den Quellenzugriff
Der Mediator wurde so entworfen, dass aus seiner Sicht alle Quellen über das gleiche
(globale) Datenschema angesprochen werden. Dies trifft sowohl auf die vorhandenen
Operationen als auch auf den Aufbau der auszutauschenden Nachrichten zu.
Für die im Mediator verfügbaren Quellen existieren Zugriffsobjekte, die ein bestimm-
tes Java-Interface (Name Source ) implementieren müssen. In Abbildung 6.1 auf der
nächsten Seite ist das Interface Source mit seinen Methoden, die im weiteren Verlauf
beschrieben werden sollen, dargestellt.
Um eine bestimmte Quelle im Mediator nutzen zu können, ist die Registrierung einer
Klasse notwendig, deren Instanzen dann als Zugriffsobjekte verwendet werden können.
Auf die Registrierung der Klassen und das Erzeugen der Instanzen wird in Abschnitt
6.2.2 noch näher eingegangen.
Grundsätzlich steht es den Zugriffsobjekten frei, auf welchem Weg sie die Quelle errei-
chen. Das hier besprochene Recherchesystem zeichnet sich jedoch dadurch aus, dass die
Quellen als Web-Services über evtl. vorgeschaltente Wrapper angebunden werden. Aus
diesem Grund beschränken sich die Zugriffsobjekte für dieses System auf den Aufruf
der Web-Services und die dafür notwendige Konvertierung der Ein- und Ausgabenach-
richten.
Durch das Registrieren individueller Klassen für die Zugriffsobjekte können Quellen
integriert werden, deren Web-Service-Schnittstellen nicht einheitlich sind, und daher
verschiedene Transformationen der Nachrichten erforderlich machen.
Für die Anbindung der Quellen DBLP, CiteSeer und Google im Rahmen der Imple-
mentierung des Recherchesystem wurde von dieser Vorgehensweise Gebrauch gemacht.
Damit war es sogar möglich, direkt den Google-Web-Service zu verwenden. Bei einer
einheitlichen Web-Service-Schnittstelle wäre ein zusätzlicher Wrapper zur Konvertie-
rung notwendig gewesen.
Es ist aber durchaus auch möglich, für mehrere Quellen die gleiche Implementierung
einer Zugriffsklasse zu verwenden. Das ist insbesondere dann sinnvoll, wenn die Quellen
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6 Implementierung des Mediators
über die gleiche Schnittstelle (Nachrichtenformate, Transportmechanismen) erreichbar
sind. Die individuelle Konfiguration, z.B. bezüglich des Setzens von Web-Adressen, ist
dabei bei der Instanziierung der Zugriffsobjekte vorzunehmen.
6.2.1 Methoden der Schnittstelle
Die Methoden der Schnittstelle lassen sich in drei Gruppen einteilen:
• Abruf von Daten aus der Quelle: search , details
• Bereitstellen von Meta-Informationen: getName , getDefaultAmount ,
getMaxAmount , hasDetails , hasYearRangeFilter
• Hilfsfunktionen: requestHash
Methoden zum Abruf der Daten aus der Quelle
Die Suche nach Publikationen in den Quellen wurde in zwei Operationen aufgespalten,
die durch die Methoden search und details erreichbar sind.
Die eigentliche Suche wird durch die Methode search ausgelöst. Als Ergebnis eines
solchen Aufrufs wird eine Liste von Suchtreffern erwartet, deren bibliografischen Anga-
ben zunächst nur die Felder umfassen müssen, die für das Sortieren der Ergebnismenge
durch den Mediator notwendig sind. Weiterhin sollte jeder Treffer über einen eindeuti-
gen Schlüssel für die zugehörige Publikation in der Quelle verfügen, worüber er später
referenziert werden kann.
Der Abruf des vollständigen Satzes der bibliografischen Angaben erfolgt durch die Me-
thode details , die als Eingabenachricht eine Liste der Referenzschlüssel erwartet,
wie sie durch das Ergebnis der Methode search übermittelt wurden.
Die Trennung der beiden Methoden wurde aus folgendem Grund eingeführt. Der Me-
diator unterstützt sowohl das Sortieren der Ergebnismenge als auch das stückweise
Abrufen dieser. Für das Sortieren ist es aber erforderlich, dass die Ergebnismenge, al-
so die Antworten aller angefragten Quellen, bereits vollständig vorliegen muss. Jedoch
werden nur die Informationen benötigt, die für das Herstellen der Sortierreihenfolge
notwendig sind, z. B. Titel, Autoren, Erscheinungsjahr und Relevanz des Treffers. Die
vollständigen (detaillierten) bibliografischen Angaben und die Volltextverweise werden
nur für die Treffer benötigt, die nach der Sortierung in dem angeforderten Teilstück
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der Ergebnismenge enthalten sind. Für diese, und nur diese, wird im Anschluss an die
Sortierung die Methode details aufgerufen.
Vergleich mit dem Indexzugriff einer relationalen Datenbank
Der Ansatz mit den getrennten Funktionen ist übrigens vergleichbar mit einem Index-
zugriff in einer relationalen Datenbank. Zum Verständnis soll als Beispiel eine Tabelle
mit einigen Spalten dienen. Die Tabelle verfügt über sehr viele Zeilen und jede dieser
Zeilen lässt sich über eine Adresse2 identifizieren. Eine SQL-Select-Anweisung soll nun
aus der Tabelle einige Zeilen ermitteln, die durch bestimmte Spalten-Kriterien heraus-
gefiltert werden.
Da das zeilenweise Prüfen der Suchkriterien bei einer Tabelle mit sehr vielen Zeilen
zu aufwendig ist, wird man üblicherweise eine Reihe von Indizes auf der Tabelle defi-
nieren, welche die Spalten der Suchkriterien umfassen. Während der Ausführung der
Select-Anweisung wird zunächst eine Liste von Zeilenadressen erzeugt, die zu den Zeilen
passen, welche den angegebenen Suchkriterien entsprechen. Dieser Vorgang kann durch
die Verwendung eines Index schnell vollzogen werden. Anschließend werden die Da-
ten der restlichen Spalten durch vollständiges Auslesen der Zeile anhand ihrer Adresse
ermittelt, was bei wenigen Suchtreffern ebenfalls schnell geschieht.
Im Vergleich mit dem Design des Quellenzugriffs entspricht die Methode search dem
Indexzugriff und die Methode details dem Zugriff auf die vollständige Zeile mit allen
Angaben.
Umsetzung in den Wrappern
Die beiden für diese Arbeit entwickelten Wrapper profitieren sehr stark von diesem
Ansatz. Der Wrapper für DBLP verwendet für die Suchfunktion ausschließlich den
Volltextindex, der lokal im Dateisystem vorliegt, und für die Detailabfrage die Infor-
mationen aus der relationalen Datenbank.
Dagegen muss der CiteSeer-Wrapper für die Durchführung der eigentlichen Suche die
Anfrage an die Web-Seite weiterleiten und erhält daraufhin eine (HTML-)Seite mit den
Suchtreffern, die jeweils zu einer weiteren Seite führen, die dann die vollständigen bi-
bliografischen Angaben enthält. Während also für die Durchführung der Suche nur eine
Seite abzurufen ist, muss für jeden Suchtreffer eine weitere Seite abgerufen werden, um
den vollständigen Umfang der Daten zu erhalten. Durch die Notwendigkeit, zunächst
nur einen Teil der Detailseiten für die Beantwortung der Mediatoranfrage abrufen zu
2 oder Zeilennummer, manchmal auch ROWID
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Abbildung 6.2: Struktur der Anfragenachrichten der Quellen
müssen, ergibt sich eine merkliche Entlastung des Systems und eine Reduzierung der
Antwortzeiten.
Vorteil des Cachings der Quellenantworten
Ein weiterer Vorteil ergibt sich bei Betrachtung des Cachings der Antworten für die
Operationen search und details der Quellen, wie es in Abschnitt 6.3 näher be-
sprochen werden soll. Verschiedene Suchanfragen ergeben in der Regel auch verschie-
dene Suchergebnismengen. Jedoch erhält man bei mehreren thematisch verwandten
Anfragen, wie sie häufig bei Recherchearbeiten auftreten, Ergebnismengen, die sich bei
einigen Treffern überschneiden.
Falls für diese Treffer zuvor bereits Detaildaten abgerufen wurden, diese also in einem
Teil der Ergebnismenge enthalten waren, der an den Benutzer zurückgegeben wurde,
können für diese Treffer Detaildaten durch den Cache ermittelt werden. Die Anfrage
der Quelle ist nur für die Treffer notwendig, deren Detaildaten nicht im Cache vorliegen.
Hätte man nur eine Operation zur Verfügung, die beide Aufgaben abdeckt, könnte ein
Cache innerhalb des Mediators nicht vernünftig arbeiten, weil neue Suchanfragen auch
stets die vollständige Beantwortung durch die Quelle nach sich ziehen würden.
Parameter und Rückgabewerte der Methoden
Die Parameter und Rückgabewerte der Methoden search und details sind in Ab-
bildung 6.2 bzw. 6.3 zusammengefasst.
Die Anfragenachricht für die Operation search (Datentyp
SourceSearchRequestType ) setzt sich aus der Angabe der maximalen An-
zahl der abzurufenden Suchtreffer (amount ), sowie den eigentlichen Suchkriterien
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SourceSearchResponseType SourceSearchResponseItemType
+ offset :int














Abbildung 6.3: Struktur der Antwortnachrichten der Quellen
wie Titel (title ), Autorenname(n) (author ) und einem Bereich der gewünschten
Erscheinungsjahre (year ) zusammen. Alle drei Suchkriterien sind optional. Es muss
jedoch mindestens entweder der Titel oder der Autorenname angegeben werden.
Die für die Abfrage der Detaildaten notwendige Nachricht wird durch den Datentyp
SourceDetailsRequestType ausgedrückt, der nur aus einer Menge von Referenz-
schlüsseln für die jeweiligen Publikationen besteht.
Die Antwortnachricht für die Operation details (Datentyp
SourceDetailsResponseType ) besteht aus einer Menge von Unterelementen vom
Typ SourceDetailsResponseItemType für jede angeforderte Publikation. Die
Unterelemente werden durch ihre Referenzschlüssel (refid ) identifiziert und bestehen
weiterhin aus den bibliografischen Angaben im BibTEXML-Format (bibitem )
und einer Menge von gefundenen Verweisen auf Volltextquellen (url ). Das Feld
hasdetails der Unterelemente ist bei dieser Operation stets auf true gesetzt.
Die Antwortnachricht auf die Operation search (Datentyp
SourceSearchResponseType ) ist ähnlich aufgebaut. Deren Unterelemente
werden jedoch in der Reihenfolge zurückgegeben, wie sie von der Quelle als Antwort
auf die Suchanfrage gefunden werden. Meist sind sie in absteigender Trefferrelevanz
sortiert. Weiterhin stellen die Unterelemente eine Erweiterung der Unterelemente der
Operation details dar. Sie wurden um die Angabe der Trefferrelevanz (score ),
einem Wert aus dem Intervall 0 bis 1, und die aufsteigende Positionsnummer (offset )
erweitert. Durch die Verwendung der Positionsnummer kann später nach einer even-
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tuellen Umsortierung der Treffermenge noch auf die ursprüngliche Reihenfolge in der
Quellenantwort geschlossen werden.
Methoden zur Bereitstellung von Meta-Informationen
Für jede registrierte Quelle des Mediators können durch Aufruf von Methoden des zu-
gehörigen Zugriffsobjektes Meta-Informationen abgerufen werden, die für den Mediator
von Bedeutung sind.
Zur Durchführung von Suchanfragen einer Quelle ist die Angabe der maximalen
Anzahl von Suchtreffern erforderlich. Sollte diese Angabe fehlen, kann über die
Methode getDefaultAmount ein Vorgabewert ermittelt werden. Die Methode
getMaxAmount gibt einen Höchstwert zurück, den die Quelle für diese Angabe unter-
stützt.
Für den Fall, dass eine Quelle keine Trennung zwischen den Operationen search
und details unterstützt, wurde die Methode hasDetails eingeführt. Sollte diese
Methode den Wert false zurückgeben, verzichtet der Mediator auf den Aufruf der
Methode details für diese Quelle und erwartet die Übermittlung aller möglichen
Detailangaben bereits in der Antwort auf die Operation search . Die Integration von
Google ist so ein Fall für den Mediator. Alle machbaren und relevanten Angaben zu den
Suchtreffern werden von Googles Web-Service bereits mit dem Aufruf der Suchfunktion
übermittelt, eine weitere Operation ist nicht notwendig.
Nicht alle Quellen unterstützen während der Durchführung der Suchfunktion die Ein-
schränkung nach Erscheinungsjahren. Im Zusammenhang mit der Integration der drei
Quellen für das Recherchesystem ist dies nur für DBLP möglich, CiteSeer erlaubt gar
keine Suche nach bestimmten Erscheinungsjahren, für Google fehlt die Angabe bei den
Treffern überhaupt, eine Suche danach ist erst recht nicht möglich. Der Rückgabewert
der Methode hasYearRangeFilter des Zugriffsobjekts gibt die Unterstützung für
die Suche nach Erscheinungsjahren in dieser Quelle an. Sollte die Quelle nicht in der
Lage sein, übernimmt der Mediator die entsprechende Filterung nach Abruf der Ergeb-
nismenge.
Um für ein Zugriffsobjekt den Namen der zugehörigen Quelle zur Laufzeit zu ermitteln,
wird die Methode getName bereitgestellt.
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Hilfsfunktionen der Zugriffsobjekte
Zur Unterstützung des Cachings von Antworten auf die Suchoperation der Quellen
wurde die Methode requestHash eingeführt. Sie erzeugt für eine Suchanfrage (in
Form eines Objektes vom Typ SourceSearchRequest ) einen Hash-Wert als String,
der als Identifikationsschlüssel einer Anfrage für den Cache verwendet wird.
Der Hash-Wert ist nach Möglichkeit so zu erzeugen, dass für zwei Suchanfragen, die
von der Quelle gleich behandelt werden, und damit die gleiche Ergebnismenge erzeugen,
auch der gleiche Hash-Wert erzeugt wird. Dies ist keine Voraussetzung, verbessert aber
das Caching bei Einhaltung.
Für die drei integrierten Quellen wurde eine Basis-Implementierung der Methode in
der Klasse SourceBase (siehe Abbildung 6.1 auf Seite 81) durchgeführt. Sie erzeugt
einen MD5-Hash-Wert (128-Bit) aus der Vereinigung der Textfelder einer Suchanfrage
(Titel, Autorenname) und der Einschränkung des Erscheinungsjahres, sofern dies von
der Quelle unterstützt wird (siehe hasYearRangeFilter ). Die Rückgabe ist die
hexadezimale Repräsentation des MD5-Hash-Wertes.
6.2.2 Dynamische Registrierung der Klassen für den Quellenzugriff
Wie bereits in Abschnitt 6.2 eingeführt wurde, ist für jede Quelle eine Klasse not-
wendig, welche die Schnittstelle Source implementiert. In Abbildung 6.1 auf Seite 81
ist die Klassenhierarchie für die Integration der Quellen DBLP, CiteSeer und Google
dargestellt.
Während des Zugriffs auf die Operationen der Quellen werden von diesen Klassen In-
stanzen verwendet – die Zugriffsobjekte. Der Mediator soll grundsätzlich in der Lage
sein, mehrere Suchanfragen gleichzeitig, also in verschiedenen Threads3, zu beantwor-
ten. Dabei kann es durchaus vorkommen, dass mehrere Anfragen an eine Quelle aus
Gründen der Durchsatzsteigerung parallel durchgeführt werden müssen. Dies kann z. B.
immer dann auftreten, wenn mehrere Anfragen zur gleichen Zeit an den Mediator ge-
stellt werden.
Wie viele verschiedene Zugriffsobjekte pro Quelle notwendig sind, ergibt sich daraus,
ob die Klasse für den Quellenzugriff thread-sicher implementiert ist. Eine Klasse gilt
als thread-sicher, wenn deren Methoden auf einem Objekt gleichzeitig von mehreren
3 Thread: Ausführungsstrang eines Prozesses, der nebenläufig zu anderen Threads ausgeführt wer-
den kann
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Threads ausgeführt werden können, ohne dass es zu Seiteneffekten kommt.
Die Information, ob eine Klasse thread-sicher ist, wird vom Mediator für die Erzeu-
gung und Bereitstellung der Zugriffsobjekte benötigt. Zu diesem Zweck wurde ein
leeres Java-Interface mit dem Namen ThreadSafeSource bereitgestellt, welches
von den thread-sicheren Klassen für den Quellenzugriff implementiert werden muss.
ThreadSafeSource ist in diesem Zusammenhang nur eine Art Markierung (das In-
terface enthält keine Methoden), deren Präsenz zur Laufzeit abgefragt werden kann.
Das Konzept der Markierungs-Interfaces4 ist in Java weit verbreitet. Einige Beispiele
aus der Standard-API sind java.lang.Cloneable, java.io.Serializable, java.rmi.Remote,
java.util.EventListener und java.util.RandomAccess.
Eine Anforderung an den Entwurf des Mediators war es, die Klassen für den Zugriff
auf die Quellen dynamisch – auch zur Laufzeit – registrieren zu können. Zu diesem
Zweck dürfen alle Teile des Mediators nur über das Interface Source mit den Quellen
kommunizieren, um Abhängigkeiten mit Implementierungs-Klassen zu verhindern. Die
Quellen werden innerhalb des Mediators nur durch ihren Namen identifiziert.
Um die Verbindung zwischen den Namen der Quellen und ihren Zugriffsklassen her-
zustellen, wurde eine Fabrikklasse [31] mit Namen SourceRegistry entwickelt, mit
deren Hilfe sich die Quellen durch Angabe ihres Namens und ihrer Zugriffsklasse regis-
trieren lassen. Zu diesem Zweck enthält SourceRegistry eine Map (java.util.Map)
mit den Namen der Quellen als Schlüssel und den registrierten Zugriffsklassen (java.
lang.Class) als Werte. Die Registrierung ist durch zwei Methoden möglich.
void registerSource(String name, Class implClass);
void registerSource(String name, String implClassName);
Wobei letztere die Klasse anhand ihres vollständigen Namens dynamisch in die JVM5
lädt.
Der Mediator führt die Registrierung der Quellen zum Zeitpunkt seiner Initialisierung
durch, indem er eine Property-Datei als Java-Ressource ausliest, welche die Zuordnung
beinhaltet. Durch Hinzufügen weiterer Einträge in diese Datei und der Zugriffsklassen
in den Klassenpfad lassen sich sehr einfach neue Quellen in den Mediator einfügen.
Nachfolgend ist der Inhalt der Property-Datei aufgeführt, wie sie bei der Implementie-
rung des Recherchesystems im Rahmen dieser Arbeit aufgebaut ist.
Citeseer=net.chlab.bse.mediator.sources.impl.CiteseerSource
4 engl.: marker interface, tag interface
5 Java Virtual Machine: Ausführungsumgebung der Java-Programme
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DBLP=net.chlab.bse.mediator.sources.impl.DBLPSource
Google=net.chlab.bse.mediator.sources.impl.GoogleSource
Zu den weiteren Aufgaben von SourceRegistry gehört es, die Instanzen der Zugriffs-
objekte zu erzeugen bzw. zu verwalten. Die Zugriffsobjekte sollten sich nach Möglichkeit
für mehrere Aufrufe wiederverwenden lassen und werden zu diesem Zweck in einem Ca-
che gehalten. Dieser Cache unterscheidet zwischen thread-sichereren und nicht thread-
sicheren Zugriffsklassen anhand des Markierungs-Interfaces ThreadSafeSource .
Für die Quellen mit thread-sicheren Zugriffsklassen wird jeweils nur eine Instanz pro
Quelle erzeugt (Singleton, [31]), welche von allen Threads gemeinsam genutzt wird. Die
Quellen mit nicht thread-sicheren Zugriffsklassen besitzen pro Thread je eine Instanz,
die aber innerhalb eines Threads jeweils auch wiederverwendet wird.
Für das Abrufen des Zugriffsobjekts einer Quelle steht die Methode
Source getInstance(String name);
zur Verfügung, die als Parameter den Namen der gewünschten Quelle erwartet.
Durch das Verwenden von SourceRegistry war es möglich, den Mediator unabhän-
gig von der Menge der Quellen zu entwickeln. Neue Quellen lassen sich dadurch sehr
einfach hinzufügen.
6.2.3 Asynchrone Kommunikation mit den Quellen
Das Recherchesystem behandelt die Quellen grundsätzlich unabhängig voneinander,
das heißt, die Suchergebnismengen werden jeweils unabhängig voneinander gebildet.
Die Ausführung der Operationen auf den Quellen (search und details ) erfolgt
durch das Aufrufen der gleichnamigen Methoden der zugehörigen Zugriffsobjekte. Me-
thodenaufrufe dieser Art werden synchron abgearbeitet, der Mediator wäre also bis
zum Eintreffen der Antwort von der Quelle blockiert. Wegen der Unabhängigkeit der
Quellen ist es dem Mediator jedoch möglich, die Ausführung von Operationen auf meh-
reren Quellen parallel durchzuführen. Der Aufruf der Methoden erfolgt in diesem Fall
asynchron.
Ziel des asynchronen Aufrufs der Quellen ist das Erreichen einer geringeren Antwortzeit
bis zum Vorliegen aller Ergebnisse im Gegensatz zu einem sequentiellen Aufruf. Im
besten Fall ist die gesamte Antwortzeit nicht höher als die Zeit, die zur Abfrage der
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langsamsten Quelle benötigt wird. Demnach ist in diesem Punkt der Mediator sogar
unabhängig von der Anzahl der abzufragenden Quellen.
Beim Aufruf einer asynchronen Methode kehrt der Programmfluss direkt an den Aufru-
fer zurück. Das Ergebnis der eigentlichen Operation liegt zu diesem Zeitpunkt allerdings
noch nicht vor. Stattdessen gibt der Methodenaufruf ein Ergebnisvertreterobjekt6 zu-
rück.
Die für den Quellenaufruf entworfenen Ergebnisvertreter sind in Abbildung 6.4 auf der
nächsten Seite jeweils für die beiden möglichen Operationen als SourceSearchCall
und SourceDetailsCall dargestellt. Sie sind in der Lage, die Anfragenachricht
(Request), die Antwort der Quelle (Response) und eine während der Ausführung evtl.
aufgetretene Java-Exception aufzunehmen. Die Methode run() führt den Aufruf der
Quelle, an welche das Ergebnisvertreter-Objekt bei Konstruktion gebunden wurde, zu-
nächst für sich betrachtet synchron aus. Nach Rückkehr des Aufrufs wird die Antwort
der Quelle bzw. die Exception im Ergebnisvertreter festgehalten.
Der eigentliche asynchrone Aufruf kommt zustande, indem ein nebenläufiger Thread
gestartet wird, nach dessen Ausführung das Resultat im Ergebnisvertreter-Objekt vor-
liegt. Der Mediator führt die Such- bzw. Detailabfrageoperationen für alle benötigten
Quellen asynchron in einer Gruppe aus. Danach muss der Programmfluss jeweils wie-
der zusammengeführt werden, um das Ergebnis der Aufrufe verarbeiten zu können.
Der Haupt-Thread des Mediators7 muss also auf die Beendigung aller Threads der
Quellenabfragen warten. Zu diesem Zweck wurde eine Synchronisationsbarriere einge-
führt [58]. An einer solchen Barriere nehmen mehrere Threads teil, deren Ausführung
bei Erreichen der Barriere (durch Aufruf einer Methode des zugehörigen Barrierenob-
jekts) unterbrochen wird, bis alle Threads die Barriere betreten haben.
Die Klassen SourceSearchCallThread und SourceDetailsCallThread (sie-
he Abbildung 6.4 auf der nächsten Seite) kapseln die entsprechenden Aufruf-Threads
für die Quellen. Sie werden bei ihrer Konstruktion an ein Ergebnisvertreter-Objekt ge-
bunden. Die Ausführung eines solchen Threads wird durch Aufruf der Methode start
ausgelöst. Über die angegebene Barriere erfolgt die Synchronisation mit den anderen
Threads.
6 im Englischen häufig als Future (Result) anzutreffen
7 besser gesagt der Thread des Mediator-Aufrufs, da gleichzeitig mehrere Aufrufe verarbeitet werden
können
90
6 Implementierung des Mediators
Barrier






(from net ::chlab ::bse::mediator ::sources ::call )
+ timeout :long = 0






(from net ::chlab ::bse::mediator ::sources )
SourceDetailsCall
(from net ::chlab ::bse::mediator ::sources ::call )
+ timeout :long = 0







(from net ::chlab ::bse::mediator ::sources ::call )
+ run ():void





(from net ::chlab ::bse::mediator ::sources ::call )
+ run ():void
+ start (sync:Barrier ):void
sourceCall+
Abbildung 6.4: Klassen für die asynchrone Abfrage der Quelle
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Operation Richtung Parameter Rückgabe















details schreiben Zugriffsobjekt der Quelle,
Detaileintrag einer
Antwort der Quelle
Tabelle 6.1: Methoden des Quellen-Cache
6.3 Entwurf eines Caches für die Quellenantworten
Die Ausführung der Operationen auf den Quellen kann eine gewisse Zeit beanspruchen.
Gerade bei externen Quellen, die sehr stark frequentiert werden, können die Antwort-
zeiten leicht in den Sekundenbereich gehen und in besonderen Fälle auch mehr als
eine Minute dauern. Wie sich herausgestellt hat, ist die Quelle CiteSeer bezüglich der
Antwortzeiten als sehr langsam anzusehen. Um unnötige Anfragen an die Quellen zu
verhindern, wurde der Mediator mit einem Cache versehen, der die Antworten der
Quellen auf die Operationen search und details puffert.
Der Mediator kommuniziert mit dem Cache über eine festgelegte Schnittstelle (Java-
Interface SourceCache ), welche über die Methoden aus Tabelle 6.1 verfügt.
Die Antwort auf die Operation search wird vollständig im Cache abgelegt, die Ant-
wort auf details dagegen wird aufgespalten und jeder Eintrag mit Detailinformatio-
nen unter seinem Referenzschlüssel in der Quelle separat gespeichert.
Für den Prototyp des Recherchesystems wurden drei Implementierungen für den Cache
entwickelt. Die Auswahl erfolgt durch die Fabrik-Klasse SourceCacheFactory , die
zur Laufzeit in Abhängigkeit der Konfiguration die geeignete Cache-Implementierung
wählt und einrichtet.
• SourceCacheEH : Speicher-/Dateisystem-Cache auf Basis von EHCache (Easy
92
6 Implementierung des Mediators
Hibernate Cache [25])
• SourceCacheRDBMS: Ablage der Daten in einer relationalen Datenbank, die
über JDBC angesprochen wird
• SourceCacheNull :
”
Pseudo-Cache“, der nur die Schnittstelle für einen Cache
implementiert, jedoch keine Daten speichert
Nachfolgend soll SourceCacheEH Gegenstand der Betrachtung sein. EHCache ist
eine performante Implementierung eines allgemeinen Cache-Systems in Java, welches
hauptsächlich als Cache für Persistenzobjekte von Hibernate eingesetzt wird. Die Ab-
lage der gecachten Objekte erfolgt in erster Linie im Hauptspeicher bis zu einer be-
stimmten Menge. Danach können Objekte auf das Dateisystem ausgelagert werden.
Im Gegensatz zur Ablage der Daten in einer relationalen Datenbank ist der Cache
über SourceCacheEH nicht persistent. Die gepufferten Daten gehen nach dem Neu-
start des Mediators verloren. Dieser Aspekt ist um so vernachlässigbarer, je kürzer die
Lebensdauer der Daten im Cache sind.
EHCache funktioniert im Wesentliche wie eine Java-Map (java.util.Map). Es lassen
sich Werteobjekte unter einem Schlüsselobjekt abgelegen und später unter Angabe
eines äquivalenten8 Schlüsselobjekts wieder auslesen. Für die beiden Operationen der
Quellen werden zwei unabhängige Maps eingerichtet.
Das Schlüsselobjekt für die Operation search besteht aus dem Namen der Quelle
und dem Hash-Wert der Anfragenachricht für diese Operation. Der Hash-Wert wird
durch den Aufruf der Methode requestHash des Zugriffsobjekts der Quelle aus der
Nachricht ermittelt (siehe dazu auch Abschnitt 6.2.1 auf Seite 87). Das zugehörige
Werte-Objekt nimmt die Antwortnachricht der Quelle und die Anzahl der maximalen
Suchtreffer aus der Anfragenachricht auf (Feld amount ).
Die Idee hinter der Verwendung von amount ist, dass eine Suchanfrage durch den
Cache beantwortet werden kann, wenn die folgenden Punkte für einen Cache-Eintrag
und eine Anfragenachricht zutreffen.
1. die Namen der Quellen stimmen überein
2. die Hash-Werte der Anfragenachrichten stimmen überein
8 wertegleichen
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3. die maximale Anzahl der Suchtreffer in der Anfragenachricht ist nicht größer als
die Anzahl aus dem Werteobjekt, welches zu dem Cache-Eintrag gehört, der sich
evtl. aus Punkt 1 und 2 ergibt
Wird in einer Anfragenachricht eine höhere maximale Anzahl von Suchtreffern ange-
fordert, so muss die Quelle abgefragt werden. Die Antwortnachricht wird anschließend
wieder im Cache gespeichert, womit der ursprüngliche Eintrag (mit geringerer maxi-
maler Suchtrefferzahl) überschrieben wird.
Die Schlüsselobjekte für die Cache-Einträge der Operation details enthalten den Na-
men der zugehörigen Quelle und den Referenzschlüssel der Publikation. Die zugehörigen
Werteobjekte beinhalten nur einen Eintrag mit Detailinformationen für die referenzier-
te Publikation (Typ SourceDetailsResponseItemType , siehe Abbildung 6.3 auf
Seite 85).
Falls ein Mediator-Aufruf abgesetzt wurde, bei dem sich die eigentlichen Suchkriterien
(Titel, Autor, Erscheinungsjahr), sowie die maximale Anzahl der Suchtreffer für die
Quelle(n), gegenüber einem vorherigen Aufruf nicht geändert haben, kann in der Regel
auf die Abfrage der Quellen verzichtet werden, weil bereits alle Informationen aus den
Quellen im Cache vorliegen. Solche Aufrufsmuster treten z. B. auf, wenn der Benutzer
nur die Sortierreihenfolge oder das Format des bibliografischen Zitats ändert.
6.4 Nachrichtenformate des Mediators
Die öffentliche Schnittstelle des Mediators (im Java-Interface Mediator festgehalten)
verfügt über nur eine Operation für die Suchfunktion. In Abbildung 6.5 und 6.6 auf
Seite 96 sind die Formate der auszutauschenden Nachrichten dargestellt. Das Objekt-
modell der Nachrichten wurde aus einer XML-Schema-Definition mit JAXB erzeugt.
Das XML-Schema ist Grundlage der Web-Service-Schnittstelle des Mediators.
Die Anfragenachricht (Datentyp MediatorSearchRequestType ) enthält die ei-
gentlichen Suchkriterien in den Feldern title , author und year . Daneben muss
eine Menge von Paaren (sources ), bestehend aus dem Name einer Quelle und der
maximal von dieser Quelle abzurufenden Suchtrefferzahl, festgelegt werden. Diese Men-
ge legt fest, welche Quellen und in welchem Umfang abgefragt werden.
Zur Festlegung der Sortierreihenfolge der Suchtreffer wird eine Liste (orderlist )
übergeben, die in ihren Einträgen jeweils den Sortierschlüssel (value ), die Festlegung
des auf- bzw. absteigenden Sortierens (ascending ) und die Behandlung von fehlenden
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Angaben (nullsfirst ) für diesen Schlüssel bestimmt.
Das gewünschte Format des bibliografischen Zitats wird über den Parameter
bibformat übergeben. Fehlt diese Angabe, wird kein bibliografisches Zitat erzeugt,
die bibliografischen Angaben werden aber wie in allen Fällen als BibTEXML-Einträge
in den Suchtreffen zurückgegeben.
Für die Steuerung des stückweisen Abrufs sind die Felder amount und offset vor-
gesehen.
Die Antwortnachricht des Mediators (Datentyp MediatorSearchResponseType )
besteht aus den Suchtreffern (sortierte Liste item ) und der Auflistung
der Suchtrefferanzahl pro Quelle (totalfound ). Die Angaben der einzel-
nen Suchtreffer leiten sich aus den Suchtreffertypen der Quellenantworten ab
(SourceSearchResponseItemType , siehe auch Abbildung 6.3 auf Seite 85). Sie
werden jeweils um den Namen der zugehörigen Quelle (Feld source ), eine absolute
Positionsnummer (pos ) in der sortierten Gesamtsuchergebnisliste der Mediators, also
vor dem Extrahieren des Teilstücks für den stückweisen Abruf der Liste, und das
optional generierte bibliografische Zitat (bibcite ) ergänzt.
6.5 Funktionsweise des Mediatorkerns
Die nachfolgende Auflistung stellt die einzelnen Verarbeitungsschritte dar, die vom
Mediator ausgeführt werden, um die Beantwortung einer Suchanfrage durchführen zu
können.
1. Einrichten zweier Maps9, die als Schlüssel den Namen der (angeforderten) Quellen
besitzen.
• Map R zur Aufnahme der Quellenantworten auf die Suchanfrage als Werte
(Datentyp SourceSearchResponse )
• Map T zur Aufnahme von noch ausstehenden Threads zur Abfra-
ge der Quellen bzgl. der Operation search als Werte (Datentyp
SourceSearchCallThread )
9 Objekt zur Aufnahme einer Menge von paarweisen Objektreferenzen [x, y], wobei für alle [x1, y1]
und [x2, y2] aus der Menge x1 = x2 → y1 = y2 gilt (Definition einer eindeutigen Abbildung). x
wird als Schlüssel und y als Wert des Eintrags [x, y] bezeichnet. Implementierung erfolgt in der
Standard-Klasse java.util.Map von Java.
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+ author :String = null







































(from net ::chlab ::bse::bibtex ::jaxb )
BibCiteType
+ value :String










Abbildung 6.6: Struktur eines Suchergebnisses des Mediators
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2. Abfrage der Suchergebnisse aus dem Cache bzw. Einrichten von Threads zur
Abfrage der Quellen.
a) Bezug aller benötigten Zugriffsobjekte für die Quellen von der Registrierung
(SourceRegistry )
b) Konvertierung der Anfrage an den Mediator in Suchanfragen an
die Zugriffsobjekte der Quellen (MediatorSearchRequest →
SourceSearchRequest ), wobei die angeforderte maximale Suchtref-
ferzahl einer jeden Quelle aus der Mediatorenanfrage evtl. so angepasst
wird, dass sie mit den Meta-Informationen der Quelle (abrufbar über das
Zugriffsobjekt) verträglich ist
c) Abruf einer Suchergebnisliste vom Cache unter Angabe der Suchanfrage.
Falls eine solche Liste verfügbar ist, wird diese in die Map R eingefügt,
andernfalls wird ein Thread-Objekt zur Quellenabfrage erstellt und in die
Map T eingefügt.
3. Durchführung ausstehender Suchoperationen durch Starten der Threads in der
Map T . Anschließend wartet der Mediator auf die Beendigung aller Threads durch
Einsatz einer Synchronisationbarriere. Nachdem alle Threads beendet wurden,
sind die jeweiligen Antwortnachrichten in die Map R einzufügen.
4. Füge die Ergebnislisten aus der Map R zusammen und erzeuge da-
bei eine Ergebnisliste für den Mediator mit Einträgen vom Typ
MediatorSearchResponseItemType , indem jeder Suchtreffer um den
Namen seiner Quelle ergänzt wird.
5. Filtere die (zusammengefügte) Suchtrefferliste des Mediators nach Erscheinungs-
jahren, falls in der Mediatorenanfrage eine solche Einschränkung vorgenommen
wurde und die jeweiligen Quellen dies nicht unterstützen.
6. Sortiere die Suchtrefferliste gemäß der Reihenfolge aus der Mediatorenanfrage.
7. Setze die absolute Positionsnummer der Einträge in der (sortierten) Suchergeb-
nisliste in aufsteigender Reihenfolge.
8. Extrahiere den Teil der Suchergebnisliste, der durch einen stückweisen Abruf in
der Mediatorenanfrage angefordert wurde. Die restlichen Teile der Liste werden
nachfolgend nicht mehr benötigt.
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9. Ergänze die Einträge in der Suchergebnisliste um Detaildaten (vollständige biblio-
grafische Angaben) analog zur Durchführung der Suchoperation. Die zu kontak-
tierende Quelle kann über den Namen, der in jedem Suchtreffer hinterlegt wurde
(Schritt 4), ermittelt werden.
a) Abruf der Detaildaten aus dem Cache oder (bei Misserfolg)
b) Anfrage an die Quelle durch Starten von parallel laufenden Threads pro
Quelle mit anschließender Synchronisation des Programmflusses (analog
zu 3.)
10. Erzeuge die Antwortnachricht des Mediators
(Datentyp MediatorSearchResponse ).
a) Kopiere die Suchergebnisliste mit den Detaildaten in die Nachricht
b) Schreibe die Angabe der gefundenen Suchtreffer pro Quelle in die Nachricht
11. Generiere das bibliografische Zitat im angeforderten Format für jeden Suchtreffer
in der Antwortnachricht.
6.6 Formatierung der bibliografischen Angaben
Der Mediator erzeugt im Anschluss an die Abfrage der Quellen und der Zusammen-
stellung der Suchtrefferliste auf Wunsch ein bibliografisches Zitat aus den ermittelten
bibliografischen Angaben, die zunächst nur im BibTEXML-Format vorliegen.
In diesem Zusammenhang wurde für den Mediator eine allgemeine Schnittstelle für
Module entworfen, welche die Antwortnachricht des Mediatoraufrufs verändern können.
Als zusätzliche Information bekommen sie weiterhin die Anfragenachricht übermittelt,
wodurch die sich das Verhalten des Moduls evtl. bestimmen lässt. Die Schnittstelle ist
als Java-Interface realisiert worden und trägt folgende Signatur:
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Der Mediator führt intern eine Liste solcher Module, die vor der Rückgabe der Ant-
wortnachricht der Reihe nach abgearbeitet wird. Mit dem Stand der Implementierung
für diese Arbeit besteht die Liste nur aus dem Modul zum Erzeugen des bibliografischen
Zitats.
Der erste Schritt besteht aus dem Bestimmen des angeforderten Formats für das Zitat.
Die dafür benötigte Information wird im (optionalen) Feld bibformat in der Anfra-
genachricht des Mediators (MediatorSearchRequest ) an das Modul übergeben.
Fehlt die Angabe des Feldes, ist für das Modul nichts weiter zu tun. Andernfalls wird
der Aufruf an ein entsprechendes Formatierungsobjekt, welches ebenfalls die Schnitt-
stelle implementiert, delegiert.
Es konnten zwei Formatierungstypen für diese Arbeit realisiert werden.
• Konvertierung von BibTEXML in einen klassischen BibTEX-Datensatz. Die Fel-
der und Dokumententypen lassen sich direkt aufeinander abbilden. Für die Fel-
der author und editor ist eine Transformation notwendig, weil BibTEXML
Listen von Personen in strukturierter Form bereithält (Auftrennung der Namens-
bestandteile). Daneben muss die Zeichencodierung angepasst werden: Unicode
(XML) nach LATEX (BibTEX).
• XHTML/Text: Konvertierung von BibTEXML in einen Textabschnitt, wie er in
Literaturverzeichnissen häufig benötigt wird. Die Transformation erfolgt durch
Anwenden eines XSLT-Stylesheets auf die BibTEXML-Daten [48]. Die Struk-
tur der im Text erzeugten Elemente orientiert sich am originalen BibTEX-Stil
abbrv [34]. Ergebnis der Transformation ist ein XHTML-Abschnitt, in welchem
die einzelnen Bestandteile der bibliografischen Angaben als benannte <span> -
Elemente ausgezeichnet sind, die sich für die Anzeige in einem Web-Browser durch
Einsatz von Cascading Style Sheets (CSS) [14] verschiedenartig darstellen lassen.
Beispielsweise lässt sich der Titel damit in kursiver Schrift ausgeben.
Beispiele zu den verschiedenen Formatierungen finden sich in Abbildung 6.7 auf der
nächsten Seite.
Die Unterstützung weiterer Formate für bibliografische Zitate lässt sich durch Imple-
mentierung zusätzlicher Module und die Integration in den Mediator sehr einfach um-
setzen.
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F. Esposito, D. Malerba and G. Semeraro. multistrategy learning for document reco-
gnition. Applied Artificial Intelligence, 8(1):33-84, 1994.
Abbildung 6.7: Beispiel zur Formatierung eines bibliografischen Zitats
6.7 Entwicklung des Web-Service
Die Suchfunktion des Mediators soll sich von außerhalb als Web-Service ansprechen
lassen. Zur Entwicklung dieses Web-Service wurden die gleichen Strategien wie beim
DBLP-Wrapper verwendet. Im Einzelnen sind dies:
• Entwurf der Ein- und Ausgangsnachrichten der Operationen als XML-Schema
• Überführung dieser in Java-Klassen durch JAXB (XML-Java-Binding)
• Entwicklung eines dokumentenorientierten Web-Service mit Dispatcher-Methode:
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Marshalling bzw. Unmarshalling der Nachrichten, Aufruf der verarbeitenden Mo-
dule mit den JAXB-Objekten der Nachrichten
• Bereitstellung des Web-Service über Apache Axis mit entsprechender WSDL-
Datei
In Abbildung 6.8 auf der nächsten Seite ist noch einmal die Klassenstruktur des Me-
diators mit den Abhängigkeiten der Pakete dargestellt. Die Pakete der JAXB-Klassen
und der Formatierungsmodule für das bibliografische Zitat wurden aus Gründen der
Übersichtlichkeit nicht aufgenommen.
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Mit dem Web-Service des Mediators steht bereits eine mächtige Schnittstelle zum Re-
cherchesystem zur Verfügung. Allerdings eignet sich solch ein Web-Service mit seinem
XML-orientierten Ansatz nur bedingt für den Anwender, der es eher gewohnt ist, in
einer visualisierten Oberfläche zu interagieren.
Aus diesem Grund wurde für das Recherchesystem eine Web-Oberfläche entwickelt,
welche einen
”
benutzerfreundlichen“ Zugang herstellt. Implementiert wurde die Ober-
fläche als Java-Servlet [42] für den Betrieb in einem J2EE-Web-Server wie z. B. Apache
Tomcat.
Zu den Kernaufgaben dieses Servlets gehören:
• Abbildung der Parameter einer Anfragenachricht des Mediators auf URL-
Parameter bzw. HTML-Formularparameter und Bereitstellung entsprechender
Konvertierungsfunktionen
• Aufruf des Web-Service des Mediators (auf Basis des generischen Clients für
dokumentenorientierte Web-Services aus Abschnitt 4.5.1 unter Verwendung der
WSDL-Datei des Mediators und Konvertierung der Nachrichten des Mediators
zwischen Java-Objekten und XML durch JAXB)
• Darstellung der Suchergebnisse als HTML-Dokument
In Abbildung 7.1 auf der nächsten Seite ist ein Screenshot der Web-Oberfläche darge-
stellt.
Im oberen Bereich ist ein Formular enthalten, worüber die Angaben zur Suchanfrage ge-
macht werden können. Die Darstellung gliedert sich in 3 Bereiche zur Angabe der Such-
kriterien (Titel, Autor, Erscheinungsjahr), Festlegung der maximalen Suchtrefferanzahl
pro Quelle (bei Auslassen der Angabe wird die Quelle nicht verwendet) und Optionen
des Mediators (Format des bibliografischen Zitats, Sortierreihenfolge der Suchtreffer,
Anzahl der Suchtreffer pro Ergebnisseite).
Unterhalb des Formulars werden nach Durchführung einer Suche die Anzahl der Treffer
pro gewählter Quelle und eine Auswahlliste der Ergebnisseiten dargestellt. Im Beispiel
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Abbildung 7.1: Screenshot der Web-Oberfläche
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aus Abbildung 7.1 wurden 20 Treffer von DBLP übermittelt. Die Suchtreffer werden
auf 2 Seiten mit je 10 Treffern dargestellt.
Im untersten Teil einer Ergebnisseite werden die Suchtreffer aufgelistet. Zu jedem
Suchtreffer wird die fortlaufende Nummer in der Gesamtergebnisliste, der Titel, der Na-
me der zugehörigen Quelle und die Relevanz (soweit vorhanden) in einer Art Kopfzeile
dargestellt. Weiterhin wird die Liste der Verweise zum Volltext in Form von HTML-
Verweisen und das bibliografische Zitat (Metadaten) im angeforderten Format ange-
zeigt.
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8.1 Ergebnisse
In dieser Arbeit wurde ein verteiltes System zur Recherche in Digitalen Bibliotheken
entwickelt. Dabei werden mehrere Bibliotheken (Datenquellen) zu einem System inte-
griert und der Datenbestand über eine einheitliche Schnittstelle zugänglich gemacht.
Als Lösungsansatz für die Datenintegration der Quellen wurde eine Architektur ent-
worfen, die auf einem Mediator und mehreren Wrappern für die Quellen basiert. Me-
diator und Wrapper kommunizieren über Web-Service-Schnittstellen unter Austausch
von XML-Nachrichten miteinander.
Der Austausch von bibliografischen Angaben zu den Werken der Bibliotheken erfolgt
in Form des XML-Dialektes BibTEXML, welcher auf dem System BibTEX zur Verwal-
tung von Literaturverweisen in LATEX-Umgebungen basiert. Das Format ist durch die
Möglichkeit, zusätzliche Datenfelder aufnehmen zu können, ausreichend erweiterbar.
In Kapitel 4 wurde der Begriff der dokumentenorientierten Web-Services zum Aus-
tausch von XML-Nachrichten eingeführt und der Unterschied zum Ansatz der ent-
fernten Methodenaufrufe (RPC) dargestellt. Im weiteren Verlauf des Kapitels wurde
dann eine allgemein verwendbare Architektur auf Basis von Apache Axis, SAAJ und
JAXB konstruiert, die zur Implementierung von dokumentenorientierten Web-Services
auf Dienstanbieter- und -konsumentenseite verwendet werden kann. Die Architektur
bildet die Grundlage für die Entwicklung der Kommunikation zwischen den Wrappern
und dem Mediator und im weiteren Verlauf auch zwischen Mediator und der Web-
Oberfläche.
Durch die Wahl der Mediator-Wrapper-Architektur und die Anbindung der Wrapper
durch Web-Services konnte bereits eine Reihe von Heterogenitäten zwischen den Da-
tenquellen aus Sicht des Mediators beseitigt werden, da ein durchgängiges Datenmodell
mit XML und eine einheitliche Zugriffsschnittstelle auf die Wrapper durch die Verwen-
dung der dokumentenorientierten Web-Services geschaffen wurde.
Für die Datenquellen DBLP und CiteSeer wurde in Kapitel 5 jeweils ein Wrapper ent-
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wickelt. Im Fall von DBLP wurde der gesamte Datenbestand aus einer XML-Datei in
eine lokale Datenbank importiert und ein Volltextindex über diverse Suchfelder ange-
legt. Der Wrapper operiert nur auf der lokalen Datenbank bzw. dem Index und bietet
damit eine materialisierte Sicht auf die Quelle.
Die Quelle CiteSeer wurde über einen Wrapper zugänglich gemacht, der die Web-
Schnittstelle nutzt. Für die Gewinnung der relevanten Informationen wurden die Web-
Seiten, die von der Schnittstelle generiert werden, einer Datenextraktion mittels Screen-
Scraping unterzogen. Das für diesen Wrapper eingesetzte Verfahren verwendet eine
Kette von XML-Transformationen (XSLT), die beginnend mit der XML-kompatiblen
Darstellung auf die ursprünglich in HTML kodierte Web-Seite angewandt wird. Zur
Lokalisierung der Datenfragmente innerhalb der Seiten wurde eine Kombination aus
Pfadausdrücken und die Verwendung von regulären Ausdrücken gewählt. Für die In-
tegration der regulären Ausdrücke in die Transformationen mussten entsprechende Er-
weiterungen für XSLT entwickelt werden. Der CiteSeer-Wrapper operiert direkt auf der
Web-Schnittstelle und stellt somit eine virtuelle Sicht auf die Quelle dar.
Die Implementierung des Mediators wurde in Kapitel 6 durchgeführt. In der jetzigen
Form behandelt der Mediator die Quellen unabhängig voneinander. Daher wurde ein
Verfahren entwickelt, womit der Zugriff auf mehrere Quellen gleichzeitig durch das Star-
ten von nebenläufigen Programmflüssen (Threads) stattfinden kann. Weiterhin wurden
eine Schnittstelle und Module für die Darstellung der bibliografischen Angaben der
Suchtreffer in verschiedenen Formaten entwickelt. Zur Zeit kann der Anwender zwi-
schen Text/HTML, XML und BibTEX wählen.
Weitere Quellen lassen sich in den Mediator integrieren, indem die zugehörigen Wrap-
per durch die eingeführten Zugriffsobjekte und deren Registrierung einfach angebunden
werden. Neben den Wrappern der Quellen DBLP und CiteSeer konnte die Suchmaschi-
ne Google integriert werden, indem ein Zugriffsobjekt entwickelt wurde, welches de-
ren Web-Service-Schnittstelle verwendet und die notwendigen Transformationen durch-
führt. Die Entwicklung eines zusätzlichen Wrappers war in diesem Fall daher nicht
notwendig.
Der Mediator wurde so entwickelt, dass er effizient mit Ergebnismengen umgehen kann.
So bietet er die Möglichkeit, solche Mengen stückweise abzufragen und sie nach kom-
binierbaren Kriterien zu sortieren. Da für den Sortiervorgang nicht alle Informationen
der Suchtreffer benötigt werden, wurde ein zweiphasiger Abruf der Quellendaten entwi-
ckelt. In der ersten Phase wird die Suchoperation in der Quelle ausgeführt und jeweils
ein reduzierter Datensatz der Suchtreffer erzeugt. Dieser enthält meist nur die Anga-
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ben, die für die Sortierung benötigt werden sowie einen Identifikationsschlüssel. In der
zweiten Phase können dann unter Angabe des Identifikationsschlüssels die detailierten
Daten abgerufen werden. Die Durchführung der zweiten Phase ist nur für den Teil
der Ergebnismenge notwendig, der für einen stückweisen Abruf dargestellt werden soll.
Wegen der verzögerten Ausführung der zweiten Phase konnten die Antwortzeiten des
Mediators drastisch reduziert werden.
Der zweiphasige Aufruf konnte in den Wrappern der Quellen DBLP und CiteSeer sehr
gut umgesetzt werden. In der erste Phase ist für DBLP nur eine Abfrage des Volltext-
index notwendig, ein Zugriff auf die Datenbank findet nicht statt. Im Falle von CiteSeer
beschränkt sich die erste Phase auf den Abruf und die Datenextraktion einer einzigen
Web-Seite. Erst in der zweiten Phase müssen zur Gewinnung der Detailinformationen
mehrere Unterseiten verarbeitet werden, was entsprechend länger dauert.
Um ein unnötiges Abfragen der Quellen zu vermeiden, wurde der Mediator um einen
Cache ergänzt. Dieser speichert die Antworten der einzelnen Quellen jeweils für die
beiden Phasen getrennt. Der Mediator ist in der Lage, Suchanfragen teilweise durch
Ergebnisse aus dem Cache und eine Abfrage der Quellen beantworten zu können. Er-
gebnisse im Cache können auch für mehrere verschiedene Suchanfragen genutzt werden,
falls diese sich nur in dem Teil unterscheiden, der nicht für die Zusammensetzung der
Quellenantwort ausschlaggebend ist, beispielsweise bei Änderung der Sortierung oder
des Formates der bibliografischen Angaben. Genauso können die Detailangaben aus der
zweiten Phase auch für gänzlich andere Suchanfragen, die jedoch zu teilweise
”
bekann-
ten“ Treffern in der Ergebnismenge führen, wiederverwendet werden.
Viele Komponenten des Mediators wurden modular aufgebaut. Damit soll es möglich
sein, die Implementierung leicht austauschen oder Erweiterungen integrieren zu können.
Zu den austauschbaren Komponenten gehören die Implementierung des Caches, die
Zugriffsobjekte für die Quellen, die Registrierung der Zugriffsobjekte der Quellen und
die Formatierung der bibliografischen Angaben.
Als eine Anwendung des Mediators und komfortable Benutzerschnittstelle wurde ab-
schließend in Kapitel 7 eine Web-Oberfläche entwickelt.
Zusammenfassend ist an dieser Stelle zu bemerken, dass alle gesetzten Ziele aus dem
Einführungskapitel realisiert werden konnten.
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8.2 Ausblick
Das oberste Ziel für eine Weiterentwicklung des Recherchesystems muss es sein, weitere
Quellen anzubinden. Die geschilderten Verfahren zur Entwicklung der Wrapper für
DBLP und CiteSeer können dafür ein guter Anhaltspunkt sein.
In der jetzigen Form sind die Zugriffsobjekte im Mediator zur Anbindung der Quellen
nicht ausreichend konfigurierbar. Vorstellbar in diesem Zusammenhang wäre die Mög-
lichkeit, Schlüssel-Wert-Paare oder auch komplexe Objektgraphen zur Konfiguration an
die Zugriffsobjekte übergeben zu können. Die Aufgabe der Konfiguration übernimmt
dabei das Registrierungsmodul der Zugriffsklassen (Abschnitt 6.2.2) bei der Erzeugung
der Objekte. Es erscheint an dieser Stelle auch sinnvoll, die komplette Konfiguration des
Mediators in einer XML-Datei ablegen zu können. Zu den möglichen Konfigurationsda-
ten könnten Netzwerkadressen des Web-Service selbst oder die WSDL-Datei des Wrap-
pers, aber auch die Metadaten der Zugriffsklassenschnittstelle wie maximale Anzahl der
Suchtreffer, Möglichkeit der Detailabfrage und Unterstützung der Jahresbereichssuche
gehören. Die genannten Punkte sind in der jetzigen Form fest in den Zugriffsklassen
verankert, was allerdings für eine Nutzung über das Prototypen-Stadium hinaus nicht
genug flexibel erscheint.
Sinnvoll erscheint es auch, eine Art
”
Standardschnittstelle“ für die Wrapper fest-
zulegen. Ein Ansatzpunkt könnte sein, die Schnittstelle zwischen Mediator und
den Zugriffsklassen für die Web-Service-Schnittstelle zu verwenden. Als Nachrich-
ten könnten dann die XML-Äquivalente der Klassen SourceSearchRequest
und SourceSearchResponse bzw. SourceDetailsRequest und
SourceDetailsResponse verwendet werden, die ja bereits aus dem XML-
Schema des Mediators hervorgegangen sind. Mit diesem Ansatz ist es möglich, eine
einzige Zugriffsklasse zu entwickeln, die für alle Wrapper verwendet wird. Die notwen-
dige Anpassung an die verschiedenen Quellen wird durch die flexible Konfigurierbarkeit
aus dem vorherigen Absatz realisierbar.
Ein weiterer Schritt, der denkbar wäre, ist es, den Wrappern die Möglichkeit zu ge-
ben, die Metadateninformationen alternativ über ihre Web-Service-Schnittstelle abruf-
bar zu machen, anstatt sie als Konfigurationswerte in der Registrierung angeben zu
müssen. Die Integration von Quellen, welche bereits einen Wrapper mit der Standard-
Schnittstelle bereitstellen, würde sich so auf die Angabe der Netzwerkadresse beschrän-
ken. Mit diesen Möglichkeiten ausgestattet, ist für den Mediator sogar denkbar, neue
Quellen durch die Abfrage von UDDI-Verzeichnissen zu erschließen und diese automa-
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tisch anzubinden.
Eine nützliche Funktion für die Darstellung der Suchergebnismengen wäre eine Grup-
pierung von gleichen Treffern, die aus unterschiedlichen Quellen stammen. An dieser
Stelle sind Lösungen zu finden, wie gleiche Treffer erkannt werden können und wie
Situationen zu behandeln sind, in denen die einzelnen Quellen ergänzende Angaben
beisteuern, und wie mit Überlappungen und Kollisionen umzugehen ist.
Der Mediator erwartet in seiner jetzigen Form die (namentliche) Angabe der abzufra-
genden Quellen in einer Suchanfrage. Es gibt aber noch keine Möglichkeit, eine Liste der
verfügbaren Quellen vom Mediator abzufragen. In zukünftigen Entwicklungen müsste
also an dieser Stelle nachgebessert werden. Eine Anpassung der Web-Oberfläche muss
dann ebenfalls durchgeführt werden, weil diese zur Zeit noch fest auf die Quellen des
Prototyps (DBLP, CiteSeer und Google) eingestellt ist. Eine gewisse Erleichterung für
den Benutzer könnte es auch sein, eine Suchanfrage ohne Angabe von Quellen durch-
führen zu können. Der Mediator würde in diesem Fall eine Standard-Konfiguration
benutzen oder einfach alle Quellen verwenden.
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Die nachfolgenden Tabellen wurden aus [34] übernommen.
Tabelle A.1: Übersicht der BibTEX-Eintragstypen
article Ein Artikel aus einem wissenschaftlichen Journal oder einer Zeit-
schrift.
Pflicht: author, title, journal, year .
Optional: volume, number, pages, month, note .
book Ein Buch, in dem explizit der Verlag angegeben ist.
Pflicht: author oder editor, title, publisher, year .
Optional: volume oder number, series, address,
edition, month, note .
booklet Ein gedrucktes und gebundenes Werk, aber ohne Angabe eines
Verlages oder einer finanzierenden Institution.
Pflicht: title .
Optional: author, howpublished, address, month,
year, note .
inbook Teil eines Buches, z.B. Kapitel, Abschnitt oder ähnliches und/oder
ein Seitenbereich.
Pflicht: author oder editor, title, chapter und/oder
pages, publisher, year .
Optional: volume oder number, series, type, address,
edition, month, note .
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incollection Ein Teil eines Buches mit eigenem Titel.
Pflicht: author, title, booktitle, publisher, year .
Optional: editor, volume oder number, series, type,
chapter, pages, address, edition, month, note .
inproceedings Ein Artikel in einem Konferenzband.
Pflicht: author, title, booktitle, year .
Optional: editor, volume oder number, series, pages,
address, month, organization, publisher, note .
manual Technische Dokumentation.
Pflicht: title .
Optional: author, organization, address, edition,
month, year, note .
mastersthesis Eine Diplomarbeit.
Pflicht: author, title, school, year .
Optional: type, address, month, note .
misc Dieser Eintragstyp kann verwendet werden, wenn kein anderer
passt. Eine Warnung wird nur ausgegeben, wenn alle optionalen
Felder leer sind (d.h. wenn der ganze Eintrag leer ist).
Pflicht: keine.
Optional: author, title, howpublished, month,
year, note .
phdthesis Eine Doktorarbeit.
Pflicht: author, title, school, year .
Optional: type, address, month, note .
proceedings Konferenzbericht.
Pflicht: title, year .
Optional: editor, volume oder number, series,
address, publisher, note, month, organization .
techreport Ein Bericht, veröffentlicht von einer Hochschule oder einer anderen
Institution; normalerweise eine numerierte Ausgabe in einer Reihe.
Pflicht: author, title, institution, year .
Optional: type, number, address, month, note .
117
Anhang A BibTEX-Eintragstypen und -felder
unpublished Ein Dokument, das Autor und Titel hat, aber nicht veröffentlicht
wurde.
Pflicht: author, title, note .
Optional: month, year .
Tabelle A.2: Liste der BibTEX-Standardfelder
address Normalerweise die Adresse des Verlages (publisher ) oder einer
anderen Institution. Bei großen Verlagshäusern reicht die Anga-
be der Stadt. Bei weniger bekannten Verlagen kann die komplette
Adresse dem Leser evtl. weiterhelfen.
author Der/die Name(n) des/der Autor(en) im BibTEX-Namensformat.
booktitle Titel eines Buches, woraus zitiert wird. Für Bucheinträge sollte das
Feld title verwendet werden.
chapter Nummer eines Kapitels (oder Abschnittes oder ähnliches).
edition Die Auflage des Buches, z.B.
”
Zweite“. Sie sollte als Zahlwort an-
gegeben werden und, wie im obigen Beispiel, mit einem Großbuch-
staben beginnen.
editor Name(n) des/der Herausgeber(s) im BibTEX-Namensformat. Wenn
außerdem ein author -Feld vorhanden ist, gibt das Feld editor
den Herausgeber des Buches oder der Sammlung an, auf das/die
verwiesen wird.
howpublished Art der Veröffentlichung für ungewöhnliche Werke.
institution Institution, die einen technischen Bericht finanzierte.
journal Name der Zeitschrift.
key Bei Fehlen von author - oder editor -Daten wird key für den
Sortiervorgang und das Erstellen des Labels verwendet.
month Monat, in dem das Werk veröffentlicht wurde oder, bei einem nicht
veröffentlichten Werk, in dem es geschrieben wurde.
note Zusätzliche Hinweise, die dem Leser helfen können.
number Nummer einer wissenschaftlichen Zeitschrift, eines technischen Be-
richts oder eines Werkes in einer Reihe. Die Ausgabe einer Zeit-
schrift wird normalerweise durch den Jahrgang und die Nummer ge-
kennzeichnet. Ein technischer Bericht hat normalerweise eine Num-
mer, ebenso wie die Bücher innerhalb einer Reihe.
organization Die Organisation, die eine Konferenz finanziert oder ein Handbuch
(manual ) herausgibt.
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pages Angabe von einer oder mehrerer Seiten oder Seitenbereichen, z.B.
42--111 oder 7,41,73--97 oder 43+ .
publisher Name des Verlages.
school Name der Hochschule, an der eine Abhandlung geschrieben wurde.
series Name einer Buchreihe oder eines Satzes zusammengehöriger Bü-
cher. Bei einem Bucheintrag gibt title den Buchtitel an und das
optionale Feld series den Namen der Reihe oder den Namen des
mehrbändigen Satzes, worin das Buch erschienen ist.
title Titel des Werkes.
type Typ des technischen Berichts, z.B.
”
Forschungsbericht“.
volume Band einer Zeitschrift oder eines Buches, das zu einer mehrbändigen
Reihe gehört.


























<xs:element name="address" type="xs:string" minOccurs="0"/>





<xs:element name="booktitle" type="xs:string" minOccurs="0"/>
<xs:element name="chapter" type="xs:string" minOccurs="0"/>
<xs:element name="crossref" type="xs:string" minOccurs="0"/>





<xs:element name="howpublished" type="xs:string" minOccurs="0"/>
<xs:element name="institution" type="xs:string" minOccurs="0"/>
<xs:element name="journal" type="xs:string" minOccurs="0"/>
<xs:element name="key" type="xs:string" minOccurs="0"/>
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<xs:element name="month" type="xs:string" minOccurs="0"/>
<xs:element name="note" type="xs:string" minOccurs="0"/>
<xs:element name="number" type="xs:string" minOccurs="0"/>
<xs:element name="organization" type="xs:string" minOccurs="0"/>
<xs:element name="pages" type="xs:string" minOccurs="0"/>
<xs:element name="publisher" type="xs:string" minOccurs="0"/>
<xs:element name="school" type="xs:string" minOccurs="0"/>
<xs:element name="series" type="xs:string" minOccurs="0"/>
<xs:element name="title" type="xs:string" minOccurs="0"/>
<xs:element name="type" type="xs:string" minOccurs="0"/>
<xs:element name="volume" type="xs:string" minOccurs="0"/>
<xs:element name="year" type="xs:string" minOccurs="0"/>
<xs:element name="notstandard" minOccurs="0" maxOccurs="unbounded"
type="bibtexml:notstandardType"/>
</xs:sequence>
<xs:attribute name="type" type="xs:string" use="required"/>
<xs:attribute name="label" type="xs:string" use="optional"/>
</xs:complexType>
</xs:element>
<!-- Eine Liste von Personen -->
<xs:complexType name="personlistType">
<xs:sequence>
<xs:element name="person" minOccurs="0" maxOccurs="unbounded"
type="bibtexml:personType"/>
</xs:sequence>
<!-- "and others" aus BibTeX vorhanden? -->











<!-- weitere Vornamen -->
<xs:element name="middle" type="xs:string" minOccurs="0"/>
</xs:sequence>
</xs:choice>
<!-- Präfix der Nachnamen, z.B. von -->
<xs:element name="prelast" type="xs:string" minOccurs="0"/>
<!-- Nachnamen -->
<xs:element name="last" type="xs:string"/>
<!-- Suffix der Nachnamen, z.B. Jr. -->
<xs:element name="lineage" type="xs:string" minOccurs="0"/>
</xs:sequence>
<!-- EMail-Adresse der Person -->
<xs:attribute name="email" type="xs:string" use="optional"/>
<!-- Homepage-Adresse der Person -->
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<xs:attribute name="url" type="xs:string" use="optional"/>
</xs:complexType>









B.2 DBLP: Document Type Definition
Auszug aus der DTD von DBLP
<!--
DBLP XML Records are available from
http://dblp.uni-trier.de/xml/
Copyright 2001, 2003 by Michael Ley (ley@uni-trier.de)
Copying of the "DBLP" bibliography collection is permitted provided that
the copies are not made or distributed for direct commercial advantage and
credit for the source is given. To copy or republish otherwise requires
specific permission. ACM, IEEE Computer Society, and The VLDB Endowment













<!ATTLIST inproceedings key CDATA #REQUIRED
mdate CDATA #IMPLIED>
<!ELEMENT proceedings (%field;)*>





<!ATTLIST book key CDATA #REQUIRED
mdate CDATA #IMPLIED>
<!ELEMENT incollection (%field;)*>
<!ATTLIST incollection key CDATA #REQUIRED
mdate CDATA #IMPLIED>
<!ELEMENT phdthesis (%field;)*>
<!ATTLIST phdthesis key CDATA #REQUIRED
mdate CDATA #IMPLIED>
<!ELEMENT mastersthesis (%field;)*>
<!ATTLIST mastersthesis key CDATA #REQUIRED
mdate CDATA #IMPLIED>
<!ELEMENT www (%field;)*>



















































<xs:complexType name=" YearType ">
<xs:attribute name="min " type="xs:positiveInteger"
use="required"/>
<xs:attribute name="max " type="xs:positiveInteger"
use="required"/>
</xs:complexType>
<xs:complexType name=" UrlType ">
<xs:simpleContent>
<xs:extension base="xs:string">




<xs:complextype name=" SearchRequestType ">
<xs:sequence>
<xs:element name="author " nillable="true" type="xs:string"/>
<xs:element name="length " type="xs:positiveinteger"/>
<xs:element name="offset " type="xs:positiveinteger"/>
<xs:element name="title " nillable="true" type="xs:string"/>
<xs:element name="year " minoccurs="0" type="dblp:yeartype"/>
</xs:sequence>
</xs:complextype>
<xs:complexType name=" SearchResponseType ">
<xs:sequence>
<xs:element name="item " type="dblp:SearchResponseItemType"
minOccurs="0" maxOccurs="unbounded"/>
</xs:sequence>




<xs:complexType name=" DetailsRequestType ">
<xs:sequence>




<xs:complexType name=" DetailsResponseType ">
<xs:sequence>




<xs:complexType name=" DetailsResponseItemType ">
<xs:sequence>
<xs:element name="refid " type="xs:string" minOccurs="0"/>
<xs:element ref="bibtexml:bibitem " minOccurs="0"/>




<xs:complexType name=" SearchResponseItemType ">
<xs:complexContent>
<xs:extension base="dblp:DetailsResponseItemType">
<xs:attribute name="offset " type="xs:positiveInteger"
use="required"/>




<xs:element name=" SearchRequest "
type="dblp:SearchRequestType"/>
<xs:element name=" SearchResponse "
type="dblp:SearchResponseType"/>
<xs:element name=" DetailsRequest "
type="dblp:DetailsRequestType"/>
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