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Tämän opinnäytetyön tavoitteena oli tehdä yksinkertainen 3D-peli Unity pelimoottorilla. Pro-
jektin tavoitteena oli selvittää, miten yksi henkilö pystyy tekemään nykyaikaisen pelin peli-
moottorilla käyttämällä apunaan muiden tekemää sisältöä.  
 
Teoriamateriaalissa käsitellään videopelin historiaa, miten videopelit ovat kehittyneet ja miten 
ne muuttuivat yhden kehittäjän projekteista mittaviksi peliprojekteiksi, joihin osallistuu jopa 
tuhansia henkilöitä. Aineistossa tutustutaan pelinkehityksen eri vaiheisiin, kehitystiimeihin ja 
niiden toimintaan. Lisäksi selvitetään, mikä pelimoottori on käsitteenä ja miten pelimoottorit 
ovat kehittyneet sekä minkälaisia pelimoottoreita tänä päivänä on tarjolla. 
 
Seuraavassa osiossa tutustutaan tarkemmin itse Unity pelimoottoriin. Kappale alkaa siitä, 
miten Unity sai alkunsa ja miten siitä kehittyi yksi markkinoiden suosituimmista pelimootto-
reista. Tämän jälkeen tarkastellaan Unityn tämän hetkisiä ominaisuuksia, kuten sen käyt-
töympäristöjä ja yhteensopivuuksia. Itse kehitystyökalusta kerrotaan, mitä versioita tuotteesta 
on tarjolla, mitä eri versiot tuovat ja kenelle ne on tarkoitettu. Lopuksi tutustutaan tarkemmin 
ohjelmointikieliin, joita Unityssä voidaan käyttää. 
 
Projekti osuudessa tehdään Unity-pelimoottorilla pienimuotoinen peliprojekti. Projekti on jaet-
tu kolmeen kappaleeseen: suunnitelma, toteutus ja tuotos. Suunnitelma kappaleessa käsitel-
lään tapahtumat ennen varsinaista projektia, kuten valmistautuminen, opiskelu, pelinidea ja 
käytettävät työkalut. Toteutuksessa kerrotaan työvaihe kerrallaan, miten peliprojekti etenee ja 
mitä siinä tehtiin. Tuotoksessa, kerrotaan lyhyesti, millainen lopullinen peli tuli olemaan. 
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1 Johdanto 
Videopelit ovat tänä päivänä suositumpia kuin koskaan. Maailmanlaajuisissa tuotoissa, 
videopelimarkkinat ovat menneet jo aikoja sitten ohi elokuvateollisuudesta. Vuonna 2013 
videopeliteollisuus tuotti rahaa tuplasti elokuvateollisuuteen nähden. Suuret pelitalot saat-
tavatkin sijoittaa pelin kehitykseen satoja miljoonia dollareita ja niistä saadut tuotot voivat 
olla useita miljardeja. Monet suuret AAA-pelit ovat usein suunniteltu miellyttämään mah-
dollisimman suurta asiakaskuntaa, jolloin peleistä saadaan mahdollisimman kannattavia. 
Moni suuri pelitalo ei siis halua tehdä pelejä pienille asiakasryhmille, vaan keskittyvät te-
kemään samanlaisia kannattavaksi todettuja pelejä vuodesta toiseen. Monet pienet peli-
studiot ovat alkaneetkin tekemään pelejä juuri näille markkinoille ja osoittaneet, että jopa 
yhden hengen peliprojektitkin voivat saavuttaa valtavan suosion. Vielä 2000-luvulla pelien 
kehittäminen oli äärimmäisen haastavaa. Pelinkehitysohjelmat tuolloin olivat kalliita, vai-
keakäyttöisiä ja vaativat vankkaa tietämystä ohjelmointikielistä. 2000-luvun lopulla mark-
kinoille alkoi ilmestymään erilaisia pelimoottoreita, jotka olivat suunniteltu mahdollisimman 
käyttäjäystävälliseksi ja vaativat vain vähän tai ei lainkaan ohjelmointiosaamista. Tämän 
ansioista jopa yksi henkilö pystyi kehittämään nykyaikaisen pelin, joka menestyisi peli-
markkinoilla. Itseäni on jo pitkään kiinnostanut tietää, miten yksi henkilö pystyy nykyaikai-
sella pelimoottorilla tekemään niinkin monimutkaisia pelejä. Tämän takia päätin, että halu-
an tehdä opinnäytetyökseni Unity-peliprojektin.  
 
Tämän opinnäytetyön tarkoituksena on selvittää, mikä on pelimoottori ja miksi niitä käyte-
tään. Mitä eri vaiheita pelinkehityksessä on ja selvittää minkälaisia eri rooleja pelinkehitys-
tiimiin kuuluu. Lisäksi aineistossa tutustutaan tarkemmin itse Unityyn, jota projektissa tu-
len käyttämään. Projektin tarkoituksena on tehdä yksinkertainen 3D-peli, jossa kukin kehi-
tysvaihe kerrotaan yksityiskohtaisesti. Opinnäytetyön luettuaan, lukija ymmärtää mitä vai-
heita ja tapahtumia täytyy tehdä, jotta Unityllä pystyy tekemään toimivan pelin. Projekti on 
suunnattu luettavaksi henkilölle, joka haluaa tutustua pelinkehitykseen ja tietää miten se 
tapahtuu Unity-pelimoottorilla. 
 
Pelimoottoriksi valitsin juuri Unityn, sen helppokäyttöisyyden ja kattavien oppaiden takia. 
Itselläni ei ole aikaisempaa kokemusta pelimoottoreista, joten projektissa käsiteltävät asiat 
ovat minulle uusia. Peliprojektiksi teen 3D-räiskintäpelin, jossa pelin ideana on estää vi-
hollisia pääsemästä ennalta määrättyyn pisteeseen. Haluan peliprojektissa keskittyä itse 
pelimekaniikkaan, enkä niinkään audiovisuaaliseen sisältöön. Valitsemallani pelimoottoril-
la pystyy ohjelmansisäisestä kaupasta lataamaan muiden kehittäjien tekemiä ilmaisia tuo-
toksia, joita tulen käyttämään projektissani. Luvussa neljä tulen kertomaan vaihe vaiheelta 
miten mikäkin pelin osa-alue on toteutettu ja lopuksi kerron lyhyesti, mitä peli tuli lopulta 
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sisältämään. Peliä ei ole tarkoitus julkaista, eikä levittää millään tavalla. Peli tulee ole-
maan minun henkilökohtainen harjoitusprojektini, johon teen sisältöä ja ominaisuuksia 
omien kykyjeni puitteissa. 
 
Ensimmäiset videopelit ilmestyivät kuluttajille jo 1970-luvulla. Tuolloin videopelit olivat 
äärimmäisen yksinkertaisia ja pelit muistuttivat toisiaan. Peliä kehitti tuolloin usein vain 
yksi henkilö, joka myös tuotti itse kaiken pelin sisällöstä. Luvussa kaksi käsitellään miten 
videopelit ovat kehittyneet alkuaikojen yksinkertaisista yhden hengen suunnittelemista 
peleistä, jopa tuhansia henkilöitä työllistäviksi peliprojekteiksi. Aineistossa tutustaan pelin-
kehityksen eri vaiheisiin ja mitä kehitystiimin eri rooleja on ja mitä ne tekevät. Peliteknolo-
gian kehittyessä pelit alkoivat saamaan aina vain enemmän sisältöä ja kehittäminen muut-
tui työläämmäksi sekä kalliimmaksi. Jotta pelien kehittämiseen kulutettua aikaa saataisiin 
pienennettyä, alkoi markkinoille ilmestymään erilaisia pelimoottoreita, jotka ratkaisivat 
tämän ongelman. Pelimoottorit mahdollistivat pelien kehittämisen ilman, että peliä tarvit-
see kehittää alusta saakka itse, jolloin pelinkehityksessä saadaan aikaan huomattavia 
säästöjä sekä ajassa että rahassa. Pelimoottorin avulla pystytään tekemään pelistä sopiva 
kehys, jonka avulla voidaan kehittää peliin sisältöä tai samankaltaisia pelejä, tekemättä 
samaa kehitysvaihetta uudestaan. Luvussa pohditaan miten pelimoottorit ovat kehittyneet 
alkuajan pelinsisäisistä työkaluista nykyaikaisiin ohjelmiin, joilla voidaan tehdä lukuisia 
erilaisia pelejä sekä ohjelmia. 
 
Unity on tällä hetkellä yksi maailman suosituimmista pelimoottoreista. Unityn markki-
nastrategia on ollut tehdä siitä kehittäjille mahdollisimman käyttäjäystävällinen ja helppo-
käyttöinen. Tämän ansiosta se onkin erittäin suosittu juuri pienempien pelinkehittäjien 
keskuudessa. Luvussa kolme käsitellään, miten Unity sai alkunsa ja miten se on noussut 
yhdeksi markkinoiden suosituimmaksi pelimoottoriksi. Aineistossa käsitellään Unityn tek-
niset ominaisuudet, sekä minkälaisia versioita ohjelmasta on tarjolla kehittäjille. Lisäksi 
tutustutaan tarkemmin tuettuihin ohjelmointikieliin ja työkaluihin joilla ohjelmaan voi kirjoit-
taa skriptejä. Projektiosuudessa tullaan kertomaan tarkemmin, miten itse ohjelma toimii. 
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1.1 Keskeiset käsitteet 
 
AAA  Tarkoittaa pelimaailmassa peliä, jonka kehitykseen ja markkinointiin käyte-
tään mittavia summia rahaa. 
 
API  (Application Programming Interface) Ohjelmistorajapinta huolehtii liikentees-
tä kahden eri ohjelman välillä. Käyttäjän ei tarvitse tietää mitä toisessa oh-
jelmassa tapahtuu, sillä ohjelmistorajapinta huolehtii tarvittavan tiedon liik-
kumisesta ohjelmien välillä. 
 
AR  (Augmented Reality) Lisätty todellisuus. Käytetään kuvastamaan järjestel-
mää, jossa todellisuuteen perustuvaan näkymään on lisätty tietokoneella 
tuotettua sisältöä, kuten kuvia, videota, tekstiä, ääntä yms. 
 
C# 'C-sharp' Microsoftin kehittämä olio-ohjelmointikieli. Perustuu C++ ja Java 
ohjelmointikieliin. 
 
FPS (Frames Per Second) Kuvastaa montako kuvaa piirretään näytölle sekunnin 
aikana. 
 
FPS (First Person Shooter) Ensimmäisen persoonan ammuntapeli. Peli, jossa 
pelimaailma esitetään pelihahmon näkökulmasta kuvattuna. 
  
Funktio Funktio on ohjelman aliohjelma, jolla voidaan suorittaa haluttuja komentosar-
joja ohjelmassa. Funktio voi palauttaa yhden arvon tai ei mitään. 
 
Metodi Metodi on olio-ohjelmoinnissa käytettävä aliohjelma. Toimii samaan tapaan 
kuin funktio, paitsi metodi täytyy kutsua eli esitellä ohjelmaan ennen käyttöä. 
 
Middleware Tyypillisesti tarkoittaa ohjelmistoa, joka toimii käyttöjärjestelmän ytimen 
(Kernel) ja ohjelman välissä. Esimerkiksi Android, joka toimii Linux Kernelin 
päällä, mutta ajaa omia ohjelmiaan. (Wikipedia 2017g.) Pelimoottorit itses-
sään ovat middleware-ohjelmia, mutta termillä usein viitataan pelimoottorei-
hin, jotka tarjoavat jotain tiettyä pelimoottori teknologiaa, kuten fysiikkamoot-
toria, muiden kehittäjien käytettäväksi. (Wikipedia 2017c.) 
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Olio (Object) Olio tai objekti on ohjelmiston perusyksikkö, joka voi sisältää useita 
olioon kuuluvia eri arvoja tai metodeja. 
 
RAM (Random Access Memory) Keskusmuisti on muisti, jota käytetään ohjelman 
tai käyttöjärjestelmän työmuistina. Muistiin voi kirjoittaa ja siitä voidaan lu-
kea, mutta kadottaa tietonsa virran katketessa, joten sitä ei voida käyttää 
tiedon varastoimiseen. 
 
ROM (Read Only Memory) Lukumuisti on muisti, jossa tieto on pysyvää, eikä tie-
toon tehdä muutoksia käytön yhteydessä. Muisti ei tarvitse virtaa tiedon säi-
lytykseen. 
 
Skripti Skripti, eli komentosarja on lyhyt pätkä koodia, joka suorittaa haluttua toimi-
nallisuutta. 
 
VR Virtuaalitodellisuus on tietokoneella luotu keinotekoinen ympäristö, joka voi 
pohjautua todellisuuteen tai kuvitteelliseen maailmaan. Maailma tyypillisesti 
esitetään käyttäjälle visuaalisesti erilaisten näyttölaitteiden välityksellä, mutta 
paremman kokemuksen saavuttamiseksi, voidaan vaikuttaa muihinkin aisti-
muksiin, kuten ääneen tai tuntoaistiin. 
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2 Pelien ja pelimoottorien kehitys 
 
2.1  Videopelit 
Videopeli on elektroninen peli, jossa pelikuva esitetään näytöllä ja ohjaus tapahtuu erilli-
sellä ohjauslaitteella. Ohjauslaitteella tarkoitetaan peliohjainta, joka voi olla joystick, padi, 
hiiri, näppäimistö, yms. Termi videopeli vakiintui käyttöön 1970-luvun lopulla, aikana jolloin 
pelejä pelattiin tyypillisesti erillisellä pelikonsolilla, jotka olivat liitetty televisioon. Nykyään, 
termi videopeli käsittää lukuisia alalajeja, kuten tietokone-, konsoli- ja mobiilipelit. (Ylönen 
2014, 11.) 
  
Ensimmäinen elektroninen peli ulottuu 1940-luvun lopulle. Tuolloin sodanjälkeisten tutkien 
innoittamana Thomas T. Goldsmith Jr. ja Estle Ray Mann kehittivät oskilloskoopilla pelat-
tavan pelin. Oskilloskooppiin oli liitetty katodisädeputki, sekä säätönuppi, jolla ohjattiin itse 
peliä. Peli oli eräänlainen ohjuspeli, jonka tarkoituksena oli ohjata säätönupilla valosädettä 
tiettyyn kohteeseen, jolloin oskilloskoopissa näkyi räjähdys. Peli oli toteutettu täysin ana-
logisesti, eikä siinä ollut minkäänlaista koodia. Kyseinen peli onkin ensimmäinen elektro-
ninen peli, jolle on myönnetty patentti.  Ensimmäiset pelit olivatkin lähinnä tutkijoiden, yli-
opistojen tai harrastelijoiden tekemiä projekteja, joita ei tuotu markkinoille. Tietokoneita 
tuolloin löytyi lähinnä suuryrityksistä ja yliopistoista. (Ylönen 2014 11-14.) 
 
2.1.1 Pelikonsolien ensimmäinen sukupolvi 
Vuonna 1961, Wayne Wiitanen, J. Martin Graezt ja Stephen R. Russell kehittivät yhden 
tietokonehistorian merkittävimmistä tietokonepeleistä. Pelin nimi oli Spacewar!. Peli oli 
kahden pelattava avaruustaistelupeli. Pelikentän keskellä oli tähti, joka tuotti painovoimaa 
vetäen pelaajia ja ammuksia puoleensa. Alusta pystyi kiihdyttämään, mutta alukset nou-
dattivat liikkeen jatkuvuuden lakia, joten jarruttaakseen, pelaajan täytyi kiihdyttää vastak-
kaiseen suuntaan. Alusta pystyi kääntämään joko myötä- tai vastapäivään. Pelaajalla oli 
ammuksia rajoitettu määrä, sekä pelaaja pystyi erän aikana vaihtamaan sijaintiaan peli-
kentällä satunnaiseen paikkaan. Alukset olivat raketin näköisiä, mutta erosivat hieman 
toisistaan. Ensimmäinen raketti oli muodoltaan neulamainen ja toinen kiilamainen. (Wi-
kipedia 2017a.) 
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Bill Pitts ja Hugh Tuck julkaisivat vuonna 1971 ensimmäisen kolikkopelin. Pelin nimi oli 
Galaxy Game ja se oli tarkka kopio Spacewar! pelistä. Peli oli erittäin suosittu, mutta kehi-
tyskustannukset olivat aivan liian korkeat, jotta sitä olisi saatu sarjatuotantoon. Vastaavas-
ti Nolan Bushnell yhdessä Ted Dabneyn kanssa yrittivät tehdä omaa kolikkopeliversiota 
Spacewar! pelistä. Galaxy Gamen ollessa mahdollisimman tarkka kopio Spacewar! pelis-
tä, yrittivät he pelissään pitää kustannukset alhaalla pelattavuuden kustannuksella. He 
loivat pelin nimeltä Computer Space, joka erosi Spacewar! -pelistä siten, että se oli yksin 
pelattava ja siinä ammuttiin kahta tietokoneen ohjaamaa lentävää lautasta toisen pelaajan 
sijaan. Peliä testattiin eräässä baarissa, jossa se menestyi erittäin hyvin. Suosion innoit-
tamana, he tekivät peliä 1500 kappaletta lisää, mutta peli sai muualla ristiriitaisen vas-
taanoton. Peli ei menestynyt odotetusti markkinoilla mutta oli kuitenkin osoittanut suosion-
sa, joten vuonna 1972 Bushnell sekä Dabney päättivät perustaa oman yrityksensä, Atarin. 
(Ylönen 2014, 13-14.) 
 
Samaan aikaan Ralph Bae sai ajatuksen halvasta pelikonsolista, joka voitaisiin liittää tele-
visioon. Konsolissa olisi useita eri pelejä valmiiksi mukana, ja siinä olisi kaksi ohjainta, 
jotka liikuttaisivat televisioruudulla olevaa valopistettä. Konsolissa pelit olivat lähinnä ping-
pong tyylisiä tennispelejä. Bae esitteli prototyyppiään Magnavox yhtiölle ja teki heidän 
kanssaan lisenssisopimuksen, jonka seurauksena vuonna 1972 julkaistiin maailman en-
simmäisen pelikonsoli, Magnavox Odyssey. Samana vuonna Magnavox konsolin tennis-
pelin innoittamana, Atari suunnitteli oman kolikkopeliversionsa ja nimesi sen Pong:ksi. 
Atari alkoi valmistaa Pong-kolikkopeliautomaatteja, mitkä saivat aikaan valtavan suosion 
käyttäjien keskuudessa. Pongin suuren suosion johdosta, sitä seurannutta aikaa kutsu-
taankin kolikkopeliautomaatien kulta-ajaksi. (Ylönen 2014, 13-14.) 
 
Computer Space-peli ei ollut varsinaisesti tietokonetoiminen peli. Peli toimi transistori-
toimisella tilakoneella, jossa ei ollut prosessoria eikä RAM-muistia. Pelin logiikka oli kirjoi-
tettu suoraan laitteistotasolla. (Ylönen 2014, 24.) Kuten Computer Space-pelissä, Magna-
vox Odyssey konsolissa ei ollut prosessoria tai muistia, joten pelit olivat rakennettu itse 
konsoliin elektroniikkaa käyttäen. Pelejä pystyi vaihtamaan erilaisilla kaseteilla, jotka eivät 
sisältäneet pelikoodia vaan kytkentöjä, jotka vaihtoivat sisäänrakennetun pelin logiikkaa. 
Pelikentän taustagrafiikka saatiin televisioruudun eteen laitettavista kalvoista. (Wikipedia 
2017 b.) Mikrosirujen kehittyessä sirut alkoivat olla riittävän edullisia konsolin kehittä-
miseksi, joten Atarin johdolla markkinoille alkoi ilmestyä erilaisia Pong-kotikonsoleita. Mik-
rosirut olivat vielä alkeellisia, joten pelit olivatkin usein vain variaatioita toisistaan. Pian 
markkinoille ilmestyi siru, joka sisälsi suoraan 6 erilaista Pong-peliä. Siru sai valtavan 
suosion laitevalmistajien keskuudessa, minkä seurauksena markkinoille julkaistiin satoja 
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erilaisia Pong-konsoleita. Koska markkinoilla oli valtavaa ylitarjontaa pelikonsoleista, ai-
heutti se markkinoilla ensimmäisen videopeliromahduksen. (Winter 2013.) 
 
2.1.2 Videopelien toinen sukupolvi 
Mikrosirut kehittyivät entisestään, joten markkinoille ilmestyi tehokkaampia siruja, joihin 
pystyi ohjelmoimaan korkeamman tason koodia laitteistokoodin sijaan. Tämä mahdollisti 
entistä monipuolisempien ja halvempien pelien kehityksen. Vuonna 1976 Atari julkaisi 
uuden konsolin, jossa oli mikroprosessori, muistia sekä pelit omilla ROM-kaseteillaan. 
Konsolin nimi oli Atari CVS, joka nimettiin myöhemmin Atari 2600:ksi. Pelit eivät enää 
olleet sidottuja laitteistoon, vaan niitä pystyi ohjelmoimaan hyvinkin vapaasti. Peleissä oli 
äänet, värit, useita pelinäkymiä ja tietokoneen ohjaamia vastustajia. Vaikka pelejä pystyi 
ohjelmoimaan ylemmän tason kielillä, laitteiston heikko suorituskyky pakotti kehittäjät oh-
jelmoimaan pelejään tehokkaammalla konekielellä. Markkinoille tuotiin lukuisia eri peli-
konsoleita, jotka olivat ominaisuuksiltaan hyvinkin samankaltaisia ja joilla pystyi pelaa-
maan jopa kilpailijansa pelejä. (Ylönen 2014, 24.) 
 
Videopeliteollisuus oli tässä vaiheessa jo miljardiluokan bisnestä. Kolikkopelit olivat 1980-
luvun alussa erittäin kannattavia, mutta pelaajien kykyjen kehittyessä, pelaajat pystyivät 
yhdellä kolikolla pelaamaan hyvinkin pitkän aikaa, jolloin kolikkopelien kannattavuus laski. 
Kolikkopelien valmistajat vastasivat tähän tekemällä peleistä aina vain vaikeampia, niin 
kauan, kunnes pelaajat kyllästyivät liian vaikeisiin peleihin ja siirtyivät konsolipelien pariin. 
Konsolipelaajien kasvaessa markkinoille alkoi tulvia valtavasti uusia pelejä, sekä konsolei-
ta. Monet pelit olivat kuitenkin yksinkertaisia ja usein yhden henkilön tekemiä, eikä pelin-
tekijöillä välttämättä ollut edes kokemusta pelinteosta, joten pelien laatu oli huonoa. Koska 
pelimarkkinat täyttyivät halvoilla peleillä, videopelien katteet laskivat, jolloin laatupelien 
teko ei enää ollut kannattavaa. Lopulta pelien katteet romahtivat niin alas, ettei niistä saa-
tu enää voittoa ja tämän seurauksena pelimarkkinat romahtivat Pohjois-Amerikassa. Tätä 
romahdusta kutsutaankin vuoden 1983 suureksi videopeliromahdukseksi. Tuolloin pelaa-
minen kotitietokoneilla konsolipelien sijaan alkoi yleistyä, etenkin Euroopassa. (Ylönen 
2014, 16-17.) 
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2.2 Pelien kehitys 
Romahduksesta seuranneen epäluulon takia, pelaajia ei enää kiinnostanut huonot, hal-
vasti tehdyt pelit. Nintendo-niminen yritys Japanissa, menestyi Japanin markkinoilla erin-
omaisesti romahduksesta huolimatta ja yritti miettiä keinoja päästä Pohjois-Amerikan vi-
deopelimarkkinoille. He keksivät vuonna 1985 tuoda Famicon-konsoliinsa pohjautuvan 
NES (Nintendo Entertainment System) konsolin USA:n markkinoille siten, että se sisältäisi 
vain muutaman laadukkaan pelin konsolin julkaisun yhteydessä. Lisäksi laadun takaa-
miseksi Nintendo ei antanut pelintekijöiden julkaista konsolilleen kuin rajatun määrän pele-
jä vuodessa ja antoi niille Nintendo-laatuleiman, mikäli peli läpäisi Nintendon asettamat 
laatuvaatimukset. Lisäksi Nintendo markkinoi konsoliaan, ei videopelikonsolina, vaan ko-
din viihdejärjestelmänä. Tämä kannatti, sillä pelaajat alkoivat taas pelata konsolipelejä. 
(Hadzinsky 2014, 8-9.)    
  
Pelien tekoon ei enää riittänyt vain yksi henkilö, vaan kehittäjillä oli selkeitä rooleja. Pe-
leissä koodin, musiikin ja grafiikan saattoi tehdä eri henkilöt, mutta kuitenkin kehitystiimit 
olivat varsin pieniä. Vielä 2000-luvulla peliprojekteissa ohjelmoijia tyypillisesti oli alle 20 
henkilöä. Vasta 2000-luvun lopussa pelibudjettien kasvaessa suuremmiksi kuin elokuvis-
sa, alkoivat kehitystiimien koot kasvamaan. Nykyään suuren luokan peliä saattaa olla ke-
hittämässä jopa tuhansia henkilöitä kerralla. (Ylönen 2014, 25.) 
 
Pelistudiossa on tyypillisesti erilaisia kehitystiimejä, jotka vastaavat omasta osa-
alueestaan. Ohjelmointitiimissä on yleensä pääohjelmoija, jolla on tarkka käsitys pelin 
ohjelma-arkkitehtuurista ja vastaa pelin teknillisestä toteutuksesta. (Ylönen 2014, 26.) 
Ohjelmoijia on yleensä kaksi erilaista. Niin sanottu pelimoottoriohjelmoija (runtime en-
gineer), joka rakentaa peliä itse pelimoottorilla, sekä apuohjelma-ohjelmoija, joka tekee ja 
suunnittele työkaluja pelin kehittämiseen. Ohjelmoijat usein erikoistuvat johonkin tiettyyn 
osaamisalueeseen, kuten tekoälyyn tai fysiikkamallinnukseen, mutta usein tehtäviä vaih-
detaan tarpeen niin vaatiessa. Ohjelmoijat toimivat usein pienissä tiimeissä, jota johtaa 
kokeneempi ohjelmoija. (Gregory 2009, 5.) 
. 
Artistit tuottavat peliin kaiken visuaalisen ja äänellisen sisällön. Pelistudiot voivat ulkoistaa 
näitä ulkopuolisille tahoille, tai tehdä kaiken itse. Artisteihin kuuluu 3D-mallintajia, tekstuu-
ri- ja valoartisteja, animaattoreita, säveltäjiä, ääninäyttelijöitä, yms. Usein artistit tekevät 
läheistä yhteistyötä muiden pelikehittäjien kanssa ja ovat erittäin suuressa roolissa pelin 
suosion kannalta. (Gregory 2009, 5-6.) 
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Pelisuunnittelijat vastaavat itse pelin tapahtumista. He suunnittelevat kenttiä, tarinan kul-
kua ja vastaavat pelin tapahtumista yleisellä tasolla. Pelisuunnittelijalla on suurin rooli sii-
nä, miltä peli tulee lopulta näyttämään. Suunnittelijat tekevät tiivistä yhteistyötä ohjelmoi-
jien kanssa ja voivat itsekin osallistua erilaisten peliskriptien tekoon. (Gregory 2009, 6.) 
 
Tuottaja huolehtii siitä, että peli tehdään aikataulussa, sekä noudattaa ennalta määrättyä 
budjettia. Tuottaja toimii myös yhteyshenkilönä mahdollisten ulkoisten tahojen, kuten jul-
kaisijan tai rahoittajien välillä. Henkilöstön hallinta kuuluu myös tuottajan toimenkuvaan. 
Usein myös pelin idea on lähtöisin tuottajalta, mutta pelin visionääri voi olla joku toinenkin. 
Pelistudiot eivät välttämättä julkaise peliään itse, vaan antavat sen julkaisijan tehtäväksi. 
Monet suuret pelitalot julkaisevat pelinsä itse ja pienemmät julkaisevat oman pelinsä nii-
den avulla. Julkaisija yleensä vastaa pelin levityksestä, valmistuksesta ja markkinoinnista. 
Julkaisija voi toimia myös pelin tilaajana tai jopa omistaa pelistudioita, joilla se teettää pe-
lejään vain omille tuotteilleen. Pelistudioon yleensä myös kuuluu henkilöstöä, jotka eivät 
suoraan ole tekemissä tuotannon kanssa. Tällaisia voivat olla markkinointi, IT-lähituki ja 
mahdolliset tukipalvelut peliin liittyen. (Gregory 2009, 6-8.) 
 
2.3 Pelimoottori 
Pelimoottori käsitteenä vakiintui käyttöön vasta 1990-luvun puolivälissä, mutta ensimmäi-
set pelimoottorit ilmestyivät jo 1970-luvulla. Termillä pelimoottori tänä päivänä tarkoitetaan 
ohjelmaa, jonka avulla pystytään luomaan peliin haluttu sisältö ja säännöt, mutta pelin 
taustatyön hoitaa itse pelimoottori. Pelimoottori tyypillisesti huolehtii grafiikkarenderöinnis-
tä, tekoälystä, äänistä, fysiikkamallinnuksesta ja ohjainlaitteista. Pelimoottorit yleensä ovat 
tarkoitettu johonkin tiettyyn peligenreen. Varhaisimmat pelimoottorit olivat lähinnä pelinke-
hittäjän tekemiä työkaluja, joilla helpotettiin pelin kehittämistä. Ensimmäinen varsinainen 
pelimoottori ilmestyi vuonna 1994 iD Softwaren kehittämän silmistä kuvatun ensimmäisen 
persoonan ammuntapeli Doomin yhteydessä. Pelimoottorissa oli erikseen eroteltuina gra-
fiikan renderöinti, kartan suunnittelu, äänet, pelihahmot ja pelisäännöt, jonka ansiosta pe-
liä sai pienellä vaivalla muutettua erilaiseksi. Yrityksen lisensioidessa peliään eteenpäin, 
se sai aikaan suuren suosion pienten pelitalojen ja harrastelijoiden parissa, jotka muokka-
sivat pelistä omia versioitaan. Tämä sai aikaan pelien Modi-yhteisön. iD Software huomasi 
moottorin potentiaalin ja alkoikin kehittää tulevia pelimoottoreita, juuri pelien muokkaus eli 
modaaminen mielessä. Liitteessä 1 on havainnollistettu, miten iD Softwaren Doom engi-
nestä seurannut pelimoottori Quake-engine on kehittynyt ajan kuluessa nykyaikaisiksi 
pelimoottoreiksi. (Gregory 2009, 11.) 
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"Sen sijaan että peli koodattaisiin jokaisen pelin kohdalla alusta asti, kehyksen tekeminen 
samantyylisiin peleihin nopeuttaa seuraavien pelien kohdalla kehitysaikoja huomattavasti" 
(Ylönen 2014, 29.) 
 
2.3.1 Alkuajan pelimoottorit 
Maailman ensimmäisenä pelimoottorina pidetään yleisesti iD Softwaren Doom engineä, 
mutta ennen tätä oli työkaluja, joilla pystyi tekemään valmiin pelin työkalua käyttäen. 
Vuonna 1977 tekstiseikkailupeli Zorkkiin kehitettiin virtuaalikone Z-machine, joka käytti 
omaa ZIL-kieltä. Peliä siirtäessä muille alustoille, ei tarvinnut kuin tehdä tulkkiohjelma ky-
seiselle virtuaalikoneelle. (Ylönen 2014, 19-20.) 
  
1980-luvulla oli ilmestynyt lukuisia työkaluja, joilla luoda peleihin lisäsisältöä. Tällaisia oli-
vat erilaiset kenttäeditorit. Vuonna 1983 julkaistiin Lode Runner-peliin ensimmäinen peliin 
sisäänrakennettu kenttäeditori, joka mahdollisti pelaajien luoda omaa sisältöä peliinsä 
kenttien muodossa. Pelaajien tekemiä kenttiä päätyi jopa Lode Runner pelin jatko-osaan. 
Samana vuonna Bill Budge kehitti Pinball Construction Set-työkalun, jolla pystyi tekemään 
omia flipperipöytiä ja tallentamaan niitä myöhempää pelaamista varten. (Ylönen 2014, 17-
18.) 
 
1980-luvun lopulla monet suuremmat pelitalot tekivätkin omia työkaluja pelien kehittämi-
seen, joita käytettiin pelitalon sisäisesti. Monet seikkailupelit olikin tehty työkaluilla, jotka 
muistuttivat toiminnaltaan pelimoottoreita. Tällaisia oli esimerkiksi Sierran AGI ja SCI tulk-
kiohjelmat, jotka tulkkasivat omia skriptikieliään. Työkalut olivat yleensä tehty tiettyä tar-
koitusta varten, eikä niillä voinut tehdä kuin määrätyn laisia pelejä. (Ylönen 2014, 20.) 
 
2.3.2 Pelimoottorit nykyään 
Nykyisten laitteiden suorituskyky on tarpeeksi riittävä siihen, että nykyaikainen peli voi-
daan kirjoittaa kokonaan pelimoottorilla, joka käyttää korkean tason ohjelmointikieliä. Oh-
jelmoijan ei tarvitse tietää mitä laitetasolla tapahtuu, joita muuten joutuisi ottamaan huo-
mioon. Useat pelimoottorit tukevatkin monia eri ohjelmointikieliä ja erilaisia luokkakirjasto-
ja mitkä tekevät ohjelmoinnista helpompaa. Luokkakirjastot ovat kokoelma erilaisia luok-
kia, mitkä suorittavat laitetason rutiineja, ilman että ohjelmoijan tarvitsee niistä erikseen 
tietää. (Ylönen 2014, 27-28.) 
 
Nykyiset pelimoottorit voidaan jakaa kolmeen eri pääryhmään, ylä-, keski- ja alatason pe-
limoottoreihin. 
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Alimmalla tasolla moottori rakennettaan suoraan rajapintojen päälle, kuten OpenGL tai 
DirectX. Alimman tason moottorit vaativat erittäin paljon ohjelmointia, mutta sillä voidaan 
tehdä erittäin monipuolisia ja suorituskykyisiä pelejä. Tällaiset projektit vaativat kattavaa 
asiantuntemusta, sekä enemmän työtunteja. (Ward 2008.) 
 
Keskitasolla, suurin osa ominaisuuksista on valmiina, mutta ohjelmoija voi joutua koo-
daamaan joitain asioita laitetasossa, saadakseen pelin toimimaan halutulla tavalla. Keski-
tasolla tehdyissä peleissä on kuitenkin yleensä parempi suorituskyky kuin ylimmän tason 
moottoreilla. Keskiluokan pelimoottoreita on esimerkiksi Unreal engine ja Quake engine. 
(Ward 2008.) 
 
Ylimmän tason pelimoottorissa on yleensä paljon ominaisuuksia valmiina ja ne ovat suun-
niteltu mahdollisimman käyttäjäystävällisiksi. Useimmiten ohjelmointia tarvitaan vain vä-
hän, tai jopa ei lainkaan. Ylimmän tason moottorit ovat usein erikoistuneet johonkin tiet-
tyyn tehtävään, tai sisältävät rajoitteita, jotka pakottavat tekemään asioita tietyllä tavalla. 
Ylimmän tason pelimoottorit ovat nopeimmin kasvava pelimoottoriryhmä ja ne soveltuvat 
parhaiten juuri pieniin peliprojekteihin. Esimerkkejä moottoreista on Unity, RGP maker ja 
GameMaker. (Ward 2008.) 
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3 Unity 
3.1 Historia 
Vuonna 2002 toukokuussa tanskalainen ohjelmoija Nicholas Francis pyysi Mac OpenGL-
keskustelupalstalta apua varjostus (shader) järjestelmän käyttöönottoon omassa pelimoot-
torissaan. Hän sai keskustelupalstalta apua saksalaiselta Joachim Antelta ja he päätyivät 
lopulta tekemään yhdessä varjostusjärjestelmää, joka toimisi molemmissa heidän käyttä-
missään pelimoottoreissa. Pian he kuitenkin päättivät, että olisi mukavampi työskennellä 
samassa projektissa, kuin tehdä kahta erillistä projektia, joten he päättivät keskittyä teke-
mään yhteistä pelimoottoriaan. Myöhemmin David Helagson ymmärsi pelimoottorin poten-
tiaalin ja päätti liittyä mukaan kehitystiimiin. Vuonna 2004 kolmikko perusti Unity Techno-
logies yrityksen. (Haas 2014, 4.) 
 
Aluksi he halusivat keskittyä pelien tekoon, mutta pian he ymmärsivät, että markkinoilla on 
kasvava tarve työkaluille, joilla tehdä pelejä. Pelien tekemisen sijaan, he päättivät aloittaa 
suunnittelemaan omaa pelimoottoriaan. Aluksi he miettivät yritysmallikseen middleware-
tyylistä lähestymistapaa, eli myisivät pelimoottoriteknologiaansa muiden kehittäjien käytet-
täväksi, mutta tajusivat etteivät pysty kilpailemaan suurempien yritysten kanssa. Tämän 
johdosta, he päättivät keskittyä tekemään helppokäyttöistä pelimoottoria, jolla voisi tehdä 
3D-pelejä ilman kalliita lisenssimaksuja. Kehityksen edetessä he tajusivat, että pelimark-
kinoilla on kasvava suuntaus kasuaali- ja nettipelaamisessa, joten he päättivät kehityk-
sessä panostaa juuri niihin. Esitelläkseen tulevan pelimoottorinsa ominaisuuksia, tekivät 
he moottorillaan sen ensimmäisen pelin, Gooballin, joka julkaistiin keväällä 2005. Unityn 
ensimmäinen versio 1.0 julkaistiin pian pelin jälkeen kesällä 2005. Tuolloin monet pelinke-
hittäjät tekivät huonosti menestyviä pelejä, ja usein hylkäsivätkin pelimoottoreitaan heikon 
menestyksen takia. Siksi monet mahdolliset asiakkaat eivät halunneet sijoittaa markkinoil-
le vasta saapuneeseen Unity pelimoottoriin. Pääasialliset käyttäjät olivatkin harrastelijoita 
sekä yksityisiä pelinkehittäjiä. Menestystä ei auttanut sekään, että versio 1.0 ei tukenut 
kuin Mac-tietokoneita. (Haas 2014, 4-8.) 
 
3.2 Kehitys 
Unity lisäsi versiossa 1.1 tuen paketoida pelejä Microsoft Windows koneille, sekä internet-
selaimille. Pelit internetselaimissa olivat tuolloin pääsääntöisesti tehty vektori-pohjaisella 
Adobe Flash ohjelmalla, jota yleisesti pidetään vaikeakäyttöisenä. Unityn avulla pystyi 
tuolloin rakentamaan 3D-pelin suoraan selaimella pelattavaksi. Versiossa lisättiin myös 
tuki C/C++ liitännäisille, jotka mahdollistivat Unityn käytön laitteistoissa sekä ohjelmissa, 
jotka eivät tukeneet Unityä suoraan. (Haas 2014, 8-9.)   
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Unityn versio 2.0 on ollut yrityksen suurin päivitys ominaisuuksien osalta. Sitä kehitettiin 
kahden vuoden ajan ja julkaistiin vuonna 2007. Merkittävin uudistus oli täydellisempi tuki 
Windows-koneille sekä internetselaimille. Versio lisäsi tuen Microsoft DirectX-rajapinnalle, 
joka lisäsi pelien suorituskykyä Windows-koneilla noin 30 prosenttia. Unity ohjelmaa ei 
vielä tässä vaiheessa voinut käyttää kuin Mac-koneissa, mutta vuonna 2009 version 2.5 
myötä Unity julkaisi Windows-version Unity-ohjelmasta. Windows-version myötä, koko 
Unity editori piti rakentaa uudelleen, jotta ohjelmasta saataisiin alustariippumaton. (Haas 
2014, 9.) 
 
Versiossa 3.0 merkittävin uudistus oli yhdenmukaistaa ohjelma toimimaan kehitysalustas-
ta riippumatta. Ennen, eri alustoihin oli omat kehitystyökalunsa, mutta uudistuksen myötä, 
kaikkia alustoja pystyi kehittämään samalla ohjelmalla. Päivityksen aikaan vuonna 2010, 
Unity oli saavuttanut aseman markkinoiden eniten koulutukseen, sekä mobiilipeleihin käy-
tettynä pelimoottorina. (Haas 2014, 10.) 
 
3.3 Ominaisuudet 
Unity on pelimarkkinoiden johtava peliteknologiaan keskittyvä sovellus. Ohjelmalla teh-
dään uusia pelejä enemmän kuin millään muulla kilpailijan vastaavalla tuotteella. Pelkäs-
tään vuoden 2016 kolmannella vuosineljänneksellä Unityllä tehtyjä pelejä ladattiin yli 5 
miljardia kertaa. Ilmaisista mobiilipeleistä, 34-prosenttia on tehty Unityllä. Unity on ollut 
myös edellä kävijä VR markkinoilla. Yli puolet, VR laitteiden julkaisun yhteydessä myy-
dyistä peleistä oli tehty Unityllä. Unityn pääkonttori sijaitsee San Fransicossa Yhdysval-
loissa ja toimipisteitä yli 20 eri maassa. (Unity 2017a.)    
 
Unity tarjoaa työkalun, jolla pystyy tekemään sovelluksia, 2D-, 3D-, VR- (Virtual Reality) ja 
AR-pelejä (Augmented Reality). Kehityssovellus on saatavilla Mac ja Windows käyttöjär-
jestelmille. Unityllä pystyy tekemään pelejä, iOS, Windows, Linux, Android, Fire OS ja 
Tizen käyttöjärjestelmille, sekä se tukee lukuisia julkaisualustoja, kuten Steamiä tai Win-
dows storea. Pelikonsoleista se tukee kaikkia julkaistuja kahdeksannen sukupolven peli-
konsoleita, kuten Sony PS4, Nintendo Switch ja Microsoft XBox One. VR-laitteista se tu-
kee Oculus Rift, Samgsung Gear VR ja lisäksi tukee lukuisia erilaisia VR-kehitystyökaluja. 
(Unity 2017a.)
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Kuuluisia Unityllä tehtyjä pelejä ovat AngryBirds 2 (2015), Kerbal Space Program (2015), 
Cities Skylines (2015), Pokémon GO (2016), Superhot (2016), Cuphead (2017). Kuvassa 
1 on kuvankaappaukset, Kerbal Space Program, Cities Skylines sekä Cuphead peleistä 
(Wikipedia 2017d.) 
 
 
Kuva 1 Kerbal Space Program, Cities Skylines, Cuphead (Kerbal Space Program 2017; 
Wikipedia 2017e; Wikipedia 2017f.) 
 
3.4 Unity-editori 
Unity-editori on saatavilla ilmaiseksi, sekä maksullisena, joista on tarjolla kaksi eri vaihto-
ehtoa. Lisäksi suuryrityksille on olemassa oma versionsa, joka räätälöidään tapauskohtai-
sesti. Kaikki versiot sisältävät ohjelman perusominaisuudet. Jokainen lisenssi kattaa yh-
den käyttäjän. (Unity 2017b.) 
 
Ilmainen vaihtoehto soveltuu harjoitteluun, sekä harrastelija käyttöön. Ilmainen versio si-
sältää rajoitteita, jotka on poistettu, tai korotettu maksullisista versioista. Rajoitteita ovat; 
moninpeleissä pelaajia ei voi olla samanaikaisesti kuin 20 kappalatta, lisäksi yritys tai or-
ganisaatio, jonka bruttotuotot ylittää 100 000 dollaria vuodessa, eivät voi käyttää ilmais-
versiota ohjelmasta. Ilmaiseen versioon mukaan kuuluu seuraavat palvelut: 
• Tutoriaalit ja koulutusmateriaalit 
• Asset Store 
• Yhteisölliset palvelut, kuten foorumit ja tuotetukipalvelut 
• Unity Connect, jossa voi esitellä omia töitään tai etsiä muiden tuotoksia sekä ver-
kostoitua muiden kehittäjien kanssa. (Unity 2017c.) 
 
Plus-versio on maksullinen, 32 euroa kuukaudessa. Versio sisältää perusversion ominai-
suuksien lisäksi enemmän ominaisuuksia sekä Unityn tarjoamia palveluita. Rajoitukset 
moninpelien osalta kasvavat 50 käyttäjään ja vuoden aikainen bruttotuloraja nousee 200 
000 dollariin. Plus-versio mukana tulevat uudet ominaisuudet: 
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• Kehittäjä pystyy luomaan oman pelinlatausruudun pelin käynnistykseen Unityn ole-
tusruudun sijaan 
• Editorin graafinen ulkoasu muuttuu pro-malliseksi 
• Pelin voi kääntää pilvessä (Cloud build) 
• Pelit voivat mainosten lisäksi sisältää pelin sisäisiä maksuja 
• Kehittyneemmät tilastot pelistä. Kehittäjä näkee mm. miten, milloin ja millä pe-
lialustalla peliä pelataan, yms. 
• Reaaliaikainen virheraportointi 
• Käyttäjätilien hallintatyökaluja (Unity 2017d.) 
 
Pro-versio maksaa 115 euroa kuukaudessa ja se on suunnattu pienemmille yrityksille se-
kä pelistudioille. Versio sisältää plus-version ominaisuudet. Monin pelaaja määrä nousee 
200 käyttäjään sekä tuloraja poistuu. Pro-versioon päivitykset saa muita versioita nope-
ammin, sekä käyttäjätuki on kattavampaa. Pilvipalvelussa (Cloud build) voi olla samanai-
kaisesti kuusi eri projektia. Pro-versio sisältää myös kehittyneempiä ominaisuuksia, mitä 
ilmaisversioissa ei ole käytettävissä. Tällaisia ovat mm. HDR tone mapping, tuki 3D-
tekstuureille, videoiden lisääminen suoraan pelimaailmaan, yms. (Unity 2017e.) 
 
3.5 Skriptit 
Unity tukee oletuksena C# ja JavaScriptiin pohjautuvaa UnityScript ohjelmointikieliä. Li-
säksi ohjelma tukee monia .NET pohjaisia ohjelmointikieliä, mikäli ohjelmalla pystyy kään-
tämään Unityn kanssa yhteensopivan DLL-kirjaston. Skriptin voi liittää jokaiseen Unityn 
peliobjektiin joko raahaamalla (Drag and Drop) tai lisäämällä sen manuaalisesti. Halutes-
saan peliobjekti voi sisältää useita eri skriptejä. Skriptejä voidaan kirjoittaa Unityyn muka-
na tulevalla MonoDevelop ohjelmalla, mutta ohjelma tukee myös suoraan Visual Studio 
ohjelmankehitysympäristöä. (Unity 2017f.) Halutessaan skriptejä voidaan kirjoittaa myös 
erilaisilla tekstieditoreilla, kuten Notepad++ ohjelmalla. Unity sisältää sisäänrakennetun 
konsoli-ikkunan, joka näyttää projektin kehitykseen liittyvät viestit, ohjelmavirheet sekä 
huomautukset. (Unify Community 2017.) Unity tukee epäsuorasti myös muitakin ohjel-
mointikieliä erilaisten liitännäisten (Plugin) avulla. Liitännäisten avulla skripti pystyy suorit-
tamaan ohjelmakirjastoja, jotka on kirjoitettu jollakin toisella ohjelmointikielellä, kuten C++ 
tai Objective-C. (Unity 2017g.) 
 
Unityn skriptit eroavat perinteisistä ohjelmista, joissa ohjelma ajetaan toistuvina silmukoi-
na, kunnes ohjelma on suoritettu loppuun. Unity kutsuu haluttua toimintoa tiettynä hetkenä 
käyttäen tapahtuma-metodeja (event). Kun tapahtuma on saanut suoritettua toiminallisuu-
tensa loppuun, palauttaa se hallinnan takaisin Unitylle. Näitä kutsutaan tapahtumiksi, kos-
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ka jokainen pelissä tapahtuva tilanne aktivoi skriptissä tietyn tapahtumaa vastaavan ta-
pahtuma-metodin. Jokainen Unityllä tehty uusi C#-skripti perii MonoBehaviour-luokan, 
joka sisältää kaikki Unityssä käytettävät tapahtuma-metodit. Kaikki skriptissä tapahtuvat 
toiminnot ajetaan jollakin MonoBehaviour-luokasta periytyneellä tapahtuma-metodilla. 
(Unity 2017h; Unity 2017i.) 
 
Kaikista Unityllä tehdyistä peleistä, yli 85% on kirjoitettu pelkästään C#-koodia käyttämällä 
ja vastaavasti pelkästään UnityScript-koodilla tehtyjä pelejä on vain 0.8%. Tästä syystä 
Unity on päättänyt siirtää UnityScript-kielen deprecated (poistumassa käytöstä) tilaan. 
Tämä tarkoittaa sitä, että UnityScript on tuettu vielä jonkin aikaa, mutta sitä ei enää kehite-
tä. Vastaavasti Boo-ohjelmointikieli, joka oli Unityssä deprecated tilassa, poistuu käytöstä. 
Kaikista Unityllä tehdyistä peleistä vain 0.2% sisälsi minkään tasoista Boo-koodia. (Fine 
11.8.2017.) 
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4 Unity-peliprojekti 
4.1 Suunnitelma 
4.1.1 Pelimoottorin valinta 
Riippuen pelistä, peli voi käsittää monia osa-alueita joita pelikehityksessä tulee vastaan. 
Tällaisia ovat muun muassa; tekstuurit, 3D-mallit, ääniefektit, musiikki sekä itse pelikoodi. 
Koska halusin keskittyä projektin teossa itse pelikoodaukseen, halusin rajata projektistani 
pois kaiken muun. Tämä onnistuu käyttämällä muiden tekemiä, joko ilmaisia tai maksulli-
sia julkaisuja. Vaihtoehtoina pelimoottoreihin, joista olin kiinnostunut, oli tarjolla kaksi: Uni-
ty, sekä Unreal Engine. Molemmat ovat ilmaisia, sekä molempiin on tarjolla ilmaista sisäl-
töä muiden käyttäjien tekeminä. Tutkittuani tarjolla olevia pelimoottoreita, lukemistani kes-
kustelupalstoista suositeltiin aloittelijalle juuri näitä kahta. 
 
Unity soveltuu erinomaisesti pienempiin peliprojekteihin ja on käyttäjäystävällisessä mai-
neessa kehittäjien keskuudessa. Ohjelmointikieli on ensisijaisesti C#, mutta tukee myös 
muitakin kieliä. Lisäksi Unityyn on tarjolla erittäin paljon muiden käyttäjien tekemää ilmais-
ta sisältöä. 
 
Unreal Engine on jo pitkään toiminnassa ollut pelimoottori, jolla on kehitetty monia kuului-
sia 3D-räiskintäpelejä. Ohjelma on voittanut useita palkintoja parhaana pelimoottorina. 
Ohjelmointikielenä on C++:aan pohjautuva Unrealin oma UnrealScript-kieli. 
 
Itselläni oli kokemusta jo ennestään C#-ohjelmointikielestä, eikä tarkoituksenani ollut teh-
dä mitään mittavaa peliprojektia, joten siksi juuri Unity vaikutti minulle paremmalta vaihto-
ehdolta. 
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4.1.2 Valmistautuminen 
Koska valitsin pelimoottorikseni projektiini Unityn, oli järkevää aloittaa sen käyttö ensin 
harjoittelemalla. Unityssä tulee mukana 5 erilaista Unityn virallista tutoriaaliprojektia. Kus-
sakin projektissa on projektiin tarvittavat materiaalit, kuten tekstuurit, äänet ja animaatiot 
valmiina. Tutoriaaliprojekteissa on valmiit dokumentaatiot, sekä videoidut opasteet miten 
kukin vaihe tulisi suorittaa. Kunkin vaiheen voi suorittaa joko ohjeita lukemalla tai seuraa-
malla opastettua videota Unityn kotisivulta. Tutoriaalit opastavat käyttämään ohjelmaa 
oikein, sekä kertovat paljon ominaisuuksia, mitä itse tekemällä ei välttämättä edes oppisi. 
Ennen oman projektin aloittamista tein kaikki opastetut projektit annettujen ohjeiden avul-
la. Pidänkin erittäin suositeltavana amatööripelisuunnittelijan kuten itseni, aloittamaan 
harjoittelu tekemällä ohjattuja tutoriaaleja.  
 
Unityssä on tutoriaaleja tarjolla 5 erilaista: 
 
Roll-a-Ball - Yksinkertainen pallopeli, missä ohjataan pyörivää palloa kentällä, jolla yrite-
tään osua kentällä oleviin esineisiin. Tutoriaali opettaa perusasiat pelikehityksestä. 
 
Space Shooter - Ylhäältä kuvattu avaruusammuskelu, jossa käytetään 3D-malleja 2D-
ympäristössä. 
 
Survival Shooter - Isometrinen 3D-räiskintä. Yläviistosta kuvattu selviytymisräiskintäpeli, 
jossa ammutaan loputtomasti ilmestyviä vihollisia, jotka seuraavat ja yrittävät hyökätä pe-
laajaan. 
 
Tanks - 3D-ympäristössä pelattava kahden pelaajan tankki areena-peli. Kamera seuraa 
kumpaakin pelaajaa ja sovittaa kuvan siten, että molemmat mahtuvat pelinäkymään sa-
manaikaisesti. Pelaajat käyttävät samaa näppäimistöä pelaamiseen. 
 
2D Roguelike - Ylhäältä kuvattu vuoropohjainen selviytymispeli, joka on toteutettu Sprite 
grafiikalla. Pelaaja yrittää selviytyä satunnaisesti luotujen kenttien läpi maaliin, josta pää-
see seuraavaan tasoon. Jokainen liike syö pelaajan energiaa, jota voi palauttaa syömällä 
pelikentältä löytyvää ruokaa. Kentissä vastaan tulee vihollisia, jotka liikkuvat omalla vuo-
rollaan ja yrittävät hyökätä pelaajaan. 
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4.1.3 Peliprojektin suunnitelma 
Tarkoituksenani ei ollut tehdä mitään julkaistavaa peliä ja samalla pitää projektin laajuus 
riittävän pienenä. Tarkoitus oli tehdä itseäni kiinnostava harjoitusprojekti, mihin lisään 
ominaisuuksia ajan ja osaamiseni puitteissa. Peliksi päätin tehdä ensimmäisen persoonan 
ammuntapelin, jossa puolustetaan omaa tukikohtaa tietokonevihollisia vastaan. 
 
Minimi vaatimukseksi pelille asetin:  
- Pelaaja voi liikkua kentällä vapaasti.  
- Pelaajan liikuttaminen tapahtuu perinteiseen FPS-pelitapaan. Katsominen hiirellä 
ja liikkuminen WASD-näppäimillä.  
- Pelialue on riittävän iso ja avoin. 
- Viholliset syntyvät aalloittain ja yrittävät päästä maaliin pelaajasta välittämättä. 
- Vihollisia olisi pelialueella samanaikaisesti mahdollisimman paljon, jopa useampi 
sata. 
- Viholliset käyttäisivät vaihtoehtoisia reittejä. 
- Pelaajan ase olisi nopeasti ampuva sarjatuliase. 
- Peli vaikeutuisi koko ajan. 
- Tarvittavat UI-elementit. 
 
Mahdollisia lisäominaisuuksia: 
- Aseita on useita erilaisia. 
- Vihollisia on erilaisia. 
- Vihollisista on eri variaatioita. 
- Päivän aika, eli auringon valo vaihtelee. 
- Rakennukset kentällä. 
- Aseiden päivittäminen / parantaminen. 
- Viholliset hyökkäävät pelaajaan. 
- Aseita ja ammuksia voi ostaa lisää. 
 
Kaikki projektissa tarvittavat 3D-objektit, tekstuurit, animaatiot yms. joiden tekoon tarvitaan 
erillistä ohjelmaa, on rajattu pois tästä projektista. Näihin käytän Unity Asset storessa tar-
jolla olevia ilmaisia tuotoksia. Koodaukseen käytän Microsoft Visual Studio 2017 ohjel-
maa. Pelissä esiintyvät äänet haen sivustoista, jotka tarjoavat ääniefektejä ilmaiseksi. 
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4.2 Toteutus 
Ennen varsinaista projektin aloittamista, päivitin projektissa käytetyt ohjelmat viimeisimpiin 
versioihinsa. (Unity (v. 2017.1.1f1) ja Visual Studio 2017 (15.3.4)) Aloitin projektin luomal-
la uuden tyhjän 3D-projektin, jonka jälkeen pääsee käyttämään itse ohjelmaa. Ohjelmassa 
on sisäänrakennettu Asset store kauppa, mistä voi ladata sisältöä suoraan omaan projek-
tiin. Kauppa on internetsivu, joka toimii ohjelmassa omassa välilehdessään. Nähdäkseni, 
mitä ilmaismateriaalia voisin projektissani käyttää, tutustuin kauppaan, ennen kuin aloitin 
tekemään mitään. Unity store vaatii tuotosten lataamiseen erillisen rekisteröitymisen. Re-
kisteröityminen ei vaadi maksutietojen täyttämistä, mikäli käyttää vain ilmaistarjontaa. 
Kaupasta voi etsiä sisältöä hakusanoilla ja rajata hakutulokset mielensä mukaan. 
 
Projektin aloittaminen alkaa luomalla uusi Scene. Scene on käytännössä taso tai tila mis-
sä näytetään jokin tietty alue. Esimerkiksi, jos pelissä astut taloon, niin sisätilat saattavat 
olla ladattu omasta scenestään. Koska projektissani on vain yksi pelialue, käytän vain 
yhtä sceneä. Ohjelmassa on 5 tärkeää perusikkunaa. Scene, joka näyttää pelimaailman 
kehittäjän näkökulmasta. Game, joka näyttää pelimaailman, siten miten pelaaja sen näki-
si. Hierachy näkymä näyttää kaikki peliobjektit mitä aktiiviseen sceneen on ladattu. Project 
näyttää kansiorakenteen koko projektista, joka on hyvin samankaltainen kuin useimmissa 
muissa ohjelmointisovelluksissa. Viimeisin, Inspector näyttää valitun peliobjektiin liitetyt 
luokat sekä niiden asetukset. 
 
4.2.1 Maasto 
Pelin teko kannattaa aloittaa tekemällä pelialue eli alue missä itse peliä pelataan. Pelialu-
een ei tarvitse olla heti täydellinen. Aluksi riittää alue, missä voi testata muita peliosa-
alueita. Omassa tapauksessani aloitin pelialueen luomisen luomalla uuden maaston (Ter-
rain). Tämä tapahtuu luomalla hierarkia näkymään uusi 3D-objekti, Terrain. Tämä luo pe-
linäkymään uuden tasaisen alueen, jonka pinnan muotoja pystyy muokkaamaan eri työka-
luilla. Jokaisessa Unityn peliobjektissa on mukana Transform-luokka. Se määrittää objek-
tin sijainnin, suunnan ja koon, eli skaalan X-, Y- ja Z-akseleilla. Maaston mittoja pystyy 
muuttamaan muuttamalla Transform-luokasta skaalausta. Koska maailma on kolmiulottei-
nen, muutettavia arvoja on kolme. Leveys, korkeus ja syvyys. Oletusarvot näille ovat 1, 
mikä on jo todella iso. Terrain objektin skaalaus 1 vastaa karkeasti yhtä kilometriä, kun 
taas objektien skaalausarvo 1 vastaa yhtä metriä. Tämä on suhteellista, sillä jos haluat, 
että pelaajan koko on vaikkapa 0.5, niin silloin maailma on 5 kertaa suurempi suhteessa 
pelaajaan.  
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Työkaluja maan pinnanmuotojen muokkaamiseen on kolme erilaista. Ensimmäinen nos-
taa tai laskee pintaa. Tämä tapahtuu valitsemalla haluttu sivellin, joka määrittää halutun 
muodon muokkaukseen, sekä säätämällä työkalun voimakkuus ja vaikutusalue. Toinen 
työkalu tasoittaa maastoa valittuun korkeuteen. Kolmas pehmentää pinnanmuotoja. Peh-
mennys toimii hyvin samankaltaisesti kuin blur-työkalu kuvankäsittelyssä. Neljännellä työ-
kalulla pystyy maalaamaan erilaisia tekstuureita maastoon, kuten ruohoa, hiekkaa tai ki-
vikkoa. Projektissa ei ole mitään tekstuureita valmiina, joten nämä täytyy tehdä joko itse, 
ladata asset storesta tai tuoda projektiin muualta. Viidennellä työkalulla lisätään maastoon 
puut. Kuten edellä, työkaluun pitää lisätä puuobjekti, mikäli niitä haluaa lisätä. Seuraavalla 
työkalulla pystyy lisäämään maastoon pienobjekteja, kuten ruohoa, kiviä ja pensaita. Vii-
meinen työkalu on maaston asetuksia varten. Sieltä halutessaan pystyy hakemaan kor-
keuskartan kuvasta ja luomaan maaston sen perusteella.  
 
Kun maasto on tehty, on hyvä luoda valonlähde maailmaan, kuten auringon. Uuteen pro-
jektiin valonlähde tulee automaattisesti mukaan. Valonlähde on kartalla oleva objekti, mi-
hin voi määrittää valon intensiteetin, suunnan, värin ja taustavalon määrän. Lisäksi voi 
määritellä luoko valo varjoja ja minkälaisia. Mikäli varjojen luonti on päällä, pelimoottori luo 
varjot itsenäisesti, joten niitä ei tarvitse erikseen tehdä. Valonlähteitä voi olla maailmassa 
monta kerralla ja olla erityyppisiä. Halutessaan voisi tehdä esimerkiksi katuvalon joka va-
laisee vain tiettyä aluetta, eikä koko maailmaa. 
 
4.2.2 Pelihahmo 
Kun maasto on tehty, on järkevää tehdä itse pelaajahahmo. Silmistä kuvatussa ammuske-
lupelissä, pelaajan ei välttämättä koskaan tarvitse nähdä itseään, joten pelihahmon ei 
tarvitse olla mikään mallinnettu hahmo. Riittää että pelaajana toimii esimerkiksi ohjelmas-
sa valmiina oleva kapseli 3D-objekti. Koska peliä pelataan pelaajan silmin, pääkamera-
peliobjekti kiinnitetään pelaajaan lapsiobjektiksi. Kameran sijainti asetetaan siihen missä 
pelaajan oletetut silmät olisivat pelaajaobjektissa, tällöin kamera näyttää mitä pelaaja nä-
kisi. Pelaaja on tässä vaiheessa vain objekti pelikentällä, eikä se tee mitään. Tämä johtuu 
siitä, että pelaajaobjektia ei ole määritetty kiinteäksi objektiksi, johon vaikuttaa fysikaaliset 
ominaisuudet. Pelaajaan lisätään uusi komponentti 'Rigidbody'. Tämä määrittää objektille 
fyysisiä ominaisuuksia, kuten käyttääkö se painovoimaa, määrittää sen massan ja miten 
se liikkuu. Jos peliä tässä vaiheessa testaa, niin pelaaja putoaa maan pinnalle tekemättä 
mitään. Jotta pelaaja voisi liikkua, pitää luoda skripti eli koodata mitä sen halutaan teke-
vän. Pelaaja-objektiin luodaan uusi skripti, joka tehdään C#-koodilla.  
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Koodissa määritetään julkinen nopeusmuuttuja, joka määrittää miten nopeasti pelaaja 
liikkuu. Koska muuttuja on julkinen, voi käyttäjä muuttaa nopeusmuuttujaa Unityn puolelta, 
eikä suoraan itse koodista. Muuttujien nimeämisessä kannattaa käyttää CamelCase kirjoi-
tusasua. Tällöin julkinen muuttuja editorissa kirjoitettuna muotoon 'playerWalkingSpeed', 
näkyy Unityssä muodossa 'Player Walking Speed'. Desimaalit kannattaa kirjoittaa C#:ssa 
ja Unityssä float-muotoon. Tällöin desimaalinumeron loppuun tulee aina f-kirjain (0.6f). 
Koodissa on tarkoitus hakea näppäimistönpainallukset vaaka- ('a' ja 'd') ja pystyakselilta 
('w' ja 's') ja muuttaa ne liikkeeksi pelissä. Muutos saadaan koodilla, joka tapahtuu kaaval-
la: suunta x nopeus x aika. Valmis tulos käännetään transform-funktiolla X- ja Z-liikkeeksi 
pelaajaobjektille, jolloin pelaaja liikkuu kentällä. Y-akselia, eli korkeutta, ei haluta muuttaa, 
joten se jätetään 0:ksi. Unity käyttää kahta erilaista päivitys-metodia, Update ja FixedUp-
date. Update funktio suorittaa koodin kerran joka framen aikana. Eli, jos FPS (Frames Per 
Second) on 60, se suorittaa koodin 60 kertaa sekunnissa. FixedUpdate suorittaa koodin 
aina määräajoin, 0.2 kertaa sekunnissa. FixedUpdate metodia suositellaankin käytettä-
väksi fysiikan mallintamiseen tai tilanteisiin, jotka täytyy tehdä nopeammin kuin kerran 
joka framen aikana.  
 
   public float playerWalkingSpeed = 6f; 
    void Update() 
    { 
        float h = Input.GetAxisRaw("Horizontal") * playerWalkingSpeed; 
        float v = Input.GetAxisRaw("Vertical") * playerWalkingSpeed; 
        h *= Time.deltaTime; 
        v *= Time.deltaTime; 
        transform.Translate(h, 0, v);   
  } 
  
Kun koodi on lisätty pelaajaobjektiin, pelaaja pystyy liikkumaan kentällä näppäimistöä 
käyttäen. 
 
Jotta pelaajan hiiren liikkeen voi muuttaa kameran suunnaksi, luetaan hiiren X- ja Y-
akselin liikkeet ja käännetään ne vastaavasti pelaajaobjektin liikkeeksi, jolloin kuva kään-
tyy hiiren liikkeestä.  
 
Koska Unityssä mukana tulee valmis vapaasti käytettävä FPS-pelaajaobjekti, jossa on 
kaikki valmiina, ei sitä välttämättä kannata tehdä itse. Valmiissa objektissa on valmiina 
skriptit jotka mahdollistavat: juoksemisen, kävelyn, hyppimisen ja hiirellä katsomisen. Li-
säksi siinä on paljon hyödyllisiä asetuksia joita voi muuttaa suoraan ohjelmasta. 
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4.2.3 Pelaajan ase 
Ase on pelaajaobjektin lapsiobjekti. Kun pelaaja liikkuu, aseen ei ole tarkoitus liikkua itse-
näisesti, vaan pelaajan mukana. Ase kannattaa lisätä kameraobjektiin, jolloin kuvaa liikut-
taessa, liikkuu myös ase. Asset storessa on lukuisia ilmaisia valmiiksi tehtyjä aseita tarjol-
la, mitä voi käyttää omissa projekteissa. Itse valitsin aseeksi konekiväärin, jonka mukana 
tulee ampumis- ja latausanimaatiot sekä efektit hylsyille ja suuliekille. Kameraobjektin alle 
luodaan uusi objekti, joka sisältää kaikki pelaajan käyttämät aseet. Mikäli halutaan pelaa-
jalle useita eri aseita, liitetään aseobjektit tämän objektin lapsiksi. Aseen sijainti ruudulla 
määritetään aseobjektin Transform-luokan X, Y ja Z-koordinaateilla. Liitteessä 2, näkyy 
miltä ase näyttää pelissä, kun se on sijoitettu kameraan lapsi objektiksi.  
 
Kun ase on halutussa paikassa ruudulla, voidaan sille tehdä skripti, joka mahdollistaa 
aseella ampumisen. Mikäli aseeseen halutaan ammukset, määritellään skriptiin; koko-
naisammukset, lippaan koko, lippaassa olevat ammukset, tulinopeus, sekä ammuksen 
lähtöpiste, eli aseen piippu. Itse halusin, että ase ampuu fyysisiä luoteja, eikä toimi kuten 
'laserpyssy', joka osuu välittömästi kohteeseensa. Tämän takia täytyy lisätä vielä julkiseksi 
muuttujaksi itse luoti-objekti, jonka ase-skripti luo aseella ammuttaessa. Julkiseksi määri-
tetyt objektit voidaan lisätä koodiin raahaamalla haluttu objekti suoraan skriptiin. Liitteessä 
3 on havainnollistettu, miten Unityssä voidaan liittää peliobjekteja skriptiin drag-and-drop 
periaatteella. Julkisia objekteja ei tarvitse esitellä erikseen koodin puolella, vaan Unity 
tekee sen itse. Uudessa skriptissä on valmiina kaksi funktiota, Update ja Start. Start-
funktio ajetaan vain kerran, heti, kun skripti käynnistetään. Start-funktiosta on olemassa 
myös samankaltainen Awake-funktio, joka ajautuu ennen start-funktiota ja ajautuu vaikka 
skriptiä ei olisi ollut otettu käyttöön.  
 
Start-funktioon määritetään aseen sen hetkiset ammukset vastaamaan lippaan kokoa, 
muuten ase aloittaa tyhjällä lippaalla. Seuraavaksi asetetaan update-funktioon if-lause, 
joka tunnistaa onko tulitus-nappia painettu. Mikäli tulitusnappia on painettu, funktio kutsuu 
ammu-funktiota, joka suorittaa aseen ampumis-skriptin. Ampumisfunktion tulisi tarkistaa 
onko ammuksia jäljellä ja onko edellisestä ampumisesta kulunut ampumisnopeutta vas-
taava aika. Mikäli säännöt täyttyvät, voidaan vähentää ammuksia yhdellä ja luoda itse 
ammus. Ammuttava ammus kannattaa luoda uudeksi objektiksi itse koodiin, jolloin siihen 
pääsee käsiksi koodissa vielä sen jälkeenkin, kun se on luotu. Luonti objektiin tapahtuu 
antamalla objektin arvoksi Instantiate-funktion luoma ammus peliobjekti. Instantiate-
funktiossa määritetään: Mitä luodaan, mihin sijaintiin ja mihin suuntaan, eli ammus-objekti, 
aseenpiipusta, aseenpiipun osoittamaan suuntaan. Valmis komento näyttää tältä: 
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"GameObject bullet = Instantiate(m_Bullet, gunBarrell.position, gunBarrell.rotation) 
as GameObject;". 
 
Jos peliä nyt kokeilisi, niin ammus vain ilmestyisi aseen piipusta ja putoaisi maahan. Jotta 
ammuksen saisi liikkeelle, siihen täytyy lisätä liikevoimaa. Tämä tapahtuu kutsumalla 
ammus-objektin Rigidbody-luokan fysiikka-elementtiä ja lisäämällä siihen liikevoimaa ha-
luttuun suuntaan. Rigidbody-luokan nopeudeksi annetaan ennalta määrätty nopeus, joka 
kannattaa määritellä julkiseksi muuttajaksi, jolloin sitä pystyy helposti säätämään sopivak-
si. Liikkeen muutos annetaan TransformDirection-funktiolla haluttuun transform-luokan 
arvoon esimerkiksi Z-akseliin, jolloin luoti lentää suoraan eteenpäin. Pelin pitäisi tässä 
vaiheessa ampua luoti aseen piipusta aseen osoittamaan suuntaan. 
 
4.2.4 Ammus 
Ammus on oma peliobjektinsa, jonka aseen skripti luo, kun sillä ampuu. 3D-malli voi olla 
mikä tahansa ja sellaisen voi hakea esimerkiksi Asset storesta. Ammus tarvitsee rigidbo-
dy-luokan, jotta siihen voi käyttää fyysisiä ominaisuuksia, sekä törmäystunnistimen eli 
colliderin. Collider on näkymätön alue joka rekisteröi kohtaamisen toisen esineen tai koh-
teen kanssa. Ammus on soikion muotoinen, joten Capsule Collider, eli kapselin muotoinen 
tunnistin toimii siihen täydellisesti. Capsule colliderin mitat asetetaan mahdollisimman 
samankokoiseksi kuin 3D-objektin, tällöin kun objekti koskettaa jotain, niin se rekisteröi 
sen mahdollisimman tarkkaan.  
 
Ammuksen koodissa, Start-funktioon kannattaa määrätä luodin maksimi elinikä. Jos am-
musta ei tuhota, se jää pelin muistiin ja kuluttaa resursseja. Ammuksen tarkoitus on lentää 
kohteeseen, tehdä jotain ja kadota. Tuhoaminen, eli objektin poistaminen tapahtuu Dest-
roy-funktiolla. Funktioon määritetään tuhottava kohde ja aika, eli tässä tapauksessa itse 
ammus ja maksimi elinikä. Ammukseen tehdään uusi metodi OnCollisionEnter. Unity ajaa 
tämän metodin, kun collider-luokka rekisteröi kohtaamisen jonkin toisen kohteen, kuten 
maan, puun, seinän, yms. kanssa. Halusin, että luodin osuessa esimerkiksi maahan, se 
tekee pienen pölypilven paikkaan, missä se osui maahan. Tämä tapahtuu lukemalla me-
todiin tuodun törmäyspisteen sijainti sekä kulma. Luettujen arvojen perusteella voidaan 
luoda partikkelianimaatio haluttuun kohtaan Instantiate-funktiolla. Heti, kun luoti on osunut 
kohteeseensa, se tuhotaan, jolloin se ei kuluta enempää resursseja. Myös animoitu par-
tikkeli on syytä tuhota heti, kun sen on suorittanut animaationsa loppuun, muuten sekin 
jää muistiin kuluttamaan resursseja. Logiikka, kun luoti osuu esimerkiksi viholliseen, kan-
nattaa koodata itse viholliseen, eikä ammukseen. 
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4.2.5 Aseen animaatiot 
Kun ase on luonut ammuksen, halutaan että se ajaa samalla myös aseen laukaisu ani-
maation, äänen, sekä efektit suuliekille ja hylsylle. Tämä voidaan tehdä heti ammuksen 
luonnin jälkeen. Aseobjekti tarvitsee animaatiokontrollerin, eli animaattori-luokan, jonka 
kautta animaatiot ajetaan. Animaattori määrittää siirtymävaiheet animaatioiden välillä, 
sekä ajaa siihen liitetyt animaatiot. Animaatiossa täytyy olla perustila. Se voi olla esimer-
kiksi kävelyanimaatio tai ei mitään. Perustila on animaatio mistä animaattori aloittaa. Jotta 
animaation saisi siirtymään perustilasta ampumiseen, siihen voidaan määrittää erilaisia 
parametrejä, kuten kytkimen tai boolean arvon, jotka laukaisevat seuraavan vaiheen. Pe-
rustila linkitetään toiseen animaation luomalla näiden välille yhteys ja itse siirtyminen lau-
kaistaan parametreillä. Esimerkiksi animaation siirtyminen laukaisuanimaatioon on määri-
telty 'Ammu' kytkin. Tämän kytkettäessä päälle koodissa, animaattori siirtyy ampumisani-
maatioon perustilasta. Vastaavasti 'Ammu' parametri voisi olla myös boolean, eli kun boo-
lean on tosi, animaattori siirtyy toiseen animaatioon. Mikäli animaatiosta haluaa palata 
takaisin perustilaan, täytyy animaattorissa luoda yhteys animaatiosta takaisin perustilaan. 
Jos mitään parametriä ei ole asetettu palaamiseen, palaa animaatio takaisin, kun se on 
suorittanut animaationsa loppuun. Mikäli animaatiossa ei ole määritetty mitään yhteyttä 
palaamiseen, animaattori jää suorittamaan annettua animaatiota palaamatta takaisin pe-
rustilaan. Tällainen menettely soveltuu esimerkiksi vihollisen kuolemis-animaatioon. Siir-
tymiset voidaan suorittaa myös suoraan koodin puolelta, jolloin mitään parametrejä ei tar-
vitse käyttää. Koodissa, kun halutaan esittää aseen ampumisanimaatio, animaattori-
oliosta muutetaan haluttu parametri haluttuun tilaan, joka laukaisee animaation. Mikäli 
käyttää ampumisessa boolean arvoa, se täytyy muistaa vaihtaa takaisin, muuten animaa-
tio jää päälle. 
 
Kun asetta ladataan, halutaan ettei sen aikana voi ampua. Helpoiten se onnistuu tekemäl-
lä ohjelmaan boolean 'ladataan asetta'. Kun lataus on päällä, aseella ei voi ampua. On-
gelmana on, miten saada boolean pois päältä, kun lataaminen on saatu loppuun. Tämä 
onnistuu helpoiten tekemällä Coroutine-funktio. Coroutine tekee tehtäväänsä kuten muut-
kin funktiot, mutta sen voi keskeyttää määräajaksi, tai kunnes se on saanut luvan jatkaa. 
Coroutine:ssa on yield käsky, jolloin funktio odottaa sen kohdalla niin pitkään, kunnes se 
saa luvan jatkaa. Yield käskyyn voi liittää suoraan odota x sekuntia, jonka jälkeen ohjelma 
jatkaa funktion suorittamista. Esimerkiksi, odota latausaika + 0,5s: "yield return new 
WaitForSeconds (reloadTime + 0.5f);". Tämän käskyn jälkeen, boolean arvon voi vaih-
taa pois päältä ja ohjelma antaa pelaajan taas ampua aseellaan. 
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4.2.6 Äänet 
Jotta peliobjekti voi soittaa äänitiedoston, siihen täytyy liittää äänilähde, eli Audio Source. 
Äänilähteen voi luoda joko suoraan peliobjektiin tai luoda sellainen koodin avulla. Periaate 
toimii samaan tapaan kuin animaatioissa. Unityn puolella voidaan äänilähteeseen syöttää 
ääni suoraan ja mikäli on valittu asetus, että ääni soitetaan heti pelin käynnistyessä, alkaa 
ohjelma soittamaan ääntä pelissä pelin käynnistyessä. Tämä toimii parhaiten esimerkiksi, 
taustamusiikin yhteydessä. Koodin puolella, mikäli äänilähde on julkinen ei sitä tarvitse 
erikseen esitellä. Muussa tapauksessa se täytyy esitellä. Yleensä tämä tapahtuisi näin: 
"Ohjelma ohjelma = new Ohjelma();". Unityssä tämä tapa saattaa toimia, mutta se aiheut-
taa huomautuksen virhekonsoliin. Oikea tapa Unityssä on: "Ohjelma ohjelma = GetCom-
ponent<Ohjelma>();". Esittelyä ei tarvitse tehdä kuin kerran, joten se on järkevää asettaa 
Start-funktioon.  
Äänilähteessä voi soittaa erilaisia ääniä käyttämällä äänileikkeitä (Audio Clip). Äänileike 
sisältää soitettavan äänitiedoston, kuten wav, mp3, yms. Äänileikkeet kannattaa asettaa 
julkisiksi, jolloin ne on helppo tuoda ohjelman puolelta koodiin. Mikäli halutaan pelin soit-
tavan, vaikkapa aseen ampumisäänen, liitetään äänileike äänilähteeseen ja käsketään 
äänilähdettä soittamaan siihen liitetty ääni. Äänilähde voi soittaa eri ääniä vaihtamalla 
äänilähteen äänileike vain toiseksi. 
Audiomixer on työkalu, jossa voidaan asettaa eri äänilähteitä omiin ryhmiinsä ja muuttaa 
niiden ominaisuuksia ryhmitetysti. Ryhmiä voisi olla vaikkapa, musiikki, äänitehosteet, 
taustaäänet, yms. Audiomixerillä voi tallentaa eri asetuksia äänille ja vaihtaa niitä toiseen 
tilanteen vaihtuessa. Esimerkiksi, rauhallisessa tilanteessa äänet ovat hiljaisia, ja kun tu-
lee intensiivinen tilanne, äänet muuttuvat kovemmalle tai sisältävät erilaisia efektejä. 
 
4.2.7 Erikoistehosteet 
Jos haluaa luoda savua, tulta, räjähdyksiä. yms. tarvitaan Particle System luokkaa. Se 
toimii aika samankaltaisesti kuin animaatiot. Efektin sijainti määräytyy, kuten muidenkin 
peliobjektien, Transform-luokan mukaan. Efekti on käytännössä animaatio, jota ajetaan 
määrätyn ajan. Efektiä voidaan ajaa myös loputtomana silmukkana, jolloin näyttää kuin 
efekti ei loppuisi ollenkaan. Partikkelit ovat yleensä pilvimäisiä palloja, mutta voivat olla 
myös erilaisia muotoja tai objekteja. Partikkeleita voidaan luoda satunnaisesti tai määrä-
tysti halutusta paikasta haluttuun suuntaan. Ilmassa tapahtuva räjähdys olisi pallo, joka 
laajenee keskeltä ulospäin, tai savu-efekti, joka nousee kartion muotoisena alhaalta ylös-
päin. Jos haluaisi luoda savu-efektin, muuttamalla partikkelin väriä, kokoa, läpinäkyvyyttä, 
määrää ja tiheyttä, saadaan vaikutelma savusta, joka nousee lähtöpisteestä haluttuun 
suuntaan. Efektiin voi määritellä lisäominaisuuksia hyvinkin kattavasti. Tällaisia voisi olla, 
vaikka painovoiman vaikutus, tuuli ja valo. Itse tein, kun ammus osuu maahan, pienen 
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savu pöllähdyksen, joka leviää kartiomaisesti ympäristöönsä. Itse animaatio kestää 0.5s, 
joten heti efektin esityksen jälkeen objekti voidaan tuhota. Halutessaan aikaa olisi voinut 
lisätä ja antaa savupilven jäädä leijailemaan ja antaa hiljalleen kadota pois. Efektin saa 
käyttöön luomalla uusi ParticleSystem-objekti, paikkaan missä ammus törmää kohtee-
seensa, Instantiate-funktiolla ja antamalle funktiolle arvoksi itse efekti, törmäyspisteen 
sijainti, sekä suunta mistä ammus tuli. Lopuksi efekti kytketään päälle samaan tapaan 
kuin äänetkin. Efekti-objekti on syytä muistaa tuhota heti kun efekti on suoritettu loppuun, 
tai muuten se jää muistiin kuluttamaan resursseja.  
 
Halusin saada ammuksiini myös valojuova-efektin. Tämä onnistuu helpoiten lisäämällä 
ammukseen uusi luokka, jälkiefekti (Trail Renderer). Tämä lisää liikkuvan objektin perään 
vanan, jonka elinikää, väriä ja kokoa voidaan muuttaa. Vanan pituus määräytyy kuljetun 
matkan perusteella, eikä niinkään tietyn mitan mukaan. Eli mitä pidemmän vanan haluaa, 
sitä suurempi elinikä efektille täytyy antaa. Halutessaan ammukseen voidaan lisätä valon-
lähde, jolloin se valaisee ympäristöään lentäessään kentällä. 
 
4.2.8 Vihollinen 
Ei-pelattavat hahmot luodaan samaan tapaan kuin itse pelaajakin. Vihollinen tarvitsee 3D-
mallin ja helpoin tapa saada sellainen on etsiä sopiva Asset storesta. Useimmiten lada-
tuissa malleissa on kaikki valmiina, joten niihin ei tarvitse tehdä muuta kuin itse koodi ja 
lisätä puuttuvat luokat, kuten rigidbody ja collider. Mallit ovat useimmiten ragdoll-malleja, 
eli niissä on mallinnettu jokainen ruumiinosa erikseen ja jokaiseen ruumiinosaan tulee 
oma tekstuurinsa.  
 
Jotta hahmon saisi liikkumaan kentällä, siihen voi lisätä Nav Mesh Agent-luokan. Nav 
Mesh Agent-luokka liikuttaa hahmoa annettuun koordinaattiin Unityn oman logiikan mu-
kaan. Jotta Unity osaisi liikuttaa hahmoa, tarvitsee maasto kypsentää (bake). Unityssä on 
oma navigaatio-työkalu, missä määritetään liikkuvan hahmon mitat, kuten halkaisija, kor-
keus, askeleen korkeus ja maksimi-kulman mitä hahmo voi kiivetä. Annettujen arvojen 
perusteella työkalu kypsentää alueet maastossa, eli määrittää missä navigoitava hahmo 
voi kävellä. Mahdolliset esteet ja liian korkeat rinteet jäävät alueiksi, missä ei voi kulkea. 
Valmiissa maastossa hahmo osaa väistää esteitä ja etsiä sopivan reitin kohteeseensa 
itsenäisesti. Jos vihollisen skriptiin asettaa kohteeksi pelaajan, alkaa hahmo seuraamaan 
pelaajaa. Vastaavasti kohteeksi voi asettaa minkä tahansa pisteen kentällä, jolloin hahmo 
yrittää päästä annettuun koordinaattiin. Nav Mesh Agent-luokassa voidaan määrittää 
hahmon nopeus ja miten hyvin se kääntyy. Lisäksi asetuksilla voidaan rajata missä hah-
mo voi kävellä. Tässä vaiheessa, kun vihollinen liikkuu, se ei sisällä mitään animaatiota. 
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Hahmo tarvitsee animator-luokan, jonka oletusanimaatioksi laitetaan kävely. Animaa-
tionopeus kannattaa pitää samana, kuin Nav Mesh Agent-luokan nopeus, muuten nopeus 
ja animaatio eivät ole synkroniassa. 
 
Jotta viholliseen voisi osua ammuksella, täytyy tälle kirjoittaa koodi. Hahmossa on collider-
luokka, joka rekisteröi osuman jonkun toisen kohteen tai esineen kanssa. Jotta tiedetään 
että juuri luoti osuu viholliseen, se täytyy tarkistaa. Tarkistus tapahtuu tagien avulla. Jo-
kaiseen peliobjektiin pystyy määrittämään tagin, jolla pystyy tunnistamaan objekteja toisis-
taan. Koodissa tarkistetaan, että osuiko hahmoon toinen collider-luokka, jonka tagi on 
ammus. Kun skripti on tunnistettu ammukseksi, tarkistetaan ammus-objektista, kuinka 
paljon ammus tekee vahinkoa ja riippuen onko hahmolla osuman jälkeen kestoa jäljellä, 
se joko kuolee tai jatkaa. Kaikki tapahtumat kannattaa tehdä omiin funktioihinsa, jolloin 
koodi pysyy selkeämpänä.   
 
Haavoittumisäänen lisäksi halusin, että osuma lennättää vihollista taaksepäin ammuksen 
voimasta. En halunnut, että vihollisen kävelyanimaation on päällä sen liikkuessaan taakse 
päin, täytyi animaatio pysäyttää määräajaksi osuman yhteydessä. Tässä tarvitsee käyttää 
coroutine-funktiota. Funktio kytkee animaatiot pois päältä, odottaa määräajan ja kytkee ne 
takaisin päälle odotusajan päättyessä. Potkaisu taaksepäin saadaan laskemalla kulma 
mistä luoti osui hahmoon ja lisätään työntövoimaa (force) hahmoon vastakkaiseen suun-
taan. Coroutinessa on ongelmana se, että jos ja kun vihollinen saa uuden osuman ja sen 
täytyisi kuolla odotusajan aikana, se odottaa coroutine-funktiossa määrätyn ajan loppuun, 
kunnes se voi suorittaa kuolemis-funktion. Tämän saa korjattua StopAllCoroutines-
funktiolla. Tämä kannattaakin olla ensimmäinen asia mitä kuolemis- funktiossa tehdään.  
 
Hahmon mukana tuli kolme erilaista kuolemisanimaatiota, kaatuminen taaksepäin ja 
kummallekin sivulle. Kuolemisfunktiolle siis pitää viedä sijainti mihin luoti osui, jotta voi-
daan suorittaa kaatumisanimaatio oikeaan suuntaan. Jotta saadaan tieto, osuiko osuma 
oikealle vai vasemmalle puolelle, täytyy se tarkistaa collider-luokan sijainnin X-akselilta. 
Collider-luokan kolmiulotteisen alueen, joka rekisteröi osumat, keskipiste on 0, joten posi-
tiiviset- ovat oikealle puolelle ja vasemmalle puolelle ovat negatiiviset lukemat. Keskipiste 
on siis raja-arvojen sisällä olevat määrätyt lukemat ja sitä suuremmat tai pienemmät ovat 
oikea tai vasen. Koska hahmo kuolee, kannattaa kuolemisanimaatio jättää voimaan, eli se 
ei enää palaa takaisin oletusanimaatio tilaan. Lisäksi animaatioon siirtyminen kannattaa 
toteuttaa siten, ettei siinä ole siirtymisaikaa. Ei näytä hyvältä, jos hahmo kävelee animaa-
tionsa loppuun ja sitten vasta kaatuu maahan. Koska hahmo kuolee, voi objektin laittaa 
tuhoutumaan halutun määräajan päästä. 
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4.2.9 Pelikontrolleri 
Jotta pelistä saa pelin, tarvitsee se kontrollerin, jossa määritetään pelin tapahtumat. Peli-
kontrolleri on sceneen lisätty peliobjekti, joka sisältää vain skriptin pelin säännöistä. Koska 
haluan että vihollisia syntyy tietty määrä, tietyn kokoisina aaltoina ja eri paikkoihin, kannat-
taa näistä tehdä julkiset muuttujat kontrolleriin. Jotta vihollisia saataisiin syntymään peli-
alueelle haluttuun paikkaan, tarvitaan vihollisten syntymäpisteet. Syntymäpisteen ei tarvit-
se olla kuin koordinaatti pelialueella, joten tyhjä peliobjekti riittää siihen. Kontrolleriin voi 
tehdä julkisen peliobjektilistan, johon voi Unityssä raahata haluamansa peliobjektit, jolloin 
kaikki syntymäpisteet ovat samassa listaobjektissa. Jotta saataisiin viholliset syntymään 
aalloissa satunnaisesti eri syntymäpisteisiin, logiikka kannattaa tehdä coroutine-funktiolla. 
Funktio luo aallon verran vihollisia satunnaisesti listassa oleviin syntymäpisteisiin, vähen-
tää luodut viholliset kokonaismäärästä ja odottaa määrätyn ajan ennen seuraavaa aaltoa. 
Aallon jälkeen se tarkistaa onko vihollisia vielä jäljellä lisättäväksi ja jatkaa tarvittaessa 
uudella aallolla. Vihollisten luominen tapahtuu, kuten ammustenkin, Instantiate-funktiolla.  
 
Halusin hieman vaihtelua vihollisiin, joten annoin luonnin yhteydessä jokaiselle viholliselle 
+/- X-prosenttia lisää nopeutta. Tämän lukeman pystyy määrittelemään julkisesta muuttu-
jasta. Samassa yhteydessä määritin jokaiselle luotavalle viholliselle keston ja nopeuden 
jota voi muuttaa helposti kontrollerista julkisia muuttujia muuttamalla. Jos luon 10 vihollista 
kerralla, kolmeen eri syntymäpisteeseen, osa vihollista syntyy toistensa päälle. Tämä se-
koittaa navigointia, sillä vihollisten osuessa toisiinsa, ohjelma rekisteröi ne esteiksi, jolloin 
ohjelma ei anna hahmon liikkua ennen kuin siihen on tilaa. Ongelman voi ratkaista suu-
rentamalla syntymispistettä. Tämä onnistuu muuttamalla hieman syntymäpisteen X- ja Z-
koordinaatteja satunnaisarvoilla hahmon luonnin yhteydessä. Tällöin viholliset eivät synny 
samaan koordinaattiin, vaan sen lähelle. 
 
4.2.10 Navigaatiopisteet 
Kentälle luodut viholliset on määrätty kulkemaan kaikki samaan pisteeseen, joten viholli-
set kulkevat suorinta tietä kohti päämääräänsä, eli käytännössä viholliset kulkevat jonois-
sa. Halusin vaihtelua tähän, joten tein vihollisille navigointipisteitä eli etappeja. Liitteessä 4 
on havainnollistettu pelini navigointilogiikka. Varsinaisia etappeja on yhteensä 5, joista 
viimeinen etappi on itse maali. Kolmessa ensimmäisessä etapissa on 6-navigointipistettä, 
jotka on jaettu kolmeen eri kategoriaan. Syntymäpisteistä, kuvassa mustat pisteet, ohjel-
ma arpoo lähimmästä kategoriasta navigointipisteen, johon syntynyt vihollinen suuntaa. 
Tämän jälkeen punaisesta kategoriasta lähtenyt voi suunnata punaisen tai oranssin kate-
gorian navigointipisteisiin. Oranssista lähtenyt voi suunnata minkä tahansa kategorian 
pisteeseen, kun taas keltainen oranssiin tai keltaiseen. Jotta hahmo tunnistaisi, että se on 
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saavuttanut navigointipisteen, pisteessä täytyy olla collider-tunnistin. Jokaisen etapin tun-
nistimeen on lisätty etappia vastaava tagi. Jos tunnistimessa ei olisi tagia, ohjelma luulisi 
juuri saavutettua tunnistinta jo seuraavaksi etapiksi. Kun hahmo saavuttaa navigointipis-
teensä, sen seuraavaksi päämääräksi asetetaan seuraavan kategorian navigointipiste. 
Viimeinen navigointipiste on itse maali. 
 
4.2.11 Laskurit 
Pelaajalla on tietty määrä elämiä. Jokainen maalin päässyt vihollinen laskee tätä lukemaa 
yhdellä tai useammalla pisteellä. Vihollisen koodissa on funktio siitä, kun se saavuttaa 
maalinsa, jonka jälkeen se kutsuu pelikontrollerin funktiota joka vähentää pistemäärän 
kokonaiselämistä. Jokainen maaliin päässyt vihollinen poistetaan pelistä. Jotta saadaan 
pelaajan pistetilanne selville, jokainen kuollut vihollinen lähettää vastaavasti pelikontrolle-
rille vihollista vastaavan pistemäärän, mistä kontrolleri pitää kirjaa. Kontrolleri pitää myös 
kirjaa siitä, että montako vihollista vielä on kentällä. Jokainen tapettu vihollinen vähentää 
kentällä olevien vihollisten lukumäärää ja kun laskuri on 0, taso on saatu loppuun. Peli 
pitää kirjaa jokaisesta pelikierroksesta ja lopulta, kun pelaajan elämät ovat loppuneet, peli 
päättyy. Pelin päättyessä peli esittää pelaajalle pelaajan selviämät pelikierrokset sekä 
pisteet vihollisista, mitkä hän on pelin aikana tappanut. 
 
4.2.12 Vaikeustaso 
Jotta peli ei olisi koko ajan samanlainen tai liian helppo, halutaan että peli muuttuisi pelin 
edetessä vaikeammaksi. Päädyin itse sellaiseen ratkaisuun, että jokaisen voitetun peli-
kierroksen jälkeen peli vaikeutuu asteittain. Peli voi vaikeutua kolmella eri tavalla; vihollis-
ten lukumäärä kasvaa halutulla lukumäärällä, vihollisten kesto kasvaa 10-prosentilla ja 
vihollisten nopeus kasvaa 10-prosentilla. Jokaisen muutoksen todennäköisyyttä voi sää-
tää haluamakseen pelikontrollerista. Lukemille, etenkin vihollisten lukumäärälle, on syytä 
asettaa kattolukema, sillä peli voi alkaa syömään liikaa resursseja, jos pelissä on liian 
monta vihollista samanaikaisesti kentällä. 
 
4.2.13 Pelitekstit 
Jotta pelaajalle välittyisi tieto peliä koskevista tiedoista, kuten pisteistä tai ammuksista, 
halutaan ne tuoda pelaajan näkökenttään eli hudiin. Unityssä näitä voidaan esittää UI-
elementeillä (User Interface). UI-elementti on oltava Canvas-luokan lapsiobjekti. Canvas 
on alue missä tiedot näytetään, kuten näyttöpaneeli tietokonepäätteessä pelin sisällä, tai 
pelaajan hudi. Elementti voi olla kuva, teksti, nappula, tekstisyöte, yms. Elementit toimivat 
hyvin samankaltaisesti kuin HTML-ympäristössä, esimerkiksi tekstiin voidaan lisätä <b>-
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tagi, joka lihavoi tekstin. Tekstin sijainti ruudulla määritetään tekstiobjektin X- ja Y-
koordinaateilla. UI-elementeissä on hierarkiarakenne, joka määrää järjestyksen, miten 
elementit näytetään ruudulla. Rakenne on hyvin samankaltainen kuin kuvankäsittelyssä 
käytetyt layerit eli kerrokset. Jokainen kerros tulee toisen kerroksen päälle, kuten kuvan 
päälle tuleva teksti, tai pienempi kuva. Järjestys on kuvankäsittelyihin nähden päinvastai-
nen. Kuvankäsittelyssä layer-listan ylin elementti näytetään kerrosten päällimmäisenä, 
taas Unityssä järjestys on päinvastainen. 
  
Jotta UI-tekstiä voisi muuttaa pelin aikana, täytyy sitä kutsua koodissa esimerkiksi peli-
kontrollerista. Koodissa teksti täytyy joko esitellä, tai etsiä ennen kuin sitä voidaan muut-
taa. Esittely tapahtuu tekemällä koodiin julkisen text-muuttujan, johon raahataan haluttu 
teksti Unityn puolelta. Etsittäessä, haluttu teksti etsitään teksti-objektin tagin perusteella. 
Tekstien päivitys kannattaa laittaa omiin funktioihinsa, jolloin koodin rakenne pysyy selke-
ämpänä. 
 
4.2.14 Animointi 
UI-elementteihin pystyy luomaan animaatioita. Animaatioiden luonti tapahtuu Unityn omal-
la Animation-työkalulla. Työkalu vaatii animaatio kontrollerin eli animator-luokan, johon 
animaatiot tehdään. Siirtyminen animaatioiden välillä tapahtuu samalla tavalla, kuin hah-
mojen animoinnissa. Animaatiota luodessa, valitaan haluttu UI-elementti ja siitä haluttu 
ominaisuus, mitä halutaan animoida. Ominaisuus voi olla tekstin sijainti, koko, väri, yms. 
Itse animaatiot määräytyvät ajan mukaan. Ajassa 0 on lähtötilanne, josta animaatio aloit-
taa. Laittamalla eri arvon vaikkapa ajan 2s kohdalle, animaatio muuttaa lähtöarvoa asteit-
tain kohti seuraavaa arvoa, kunnes se saavuttaa tämän 2s kohdalla. Esimerkiksi, jos ha-
luaa luoda ”peli päättyi” animaatioon, joka pimentää ruudun, kun pelaaja häviää, asete-
taan mustan taustakuvan värin alpha-arvon lähtöarvoksi 0 ja seuraavaksi arvoksi 256 eri 
aikaan. Tällöin kuva muuttuu asteittain vähemmän läpinäkyväksi, kunnes se on täysin 
musta. Animaatioon voidaan liittää eri elementtejä, kuten esimerkkitapaukseen voisi lisätä 
tekstin joka ilmestyy taustasta, kun näyttö on pimentynyt. Jokainen animaatio on oma tie-
dostonsa, jota animator ajaa siirtymien avulla. Jos haluaisi, että ruutu muuttuisi hetkelli-
sesti punaiseksi, kun pelaaja ottaa vahinkoa, ajetaan animaattorilla haluttu animaatio. 
Animaation jälkeen animator palauttaa animaation oletustilaan, missä efekti ei ole päällä. 
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4.3 Tuotos 
4.3.1 Pelaaja 
Pelaaja ei sisällä mitään 3D-mallia, vaan on näkymätön, liikkuva peliobjekti pelialueella. 
Kaikki pelissä käytetyt 3D-objektit ja tekstuurit ovat asset storesta ladattuja, toisen osa-
puolen tekemiä ilmaisia tuotoksia. Pelaajan kävelynopeus on 5 ja juoksunopeus 10. Pe-
laaja pystyy myös hyppimään. Viholliset eivät pysty hyökkäämään pelaajaan. Pelaajalla 
on 20 elämää, joista perusviholliset vievät yhden, mikäli pääsevät päämääräänsä. Jokai-
sen erän päättyessä pelaaja palaa lähtöpisteeseen ammukset täytettynä. Aloituspiste on 
pelialueella oleva tasanne, jonka takana sijaitsee vihollisten päämäärä eli maali. 
 
4.3.2 Ase 
Pelaajan aseena on konekivääri, jossa on määrätty määrä ammuksia ja lipas johon mah-
tuu 100 ammusta. Aseen tulinopeus on 0.1, eli 600-laukausta minuutissa. Aseessa on 
animaatiot ampumiselle ja lataamiselle. Ase sisältää suuliekki- ja hylsyjen poistumisefektit. 
Aseessa on äänet ampumiselle, sekä ammuksien loppumiselle. Ase ampuu fyysisiä luote-
ja. Luodit lentävät aseen piipusta ja lentävät kaaressa aseen osoittamaan suuntaan. Luo-
tiin vaikuttaa painovoima ja hidastuu matkansa aikana aivan kuten oikeatkin ammukset. 
Luodin lentäessä se jättää jälkeensä vanan eli valojuova-efektin. Luodin osuessa maahan 
aiheuttaa se pienen savupilven kohtaan, missä se osui maahan. Osuessaan viholliseen 
aiheuttaa se vastaavasti pienen vihreän pöllähdyksen. Pelaajan liikkuessa ase heiluu 
hieman ruudulla puolelta toiselle, jotta peli tuntuisi elävämmältä. 
 
4.3.3 Pelialue 
Pelialue on vuorien ympäröimä kenttä, joista yksi pääty on meren ranta. Viholliset syntyvät 
meren rannan tuntumasta kolmesta eri pisteestä. Pelialueen koko on 1x1x1 unity-
yksikköä, mikä vastaa n. 1km³ aluetta. Maatekstuuri on yksinkertainen ruoho. Maastossa 
on pieniä kumpareita, jotta varsinainen pelialue sisältäisi hieman vaihtelua. 
 
4.3.4 Viholliset 
Vihollinen on Asset storesta ladattu ilmainen zombie 3D-hahmo. Hahmo sisältää kaiken 
muun paitsi äänet. Kaikki pelissä käytetyt äänet on haettu internetissä löytyvistä ilmaisista 
ääniefekti-sivustoista. Perusversio vihollisesta on kooltaan oletuskokoinen ja sen kesto on 
100, eli kestää 5-osumaa pelaajan aseesta. Vihollisen kävelynopeus on oletuksena 3, 
mutta syntyessään tämä voi vaihdella + / - 15-prosenttia. Vihollisesta saa 5 pistettä, kun 
sen tappaa. Viholliset syntyvät satunnaisesti kolmeen eri syntymäpisteeseen. Vihollisella 
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on kaksi eri ääntä, haavoittuminen ja kuoleminen. Vihollisessa on 4 eri animaatiota: käve-
ly, kuoleminen taakse ja kumpaakin sivulle. Vihollinen kaatuu vastakkaiseen suuntaan, 
mistä osuma tuli. Viholliseen osuessa tämä lennähtää taaksepäin ammuksen voimasta ja 
lopettaa kävelemisen pieneksi ajaksi. Vihollisia voi olla enimmillään pelissä samanaikai-
sesti 200 kappaletta. Tein peliin myös jättiläis- eli pomo variaation perusvihollisesta. Po-
movihollisella on 1% todennäköisyys syntyä peliin ja syntyessään se syntyy omaan syn-
tymäpisteeseensä. Pomolla on 10-kertainen kesto ja päästessään maaliin se vie 5 pistettä 
pelaajan elämistä. Pomosta saa tappaessaan 500 pistettä. Pomovihollinen on muuten 
samanlainen, kuin perusvihollinen, mutta sen skaala eli koko on 5-kertainen. Viholliset 
yrittävät päästä maaliin ja valitsevat reittinsä satunnaisesti kentällä olevien navigointipis-
teiden mukaan. 
 
4.3.5 Pelisäännöt 
Pelin ensimmäinen erä alkaa 10:llä vihollisella. Peli lisää peliin vihollisia 10 vihollisen aal-
loissa ja toistaa tätä niin kauan, kunnes kaikki viholliset on saatu kentälle. Jokainen uusi 
aalto syntyy 5s kuluttua edellisestä. Jokainen voitettu erä vaikeuttaa peliä. Peli voi vaikeu-
tua, joko vihollisten määrän, vihollisten nopeuden tai keston kasvulla. Jokainen vaikeutus 
nostaa joko vihollisten lukumäärä 10:llä, kestoa tai nopeutta 10%:lla. Todennäköisyydet 
näille ovat: lukumäärä 65%, nopeus 10% ja kesto 25%. Kun maksimivihollismäärä on 
saavutettu, vaikeutuu peli enää nopeuden ja keston osalta. Peli päättyy, kun pelaajan 
elämät loppuvat. Peli ilmoittaa pelaajalle montako kierrosta pelaaja kesti, sekä pelaajan 
pisteet. Lähes kaikkia pelin asetuksia pystyy muuttamaan pelin gamecontroller-objektista. 
 
4.3.6 Ruudulla näkyvät tekstit 
Pelaaja näkee aseensa kokonaisammukset, lippaan koon ja lippaan sen hetkiset ammuk-
set ruudun vasemmassa alanurkassa. Ruudun vasemmassa reunassa on tieto voimassa 
olevista vaikeutuksista. Ylävasemmassa nurkassa näkyy pelaajan pisteet. Yläreunassa 
keskellä, näkyy jäljellä olevien vihollisten määrä. Ylä-oikeassa nurkassa on pelaajan sen 
hetkiset elämät. Kun kierros on voitettu, pelaajalle tulee näkyviin teksti, joka ilmoittaa erän 
numeron, sekä mikä seuraava vaikeutus tulee olemaan. Kun pelaaja häviää, tulee animoi-
tu ”peli päättyi” teksti, joka ilmoittaa pelaajan selviytymät erät, sekä saavutetut pisteet. 
Ruudussa näkyy myös ilmoitus, että paina N-nappia aloittaaksesi alusta. 
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5 Pohdinta  
Tämän opinnäytetyön tavoitteena oli selvittää mitä pelimoottori tekee ja miksi niitä tarvi-
taan. Halusin kertoa, mitä pelimoottorilla pystyy tekemään ja miten haastavaa sen käyttö 
on henkilölle, joka ei ole sellaista aikaisemmin käyttänyt. Pelimoottori mahdollisti sen, että 
peliä ei tarvitse tehdä alusta saakka itse. Pelimoottori huolehtii useammista laitteistotasol-
la tapahtuvista rutiineista itse, jolloin kehittäjän ei tarvitse keskittyä niihin, vaan itse pelin 
kehittämiseen. Jotta voisin selvittää mitä eri vaiheita pelinkehitykseen kuuluu, helpointa oli 
havainnollistaa se omalla peliprojektilla. Halusin opinnäytetyössäni kertoa vaihe vaiheelta 
mitä eri toimenpiteitä täytyy tehdä, jotta pelistä saadaan pelattava peli. Tarjolla olevista 
pelimoottoreista, Unity on yksi monipuolisimmista, suosituimmista ja käyttäjäystävällisim-
mistä pelinkehitykseen soveltuvista työkaluista. Tämän takia halusin käyttää juuri Unityä 
peliprojektissani. Jotta lukijalle muodostuisi käsitys pelimoottoreista, halusin kertoa ajasta, 
jolloin pelimoottoreita ei ollut. On helpompi ymmärtää pelimoottorin tuomaa hyötyä, kun 
sellainen puuttui pelinkehityksestä. Tästä syystä käytin luvun kaksi pääasiallisena lähtee-
nä Ylösen, J. kirjoittamaa pro gradu-tutkielmaa, joka käsitti videopelien historiaa ja kehi-
tystä. Tutkielmassa käsiteltiin juuri niitä asioita, joita työssäni halusin tuoda esille. 
 
Ennen tätä tuotosta en tiennyt pelimoottoreista kovinkaan paljoa. Tiesin että pelimoottori 
helpottaa pelinkehitystä, mutta en tiennyt miten paljon. Tiesin myös, että pelimoottorilla 
tehdään itse peliä eikä sisältöä. Sisällön tekemiseen käytetään yleensä erillisiä sovelluk-
sia, jotka ovat erikoistuneet juuri näihin tehtäviin. Jos olisin itse tuottanut kaiken sisällön 
peliini, olisi projekti vaatinut huomattavasti enemmän aikaa ja perehtymistä muihin ohjel-
miin. Lisäksi, koska taustani on ohjelmistonkehityksessä, halusin keskittyä itse pelimeka-
niikkaan, enkä niinkään audiovisuaaliseen sisältöön. Omat ennakkoluuloni pelimoottoreita 
kohtaan oli, että ohjelmointia tarvittaisiin huomattavan paljon ja koodia täytyisi ohjelmoida 
ainakin jonkin verran laitteistotasolla. Suurin osa pelissä tapahtuvista asioista pitäisi tehdä 
itse, eikä pelimoottori kuin helpottaisi näiden tekoa. Lisäksi kuvittelin, että Unityn-
ilmaisversiolla ei voisi tehdä kovinkaan näyttäviä pelejä, sillä osa ominaisuuksista olisi 
lukittu tai niiden käyttöä rajoitettu merkittävästi ilmaisversiossa. Tiesin jo ennestään, että 
Unityllä on tehty monia todella menestyneitä pelejä, kuten Kerbal Space Program, johon 
jopa NASA on osallistunut sisällön tekoon ja suomalainen Cities Skylines, jota pidetään 
yhtenä parhaista kaupunginrakentelu peleistä. Tästä syystä, tiesin potentiaalin, mitä Uni-
tyllä voisi tehdä. 
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5.1 Unityn käyttö 
Unityn käytössä minua eniten yllätti sen helppokäyttöisyys. Ohjelmassa työkalut ovat loo-
gisissa paikoissa ja nappulat siellä missä niitä tarvitaankin. Samaa asiaa voidaan tehdä 
parillakin eri tapaa, jolloin niistä voi käyttää itselleen sopivinta ratkaisua. Esimerkiksi uu-
den tiedoston luomisen projektiin voi tehdä kolmella eri tavalla: hiiren oikealla napilla, li-
sää-nappulasta tai ohjelman valikoista. Sama pätee myös esimerkiksi sisällön lisääminen 
skripteihin. Sisällön voi raahata drag-and-drop-tekniikalla suoraan haluttuun paikkaan, 
lisätä se valikon kautta tai tehdä se suoraan koodin puolelta. Toinen asia mikä oli yllättä-
vää, oli ohjelman monipuolisuus. Unityllä voi tehdä käytännössä jokaiselle nykyaikaiselle 
alustalle pelejä. Tosin, osassa alustoissa, kuten konsoleissa, on rajoitteita. Osa konsoli-
valmistajista ei anna, kuin todistetusti osaavien ohjelmoijien tehdä omia pelejään konso-
leilleen ja vaativat omat erilliset lisenssinsä, jotta kehitysympäristön saisi käyttöönsä. Uni-
tyssä on myös erittäin kattavat oppaat. Unityn kotisivuilla on ohjeet joka toiminnolle ja vi-
deoita, missä opastetaan halutun toiminallisuuden käyttöä. Lisäksi netistä hakemalla löy-
tyy erittäin kattavasti muiden kehittäjien esittämiä kysymyksiä ja niihin vastauksia. Mis-
sään vaiheessa ei tullut vastaan tilannetta, että ei olisi saanut tietoa johonkin epäselvään 
asiaan. Unityn mukana tulleet valmiit tutoriaalipeliprojektit olivat erittäin hyvin toteutettu. 
Niiden avulla aloittelija pystyy tekemään täysin toimivia pelejä, joita halutessaan voi kehit-
tää pidemmälle. Kaikki tutoriaaleissa käytetty sisältö on vapaasti käytettävissä. 
 
Unityn käyttö ei ole vaikeaa. Ohjelmalla pystyy jopa henkilö, jolla ei ole ohjelmointikoke-
musta, tekemään yksinkertaisia pelejä. Mikäli henkilö tekee ohjelman mukana tulevat tuto-
riaalit, pystyy niistä saatujen oppien ja esimerkkien perusteella tekemään omia skriptejä 
peliprojektiinsa. Skriptit ovat suhteellisen yksinkertaisia ja suorittavat vain niille tarkoitettu-
ja tehtäviään, joten kynnys kirjoittaa omia skriptejä on alhainen. Sanoisin, että skriptien 
teko peliin on aloittelevalle ohjelmoijalle hyvä tapa tutustua ohjelmointiin. Jopa parilla rivil-
lä koodia saa pelissä toteutettua toiminallisuuksia, jotka muuttavat pelin luonnetta merkit-
tävästi. Itse voin suositella Unityä kenelle tahansa, joka haluaa tehdä pienen budjetin pelin 
joko omaan käyttöön tai levitykseen. Ohjelmalla pystyy tekemään yllättävänkin monimut-
kaisia pelejä ja halutessaan äärimmäisen yksinkertaisia. 
 
Yllättävää oli myös tarjonta, mitä Asset store sisälsi. Tarjontaa on reilusti sekä ilmaiseksi 
että maksullisesti. Monia kehitysvaiheita pystyy kokonaan ulkoistamaan käyttämällä tois-
ten tekemiä tuotoksia. Halutessaan maksamalla muutaman kympin, voisi esimerkiksi pelin 
valikot tehdä jonkun toisen tekemän pohjan mukaan, jolloin aikaa säästyisi muihin tehtä-
viin. Sisältöä löytyy erilaisista ohjelmalaajennuksista aina peliobjekteihin ja ääniin asti. 
Sisältöä löytyy käytännössä kaikkeen, mitä pelissä tarvitaan. Moni pelistudio tuottaakin 
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omia tuotoksiaan myytäväksi Asset storeen. En ihmettelisi, jos yksi henkilö pystyisi teke-
mään todella upean, menestyvän pelin, pelkästään kaupan ilmaissisällön avulla. Tosin, 
jos haluaa käyttää ilmaissisältöä myyntiin tarkoitetuissa peleissä, on syytä tarkistaa tuot-
teeseen määritetty lisenssi. Lisenssi voi rajata käytön vain henkilökohtaisiin ei levitettäviin 
tuotoksiin. 
 
5.2 Skriptit 
Unityssä koodit todellakin ovat skriptejä. Kehittäjän ei tarvitse ohjelmoida kokonaista oh-
jelmaa, vaan haluttu toiminallisuus haluttuun tehtävään. Jos halutaan luoda pelissä pyöri-
vä pallo, joka vierii alas mäkeä, niin siihen ei välttämättä tarvitse kirjoittaa mitään koodia. 
Itse pallo luodaan ohjelmassa ja siihen liitetään fysiikka elementti, jolloin palloon vaikuttaa 
pelimoottorin asettamat fysikaaliset ominaisuudet, eli pallo pyörii alas mäkeä pelimoottorin 
määritetyn painovoiman mukaan. Jos halutaan että pallo osuessaan tekee jotain, esimer-
kiksi hajoaa, tai laskee pisteitä, niin vasta silloin siihen tarvitsee kirjoittaa skripti eli toimi-
nallisuus. Skriptien kirjoittaminen on suhteellisen helppoa, mikäli tietää mitä komentoa 
haluaa käyttää. Isoin ongelma olikin tietää, millä komennolla mikäkin asia tulisi tehdä. It-
seäni helpotti tieto, että useat komennot koodissa on saman nimisiä, kuin itse ohjelmassa. 
Esimerkiksi liitteessä 3, kuvassa näkyvästä Audio Source luokasta, voidaan vaihtaa ää-
nenvoimakkuutta koodin puolelta muuttamalla AudioSource-olion volume-arvoa.  
 
Unityn ohjelmoinnissa, merkittävin eroavaisuus sovelluskehitykseen nähden on tapa, jolla 
toiminnallisuuksia suoritetaan. Sovelluskehityksessä ohjelma suorittaa haluttuja toiminnal-
lisuuksia silmukoissa niin pitkään, kunnes ne on saatu suoritettua loppuun. Unityssä, oh-
jelma on itse pelimoottori, joka kutsuu toiminnallisuuksia pelissä esiintyvien eri tilanteiden 
mukaan. Unityssä ei tehdä kokonaista ohjelmaa, vaan erilaisia toimintoja, jotka Unity ajaa 
tapahtuma-metodeissa. Unityssä moni toiminnallisuus halutaan ajaa rutiineina, jossa toi-
minnallisuutta suoritetaan toistuvasti. Itselleni uusi asia olikin Coroutine-funktio. Funktiolla 
voidaan suorittaa rutiineja niin pitkään, kunnes saadaan tehtävä suoritettua tai saadaan 
lupa lopettaa rutiinin suorittaminen. Itselläni oli kokemusta rutiineista jo ennestään Arduino 
mikro-ohjaimista, jossa koodi ajetaan silmukoissa. Arduinossa koodi ajetaan kerran joka 
silmukassa ja silmukan nopeus määräytyy laitteen prosessorinopeuden mukaan. Tätä 
silmukkaa voidaan hidastaa erilaisilla aika-viiveillä. Vastaavasti Unityssä, näitä silmukoita 
ajetaan jokaisen piirretyn kuvan tai 10ms välein (update-metodit). Moni rutiini voidaankin 
kirjoittaa joko näillä silmukka-metodeilla tai Coroutine-funktiolla. Coroutine-funktio käyttö 
tosin selkeyttää ohjelmakoodia merkittävästi, koska se voidaan erottaa itse muusta toi-
minnasta. Itse pidän ohjelmoinnissa siitä, että ei ole mitään tiettyä oikeaa tapaa tehdä joku 
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asia. Jokin tapa voi toimia toisessa tilanteessa toista paremmin ja sama pätee myös pe-
liohjelmoinnissa. 
 
Oma ohjelmointiosaaminen painottui enimmäkseen Javan ympärille, joten Unityssä käy-
tetty C#, joka syntaksiltaan muistuttaa Javaa, ei tuottanut ongelmia käytön kannalta. Moni 
asia tehdään samaan tapaan kuin Javassa, mutta pieniä eroavaisuuksiakin löytyy. Mie-
lenkiintoinen eroavaisuus on, että C# tukee sekä metodeja että funktioita. Normaalisti 
Olio-pohjaisissa kielissä käytetään vain metodeja, kun taas yksinkertaisemmat skripti-
kielet käyttävät funktioita. Tämä tekee koodin kirjoittamisesta joustavampaa, sillä funktiot 
ovat huomattavasti helpompi kirjoittaa kuin metodit. Mielestäni on mielenkiintoista, että 
Unity, joka on aina ollut vahvasti sidoksissa Mac-ympäristöön, on hiljalleen siirtymässä 
tukemaan vain C#-ohjelmointikieltä, joka on kuuluisa siitä, miten sidoksissa se on Win-
dows-ympäristöön. Toisaalta C# on oivallinen kompromissi. Java ei sovellu pelinkehityk-
seen kovinkaan hyvin. Yksi syy on, että Javassa ohjelmat ajetaan Java-virtuaalikoneen 
kautta, joka vaikuttaa suorituskykyyn. Taas, C++ on äärimmäisen tehokas, mutta työläs ja 
monimutkainen ohjelmointikieli. C#, joka perustuu näihin molempiin, sisältää molempien 
hyviä puolia ja toimii ympäristössä, jolle suurin osa peleistä tehdään. 
 
5.3 Havainnot projektista 
Projektia tehdessä, oli yllättävää huomata, miten vaivattomasti peliä kehitetään. Pelinkehi-
tys etenee, kuin valmistelisi lautapeliä. Ensin luodaan pelimaailma, johon sisältö lisätään. 
Seuraavaksi tehdään 'pelinappulat' eli pelin sisältö. Lopuksi luodaan peliin itse säännöt. 
Jokainen peliobjekti on erillinen kokonaisuus, joissa on omat skriptit, tekstuurit, äänet, 
yms. Hyvin tehty peliobjekti, voidaan liittää jopa sellaisenaan toiseen peliprojektiin. Skriptit 
kannattaakin suunnitella siten, että samaa skriptiä voisi käyttää myös toisessa vastaavan 
kaltaisessa kohteessa, kuten esimerkiksi pelissä oleviin vihollisiin. Mikäli skripti on tehty 
hyvin, sen voi liittää suoraan toiseen vihollismalliin, jolloin uuden peliobjektin skriptiin tar-
vitsee määrittää vain erilaiset arvot skriptin julkisilla muuttujilla. Tällöin uusi vihollinen toi-
mii kuten ensimmäinenkin, mutta voi olla erinäköinen ja sisältää erilaisia ominaisuuksia. 
Vastaavasti kaikki muutokset voidaan tehdä erillisellä skriptillä vihollisten luonnin yhtey-
dessä, kuten itse tein projektissa. Mielenkiintoista oli myös havaita, että ohjelmassa mu-
kana oleva maasto-editori, toimii aivan samalla tavalla kuin kenttä-editori eräässä Unityllä 
tehdyssä pelissä. Kaikki perustyökalut toimivat lähes identtisesti, joten osasin suoraan 
käyttää työkalua maaston luomiseen. 
 
Jos tekisin projektin nyt uudestaan, on muutamia asioita, jotka tekisin eri tavalla. Halusin 
saada ragdoll-fyysikat käyttöön, kun viholliset kuolevat. Tämä tarkoittaa sitä, kun vihollisen 
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tappaa, se muuttuisi veltoksi räsynukeksi, jossa jokainen ruumiinosa liikkuu itsenäisesti. 
Tässä minulla esiintyi ongelmia saada kyseinen ominaisuus käyttöön, mutta koska projek-
tin tarkoituksena ei ollut keskittyä pelin ulkonäköön ja ongelman selvittäminen alkoi viedä 
liikaa aikaa, jätin tämän ominaisuuden pois. Olisi ollut kiva lisä peliin, jos viholliset olisivat 
käyttäytyneet todenmukaisesti niiden kaatuessa maahan. Toinen asia oli vihollisten liik-
kuminen eli navigaatio. Sain navigaatiolla vihollisten liikkumiseen vaihtelua, mutta nyt vi-
holliset pahimmillaan juoksevat kentällä poikittain, vaikka tarkoituksena oli, että viholliset 
etenisivät määrätietoisesti suorinta tietä kohti maalia. Tässä olisi mahdollisesti voinut käyt-
tää jotain Unityn tekoäly-ominaisuutta, joka olisi muuttanut tapaa jolla viholliset navigoivat 
kohteeseensa. Skriptien puolella olisin halunnut tehdä pelin erä-logiikan Coroutine-
funktiolla. Jätin sen pois, koska olin jo kirjoittanut muutamia toimintoja eri tavalla ja sen 
takia olisin joutunut muuttamaan koodin rakennetta turhan paljon. Lisäksi, muutoksesta 
saavutettu hyöty olisi voinut jäädä minimaaliseksi nykyiseen ratkaisuun verrattuna.  
 
Jos peliä haluaisi kehittää pidemmälle, esimerkiksi levitykseen tai myyntiin asti, pitäisi 
siihen lisätä muutamia puuttuvia toimintoja. Yksi on alkuvalikko. Tällä hetkellä peli alkaa 
suoraan, eikä mitään peliasetuksia voida muuttaa kuin editorin puolelta. Toinen olisi lisätä 
peliin joku lopullinen päämäärä. Päämäärän saisi helposti, vaikka tulostaululla, joka ker-
toisi pelistä saadut parhaat pisteet. Peliä voisi laajentaa, lisäämällä erilaisia parannuksia 
pelaajan aseeseen, joita voisi ostaa vihollisista saadulta rahalla. Pelaajan asetta voisi päi-
vittää tehokkaammaksi, nopeuttaa latausta, nostaa lippaan kokoa yms. Lisäksi peliin voisi 
lisätä erilaisia vihollisia ja uusia kenttiä. Itse, jos haluaisin julkaista tämän, tekisin tästä 
mobiilipelin. Poistaisin pelaajalta liikkumismahdollisuuden ja vaihtaisin aseen kranaatin-
heittimeksi. Pelaaja olisi staattinen, eli pelaaja puolustaisi tukikohtaansa ennalta määrite-
tystä pisteestä ja ampuisi sieltä vihollisia kranaatinheittimellään. Kranaatinheittimellä täh-
dättäisiin yksinkertaisesti X- ja Y-akselilla. X-akseli muuttaisi suuntaa ja Y-akseli ammuk-
sen lentoradan pituutta. Pelaajalla olisi tähtäin, joka näyttää reaaliajassa ammuksen olete-
tun lentoradan pelikentällä. Tällöin peliä voisi pelata pelkällä hiirellä tai kosketusnäytöllä. 
Pelistä saisi näillä pienillä muutoksilla suhteellisen näyttävän mobiilipelin. 
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