Background: As sequencing technology improves,
single reference introduces a number of biases. The reference may be missing genes from 7 some strains resulting in them being ignored in a differential expression analysis, or 8 contain chromosomal rearrangements resulting in the effect of an upstream variant 9 being misinterpreted. In terms of genome storage, the current standard is as linear 10 sequence stored in a fasta file. Although they have served their purpose up until now, in 11 the age of pangenomes and microbiome studies these representations have become 12 limiting in terms of the file space they occupy, the functionality they provide, and their 13 ability to represent population scale variation. These challenges have led to a move 14 towards genome graphs. Where a pangenome is a collection of sequences that represent 15 all variation between individuals in a defined clade, a genome graph is a graph 16 representation of a pangenome where the sequences can be represented as a De Bruiijn 17 graph, directed acyclic graph, bidirected graph, or a biedged graph. This representation 18 of genomes offers a myriad of advantages over the use of a single reference genome. 19 Graphs are not a new concept in genomics, and are used for tasks including the 20 assembly of genomes and the alignment of reads. Now, tools like vg (variant graph) [1], 21 PanTools [2] and the Seven Bridges genome graph toolkit 22 (https://www.sbgenomics.com/graph/) allow for the creation and utilisation of genome 23 graphs in genomics work flows. These tools are developing rapidly, and include features 24 that take advantage of the graph structure, allowing for read alignment and variant 25 calling using the graph genome as a reference. While these tools are highly capable, 26 there still exists a need for the development of more toolkits for genome graphs as 27 advocated by Paten et. al., in a recent review that discusses these tools and the 28 improvements they have brought to variant calling [3] .
29
GenGraph is a genome graph creation and manipulation toolkit created in Python 30 that focuses on providing tools for working with bacterial genome graphs. It is able to 31 create a genome graph using multiple whole genomes and existing multiple sequence 32 alignment (MSA) tools, allowing any current or future algorithm to be employed. In GenGraph was implemented as both a Python tool and a module so that it may be used 38 stand alone or as part of another tool. The graphs are NetworkX graph objects whose 39 attributes may be accessed in the manner described in the NetworkX documentation. GenGraph creates a directed sequence graph, where the individual genomes are encoded 42 as walks within the graph along a labeled path ( Figure 3D ). Each node ideally 43 represents a sub-sequence that is homologous between the component sequences. This 44 implies the sequences have a shared evolutionary origin, and are not just identical 45 sequences, and biological representation of the genomes is prioritised over a compressed 46 data structure ( Figure 1 ). This is an important design choice in that it allows for a inverted sequence are still found in the same node in both isolates, and the concept of a 55 chromosomal breakpoint is represented by the edges either side of the node.
56
Descriptions of the node and edge attributes can be found in tables 1 and 2. 57 Figure 1 . Representation of repeats in the genome graph. A, Two sequences where sequence 2 contains 3 additional "ATG" repeats high-lighted in blue. B, GenGraph represents only differences, with node 1 representing both sequences, node 2 representing the additional repeats found only in sequence 1, and node 3 the sequence that is once again shared. C, This is opposed to an approach where the "ATG" repeat is represented as a single node with a self loop. This approach may be neater and result in better compression, but raises many practical problems including not allowing the node to be labeled with the sequence start and stop positions.
Creation of the genome graph 58
The graph is created as a Python NetworkX graph object, the details of which may be 59 found here (https://networkx.github.io/documentation/networkx-1.9/overview.html).
60
GenGraph creates the genome graph in two steps ( Figure 3 ). First, large structural 61 differences between the genomes including large deletions and chromosomal inversions 62 are identified by finding large blocs of co-linear sequence between the genomes using a 63 tool like progressiveMauve [4] . These represent regions of structural conservation, and 64 are temporarily stored in a single node within the initial graph, even if they are 65 imperfect alignments. GenGraph then realigns the sequences in these initial nodes using 66 the selected MSA tool, and finds the best local alignment for the sequences. The 67 relative start and stop positions for the region of aligned sequence contained within the 68 node is stored for each of the isolates that are included in that node as attributes of the 69 NetworkX node object. This is then converted into a sub-graph by collapsing shared 70 regions into single nodes, and creating edges so that a path exists for each of the 71 original sequences through the sub-graph. This sub-graph then replaces the initial 72 temporary node from the initial structural graph.
73
The process of identifying the co-linear blocks and subsequent realignment is done During the first step of genome graph creation, co-linear blocks are identified. In some cases, these may be homologous sequences that have been inverted. GenGraph represents these sequences in a single node (that may be broken down into more nodes in the second step) and represents the inverted state of the sequence by negative nucleotide position values in the node. A, Two sequences are shown where an inversion has taken place. This is normally a larger stretch of sequence perhaps a few kb in length. B, The positions of the sequences are different, as is generally the case with homologous sequences. The positions of the nucleotides flanking the breakpoints are shown. C, The inversion in the second sequence is represented by reversed negative nucleotide position values. D, This way, both sequences are represented in the same node, and to recreate sequence 2, the sequence in the node is simply reverse-complimented.
though various other formats may be added in future. GenGraph creates a report file 78 containing information such as the number of nodes and edges in the graph, the average 79 in and out degree of the nodes, the total sequence length of all the nodes in the graph 80 and the density of the graph (Additional file 1). This information can be used to 81 monitor how graphs change as more genomes are added as well as the relationship 82 between the number of features and the graph size. GenGraph is available as both a command line tool, and a Python module. Both allow 85 for the creation of a genome graph, and the use of an existing genome graph for 86 downstream analysis. These functions include simple processes like extracting a single 87 genome in fasta format for a specific isolate, or extracting a sub-sequence. The 88 functions can be used together to create new tools that use the genome graph as a 89 reference. As examples, the GenGraph command line tool can be used to extract a 90 pan-genome from the genome graph, or to identify homologous genes between isolates.
91
To demonstrate the use of GenGraph, we downloaded the complete genome 92 assemblies of various Mycobacterium tuberculosis isolates from the NCBI database 93 (https://www.ncbi.nlm.nih.gov/genome/) and used them to construct a genome graph 94 using progressiveMauve for the structure graph, and Clustal Omega for the realignment 95 of the blocks. This genome graph was then used to demonstrate the pan-genome GenGraph creates the genome graph based on whole genome sequence alignments that 100 are conducted in two parts. First, the identification of large co-linear blocks, then the 101 realignment of those blocks. This allowed for the creation of a genome graph containing 102 multiple bacterial genomes, including the MTB isolate W-148 that contains large scale 103 chromosomal rearrangements [9] . The created genome graph is thus able to capture all 104 variants from large scale structural differences between isolates such as chromosomal 105 rearrangements, down to smaller scale differences including SNPs and copy number 106 variations.
107
The structure aims to represent a biologically accurate representation of the 108 evolutionary relationships between the sequences of the different isolates. In doing so, it 109 also maintains a simple conceptual model, which makes interpreting the graph simple, 110 and in turn helps developers to create new tools easier. A primary feature of GenGraph is the use of existing MSA tools for the creation of the 113 graph by wrapping the tools in functions. Because GenGraph uses these alignment tools 114 to create the graph structure, users may use parameters or aligners that are best suited 115 for the organism. With MSA being the current speed bottleneck in the creation of tools, providing a number of functions for working with networks and graphs right out 141 of the box.
142
As GenGraph was developed with the challenges of working with bacterial genomes 143 in mind, a number of functions that utilise the genome graph structure have been 144 created to overcome those challenges. Many of these tools take advantage of the MSA 145 derived graph structure, speeding up processes that usually would require the use of 146 BLAST such as finding gene orthologues between isolates. An example is a tool for the 147 creation of a homology matrix, which is useful for interpreting results from isolates with 148 poor or missing annotations. In Mycobacterium tuberculosis isolates, due to the variance 149 in genome size and composition between strains, as well as the limited availability of 150 well annotated reference genomes, researchers often have to choose between aligning 151 reads to the closest related genome or to the available reference genome for the 152 organism. The homology matrix created by GenGraph allows mapping of gene IDs 153 between isolates to identify orthologues in a gene-order aware manner. As orthologues 154 are identified by their relative position within in the graph, and not by their sequence For each isolate, the positions of the first and last nucleotides represented by the node is recorded. So for isolate H37Rv, H37Rv leftend = 13,203. 
