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Abstrakt
Cílem práce je vytvorˇit moderní nástroj pro zjednodušení vývoje shaderu˚ v jazyce
OpenGL Shading Language, vcˇetneˇ porovnání a zhodnocení existujících rˇešení. Du˚raz
byl kladen na jednoduchost použití vzniklého nástroje a možnost jeho využití prˇi výuce
shaderu˚. Nástroj podporuje doplnˇování kódu, vizualizaci vytvárˇeného shaderu i udržení
ukázkové scény jako celku. Soucˇástí práce je i sada demonstracˇních scén spolu s výsledky
testu˚ vzniklého programu.
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Abstract
The aim of the thesis is to create modern tool for simplification of shaders development in
OpenGL Shading Language, including comparison and evaluation of existing solutions.
The emphasis was on using simplicity of the tool and on possibility of using it for shaders
lessons in education. The tool supports code complementarity, visualization of generated
shader and maintaining of demonstration scene like a whole. Part of the thesis is also set
of demonstration scenes, including test results of created program.
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Seznam použitých zkratek a symbolu˚
AGL – Rozšírˇení pro Mac OS
ARB – Architecture Review Board
ASCII – American Standard Code for Information Interchange
AWT – Abstract Window Toolkit
Cg – C for Graphics
CLI – Command Line Interface
CPU – Centrální procesor
GLSL – OpenGL Shading Language
GLX – Rozšírˇení pro X-Server
GPU – Grafický procesor
HLSL – High Level Shading Language
HTML5 – Hypertext Markup Language 5
IDE – Integrated Development Environment
IEEE 754 – Standard pro dvojkovou aritmetiku v pohyblivé rˇádové cˇárce
JOGL – Java OpenGL
JSON – JavaScript Object Notation
LGPL – Lesser General Public Library
LWJGL – Light Weight Java Game Library
OpenGL – Open Graphics Library
NURBS – Non-Uniform Rational B-spline
TCP/IP – Rodina sít’ových protokolu˚
UTF-8 – UNICODE Text Format
WGL – Rozšírˇení pro Windows
WPF – Windows Presentation Foundation
XML – eXtensible Markup Language
XAML – Extensible Application Markup Language
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61 Úvod
Vykreslování obrazu z matematických dat je dnes velmi cˇasto požadovaná úloha,
skrývající rozsáhlé výpocˇetní pozadí. Takovouto vizualizaci dat potrˇebují ru˚zné veˇdní
obory od lékarˇství, prˇes architekturu, až po zábavní pru˚mysl. Pro tento úcˇel se cˇasem
vyvinul specializovaný hardware zvaný grafická karta, umožnˇující urychlení teˇchto
výpocˇtu˚.
Zacˇátek této práce je veˇnován shrnutí vlastností a vývoji normy OpenGL. Obsahuje
základní popis veˇcí a úloh nutný k lepšímu pochopení celé práce.
Prˇed zahájením vývoje vlastního editoru bylo potrˇeba zhodnotit aktuální možnosti
práce se shadery. Toto téma je rozvedeno v kapitole 2.3, kde lze nalézt shrnutí informací
o zkoumaných editorech.
Jelikož má editor sloužit k úpraveˇ a vývoji shaderu˚ jazyka GLSL, bylo du˚ležité
prozkoumat a zdokumentovat klícˇové prvky jazyka. Kapitolu 3 lze považovat za strucˇný
výcˇet takovýchto prvku˚. Du˚raz je pak kladen na popis cˇástí, klícˇových prˇi vývoji shader
editoru.
Po získání všech potrˇebných informací zapocˇal samotný vývoj editoru. První fází bylo
vybrat technologie pro vývoj a navrhnout celkové fungování programu. Chování editoru
bylo rozmyšleno i s ohledem na uživatelskou prˇíveˇtivost a využití funkcí, které hostující
operacˇní systém systém nabízí.
Druhou fází je pak samotná implementace, kde je popsán technický zpu˚sob
rˇešení problematických nebo zajímavých cˇástí práce. Du˚raz byl kladen na modularitu
a prˇípadnou rozširˇitelnost celého rˇešení.
Na záveˇr je vzniklý editor podroben neˇkolika testu˚m a doplneˇn o krátké zhodnocení.
72 Základy vykreslování obrazu
Grafickou kartu, potažmo OpenGL, lze chápat jako symbolický stroj, do kterého vstupují
matematická data a vystupuje jejich obraz. Samotný proces vizualizace je pak rozdeˇlen
do neˇkolika kroku˚, které se v pru˚beˇhu let meˇnily a zobecnˇovaly.
Obrázek 1: Schéma cˇinnosti grafické karty
Pu˚vodní grafické karty využívaly odlišná rozhraní, jakými byly IrisGL nebo PHIGS
[1]. Nevýhodou byla uzavrˇenost (rozhranní vyvinuté nebo podporované pouze jednou
firmou) nebo zbytecˇná složitost takových rˇešení. Postupem cˇasu se navíc nároky na tento
hardware stále zvyšovaly, a stejneˇ tak bylo složiteˇjší prˇenášet vyvíjené aplikace mezi
jednotlivými systémy a platformami. To vyústilo v potrˇebu jednotného prˇístupu k práci
s obrazem, kterým se stala norma OpenGL.
Cílem bylo vytvorˇit normu pro výrobce hardwaru a sjednotit tak programový
prˇístup k vykreslování obrazu s hardwarovou akcelerací. OpenGL vzniklo v roce 1992
jako otevrˇený standart z proprietárního rozhranní IrisGL firmy SGI, a bylo vyvíjeno
a udržováno sdružením OpenGL Architectural Review Board. Na podzim roku 2006
bylo OpenGL prˇedáno Khronos Group, která se o tento standard stará dodnes. [2]
Pod skupinu Khronos dnes spadají technologie jako OpenGL ES (varianta OpenGL
pro mobilní zarˇízení), WebGL (varianta OpenGL pro technoligii HTML5) nebo
souborový formát pro prˇenos 3D scén COLLADA, vyvinutý pu˚vodneˇ spolecˇností SONY
pro PlayStation 3. Khronos pracuje i na prosazení technologie EGL, která je platformoveˇ
nezávislá a nahrazuje rozhranní jako GLX (propojení OpenGL do technologie X-Server),
WGL (obdoba pro Windows) nebo AGL (varianta spolecˇnosti Apple). [2]
2.1 Programovatelný rˇeteˇzec
Jak již bylo rˇecˇeno, cesta k vykreslení obrazu se skládá z jednotlivých kroku˚, které
dohromady tvorˇí takzvaný vykreslovací rˇeteˇzec. Tím prochází data, která se postupneˇ
transformují ve výsledný obraz.
Vstupem na zacˇátku rˇeteˇzce jsou programátorem zadané vrcholy, vcˇetneˇ jejich
vlastností a informace o tom, jak tyto vrcholy tvorˇí primitiva. Primitivem se
rozumí libovolný polygon (soucˇasné grafické karty jej rozloží na trojúhelníky), prˇímo
trojúhelníky nebo z nich složená posloupnost (pruh nebo veˇjírˇ). Ve speciálních prˇípadech
mu˚že jít i o jiné než rovinné útvary, jakými jsou cˇáry (úsecˇky) nebo body. Složiteˇjší
struktury jako jsou NURBS, krˇivky apod. v rámci této práce nebudou uvažovány.
8Vrcholem se v tomto prˇípadeˇ rozumí prvek, který má pozici v trojrozmeˇrném
prostoru a sadu vlastností. Prˇi zanedbání urcˇitých sourˇadnic lze uvažovat i bod ve
dvou nebo jednorozmeˇrném prostoru. Vlastnosti byly v prvních verzích dány pevneˇ
hardwarem a jednalo se o:
• Primární barvu
• Sekundární barvu
• Normálový vektor
• Sourˇadnici textury
• Sourˇadnici mlhy
• Index barvy
• Znacˇku hrany
Obrázek 2: Zpu˚sob skládání trojúhelníku˚
Beˇhem vývoje se tyto vlastnosti zobecnily a dnes je možné k vrcholu navázat
libovolnou vlastnost s ohledem na použitý shader. Vlastnost je zde reprezentována
pomocí cˇísla, vektoru nebo matice (at’ už celocˇíselné nebo s plovoucí rˇádovou cˇárkou).
Data do rˇeteˇzce nevstupují pouze na zacˇátku, ale i v jeho pru˚beˇhu. Takovým
prˇíkladem dat jsou naprˇíklad textury.
Stejneˇ jako vlastnosti vrcholu˚ se i samotný rˇeteˇzec v pru˚beˇhu vývoje grafických karet
zobecnˇoval. Z drˇíve pevneˇ dané posloupnosti operací se stal programovatelný rˇeteˇzec,
jehož urcˇité cˇásti lze dnes zameˇnit za malý program zvaný shader. Shader se spouští pro
každý prvek zvlášt’, prˇicˇemž typ prvku prˇímo závisí na typu shaderu. Naprˇíklad vertex
shader zpracovává vrcholy a fragment shader fragmenty obrazu. [3]
2.2 Zpu˚soby programování rˇeteˇzce
Prˇi nahrazení pevneˇ daných cˇástí grafické karty programovatelnými procesory bylo
potrˇeba vyvinout jednotný zpu˚sob pro definici vlastních shaderu˚. Samotné OpenGL
nabízí pro vývojárˇe trˇi možnosti, jak s grafickou kartou pracovat. Jsou jimi jazyky
ARB assembly, GLSL a Cg [4]. Další možnost pro tvorbu shaderu˚ vyvinula spolecˇnost
9Microsoft jako soucˇást své technologie Direct3D. Jedná se o jazyk HLSL, který je
proprietární obdobou jazyka GLSL.
Jelikož cílem práce je vyvinout nástroj pro tvorbu shaderu˚, je du˚ležité zhodnotit, zda
by možnost práce s více ru˚znými jazyky neprˇinesla veˇtší využitelnost editoru.
2.2.1 ARB assembly language
Tento jazyk je soucˇástí rozšírˇení ARB_vertex_program a ARB_fragment_program.
Nachází se na úrovni jazyku˚ symbolických adres, ale nejde o cˇistou formu takového
jazyka, prˇestože jim je velmi podobný. Oproti ostatním zmíneˇným jazyku˚m je jeho
kompilace velmi rychlá, což je zpu˚sobeno jeho extrémní jednoduchostí. Naopak jeho
nevýhodou je omezení pouze na vertex a fragment shadery (jelikož jazyk vznikl ješteˇ
prˇed GLSL 1.0) a prˇílišná složitost vzniklých programu˚ v prˇípadeˇ rozsáhlejších shaderu˚.
[4]
2.2.2 OpenGL Shading Language
GLSL je programovací jazyk pro psaní shaderu˚, který vznikl jako soucˇást standardu
OpenGL. Jeho syntax je podmnožinou jazyka C, doplneˇný o specifické cˇásti použitelné
v shaderech. Soucˇástí je rovneˇž sada zabudovaných typu˚ a funkcí, které budou popsány
pozdeˇji v této práci.
Jazyk GLSL se vyvíjí soubeˇžneˇ s normou OpenGL a má i neˇkolik vzájemneˇ
nekompatibilních verzí. Verze jazyka korespondující s normou je popsána v tabulce 1.
Verze OpenGL Verze GLSL
2.0 1.10
2.1 1.20
3.0 1.30
3.1 1.40
3.2 1.50
Tabulka 1: Verzování jazyka GLSL
Od verze OpenGL 3.3 je cˇíslo verze jazyka GLSL shodné s verzí OpenGL. Významné
milníky jsou prˇedevším verze 1.50, kdy došlo k prˇidání geometry shaderu˚, verze 4.0,
u které byly prˇidány tesselacˇní shadery a verze 4.3, prˇinášející výpocˇetní shadery. [5]
2.2.3 C for Graphics
Tento jazyk byl spolecˇností nVidia navržen jako výchozí pro tvorbu shaderu˚. Sdružení
ARB jej ale odmítlo a prˇiklonilo se k jazyku GLSL. Jazyk Cg je oproti GLSL více podobný
jazyku HLSL (dokonce je možné portovat shadery z Cg do HLSL bez nutných zmeˇn, což
jej cˇiní multiplatformním) a je možné ho prˇedkompilovat do finální spustitelné podoby
již beˇhem tvorby programu. [4]
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2.2.4 High Level Shader Language
HLSL je vysokoúrovnˇový programovací jazyk pro psaní shaderu˚, který vyvinula
spolecˇnost Microsoft jako soucˇást Direct3D. Jazyk je možné prˇedkompilovat beˇhem
tvorby programu nebo prˇenášet shader prˇímo v jazyce HLSL a kompilovat ho na místeˇ.
V rámci technologie Direct3D je rozlišováno neˇkolik takzvaných shader modelu˚, jak
popisuje tabulka 2. [6]
Shader model je pevneˇ daná sestava vlastností grafické karty. Aby grafická karta
splnˇovala daný shader model, musí obsahovat všechny vyjmenované vlastnosti.
OpenGL toto rˇazení nepoužívá, místo toho je možné dotázat se na dostupnost
jednotlivých rozšírˇení pomocí funkcí knihovny. [7]
Verze modelu Verze Direct3D Verze GLSL Vlastnosti
Shader Model 1
Direct3D 9 GLSL 1.30
První omezená verze.
Shader Model 2
Shader Model 3
Shader Model 4 Direct3D 10 GLSL 3.30 Prˇidán geometry shader.
Shader Model 5 Direct3D 11 GLSL 4.30 Prˇidány tesselacˇní shadery.
Tabulka 2: Seznam shader modelu˚ v Direct3D
Ve srovnání s jazykem GLSL neprˇináší jazyk HLSL žádné významné výhody ani
nevýhody. Existuje i zpu˚sob (naprˇíklad s využitím technologie TOGL od spolecˇnosti
Valve [8]), jak prˇeložit shader z jazyka HLSL do GLSL. Proto nebude editace shaderu˚
v jazyce HLSL soucˇástí vznikajícího editoru.
2.3 Existující možnosti v editaci shaderu˚
Jako u veˇtšiny programovacích jazyku˚, je i prˇi editaci shaderu˚ možné využít ru˚zné
programy. Výbeˇr editoru souvisí s požadavky na podpu˚rné funkce, jakými jsou
zvýraznˇování syntaxe, doplnˇování kódu, opravy chyb v kódu nebo možnosti náhledu
vytvárˇeného shaderu.
2.3.1 Editory prostého textu
Protože shadery jsou svým rozsahem veˇtšinou velmi malé a cˇítají nejvýše desítky rˇádku˚
kódu, první možnou volbou jsou klasické editory prostého textu. Na platformeˇ Windows
je typickým zástupcem této skupiny Poznámkový blok, pro linuxové systémy pak existují
vizuální varianty jako gedit nebo Kate, prˇípadneˇ editory pracující v CLI, jakými jsou
nano, vi a další.
Poznámkový blok umožnˇuje pouze editaci textu, nerozpozná syntax jazyka ani
nepodporuje žádnou formu jeho zvýrazneˇní. Oproti tomu gedit podporuje zvýrazneˇní
syntaxe jazyka GLSL až do verze 4.0 [9], ale nezvládá doplnˇování kódu ani jakoukoliv
podobnou funkci.
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I prˇesto je psaní shaderu˚ v editorech prostého textu pomeˇrneˇ cˇasté, ale vyžaduje
dobré znalosti jazyka i technologie. Editory tohoto typu neposkytují žádné možnosti
doplnˇování ani ladeˇní kódu, beˇžné z velkých specializovaných IDE. Absence náhledu
z nich proto cˇiní nástroj vhodný pouze pro znalce v oboru, pro výuku se nehodí.
2.3.2 RenderMonkey
Jedná se o editor vyvíjený spolecˇností AMD umožnˇující tvorbu shaderu˚ pro
programátory i designéry. Umožnˇuje zobrazovat shader v reálném cˇase nebo nastavovat
vlastnosti shaderu˚ (uniformní promeˇnné, modely, . . . ) skrze vizuální strom vlastností.
Výhodou tohoto editoru je vedle vyjmenovaných vlastností i sada ukázkových shaderu˚
a podpora Direct3D. Vývoj editoru byl ovšem ukoncˇen, poslední verze je z roku 2008.
Nepodporuje proto žádné pozdeˇji vydané rozšírˇení OpenGL. [10]
Obrázek 3: Náhled editoru RenderMonkey [44]
2.3.3 NVIDIA Nsight Development Platform
Platforma pro vývoj aplikací na CPU a GPU vyvinutá spolecˇností nVidia. Existuje
jako rozšírˇení pro nástroje Microsoft Visual Studio (Windows) nebo Eclipse (Linux
a Mac OS) [11]. Hlavní nevýhodou tohoto nástroje je úzká provázanost s grafickými
kartami nVidia (vyžaduje konkrétní ovladacˇe) a technologií CUDA. Ladeˇní shaderu˚
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podporuje pouze verze pro Visual Studio, a to jen pro jazyk HLSL. Rozšírˇení podpory
pro GLSL a další vlastnosti se mají objevit v nastávající verzi 4.0, která je aktuálneˇ ve
stavu Release Candidate [12].
2.3.4 FX Composer
FX Composer je další nástroj pro vývoj shaderu˚ od spolecˇnosti nVidia. Obsahuje podporu
pro DirectX 10, vcˇetneˇ geometry shaderu˚, umožnˇuje vzdálené ladeˇní prˇes protokol
TCP/IP, nastavování vizuálních vlastností materiálu˚ a ladeˇní shaderu˚. Rovneˇž umožnˇuje
zobrazit vytvárˇený shader na modelu, nahraném naprˇíklad z formátu COLLADA. Jeho
vývoj byl ukoncˇen verzí 2.5 v roce 2008. [13]
Obrázek 4: Náhled editoru FX Composer [45]
2.3.5 GPU PerfStudio 2
Nástroj vyvinutý spolecˇností AMD pro vývoj shaderu˚ na platformeˇ Windows. Podporuje
Direct3D ve verzích 9, 10 i 11 a OpenGL 4.0. Umožnˇuje ladit shadery vcˇetneˇ zobrazení
obsahu registru˚, breakpointu˚ apod. Je možné ho využít i na kartách spolecˇnosti nVidia.
[14]
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2.3.6 Online rˇešení
S prˇíchodem WebGL se objevilo i neˇkolik možností, jak editovat shadery prˇímo ve
webovém prostrˇedí. Jedním z takových webových editoru˚ je naprˇíklad Shdr Editor,
dostupný na adrese http://shdr.bkcore.com/. Jasnou prˇedností je kompilace
a zobrazování shaderu˚ v reálném cˇase. Ideálneˇ se tedy hodí na výuku nebo
experimentování. Nevýhodou je omezení OpenGL a GLSL pouze na vlastnosti,
podporované normou WebGL.
Obrázek 5: Náhled editoru Shdr
Dalším zástupcem webových editoru˚ je Shader Hub, sloužící soucˇasneˇ jako úložišteˇ
shaderu˚. Na adrese http://shaderhub.com/ lze nalézt postup, jak se Shader Hubem
pracovat. Nástroj obsahuje pluginy pro Blender a další programy pracující s 3D modely.
Jediná omezení vyplývají opeˇt pouze z nutnosti použití WebGL.
V prˇípadeˇ webových editoru˚ se tedy nejedná o plnohodnotné shadery, a proto se
podobné nástroje na vývoj profesionálních shaderu˚ prˇíliš nehodí.
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3 OpenGL Shading Language
V následující cˇásti práce je popsán jazyk GLSL, jeho syntaktická pravidla a zmeˇny,
kterými v pru˚beˇhu svého vývoje prošel. Prˇestože vzniklý editor shaderu˚ podporuje
všechny verze tohoto jazyka, prˇi jeho popisu je uprˇednostnˇována nejvyšší verze, pokud
je to možné. Vycházeno bylo ze specifikace GLSL verze 4.4 [15].
Jazyk GLSL vychází syntakticky z jazyka C (není však jeho podmnožinou), z kterého
prˇebírá veˇtšinu významných rysu˚. Jazyk C byl vybrán pro svou oblíbenost a rozšírˇenost
v odborné komuniteˇ, což nevyžaduje ucˇit se pro použití jazyka GLSL nové prˇíkazy
a rˇídící struktury.
Shadery v jazyce GLSL jsou prˇenášeny v podobeˇ zdrojových kódu˚. Nedochází tedy
ke kompilaci v žádnou formu spustitelného kódu ani mezikódu, ale výsledný program
se kompiluje až na místeˇ použití. Jako kódování textu je použito UTF-8, ale po pru˚chodu
preprocesorem jsou z proudu znaku˚ odebrány všechny sekvence, vyjma následujících:
• Písmena (a-z), (A-Z) a znak (_).
• Cˇíslice (0-9).
• Symboly: (.), (+), (-), (/), (*), (%), (<), (>), ([), (]), ((), ()), ({), (}), (^), (|), (&), (~),
(=), (!), (:), (;), (,) a (?).
Dále jsou ze zdrojového kódu odstraneˇny všechny komentárˇe (jsou nahrazeny
znakem mezery). Podporovány jsou typy komentárˇu˚ // a /∗ ... ∗/, známé z jazyka C.
Prˇípadneˇ jsou odstraneˇny také konce rˇádku˚, což ale nemá vliv na hlášení o prˇípadných
chybách v kódu. Speciální význam má v tomto prˇípadeˇ znak (\), který je schopen potlacˇit
konec rˇádku, pokud se nachází bezprostrˇedneˇ prˇed ním. Z pohledu prˇekladacˇe se pak
kód jeví tak, jak je popsáno ve zdrojovém kódu 1.
// zápis v pu˚vodním zdrojovém kódu
float ci\
slo;
// kód po pru˚chodu preprocesorem
float cislo;
Výpis 1: Význam opacˇného lomítka v GLSL
3.1 Preprocesor
Vedle již zmíneˇných vlastnostní preprocesoru, podporuje GLSL také makra, rozšírˇené
o schopnosti maker z jazyka C++ a neˇkolik vlastních prvku˚. Seznam všech
podporovaných direktiv je popsán ve zdrojovém kódu 2.
#
#define
#undef
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#if
#ifdef
#ifndef
#else
#elif
#endif
#error
#pragma
#extension
#version
#line
Výpis 2: Seznam direktiv preprocesoru GLSL
Prˇi podminˇování je možné použít operátor defined, tak jak je používán v jazyce C++.
I ostatní vlastnosti prˇevzatých maker zu˚staly v jazyce GLSL zachovány. V makrech je
dále možné použít speciální promeˇnné:
• __LINE__ pro cˇíslo rˇádku.
• __FILE__ pro cˇíslo zdrojového rˇeteˇzce, který je práveˇ zpracováván.
• __VERSION__ pro cˇíslo verze jazyka GLSL, naprˇíklad 130 pro verzi 1.30.
Novinkou jsou makra #extension, #version a #line. Makro #line slouží k upravení
cˇíslování rˇádku˚. Za jménem makra se musí nacházet jedno nebo dveˇ celá cˇísla, oddeˇlená
mezerou. První cˇíslo reprezentuje nové cˇíslo rˇádku, druhé cˇíslo pak nové cˇíslo práveˇ
prˇekládaného zdrojového kódu.
Význam maker #extension a #version je popsán v samostatných kapitolách níže.
3.1.1 Makro #version
Toto makro slouží k oznacˇení verze jazyka, pro který je urcˇen zdrojový kód, na jehož
zacˇátku se makro nachází. Paramtery makra mohou být dva a oddeˇlují se mezerami,
prˇicˇemž pouze první z nich je povinný.
První argument urcˇuje verzi jazyka GLSL tak, jak popisuje promeˇnná __VERSION__.
Druhý nepovinný argument urcˇuje profil jazyka GLSL. Specifikace definuje následující
profily:
• core pro základní verzi OpenGL.
• compatibility pro zpeˇtnou kompatibilitu mezi verzemi.
• es pro OpenGL ES u mobilních zarˇízení.
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3.1.2 Makro #extension
Makro slouží k rˇízení rozšírˇení technologie OpenGL. Ve výchozím stavu prˇekladacˇe jsou
všechna rozšírˇení vypnuta, což odpovídá použití makra #extension all : disable.
Jako parametr makra se uvádí název rozšírˇení (prˇípadneˇ klícˇové slovo all definující,
že makro bude platit pro všechna dostupná rozšírˇení) následovaný dvojtecˇkou
a zpu˚sobem chování, popsaným v tabulce 3.
Chování Význam
require Urcˇuje, že dané rozšírˇení je potrˇebné k chodu tohoto
shaderu. Pokud požadované rozšírˇení není dostupné nebo
bylo jako název použito klícˇové slovo all , zpu˚sobí vyvolání
chyby, stejneˇ jako makro #error.
enable Povolí požadované rozšírˇení nebo v prˇípadeˇ, že není
dostupné, vyvolá varování. V prˇípadeˇ, že bylo jako název
použito klícˇové slovo all , zpu˚sobí vyvolání chyby, stejneˇ
jako makro #error.
warn Povolí požadované rozšírˇení a vyvolá varování. Klícˇové
slovo all zpu˚sobí varování na všech detekovatelných
rozšírˇeních. V prˇípadeˇ, že požadované rozšírˇení není
rozpoznáno, zpu˚sobí vyvolání varování.
disable Zpu˚sobí potlacˇení všech rozšírˇení, jakoby se v jazyce
nenacházela. Pokud se v jazyce nachází kód, který dané
rozšírˇení potrˇebuje, dojde k vyvolání chyby nebo varování
tak, jak by se stalo v prˇípadeˇ, že OpenGL dané rozšírˇení
vu˚bec neobsahuje. Klícˇové slovo all pu˚sobí na všechna
aktivní rozšírˇení. V prˇípadeˇ, že požadované rozšírˇení není
rozpoznáno, zpu˚sobí vyvolání varování.
Tabulka 3: Zpu˚soby chování rozšírˇení v GLSL
3.2 Identifikátory a datové typy
Identifikátorem v jazyce GLSL se rozumí posloupnost znaku˚, odpovídající následujícím
pravidlu˚m:
• Identifikátor zacˇíná na písmeno (pouze ASCII) nebo znak (_).
• Další znaky v identifikátoru mohou být i cˇíslice (opeˇt pouze ASCII).
• Identifikátory zacˇínající na gl_ jsou rezervované.
Jako identifikátor promeˇnné/funkce není dále možné použít žádné, jazykem
definované klícˇové nebo rezervované slovo. Seznam takových slov se z du˚vodu˚ jeho
rozsáhlosti v práci nenachází a je možné jej dohledat v oficiální specifikaci jazyka. Obecneˇ
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jazyk GLSL používá obdobná klícˇová a rezervovaná slova jako jazyky C a C++. Mezi
klícˇová slova se rˇadí i zabudované datové typy jazyka GLSL.
Jazyk GLSL definuje skalární i složené datové typy, prˇicˇemž je možné nadefinovat si
vlastní struktury, podobneˇ jako v jazyce C. Zde popsané typy byly prˇesneˇ specifikovány
v GLSL verze 1.30, prˇedchozími verzemi se zde zabývat nebudeme. Jazyk GLSL obsahuje
i zabudované složené typy. Detailneˇjší popis datových typu˚ a prace s nimi je popsána
v následující cˇásti práce.
3.2.1 Logická hodnota (bool)
Tento datový typ reprezentuje logickou hodnotu a nabývá pouze dvou stavu˚:
• Pravda, vyjádrˇena literálem true.
• Nepravda, vyjádrˇena literálem false.
Narozdíl od jazyku˚ C a C++ není možné kombinovat typ bool s typem int. V tomto
smeˇru se tedy GLSL chová jako jazyk Java.
3.2.2 Celocˇíselná hodnota (int, uint)
Zástupci celocˇíselných datových typu˚ v GLSL jsou typy int a uint. Rozsah teˇchto typu˚ je
definován pevneˇ na 32 bitu˚.
Datový typ int je obdobou typu signed long int z jazyka C, vyjadrˇuje tedy celé cˇíslo se
znaménkem v rozsahu−(231) až (231−1). Typ uint je naopak obdobou typu unsigned long
int z jazyka C, jeho rozsah je tedy 0 až (232 − 1).
Pro rozlišení celocˇíselných literálu˚ bez znaménka se používá prˇípona u nebo U.
Samotný zápis literálu˚ je pak prakticky totožný se zápisem známým z jazyka C. Prˇíklady
možných zpu˚sobu zápisu celého cˇísla ukazuje zdrojový kód 3.
int a = 0xFFFFFFFF; // plných 32 bitu˚ odpovídajících hodnoteˇ −1
int b = 0xFFFFFFFFU; // CHYBA! nelze prˇirˇadit zápis typu uint do promeˇnné typu int
uint c = 0xFFFFFFFF; // plných 32 bitu˚ odpovídajících hodnoteˇ 0xFFFFFFFF
uint d = 0xFFFFFFFFU; // plných 32 bitu˚ odpovídajících hodnoteˇ 0xFFFFFFFF
int e = -1; // zápis hodnoty 1 zpracovaný výrazem (operátor −) na zápornou hodnotu, tedy −1
uint f = -1u; // zápis 1u zpracovaný výrazem na zápornou hodnotu, tedy 0xFFFFFFFF
int g = 3000000000; // zápis zabírající 32 bitu˚, nastavující znaménkový bit, tedy −1294967296
int h = 0xA0000000; // 32 bitový zápis v hexadecimálním tvaru se znaménkem
int i = 5000000000; // CHYBA! prˇesahuje rozsah 32 bitu˚
int j = 0xFFFFFFFFF; // CHYBA! prˇesahuje rozsah 32 bitu˚
int k = 0x80000000; // hodnota 0x80000000, tedy −2147483648
int l = 2147483648; // hodnota nastaví znaménkový bit, tedy −2147483648
Výpis 3: Prˇíklady zápisu celocˇíselných literálu˚
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3.2.3 Hodnota s pohyblivou rˇádovou cˇárkou (float, double)
Shadery jazyka GLSL podporují jednoduchou a dvojitou prˇesnost podle normy IEEE 754.
Jednoduchou prˇesnost reprezentuje datový typ float (32 bitu˚), dvojitou prˇesnost,
prˇidanou do GLSL ve verzi 4, pak typ double (64 bitu˚). Rozsahy teˇchto promeˇnných jsou
prˇesneˇ definovány drˇíve zmíneˇnou normou.
Pro rozlišení literálu˚ cˇísel s pohyblivou rˇádovou cˇárkou stacˇí, aby zápis obsahoval
desetinnou tecˇku (nalevo nebo napravo od ní nemusí být žádná cˇíslice, ne však na obou
stranách soucˇasneˇ). V prˇípadeˇ vynechání znaku tecˇky je možné literál rozlišit prˇíponou
f nebo F, pro dvojitou prˇesnost pak lf nebo LF. Samotný zápis literálu˚ je pak prakticky
totožný se zápisem známým z jazyka C, vcˇetneˇ veˇdeckého zápisu s exponentem. Prˇíklady
možných zpu˚sobu zápisu cˇísla s pohyblivou rˇádovou cˇárkou ukazuje zdrojový kód 4.
float a = 1f; // cˇíslo s jednoduchou prˇesností
float b = 1.; // cˇíslo s jednoduchou prˇesností
float c = 1.5; // cˇíslo s jednoduchou prˇesností
double d = 2lf; // cˇíslo s dvojitou prˇesností
double e = 3.lf; // cˇíslo s dvojitou prˇesností
double f = .4lf; // cˇíslo s dvojitou prˇesností
double g = 5.0LF; // cˇíslo s dvojitou prˇesností
double h = 101; // CHYBA! nelze kombinovat int a float
Výpis 4: Prˇíklady zápisu literálu˚ cˇísel s pohyblivou rˇádovou cˇárkou
3.2.4 Vektory
Vektory v GLSL jsou homogenní datové typy, složené z dvou, trˇí nebo cˇtyrˇ prvku˚ jednoho
z typu˚:
• float
• double (prˇedpona d)
• int (prˇedpona i )
• uint (prˇedpona u)
• bool (prˇedpona b)
Název datového typu se skládá ze slova vec za kterým následuje cˇíslo 2, 3 nebo 4,
urcˇující pocˇet složek vektoru. Základní vektor má složky typu float, pro ostatní typy se
musí uvést jednopísmenná prˇedpona zmíneˇná výše.
Ke složkám vektoru lze prˇistupovat dveˇma zpu˚soby. První zpu˚sob je ekvivalentní
s prˇístupem k poli. Druhou možností je dívat se na vektor jako na strukturu s prvky x, y,
z a w. Druhý zpu˚sob umožnˇuje více možností, jak je popsáno v tabulce 4.
Další zajímavou technikou prˇístupu ke složkám vektoru je tzv. swizzling. Ten
umožnˇuje získat z vektoru jiný vektor kombinací jeho pu˚vodních složek. Pro otocˇení
porˇadí složek vektoru je možné použít kód v = v.wzyx; nebo je možné získat i kratší nebo
19
[0] [1] [2] [3] Srovnání s prˇístupem v poli.
.x .y .z .w Pro vektory reprezentující body nebo normály.
.r .g .b .a Pro vektory reprezentující barvy.
.s .t .p .q Pro vektory reprezentující sourˇadnice textur.
Tabulka 4: Zpu˚soby prˇístupu k vektoru v GLSL
delší variantu vektoru použitím kódu: myVec4 = myVec2.xyxx; V rámci tohoto prˇístupu
nelze kombinovat nesouvisející názvy složek (naprˇíklad rbxy) ani prˇesáhnout maximální
délku vektoru.
Hodnotu vektoru lze zapsat pomocí konstruktoru, jehož název je shodný
s požadovaným datovým typem. Pro získání vektoru se složkami 5 a 7 lze použít kód
vec2 v = vec2(5.0, 7.0); a stejným zpu˚sobem lze zkrátit nebo doplnit již existující vektor:
myVec4 = vec4(myVec2, 5.0, 7.0);
Délku vektoru je možné získat pomocí volání funkce myVec4.length(), která vrací
konstantní hodnotu typu int.
3.2.5 Matice
Podobneˇ jako u vektoru je matice složena z veˇtšího pocˇtu složek, ale narozdíl od neˇj má
dva rozmeˇry. Šírˇka (pocˇet sloupcu˚) i výška (pocˇet rˇádku˚) matice mu˚že být v rozsahu
2 až 4 a celkový rozmeˇr matice mu˚že být libovolnou kombinací šírˇky a výšky. Pokud jsou
oba rozmeˇry shodné, uvádí se jako jedno cˇíslo. Naprˇíklad pro matici o šírˇce i výšce 4 je
v GLSL datový typ mat4. Pokud se rozmeˇry liší, uvádí se jako první šírˇka, a po znaku
x výška, naprˇíklad mat2x3.
Dalším rozdílem oproti vektoru˚m je možnost vytvárˇení matic pouze na základeˇ
datových typu˚ float a double. Pro datový typ double má matice v názvu datového typu
prˇidánu prˇedponu d.
K maticím se prˇistupuje jako k dvourozmeˇrným polím, kdy první sourˇadnice
oznacˇuje sloupec a druhá rˇádek (cˇíslováno od nuly). Matice je možné vytvárˇet pomocí
konstruktoru˚, obdobneˇ jako u vektoru˚. Pokud obsahuje konstruktor matice jediné
skalární cˇíslo, vznikne jednotková matice násobená tímto cˇíslem. V beˇžném prˇípadeˇ
obsahuje konstruktor matice tolik cˇísel, kolik má matice složek. Skupinu po sobeˇ jdoucích
cˇísel lze nahradit vektorem odpovídající délky. Složky se do konstruktoru zapisují po
sloupcích.
Velikost matice je možné získat pomocí volání funkce myVec4.length(), která vrací
konstantní hodnotu typu int.
3.2.6 Samplery
Jedná se o objekty reprezentující textury. Ty mohou být libovolného rozmeˇru a typu.
Tento datový typ obsahuje hodnotu, umožnˇující manipulovat s prˇíslušnou texturou.
V shaderech se nachází zabudovaná sada specifických funkcí, které se samplery
umožnˇují pracovat.
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3.2.7 Struktury
Práce se strukturami v jazyce GLSL opeˇt vychází z jazyka C, ale prˇináší neˇkterá logická
zjednodušení (naprˇíklad vypušteˇní klícˇového slova struct beˇhem deklarace promeˇnné).
Existují zabudované typy, založené na strukturách, a je možné definovat si i vlastní
strukturu. Typy struktur beze jména nelze vytvárˇet ani kombinovat (zanorˇit strukturu
do struktury). Ukázka deklarace vlastní struktury je zobrazena ve zdrojovém kódu 5.
struct My { float f; };
struct My2 {
My my; // takto strukturu vnorˇ it lze
float x;
} myStruct1;
myStruct1.x = 5; // prˇístup k prvku struktury
Výpis 5: Vlastní typ struktury
3.2.8 Pole
Ze všech výše zmíneˇných typu˚ je možné vytvorˇit pole. Prˇístup k prvku˚m pole je
stejný jako v jazyce C, ale neˇkteré mechanismy (naprˇíklad vytvorˇení pole) jsou v GLSL
jedinecˇné. Možnosti práce s polem jsou demonstrovány ve zdrojovém kódu 6.
float cisla[3];
uniform vec4 body[8];
light svetla[];
const int pocet = 2;
light svetla[pocet];
// následující dva rˇádky jsou ekvivalentní
float a[5] = float[5](3.4, 4.2, 5.0, 5.2, 1.1);
float a[5] = float[](3.4, 4.2, 5.0, 5.2, 1.1);
// ru˚zné typy polí se stejným významem
vec4 a[3][2];
vec4[2] a[3];
vec4[3][2] a;
// zji šteˇní délky pole
a.length() // 3
a[x].length() // 2
Výpis 6: Možnosti práce s polem v GLSL
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3.3 Rˇídící struktury jazyka
V jazyce GLSL se nachází všechny známé konstrukce jazyka C, jako jsou podmínky, cykly
a funkce. Novinkou je pouze operace discard. Krátké shrnutí nabízí zdrojový kód 7.
void funkce(float parametr, int dalsi)
{
return;
}
void main()
{
int x = 0;
if(x == 5)
{
}
else
{
}
switch(x)
{
case 0:
break;
default:
}
for(int i = 0; i < 4; i++)
{
}
while(x > 5)
{
continue;
}
do
{
continue;
}
while(x > 5);
discard; // nový druh ukoncˇení pouze pro fragment shadery
}
Výpis 7: Základní konstrukce jazyka GLSL
Platnosti promeˇnných a podobné prvky jsou totožné s jazykem C.
3.4 Výrazy a operátory
V jazyce GLSL se mu˚žeme setkat se všemi známými operátory jazyka C. Jedinou
významneˇjší zmeˇnou je možnost kombinovat ve výrazech skaláry, vektory a matice, které
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se v jazyce C nenacházely. Bližší popis fungování takových výrazu˚ je popsán zdrojovým
kódem 8.
mat3 m;
vec3 v, u, w;
float f;
// následující dva bloky kódu vykonají totéž
v = u + f;
v.x = u.x + f;
v.y = u.y + f;
v.z = u.z + f;
// následující dva bloky kódu vykonají totéž
w = v + u;
w.x = v.x + u.x;
w.y = v.y + u.y;
w.z = v.z + u.z;
// následující dva bloky kódu vykonají totéž
u = v * m;
u.x = dot(v, m[0]);
u.y = dot(v, m[1]);
u.z = dot(v, m[2]);
// následující dva bloky kódu vykonají totéž
u = m * v;
u.x = m[0].x * v.x + m[1].x * v.y + m[2].x * v.z;
u.y = m[0].y * v.x + m[1].y * v.y + m[2].y * v.z;
u.z = m[0].z * v.x + m[1].z * v.y + m[2].z * v.z;
Výpis 8: Výrazy s vektory a maticemi
3.5 Vestaveˇné funkce
Kompletní seznam všech vestaveˇných funkcích a jejich chování se nalézá ve specifikaci
jazyka. V této kapitole je uveden pouze strucˇný výcˇet neˇkolika z nich.
Pro práci s úhly obsahuje GLSL funkce radians a degrees, které umožnˇují konverzi
úhlových jednotek. Dále jsou dostupné všechny goniometrické funkce jako sin, cos, tan
a jejich opacˇné nebo hyperbolické varianty.
Pro zjednodušení výrazu˚ jsou zde obsaženy funkce, které jsou v jazyce C soucˇástí
hlavicˇkového souboru math, jako pow, exp, log, sqrt, abs, round, ceil, floor, min, max
a další.
S ohledem na funkcionalitu shaderu˚ je zde také sada geometrických funkcí:
• length prˇijímá vektor a vrací jeho délku
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• distance prˇijímá dva vektory a vrací vzdálenost mezi nimi
• dot prˇijímá dva vektory a vrací jejich skalární soucˇin
• cross prˇijímá dva vektory a vrací jejich vektorový soucˇin
• normalize vrátí vektor téhož smeˇru, ale s jednotkovou délkou
Další významnou skupinou funkcí jsou funkce pro práci s maticemi. Funkce
transpose vrátí transponovanou matici, funkce inverse pak její invertovanou formu
a pomocí funkce determinant lze vypocˇítat determinant matice.
Poslední zde popsanou skupinou jsou funkce pro manipulaci s texturami. Klícˇovou
roli zde hraje funkce texture (nahradila drˇíve používanou funkci texture2D), která
v parametrech prˇijímá sampler a texturové sourˇadnice, prˇicˇemž vrátí prˇíslušný texel ve
formeˇ vektoru.
3.6 Druhy shaderu˚
V poslední dostupné verzi jazyka GLSL (dostupné v dobeˇ vzniku této práce) je možné
pracovat s šesti typy shaderu˚:
• Vertex Shader
• Tesselation Control Shader
• Tesselation Evaluation Shader
• Geometry Shader
• Fragment Shader
• Compute Shader
Obrázek 6: Pru˚chod dat programovatelným rˇeteˇzcem
Jednotlivé typy shaderu˚ jsou uvedeny tak, jak jimi prochází data skrze
programovatelný rˇeteˇzec (výjimkou je pouze Compute Shader, který neslouží
k vykreslování obrazu). Pru˚chod dat skrze shadery je zobrazen na obrázku 6.
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3.6.1 Vertex Shader
Tento typ shaderu˚ zpracovává vstupující vrcholy a jim prˇíslušné vlastnosti. Data vrcholu
zadává sám programátor a po pru˚chodu vertex shaderem putují skrz rˇeteˇzec do dalších
shaderu˚. V rámci tohoto shaderu se provádí transformacˇní operace s vrcholy a je možné si
zde prˇipravit data potrˇebná pro výpocˇet osveˇtlení. Vertex shader je v programovatelném
rˇeteˇzci prˇítomen od jeho první verze, avšak syntax jeho zápisu v GLSL se mezi
jednotlivými verzemi meˇnil, jak ukazuje zdrojový kód 9.
// pu˚vodní vertex shader v OpenGL 2.0
void main()
{
gl_Position = gl_ModelViewProjectionMatrix * gl_Vertex;
}
// ve verzi OpenGL 3.1 byl již prˇepracován systém vstupu˚ a matic
#version 140
uniform mat4 matice;
in vec4 bod;
void main()
{
gl_Position = matice * bod;
}
Výpis 9: Ukázka vertex shaderu[3, 16]
3.6.2 Tesselation Control/Evaluation Shader
Možnost teselacˇních shaderu˚ byla do OpenGL prˇidána ve verzi 4.0. První typ shaderu,
tzv. tesselation control, slouží k prˇípraveˇ dat pro teselátor grafické karty. Po pru˚chodu
teselátorem jsou data odeslána do druhého typu shaderu, tzv. tesselation evaluation,
který prˇijme vstupní vrcholy a teselacˇní koordinát a urcˇí výsledné sourˇadnice vrcholu.
3.6.3 Geometry Shader
Geometry shader byl do OpenGL oficiálneˇ prˇidán ve verzi 3.2 (do té doby byl dostupný
jen jako rozšírˇení). Tento typ shaderu prˇijímá jako vstup všechny vrcholy daného
primitiva a jeho výstupem je rovneˇž celé primitivum.
3.6.4 Fragment Shader
Spolu s vertex shaderem tvorˇí základní dvojci shaderu˚, které jsou v OpenGL od verze
2.0. Fragment shader zpracovává každý fragment obrazu a urcˇuje jeho výslednou barvu.
Základní zdrojový kód fragment shaderu je zobrazen v 10.
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// pu˚vodní fragment shader v OpenGL 2.0
void main()
{
gl_FragColor = vec4(1.0, 1.0, 1.0, 1.0);
}
// ve verzi OpenGL 3.1 je pak nutné definovat výstupní promeˇnnou rucˇneˇ
#version 140
out vec4 vystup;
void main()
{
vystup = vec4(1.0, 1.0, 1.0, 1.0);
}
Výpis 10: Ukázka fragment shaderu[3, 16]
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4 Návrh editoru
Prˇed samotným zapocˇetím práce bylo potrˇeba zvolit vhodnou technologii pro
vývoj editoru shaderu˚ GLSL, navrhnout strukturu programu, rozložení grafického
uživatelského rozhranní a celkovou funkcnionalitu programu.
4.1 Technologie
Protože shadery jazyka GLSL i samotná knihovna OpenGL jsou navrženy tak, aby bylo
možné jejich použití na ru˚zných typech zarˇízení a platforem, je možné k implementaci
editoru shaderu˚ použít prakticky jakýkoliv programovací jazyk a sadu komponent.
V rámci této práce bylo prozkoumáno neˇkolik možností prˇístupu k vývoji noveˇ
vznikajícího editoru a zjišteˇné poznatky byly shrnuty v této kapitole.
4.1.1 Programovací jazyk
Du˚ležitým krokem pro projekt Shader editoru bylo vybrat programovací jazyk. Volba
jazyka závisí na mnoha faktorech. Projekt by meˇl být použitelný na platformeˇ Microsoft
Windows, ru˚zných distribucích systému Linux a prˇípadneˇ by meˇla být možná portace
pro Mac OS X. Multiplatformost však není hlavní prioritou tohoto projektu. Další
du˚ležitou vlastností zvoleného jazyka je, aby obsahoval binding knihovny OpenGL,
ideálneˇ nativneˇ (na nízké úrovni).
S ohledem na výše uvedené požadavky byl výbeˇr omezen na jazyky, popsané
v následující cˇásti práce.
Jazyk C Velmi oblíbený a dodnes používaný je jazyk C. Byl vyvinut v 70. letech 20.
století Dennisem Ritchiem, aby se zjednodušil vývoj operacˇního systému Unix. Dnes je
tento jazyk široce podporován na ru˚zných platformách a existuje k neˇmu velké množství
knihoven a nástroju˚, což lze považovat za jeho velkou výhodu. Naopak nevýhodou
je jeho stárˇí a s tím související absence moderních principu˚ v programování. Jazyk
v základu neobsahuje automatickou správu pameˇti, reflexi, apod. Prˇesto je dodnes
rozširˇován (standardy C90, C99, . . . ), ale veˇtšina prˇekladacˇu˚ pozdeˇji prˇidané vlastnosti
jazyka C nedokáže prˇeložit (cˇástecˇneˇ nebo úplneˇ). [17]
Jazyk C++ Symbolickým nástupcem jazyka C (jazyk C není podmnoužinou) je
jazyk C++, který je objektoveˇ orientovaný. Stejneˇ jako jeho prˇedchu˚dce je široce
podporován a teˇší se velké oblibeˇ mezi programátory a odbornou verˇejností. Byl vyvinut
v Bellových laboratorˇích Bjarnem Stroustrupem zacˇátkem 80. let 20. století. Ani tento
jazyk neobsahuje automatickou správu pameˇti, reflexi a další moderní mechanismy,
prˇestože se je snaha je v nových verzích jazyka prˇidat nebo nahradit obdobnými prvky.
Syntax jazyka mu˚že pu˚sobit neprˇehledneˇ a v jeho syntaktických pravidlech je s ohledem
na jejich pocˇet celkem složité se orientovat. Z tohoto du˚vodu bylo C++ umísteˇno na
symbolické poslední místo. [18]
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Jazyk Java je rovneˇž objektoveˇ orientovaný a spustitelný na veˇtšineˇ soucˇasných
platforem. Vyvinut byl Jamesem Goslingem ve spolecˇnosti Sun Microsystems, která ho
poprvé prˇedstavila v roce 1995. Dne 8. kveˇtna 2007 došlo k uvolneˇní zdrojových kódu˚
Javy (cca 2,5 miliónu˚ rˇádku˚ kódu) a jazyk se nadále vyvíjí jako open source. Na rozdíl
od jazyku˚ C a C++ se Java neprˇekládá do nativneˇ spustitelného kódu, ale využívá
tzv. virtuální stroj ke svému beˇhu. Výhodou Javy je, že jako platforma v základu obsahuje
všechny potrˇebné prvky, jako jsou kolekce, pokrocˇilá práce se vstupy a výstupy nebo
grafické uživatelské rozhranní (AWT, Swing). Nevýhoda Javy spocˇívá v absenci prˇímého
bindingu knihovny OpenGL. Prˇesto lze s OpenGL pracovat za použití knihoven JOGL
nebo LWJGL. [19, 20]
Jazyk Python Zástupcem interpretovaných jazyku˚ vhodných pro implementaci této
práce je jazyk Python. Jazyk navrhl Guido van Rossum v roce 1991. Prˇestože je jazyk
využíván prˇedevším pro skriptování, hodí se i k psaní celistvých aplikací (dobrým
prˇíkladem je 3D editor Blender). Python umožnˇuje vytvárˇet aplikace s grafickým
uživatelským rozhranním pomocí prˇídavných knihoven, jakou je naprˇíklad Tkinter.
Rovneˇž funkce OpenGL jsou dostupné pomocí rozširˇujících knihoven. Osobneˇ nemám
s vývojem v tomto jazyce mnoho zkušeností a jeho volbu pro tento projekt nepovažuji za
prˇínosnou. [21]
Jazyk C# Dalším možným jazykem je jazyk C# vyvinutý spolecˇností Microsoft pro
potrˇeby frameworku .NET v roce 2002. Jde o vysokoúrovnˇový objektoveˇ orientovaný
jazyk vycházející z jazyku˚ C a Java. Nevýhodou jazyka je jeho úzká provázanost
s technologií .NET a tudíž i s operacˇním systémem Windows, prˇesto Microsoft oznacˇuje
technologii .NET za otevrˇenou a multiplatformní. Implementace .NET pro unix-like
systémy se jmenuje Mono a její vývoj je veden spolecˇností Novell. Mono prˇesto
neposkytuje plnohodnotnou implementaci frameworku .NET, a proto není možná
bezproblémová portace (naprˇíklad úplná absence Windows Presentation Foundation,
která nebude podle aktuálních plánu˚ realizována [22]). Výhodou je, stejneˇ jako u Javy,
že C# a .NET obsahují v základu grafické uživatelské rozhranní i potrˇebné knihovny.
Stejneˇ tak je nevýhodou neexistující prˇímý binding pro OpenGL. [23, 24]
4.1.2 Grafické rozhranní
Dále bylo nutné vybrat vhodnou technologii pro vytvorˇení grafického uživatelského
rozhraní. Veˇtšina jazyku˚ zmíneˇných v prˇedchozí kapitole neobsahuje vlastní rˇešení.
V soucˇasnosti je však dostupná rˇada nezávislých frameworku˚ a knihoven, umožnˇujících
tvorbu grafického prostrˇedí.
Prˇi volbeˇ vhodné technologie je du˚ležité, aby zvolené rˇešení obsahovalo všechny
komponenty, cˇásti a funkce, které budou v dobeˇ implementace editoru zapotrˇebí.
Vybrané rˇešení by meˇlo být stabilní, odladeˇné a s dobrou dokumentací. S ohledem na
dlouhodobý vývoj editoru by i vybraná technologie komponent meˇla mít prˇedpoklad
dalšího vývoje.
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GTK+ Jedním z možných rˇešení bylo použití knihovny GTK+. Sada komponent GTK+
je napsána v jazyce C a existují bindingy do mnoha dalších jazyku˚. Je multiplatformní
a šírˇena pod licencí LGPL, cˇili se pro potrˇeby projektu nabízí. [25]
Qt Další možností je knihovna Qt, kterou vyvinula spolecˇnost Trolltech v roce 1994.
Knihovna je napsána v jazyce C++ a v prˇípadeˇ komercˇního užití má vlastní, proprietární
licenci Qt Commercial Developer License. I pro tuto knihovnu existuje rˇada bindingu˚ do
jiných jazyku˚ a je rovneˇž multiplatformní. [26]
wxWidgets Další knihovnu komponent, wxWidgets, zacˇal vyvíjet Julian Smart v roce
1992 a její vývoj pokracˇuje dodnes. Knihovna wxWidgets poskytuje rozhraní pro
vytvárˇení multiplatformního grafického prostrˇedí. Je vytvárˇena v jazyce C++, ale lze
použít i v kombinaci s jinými jazyky. Nevýhodou této knihovny je práveˇ její stárˇí, a s tím
spojená absence moderneˇjších prˇístupu˚. [27]
Swing a SWT V prˇípadeˇ zvolení jazyka Java se nabízí sada komponent Swing (je
soucˇástí platformy Java SE), prˇípadneˇ knihovna SWT. Swing je soucˇástí desktopové Javy
od verze 1.2 (rok 1997). Oproti tomu SWT zacˇala vyvíjet spolecˇnost IBM jako výkoneˇjší
náhradu za Swing. Na knihovneˇ SWT je založena celá platforma Eclipse, takže je to
ideální kandidát pro potrˇeby editoru. [28, 29]
XAML Pro technologii .NET byl vytvorˇen znacˇkovací jazyk XAML. Jde o derivát jazyka
XML vytvorˇený spolecˇností Microsoft jako soucˇást Windows Presentation Foundation.
XAML umožnˇuje oddeˇlit rozložení a cˇást funkcionality komponent mimo výkonný kód,
psaný v jazyce C# (prˇípadneˇ libovolném jazyce pro .NET framework). Nevýhodou
XAMLu je neoddeˇlitelnost od technologie .NET, a tedy i možnost použití pouze na
operacˇním systému Windows. [30]
4.1.3 Shrnutí
Z výše popsaných možností byl zvolen pro implementaci shader editoru programovací
jazyk C# se sadou komponent XAML. Protože ale technologie .NET (tedy i jazyk C#)
neobsahuje propojení knihovny OpenGL, bylo nutné jej doplnit o kód v jazyce C.
4.2 Cˇleneˇní programu
Prˇi návrhu shader editoru bylo potrˇeba vyrˇešit neˇkolik klícˇových otázek, od kterých se
bude odvíjet výsledný postup vývoje celé aplikace. K tomuto úcˇelu bylo prodeno neˇkolik
testovacích implementací ru˚zných, na sobeˇ nezávislých cˇástí editoru.
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4.2.1 Návrh fungování editoru
Ze získaných zkušeností s programováním a prací v jiných editorech shaderu˚ byl vývoj
editoru rozcˇleneˇn na neˇkolik základních cˇástí. Z pohledu uživatele hraje nejvýznameˇjší
roli stromová struktura, která reprezentuje celý aktivní projekt, všechny jeho prvky
a vztahy mezi nimi. Prvkem se z pohledu projektu rozumí:
• Textury
• Modely
• Promeˇnné
• Shadery
• Programy
Dalším klícˇovou komponentou je panel náhledu, ve kterém se zobrazuje aktuálneˇ
rozpracovaná scéna. Samotná editace shaderu pak probíhá v panelu s textovým
editorem, který dovede zvýraznit syntaxi shaderu a prˇípadneˇ napovídat klícˇová slova
nebo jiné syntaktické prvky. Vše je doplneˇno panelem zobrazujícím výstup logovacích
zpráv.
Obrázek 7: Rozložení komponent grafického rozhranní
4.2.2 Návrh implementace editoru
Jedním z možných zpu˚sobu˚ implementace bylo, že celá výkonná cˇást editoru bude
naprogramována v jazyce C a grafické rozhranní napsané v jazyce C#/XAML bude
sloužit pouze pro ovládání editoru (jako view v architekturˇe model-view-controller).
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Pro tento prˇípad bylo vyzkoušeno neˇkolik prˇístupu˚ implementace stromu v jazyce
C tak, aby umožnily programátorovi jednoduchou práci se shadery i editorem jako
takovým. Žádný testovaný postup se však nejevil jako dostatecˇneˇ vhodný, takže bylo
rozhodnuto vyzkoušet jinou variantu prˇístupu.
Využito tedy bylo druhé možnosti, která spocˇívala v prˇenesení výkonné cˇásti do
jazyka C#. Cˇást editoru, napsaná v jazyce C, má tedy sloužit pouze jako podpu˚rná
knihovna umožnˇující editoru jednoduchou práci s shadery a prˇístup ke knihovneˇ
OpenGL.
4.2.3 Viewport OpenGL v XAML
Steˇžejním prvkem návrhu bylo vybrat rˇešení, jak v technologii komponent XAML
zobrazit výsledek renderovaný pomocí OpenGL.
Jedním z existujících rˇešení je framework Tao, který rozširˇuje možnosti jazyka C#
o prvky potrˇebné k vytvárˇení pocˇítacˇových her [32]. Méneˇ robustním rˇešením by bylo
použít projekt, jakým je naprˇíklad SharpGL, který pouze rozširˇuje C# o možnost práce
s OpenGL [33]. S ohledem na nutnost prˇístupu ke všem funkcním knihovny OpenGL
a potrˇebeˇ pracovat vždy s nejnoveˇjším dostupným API se žádné podobné rˇešení nejevilo
dlouhodobeˇ udržitelné.
V rámci této práce tedy bude vytvorˇeno vlastní propojení OpenGL a sady komponent
XAML, které bude úzce souviset s podpu˚rnou knihovnou v jazyce C.
Znázorneˇní celé struktury fungování editoru vcˇetneˇ komponenty s OpenGL
zobrazuje obrázek 8.
Obrázek 8: Symbolické znázorneˇní struktury editoru
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4.2.4 Komunikace vrstev
Aby byla komunikace editoru v jazyce C# a podpu˚rné knihovny v jazyce C co
nejjednodušší, byl návrh omezen na neˇkolik málo funkcí.
#define LIBEXPORT __declspec(dllexport)
#define LIBCALL __stdcall
typedef signed char Byte;
typedef signed long int Int;
typedef signed long long int Long;
typedef wchar_t Character;
typedef const Character* StringIn;
typedef Character* StringOut;
typedef void(__stdcall *Callback)(Int action, StringIn message);
LIBEXPORT Int LIBCALL dpCall(StringIn command, StringOut message);
LIBEXPORT Int LIBCALL dpPutData(Int id, Byte* data, Int length);
LIBEXPORT Int LIBCALL dpPutCallback(Callback callback);
LIBEXPORT Int LIBCALL dpPutHDC(Long pointer);
Výpis 11: Rozhranní v jazyce C
public const CharSet Encoding = CharSet.Unicode;
[UnmanagedFunctionPointer(CallingConvention.StdCall, CharSet = Encoding)]
public delegate void DPCallback(Int32 action, String message);
[DllImport(LibFileName, CharSet = Encoding, EntryPoint = "dpCall")]
public static extern Int32 Call(String command, StringBuilder message);
[DllImport(LibFileName, CharSet = Encoding, EntryPoint = "dpPutData")]
public static extern Int32 PutData(Int32 id, Byte[] data, Int32 length);
[DllImport(LibFileName, CharSet = Encoding, EntryPoint = "dpPutHDC")]
unsafe public static extern Int32 PutHDC(void* pointer);
[DllImport(LibFileName, CharSet = Encoding, EntryPoint = "dpPutCallback")]
public static extern Int32 PutCallback(DPCallback callback);
Výpis 12: Rozhranní v jazyce C#
Základ tvorˇí funkce Call, která umožnˇuje volání prˇíkazu˚ v pomocné knihovneˇ.
Prˇíkazy jsou zadávány ve formeˇ rˇeteˇzcu˚ a výstupem volání je celé cˇíslo, které nabývá
hodnot 1 nebo 0 (1 pro správné vykonání a 0 pro chybu). Druhý parametr funkce Call
slouží k vyzvednutí výsledku prˇíkazu, pokud neˇjaký je. Pro vyzvednutí výsledku je
nutné vyhradit minimálneˇ 1024 znaku˚.
Druhou funkcí je PutData, která umožnˇuje prˇedat knihovneˇ velký blok dat. Prvním
parametrem funkce je ID kontejneru, které je možné vytvorˇit pomocí prˇíkazu˚. Ostatní již
nesou samotná data. Význam návratové hodnoty je stejný jako u funkce Call.
Protože knihovna vykonává neˇkteré funkce asynchronneˇ, potrˇebuje mít možnost
kontaktovat editor. K tomuto úcˇelu slouží funkce PutCallback, pomocí které lze nastavit
32
funkci pro zpeˇtná volání. Funkce je pak knihovnou spušteˇna pokaždé, kdy je potrˇeba
aplikovat zmeˇnu. Prvním parametrem funkce zpeˇtného volání je cˇíslo akce, druhým
rˇeteˇzec nesoucí data. V aktuální implementaci je využívána pouze akce cˇíslo 1, která
reprezentuje zápis do logu.
Speciálním prˇípadem je pak funkce PutHDC, která je používána pouze na operacˇním
systému Windows, sloužící k nastavení manipulátoru plátna pro potrˇeby propojení
s OpenGL.
4.3 Formáty
Shader editor pracuje s externími zdroji uživatele, prˇedevším pak s 3D modely
a texturami. Program proto musí umeˇt nahrát tyto data v ru˚zných, v praxi používaných
formátech, z nichž neˇkteré jsou standardem.
4.3.1 Existující formáty textur
Textura je reprezentována polem texelu˚ a mu˚že být jedno nebo vícerozmeˇrná. V mnoha
prˇípadech se setkáváme s dvourozmeˇrnou reprezentací textury, v praxi uchovávanou
jako obrázek cˇi fotografii. Textury je možné nacˇítat ze specializovaných formátu˚, nebo
z formátu˚, které zná i beˇžný uživatel.
Formát JPEG Aplikace mu˚že prˇenášet texturu naprˇíklad ve formátu˚ JPEG, který
využívá ztrátovou kompresi a je primárneˇ urcˇen pro uložení fotografií. JPEG je otevrˇený
formát s širokou možností podpory a veˇtšina grafických programu˚ jej dokáže zpracovat.
Jeho nevýhodou je, že je z výše uvedených du˚vodu˚ omezen pro uložení pouze
dvourozmeˇrného obrazu. [31]
Formát PNG Dalším možným formátem je PNG, který byl vyvinut pro prˇenos obrazu
po síti internet. Využívá bezztrátovou kompresi a na rozdíl od formátu JPEG umožnˇuje
uchovat i alfa kanál. Nevýhodou je opeˇt omezení na dvourozmeˇrné obrázky. [31]
Formát TGA V praxi se mu˚žeme hojneˇ setkat i s formátem TGA, který je oproti
prˇedchozím dveˇma výrazneˇ jednodušší. Umožnˇuje surová data uložit prˇímo nebo
prˇípadneˇ využít jednoduché kódování. Kvu˚li své jednoduchosti ho využívá mnoho
programu˚ i her, a to i k vnitrˇním úcˇelu˚m. [31]
Formát DDS Žádný z výše jmenovaných ale nepodporuje vícerozmeˇrné textury, ani
kompresi prˇímo kompatibilní s grafickou kartou. Formátem, který tato kritéria splnˇuje,
je naprˇíklad DirectDraw Surface. Vyvinut byl firmou Microsoft a mu˚že být využit
v kombinaci s DirectX i OpenGL. Formát sám je dobrˇe zdokumentovaný, ale využívá
kompresi chráneˇnou patentem. [34]
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4.3.2 Podporované formáty textur
Bylo potrˇeba vyrˇešit zpu˚sob nacˇítání texturových/obrázkových formátu˚, zmíneˇných
v kapitole 4.3.1. Pro standartní formáty obrázku˚, jako je JPEG, PNG a TGA, existují
samostatneˇ použitelné svobodné knihovny libjpeg, libpng a libtga. Dalším rˇešením
bylo použití komplexní knihovny pro nahrávání obrázku˚, jakou je naprˇíklad knihovna
FreeImage. Nevýhodou takového rˇešení je veˇtší pameˇt’ová nárocˇnost celé aplikace,
výhodou pak možnost nacˇítání neprˇeberného množství formátu˚.
Seznam všech množných knihoven, které byly pro úcˇely této práce zkoumány, je
popsán v tabulce 5.
Název Formáty Web
libjpeg JPEG http://libjpeg.sourceforge.net/
libpng PNG http://www.libpng.org/
libtga TGA http://tgalib.sourceforge.net/
freeimage JPEG, PNG, TGA, DDS http://freeimage.sourceforge.net/
DevIL JPEG, PNG, TGA, DDS http://openil.sourceforge.net/
Tabulka 5: Knihovny pro nacˇítání ru˚zných formátu˚ obrázku˚
4.3.3 Specifikace formátu T1
Pro interní úcˇely této práce byl vytvorˇen jednoduchý formát pro prˇenos textur, který
je ekvivalentem formátu M1 pro uložení modelu˚ (kapitola 4.3.6). Formát je vhodný jak
pro uložení textury do souboru, tak jako kontejner pro uchování nahraných dat, aby si
je mohly jednotlivé vrstvy programu efektivneˇ prˇedávat. Prˇi vytvárˇení tohoto formátu
byl kladen du˚raz na to, aby byla režie nutná pro jeho nacˇtení i práci s ním co nejmenší.
Prˇestože to nebylo podmínkou, byla zde snaha udržet formát optimální i pro mobilní
platformy. Výsledek je proto kompatibilní s OpenGL ES, dovede uchovat pouze surová
data (nepodporuje hardwarovou kompresi textur) a nepodporuje práci s cˇísly s plovoucí
rˇádovou cˇárkou. Du˚vodem je udržení jednoduchosti.
Cˇást Velikost Poznámky
Magické cˇíslo ushort Cˇíslo T1 s hodnotou ((84 « 8) | 49)
Typ uložení pixelu˚ ushort Pocˇet bitu˚ podle masky RRRR GGGG BBBB AAAA.
Rozmeˇr šírˇky ushort Platné jsou pouze mocniny dvou veˇtší než 0.
Rozmeˇr výšky ushort Platné jsou pouze mocniny dvou veˇtší než 0.
Tabulka 6: Hlavicˇka formátu T1
K nacˇtení formátu je potrˇeba dvou datových typu˚: byte (jednobajtové cˇíslo bez
znaménka; v jazyce C unsigned char) a ushort (dvoubajtové cˇíslo bez znaménka; v jazyce
C unsigned short). Všechna data jsou uložena ve velké endianiteˇ. Formát dovede uchovat
pouze dvourozmeˇrné textury. Hlavicˇka formátu má 8 bajtu˚, jejichž význam popisuje
tabulka 6.
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Magické dvoubajtové cˇíslo na zacˇátku hlavicˇky slouží pro identifikaci formátu
a soucˇasneˇ jako oveˇrˇení správného uložení bajtu˚ (endianity). Následující ushort obsahuje
formát uložení jednotlivých pixelu˚. Každé 4 bity reprezentují cˇíslo v rozsahu 0-15
vyjadrˇující, kolik je použito bitu˚ na každou složku barvy (RGBA, v tomto porˇadí)
zvlášt’. Naprˇíklad pro formát R5-G5-B5-A1 by byla hodnota této cˇásti hlavicˇky rovna
0x5551 hexadecimálneˇ. Typ uložení pixelu˚, urcˇeného v hlavicˇce, musí vyhovovat jedné
z možností z tabulky 7.
R G B A Suma Formát Typ
0 0 0 8 8 GL_ALPHA GL_UNSIGNED_BYTE
8 8 8 0 24 GL_RGB GL_UNSIGNED_BYTE
5 6 5 0 16 GL_RGB GL_UNSIGNED_SHORT_5_6_5
8 8 8 8 32 GL_RGBA GL_UNSIGNED_BYTE
4 4 4 4 16 GL_RGBA GL_UNSIGNED_SHORT_4_4_4_4
5 5 5 1 16 GL_RGBA GL_UNSIGNED_SHORT_5_5_5_1
8 0 0 0 8 GL_LUMINANCE GL_UNSIGNED_BYTE
8 0 0 8 16 GL_LUMINANCE_ALPHA GL_UNSIGNED_BYTE
Tabulka 7: Formát uložení pixelu˚ formátu T1
Dále se v hlavicˇce nachází dveˇ ushort hodnoty, reprezentující šírˇku a výšku textury.
Rozmeˇry musí být pouze mocniny dvou a nesmí být 0.
Za hlavicˇkou až do konce souboru se nachází samotná data textury. Ty je možné
s ohledem na jejich formát nacˇíst jako blok (pole) bajtu˚ a prˇedat prˇímo OpenGL. Data
textury je možné vnímat jako pole bajtu˚ délky šírˇka * výška * jednotka. Jednotka se vypocˇítá
soucˇtem všech složek pixelu a vydeˇlení tohoto soucˇtu cˇíslem 8 (naprˇ.: pro formát 5-5-5-1
je soucˇet 16 a po vydeˇlení 8 výjde 2, tedy jeden pixel zabírá 2 bajty).
Du˚ležité je, že pro formáty pixelu˚ reprezentované jako typ ushort, musí být hlídána
endianita. Typ lze vycˇíst z tabulky 7 a sloupce Typ.
4.3.4 Existující formáty modelu˚
Modelem se v tomto prˇípadeˇ rozumí zmeˇt’ trojúhelníku˚ (prˇípadneˇ jiných primitiv) nebo
mu˚že jít i o cˇást scény, vcˇetneˇ popisných informací. V editoru se modely využívají
k demostraci funkcionality shaderu˚. V následující cˇásti jsou popsány nejcˇasteˇji používané
formáty pro uložení modelu˚, které se pro úcˇely této práce nejlépe hodí.
Wavefront OBJ je textový formát (kódování ASCII), který obsahuje prˇíkazy psané
po rˇádcích. Prˇíkaz se skládá ze jména, což mu˚že být jedno nebo více písmen,
následovaného parametry, nejcˇasteˇji ve formeˇ cˇísel. Byl vyvinut pro potrˇeby aplikace
Wavefront’s Advanced Visualizer a dnes s ním dokáže pracovat mnoho grafických
nástroju˚. Samotný model je pak veˇtšinou rozložen do dvou souboru˚: geometrii obsahující
soubor s prˇíponou .obj a (veˇtšinou stejnojmenný) soubor s prˇíponou .mtl, obsahující
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informace o materiálech. Existuje i binární varianta tohoto formátu (používá prˇíponu
.mod), která je ale proprietární a nezdokumentovaná. [35]
COLLADA je výmeˇnný formát pro 3D grafiku s širokou podporou. Je založen na
formátu XML a používá prˇíponu .dae nebo .zae pro zazipovanou variantu. Pu˚vodneˇ byl
vyvinut spolecˇností Sony pro potrˇeby konzolí PlayStation 3 a PlayStation Portable. Od
verze 1.4 jej spravuje skupina Khronos, stejneˇ jako OpenGL. Formát byl v následujících
verzích rozšírˇen i o podporu OpenGL ES a možnost shaderu˚. Vedle samotného modelu
dovede formát nést informaci o celé scéneˇ, vcˇetneˇ osveˇtlení, fyzikálních dat, chování
prvku˚, kamer, a díky možnostem XML je možné jej rozšírˇit o jakoukoliv potrˇebnou
schopnost. S ohledem na jeho komplexnost je jeho nejveˇtší nevýhodou pomeˇrneˇ velká
složitost a režie nutná k jeho nacˇtení (zdrojové kódy implementace OpenCOLLADA mají
témeˇrˇ 100 MB a obsahující prˇes 2700 souboru˚[36]). [37]
4.3.5 Podporované formáty modelu˚
Pro první verzi editoru jsme zvolil formát Wavefront OBJ, pro jehož nacˇtení bude
použit jednoduchý parser vytvorˇený v rámci této práce. Do budoucna je plánována
podpora dalších 3D formátu˚, at’ už prˇímo zabudovaných v práci, nebo prˇípadneˇ formou
rozšírˇitelných modulu˚.
4.3.6 Specifikace formátu M1
Stejneˇ jako v prˇípadeˇ textur, i pro modely byl sestaven vlastní formát jménem M1.
Formát uchovává vždy jeden statický 3D mesh a je navržen jako kontejner pro uchování
nahraných dat pro prˇedávání mezi vrstvami programu. Tak jako formát T1, i M1
nevyžaduje velkou režii pro nacˇtení, a je optimální pro mobilní platformy. Formát
neobsahuje žádnou podporu komprese.
K nacˇtení formátu je potrˇeba dvou datových typu˚: ushort (dvoubajtové cˇíslo bez
znaménka; v jazyce C unsigned short) a float (cˇíslo s pohyblivou rˇádovou cˇárkou
s jednoduchou prˇesností podle IEEE 754 [38]; v jazyce C float). Všechna data jsou uložena
ve velké endianiteˇ. Hlavicˇka formátu má 8 bajtu˚, jejichž význam popisuje tabulka 8.
Cˇást Velikost Poznámky
Magické cˇíslo ushort Cˇíslo M1 s hodnotou ((77 « 8) | 49)
Typ uložení vrcholu ushort Pocˇet složek podle masky TTTT CCCC NNNN VVVV.
Pocˇet vrcholu˚ ushort Platné jsou pouze hodnoty veˇtší než 0.
Pocˇet indexu˚ ushort Platné jsou všechny hodnoty vcˇetneˇ 0.
Tabulka 8: Hlavicˇka formátu M1
Magické dvoubajtové cˇíslo na zacˇátku hlavicˇky slouží pro identifikaci formátu
a soucˇasneˇ jako oveˇrˇení správného uložení bajtu˚ (endianity). Následující ushort obsahuje
formát uložení jednotlivých vrcholu˚. Každé 4 bity reprezentují cˇíslo v rozsahu 0-15
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vyjadrˇující, kolik je použito floatu˚ na každou složku vrcholu (T, C, N a V, v tomto porˇadí)
zvlášt’. Význam složek je následující:
• T - Texturové koordináty T1, T2, T3 nebo T4 (S, [T, [P, [Q]]])
• C - Barvu vrcholu C3 nebo C4 (R,G,B, [A])
• N - Normálu N3 (NX,NY,NZ)
• V - Sourˇadnice vrcholu V2, V3 nebo V4 (X,Y, [Z, [W ]])
Platné hodnoty pro složky jsou následující:
• Pro T ∈ {0, 1, 2, 3, 4}
• Pro C ∈ {0, 3, 4}
• Pro N ∈ {0, 3}
• Pro V ∈ {2, 3, 4}
Zpu˚sob jak vypocˇítat celkovou velikost vrcholu (pocˇet floatu˚ na vrchol) popisuje
tabulka 9.
Formát T C N V Pocˇet floatu˚
Va x a
TaVb x x a+b
CaVb x x a+b
NaVb x x a+b
TaCbVc x x x a+b+c
TaNbVc x x x a+b+c
CaNbVc x x x a+b+c
TaCbNcVd x x x x a+b+c+d
Tabulka 9: Zpu˚sob výpocˇtu celkové velikosti vrcholu formátu M1
Dále se v hlavicˇce nachází dveˇ ushort hodnoty, reprezentující pocˇty uložených
vrcholu˚ a indexu˚. Pokud je pocˇet indexu˚ roven 0, nejsou data indexu˚ ve formátu uložena.
Za hlavicˇkou až do konce souboru se nachází samotná data modelu, nejdrˇíve pole
vrcholu˚ a pak bezprostrˇedneˇ za ním (není zde žádný cˇitelný oddeˇlovacˇ) pole indexu˚.
Obeˇ skupiny dat je možné s ohledem na jejich formát nacˇíst jako blok (pole) bajtu˚ a prˇedat
prˇímo OpenGL.
Prˇi nahrávání pole vrcholu˚ je trˇeba dávat pozor na délku pole. Cˇíslo uložené
v hlavicˇce reprezentuje pocˇet vrcholu˚, nikoliv pocˇet prvku˚ v poli. Pro zjišteˇní délky pole
je nutné vynásobit cˇíslo z hlavicˇky celkovou velikostí vrcholu, jak popisuje tabulka 9.
Pole indexu˚ má stejný pocˇet prvku˚, jaký je uložen prˇímo v hlavicˇce. Speciálním
prˇípadem je situace, kdy je v hlavicˇce cˇíslo 0. V tomto prˇípadeˇ není pole indexu˚ v souboru
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prˇítomno, ale je nutné ho vytorˇit jednoduchým postupem. Jeho délka je stejná jako pocˇet
vrcholu˚ a jeho obsahem jsou hodnoty od 0 po n− 1 (kde n je délka pole).
Du˚ležité je, že pro obeˇ skupiny dat, at’ už reprezentované jako typ ushort nebo float,
musí být hlídána endianita.
4.3.7 Pomocné formáty V1 a P1
Pouze pro úcˇely komunikace s podpu˚rnou knihovnou jsou v projektu obsaženy ješteˇ dva
kontejnery s názvy V1 a P1. Stejneˇ jako T1 a M1 jsou prˇenášeny ve velké endianiteˇ a sdílí
s nimi mnoho rysu˚.
V1 slouží k prˇenosu vektoru˚ a matic a má podobný tvar, jako formát T1. Na jeho
zacˇátku je ushort s identifikátorem V1, další ushort v porˇadí má vždy hodnotu 0 a slouží
k zarovnání s formátem T1. Trˇetí a cˇtvrtý ushort reprezentují šírˇku a výšku v rozsahu
1 až 4. Vektory pak mají výšku 1. Za hlavicˇkou následuje pole typu float o délce šírˇka
krát výška.
P1 slouží k prˇenosu posloupnosti programu a názvu˚ uniformu˚. Na zacˇátku je opeˇt
ushort jenž identifikuje formát P1 ve formeˇ ASCII. Vedle typu ushort a byte je k nacˇtení
P1 potrˇeba ješteˇ datový typ uint, prˇedstavující 32-bitové celé cˇíslo bez znaménka. Po
indentifikátoru formátu následuje uint, urcˇující celkový pocˇet záznamu˚. Poté již následují
samotné záznamy. Záznam je reprezentován dvojicí uint a byte, kde uint prˇedstavuje
identifikátor elementu a byte délku pole bajtu˚, které (pokud je tato hodnota nenulová)
bezprostrˇedneˇ následuje. Toto pole je vlastneˇ rˇeteˇzec jazyka C korektneˇ zakoncˇený
znakem s hodnotou 0 a prˇedstavuje název uniformu v kódování ASCII.
4.4 Projekt
Uživatel pracující s editorem bude mít možnost si rozdeˇlanou práci uložit jako projekt
a ten následneˇ nacˇíst. Projekt bude reprezentován souborem formátu JSON [39], který
bude obsahovat všechna popisná data stromu projektu a odkazy na ostatní soubory
(vcˇetneˇ jejich pu˚vodních názvu˚). Na soubory se bude odkazovat jak relativneˇ, tak
absolutneˇ, podle volby uživatele.
Další plánovanou možností bude uložení projektu do archivu formátu ZIP. Uvnitrˇ
archivu nebude žádná struktura složek, nebudou zachována pu˚vodní jména souboru˚
a rovneˇž komprese vzniklého ZIP souboru bude pouze volitelná.
Klícˇovým souborem uvnitrˇ archivu bude project.json, prˇedstavující samotný projekt.
Ostatní soubory v archivu budou mít název vždy node-ID, kde ID je cˇíslo nebo vnitrˇní
identifikátor pro potrˇeby editoru.
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5 Implementace
V této kapitole je popsán postup implementace celého shader editoru se speciálním
zameˇrˇením na zajímavé, problematické a klícˇové cˇásti. Celá implementacˇní fáze
probíhala na operacˇním systému Windows 7 za pomocí nástroje Microsoft Visual Studio
2012. Beˇhem vývoje byl celý projekt migrován pod nástroj Microsoft Visual Studio 2013,
který nabízí vylepšenou podporu prˇekladu jazyka C.
Implemenetace probíhala v neˇkolika fázích, odpovídajících jednotlivým cˇástem
programu. Jako první byla naplánována implementace komponenty GLView, která
umožnˇuje využívat OpenGL v sadeˇ komponent XAML. Následneˇ byl vývoj zameˇrˇen na
podpu˚rnou knihovnu v jazyce C. Dalším krokem pak byl návrh grafického uživatelského
rozhranní aplikace v jazyce XAML. Komponentám byla veˇnována i v další cˇást
implementace, kdy byla rˇešena stromová struktura projektu a rˇídící cˇást aplikace,
vcˇetneˇ nahrávání a konvertování ru˚zných formátu˚. Po vybrání vhodné komponenty ke
zvýraznˇování syntaxe byly rˇešeny pouze drobné úpravy projektu.
5.1 Komponenta GLView
Aby bylo možné zobrazit na operacˇním systému Windows výstup z OpenGL, je nutné
využít rozhranní zvané WGL. Toto rozhranní umožnˇuje prˇipojit obrazový výstup
k plátnu komponenty, vytvorˇené pomocí WinAPI. K tomuto úcˇelu je potrˇeba získat
manipulátor, který je ve WinAPI reprezentován datovým typem HWND. Z neˇj je možné
prˇíslušnou funkcí získat manipulátor plátna, což je hodnota datového typu HDC. Prvním
úkolem tedy bylo získat HDC komponenty, nacházející se v okneˇ editoru. [3]
Technologie XAML byla prˇedstavena s verzí .NET framewotku 3.0 jako soucˇást
Windows Presentation Foundation. Hlavním cílem tohoto snažení bylo vyvinout
moderní sadu komponent, která by umožnˇila plneˇ oddeˇlit vzhled od funkcionality
aplikace a nahradit tím, dnes již zastaralou, sadu komponent WinForms, rovneˇž
z dílny spolecˇnosti Microsoft. XAML je tedy plneˇ závislý na technologii .NET a není
prˇímo provázán se starším WinForms a WinAPI. Z tohoto du˚vodu není možné získat
manipulátor použitelný skrze WinAPI, protože XAML tuto technologii ke svému chodu
nevyužívá, a pouze na ní hostuje. [41]
Oproti tomu komponenty sady WinForms rozhraní WinAPI používají a každá
taková komponenta má tedy svu˚j vlastní manipulátor. Rˇešením se ukázalo být
použití XAML komponenty System.Windows.Forms.Integration.WindowsFormsHost, která
je soucˇástí implementace XAML pro operacˇní systém Windows a umožnˇuje XAMLu
hostovat komponenty z prostrˇedí WinForms.
5.1.1 Propojení s WinForms
Stacˇilo tedy vytvorˇit komponentu pro WinForms, která bude fungovat jako náhled
výstupu OpenGL. Pro tento úcˇel byla vytvorˇena trˇída GLView, která je potomkem
trˇídy System.Windows.Forms.Control. Této komponenteˇ bylo nutné nastavit prˇíznaky
AllPaintingInWmPaint a UserPaint.
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Následneˇ se získá instance trˇídy System.Drawing.Graphics, reprezentující plátno
komponenty. Z ní je možné získat strukturu typu System.IntPtr, reprezentující
manipulátor HDC, jehož hodnota je prˇedána podpu˚rné knihovneˇ pomocí funkce PutHDC.
Ošetrˇeny byly rovneˇž události prˇekreslení a zmeˇny velikosti komponenty, prˇi
kterých je podpu˚rné knihovneˇ zaslán prˇíkaz viewport repaint šírˇka výška,
který (v prˇípadeˇ nutné zmeˇny velikosti) obsahuje rozmeˇr komponenty. Soucˇasneˇ je nutné
po celou dobu beˇhu programu uchovat instanci plátna a pomocné struktury HDC, jinak
mu˚že dojít k jejich uvolneˇní garbage collectorem a platné manipulátory WinAPI budou
zrušeny. [42]
5.1.2 Rˇešené problémy
Beˇhem vytvárˇení komponenty GLView bylo nutné vyrˇešit neˇkolik problému˚.
HDC se získává ze struktury typu System.IntPtr a bylo nutné zajistit prˇedání ukazatele
do podpu˚rné knihovny (tedy jazyka C). V prvních verzích editoru bylo experimentováno
s možností prˇedávání ukazatelu˚ v tzv. unsafe módu. Ten spocˇívá v použití klícˇového
slova unsafe (prˇed metodou, blokem kódu apod.), které umožní vytvárˇet neoveˇrˇovaný
kód. Aby byl vzniklý kód platný, je nutné ve vlastnostech projektu zapnout prˇíslušný
prˇíznak prˇekladacˇe. Prˇestože by toto rˇešení bylo funkcˇní, bylo rozhodnuto, s ohledem na
vyšší stabilitu, z programu neoveˇrˇovaný kód vyloucˇit. [40]
Manipulátor HDC je tedy v editoru prˇedáván jako 64-bitové celé cˇíslo a jeho
zpracování je rˇešeno až na úrovni jazyka C.
Kompilace cˇásti projektu, která je vytvárˇena v jazyce C#, je nastavena tak, aby byla
uprˇednostneˇna 32-bitová architektura. Pokud je tato volba vypnutá, dojde prˇi sputeˇní
projektu vyvolání výjimky typu System.Windows.Markup.XamlParseException. Na základeˇ
zkušeností lze odhadovat, že tento problém souvisí s kompilací podpu˚rné knihovny,
která je za normálních okolností 32-bitová. Protože jedinou informaci, kterou ladící
nástroj poskytne, je pozice ve zdrojovém kódu XAML a další krokování platforma .NET
neumožnˇuje, nepodarˇilo se du˚vod výskytu této chyby potvrdit.
5.2 Podpu˚rná knihovna
Vedle cˇásti komponty GLView obsahuje podpu˚rná knihovna editoru také sadu prˇíkazu˚,
které umožnˇují na již zmíneˇnou komponentu vykreslovat obraz pomocí OpenGL.
Samotná knihovna je napsána v jazyce C, konkrétneˇ v dialektu normy C99. V rámci
kódu je využíváno vlastností, které noveˇjší forma prˇináší. Soucˇasneˇ je kód psán tak,
aby splnˇoval syntaktická pravidla jazyka C++, v prˇípadeˇ že by prˇekladacˇ jazyka C nebyl
dostupný nebo nepodporoval výše zmíneˇné C99.
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5.2.1 Ovládání a uložišteˇ
Pro dosažení co nejnižších nároku˚ na výkon jsou prˇedprˇipravená data, potrˇebná pro
volání funkcí OpenGL, uchovávána na straneˇ podpu˚rné knihovny. Práce s nimi je
k dispozici prˇes sadu prˇíkazu˚, které umožnˇují uložišteˇ spravovat. Data jsou v uložišti
strukturována do tzv. elementu˚, které jsou reprezentovány identifikátorem ve tvaru
celého (kladného a nenulového) cˇísla.
Pro založení elementu slouží prˇíkaz create. Celý tvar prˇíkazu je create type id,
kde type je druh vytvárˇeného elementu a id reprezentuje jeho identifikátor. Druhy
elementu˚ jsou následující:
• vector
• color
• vertex shader
• tesselation control shader
• tesselation evaluation shader
• geometry shader
• fragment shader
• model
• texture
• program
Jakmile je element vytvorˇen, je možné do neˇj pomocí funkce PutData vložit obsah,
odvíjející se od druhu vytvorˇeného elementu. Pro elementy vector a color je nutné
použít formát V1. Data všech druhu˚ shaderu˚ odpovídají zdrojovému kódu shaderu.
Modely pak používají k prˇenosu formát M1, textury T1 a programy P1, blíže popsané
v kapitole 4.3.
Zmeˇny jsou aplikovány ihned po vložení nových dat, není proto nutné volat žádné
aktualizacˇní prˇíkazy apod.
5.2.2 Další prˇíkazy
Vedle prˇíkazu˚ pro práci s uložišteˇm obsahuje knihovna ješteˇ další pomocné prˇikazy.
Du˚vodem je nutnost editoru prˇistupovat k nízkoúrovnˇovým funkcím knihovny OpenGL
jednotným a snadným zpu˚sobem.
Pro zjišteˇní informací o dostupné implementaci OpenGL slouží prˇíkazy z kategorie
info. Dostupnou verzi jazyka GLSL je možné získat voláním prˇíkaz info shader.
Získaná informace je vrácena skrze druhý parametr funkce Call.
Práci s plátnem umožnˇuje sada prˇíkazu˚ z kategorie viewport. Pro prˇekreslení lze
použít prˇíkaz viewport repaint. Alternativneˇ lze pomocí tohoto prˇíkazu zmeˇnit
velikost plátna zadáním šírˇky a výšky, cˇehož prˇímo využívá komponenta GLView.
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5.3 Grafické uživatelské rozhraní
Rozložení komponent bylo již zmíneˇno v kapitole 4.2.1 na obrázku 7. Sada komponent
XAML obsahuje v základu veˇtšinu komponent, potrˇebných pro vytvorˇení celého editoru.
Panel nástroju˚ tvorˇí komponenta ToolBar, dokovaná v panelu ToolBarTray. Pracovní plocha
je pak cˇleneˇna pomocí TabControl, ve které je pevneˇ ukotvená karta s komponentou
GLView. Výstup logu je pak tvorˇen obycˇejným TextBox. Zásadním prvkem celého
rozlocˇení je rozhodneˇ komponenta TreeView, která prˇedstavuje samotný projekt. Ta také
prošla nejveˇtší úpravou.
5.3.1 Komponenta TreeView
Beˇhem vývoje grafické cˇásti bylo potrˇeba vybrat vhodnou komponentu pro reprezentaci
stromu projektu. Pro použití se nabízela komponenta TreeView, která je prˇímo soucˇástí
XAML, nebo neˇkterá z komponent trˇetích stran.
Nevýhodou vestaveˇné komponenty je její prˇílišná jednoduchost. TreeView v základu
nepodporuje neˇkteré pro editor potrˇebné funkce, jako je drag&drop cˇi pokrocˇilá
práce s uzly. Jelikož komponenta stromu projektu tvorˇí steˇžejní cˇást editoru a volba
komponenty trˇetí strany by zpu˚sobila závislost na jejím dalším vývoji. Z tohoto du˚vodu
bylo veˇnováno úsilí do rozšírˇení možností stávající komponenty TreeView.
Pro potrˇeby editoru byla komponenta rozšírˇena o možnost prˇetahování uzlu˚ za
pomoci myši, prˇidána byla kontextová nabídka, byla umožneˇna práce s uzly pomocí
systémové schránky a klávesových zkratek. Strom rovneˇž zabranˇuje prˇesunutí uzlu do
nekompatibilní sekce a hlídá konzistenci projektu.
Pevnou strukturu stromu tvorˇí kategorie:
• Barvy
• Vektory
• Textury
• Modely
• Shadery
• Programy
Každá kategorie pak mu˚že obsahovat položky kompatibilního typu.
5.4 Komponenta pro editaci shaderu˚
Prˇestože XAML nabízí komponenty umožnˇující ru˚zné zpu˚soby editace textu, v základu
žádná z nich nezvládá pro editor potrˇebné zvýraznˇování syntaxe. Prˇi hledání vhodných
kandidátu˚ na komponentu editoru zdrojových kódu˚ byla nalezena komponenta
AvalonEdit.
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Tato komponenta byla pu˚vodneˇ vytvorˇena pro potrˇeby vývojového prostrˇedí
SharpDevelop, sloužící k vývoji aplikací v jazyce C#. Komponenta AvalonEdit je
dostupná pod svobodnou licencí MIT, umožnˇuje zvýraznˇování syntaxe založené
na datech nahrávaných ze souboru s definicí syntaxe, podporuje doplnˇování kódu
a seskupování syntakticky souvisejících bloku˚ textu. [43]
Použití komponenty je velmi jednoduché díky dobré dokumentaci a ukázkovým
prˇíkladu˚m. S ohledem na pu˚vod je komponenta odladeˇná a velmi stabilní.
5.5 Modularita editoru
Zatímco strom projektu slouží k organizování a práci s uzly, prvky které uzly
prˇedstavující je možné upravovat skze editory panelu pracovní plochy. Ta je tvorˇena
formou karet, kdy každá karta prˇedstavuje editor jednoho uzlu stromu. Editaci uzlu je
možné zahájit poklepáním na neˇj, stiskem klavesy enter, nebo prˇípadneˇ skrze nabídky.
Pro jeden uzel není možné otevrˇít více karet.
Aby bylo budoucí rozširˇování editoru o novou funkcionalitu co nejjednodušší, je
celá cˇást s editory rˇešena oddeˇleneˇ a modulárneˇ. Základní stavební kámen tvorˇí trˇída
EditorUserControl, která je sama potomkem trˇídy UserControl. Pro vytvorˇení nového typu
editoru stacˇí rozšírˇit její dveˇ metody Load a Save.
Pro snažší práci se soubory a jejich linkování do projektu je k dispozici trˇída
FileNameControl. Ta vedle klasického nalezení souboru skrze dialogová okna operacˇního
systému umožnˇuje zadat soubor i prˇetažením myši, a to i na plochu editoru, na kterém
se nachází.
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6 Testování a zhodnocení
V rámci testování byl kladen du˚raz na to, aby všechny cˇásti editoru pracovaly
konzistentneˇ a nedocházelo k pádu˚m cˇi vyvolání neošetrˇených výjimek. Testována byla
funkcˇnost i rozložení grafického rozhranní, a také výkon celé aplikace.
6.1 Testy uživatelského rozhranní
Vzniklý editor má sloužit jako výukový nástroj, a proto by meˇl být intuitivní a jednoduše
pochopitelný. K oveˇrˇení vhodného výbeˇru rozložení vizuálních komponent byl použit
nástroj pro zaznamenávání trajektorie pohybu myši, konkrétneˇ IOGraph dostupný
z webu http://iographica.com/. Vedle samotného pohybu byly zaznaménávány i informace
o tom, jak dlouho strávil uživatel plneˇním dílcˇího úkolu.
Uživatel pracující s programem meˇl za úkol zpracovat následující úlohy, které
prˇedstavují základ práce s programem:
1. Nahrát do projektu model z externího souboru (byl dodán).
2. Vytvorˇit vlastní vertex a fragment shader (ukázka shaderu˚ byla k dispozici).
3. Sestavit program stavající z modelu a shaderu˚.
4. Zobrazit výslednou scénu.
Testování provádeˇlo neˇkolik dobrovolníku˚ se znalostí informacˇních technologií na
amatérské i profesionální úrovni. Všem byly dány základní instrukce, jak s programem
pracovat. Pro ukázku byly vybrány dva vzorky, jejichž mapa pohybu myši je zobrazena
na obrázku 9.
Na první obrazovce je zrˇetelneˇ videˇt, že nastavování všech prvku˚ a práce se stromem
projekt vyžaduje i prˇi vysokém rozlišení monitoru minimální pohyb myši. Prˇestože
testující uživatel nebyl v oboru pocˇítacˇové grafiky odborneˇ vzdeˇlán, zabralo mu splneˇní
všech úkolu˚ pouhé 2 minuty.
Na druhé obrazovce je videˇt témeˇrˇ totožný pru˚beˇh testování, prˇicˇemž uživatel se
oborem pocˇítacˇové grafiky zabývá na profesionální úrovni. I zde nezabralo testování více
než neˇkolik málo minut.
Celkoveˇ dopadly testy uživatelského rozhranní dobrˇe a ohlasy uživatelu˚ na
editor byly pozitivní. Díky implementaci klávesových zkratek, systémové schránky
a prˇetahování prvku˚ pomocí myši byla rychlost práce uživatelu˚ s programem rychlejší,
než se ocˇekávalo.
6.2 Testy výkonu
V prˇípadeˇ editoru shaderu˚ nemá výkonnostní test vliv z pohledu samotného
vykreslování obrazu grafickou kartou, jde pouze o meˇrˇení rychlosti jednotlivých cˇástí
editoru a jejich schopnost reakce.
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Obrázek 9: Pohyb myši beˇhem testování editoru
Rovneˇž se neprˇedpokládá, že by byl editor spoušteˇn na pocˇítacˇi, jehož výkon není
úmeˇrný soucˇasnému výkonnostnímu pru˚meˇru. Jelikož je celá aplikace postavena na
technologii .NET minimálneˇ ve verzi 3.0, musí použitý pocˇítacˇ splnˇovat minimální
požadavky tohoto frameworku. Pro praktický test spušteˇní editoru byl vybrán starší
pocˇítacˇ (notebook), který by meˇl prˇedstavovat pomyslnou hranici nutnou ke spušteˇní
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aplikace. Konfigurace stroje byla následující:
• Procesor Intel R⃝ CoreTM 2 Duo P7350 (2 GHz)
• Operacˇní pameˇt’ 3 GB
• Grafická karta nVidia GeForce 9300M GS (256 MB)
Na výše zmíneˇném pocˇítacˇi byl opakovaneˇ spušteˇn editor, kompilovaný bez ladících
informací, prˇicˇemž doba startu aplikace neprˇesáhla 2 sekundy. Testy kompilace zadaných
shaderu˚ a nahrávání modelu˚ cˇi textur se pohybovaly v rˇádu stovek milisekund. Výkon
editoru je tedy pro potrˇeby používání dostacˇující.
6.3 Shrnutí
Prˇestože editor je prˇipraven pro praktické využití ve výuce nebo i mimo ni, možnosti
jeho dalšího vývoje jsou otevrˇené, a do budoucna lze prˇidat mnoho dalších užitecˇných
funkcí navíc. Vylepšen by mohl být parser formátu Wavefront OBJ, a to další možnosti
tohoto formátu.
Finální verze, která je soucˇástí této práce, má oznacˇení 0.9, což vyjadrˇuje prˇipravenost
k nasazení a pro povýšení na verzi 1.0 je potrˇeba, aby byl editor neˇjakou dobu využíván
v reálném provozu.
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7 Záveˇr
Prˇed samotným zapocˇetím implementace editoru byly shromáždeˇny ru˚zné technické
údaje o všech potrˇebných technologiích, které budou v rámci editoru shaderu˚ využity.
Jazyk GLSL se ukázal jako nejlepší z možných rˇešení pro vývoj grafických shaderu˚,
pru˚zkum však ukázal, že pro neˇj neexistuje vhodný editor, vhodný i pro jeho výuku.
Výsledkem této práce je tedy plnohodnotný editor práveˇ pro shadery jazyka GLSL.
Program podporuje nejnoveˇjší specifikaci OpenGL i shaderovacího jazyka, a je navržen
tak, aby do neˇj bylo možné jednoduše prˇidávat další funkce, které prˇinese budoucí vývoj
normy OpenGL.
K realizaci samotného programu byl zvolen jazyk C#, pracující nad frameworkem
.NET, v kombinaci se sadou komponent WPF a jazykem XAML. Neméneˇ du˚ležitou
úlohu zde tvorˇí jazyk C, v neˇmž je vytvorˇena podpu˚rná knihovna, která do celého
rˇešení umožnˇuje prˇipojit a pracovat s knihovnou OpenGL. V rámci práce byla vyvinuta
nezávislá komponenta, umožnˇující pracovat s OpenGL jako s komponentou sady WPF.
Volba technologie .NET prˇinesla editoru výhody ve formeˇ lepší integrace se systémem
Windows. Rozhraní editoru je tak pro uživatele prˇíveˇtivé díky možnosti klávesových
zkratek nebo prˇetahování objeku˚ myší, což prokázalo i výsledné testování celé aplikace.
47
8 Reference
[1] 3D Graphics APIs [online]. 2014 [cit. 2014-05-01]. Dostupné z:
http://www.cg.tuwien.ac.at/~wimmer/apis/API_Summary.html
[2] About the OpenGL Architecture Review Board Working Group [online]. 2014
[cit. 2014-05-01]. Dostupné z:
http://www.opengl.org/archives/about/arb/
[3] SHREINER, Dave. OpenGL: pru˚vodce programátora. Vyd. 1. Brno: Computer Press,
2006, 679 s. ISBN 80-251-1275-6.
[4] Selecting a Shading Language - OpenGL.org [online]. 2014 [cit. 2014-05-01]. Dostupné z:
http://www.opengl.org/wiki/Selecting_a_Shading_Language
[5] Core Language (GLSL) - OpenGL.org [online]. 2014 [cit. 2014-05-01]. Dostupné z:
https://www.opengl.org/wiki/Core_Language_(GLSL)#Version
[6] Programming Guide for HLSL (Windows) [online]. 2014 [cit. 2014-05-01]. Dostupné z:
http://msdn.microsoft.com/en-
us/library/windows/desktop/bb509635(v=vs.85).aspx
[7] Detecting the Shader Model - OpenGL.org [online]. 2014 [cit. 2014-05-01]. Dostupné z:
http://www.opengl.org/wiki/Detecting_the_Shader_Model
[8] ValveSoftware/ToGL · GitHub [online]. 2014 [cit. 2014-05-01]. Dostupné z:
https://github.com/ValveSoftware/ToGL
[9] gtksourceview - Source code editing widge [online]. 2014 [cit. 2014-05-01]. Dostupné z:
https://git.gnome.org/browse/gtksourceview/tree/data/language-
specs/glsl.lang
[10] RenderMonkeyTM Toolsuite | AMD [online]. 2014 [cit. 2014-05-01]. Dostupné z:
http://developer.amd.com/tools-and-sdks/archive/legacy-cpu-gpu-
tools/rendermonkey-toolsuite/
[11] NVIDIA Nsight | NVIDIA [online]. 2014 [cit. 2014-05-01]. Dostupné z:
http://www.nvidia.com/object/nsight.html
[12] NVIDIA Nsight Visual Studio Edition | NVIDIA Developer Zone [online]. 2014
[cit. 2014-05-01]. Dostupné z:
https://developer.nvidia.com/nvidia-nsight-visual-studio-edition
[13] FX Composer | NVIDIA Developer Zone [online]. 2014 [cit. 2014-05-01]. Dostupné z:
https://developer.nvidia.com/fx-composer
[14] GPU PerfStudio 2 | AMD [online]. 2014 [cit. 2014-05-01]. Dostupné z:
http://developer.amd.com/tools-and-sdks/graphics-development/gpu-
perfstudio-2/
48
[15] John Kessenich, LunarG. The OpenGL R⃝ Shading Language [online]. 2014
[cit. 2014-05-01]. Dostupné z:
http://www.opengl.org/registry/doc/GLSLangSpec.4.40.pdf
[16] Randi J. Rost, Bill Licea-kane. OpenGL Shading Language. Vyd. 3. Addison-Wesley
Professional, 2009, 792 s. ISBN 0-321-63763-1.
[17] KERNIGHAN, Brian, Dennis M. RITCHIE. Programovací jazyk C. Vyd. 1. Brno:
Computer Press, 2008, 286 s. ISBN 80-251-0897-X.
[18] PRATA, Stephen. Mistrovství v C++. 3. aktualiz. vyd. Prˇeklad Boris Sokol. Brno:
Computer Press, 2007, 1119 s. ISBN 978-80-251-1749-1.
[19] HEROUT, Pavel. Ucˇebnice jazyka Java. 5., rozš. vyd. Cˇeské Budeˇjovice: Kopp, 2010,
386 s. ISBN 978-80-7232-398-2.
[20] BUCˇEK, Petr. Multimediální platforma pro Java SE a Android [online]. 2012 [cit. 2014-
05-01]. Dostupné z: http://dspace.vsb.cz/handle/10084/93323. Bakalárˇská práce.
Vysoká škola bánˇská - Technická univerzita Ostrava. Vedoucí práce Ing. Mgr. Michal
Krumnikl.
[21] Overview – Python 3.4.0 documentation [online]. 2014 [cit. 2014-05-01]. Dostupné z:
https://docs.python.org/3/index.html
[22] WPF - Mono [online]. 2014 [cit. 2014-05-01]. Dostupné z:
http://www.mono-project.com/WPF
[23] .Net and C# release history - CodeProject [online]. 2014 [cit. 2014-05-01]. Dostupné z:
http://www.codeproject.com/Reference/696530/Net-and-Csharp-release-history
[24] C# and OpenGL [online]. 2014 [cit. 2014-05-01]. Dostupné z:
http://social.msdn.microsoft.com/Forums/en-US/7903a8a0-40a3-4a6e-a79f-
af16a173e129/c-and-opengl
[25] GTK+ 3 Reference Manual: GTK+ 3 Reference Manual [online]. 2014 [cit. 2014-05-01].
Dostupné z:
https://developer.gnome.org/gtk3/stable/
[26] Qt - About Us [online]. 2014 [cit. 2014-05-01]. Dostupné z:
http://qt.digia.com/about-us/
[27] History - wxWidgets [online]. 2014 [cit. 2014-05-01]. Dostupné z:
https://www.wxwidgets.org/about/history/
[28] LOY, Marc a Robert ECKSTEIN. Java Swing. 2nd ed. Sebastopol, CA: O’Reilly, c2003,
xxiv, 1252 p. ISBN 05-960-0408-7.
[29] The SWT FAQ [online]. 2014 [cit. 2014-05-01]. Dostupné z:
http://www.eclipse.org/swt/faq.php
49
[30] XAML ve WPF [online]. 2014 [cit. 2014-05-01]. Dostupné z:
http://msdn.microsoft.com/cs-cz/library/ms747122(v=vs.110).aspx
[31] Seriál Grafické formáty - Root.cz [online]. 2014 [cit. 2014-05-01]. Dostupné z:
http://www.root.cz/serialy/graficke-formaty/
[32] The Tao Framework | Free Development software downloads at SourceForge.net [online].
2014 [cit. 2014-05-01]. Dostupné z:
http://sourceforge.net/projects/taoframework/
[33] SharpGL - Home [online]. 2014 [cit. 2014-05-01]. Dostupné z:
http://sharpgl.codeplex.com/
[34] Programming Guide for DDS (Windows) [online]. 2014 [cit. 2014-05-01]. Dostupné z:
http://msdn.microsoft.com/en-us/library/bb943991.aspx
[35] Wavefront OBJ: Summary from the Encyclopedia of Graphics File Formats [online]. 2014
[cit. 2014-05-01]. Dostupné z:
http://www.fileformat.info/format/wavefrontobj/egff.htm
[36] KhronosGroup/OpenCOLLADA · GitHub [online]. 2014 [cit. 2014-05-01]. Dostupné z:
https://github.com/khronosGroup/OpenCOLLADA/
[37] Mark Barnes and Ellen Levy Finch, Sony Computer Entertainment Inc.. COLLADA
– Digital Asset Schema Release 1.5.0 [online]. 2014 [cit. 2014-05-01]. Dostupné z:
http://www.khronos.org/files/collada_spec_1_5.pdf
[38] Norma IEEE 754 a prˇíbuzní: formáty plovoucí rˇádové tecˇky - Root.cz [online]. 2014
[cit. 2014-05-01]. Dostupné z:
http://www.root.cz/clanky/norma-ieee-754-a-pribuzni-formaty-plovouci-radove-
tecky/#k02
[39] JSON [online]. 2014 [cit. 2014-05-01]. Dostupné z:
http://json.org/json-cz.html
[40] Unsafe Code and Pointers (C# Programming Guide) [online]. 2014 [cit. 2014-05-01].
Dostupné z:
http://msdn.microsoft.com/en-us/library/t2yzs44b.aspx
[41] Walkthrough: Hosting a Windows Forms Control in WPF by Using XAML [online]. 2014
[cit. 2014-05-01]. Dostupné z:
http://msdn.microsoft.com/en-us/library/ms742875(v=vs.110).aspx
[42] “{Binding OpenGl To WPF}” : Part 2 « Planning the Spontaneous [online]. 2014
[cit. 2014-05-01]. Dostupné z:
http://slizerboy.wordpress.com/2010/02/03/binding-opengl-to-wpf-part-2/
[43] AvalonEdit by icsharpcode [online]. 2014 [cit. 2014-05-01]. Dostupné z:
http://avalonedit.net/
50
[44] RenderMonkey [online]. 2014 [cit. 2014-05-01]. Dostupné z:
http://developer.amd.com/wordpress/media/2012/10/FullScreen-
RenderMonkey_lrg.jpeg
[45] FX Composer [online]. 2014 [cit. 2014-05-01]. Dostupné z:
https://developer.nvidia.com/sites/default/files/akamai/gamedev/images/
FXComposer_Flagship_Small.jpg
51
Prˇílohy
Prˇiložené CD obsahuje zdrojové kódy i spustitelný editor shaderu˚. Ke spušteˇní je
potrˇeba operacˇní systém Windows 7 nebo vyšší. Rovneˇž je potrˇeba mít nainstalován
.NET framework alesponˇ ve verzi 3.0. Na CD je i elektronická verze této práce vcˇetneˇ
zdrojových kódu˚ v jazyce LATEX.
Obsah CD
• bin/ - spustitelný shader editor vcˇetneˇ ukázek
• src/ - celé zdrojové kódy editoru
• tex/ - zdrojové kódy této práce vcˇetneˇ obrázku˚
• Diplomová práce.pdf - samotná práce v elektronické podobeˇ
• Návod k použití.pdf - strucˇná dokumentace k ovládání editoru
