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El objetivo de este proyecto es el diseño de un sistema para la creación, 
edición, almacenamiento y consumo de historiales clínicos electrónicos. 
 
Primero de todo hemos definido cómo representar de forma estándar un 
historial clínico electrónico. El método elegido es el usar el estándar MPEG-21. 
Más específicamente, la parte 2 de dicho estándar que define un lenguaje para 
declarar objetos digitales, llamados digital items. Mediante un digital item 
podemos diseñar la estructura para representar cualquier tipo de contenido 
multimedia y asociarle información de identificación y metadatos. 
 
Una vez escogido el método para diseñar la estructura de un contenido 
multimedia, necesitamos saber que información se deben incluir para 
representar correctamente un historial clínico electrónico. Dicha información la 
define el CEN/TC251 en su norma EN 13606. Así que hemos hecho un mapeo 
entre los componentes de la norma EN 13606 y los bloques constructores del 
digital item, con el objetivo definir un perfil para del lenguaje de declaración de 
ítems digitales que sirva para representar de forma estándar historiales clínicos 
electrónicos. 
 
Una vez definida la estructura para los historiales clínicos electrónicos hemos 
de asociarles los datos clínicos, para ello hemos escogido el modelo dual que 
define la semántica, es decir, el contenido de un modelo de datos. Finalmente, 
aplicamos este modelo a nuestra aplicación. 
 
Con todos los componentes establecidos podemos diseñar una aplicación que 
nos permita crear, editar, almacenar y consumir los digital items que 
representan a un historial clínico electrónico. Esta aplicación se ha hecho con 
las Microsoft Foundation Classes de C++. 
 
El último paso es simular un contexto que nos permita probar nuestra 
aplicación y nuestra estructura del digital item. Con esto podemos afirmar que 













The objective of this project is the design of a system for the creation, edition, 
store and consume of electronic health record. 
 
First, we have defined how to represent a electronic health record in standard 
way. The method choose is to use the MPEG-21 standard. Specifically, the part 
2 of this standard that defines a language to declare objects called digital items. 
Through a digital item. We can design the structure of any type of multimedia 
content and associate them identificative information and metadata. 
 
Once choose the method for to design the multimedia content structure, we 
need to know the information that we have to include for to represent correctly a 
electronic health record. This information is defined by the CEN/TC251 in his 
norm EN 136060. So we have done a mapping between the norm EN 13606 
components and the digital items constructors blocks, with the objective of to 
define a profile for the digital items declaration language. This language has to 
serve for to represent electronic health record in standard way. 
 
Next of define the electronic health record structure, we have to associate to the 
electronic health record the clinical data. For this we have to choose the dual 
model. This model defines the semantic, that is to say, data model’s content. 
Finally, we apply this model to our application. 
 
With all the components established we can design an application that allow us 
create, edit, store and consume the digital items that represents an electronic 
health record. This application has been made with the Microsoft Software 
Foundations of C++. 
 
The last step is to simulate a context that allows us to probe our application and 
the digital item structure. With this we can affirm that the application satisfy the 















Te lo dedico a ti mama. Porque siempre me has guiado y apoyado en todo, y 
porque sin ti hoy no sería quién soy. 
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CAPÍTULO 1: INTRODUCCIÓN 
 
El siguiente documento constituye la memoria del TFC Sistema de gestió 
d'historials clínics electrònics estàndards. Este primer capítulo pretende ser 
una guía que ayude al lector a comprender cuál es el objetivo de este TFC y 
como se ha estructurado y realizado todo el trabajo para conseguir su objetivo. 
Así pues en los siguientes párrafos podremos conocer cuál es la meta de este 
trabajo y a que necesidades responde. Presentaremos de forma inicial el 
contenido de los diferentes capítulos que forman este TFC. Más adelante, 
estos capítulos serán desarrollados en profundidad y formarán así la memoria 
del trabajo. 
 
Como hemos comentado, la mejor forma de empezar esta memoria es indicar 
cuál es el objetivo del trabajo. Este objetivo no es otro que el diseño de una 
aplicación que permita la creación, edición, almacenaje y consumo de EHRs 
Electronic Health Record). Además del almacenaje, el objetivo incluye 
asegurarnos que el EHR tiene una estructura estándar, ya que ha sido definido 
siguiendo el lenguaje de declaración de ítems digitales en el estándar MPEG-
21 (Moving Picture Experts Group). 
 
El capítulo 2 presenta las tecnologías usadas a lo largo del trabajo. En la 
creación y almacenaje de EHR intervienen muchos aspectos y por tanto es 
necesario el uso de diferentes tecnologías. Hablaremos sobre el estándar 
MPEG-21, usado para crear los Digital Items (DIs). También presentaremos  la 
norma EN 13606 del CEN /TC251 y el estándar HL7  (Health Level Seven). 
Ambos han sido considerados a la hora de definir un perfil para los DIs. 
Estudiaremos el modelo de representación dual de datos y conoceremos que 
son y para qué sirven los arquetipos definidos por este modelo. Por último, 
aprenderemos a usar las librerías xerces de C++, las cuales nos permiten 
trabajar con ficheros XML (eXtensible Markup Language) , ya que es en este 
tipo de archivos donde se almacenarán los DIs. En todos los casos se dará una 
explicación de por qué se ha usado cada una de las tecnologías y que ventajas 
nos ofrecen. 
 
El contenido de capítulo 3 detalla el proceso seguido para la definición de un 
perfil para los DIs siguiendo los patrones de los estándares previamente 
mencionados (HL7 y la norma EN 13606 del CEN/TC251). Podremos ver cómo 
queda la estructura final de un DI y comprobaremos las ventajas que esto 
comporta. Para ello, primero de todo definimos un perfil del MPEG-21 Digital 
Item Declaration Language (DIDL) para la representación de EHRs. 
 
El capitulo 4 muestra el diseño de la aplicación. Para ello deberemos responder 
a una serie de requerimientos que deben ser cumplidos. Para lograrlo 
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realizamos un estudio de los requerimientos, así como funcionalidades y una 
vez realizado se presenta un diagrama de clases que comporta la arquitectura 
de la aplicación. 
Una vez conocidas las tecnologías y realizado el diseño de la aplicación, el 
capítulo 5 muestra su implementación. Explicaremos el uso de la librería MFC 
(Microsoft Foundation Clases) y de los componentes usados para implementar 
la aplicación, así como de la tecnología de xerces para el tratamiento de los 
XML. 
 
Al acabar este capítulo, presentamos una serie de casos de uso para 
ejemplificar nuestra aplicación, recogidos en el capítulo 6. Con estos casos 
pretendemos abarcar cualquier situación posible y así evaluar el resultado de 
nuestra aplicación. 
 
Para terminar, el capitulo 7 recoge las conclusiones de este TFC. En función de 
los resultados obtenidos podremos abrir nuevas líneas de trabajo futuro que 
servirán para dar continuidad más adelante a este TFC. 
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CAPÍTULO 2: ESTADO DEL ARTE 
 
Este capítulo presenta en detalle todas las tecnologías utilizadas en el 
proyecto, a excepción de las librerías MFC que se detallan en el capítulo 5. 
Con esto se pretende conocer cuál es el funcionamiento de cada una de estas 
tecnologías y cómo influye esto en el desarrollo del proyecto. 
 
Son varias la tecnologías que se van a usar. Por tanto para ayudar la 
comprensión y a la relación existente entre ellas, se van a explicar en un orden 
que sigue un criterio de especificación: de mas generales, a más específicas. 
Siguiendo este criterio, se van a presentar las siguientes tecnologías: 
- XML 
- Estándar MPEG-21 
- CEN/TC 251 EN13606 
- Estándar HL7 
 
Para cada una de las tecnologías se va a dar una explicación de su 
funcionamiento. Se pretende que el lector conozca bien las funciones que 
desempeñan estas tecnologías y que así cuando se mencionen en capítulos 
posteriores referentes al diseño e implementación de la aplicación se tenga ya 
un conocimiento de los términos que se mencionan. 
 
Se añade además un valor de investigación al TFC realizado sobre los 
conceptos de cada tecnología utilizada, especialmente para el estándar 





El lenguaje XML es un metalenguaje extensible  de etiquetas. Por definición un 
metalenguaje es un lenguaje que permite la creación de otro lenguaje propio. 
La función de XML es la de estructurar datos mediante una serie de reglas. 
Con estas reglas podemos crear, modificar y leer estructuras de datos 
asegurándonos siempre que la estructura será correcta. Pese a que es un 
archivo de texto, no está hecho para ser leído. La información estructurada que 
contiene un archivo XML debe ser extraída mediante alguna aplicación. 
 
XML funciona mediante etiquetas “<” y mediante el uso de atributos (al igual 
que HTML). Con las etiquetas definimos elementos de nuestro lenguaje y con 
los atributos modificamos dichos elementos. Para crear un archivo XML no 
tenemos más que crear elementos mediante las etiquetas y darles atributos si 
lo creemos necesario. Un ejemplo seria: 
 
 








XML es una familia de tecnologías. El ejemplo visto arriba es la especificación 
del XML 1.0, donde se define el uso de etiquetas y atributos. Existen muchos 
más módulos de XML que desempeñan funciones para cumplir necesidades 
demandadas en diferentes aplicaciones. 
 
Los módulos que debemos conocer y que afectan a nuestro proyecto son: 
- XLink:  Define las reglas para agregar hipervínculos a un archivo XML 
- DOM (Document Object Model): Define las reglas para tratar 
documentos XML y manipularlo desde cualquier lenguaje de 
programación. 
- XMLSchemas: Ayuda a definir estructuras de datos de forma precisa y 




La motivación de usar el lenguaje XML viene dada por varias razones. Todos 
ellas hacen que la elección de esta tecnología sea la idónea ya que permite 
resolver todos los aspectos que se van a mencionar de forma eficiente. El 
primer motivo es la necesidad de definir un lenguaje específico para la 
construcción de Digital Items (ver apartado 2.2 en este capítulo). XML permite 
construir de forma fácil un lenguaje propio que responda a las necesidades del 
proyecto. A esto se le ha de sumar la validación que se puede hacer de los 
documentos XML mediante los XMLSchemas. De esta forma, los documentos 
que maneje la aplicación del proyecto siempre van a estar validados, 
asegurándonos así, que siempre estarán en condiciones de ser consumidos 
por nuestra aplicación. 
 
El segundo motivo es aprovechar una de las características mencionadas en el 
apartado anterior, la extensibilidad de XML. Necesitamos que el lenguaje que 
vamos a definir para la construcción de los DI sea extensible. Esto se debe a 
que en un futuro, debido a la propia naturaleza de la aplicación y a los objetivos 
de la misma, necesitemos ampliar el lenguaje definido. XML nos permite poder 
ampliar el lenguaje creado sin afectar a los elementos ya creados. 
Por último, la elección de XML viene motivada por el lenguaje usado en la 
aplicación. C++ nos permite incorporar unas librerías creadas con el objetivo de 
tratar documentos XML. Estas librerías llamadas Xerces, tratan los elementos 
XML creando árboles que representan la estructura de los documentos XML. 
De esta forma trabajar con dichos archivos resulta fácil y sencilla. 
<?xml version="1.0" encoding="ISO-8859-1"?> 
<historial> 
 <carpeta Id=””> 
  <prueba></prueba> 
  <prueba></prueba> 
 </carpeta> 
</historial> 
Figura 2.1 – XML simple 
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EN 13606 
MPEG-21 DI 
Como hemos podido ver, la elección de XML nos permite resolver tres 
necesidades de una forma eficiente y sencilla. 
 
2.1.3 Funciones de la tecnología 
La función principal del lenguaje XML es la de construir un lenguaje propio para 
la construcción de DI. Para la construcción de este lenguaje propio deberemos 
esperar a conocer las necesidades de un DI (apartado 2.4). Por ahora basta 
decir que el lenguaje XML tiene como objetivo cumplir todas las necesidades 
que surjan de la construcción de un DI. 
 
La otra gran función de las herramientas XML es la de tratar los EHR creados 
ya previamente. Una vez tengamos almacenados DI en archivos debemos ser 
capaces de tratar con ellos para modificarlo y consultar la información que 
contienen. Hay que indicar que el tratamiento de EHR se realiza mediante las 
librerías Xerces de C++. Por tanto es más bien una función de C++ que de 




La primera función descrita anteriormente de XML no puede ser explicada en 
este momento, ya que aún no conocemos las necesidades de los DI. A su vez, 
la definición de un DI viene condicionada los estándares CEN/TC 251 EN 









Así pues, una vez se conozcan dichas necesidades podremos ver como se 
construye el lenguaje propio para la creación de los DI (capítulo 3). 
 
La segunda función, el tratamiento de documentos XML, queda a cargo de las 
librerías de Xerces-C++. Xerces-C++ es parte del Apache Xerces Project. Este, 
es un proyecto colaborativo de desarrollo de software. Su misión es la de 
promover  y facilitar el uso de XML. El Apache Xerces Project está formado por 
un número de subproyectos divididos en dos categorías: la creación de XML 
Parsers para un lenguaje de programación en concreto, y la creación de 
componentes que sirvan a estos parsers 
 
Xerces-C++ usa las tecnologías DOM, SAX (Simple Api for Xml) y SAX2 para 
llevar a cabo sus funciones. Xerces-C++ tiene un gran número de clases ya 
HL7 
Modelo dual 
Figura 2.2 – Diagrama de influencia en la estructura del DI 
6  Sistema de gestió d'historials clínics electrònics estàndards 
 
programadas que realizan una serie de funciones. Podemos consultarlas todas 
en la API (Application programming Interface) en línea [a]. No obstante, dado 
que su tamaño es más que considerable, vamos a explicar solamente las 
clases que se usan en este proyecto. 
 
Debemos usar las clases que nos permitan resolver las siguientes 
necesidades: 
- Parsear un documento XML: por parsear entendemos analizar un 
documento XML determinando su estructura y generando un árbol con 
su dicha estructura y el contenido de esta. 
- Crear, modificar y eliminar nodos en este árbol. 
- Buscar nodos o el contenido de estos. 
- Guardar documentos XML 
- Validar documentos XML. 
 
Tras un estudio de la API y de sus clases, la selección que se ha realizado es 
la siguiente: 
- XercesDOMParser: Su función es la de parsear un documento XML y 
generar una estructura en árbol de dicho documento. También nos 
permite validar un documento en el momento del parseo y saber así si el 
documento es válido o no. 
- DOMLSerializer: Nos permite almacenar una estructura de árbol en un 
documento. Para ello serializa todos los datos y los almacena como si 
de un String se tratara.  
- DOMDocument: Es la estructura en árbol que se obtiene con la clase 
XercesDOMParser al parsear el documento XML. Con esta clase 
podemos manipular el árbol a nuestro gusto ya sea creando nuevos 
nodos, o modificando u eliminando los ya existentes. Además nos 
permite realizar búsquedas de nodos en concreto. 
- DOMNode: Es la clase primaria con la que se trabaja. Representa cada 
uno de los nodos individuales del árbol.  
- DOMElement: Deriva de DOMNode. Es la clase mas utilizada en la 
estructura del árbol. Al igual que DOMNode, representa un nodo 
individual del árbol, con la particularidad de que con DOMElement 
podemos hacer referencia a los atributos de dicho elemento.  
- DOMNodeList: Representa una colección de clases DOMNode. Se 
obtiene al consultar la lista de hijos de un nodo o al realizar una 
búsqueda de un nodo. La podemos tratar como un vector y 
desplazarnos por ella para consultar los nodos que contiene. 
- DOMText: Esta clase representa el contenido de un DOMElement. Si el 
elemento que contiene un nodo no tiene marcas de etiqueta, el texto se 
almacena en un DOMText y este objeto pasa a ser el único hijo de dicho 
nodo. 
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La siguiente figura representa una porción de un documento XML que nos 




En el Anexo I se incluye una lista detallada de todas las funciones que se 
utilizan de cada clase. Se incluye una descripción de la función, sus parámetros 
de entrada y su valor devuelto. Así pues, hemos podido comprobar la función 
de la tecnología XML en nuestro proyecto. Sin ella, no podríamos almacenar ni 
tratar archivos XML. Esto nos imposibilitaría generar DI y el resto del proyecto 
no sería posible. 
 
2.2 Estándar MPEG-21 
 
2.2.1 Introducción 
El estándar MPEG-21 nace como evolución de los estándares previos de la 
familia MPEG. Nuevas necesidades y mejora de aspectos ya definidos hacen al 
MPEG-21 un estándar muy flexible y robusto a la vez. La familia de estándares 
MPEG tienen como objetivo la codificación, compresión y, ahora también, 
protección de contenido multimedia. Actualmente existen diferentes 
estándares, entre ellos los 5 que se resumen a continuación: 
- MPEG-1: estándar inicial de compresión de audio y video 
- MPEG-2: evolución con aplicaciones en video de alta calidad 
- MPEG-4: fuerte ampliación del estándar que incluye entre otras nuevas 
técnicas de compresión y el soporte de objetos multimedia de audio y 
video. 
- MPEG-7: abandona los temas de compresión y se centra en la 
descripción del contenido multimedia 
- MPEG-21: evolución del MPEG-7 cuya intención es integrar tecnologías 
que soporten métodos de negocio involucrados en el comercio 
multimedia. 
Como podemos ver, el estándar que nos interesa, el MPEG-21, se centra en el 
negocio del comercio multimedia. En cuanto a comercio nos referimos todos los 





    <Descriptor>   
        <Statement> Informe médico </Statement> 
    </Descriptor> 
    <Item> 
        ... 






Figura 2.3 – Uso de las clases de xercesc 
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Las funciones de manipulación y transmisión de contenido multimedia se 
realizan en el estándar MPEG-21 a través de unos objetos llamados Digital 
Items (DIs). Un DI es la representación formal de un contenido multimedia. 
Pese a su concepto abstracto, su función es simple: proporcionar soporte para 
representar de forma digital cualquier tipo de contenido multimedia. Gracias a 
la función de los DI, el tratamiento y transporte de contenido multimedia que 
proporciona el estándar MPEG-21 queda reducido al trato de estos elementos. 
Así pues, dada la importancia de que tienen los DI vamos a pasa a detallar 
como se define e implementa un Digital Item. 
 
2.2.2 Digital Item Declaration 
Como hemos visto, la base del trabajo del MPEG-21 se centra en el Digital 
Item. El marco de trabajo que define este estándar se basa en el uso, 
transporte y manipulación del DI. Sin los DIs, este estándar no tendría manera 
de funcionar. Es por tanto básico conocer la forma en que un DI se declara y 
construye. Un DI está compuesto por bloques constructores que sirven para 
definir las partes que forman un DI. Cada bloque sirve para representar un 
aspecto en concreto del DI. Hay que tener en cuenta que un DI es algo un tanto 
abstracto. La representación de un contenido multimedia, puede tomar muchas 
formas diferentes. Un álbum de música, los apuntes de la universidad o un 
historial clínico son solo algunos ejemplos. 
 
 




























Digital Item Objeto representado 
Figura 2.4 – Representación de un objeto multimedia mediante un DI 
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Un DI debe ser capaz de adoptar cualquiera de estas posibles formas. Es por 
ello que sus componentes deben ser flexibles y de amplio abaste. No obstante, 
al mismo tiempo, los DI deben ser robustos. Un DI tiene que poder representar 
de forma unívoca y clara aquel objeto que queramos representar. Para definir 
un DI primero definiremos los bloques constructores que hemos introducido 
antes. La definición de estos bloques constructores se conoce como el Abstrac 
Model (modelo abstracto) del DI. Se le llama abstracto porque no es ninguna 
implementación en XML ni en ningún tipo de lenguaje.  
 
El Abstract Model es la definición de los términos y conceptos abstractos que 
representan un DI. Estos términos son los que brindan al DI con la flexibilidad 
que hemos comentado. Son conceptos abstractos pero que combinados y bien 
relacionados con el objeto a representar, dan la robustez deseada. 
 
2.2.2.1 Abstract Model 
 
Cada concepto va a ser presentado a continuación, acompañado de un 
ejemplo que sirve para ayudar a la comprensión de la definición del concepto 
en concreto.  
Antes de empezar, se introduce la definición de un término que se usa en 
alguno de los componentes del Abstract Model, el Asset. 
 
Asset 
Un asset es un punto clave del objeto a representar. Es una parte concreta y 
representativa del objeto. El asset puede estar representado en el Abstract 
Model por diferentes términos. Si tratamos el asset como la imagen de una 
radiografía, estará representado por un resource. Si lo tratamos como cada una 
de las carpetas del historial, el asset estará representado por un Container. 
 
Los términos del Abtract Model se definen de la siguiente manera: 
 
Resource 
Es un bien individual que debe ser identificable de forma única. Su misión es la 
de vincular o incluir contenidos multimedia al DI. 




Valor textual que contiene información pero que no se considera un asset. 
En la representación del historial clínico usaremos un statement para introducir 
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Descriptor 
Asocia información al elemento adjunto (un Item o un Component). Sirve para 
dar unidad y cohesión a la información introducida mediante te un Statement 
junto al Item al que acompañan. 
Usaremos un Descriptor para introducir información sobre la imagen de la 
endoscopia introducida antes con un resource. 
 
Component 
Es la unión de un Resource con un grupo de Descriptors. Estos Descriptors 
contienen información acerca del resource. Los Components no se llegan a 
considerar Items ya que su función es la de actuar como bloque constructor del 
Item. 
En el caso del historial clínico, un Component puede representar la unión de 
una imagen (Resource), con información de los datos observados en dicha 
imagen (Descriptors).Un posible representación serían los resultados de una 
prueba de endoscopia. 
 
Item 
Un Item es la representación de cada asset que definamos en nuestro DI. Esta 
formado por un grupo de components junto a otro grupo de Descriptors que 
sean relevantes para el Item. 
Un Item será usado en el historial clínico para reunir todas las pruebas 
realizadas durante el periodo de ingreso en un hospital, por ejemplo. 
 
Container 
El container permite agrupar Items u otros Containers. Estos grupos forman 
packs lógicos que facilitan el transporte o almacenaje. Un container además, 
puede incluir Descriptors a modo de etiquetas identificativas. Cabe destacar 
que un Container no se considera un Item, sino una agrupación de estos. Por lo 
tanto su significado engloba un concepto más general que el de un asset. 
Un container es el componente idóneo para representar carpetas en el historial 
clínico. Un Descriptor actuará de nombre de la carpeta y los Items y 
Components, serán el contenido de la carpeta. 
 
Annotation 
Permite incluir información de un elemento almacenado en el DI sin modificarlo. 
Pueden incluir información de cualquier elemento. Un annotation toma forma de 
Assertion, Descriptor o Anchor. 
En el ejemplo del historial clínico, un médico puede añadir un annotation junto 
al Descriptor que contiene la información sobre la medida de temperatura de un 
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Fragment – Anchor 
Un Fagment designa unívocamente una parte específica de un recurso digital. 
El Anchor une un Descriptor al Fragment concreto. Esto permite añadir 
información específica a una parte concreta de un Resource. 
Con un fragment, podemos designar una parte concreta del vídeo grabado de 
una operación. Gracias al anchor, podemos unirle un descriptor para añadir un 
tag que diga “En este momento se procede a extirpar el bulto” 
 
En esta sección hemos presentado los bloques constructores que existen en el 
Digital Item Declaration. Cada uno da una definición de cuanto tiene que 
abarcar dicho bloque y cuál es su función. No obstante, esto es solo una 
definición abstracta de términos. No hay un formato definido para almacenar 
los datos. Por tanto, debe haber una parte del MPEG-21 que implemente 
mediante algún tipo de lenguaje estos bloques constructores. Esta parte del 
MPEG-21 es la conocida como Digital Item Declaration Language (DIDL). 
 
2.2.3 Digital Item Declaration Language 
El Digital Item Declaration Language (DIDL) es un lenguaje basado en XML 
que permite expresar la estructura de sus contenidos multimedia siguiendo un 
lenguaje basado en XML. El DIDL es la implementación del Abstract Model del 
DIDL. Consiste básicamente en un conjunto de elementos  XML que se 
corresponden con las entidades del Abstract Model.  De esta forma podemos 
declarar un DI de forma unívoca y consistente. Estas declaraciones se 
expresan en los DIDL. Con ellos podemos definir la estructura de un DI y 
indicar las relaciones existente que hay entre sus diferentes entidades. 
 
A continuación vamos a describir los bloques constructores del DIDL. 
Básicamente existe un bloque constructor por cada elemento del Abstract 
Model (que normalmente se llama igual que este) y algún bloque constructor 
más que es necesario para completar el lenguaje. En la descripción de los 
bloques constructores del DIDL veremos cual es su función, con que elemento 
del Abstract Model se relacionan (si es el caso) y que consideraciones existen 
en su construcción propias del lenguaje XML tales como los atributos. 
 
DIDL 
Es el elemento raíz del documento XML. No representa ninguna parte del DID. 
Este bloque incluye la declaración de los diferentes namespaces que permiten 
a las aplicaciones reconocer al documento como un XML y, además, validar a 
los elementos que se incluyen en el archivo contra los esquemas que se 
especifican en dicho s elementos. 
 
Los atributos más significativos del DIDL son: 
- DIDLDocumentID: incluye una id unívoca para el documento. 
- xmlns: definición del namespace actual. 
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- xsi:SchemaLocation: permite incluir elementos de otros namespaces 
 
Actualmente es presente siempre la URI ‘urn: mpeg:mpeg21:2002:02-DIDL-NS’ 
Esta URL en el atributo xmlsn indica que el archivo XML pertenece al 




Este bloque tiene la misma función que los atributos presentes en el DIDL. Esto 
se debe a que en ocasiones no resulta conveniente transportar esa información 




Contiene la totalidad o parte del contenido multimedia del DI. Puede ser 
un archivo de audio, video, texto o cualquier otra cosa. Los atributos a 
tener en cuenta del bloque Resource son:  
- mimeType: es una concatenación de los atributos MIME  y subtype del 
contenido multimedia. Con este atributo indicamos el tipo de contenido.  
Un ejemplo sería para una grabación de audio: (audio/mpeg) 
- encoding: Indica cómo está codificado el contenido del bloque. 
- contentEncodimg: Indica que sistema de codificación adicional se puede 
aplicar al contenido multimedia. Gracias a esto podemos, por ejemplo, 
aplicar sistemas de compresión sin pérdidas sobre los datos. 
 
La forma del Resource depende de como se defina, si por valor, o por 
referencia. En caso de definirse por valor, el atributo encoding adopta el valor 
base64 y el contenido del bloque es el valor del propio contenido multimedia. Si 
el resource se define por referencia, el contenido del bloque consiste en una 
URL del lugar donde se aloja el contenido multimedia. La decisión de definir el 
bloque constructor por valor o por referencia depende de las necesidades del 
usuario. Un Resource definido por valor, ahorra tiempo de ejecución ya que no 
hay que resolver ninguna URL para acceder al contenido del componente 
multimedia. Por otro lado, un Resource definido por referencia ahorra mucho 












<Resource mimeType =”text/plain”> 




<Resource mimeType =”audio/mpeg”> 




Figura 2.5 – Resource por valor/referencia 
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Statement  
Un Statement incluye información descriptiva, de control o identificativa acerca 
de otro elemento del DI. Puede estar formado por una gran  variedad de datos, 
desde texto a otro XML completo. Se le aplican los mismos atributos que al 
bloque Resource.  
Item 
Es la representación de un asset. Siguiendo la definición del Abstract Model, el 
Item incluye la unión de Items, Components y Resources. Para un Item, los 
Resources contienen la información multimedia y los Descriptors contienen 
información descriptiva. El Item es uno de los bloques constructores principales 
















La inclusión de Items en Items (subItems) nos brinda la oportunidad de incluir 
material adicional con la ventaja de que el subItems se consume de la misma 
forma que el Item y por tanto no hay que realizar ningún tipo de modificación. 
 
Descriptor 
Un Descriptor se usa para asociar información descriptiva al elemento raíz del 
cual cuelga. Puede adoptar forma de Statement o de Resource. Una de las 
opciones que nos ofrece es la de vincular mas de un Descriptor a un mismo 
elemento. Con esto podemos dar la opción, por ejemplo, de visualizar una 
imagen en diferentes formatos. 
 
Component 
Este bloque constructor agrupa Resources junto a Descriptors. Por tanto une 
información descriptiva al contenido multimedia del DI. Dado que realiza una 
unión lógica, podemos tomar el Component como el bloque básico para 
construir Items. El Component tiene la opción de agrupar más de un Resource 
para un mismo contenido multimedia. Esto da la opción al consumidor del DI 
escoger el que más le convenga. 
Container  
<Item> 
    <Descriptor> 
        <Statement mimeType=”text/plain”> 
            Nombre de la prueba 
        </Statement> 
    </Descriptor> 
    <Descriptor> 
        <Component> 
            <Resource mimeType=”image/jpeg” ref=”screenshot.jpeg”/> 
        </Component> 
    </Descriptor> 
    <Component> 
        … 
    </Component> 
</Item> 
Figura 2.6 – Ejemplo de Item 
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Es la agrupación de varios Items y, si fuese necesario, de otros Containers. A 
estos grupos se pueden añadir Descriptors que contenga información relevante 
para los elementos que forman dicho grupo. 
Un container se considera una agrupación de assets. No hay que confundir 
esta definición con la de un Item que contenga subItems (un solo asset). 
 
Fragment 
Sirve para identificar una parte o fragmento de un resource. Para realizar esta 




Une un descriptor con un fragment. El Anchor se incluye dentro de un 
Component y sirve para añadir información extra. 
 
Declaration 
El elemento Declaration se usa para definir un grupo de elementos del DIDL 
pero sin iniciarlos (los elementos se inicializan cuando se referencian por 
primera vez usando XInclude). La diferencia entre definir e inicializar es que si 
no se inicializa no se chequea para la validación del DIDL. 
 
2.2.4 IPMP Components 
Esta sección responde a la necesidad de proteger el DI creado. Hemos visto 
como definir un DI mediante el Abstract Model. Posteriormente hemos 
presentados que elementos del DIDL debemos usar para implementar dicho DI. 
El último paso es como proteger el DI. 
 
Con esta finalidad se generó la parte del estándar MPEG-21 conocida como 
IPMP (Intellectual Property Management and Protection) Components. El 
objetivo de esta parte del estándar es definir un lenguaje estándar para poder 
proteger un DI a cualquier nivel de granularidad (desde un DI completo a un 
recurso) y poder asociar información de las herramientas con las que se ha 
protegido así como de las licencias que lo gobiernan.  De esta forma podemos 
proteger la información que el DI esta almacenando. 
 
2.2.4.1 Introducción al funcionamiento 
Este apartado pretende dar una idea de cómo funciona el mecanismo de 
protección en el DI. Tan solo se pretende dar una idea de cuál es su función 
básica sin entrar en detalle de como se lleva a cabo el proceso completo. 
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El primer punto a tener en cuenta es el objetivo del IPMP. Es muy simple, 
sustituir la información legible por una que no
 
Para llevar a cabo esto, se realiza un proceso de 
substituye el nodo seleccionado por uno equivalente pero 
equivalente tiene una estructura diferente al nodo que representa y contiene en 




La única forma de poder acceder a la información que contiene este nodo 
cifrado es tener la clave que se ha usado para cifrar el nodo original y 
proceso. De esta forma podemos recuperar el contenido del nodo original 
solamente si tenemos los
 
2.2.4.2 Estructura de un IPMP Component
El nodo cifrado que substituye al nodo original es un componente del IPMP, por 
eso nos referimos a él como un IPMP Component.
ipmpdidl:Element







 lo sea. 
protección. Dicho proceso 
protegido
contenido del nodo que ha substituido. 
 permisos correspondientes. 
 











(licenses, keys, etc) 
ipmp:Item 
? 
– Proceso de protección de un Item 
– Estructura de un nodo IPMPDIDL 
Figura 2.9 – Proceso de cifrado 
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antes, la estructura de este IPMP Component es diferente a la del nodo que ha 
substituido. Es necesario que conozcamos esa estructura para saber donde se 
almacena la información del nodo original. 
 
La estructura de un IPMP Component es la siguiente: 
- Identifier: Identificador único del elemento protegido. 
- Info: contiene la información involucrada en el proceso de cifrado: 
mecanismo usado, claves necesarias... 
- Content: la información del nodo original cifrada. 
 
Por tanto, si seguimos con el ejemplo de la figura 2.7, el elemento IPMP Item 
tendrá el siguiente aspecto: 
 
 
2.2.4.3  IPMP Components 
Se ha definido un IPMP Element para cada uno de los DIDL Element que 
hemos visto en el apartado 2.2.3. No vamos a describirlos todos otra vez. 
Solamente tenemos que saber que cada elemento del DIDL se debe substituir 
por su homólogo del IPMP cuando esté protegido. Por ejemplo: 
didl:Container ---->  ipmp:Contanier 
didl:Item ------------> ipmp:Item 
 
2.3 CEN/TC 251 EN13606 
La norma EN 13606 del CEN/TC251se ha definido para la comunicación de 
EHRs. Su objetivo el facilitar el intercambio de EHR entre diferentes entidades 
pero manteniendo siempre el contenido y estructura de los datos para su 
correcto consumo. 
 
Este estándar está basado en un modelo dual y en el uso de arquetipos. En el 
apartado 2.5 veremos más sobre el modelo dual. Por ahora nos basta saber 
que gracias a que la norma CEN/TC 251 EN13606 cumple con este tipo de 
modelo, podemos separar la forma (estructura) del contenido (información). 
Esto nos permite usar los DI para generar la forma (estructura) de los EHR que 
cumplen con la norma CEN/TC 251 EN13606. 
 
Otro punto clave de este estándar es que cumple con el grupo de estándares 
HL7. Hablaremos sobre este grupo en el apartado 2.4 solo de forma 








Figura 2.10 – Nodo cufrado 
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vistas a cumplir con el estándar HL7 es la parte referente al intercambio de 
mensajes y esa parte no entra en el ámbito de estudio de este TFC. 
 
Para terminar la introducción al CEN/TC 251 EN13606 debemos presentar las 
partes de las que  está compuesto. Dicho estándar consta de 5 partes bien 
definidas: 
- Modelo de referencia 
- Modelo de arquetipos 
- Lista de términos y arquetipos de referencia 
- Seguridad 
- Especificación de interfaces 
 
La parte que se va usar en el TFC es la primera parte: el Reference Model o 
Modelo de referencia. Esta parte es la que habla sobre la forma y estructura 
que deben tener los EHRs. Dado que nosotros vamos a crear un EHR a partir 
de un DI debemos conocer cuál es el Reference Model del CEN/TC 251 
EN13606 para que nuestros DI cumplen con los requerimientos que se indican. 
En el apartado siguiente conoceremos mas sobre las características que debe 
tener un modelo de referencia. 
 
2.3.1 Reference Model 
La parte del CEN/TC 251 EN13606 que se encarga de definir la estructura del 
los EHR es el Reference Model. En este apartado se indica con que estructuras 
trabaja el CEN/TC 251 EN 13606 para construir un EHR. A continuación vamos 
a presentar dichas estructuras e indicaremos cual es su función. 
 
2.3.1.1 EHR_EXTRACT 
Se usa para representar parte o la totalidad de un EHR extraída de un sistema 
que gestiona EHRs. Su intención es poder comunicar esta información a un 
receptor o consumidor de EHRs. 
 
El EHR_EXTRACT contiene la información en tres partes: 
- un grupo de COMPOSITIONS 
- (opcional) un grupo de FOLDERS para organizar los COMPOSITIONS 
- (opcional) un grupo de descriptores demográficos que añaden 
información acerca del sujeto, la ciudad, organizaciones o cualquier tipo 
de componente que intervenga en el EHR. 
 
El EHR pude ir acompañado de una serie de criterios o filtros mediante los que 
se indicia si ha sido creado o modificado. De esta forma se pude saber mas 
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2.3.1.2 RECORD_COMPONENT 
Es el principal bloque constructor de la jerarquía a del EHR_EXTRACT. Esta 
clase abstracta se considera la súper-clase de todos los nodos de la jerarquía 
que cuelgan del EHR_EXTRACT (folder, composition, section, entry, cluster, 
element) y de dos nodos externos que no cuelgan del EHR_EXTRACT 
(content, item). 
 
El RECORD_COMPONENT, por tanto, aporta información general a todas 
estas clases. La información que porta el RECORD_COMPONENT es la 
siguiente: 
- El id único que recibe el nodo por parte de sistema creador del EHR. Los 
elementos de la jerarquía a veces necesitan referenciar a otros 
elementos y es por medio de este id que pueden hacerlo. 
- El nombre clínico establecido por el sistema creador del EHR para este 
nodo en concreto. 
- (opcional) el código estándar por el cual se ha mapeado el EHR en caso 
de que la información que los componentes guardan se haya extraído de 
diferentes sistemas creadores de EHR 
- Un código referido al control de acceso que deberá ser usado por los 
receptores del EHR para su acceso a los datos 
 
2.3.1.3 FOLDER 
Representa el más alto nivel en la jerarquía  de objetos usados para construir el 
EHR mediante el EHR_EXTRACT. Su uso es opcional, pero ayuda a mantener 
una organización lógica del EHR_EXTRACT. Si se usa, un FOLDER puede 
contener en su interior otros FOLDERs o un número variado de 
COMPOSITIONs.  
 
El FOLDER hace referencia a los COMPOSITIONs mediante una lista de id, en 
lugar de contenerlos físicamente. Esto permite el poder referencia a un mismo 
COMPOSITION desde más de un FOLDER diferente sin tener que contenerlo 
más de una vez. 
 
2.3.1.4 COMPOSITION 
El COMPOSITION  es el contenedor principal de los datos de un EHR 
(recordemos que el FOLDER es opcional). Un composition representa la 
agrupación de RECORD_COMPONENTS, que no son más que todos los datos 
de interés que se almacenan desde el punto de vista del creador del EHR. 
 
En cuanto a los RECORD_COMPONENTS, que puede contener un 
COMPOSITION, podemos decir que se incluye desde una nota médica a un 
informe de investigación. Dado el amplio abanico que esto incluye, se han 
generado diversos bloques para describir esta amplia gama de elementos. 
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Todos ellos pueden ir en el interior de un COMPOSITION. Para mayor claridad 
ver la Figura 2.11, de la jerarquía del Reference Model. 
 
2.3.1.5 SECTION 
Los datos, informes o resultados recogidos durante diferentes sesiones 
médicas, o anotaciones de temática común, se suelen agrupar bajo una misma 
cabecera para una mayor comprensión por parte de los médicos. Las personas 
también solemos hacer agrupaciones de temas que tienen muchos puntos en 
común. En el caso de un EHR podemos agrupar todos los datos recogidos de 
las diferentes visitas de una mujer durante el periodo de embarazo. 
 
El elemento SECTION sirve para crear esta agrupación lógica que las personas 
hacemos para aumentar la facilidad a la hora de la navegación por un grupo de 
datos. El elemento SECTION es el principal elemento de organización dentro 
de los COMPOSITIONs. Un elemento SECTION puede contener otros 
SECTIONs y un número variado de ENTRYs. 
 
2.3.1.6 ENTRY 
El elemento NETRY sirve para representar toda la información recogida 
durante una única sesión médica. Toda la información de esta sesión (todas las 
pruebas realizadas, anotaciones médicas, datos médicos recogidos...) se 
agrupa en un ENTRY.  
 
Hay que indicar que individualmente, cada uno de esos datos se almacena en 
un ITEM. Podemos decir por tanto que un ENTRY  es la clase contenedora de 
los ITEMs. Además de agrupar ITEMs, un elemento ENTRY les aporta 
información que es común a todos los ITEMs que contiene. Dicha información 
incluye: 
- La información acerca del sujeto 
- La información acerca del proveedor (que puede no ser el médico que 
realizó la visita) 
- La información sobre otros participantes durante la sesión. 
- (opcional) La información acerca del estado del informe: requerido, 
cancelado... 
 
Así pues un ENTRY sirve para organizar ITEMs. Es importante destacar que un 
ENTRY no pude contener otros ENTRYs ya que esto contradiría la definición 
que hemos dado de un ENTRY. 
 
2.3.1.7 ITEM 
Un ITEM representa el concepto actual de estudio, el elemento individual que 
queremos registrar. Esto puede ser una serie de resultados extraídos de un 
análisis o la opinión que el doctor obtiene al examinar una radiografía. 
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Podemos observar que el elemento ITEM no aparece en el diagrama de la 
jerarquía del Reference Model. Esto se debe a que el ITEM no su usa como tal 
sino como una de las dos opciones de representación que tiene: el CLUSTER y 
el ELEMENT. 
- CLUSTER: soporta una representación compleja de datos que tengan 
cierta estructura. Con un cluster podemos representar una tabla o un 
seguido de datos en forma de árbol. Un CLUSTER puede, debido a esta 
capacidad de representación compleja, contener otros CLUSTER. 
- ELEMENT: es el nivel mas bajo de la jerarquía del EHR y representa 
una entrada sencilla de un elemento. Un ejemplo es la temperatura 
corporal tomada al paciente. Que sea un elemento sencillo no significa 
que solo pueda ser texto. Un element puede ser perfectamente una 
imagen o cualquier otro tipo de dato de tipo MIME como una gráfica. 
 
2.3.2 Conclusión 
Hemos visto la jerarquía del Reference Model del CEN/TC 251 EN 13606. 
Gracias a esta jerarquía podremos realizar un mapeo entre los elementos de 
un DI y los elementos del Reference Model. De esta forma estaremos seguros 
de que nuestro DI cumplirá con la norma EN 13606. Este mapeo le veremos en 
la implementación del TFC, en el capítulo 4. 
 
Para terminar presentamos un diagrama que proporciona una visión rápida y 





2.4 Estándar HL7 
 
2.4.1 Introducción 
HL7 es un conjunto de estándares para la creación de un framework que 
permita el intercambio, compartición, integración y recuperación de EHRs. 
Debido a este amplio abanico de necesidades, se han llevado a cabo diferentes 
estándares HL7 que pretenden atender dichas necesidades. Debido al número 
existente y a sus variadas definiciones, la mayoría de las cuales distan de las 
necesidades de nuestra aplicación vamos a obviar estos estándares para 
hablar en el siguiente apartado del que influye sobre nuestra aplicación. No 
obstante, si se quiere podemos obtener más información acerca del grupo de 
Figura 2.11 – Jerarquía de clases del ISO-13606 Reference 
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estándares HL7 ya que si queremos que nuestras aplicaciones sean 
internacionalmente aceptadas, debemos cumplir con dichos estándares. Se 
puede consultar la web [b] de la fundación HL7.También podemos visitar la 
organización española del grupo HL7 [c] 
 
2.4.2 Influencia sobre el DI y la aplicación 
Hemos visto que el grupo de estándares HL7 abarca un gran número de 
aspectos que pretenden crear un marco para el intercambio de información 
dentro del ámbito de la información clínica. Es por ello que el HL7 está 
compuesto por varios estándares. 
 
Del conjunto de estándares que componen el grupo HL7, nos interesan los 
siguientes: 
- Version 3 Messaging Standar. Este estándar marca las reglas que se 
deben seguir para el intercambio electrónico de datos. Esto significa que 
para que una aplicación siga el estándar HL7 tiene que tener un 
mecanismo de intercambio de información que siga este estándar. 
- Personal Health Record. Este estándar define una serie de funciones 
que deben estar presentes en un sistema de EHRs. Además de dichas 
funciones, en este estándar se definen una serie de perfiles de usuario. 
Estos perfiles indican que funcionalidades puede ejercer cada uno de los 
roles definidos. 
 
Estos dos estándares interesan para el desarrollo de la aplicación. El version 
message indicará como deben ser los mensajes que nuestra aplicación ha de 
crear para poder comunicarse con otros sistemas EHR. Mientras que el 
Personal Health Record nos permitirá crear roles para los diferentes usuarios 
que van a usar nuestra aplicación, permitiéndonos así crear un sistema de 
seguridad y jerarquías. 
 
No obstante una vez identificados los estándares HL7 que nos interesan y los 
aspectos de nuestra aplicación que se pueden ver afectados por ellos, el HL7 
ya no aparecerá más a lo largo de este TFC. El motivo es que el objetivo de 
esta fase 1 del proyecto es el diseño de la aplicación de creación de EHR (en el 
diseño entra en juego conocer los estándares que afectarán a todos los 
ámbitos de nuestra aplicación), pero tan solo la implementación de la 
herramienta que crea los EHR mediante el uso de DI. 
 
Para un futuro seguimiento de este proyecto quedan ya los conocimientos 
necesarios respecto a los estándares que se deberán tener en cuenta para los 
ámbitos de transmisión de los EHR (Version 3 Messaging Stándar) y para la 
gestión de usuarios (Personal Health Record). 
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2.5 El modelo dual 
 
2.5.1 Introducción 
El modelo dual de datos surge ante la necesidad de adaptar un sistema de 
almacenamiento de información clínica a la complejidad y variabilidad que este 
tipo de datos tiene de forma natural. El continuo cambio en las definiciones de 
dicho contenido provoca que un sistema EHR quede obsoleto al poco tiempo 
de haberse diseñado. Es por tanto necesario que dicho sistema sea capaz de 
adaptarse a este cambio. 
 
El modelo dual cumple con este dinamismo necesario. La manera en la que 
podemos obtener un sistema dinámico es separando la información del 
conocimiento. Entendemos por estos términos el siguiente concepto 
respectivamente: 
- Conocimiento: Hechos acumulados a lo largo del tiempo procedentes de 
muchas fuentes y que son verdad para todas las instancias de las 
entidades del dominio. 
- Información: Hechos u opiniones recogidos de o referidos a entidades 
específicas 
 
La solución adoptada por el CEN (Centro Europeo de Normalización)  ha sido 
la de adoptar un sistema dual basado en el uso de un modelo de referencia 
para la información y un modelo de arquetipos para el conocimiento. Estos dos 
modelos forman el modelo dual usado en un amplio número de sistemas EHR, 
el nuestro entre ellos. 
 
2.5.2 El modelo de referencia 
El modelo de referencia es el que marca la definición de cada término y 
concepto almacenado por el EHR. El modelo de referencia contiene las 
entidades básicas que permitirá al modelo de arquetipos representar cualquier 
tipo de información. Al tratarse de entidades básicas, aseguramos que la 
información siempre quedará desvinculada de la forma en que agrupen estas 
entidades básicas en el modelo de arquetipos. 
 
El modelo de referencia contiene los términos más generales de la materia, por 
lo que si está bien diseñado no debe cambiar nunca. Podemos comparar el 
modelo de referencia con una caja de piezas de montar. Cada pieza, es una 
entidad en el modelo de referencia. Con estas piezas montaremos más 
adelante un ente más complejo en el modelo de arquetipos. 
 
Ahora podemos volver al apartado anterior sobre la norma EN 13606 del 
CEN/TC 251. En él hemos podido ver como se describía un modelo de 
referencia. Las clases descritas en el Reference Model se pueden usar para 
crear estructuras más complejas. La ventaja que esto nos ofrece es que el 
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término, la definición de cada entidad descrita (la definición de FOLDER por 
ejemplo) no va a cambiar por mucho que las combinaciones en las que se usa 
sí que cambien. 
 
5.2 El modelo de arquetipos 
El modelo de arquetipos es usado para representar la parte del conocimiento 
en el modelo dual. Sirven para especificar el conocimiento de un concepto 
clínico en uso. Son volátiles y por tanto adaptables a cambios. Mediante una 
serie de combinaciones y restricciones sobre los entes definidos en el modelo 
de referencia, podemos generar cualquier modelo formal para un conocimiento 
específico. Estos arquetipos son siempre generados y revisados por expertos 
en la materia y son ellos quienes deciden que restricciones sobre el modelo de 
referencia se realizan para generar el modelo formal del conocimiento a 
desarrollar. 
 
Podemos ver un arquetipo como la figura resultante de haber juntado varias 
piezas de montar. Siempre que queramos podemos modificar su apariencia y 
estructura, pero las piezas que la componen (las definiciones del modelo de 
referencia) no van a variar. Volviendo al CEN/TC 251 EN 13606, podemos 
combinar las entidades descritas en el Reference Model a nuestro antojo para 
así generar un modelo formal para, por ejemplo, un Informe de Alta. 
 
Podemos definir por tanto la relación entre ambos modelos (referencia y 
arquetipos) y de los conceptos que representan (información y conocimiento) 




Actualmente existen diversas organizaciones que se dedican a publicar y 
mantener actualizados los diferentes arquetipos para los conocimientos 
existentes. Entre ellas, la que se ha visitado para este TFC es la siguiente [d].
  
Figura 2.11 – Relación modelo referencia / modelo dual 
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CAPÍTULO 3: REPRESENTACIÓN DE EHRs 
 
Como ya comentamos en la introducción del TFC, la aplicación que estamos 
desarrollando consta de dos partes. La primera parte se encarga de la 
definición de los DI que nos van a servir para almacenar los EHR. En la 
segunda parte, diseñaremos la aplicación que nos permitirá crear y tratar 
dichos DI. 
 
Este capítulo trata la primera parte, previa al desarrollo de la aplicación. Vamos 
a ver como hemos diseñado un DI mediante el estándar MPEG-21 y la 
influencia que el modelo dual ha tenido sobre esta representación. 
 
3.1 Estructura del DI 
 
Recordemos la definición de un DI. Un DI es la representación formal de un 
objeto digital. Debe dar soporte para representar cualquier tipo de contenido 
multimedia.  
 
En nuestro caso el objeto digital que queremos representar es un EHR. Esto 
nos supone una serie de requisitos que la estructura de nuestro DI debe 
cumplir. Los requisitos a tener en cuenta son: 
- Soporte para múltiples formatos en cuanto al contenido: texto, imágenes 
o video. 
- Capacidad para la organización del contenido del EHR 
- Capacidad para introducir datos complejos en cuanto a la forma. 
 
La estructura de nuestro DI debe cumplir con todos esos requisitos. Para ello 
debemos definir unos bloques constructores que nos permitan generar un DI 
con dichas características. La creación de unos bloques constructores que 
cumplan con esas características no es una tarea simple. No obstante con 
unos bloques constructores propios conseguiríamos que nuestro DI, en cuanto 
a su estructura, cumpliese con los requisitos mencionados. 
 
Por otra parte hemos de decir que esto no sería suficiente. Ya que pese a que 
nuestro DI reuniese las características mencionadas, solo nos serviría para 
nuestro uso propio. Hemos comentado a lo largo del apartado del MPEG-21 
que el DI es la base para el comercio y transporte de contenido multimedia.  
Para nuestra aplicación, este comercio podría suponer el intercambio de EHR 
entre diferentes organizaciones médicas (hospitales, clínicas...). Esto sin duda 
supondría  un gran añadido a su utilidad. Es por ello, que a las necesidades 
descritas anteriormente debemos sumar todos los aspectos necesarios para 
que el DI pueda usarse en un entorno MPEG-21. Llegados a este punto 
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podemos decir que una estructura propia es algo que queda fuera del alcance 
actual.  
 
Para tener una idea clara de cómo los bloques constructores del Reference 
Model se pueden describir un EHR se expone la siguiente tabla. En ella vemos 




Representación del EHR 
EHR_EXTRACT Representa el EHR completo o la parte del EHR que nos interese 
transmitir 
FOLDER Representa carpetas en las que organizar las diferentes entradas 
de datos. Ayuda a estructurar la información 
COMPOSITION Al igual que FOLDER, su utilidad es la de organizar la 
información. Representa una agrupación lógica de datos que 
tienen relación. En el EHR podemos usarlo para representar 
todas las pruebas realizadas durante un periodo de ingreso de 
un paciente 
SECTION Representa las diferentes partes de un COMPOSITION. En el 
EHR lo podemos usar para representar cada prueba realizada. 
ENTRY Representa cada acción individual realiza. Un análisis de sangre 
o una endoscopia se pueden representar con un elemento 
ENTRY 
ITEM 
CLUSTER Representación compleja de datos en cuanto a su estructura. 
Todos los datos. Cada uno de los parámetros del análisis de 
sangre (que representamos con un elemento ENTRY) los 
podemos expresar en una tabla. Esta tabla se corresponde con 
un CLUSTER. 
ELEMENT Representación simple de datos en cuanto a su estructura. Los 
38º de temperatura se representan con un ELEMENT 
 
Una vez tenemos el estándar escogido debemos realizar una correspondencia 
entre sus bloques constructores y los bloques del DIDL. No debemos olvidar 
que un DI se tiene que representar mediante el DIDL. 
 
En el siguiente apartado vamos a ver como realiza esta correspondencia. 
 
3.2 Mapeo de los objetos del ISO-13606 sobre el DIDL 
 
Para representar un DI debemos usar el DIDL. Es el lenguaje definido por el 
MPEG-21 para representar un DI. Por otro lado, el estándar que define un EHR 
es el CEN/TC 251 EN 13606. Por tanto es necesario realizar un mapeo de los 
objetos del CEN/TC 251 EN 13606 sobre los bloques constructores del DIDL. 
 
Mediante este mapeo vamos a construir un perfil para que el MPEG-21 
represente el EHR. Este DI tendrá las características que hemos descrito en el 
apartado anterior y además se podrá usar en un entorno MPEG-21 ya que 
estará construido con los elementos del DIDL. 
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Ya conocemos los bloques constructores del DIDL y del Reference Model del 
EN 13606. Así pues pasamos directamente a la correspondencia que hay entre 
sus elementos. Para mayor comprensión, se marcan con azul los elementos 
del ISO 13606-1 y con verde los del DIDL 
 
Dado el elemento raíz de ambos modelos es el EHR_EXTRACT en un caso y 
el DIDL en el otro, ambos elementos son equivalentes.  
 
Si pasamos a los nodos que forman la estructura podemos ver como en ambos 
casos el bloque constructor de mayor envergadura es el FOLDER y el 
CONTAINER respectivamente. Cada uno en su caso es un agrupador de 
elementos de menor jerarquía. 
 
El FOLDER contiene COMPOSITIONS (y opcionalmente otros FOLDER ) y el 
CONTAINER contiene ITEMs (y opcionalmente otros CONTAINERs). Por tanto 
su equivalencia es obvia. 
 
En el siguiente nivel de la jerarquía se observa como los COMPOSITIONs 
contienen ENTRYs que se pueden ordenar por SECTIONs. Por su parte los 
ITEMs contienen COMPONENTs que se pueden agrupar en SUB-ITEMS. De 
aquí se extrae la equivalencia entre COMPOSITION e ITEM, ENTRY y 
COMPONENT, y por último SECTION y SUB-ITEM.  
 
Los únicos elementos que faltan por mencionar son el ELEMENT y CLUSTER 
por parte del ISO 13606-1. Dichos elementos se corresponden pueden 
corresponder con el RESOURCE y el contenido del RESOURCE del DIDL, 
respectivamente.  
 
Aún quedan elementos del DIDL que no tienen una correspondencia fija con el 
ISO 136060-1. Son los SELECTION, ASSERT, ANCHOR y FRAGMENT. Son 
elementos que permiten configurar y elegir opciones del DI. Dichos elementos, 
no formarán parte del perfil MPEG-21 DIDL para la declaración de historiales 
clínicos electrónicos. 
 
A continuación se presenta un gráfico que muestra dicha correspondencia. 
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Figura 3.1 – Equivalencia ISO-13606 Reference Model y MPEG-21 DIDIL 
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3.3 Uso de arquetipos en el DI 
Una vez definida la estructura de un DI, que nos permite representar 
correctamente un EHR, ya podemos crear un objeto multimedia apto para su 
uso en un entorno MPEG-21. 
 
Ahora que ya podemos generar la estructura EHR solo nos falta la semántica. 
Para introducir los datos en el DI se usan los elementos Statement y Resource 
del DIDL. Como ya vimos en el capítulo 1, la función de un Resource es la de 
vincular cualquier tipo de contenido multimedia al DI. Esto no tiene ninguna 
particularidad más. Es tan solo la vinculación de un contenido multimedia 
mediante una URL, o el propio contenido en sí. 
 
Por otra parte el Statement sirve para almacenar valor textual. Esto nos permite 
anotar valores recogidos en una prueba, la opinión de un médico o los 
síntomas descritos por el paciente. No obstante, y como ya vimos en la 
descripción del modelo dual, la información médica se suele estructurar para 
darle un sentido formal al contenido.  
 
Una opción sería agrupar una serie de Statements para representar la 
estructura formal del concepto médico. Pero esto no nos permitiría reflejar con 
precisión la relación o vinculación entre los diferentes elementos que 
componen el concepto médico.  
 
Es en este momento donde aprovechamos una de las características del 
elemento Statement. Un Statement puede contener cualquier tipo de formato 
en su interior. Podemos por tanto, reproducir el concepto médico en cuestión 
de forma más precisa mediante un archivo XML e incluir este XML en el interior 
del Statement. 
 
Mediante un XML podemos dar una estructura formal al concepto médico que 
queramos de una forma muy precisa. Se puede estructurar la información 
mediante nodos y subnodos, creando los vínculos que sean necesarios entre 
los nodos que forman el XML. Con esto conseguimos pasar de una información 
difusa, a una estructurada capaz de representar un concepto médico. 
 
Podemos ver, en la Figura 3.14, como hemos pasado de una información que 
estaba difusa a una que tiene una estructura que le da forma y sentido. En este 
ejemplo vemos como los datos correspondientes a un caso de embarazo 
adquieren mayor sentido cuando se estructuran en un XML. 
 
La duda que surge de esto es: ¿Qué información debemos recoger y como 
debe estar estructurado el XML que la reúne? Solamente personal capacitado 
desde el punto de vista médico puede decidir qué datos son relevantes y 
cuáles no lo son. Solamente expertos en cada campo de la medicina pueden 
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dictar qué forma han de tener los informes médicos que se generen en cada 
caso. 
 
Aquí es donde entran en juego los arquetipos. Los arquetipos son definiciones 
formales de los conceptos del conocimiento (conocimiento médico en este 
caso). Estos arquetipos están realizados por expertos en la materia. Con ellos 
nos aseguramos que a información recogida es la correcta y necesaria, y que 
su organización es como debe ser. 
 
Figura 3.2 – Estructurando información mediante un arquetipo 
 
Existen webs que recogen estos arquetipos y los ponen a disposición de quien 
los necesite de forma totalmente gratuita. Nosotros hemos acudido a la 
siguiente web [d] para escoger algunos arquetipos y usarlos en nuestra 
aplicación. La ventaja de esta web es que presenta una gran información 
acerca del contenido de cada arquetipo (valores posibles para sus campos, tipo 
de valor para cada campo...). Además, te permite descargar el XML con la 
definición del arquetipo. 
 
En nuestra aplicación hemos escogido tres arquetipos diferentes. No obstante 
debido a su complejidad y tamaño, los hemos reducido escogiendo solamente 
parte del XML que representa cada arquetipo. Los arquetipos escogidos han 
sido: 
• pregnancy: representa un informe sobre un embarazo 
• microscopics findings: representa una exploración interna realizada en 
busca de tumoraciones en el colon. 
• personal demographics + personal name: representa datos personales 
sobre el paciente relacionados con su nombre y sus datos demográficos 
<Statement> date of conception: 19-07-1986  </Statement> 
<Statement> previous pregnancies: 0 </Statement> 
<Statement>  expected date of birth: 22-03-1987 </Statement> 
<Statement> number of fetuses: 1 </Statement> 
<Statement> 
    <pregnancy> 
        <previous pregnancies> 0 </prevoius pregnancies> 
        <current pregnancy> 
            <date of conception> 19-07-1988 </date of conception> 
           <expected date of bitrh> 22-03-1987 </expected date of birth> 
            <number of fetuses> 1 </number of fetuses> 
        </current pregnancy> 
    <pregnancy> 
</Statement> 
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En el anexo se incluye el detalle de cada XML para cada arquetipo, pero a 
continuación se expone un gráfico para cada uno de ellos donde podemos ver 









Figura 3.3 – Arquetipo “microscopics findings” 
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personal name + personal demographics 
 
 
Figura 3.4 – Arquetipos “personal name” y “personal demographics” 
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CAPÍTULO 4: DISEÑO E IMPLEMENTACIÓN DE LA 
APLICACIÓN 
 
Este capítulo presenta el diseño e implementación realizada para la aplicación 
de gestión de EHRs. En capítulos anteriores hemos visto que necesidades 
debía tener un DI para representar de manera fiel un EHR. Una vez construido 
debemos facilitar una herramienta para el trabajo con estos EHRs. 
 
En un la primera sección de éste capítulo vamos a presentar las librerías MFC. 
Estas librerías permiten generar interfaces gráficas para aplicaciones en C++. 
Una vez conozcamos su funcionamiento podremos pasar al desarrollo 
propiamente dicho. 
 
A continuación describiremos las necesidades de nuestra aplicación. Esto 
marcará como ha de ser nuestra aplicación: que funcionalidades debe tener, 
como podemos organizar las diferentes pantallas y qué clases debemos 
generar para construir la aplicación.  
 
Después de conocer las necesidades diseñaremos las pantallas, o formularios 
que compondrán la aplicación.  Veremos cuantas pantallas serán necesarias y 
detallaremos los componentes que las forman. Este apartado va unido a la 
descripción de las funcionalidades. Veremos cuáles son y cómo se llevan a 
cabo mediante los componentes de las pantallas. 
 
Por último veremos cuantas clases hemos generado en código para 
implementar el sistema. Como hemos comentado previamente el lenguaje 
escogido ha sido C++. Daremos pues una descripción de cada clase y haremos 
un listado de las funciones que se han implementado en cada caso. 
 
4.1 Librerías MFC 
Tal y como se ha dicho en la introducción de este capítulo, las librerías MFC 
nos permiten crear una interfaz de usuario de forma rápida y sencilla. El hecho 
de poder generar la interfaz de usuario desde un entorno de trabajo tan 
cómodo como lo es Visual Studio ha sido un factor decisivo a la hora de 
escoger MFC como medio para generar la interfaz. 
 
Las aplicaciones realizadas con MFC tienen un aspecto muy similar a las 
ventanas conocidas del entorno Windows. En una aplicación MFC podemos 
escoger entre los múltiples elementos que ya conocemos del entorno Windows 
para generar nuestra propia interfaz. Es vital conocer estos componentes para 
así poder decidir cómo construir nuestra interfaz. 
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Debido al gran número de componentes (también llamados controles)  que 
forman las librerías MFC, no vamos a explicarlos todos. En lugar de esto 
vamos a describir los componentes que se han usado en nuestra aplicación 
dando los puntos básicos de cada uno de ellos. 
 
4.1.1 Listado de componentes 
 
4.1.1.1 Dialog 
Es el componente base que actúa como contenedor para el resto de 
componentes. Es la “pantalla” que el usuario ve y donde se alojan los 
elementos con los que el usuario interactúa. De este componente podemos 
modificar un sinfín de propiedades para adaptarlo a nuestro gusto: altura, color, 
grosor de los bordes... 
 
Por otra parte existen tres funciones claves que debemos conocer para el 
correcto uso de este componente: 
- DoDataExchange: sirve para asociar una variable a un control. De esta 
forma podemos enviar y recibir valores  a estos comandos. Este proceso 
de transferencia conocido como DataExchange se realiza mediante la 
llamada a la función UpdateData(). Por tanto si queremos enviar o recibir 
datos a cualquiera de los componentes que hay en el Dialog, debemos 
declarar esta vinculación variable-control en la función 
DoDataExchange. 
- Message_Map: el message_map actúa como message handler o 
manejador de mensajes. Todos los mensajes que envíen o reciban tanto 
las funciones como los controles que se generen en el Dialog deben ser 
declarados aquí. De esta forma los mensajes que se transmitan por el 
Dialog pueden ser controlados como si de una variable se tratasen. 
- OnInitDialog: esta función se genera al iniciarse el Dialog. Es aquí donde 
se deben indicar variables, configurar parámetro o realizar todas las 
acciones previas que sean necesarias antes del inicio del Dialog. 
 
4.1.1.2 Button 
El botón por excelencia. Este control es un elemento que el usuario puede 
clicar para desencadenar un seguido de funciones. La función a destacar es 
OnButClicked() que es la que se ejecuta al clicar sobre el botón (concretamente 
la función se ejecuta en el momento de soltar el botón). 
 
4.1.1.3 Group 
Este control nos permite realizar agrupaciones de controles dentro de un 
Dialog. Esto permite configurar variables o recoger valores dentro de un grupo 
determinado de componentes. También sirve para organizar de manera visual 
la información que se muestra en el Dialog. 
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4.1.1.4 ListBox 
El control List se representa mediante una lista de valores entre los cuales el 
usuario puede escoger. De esta forma se puede limitar las posibles respuestas 
de un usuario cuando se le presenta una elección. Cabe destacar que 
podemos configurar el ListBox para que la permitir una elección simple (solo un 
valor) o múltiple por parte del usuario. Como funciones a destacar, tenemos las 




Este control actúa como un ListBox pero con la peculiaridad de los valores 
permanecen ocultos y solo se ven cuando clicamos sobre el control. En ese 
momento, los valores aparecen en forma de desplegable. Al igual que el control 
ListBox, este comando se puede configurar para permitir una elección simple o 
múltiple. Sus funciones son también las mismas que las del control ListBox. 
 
4.1.1.6 Tree 
Este control sirve para representar y manejar conjuntos de datos que sigan una 
estructura jerárquica en forma de árbol.  Los elementos aparecen en el control 
colgando unos de otros y con sangrías para ir representando los niveles del 
árbol que representan. Las diferentes opciones visuales (tipo de línea de unión, 
iconos de los elementos,...) son completamente configurables. Entre sus 
funciones, además de las ya comunes para agregar y eliminar elementos 
destacamos las siguientes: 
- getSelectedItem: obtienes el nodo seleccionado y se guarda en una 
variable tipo HTREEITEM. De esta variable podemos obtener entre otras 
cosas el valor textual del nodo. 
- getParentItem: obtenemos el nodo padre del nodo seleccionado 




Este control sirve para representar una imagen. Ofrece muchas características 
a configurar y modos diferentes de mostrar la imagen.  Una de las 
características más importantes es que este control permite configurar la 
imagen en tiempo de ejecución permitiendo así al usuario cambiar, por 
ejemplo, el tamaño de la imagen en mitad de la ejecución del programa. 
 
4.1.1.8 Menu 
Este control representa las diferentes opciones que aparecen en la parte 
superior de la aplicación. Estas opciones están organizadas en niveles y 
subniveles permitiendo así una gran flexibilidad en cuanto a organización. Solo 
queda añadir que cada una de las opciones del menú pueden desencadenar 
acciones mediante la función OnClick(). 
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4.2 Necesidades 
En este apartado vamos a dar una lista detallada de cuáles son las 
necesidades que debe satisfacer nuestra aplicación. Conocer bien cuáles son 
los objetivos que tenemos, nos ayudará a componer  las pantallas, 
funcionalidades y clases que sean necesarias. 
 
Dado que esta aplicación está diseñada para trabajar con EHR (representados 
con los DI) está claro que la gran mayoría de necesidades giran en torno a los 
EHRs. Es impórtate tener todas las necesidades en cuenta ya que más 
adelante debemos crear todas las clases y incluir todos los controles que 
creamos necesarios para satisfacer todas las necesidades. La lista completa de 
todas las necesidades que debe satisfacer nuestra aplicación se detalla a 
continuación: 
- Crear EHR nuevos 
- Cargar EHR creados previamente 
- Añadir información a un EHR 
- Modificar la información contenida en un EHR 
- Modificar la estructura de un EHR 
- Cifrar la información de un EHR 
- Visualizar la información de un EHR de forma rápida y sencilla 
- Guardar un EHR en un archivo 
 
Podemos ver como todas las necesidades giran en torno al los EHRs. A la hora 
de definir las pantallas que formarán la aplicación hemos de tener en cuenta 
estas necesidades primarias, que generan a su vez una serie de necesidades 
secundarias consecuencia de estas primeras necesidades.  Las necesidades 
surgidas a raíz de las antes detalladas son: 
- Escoger la ruta del archivo a abrir 
- Escoger la ruta destino para almacenar un archivo 
- Escoger la ruta de los archivos multimedia a añadir 
- Permitir la elección del tipo de dato a añadir en el EHR 
 
4.3 Interfaz de usuario 
4.3.1 Funcionalidades 
Entendemos por funcionalidad aquella opción de la aplicación (una función) 
que nos permite realizar una tarea para cumplir una necesidad. Las 
funcionalidades de una aplicación están repartidas por todas las pantallas que 
el usuario puede usar. Es por esto que en este apartado tan solo se da una 
definición del concepto de funcionalidad. En el apartado siguiente, podremos 
ver donde se encuentra cada funcionalidad y cuál es su descripción. Por norma 
general, cada componente que aparece en una pantalla, tiene una 
funcionalidad asociada. Un ejemplo son los botones que tiene la pantalla. Otra 
cosa que debemos saber sobre las funcionalidades es que su relación con las 
necesidades de una aplicación es una relación de varios a una. Esto significa 
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que desde una a varias funcionalidades pueden ser necesarias para cumplir 
con una necesidad. Más adelante, una vez enumeradas todas las 
funcionalidades que tiene nuestra aplicación daremos un listado de que 
funcionalidades son necesarias para cumplir cada necesidad. 
 
Un último punto que marcará el número de funcionalidades que tendrá nuestra 
aplicación es la complicación que nosotros mismos queramos darle a la 
interfaz. Una aplicación con una sola pantalla tendrá menor número de 
funcionalidades (a causa de tener menos componentes), y seguramente cada 
funcionalidad cumplirá por si sola con una necesidad. Por contra, una 
aplicación con muchas pantallas tendrá mayor número de funcionalidades y 
serán necesarias varias de ellas para cumplir con una necesidad. 
 
4.3.2 Implementación 
Esta sección presenta cada una de las pantallas que forman la aplicación para 
trabajar con los EHR. Para dada una se incluye una captura para poder ver su 
aspecto, la descripción sobre cuál es su cometido y la funcionalidad que 





Figura 4.1 – Ventana MainDialog 
Descripción 
Es la pantalla principal sobre la cual gira toda la aplicación. Desde aquí el 
usuario podrá iniciar todas las acciones que le llevarán a cumplir con cualquiera 
de las necesidades de la aplicación. En esta pantalla existen dos zonas de 
información (1) y (2) que permiten visualizar la información principal del 
paciente y el resumen del nodo seleccionado respectivamente. Contiene 8 
funcionalidades que se describen a continuación: 
 
Funcionalidades 
ID Nombre Descripción 
1 Menú Esta funcionalidad se explica en detalle más adelante 
2 Detalle Abre la ventana con todos los datos personales del paciente 
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para poder verlos o modificarlos 
3 Navegador del 
EHR 
Nos permite navegar por el EHR expandiendo o contrayendo 
sus nodos para poder seleccionar aquel nodo sobre el cual 
queremos actuar 
4 Añadir nodo Abre la ventana de elección de tipo de nodo que queremos 
añadir 
5 Modificar nodo Abre la ventana correspondiente al tipo de nodo que hemos 
seleccionado para modificar sus datos 
6 Eliminar nodo Abre la ventana de confirmación previa a la eliminación de nodo 
7 Codificar nodo Codifica el nodo seleccionado y todos sus nodos hijo 
8 Salir Abre la ventana de guardado previa al cierre de la aplicación 
 
4.3.2.2 Personal patient’s information 
 
Figura 4.2 – Ventana Personal patient’s information 
Descripción 
Esta pantalla muestra la información personal del paciente. Cuando accedemos 
a ella básicamente podemos consultar la información o modificarla.  
 
Funcionalidades 
ID Nombre Descripción 
1 Aceptar Cierra la ventana y aplica los cambios realizados sobre la 
información 
2 Cancelar Cierra la ventana y cancela cualquier cambio aplicado sobre 
la información 
 
4.3.2.3 Node Type 
 
 
Figura 4.3 – Ventana New Node 
Descripción 
Esta pantalla sirve para añadir un nodo a la estructura del árbol que forma el 
EHR. Mediante un control ComboBox podemos escoger que tipo de nodo 
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que seleccionamos en el MainDialog. Se dispone también de un TextBox para 
incluir el valor del nombre de dicho nodo. 
Dispone de dos funcionalidades 
 
Funcionalidades 
ID Nombre Descripción 
1 Aceptar Añade el nuevo nodo escogido de los tipos del ComboBox con el 
nombre introducido en el TextBox. 
Si el TextBox está vacío, la aplicación nos avisa y no nos deja 
realizar la acción. 
Tras realizar la acción la ventana se cierra nos desplazamos a la 
ventana pertinente en función del nodo que hayamos escogidos: 
- volvemos al MainDialog si el nodo escogido es: 
Container, Item, Component, Statemet 
- nos desplazamos al Arquetype Selection si el nodo 
escogido es Arquetype 
- nos desplazamos al Resource Selection si el nodo 
escogido es un Resource 
2 Cancelar La acción se cancela. La ventana se cierra y volvemos al 
MainDialog. 
 
4.3.2.4 Arquetype Selection 
 
 
Figura 4.4 – Ventana Arquetype Selection 
Descripción 
Esta ventana nos permite escoger que arquetipo queremos añadir. Aparece un 
ListBox con los arquetipos disponibles entre los cuales el usuario puede 
escoger. Se dispone de dos funcionalidades. 
 
Funcionalidades 
ID Nombre Descripción 
1 Aceptar Abre la ventana con el formulario del arquetipo seleccionado. El nodo 
arquetipo se añade al árbol del EHR.  
2 Cancelar Se cancela la acción. La ventana se cierra y volvemos al MainDailog. 
 
4.3.2.4 Value Node 
 
Figura 4.5 – Ventana Value Node 
 
(1) (2) 
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Descripción 
Esta pantalla muestra el valor de los siguientes tipos de nodo:  
- Container, Item y Component: muestra nombre de la carpeta 
- Statement: muestra el valor textual del nodo 
El valor aparece en el TextBox que ocupa la parte central de la ventana. 
Podemos simplemente consultarlo o modificarlo. No podemos dejar un valor en 
blanco. Dispone de dos funcionalidades 
 
Funcionalidades 
ID Nombre Descripción 
1 Aceptar Cierra la ventana y aplica cualquier cambio realizado sobre el valor del 
nodo. Volvemos al MainDialog 
2 Cancelar Cierra la ventana y no aplica ningún cambio realizado. Volvemos al 
MainDialog. 
 
4.3.2.5 Arquetype Node 
 
Figura 4.6 – Ventana Arquetype Node 
 
*Captura de pantalla correspondiente al Pregnancy arquetype 
 
Descripción 
Esta pantalla varía en función del arquetipo seleccionado. La distribución y 
número de componentes varía en cada caso. De todas formas la función es la 
misma, permitir consultar y modificar los datos relacionados con el arquetipo 
seleccionado. Independientemente del arquetipo seleccionado, la ventana 
Arquetype dispone de dos funcionalidades. 
 
Funcionalidades 
ID Nombre Descripción 
1 Aceptar Cierra la ventana y aplica cualquier cambio realizado sobre los 
datos del arquetipo. Volvemos al MainDialog. 
2 Cancelar Cierra la ventana sin aplicar ningún cambio realizado sobre los 
datos del arquetipo. Volvemos al MainDialog. 
 
4.3.2.6 Image detail 
 
(1) (2) 
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Figura 4.7 – Ventana Image Detai 
Descripción 
Esta ventana nos permite ver en mayor detalle el resource almacenado en un 
nodo. La imagen se centra y redimensiona para facilitar su visualización. Solo 
es una ventana informativa y no se puede realizar ninguna acción sobre la 
imagen. Dispone de de dos funcionalidades. 
 
Funcionalidades 
ID Nombre Descripción 
1 Refrescar Por motivos de resolución a veces una imagen no se visualiza 
correctamente. Esa funcionalidad permite recargar dicha imagen 
solucionando así el problema de visualización 
2 Cerrar Cierra la ventana y se vuelve al MainDialog. 
 
4.3.2.7 Help Window 
 
Figura 4.8 – Ventana Help Window 
Descripción 
Esta ventana nos ofrece una leyenda para saber que representa cada nodo. Es 
una ventana puramente informativa y no se puede realizar acción alguna sobre 
las imágenes. Dispone de una funcionalidad. 
 
Funcionalidades 
ID Nombre Descripción 
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Figura 4.9 – Ventana About 
Descripción 
Esta ventana muestra información acerca de la aplicación como lo son por 
ejemplo la versión de la aplicación y el tipo de licencia. 
Es una ventana puramente informativa y no se puede realizar acción alguna 
sobre la información que aparece. Dispone de una funcionalidad. 
 
Funcionalidades 
ID Nombre Descripción 




Figura 4.10 – Menu del EHR Creator 
Descripción 
El menú esta accesible desde el MainDialog. No es una pantalla como tal, pero 
debido a las funcionalidades que desempeña es evidente que se debe detallar.  
El menú no son más que una serie de funcionalidades agrupadas por 




ID Nombre Descripción 
1 Nuevo Crea un nuevo árbol para generar un nuevo EHR. A continuación se 
abre la ventana de información personal del paciente. 
2 Abrir Abre la ventana de selección de archivo para buscar el EHR a abrir. 
3 Cerrar Cierra el EHR en uso. Se borra el árbol del TreeCtrl y toda la 
información presente en la pantalla MainDialog 
4 Guardar Se guardan los cambios realizados en el EHR en el archivo abierto. 
5 Salir Se cierra la aplicación. 
6 Manual Abre la pantalla Help 
7 Acerca  Abre la pantalla About. 
 
Las funcionalidades 1, 2 y 3 vienen precedidas de una pregunta para permitir 
elegir si se quiere guardar los cambios realizados sobre el EHR antes de 
(1) 
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proceder a realizar la acción. La funcionalidad 4 realiza directamente la 
funcionalidad de guardar directamente sin pregunta previa. La funcionalidad 5 
cierra la aplicación directamente sin pregunta previa. 
 
4.3.3 Diagrama de clases 
En este apartado se pretende dar en forma de diagrama una relación de todas 
las clases que componen la aplicación. De esta forma se puede comprender la 
relación que existe entre ellas y como se utilizan algunas clases útiles varias 
clases diferentes. 
 
Antes de nada vamos a describir que “tipos” de clases forman la aplicación. Las 
podemos agrupar en tres categorías: 
- Clases de formulario: Son las que dependen del Formulario generado. 
Existe, por tanto, una clase de formulario por cada pantalla. Aquí es 
donde se implementan las funciones que realiza cada componente de la 
aplicación. 
- Clases de utilidades: Son clases que se utilizan desde las clases 
formulario y sirven para realizar un conjunto de operaciones útiles para 
las funciones que desempeñan los componentes de las pantallas. 
- Propias de la aplicación: Son dos clases que se generan de forma 
natural en una aplicación MFC. La primera (TFC.cpp) es el punto de 
inicio de la aplicación. La segunda (stdafx.cpp) incluye las librerías que 
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4.3.4 Funciones de clase 
 
Gracias al diagrama anterior podemos hacernos una idea de cómo se 
relacionan las clases que forman la aplicación. Incluir mas información aquí al 
respecto provocaría exceder con información el propósito de esta memoria. 
 
Por otra parte se recomienda consultar el anexo de la memoria. En el podemos 
encontrar el apartado I que recoge de manera resumida las cabeceras de las 
clases de utilidad (marcadas en verde en la figura 4.11). Se indica para cada 
función sus parámetros de entrada y salida así como una descripción de cuál 
es su función. En el apartado II del anexo podemos encontrar el código 
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CAPÍTULO 5: CASO DE USO 
 
En éste capítulo del TFC se presenta un caso práctico, lo más real posible 
donde se pueda usar nuestra aplicación. De esta forma podremos comprobar si 
la aplicación que se ha diseñado cumple con las expectativas que se tiene de 
ella. Como todo caso de uso, en primer lugar presentaremos el contexto en el 
que se desarrolla. A continuación, se explicará cual es el problema que se 
presenta. Posteriormente, pasaremos a comentar como se ha usado la 
aplicación diseñada para resolver dicho problema y, finalmente, evaluaremos el 
resultado de la aplicación. 
 
5.1 Contexto 
La situación en la que se desarrolla nuestro caso de uso es la típica situación 
que se puede dar en un centro hospitalario cualquiera. En dicho centro, se está 
actualizando el viejo sistema de almacenamiento de historiales clínicos, que 
todavía incluye desde archivos de texto simple a notas en papel, por uno más 
nuevo. Aprovechando esta actualización, se quiere añadir una mayor 
funcionalidad a los historiales. Desde el centro médico se desea que los 
historiales queden almacenados de manera que cualquier docente pueda 
acceder a ellos para consultarlos, pero, protegiendo la confidencialidad de los 
datos del paciente. 
 
Además, el centro médico ha solicitado que el nuevo formato en el que se 
guarden los historiales cumpla con las normativas y estándares internacionales, 
asegurando de esta forma una homogeneidad en los datos. Hasta la fecha, 
cada miembro de personal sanitario o docente guardaba lo que a él le parecía 
oportuno, y esta situación no puede seguir así. 
 
Con estas premisas en mente, el centro médico abre un periodo para aceptar 
proposiciones. 
 
5.2 Problema a resolver 
Después de leer el apartado referente al contexto podemos resumir de forma 
clara el problema que se debe resolver. Debemos desarrollar un sistema de 
almacenamiento de historiales clínicos e implementar una aplicación para su 
uso. Los requerimientos que se han descrito en el contexto son: 
- Homogeneidad de los datos 
- Capacidad de consulta 
- Protección de la información 
- Cumplimiento de los estándares 
Podemos decir que nuestra aplicación parece cumplir con los requerimientos 
expuestos por el centro médico. Así pues realizamos la proposición y ésta, es 
aceptada. Podemos pasar a usar nuestra aplicación. 
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5.3 Uso de la aplicación 
Para poder ejemplificar como nuestra aplicación se usa en esta situación 
debemos acotar el ejemplo dentro de unos límites que nos permitan ver que la 
aplicación es completamente útil, pero sin que el ejemplo ocupe decenas de 
páginas. Hay que tener en cuenta que para completar un historial completo 
podemos necesitar días o semanas. Además debemos disponer de suficientes 
datos lo más reales posibles para ejemplificar esto. El último punto que nos 
limita en parte el ejemplo, es el hecho de que nuestra aplicación solo dispone 
de dos arquetipos configurados. 
 
Para realizar el ejemplo vamos a almacenar parte de un historial ficticio 
extraído de un caso práctico que aparece en la parte 1 del CEN/TC 251 
EN13606 (Reference Model). El caso de ejemplo presentado en este 
documento representa el seguimiento de un embarazo. Podemos extraer los 
datos necesarios para completar nuestro arquetipo. Hay que destacar que 
debido a que el autor de este TFC no es ningún experto en medicina, deben 
tomarse los datos extraídos y añadidos al formulario como un mero ejemplo. 
 
A este ejemplo le vamos añadir un arquetipo relacionado con las tumoraciones 
del aparato digestivo, para así poder vincular unas imágenes adquiridas que 
muestran los resultados de una endoscopia, prueba realizada en la detección 
de estos tipos de tumores, entre otros usos. 
 
Así pues vamos a ver el estado de la aplicación en los siguientes casos: 
- Información general del paciente 
- Arquetipo 1 relacionado con el embarazo 
- Arquetipo 2 relacionado con la detección de tumoraciones del aparato 
digestivo 
- Imagen con resultado de la endoscopia 
- Estructura del árbol con la información añadida 
- XML final con el EHR creado 
 
5.3.1 Información del paciente 
La información pertinente a nuestro paciente se introduce al generar un nuevo 
XML como ya describimos en la pantalla correspondiente. Posteriormente se le 
podrían aplicar reglas de acceso cifrando su contenido en función del usuario 
que las quiera ver.  Para este ejemplo, y dado que no se han generado reglas 
de acceso, el nodo correspondiente a información del paciente no se cifrará. 
 
Así pues, el usuario (el doctor, la enfermera o el encargado de introducir los 
datos) completaría el formulario de la siguiente forma: 
46  Sistema de gestió d'historials clínics electrònics estàndards 
 
 
Figura 5.1 – Introducción de datos personales 
 
Se han introducido solamente los datos principales dejando así la posibilidad 
de completarlos más tarde. En el apartado 5.3.6 veremos cómo quedan estos 
datos almacenados en el XML que representa el EHR. 
 
5.3.2 Arquetipo 1 
El primer arquetipo que se va a introducir es el arquetipo “Pregnancy”. Los 
datos están extraídos del ejemplo de la Parte 1 del CEN/TC 251 EN13606. La 
información introducida en este arquetipo se corresponde con los datos 
recogidos durante el embarazo de la paciente. El arquetipo “Pregnancy” resulta 
como se muestra en la siguiente figura. Se puede apreciar como al tratarse de 
una visita de seguimiento, el apartado tarea de alumbramiento (labour of 
delivery), está vacío. 
 
Figura 5.2 – Introducción de arquetipo “pregnancy” 
5.3.3 Arquetipo 2 
El segundo arquetipo que se completa el arquetipo “Microscopics findings”. 
Hace referencia a las pruebas realizadas sobre tumoraciones que afectan al 
aparato digestivo. Al no encontrar datos reales, se ha optado por rellenar los 
campos con valores “x” para simular el cifrado de los datos. El motivo real de 
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introducir este arquetipo es para vincular la imagen de una endoscopia al EHR 
y además añadir una mayor profundidad a la jerarquía de carpetas que forman 
el EHR. 
 
Aprovechando esta profundidad de jerarquía se ha añadido una carpeta bajo la 
etiqueta de “Cultivos”. Dicha carpeta ha sido posteriormente cifrada para 
simular la protección que se le puede dar a los nodos del EHR. Este cambio lo 
podemos ver en el apartado 5.3.6 
 
5.3.4 Imagen vinculada 
Una de las ventajas de este sistema de almacenamiento y consumo de DI es 
que se pueden vincular contenidos multimedia. En esta parte del ejemplo, el 
usuario ha vinculado la imagen de una endoscopia al EHR para así poder 
consultarla en cualquier momento. 
 
La imagen queda visible de la siguiente forma en la aplicación. 
 
Figura 5.3 – Imagen detallada 
 
5.3.5 Estructura del árbol 
Los cambios introducidos en el EHR han dado como resultado un árbol por el 
cual, el usuario se puede mover a voluntad para consultar o modificar lo que 
crea conveniente. El árbol que representa el fragmento de EHR que hemos 
creado se visualiza de la siguiente forma. 
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Figura 5.4 – Estado del árbol representante del EHR 
 
 
5.3.6 XML resultante 
Con el EHR terminado podemos ver el XML que ha resultado del uso de la 
aplicación. Podemos ver como se cumple en todo momento con la estructura 
definida en el perfil del DIDL para historiales clínicos electrónicos, y de esta 
forma aseguramos al usuario que sus EHR podrán ser aceptados fuera de su 
sistema propio de trabajo. A causa de su extensión, el XML resultante se 
muestra en el Anexo III.  
 
5.4 Resultados 
Tras usar la aplicación, podemos evaluar individualmente cada una de los 
requerimientos que se nos planteaban en el caso de uso. Los resultados son 
los siguientes: 
- Se ha conseguido representar de forma estándar los EHRs definiendo 
un perfil para la parte 2 del estándar MPEG-21 e implantando el uso de 
arquetipos. 
- Se ha conseguido que todo el material médico, incluidos archivos 
multimedia, estén accesibles en todo momento. 
- Se ha conseguido preservar la intimidad y protección de los datos del 
paciente permitiendo el cifrado de la información deseada. 
- Se ha conseguido que los EHR del centro médico se puedan usar en un 
entorno MPEG-21 implantando en el diseño las características 
necesarias para ello. 
 
Con los resultados obtenidos podemos estar satisfechos con el funcionamiento 
de la aplicación. Se han cumplido los requerimientos establecidos por el centro 
médico y se ha desarrollado una aplicación para el uso del centro.
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CAPÍTULO 6: CONCLUSIONES 
 
El presente TFC ha intentado abarcar diferentes metas, las cuales, tras evaluar 
cada capítulo individualmente y evaluar los resultados del caso de uso, 
podemos decir que han sido alcanzadas. Es decir, la aplicación diseñada en el 
TFC y la estructura del DI cumplen con sus objetivos y nos permiten trabajar 
con EHR de una forma segura y completa. 
 
Inicialmente hemos realizado el diseño de un DI para que represente de forma 
correcta un EHR. El hecho de mapear los componentes del CEN/TC 251 
EN13606 con los del DIDL del MPEG-21 ha supuesto el éxito de este punto. 
Este mapeo nos ha permitido conocer como debe ser un representado un EHR 
y lo hemos reproducido correctamente con la estructura del DI que hemos 
formado con los componentes del DIDL. Siguiendo con el DI y el estándar 
MPEG-21, podemos decir que hemos abordado con éxito, aunque solo sea de 
manera teórica ya que no se ha implementado, el tema de la seguridad. El 
IPMP DIDL del MPEG-21 nos brinda la oportunidad de cifrar la información del 
DI con el grado de granularidad que deseemos en cada momento. Este era uno 
de los puntos más importantes para esta aplicación, ya que garantiza la 
privacidad de los usuarios, y se ha logrado. Podemos decir que el DI está 
correctamente diseñado ya que cumple con todos los requerimientos de un 
EHR. Si a esto le sumamos la aplicación del modelo dual y el uso de arquetipos 
para formalizar el contenido del EHR que queremos representar,  tenemos un 
EHR fielmente representado por el DI. Sin duda, la mejor conclusión extraída 
es que el DI ha sido la mejor manera de abordar la representación de un EHR. 
 
Respecto a la aplicación creada también tenemos conclusiones que extraer. 
Básicamente la aplicación se adapta a lo que se espera de ella. Al fin y al cabo, 
las funciones de las clases implementadas se han diseñado para tratar con los 
archivos XML donde se almacenan los DI que nosotros mismos hemos 
diseñado. Por tanto las conclusiones en este aspecto no son relevantes. Lo que 
sí es relevante el método escogido para tratar con los XML. Las librerías de 
xercesc han supuesto un logro en el tratamiento de los XML. El hecho de crear 
un árbol virtual que represente la estructura de un archivo XML ha supuesto la 
diferencia. Hemos podido movernos libremente por una estructura compleja de 
forma sencilla.  En cuanto a la interfaz gráfica se puede decir que MFC ha sido 
una buena elección. Permite crear una interfaz amigable de forma rápida y 
sencilla que nos permite interactuar con las clases implementadas de forma 
cómoda. 
 
Finalmente, podemos destacar que un sistema completo de gestión de 
historiales clínicos sin duda debe tener un módulo que cree y edite los EHR 
propiamente dichos. Esta aplicación cumple con ese propósito y es 
perfectamente adaptable a cualquier sistema real.   
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CAPÍTULO 7: TRABAJO FUTUROS 
 
A la hora de definir las líneas de trabajo futuras, hemos de tener en cuenta los 
objetivos alcanzados, así como el hecho de que este TFC es el primero en su 
línea de trabajo, con esto nos referimos a que no proviene de ningún TFC 
previo. Este hecho es muy significativo y ha marcado de sobremanera el 
desarrollo de todo el trabajo. Sin entrar en los detalles, ya que este capítulo 
trata de trabajos futuros y no del TFC en curso, el objetivo de este TFC era 
investigar sobre la mejor forma de almacenar historiales clínicos usando el 
estándar MPEG-21. Podemos decir que la investigación sobre estándares, 
modelos y lenguajes ha ocupado gran parte del TFC dejando quizá en un 
segundo plano la implementación de la aplicación y el desarrollo de alguna de 
sus funciones. Esto no quiere decir que no se haya desarrollado una buena 
aplicación. Pero este es el mejor punto para abrir una línea de trabajo futuro. 
 
Podemos decir que ahora que el sistema de gestión (creación, edición y 
almacenaje) ya ha sido implementado, la estructura del DI ya está definida, y 
que el modelo dual ha sido el elegido. Entonces, la parte a seguir desarrollando 
es la propia aplicación. El primer punto en el que se ha de trabajar, bajo el 
punto de vista del autor del TFC es sin duda, establecer una jerarquía de 
usuarios para así desarrollar el sistema de cifrado de nodos. Uno de los 
principales puntos fuertes del estándar MPEG-21 es sin duda la protección de 
los datos para poder transportar sin peligro el contenido de los DI. Es por tanto 
primordial, que esta parte que a lo largo del TFC se ha tratado todo el tiempo 
como una “simulación”, deje de serlo y se implemente. 
 
Evidentemente líneas de trabajo futuras pueden haber tantas como 
imaginación, ganas y desarrollo se tengan: mejora de aspectos propios de la 
aplicación, ampliación del número de arquetipos, desarrollo de una ampliación 
que transforme los EHR a sistemas propios reales implantados en centros 
reales, etc. Resumiendo, para que queden claras las principales vías de 
continuación son: 
• Implementación del sistema de jerarquía de usuarios y desarrollo del 
sistema de cifrado 
• Integración de la aplicación en un sistema real de gestión de EHRs. 
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ANEXO I: Funciones del código 
 
A continuación se presenta de forma resumida cada una de las funciones 
implementadas en el código. Este anexo se ha de tomar como guía principal 
del código de forma que solo se tenga que acudir al código completo (Anexo B) 
para aquellas funciones que realmente nos interese. 
 
La información que se facilita para cada función es la siguiente: Nombre de la 
función, parámetros de entrada, salida de la función y una descripción de las 




Nombre de la función 
SearchNode 
Parámetros de entrada 




DOMNode* TreeHandler::SearchNode(xercesc::DOMDocument *doc, CString s) 
Busca entre todos los nodos existentes en *doc del tipo Statement o Resource, 
aquel que tenga un value igual a s y lo devuelde en n. 
 
Nombre de la función 
ModifyNode 
Parámetros de entrada 




void TreeHandler::ModifyNode(xercesc_3_1::DOMDocument *doc, CString old, 
CString n) 
Realiza una búsqueda entre los nodos existente en doc, el nodo con valor old y 
lo sustituye por un nodo igual pero con valor new. 
 
Nombre de la función 
CreateHistorial 
Parámetros de entrada 




xercesc::DOMDocument* TreeHandler::CreateHistorial(CString name, CString 
ns) 
Crea un DOMDocument estableciendo su nombre con el parámetro name y su 
namespace con el parámetro ns. El DOMDocument creado es valor devuelto 
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Nombre de la función 
CreateElement 
Parámetros de entrada 







parent, string label,CString type, int key) 
Crea un nuevo nodo en el árbol. Se indica quién es su padre mediante el 
parámetro parent. Del nodo a crear indicamos cual es su tipo, su valor y su clave. 
El nodo creado es el valor devuelto. 
 
Nombre de la función 
ChargeHistorial 





xercesc::DOMDocument* TreeHandler::ChargeHistorial(CString p) 
Crea un DOMParser y con él parseamos el XML que se encuentre en el path 
indicado en p. Si el parseo es correcto, se devuelve un DOMDocument como 
resultado. Si no se devuelve un mensaje de error 
 
Nombre de la función 
ChargeTree 
Parámetros de entrada 




void TreeHandler::ChargeTree(xercesc_3_1::DOMDocument *doc, CTreeCtrl* c) 
Carga el árbol XML contenido en doc en el control CTreeCtrl c del formulario. 
 
Nombre de la función 
RecorrerNodo 
Parámetros de entrada 




void TreeHandler::RecorrerNodo(DOMNode* node, CTreeCtrl* c, HTREEITEM 
parent) 
Recorre todos los nodos del node y para cada hijo encontrado crea una rama en 
el CTreeCtrl del formulario. El parámetro parent sirve para saber en que rama del 
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CTreeCtrl se debe crear la nueva entrada. 
Es una función recursiva. Una vez creados los nodos, se comprueba si cada hijo 
generado tiene mas hijos y de ser así se vuelven a recorrer. Esto se repite hasta 
encontrar nodos sin hijos. 
 
Nombre de la función 
GetName 





CString TreeHandler::GetName(DOMNode* n) 
Devuelve el nombre del nodo indicado. 
 
Nombre de la función 
GetPosibleChilds 





vector<CString> TreeHandler::GetPosibleChilds(CString node_type) 
En función del tipo de nodo indicado en el parámetro de entrada, devuelde un 
vector con los tipos que puede ser su hijo. 
 
Nombre de la función 
SaveTree 
Parámetros de entrada 




void TreeHandler::SaveTree(xercesc::DOMDocument* doc, CString p) 
Parsea el DOMDOcument doc y si el parsero es correcro lo almacena en el path 
p. 
 
Nombre de la función 
DeleteNode 
Parámetros de entrada 




DOMNode* TreeHandler::DeleteNode(xercesc::DOMDocument* doc, CString s) 
Busca el nodo con valor name y lo elimina. El nodo eliminado se devuelve en un 
DOMNode. 
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Nombre de la función 
PaintInfoNode 
Parámetros de entrada 




CString TreeHandler::PaintInfoNode(DOMNode* node, CString type, CTreeCtrl* 
c) 
Cuenta el número de hijos del nodo indicado, recoge de qué tipo es cada uno y 
devuelve el valor en un String. Se indica el nodo a inspeccionar, de que tipo es y 
el CTreectrl donde se encuentra 
 
Nombre de la función 
ShowInfo 
Parámetros de entrada 




CString TreeHandler::ShowInfo(xercesc_3_1::DOMNode *node, CString type, 
CImage* 
img, CStatic* c_img) 
Busca el nodo indicado en node y recoge su valor literal si es un Statement o la 
URL del componente multimedia si es un Resource. En este segundo caso 
además, se indica el control CImage donde podemos cargar la imagen para 
visualizarla. 
 
Nombre de la función 
CreateInfo 
Parámetros de entrada 




DOMElement* TreeHandler::CreateInfo(string name, DOMNode* 
parent,xercesc::DOMDocument* doc) 
Añade un nuevo nodo del tipo indicado por el parámetro name. Además se 
establece el nodo del cual va a colgar mediante el parámetro parent. 
El nodo creado es el valor devuelto. 
 
Nombre de la función 
CreateInfo 
Parámetros de entrada 
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DOMElement* TreeHandler::CreateInfo(string name, DOMNode* 
parent,xercesc::DOMDocument* doc, int key) 
Versión sobrecargada del método CreateInfo. Aquí se añade el parámetro key 
para aquellos nodos que lo necesiten 
 
Nombre de la función 
CreateInfoWithAttr 
Parámetros de entrada 




DOMElement* TreeHandler::CreateInfo(string name, DOMNode* 
parent,xercesc::DOMDocument* doc, int key) 
Con la misma función que createInfo, en este caso el parámetro int permite 
indicar a que valor queremos setear la propiedad mimeType. Esta función es 
usada cuando se añaden los nodos Resource y Statement 
 
Nombre de la función 
AddInfo 
Parámetros de entrada 




DOMText* TreeHandler::AddInfo(string name, DOMNode* parent, 
xercesc::DOMDocument* doc) 
Crea un nodo de tipo Text y lo añade al nodo padre indicado 
 
Nombre de la función 
getInitialKey 





int TreeHandler::getInitialKey(xercesc::DOMDocument* doc) 
Devuelve el valor de la key almacenada en el DOMDocument 
 
Nombre de la función 
getNodeByAttr 
Parámetros de entrada 




DOMNode* TreeHandler::GetNodeByAttr(xercesc_3_1::DOMDocument *doc, 
CString 
56  Sistema de gestió d'historials clínics electrònics estàndards 
 
attr, CString value) 
Se realiza una búsqueda de nodo pero a través de el attribto indicado en attr. 
Devuelve aquel nodo que tenga en el atributo indicado un valor igual a value. 
 
Nombre de la función 
CreateIpmpElement 
Parámetros de entrada 






CString type, DOMNode* parent) 
Substituye el nodo indicado por uno que simula si cifrado. Los parámetros que se 





Nombre de la función 
GeneralPatient 
Parámetros de entrada 




DOMElement* ArqHandler::GeneralPatient(string param[14], DOMNode* p, 
xercesc::DOMDocument* doc, int key) 
Genera el arquetipo con los datos generales del paciente. El valor devuelto es 
un DOMElement que contiene el arquetipo. Los valores del arquetipo se 
añaden desde el vector de Strings que se le pasa como parámetro y la key 
para cada uno de los nodos. 
*Esta función se repite tres veces dos con los nombres ArqPregnancy, 
ArqMicroscopicsFindings. La cabecera sigue el mismo formato: 
DOMDocument, vector con datos y valor de key. El objetivo es el mismo: añadir 
un arquetipo al DOMDOcument. 
 
Nombre de la función 
GetArqData 





vector<CString> ArqHandler::GetArqData(DOMNode* node) 
Devuelve en un vector los valores de cada uno de los nodos que contiene 
información del nodo pasado como parámetro. Su función principal es recoger 
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Nombre de la función 
NodeTypeToInt 





int DataHandler::NodeTpetToInt(CString name) 
Cada String correspondiente a un tipo de nodo (Contanier, Item, Descriptor...) 
se corresponde con un valor entero acordado de antemano. 
Esta función devuelve el int correspondiente al String con el tipo de nodo que 
queremos. 
 
Nombre de la función 
IntToString 





int DataHandler::IntToString(int n) 
Devuelve el String correspondiente a la conversión del int pasado como 
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ANEXO II: CÓDIGO 
A continuación se reocge el código de todos los archivos que compoenen la 
aplicación. Para mayor organización se han dividido en tres categorias en 
función del tipo de clase al que pertenecen. Vienen según el siguiente orden: 
Clases de utilidad, clases de pantalla y clases propias de la aplicación. 
 
II.1 Clases de utilidad 
 
II.1.1 TreeHandler.h 






























 DOMNode* SearchNode(xercesc::DOMDocument *doc, CString s); 
 void ModifyNode(xercesc::DOMDocument *doc, CString old, CString 
n); 
 string ConsultNameNode(xercesc::DOMDocument *doc, int index); 
 xercesc::DOMDocument* CreateHistorial(CString name, CString ns); 
 DOMElement* CreateElement2(xercesc::DOMDocument* doc,DOMNode* 
parent, string label, CString type, int key); 
 DOMElement* CreateInfoWithAttr(string name, DOMNode* 
parent,xercesc::DOMDocument* doc, int mimeType); 
 DOMElement* CreateInfo(string name, DOMNode* 
parent,xercesc::DOMDocument* doc, int key); 
 DOMText* AddInfo(string name, DOMNode* 
parent,xercesc::DOMDocument* doc); 
 DOMNode* DeleteNode(xercesc::DOMDocument* doc, CString s); 
 xercesc::DOMDocument* ChargeHistorial(CString p); 
 void ChargeTree(xercesc::DOMDocument* doc,CTreeCtrl* c); 
 CString GetName(DOMNode* n); 
 void RecorrerNodo(DOMNode* node, CTreeCtrl* c, HTREEITEM 
parent); 
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 vector<CString> GetPosibleChilds(CString n); 
 void SaveTree(xercesc::DOMDocument* doc, CString p); 
 CString PaintInfoNode(DOMNode* node, CString type, CTreeCtrl* 
c); 
 DOMElement* CreatePatient(xercesc::DOMDocument* doc,DOMNode* 
parent, string name, string ap1, string ap2, string numPatient, string 
doctor, string numDoctor); 
 CString ShowInfo (DOMNode* node, CString type, CImage* img, 
CStatic* c_img); 
 vector<CString> ChargePatient(xercesc::DOMDocument* doc); 
 int getInitialKey (xercesc::DOMDocument* doc); 
 DOMNode* GetNodeByAttr(xercesc::DOMDocument* doc, CString attr, 
CString value); 
 DOMNode* CreateIpmpElement(xercesc::DOMDocument* doc, CString 
type, DOMNode* parent); 


































    XStr(const char* const toTranscode) 
    { 
        fUnicodeForm = XMLString::transcode(toTranscode); 
    } 
    ~XStr() 
    { 
        XMLString::release(&fUnicodeForm); 
    } 
 
    const XMLCh* unicodeForm() const 
    { 
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        return fUnicodeForm; 
    } 
 
private : 
    XMLCh*   fUnicodeForm; 
}; 
 
#define X(str) XStr(str).unicodeForm() 
 
DOMNode* TreeHandler::SearchNode(xercesc::DOMDocument *doc, CString 
s){ 
 //Esta funcion busca en el DOMTree el string indicado 
recorriendo todos los Statements  
 //y todos los Resources que encuentra 
 //DOMDocument *doc   documento que contiene el 
DOMTree 
 //Strint s     string con el contenido a 
buscar 
 //return     la posicion del statement 
que contiene el nodo a buscar 
 
 //DOMNode * n = NULL; 
 CString a1 = _T("pregnancy"); 
 CString a2 = _T("microscopics_findings"); 
 
 int b1 = s.Compare(a1); 
 int b2 = s.Compare(a2); 
 DOMNodeList *list = doc->getElementsByTagName(X("Statement")); 
 for(int i=0; i<=list->getLength()-1; i++){ 
  DOMNode *n = list->item(i); 
  DOMNodeList* ch = n->getChildNodes(); 
  DOMNode *text = n->getFirstChild(); 
  CString txt = text->getNodeName(); 
  if(txt.Compare(a1)==-1 && txt.Compare(a2)==-1){ 
   if (s.Compare(text->getNodeValue())==0){ 
   return text; 
   } 
  } 
 } 
 DOMNodeList* res = doc->getElementsByTagName(X("Resource")); 
 for (int i=0; i<res->getLength(); i++){ 
  DOMNode *n = res->item(i); 
  DOMNode *text = n->getFirstChild(); 
  CString name = text->getNodeName(); 
  if(name.Compare(a1)==-1 && name.Compare(a2)==-1){ 
   if (s.Compare(text->getNodeValue())==0){ 
   return text; 
   } 
  } 
 } 
 DOMNode* node = NULL; 
 return node; 
} 
void TreeHandler::ModifyNode(xercesc_3_1::DOMDocument *doc, CString 
old, CString n){ 
 //Esta funcion realiza primero una busqueda del nodo old y 
despues lo cambia por el nodo  
 //que se gerea a partir de n 
 //DOMDocument doc   :DOMDocument que contiene el 
DOMTree 
 //String old    :String a buscar entre los 
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Statements 
 //String n     :String con el que se va a 
generar el text para el Statement del nuevo Nodo 
 
 //Buscamos el nodo a modificar 
 DOMNode *toModifyNode = TreeHandler::SearchNode(doc,old); 
 
 //Obtenemos el nodo padre del nodo a reemplazar 
 DOMNode *parent = toModifyNode->getParentNode(); 
  
 //Borramos su actual hijo (que es el statment buscado) 
 DOMNode* removedNode = parent->removeChild(toModifyNode); 
 
 //Creamos un nuevo txtNode y se lo añadimos 
 std::string txt = CStringA(n); 




xercesc::DOMDocument* TreeHandler::CreateHistorial(CString name, 
CString ns){ 
 //Esta funcion crea un DOMDocument con el nodo razi DIDL. De 
esta forma ya tenenmos un  
 //arbol sobre el cual ir creando los diferentes nodos. 
 //name:  string con el nombre del nodo raiz 
 
 DOMImplementation* impl =  
DOMImplementationRegistry::getDOMImplementation(X("Core")); 
 xercesc::DOMDocument* doc = impl->createDocument(NULL,name,0); 
 











DIDL-NS didl.xsd urn:mpeg:mpeg21:2004:01-IPMPDIDL-NS ipmpdidl.xsd")); 
 
 DOMNode* r = doc->getFirstChild(); 
 DOMElement* baseContainer = doc->createElement(X("Container")); 
 baseContainer->setAttribute(_T("id"),_T("0")); 
 r->appendChild(baseContainer); 




doc,DOMNode* parent, string label,CString type, int key){ 
 //Esta funcion crea un nuevo Nodo en el arbol. Se le ha de 
indicar que tipo de nodo es y  
 //en que parte del arbol se ha de crear. Para ello se le indica 
cual es su nodo padre. 
 //Ademas, dado que en función deltipo de nodo, la creacion 
varia, tambien se ha de indicar 
 //doc:  DOMDocument donde esta alojado el DOMTree 
 //parent: DONElement que sera padre del nodo que vamos a crear 
 //label: string que servira para saber que tipo de nodo es 
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(Container, Item...) 
 //type:  tipo del nodo que vamos a agregar 
 
 DataHandler* dh = new DataHandler(); 
 int t = dh->NodeTpetToInt(type); 
 try{ 
  switch(t){ 
   case 1: //Container 
    { 
    DOMElement* contElem = doc-
>createElement(X("Container")); 
    string k = dh->IntToString(key); 
    contElem-
>setAttribute(_T("id"),XMLString::transcode(k.c_str())); 
    parent->appendChild(contElem); 
    DOMElement* descElem = doc-
>createElement(X("Descriptor")); 
    contElem->appendChild(descElem); 
    DOMElement* stateElem = doc-
>createElement(X("Statement")); 
    stateElem-
>setAttribute(_T("mimeType"),_T("text/plain")); 
    descElem->appendChild(stateElem); 
    DOMText* txtState = doc-
>createTextNode(X(label.c_str())); 
    stateElem->appendChild(txtState); 
    return contElem; 
    } 
   case 2: //Item 
    { 
    DOMElement* itemElem = doc-
>createElement(X("Item")); 
    string k = dh->IntToString(key); 
    itemElem-
>setAttribute(_T("id"),XMLString::transcode(k.c_str())); 
    parent->appendChild(itemElem); 
    DOMElement* descElem = doc-
>createElement(X("Descriptor")); 
    itemElem->appendChild(descElem); 
    DOMElement* stateElem = doc-
>createElement(X("Statement")); 
    stateElem-
>setAttribute(_T("mimeType"),_T("text/plain")); 
    descElem->appendChild(stateElem); 
    DOMText* txtState = doc-
>createTextNode(X(label.c_str())); 
    stateElem->appendChild(txtState); 
    return itemElem; 
    } 
   case 3: //Component 
    { 
    DOMElement* itemElem = doc-
>createElement(X("Component")); 
    string k = dh->IntToString(key); 
    itemElem-
>setAttribute(_T("id"),XMLString::transcode(k.c_str())); 
    parent->appendChild(itemElem); 
    DOMElement* descElem = doc-
>createElement(X("Descriptor")); 
    itemElem->appendChild(descElem); 
    DOMElement* stateElem = doc-
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>createElement(X("Statement")); 
    stateElem-
>setAttribute(_T("mimeType"),_T("text/plain")); 
    descElem->appendChild(stateElem); 
    DOMText* txtState = doc-
>createTextNode(X(label.c_str())); 
    stateElem->appendChild(txtState); 
    return itemElem; 
    } 
   case 5: //Statement 
    { 
    DOMElement* descElem = doc-
>createElement(X("Descriptor")); 
    string k = dh->IntToString(key); 
    descElem-
>setAttribute(_T("id"),XMLString::transcode(k.c_str())); 
    parent->appendChild(descElem); 
    DOMElement* resElem = doc-
>createElement(X("Statement")); 
    resElem-
>setAttribute(_T("mimeType"),_T("text/plain")); 
    descElem->appendChild(resElem); 
    DOMText* txtState = doc-
>createTextNode(X(label.c_str())); 
    resElem->appendChild(txtState); 
    return resElem; 
    } 
   case 6: 
    { 
    CString strFilter = _T("JPG Files 
(*.jpg)|*.jpg|All Files (*.*)|*.*||"); 
    CString fil = _T(".jpg"); 
    CFileDialog file_dlg(TRUE, fil, NULL, 0, 
strFilter); 
    file_dlg.m_ofn.lpstrInitialDir = 
_T("C:\\ISJ\\TFC\\ServerImages"); 
    //Si seleccionamos una imagen, creamos un 
elemento 
    if( file_dlg.DoModal() == IDOK ) 
    { 
     CString p; 
     p = file_dlg.GetFileName(); 
 
     DOMElement* resElem = doc-
>createElement(X("Resource")); 
     resElem-
>setAttribute(_T("mimeType"),_T("image/jpeg")); 
     parent->appendChild(resElem); 
     DOMText* txtState = doc-
>createTextNode(p); 
     resElem->appendChild(txtState); 
  
     return resElem; 
    } 
    //DOMElement* nodeNull = doc-
>createElement(X("Null")); 
    return NULL; 
    } 
   case 7: 
    { 
    DOMElement* stateElem = doc-
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>createElement(X("Statement")); 
    stateElem-
>setAttribute(_T("mimeType"),_T("text/plain")); 
    string k = dh->IntToString(key); 
    stateElem-
>setAttribute(_T("id"),XMLString::transcode(k.c_str())); 
    parent->appendChild(stateElem); 
    return stateElem; 
    } 
   default: 
    break; 
  } 
   
 } 
 catch (const DOMException& e){ 
    } 
} 
 
xercesc::DOMDocument* TreeHandler::ChargeHistorial(CString p){ 
 //Esta funcion crea un DOMParser. Con el DOMParser creado, 
parseamos el archivo indicado 
 //y devolvemos el DOMDocument generado que incluye el arbol XML. 
 //p: path con la direccion del archivo XML 
 
 //Inciamos las variables del parser 
 static XercesDOMParser::ValSchemes gValScheme = 
XercesDOMParser::Val_Auto; 
 static bool gDoNamespaces = true; 
 static bool gDoSchema = true; 
 static bool gSchemaFullChecking = true; 
 static bool gDoCreate = false; 
 bool err = false; 
 CString path; 
 path = p; 
 
 //Creamos un objeto Parser  








 //Creamos el handler de errores 
 DOMTreeErrorReporter *errReporter = new DOMTreeErrorReporter(); 
 parser->setErrorHandler(errReporter); 
 
 //Parseamos el XML. Dado que se pueden generar excepciones, 
debemos capturarlas 
 try { 
  parser->parse(path); 
  err= errReporter->getSawErrors(); 
    }catch (const XMLException& toCatch) { 
  char* message = 
XMLString::transcode(toCatch.getMessage()); 
        printf("Error XMLException: %s\n",message); 
    }catch (const DOMException& toCatch) { 
        char* message = XMLString::transcode(toCatch.msg); 
        printf("Error DOMException: %s\n",message); 
    }catch (...) { 
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        printf("Uncategorized error\n"); 
    } 
 
 //Obtenemos el document 
 if(err==false){ 
  xercesc::DOMDocument *doc = parser->getDocument(); 
  return doc; 
 }else{ 




void TreeHandler::ChargeTree(xercesc_3_1::DOMDocument *doc, CTreeCtrl* 
c){ 
 //Esta función carga el arbol XML en el CTreeCtrl del 
formulario. Para ello hace uso de 
 //dos funciones definidas en el TreeHandler: RecorrerNodo y 
GetName. 
 //El mecanismo es sencillo, se recorre cada nodo del XML y se 
gerena el nodo homólogo  
 //en el CTReeCtrl. Si dicho nodo tiene hijos, se crea un 
subnievl en la gerarquia y 
 //se recorren dichos hijos 
 //DOMDocument: doc que contiene el arbol XML 
 //CTreeCtrl: Tree del formulario donde se va a acargar el 
arbol 
 
 //Primero creamos el nodo raiz del Historial 
 CString n = _T("Historial"); 
 HTREEITEM root = c->InsertItem(n,TVI_ROOT); 
 HTREEITEM parent; 
 //Ahora creamos el primer nivel de la gerarquia, los containers 
 DataHandler* dataHandler = new DataHandler(); 
 DOMNode* nodeRoot = TreeHandler::GetBaseContainer(doc); 
 CString n0 = doc->getNodeName(); 
 CString n00 = doc->getNodeValue(); 
 DOMNodeList* rl = doc->getChildNodes(); 
 int rll = rl->getLength(); 
 DOMNodeList* childs = nodeRoot->getChildNodes(); 
 int num_childs = childs->getLength(); 
 for (int i=5; i<num_childs;i++){ 
  DOMNode* child = childs->item(i); 
  CString type = child->getNodeName(); 
  int t = dataHandler->NodeTpetToInt(type); 
  switch(t){ 
   case 1: 
    { 
     CString name = 
TreeHandler::GetName(child); 
     HTREEITEM h = c-
>InsertItem(name,0,0,root,TVI_LAST); 
     parent = h; 
     break; 
    } 
   case 2: 
    { 
     CString name = 
TreeHandler::GetName(child); 
     HTREEITEM h = c-
>InsertItem(name,1,1,root,TVI_LAST); 
     parent = h; 
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     break; 
    } 
   case 9: 
    { 
     CString name = _T("Encoded node"); 
     HTREEITEM h = c-
>InsertItem(name,3,3,root,TVI_LAST); 
     break; 
    } 
  } 
 
  if(t==1||t==2){ 
   //Recogemos sus hijos 
   DOMNodeList* items = child->getChildNodes(); 
   int num = items->getLength(); 
 
   //Recorremos cada hijo 
   for (int j=3; j<=num-1;j=j+2){ 
    DOMNode* item = items->item(j); 
    CString n2 = item->getNodeName(); 
    TreeHandler::RecorrerNodo(item,c,parent); 
   } 




void TreeHandler::RecorrerNodo(DOMNode* node, CTreeCtrl* c, HTREEITEM 
parent){ 
 //Esta funcion recorre todos los hijos de el nodo indicado. Crea 
un nodo en el CTreeCtrl 
 //y si tiene hijos, los recorre. Es una función recursiva. 
 //DOMNOde:  nodo que vamos a recorrer 
 //HTREEITEM: nodo padre del nodo a recorrer. De esta forma 
siempre sabemos en que  
 //    nivel de la gerarquia va el nodo en 
cuestion 
 
 CString name = node->getNodeName(); 
 DataHandler* dh = new DataHandler(); 
 int s = dh->NodeTpetToInt(name); 
 switch(s){ 
  case 1: 
   { 
    //Se añade nodo y se recorren sus hijos 
    CString name = TreeHandler::GetName(node); 
    HTREEITEM lvl = c-
>InsertItem(name,0,0,parent,TVI_LAST); 
    DOMNodeList* childs = node->getChildNodes(); 
    int num = childs->getLength(); 
    for (int i=3; i<=childs->getLength()-1; 
i=i+2){ 
     DOMNode* child = childs->item(i); 
     TreeHandler::RecorrerNodo(child,c,lvl); 
    } 
    break; 
   } 
  case 2: 
   { 
    //Se añade nodo y se recorren sus hijos 
    CString name = TreeHandler::GetName(node); 
    HTREEITEM lvl = c-
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>InsertItem(name,1,1,parent,TVI_LAST); 
    DOMNodeList* childs = node->getChildNodes(); 
    int num = childs->getLength(); 
    for (int i=3; i<=childs->getLength()-1; 
i=i+2){ 
     DOMNode* child = childs->item(i); 
     TreeHandler::RecorrerNodo(child,c,lvl); 
    } 
    break; 
   } 
  case 3: 
   { 
    //Se añade nodo y se recorren sus hijos 
    CString name = TreeHandler::GetName(node); 
    HTREEITEM lvl = c-
>InsertItem(name,2,2,parent,TVI_LAST); 
    DOMNodeList* childs = node->getChildNodes(); 
    int num = childs->getLength(); 
    for (int i=3; i<=childs->getLength()-1; 
i=i+2){ 
     DOMNode* child = childs->item(i); 
     TreeHandler::RecorrerNodo(child,c,lvl); 
    } 
    break; 
   } 
  case 4: //Descriptor 
   { 
    //No se añade nodo, se recorren sus hijos 
    DOMNodeList * lines = node->getChildNodes(); 
    for (int j=1; j<=lines->getLength()-1;j=j+2){ 
     DOMNode* txt = lines->item(j); 
     TreeHandler::RecorrerNodo(txt,c,parent); 
    } 
    break; 
   } 
  case 5: //Statement 
   { 
    DOMNodeList* txts = node->getChildNodes(); 
    int length = txts->getLength(); 
    if (length>1){ 
     DOMNode* txt = txts->item(1); 
     DOMElement* ele = (DOMElement *)txt; 
  
     CString c1 = ele->getNodeValue(); 
     CString tag = ele->getNodeName(); 
     CString t1 = _T("Informative node #"); 
     CString k = ele->getAttribute(_T("id")); 
     CString t = t1 + k; 
     HTREEITEM h = c-
>InsertItem(t,4,4,parent,TVI_LAST); 
    }else{ 
     DOMNode* txt = txts->item(0); 
     DOMNode* p1 = txt->getParentNode(); 
     DOMNode* p2 = p1->getParentNode(); 
     CString cs = p2->getNodeName(); 
     DOMElement* ele = (DOMElement*)p2; 
     CString tag = _T("Informative node #"); 
     CString k = ele->getAttribute(_T("id")); 
     CString t = tag + k; 
     HTREEITEM lvl = c-
>InsertItem(t,6,6,parent,TVI_LAST); 
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    } 
    break; 
   } 
  case 6: //Resource 
   { 
    DOMNodeList* txts = node->getChildNodes(); 
    int l = txts->getLength(); 
    if(l==1){ 
     DOMNode* txt = txts->item(0); 
     DOMElement* ele = (DOMElement *)txt; 
     CString c1 = ele->getNodeValue(); 
     HTREEITEM lvl = c-
>InsertItem(c1,5,5,parent,TVI_LAST); 
    }else{ 
     DOMNode* txt2 = txts->item(1); 
     DOMElement* ele2 = (DOMElement *)txt2; 
     CString ce = txt2->getNodeName(); 
     CString tag = _T("Informative node #"); 
     CString k = ele2-
>getAttribute(_T("id")); 
     CString t = tag + k; 
     HTREEITEM lvl = c-
>InsertItem(t,5,5,parent,TVI_LAST); 
    } 
    break; 
   } 
  case 7: 
   { 
    break; 
   } 
  default: 
   { 
    HTREEITEM h = c->InsertItem(_T("Encoded 
node"),3,3,parent,TVI_LAST); 
    break; 




CString TreeHandler::GetName(DOMNode* n){ 
 //Se recoge el nombre de cada elemento del modelo DIDL. El 
nombre de cada elemento 
 //puede cambiar de posicion en cada tipo de elemento. Por eso se 
debe saber que tipo 
 // de elemento es 
 //DOMNode:  nodo del que queremos saber el nombre 
 
 CString label = _T("Item"); 
 CString label2 = _T("Container"); 
 CString label3 = _T("Component"); 
 CString label4 = _T("Statement"); 
 CString label5 = _T("Resource"); 
 CString d = _T("Descriptor"); 
 
 CString nombre = n->getNodeName(); 
 CString valor = n->getNodeValue(); 
 
 //Si es Item, Container o Component 
 if (label.Compare(n->getNodeName())==0 || label2.Compare(n-
>getNodeName()) ==0 || label3.Compare(n->getNodeName())==0) { 
  DOMNodeList* desc = n->getChildNodes(); 
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  DOMNode* descriptorA = desc->item(0); 
  CString nA =descriptorA->getNodeName(); 
  if (d.Compare(nA)!= 0){ 
   DOMNode* descriptorB = desc->item(1); 
   DOMNodeList* statements = descriptorB-
>getChildNodes(); 
   DOMNode* statement = statements->item(1); 
   DOMNodeList* txts = statement->getChildNodes(); 
   DOMNode* txt = txts->item(0); 
   CString tag = txt->getNodeValue(); 
   return tag; 
  }else{ 
   DOMNode* descriptorB = desc->item(0); 
   DOMNode* st = descriptorB->getFirstChild(); 
   DOMNode* txt = st->getFirstChild(); 
   CString tag = txt->getNodeValue(); 
   return tag; 
  } 
 
  //Si es statement o resource 
 }else if (label4.Compare(n->getNodeName())==0 || 
label5.Compare(n->getNodeName())==0){ 
  DOMNodeList* txts = n->getChildNodes(); 
  DOMNode* txt = txts->item(0); 
  CString tag = txt->getNodeValue(); 
  return tag; 
 } 
} 
vector<CString> TreeHandler::GetPosibleChilds(CString node_type){ 
 //Esta función devuelve un vector con los posible hijos que 
puede tener el nodo indicado 
 // node_type: CString con el tipo de nodo padre 
 
 vector <CString> childs; 
 DataHandler* dh = new DataHandler(); 
 int t = dh->NodeTpetToInt(node_type); 
 
 switch(t){ 
  case 1: 
   childs.push_back(_T("Container")); 
   childs.push_back(_T("Item")); 
   childs.push_back(_T("Statement")); 
   return childs;  
  case 2: 
   childs.push_back(_T("Item")); 
   childs.push_back(_T("Component")); 
   childs.push_back(_T("Statement")); 
   return childs; 
  case 3: 
   childs.push_back(_T("Statement")); 
   childs.push_back(_T("Resource")); 
   childs.push_back(_T("Arquetype")); 
   return childs; 
  case 4: 
   childs.push_back(_T("Component")); 
   childs.push_back(_T("Statement")); 
   childs.push_back(_T("Arquetype")); 
   return childs; 
  case 5: 
   childs.push_back(_T("No_child")); 
   return childs; 
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  case 6: 
   childs.push_back(_T("No_child")); 
   return childs; 
  case 8:  
   childs.push_back(_T("Container")); 
   childs.push_back(_T("Item")); 
   return childs; 
  default: 




void TreeHandler::SaveTree(xercesc::DOMDocument* doc, CString p){ 
 //Parsea el documento con el XML y lo guarda en un archivo 
 //doc: DOMDocument que contiene el arbol 
 //p: path con la dirección del archivo donde se guardará el XML 
 
 ofstream MyXml; 
 XMLCh* xml ; 
 
 //variables que definene la configuracion del DOMLSSerializer y 
del DOMLSOutput 
 static XMLCh*                   gOutputEncoding        = 0; 
 static bool                     gSplitCdataSections    = true; 
 static bool                     gDiscardDefaultContent = true; 
 static bool                     gFormatPrettyPrint     = true; 
 static bool                     gWriteBOM              = false;
  
 
 //Creamos el serializador 
 XMLCh tempStr[3] = {chLatin_L, chLatin_S, chNull}; 
 DOMImplementation *impl          = 
DOMImplementationRegistry::getDOMImplementation(tempStr); 
 DOMLSSerializer   *theSerializer = ((DOMImplementationLS*)impl)-
>createLSSerializer(); 
 




 //Establecemos los parametros del configurador 
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    if (serializerConfig->canSetParameter(XMLUni::fgDOMWRTBOM, 
gWriteBOM)) 
  serializerConfig->setParameter(XMLUni::fgDOMWRTBOM, 
gWriteBOM); 
 
 xml = theSerializer->writeToString(doc); 
 
 //Escribimoes en fichero 
 MyXml.open(p); 




DOMNode* TreeHandler::DeleteNode(xercesc::DOMDocument* doc, CString 
s){ 
 //Elimina el nodo indicado del DOMDocument y del CTree 
 //doc: DOMDocument con el XML 
 //s: Nombre del nodo a buscar 
 
 //Primero obtenemos el main_parent del nodo a eliminar 
 DOMNode* node = TreeHandler::SearchNode(doc,s); 
 DOMNode* p = node->getParentNode(); 
 DOMNode* p2 = p->getParentNode(); 
 DOMNode* p3 = p2->getParentNode(); 
 
 //Averiguamos si el nodo a eliminar es nombre de algun 
componente del DI o es un 
 //statement de informacion 
 CString name = TreeHandler::GetName(p3); 
 if (name.Compare(s)==0) { 
  //Es nombre de elemento del DI. Lo eliminamos segun este 
citerio 
  DOMNode* main_parent = p3->getParentNode(); 
  DOMNode* removed = main_parent->removeChild(p3); 
  return removed; 
 }else{ 
  //Es un statement de informacion. Lo eliminamos segun este 
criterio 
  DOMNode* statement = p->getParentNode(); 
  DOMNode* removed = statement->removeChild(p); 




CString TreeHandler::PaintInfoNode(DOMNode* node, CString type, 
CTreeCtrl* c) 
{ 
 //Cuanta el número de hijos de cada nodo y resume esta 
información en un String para 
 //mostrarlo por pantalla 
 //node:  nodo sobre el cual buscaremos la información 
 //type:  tipo del nodo sobre el cual busacmos la 
informacion 
 //c:  CTree donde esta representado el XML 
 
 CString cont = _T("Container"); 
 CString it = _T("Item"); 
 CString comp = _T("Component"); 
 CString desc = _T("Descriptor"); 
 CString stat = _T("Statement"); 
 CString res = _T("Resource"); 
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 CString didl = _T("DIDL"); 




  DOMNodeList* ch = node->getChildNodes(); 
  int num = ch->getLength(); 
  for(int i=2; i<=ch->getLength();i++){ 
   DOMNode* child = ch->item(i-1); 
   CString name = child->getNodeName(); 
   if (name.Compare(it)==0) { 
    num_it++; 
   }else if(name.Compare(cont)==0){ 
    num_cont++; 
   }else if(name.Find(_T("ipmp"))>-1){ 
    num_enc++; 
   } 
  } 
  CString t2 = _T("CONTAINER\n\n"); 
  t2.Format(t2 + _T("Numero de Carpetas: %i\n"),num_cont); 
  t2.Format(t2 + _T("Numero de Items: %i\n"),num_it); 
  t2.Format(t2 + _T("Numero de Nodos codificados: 
%i\n"),num_enc); 
  return t2; 
 }else if (it.Compare(type)==0){ 
  DOMNodeList* ch = node->getChildNodes(); 
  int num = ch->getLength(); 
  for(int i=2; i<=ch->getLength();i++){ 
   DOMNode* child = ch->item(i-1); 
   int num = ch->getLength(); 
   CString name = child->getNodeName(); 
   if (name.Compare(it)==0) { 
    num_it++; 
   }else if(name.Compare(comp)==0){ 
    num_comp++; 
   }else if(name.Find(_T("ipmp"))>-1){ 
    num_enc++; 
   } 
  }   
  CString t2 = _T("ITEM\n\n"); 
  t2.Format(t2 + _T("Numero de Items: %i\n"),num_it); 
  t2.Format(t2 + _T("Numero de Componentes: 
%i\n"),num_comp); 
  t2.Format(t2 + _T("Numero de Nodos codificados: 
%i\n"),num_enc); 
  return t2; 
 }else if (comp.Compare(type)==0){ 
  DOMNodeList* ch = node->getChildNodes(); 
  int num = ch->getLength(); 
  for(int i=3; i<=ch->getLength();i++){ 
   DOMNode* child = ch->item(i-1); 
   int num = ch->getLength(); 
   DOMNodeList* info = child->getChildNodes(); 
   int num2 = info->getLength(); 
   for(int j=1; j<=info->getLength(); j++){ 
    DOMNode* child = info->item(j-1); 
    if (child!=NULL){ 
     CString name = child->getNodeName(); 
     if (name.Compare(stat)==0) { 
      num_stat++; 
     }else if(name.Compare(res)==0){ 
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      num_res++; 
     }else if(name.Find(_T("ipmp"))>-1){ 
      num_enc++; 
     } 
    } 
   } 
  } 
  CString t2 = _T("COMPONENT\n\n"); 
  t2.Format(t2 + _T("Numero de Resources: %i\n"),num_res); 
  t2.Format(t2 + _T("Numero de Statements: %i\n"),num_stat); 
  t2.Format(t2 + _T("Numero de Nodos codificados: 
%i\n"),num_enc); 
  return t2; 
 }else if (didl.Compare(type)==0){ 
  DOMNodeList* ch = node->getChildNodes(); 
  int num = ch->getLength(); 
  for(int i=3; i<ch->getLength();i++){ 
   DOMNode* child = ch->item(i); 
   CString name = child->getNodeName(); 
   if (name.Compare(cont)==0) { 
    num_cont++; 
   }else if(name.Compare(it)==0){ 
    num_it++; 
   }else if(name.Find(_T("ipmp"))>-1){ 
    num_enc++; 
   } 
  } 
  if(num==2){ 
   num_cont=1; 
  }else if(num==3){ 
   num_cont=2; 
  } 
  CString t2 = _T("HEALTH RECORD\n\n"); 
  t2.Format(t2 + _T("Numero de Carpetas: %i\n"),num_cont-1); 
  t2.Format(t2 + _T("Numero de Items: %i\n"),num_it); 
  t2.Format(t2 + _T("Numero de Nodos codificados: 
%i\n"),num_enc); 
  return t2; 
 }else if (stat.Compare(type)==0){ 
  CString t2; 
  t2.Format(_T("Nodo informativo")); 




CString TreeHandler::ShowInfo(xercesc_3_1::DOMNode *node, CString 
type, CImage* img, CStatic* c_img){ 
 CString stat = _T("Statement"); 
 CString res = _T("Resource"); 
 CString path = _T("C:\\ISJ\\TFC\\ServerImages\\"); 
 
 if(stat.Compare(type)==0){ 
  CString n = node->getNodeName(); 
  DOMNode* txt = node->getFirstChild(); 
  DOMNode* ch = txt->getFirstChild(); 
  CString info = ch->getNodeValue(); 
  return info; 
 }else{ 
  CString name = node->getNodeName(); 
  DOMNodeList* desc = node->getChildNodes(); 
  int n = desc->getLength(); 
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  if(n==1){ 
   DOMNode* txt = desc->item(0); 
   CString name2 = txt->getNodeName(); 
   CString URL = txt->getNodeValue(); 
   return URL; 
  }else{ 
   DOMNode* txt = desc->item(1); 
   CString name2 = txt->getNodeName(); 
   DOMNodeList* stat = txt->getChildNodes(); 
   DOMNode* txt2 = stat->item(0); 
   CString name3 = txt2->getNodeValue(); 
   CString URL = name3; 
   return URL; 





DOMElement* TreeHandler::CreateInfoWithAttr(string name, DOMNode* 
parent,xercesc::DOMDocument* doc, int mimeType){ 
 //Esta función añade un nodo del tipo indicado por el parametro 
name. Ademas podemos 
 //indicar de que nodo va a colgar el nodo que estamos creando 
 //name:  CString con el nombre del nodo 
 //parent: nodo del cual colgará nuestro nodo creado 
 //doc:  DOMDocument que contiene el nodo que estamos 
creando 
 
 DOMElement* itemElem = doc->createElement(X(name.c_str())); 
 CString c1 = parent->getNodeName(); 
 switch(mimeType){ 
  case 0: 
   { 
    break; 
   } 
  case 1: 
   { 
    itemElem-
>setAttribute(_T("mimeType"),_T("text/plain")); 
    break; 
   } 
  case 2: 
   { 
    itemElem-
>setAttribute(_T("mimeType"),_T("text/xml")); 
    break; 
   } 
  case 3: 
   { 
    itemElem-
>setAttribute(_T("mimeType"),_T("image/jpeg")); 
    break; 
   } 
 } 
 parent->appendChild(itemElem); 
 return itemElem; 
} 
 
DOMElement* TreeHandler::CreateInfo(string name, DOMNode* 
parent,xercesc::DOMDocument* doc, int key){ 
 //Version sobrecargado de Create info. Su función es la misma 
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pero aqui podemos 
 //añadir el parámetor nodeKey 
 
 DataHandler* dh = new DataHandler(); 
 DOMElement* itemElem = doc->createElement(X(name.c_str())); 
 string k = dh->IntToString(key); 
 itemElem-
>setAttribute(_T("id"),XMLString::transcode(k.c_str())); 
 CString c1 = parent->getNodeName(); 
 parent->appendChild(itemElem); 
 return itemElem; 
} 
 
DOMText* TreeHandler::AddInfo(string name, DOMNode* parent, 
xercesc::DOMDocument* doc){ 
 //Crea un Nodo de texto y lo añade al nodo indicado 
 //name:  valor del nodo texto 
 //parent: nodo al cual se va añadir el texto 
 //doc:  DOMDocument que contiene los nodos 
 
 DOMText* txtState = doc->createTextNode(X(name.c_str())); 
 parent->appendChild(txtState); 
 return txtState; 
} 
 
int TreeHandler::getInitialKey(xercesc::DOMDocument* doc){ 
 //Esta función recoge el valor del nodeKey que este almacenado 
en el archivo 
 //De esta forma ya tenemos la key para continuar añadiendo 
nuevos nodos 
 //doc: DOMDOcument que contiene el archivo XML 
 
 DOMNodeList* list = doc->getElementsByTagName(X("nodeKey")); 
 int length = list->getLength(); 
 DOMNode* e = list->item(0); 
 DOMNode* e2 = e->getFirstChild(); 
 CString n1 = e2->getNodeName(); 
 CString n2 = e2->getNodeValue(); 
 string n = XMLString::transcode(e2->getNodeValue()); 
 int k = atoi(n.c_str()); 
 return k; 
} 
 
DOMNode* TreeHandler::GetNodeByAttr(xercesc_3_1::DOMDocument *doc, 
CString attr, CString value){ 
 //Devuelve un nodo en función del parametro que queramos. Su uso 
principal es buscar 
 //nodos en función del parametro nodeKey 
 //doc:  DOMDodument que contiene el archivo XML 
 //attr:  nombre del atributo sobre el cual vamos a 
buscar 
 //value: valor del atributo que tiene que tener el nodo a 
buscar 
 
 //Para realizar la búsqueda vamos recorriendo de forma 
sistemática todos los tipos de  
 //nodos pasando de un tipo a otro hasta dar con el nodo deseado 
o acabar los nodos 
 
 //Buscamos entre los descriptors 
 DOMNodeList* l1 = doc->getElementsByTagName(_T("Descriptor")); 
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 int ll = l1->getLength(); 
 for(int i=0; i<ll; i++){ 
  DOMNode* n1 = l1->item(i); 
  if (n1->hasAttributes()==1){ 
   DOMNode* h = n1->getFirstChild(); 
   CString h2 = h->getNodeName(); 
   CString h3 = h->getNodeValue(); 
   
   DOMElement* e1 = (DOMElement*)n1; 
   CString c = e1->getNodeName(); 
   CString c2 = e1->getNodeValue(); 
   CString a1 = e1->getAttribute(_T("id")); 
   if(a1.Compare(value)==0){ 
    return n1; 
   } 
  } 
 } 
 
 //Buscamos entre los pregnancies 
 DOMNodeList* l2 = doc->getElementsByTagName(_T("pregnancy")); 
 int t = l2->getLength(); 
 for(int i=0; i<t;i++){ 
  DOMNode* n2 = l2->item(i); 
  CString h22 = n2->getNodeName(); 
  CString h33 = n2->getNodeValue(); 
  if (n2->hasAttributes()==1){ 
   DOMElement* e2 = (DOMElement*)n2; 
   CString a2 = e2->getAttribute(attr); 
   if(a2.Compare(value)==0){ 
    return n2; 
   } 
  } 
 } 
 
 //Buscamos entre los microscopycs_findings 
 DOMNodeList* l4 = doc-
>getElementsByTagName(_T("microscopics_findings")); 
 int t4 = l4->getLength(); 
 for(int i=0; i<t4;i++){ 
  DOMNode* n2 = l4->item(i); 
  CString h22 = n2->getNodeName(); 
  CString h33 = n2->getNodeValue(); 
  if (n2->hasAttributes()==1){ 
   DOMElement* e2 = (DOMElement*)n2; 
   CString a2 = e2->getAttribute(attr); 
   if(a2.Compare(value)==0){ 
    return n2; 
   } 
  } 
 } 
 
 //Buscamos en el presonal data 
 DOMNodeList* l3 = doc-
>getElementsByTagName(_T("personal_data")); 
 int t3 = l3->getLength(); 
 for(int i=0; i<t3;i++){ 
  DOMNode* n3 = l3->item(i); 
  CString h22 = n3->getNodeName(); 
  CString h33 = n3->getNodeValue(); 
  if (n3->hasAttributes()==1){ 
   DOMElement* e2 = (DOMElement*)n3; 
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   CString a2 = e2->getAttribute(attr); 
   if(a2.Compare(value)==0){ 
    return n3; 
   } 




DOMNode* TreeHandler::CreateIpmpElement(xercesc_3_1::DOMDocument *doc, 
CString type, DOMNode* parent){ 
 //Función que simula el cifrado de un nodo. Lo que hace es 
substituir el nodo seleccionado 
 //por un "equivalente" cifrado de dicho nodo 
 //doc:  DOMDocument que contiene el archivo XML 
 //type:  tipo de nodo que queremos cifrar 
 //parent: nodo padre del nodo que queremos cifrar 
 
 DataHandler* dh = new DataHandler(); 
 int t = dh->NodeTpetToInt(type); 
 DOMElement* ipmp = NULL; 
 switch(t){ 
  case 1: //Container 
   { 
    ipmp = doc->createElement(_T("p:Container")); 
    parent->appendChild(ipmp); 
    break; 
   } 
  case 2: //Item 
   { 
    ipmp = doc->createElement(_T("p:Item")); 
    parent->appendChild(ipmp); 
    break; 
   } 
  case 3: //Component 
   { 
    ipmp = doc->createElement(_T("p:Component")); 
    parent->appendChild(ipmp); 
    break; 
   } 
  case 4: //Statement 
   { 
    ipmp = doc->createElement(_T("p:Descriptor")); 
    parent->appendChild(ipmp); 
    break; 
   } 
  case 5: 
   { 
    ipmp = doc->createElement(_T("p:Statement")); 
    parent->appendChild(ipmp); 
    break; 
   } 
  case 6: 
   { 
    ipmp = doc->createElement(_T("p:Resource")); 
    parent->appendChild(ipmp); 
    break; 
   } 
 } 
 DOMElement* identifier = doc->createElement(_T("p:Identifier")); 
 DOMElement* info = doc->createElement(_T("p:Info")); 
 DOMElement* contentInfo = doc-
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>createElement(_T("p:ContenetInfo")); 






 DOMText* txt = doc->createTextNode(_T("A435F632BD563E67")); 
 contents->appendChild(txt); 
 
 return ipmp; 
} 
 
DOMNode* TreeHandler::GetBaseContainer(xercesc_3_1::DOMDocument *doc){ 
 CString c = _T("Container"); 
 DOMNode* root = doc->getFirstChild(); 
 DOMNodeList* list = root->getChildNodes(); 
 DOMNode* result = list->item(0); 
 CString c1 = result->getNodeName(); 
 if(c.Compare(c1)!=0){ 
  DOMNode* result2 = list->item(1); 
  CString c1 = result->getNodeName(); 
  return result2; 
 } 









 int NodeTpetToInt(CString name); 





















int DataHandler::NodeTpetToInt(CString name){ 
 CString didl = _T("DIDL"); 
 CString cont = _T("Container"); 
 CString it = _T("Item"); 
 CString comp = _T("Component"); 
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 CString desc = _T("Descriptor"); 
 CString stat = _T("Statement"); 
 CString res = _T("Resource"); 
 CString arq =_T("Arquetype"); 
 if (cont.Compare(name)==0){ 
  return 1; 
 }else if (it.Compare(name)==0){ 
  return 2; 
 }else if(comp.Compare(name)==0){ 
  return 3; 
 }else if(desc.Compare(name)==0){ 
  return 4; 
 }else if(stat.Compare(name)==0){ 
  return 5; 
 }else if(res.Compare(name)==0){ 
  return 6; 
 }else if (arq.Compare(name)==0){ 
  return 7; 
 }else if (didl.Compare(name)==0){ 
  return 8; 
 }else if (name.Find(_T("ipmp"))==0){ 
  return 9; 
 }else{ 




string DataHandler::IntToString(int n){ 
 std::string k; 
 std::stringstream ks; 
 ks << n; 
 k = ks.str(); 




































 DOMElement* GeneralPatient(string param[14], DOMNode* p, 
xercesc::DOMDocument* doc, int key); 
 DOMElement* ArqPregnancy(string param[21], DOMNode* p, 
xercesc::DOMDocument* doc, int key); 
 DOMElement* ArqMicroscopicsFindings(string param[29], DOMNode* 
p, xercesc::DOMDocument* doc, int key); 










DOMElement* ArqHandler::GeneralPatient(string param[14], DOMNode* p, 
xercesc::DOMDocument* doc, int key){ 
 TreeHandler* th = new TreeHandler(); 
 DOMElement* nv0 = th-
>CreateInfo(XMLString::transcode(_T("personal_data")),p,doc,key); 
 DOMElement* nv1 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("personal_name")),nv0,doc,
0); 
 DOMElement* nv11 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("name_type")),nv1,doc,0); 
 DOMText* nv111 = th->AddInfo(param[0],nv11,doc); 
 DOMElement* nv12 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("structured_name")),nv1,do
c,0); 
 DOMElement* nv121 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("given_name")),nv12,doc,0)
; 
 DOMText* nv1211 = th->AddInfo(param[1],nv121,doc); 
 DOMElement* nv122 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("middle_name")),nv12,doc,0
); 
 DOMText* nv1221 = th->AddInfo(param[2],nv122,doc); 
 DOMElement* nv123 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("family_name")),nv12,doc,0
); 
 DOMText* nv1231 = th->AddInfo(param[3],nv123,doc); 
 DOMElement* nv13 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("unstructured_name")),nv1,
doc,0); 
 DOMText* nv131 = th->AddInfo(param[4],nv13,doc); 
 DOMElement* nv14 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("name_valid_name")),nv1,do
c,0); 
 DOMElement* nv141 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("name_valid_period")),nv14
,doc,0); 
 DOMText* nv1411 = th->AddInfo(param[5],nv141,doc); 
 DOMElement* nv142 = th-
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>CreateInfoWithAttr(XMLString::transcode(_T("name_valid_until")),nv14,
doc,0); 
 DOMText* nv1421 = th->AddInfo(param[6],nv142,doc); 
  
 
 DOMElement* nv2 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("demographic_data")),nv0,d
oc,0); 
 DOMElement* nv22 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("identifer")),nv2,doc,0); 
 DOMText* nv221 = th->AddInfo(param[7],nv22,doc); 
 DOMElement* nv23 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("date_of_birth")),nv2,doc,
0); 
 DOMText* nv231 = th->AddInfo(param[8],nv23,doc); 
 DOMElement* nv24 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("sex")),nv2,doc,0); 
 DOMText* nv241 = th->AddInfo(param[9],nv24,doc); 
 DOMElement* nv25 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("relationship_to_subject")
),nv2,doc,0); 
 DOMText* nv251 = th->AddInfo(param[10],nv25,doc); 
 DOMElement* nv26 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("adress_detail")),nv2,doc,
0); 
 DOMText* nv261 = th->AddInfo(param[11],nv26,doc); 
 DOMElement* nv27 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("telecom_detail")),nv2,doc
,0); 
 DOMText* nv271 = th->AddInfo(param[12],nv27,doc); 
 DOMElement* nv28 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("ethnicity")),nv2,doc,0); 
 DOMText* nv281 = th->AddInfo(param[13],nv28,doc); 
 DOMElement* nv29 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("entitlelements")),nv2,doc
,0); 
 DOMText* nv291 = th->AddInfo(param[14],nv29,doc); 
 
 return nv0; 
} 
 
DOMElement* ArqHandler::ArqPregnancy(std::string param[29],DOMNode *p, 
xercesc_3_1::DOMDocument *doc, int key){ 
 TreeHandler* th = new TreeHandler(); 
 DOMElement* nv0 = th-
>CreateInfo(XMLString::transcode(_T("pregnancy")),p,doc,key); 
 DOMElement* nv1 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("maternity_states")),nv0,d
oc,0); 
 DOMText* nv11 = th->AddInfo(param[0],nv1,doc); 
 DOMElement* nv2 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("conception")),nv0,doc,0); 
 DOMElement* nv21 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("date_of_LMP")),nv2,doc,0)
; 
 DOMText* nv211 = th->AddInfo(param[1],nv21,doc); 
 DOMElement* nv22 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("date_of_LMP")),nv2,doc,0)
; 
 DOMText* nv221 = th->AddInfo(param[2],nv22,doc); 
 DOMElement* nv3 = th-




 DOMText* nv31 = th->AddInfo(param[3],nv3,doc); 
 DOMElement* nv4 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("current_pregnancy")),nv0,
doc,0); 
 DOMElement* nv41 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("expected_date_of_birth"))
,nv4,doc,0); 
 DOMText* nv411 = th->AddInfo(param[4],nv41,doc); 
 DOMElement* nv42 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("bases_stimated_of_date"))
,nv4,doc,0); 
 DOMText* nv421 = th->AddInfo(param[5],nv42,doc); 
 DOMElement* nv43 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("number_of_fetuses")),nv4,
doc,0); 
 DOMElement* nv431 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("number")),nv43,doc,0); 
 DOMText* nv4311 = th->AddInfo(param[6],nv431,doc); 
 DOMElement* nv432 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("gestation")),nv43,doc,0); 
 DOMText* nv4321 = th->AddInfo(param[7],nv432,doc); 
 DOMElement* nv44 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("planned_model_of_care")),
nv4,doc,0); 
 DOMText* nv441 = th->AddInfo(param[8],nv44,doc); 
 DOMElement* nv45 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("model_of_care_at_delivery
")),nv4,doc,0); 
 DOMText* nv451 = th->AddInfo(param[9],nv45,doc); 
 DOMElement* nv46 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("labour_or_delivery")),nv4
,doc,0); 
 DOMElement* nv461 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("comments")),nv46,doc,0); 
 DOMText* nv4611 = th->AddInfo(param[10],nv461,doc); 
 DOMElement* nv462 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("onset")),nv46,doc,0); 
 DOMElement* nv4621 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("type")),nv462,doc,0); 
 DOMText* nv46211 = th->AddInfo(param[11],nv4621,doc); 
 DOMElement* nv4622 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("time_on_onset")),nv462,do
c,0); 
 DOMText* nv46221 = th->AddInfo(param[12],nv4622,doc); 
 DOMElement* nv463 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("rupture_of_membranes")),n
v46,doc,0); 
 DOMElement* nv4631 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("type")),nv463,doc,0); 
 DOMText* nv46311 = th->AddInfo(param[13],nv4631,doc); 
 DOMElement* nv4632 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("time_of_rupture")),nv463,
doc,0); 
 DOMText* nv46321 = th->AddInfo(param[14],nv4632,doc); 
 DOMElement* nv4633 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("duration_of_ruptured_memb
ranes")),nv463,doc,0); 
 DOMText* nv46331 = th->AddInfo(param[15],nv4633,doc); 
 DOMElement* nv4634 = th-
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>CreateInfoWithAttr(XMLString::transcode(_T("decription_of_liquor")),n
v463,doc,0); 
 DOMText* nv46341 = th->AddInfo(param[16],nv4634,doc); 
 DOMElement* nv464 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("augmentation")),nv46,doc,
0); 
 DOMElement* nv4641 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("time_of_augmentation")),n
v464,doc,0); 
 DOMText* nv46411 = th->AddInfo(param[17],nv4641,doc); 
 DOMElement* nv4642 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("time_of_augmentation")),n
v464,doc,0); 
 DOMText* nv46421 = th->AddInfo(param[18],nv4642,doc); 
 DOMElement* nv4643 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("duration_of_augmentation"
)),nv464,doc,0); 
 DOMText* nv46431 = th->AddInfo(param[19],nv4643,doc); 
 DOMElement* nv465 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("duration")),nv46,doc,0); 
 DOMText* nv4651 = th->AddInfo(param[20],nv465,doc); 
 DOMElement* nv466 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("offspring")),nv46,doc,0); 
 DOMText* nv4661 = th->AddInfo(param[21],nv466,doc); 
 




param[26],DOMNode *p, xercesc_3_1::DOMDocument *doc, int key){ 
 TreeHandler* th = new TreeHandler(); 
 DOMElement* nv0 = th-
>CreateInfo(XMLString::transcode(_T("microscopics_findings")),p,doc,ke
y); 
 DOMElement* nv1 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("histological_grading")),n
v0,doc,0); 
 DOMElement* nv11 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("grade")),nv1,doc,0); 
 DOMText* nv111 = th->AddInfo(param[0],nv11,doc); 
 DOMElement* nv12 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("comming")),nv1,doc,0); 
 DOMText* nv121 = th->AddInfo(param[1],nv12,doc); 
 DOMElement* nv2 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("local_invasion")),nv0,doc
,0); 
 DOMElement* nv21 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("classification")),nv2,doc
,0); 
 DOMText* nv211 = th->AddInfo(param[2],nv21,doc); 
 DOMElement* nv22 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("depth_of_invasion")),nv2,
doc,0); 
 DOMText* nv221 = th->AddInfo(param[3],nv22,doc); 
 DOMElement* nv23 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("distance_of_invasion")),n
v2,doc,0); 
 DOMText* nv231 = th->AddInfo(param[4],nv23,doc); 
 DOMElement* nv3 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("surical_resection_margins
")),nv0,doc,0); 
84  Sistema de gestió d'historials clínics electrònics estàndards 
 
 DOMElement* nv31 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("surical")),nv3,doc,0); 
 DOMText* nv311 = th->AddInfo(param[5],nv31,doc); 
 DOMElement* nv4 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("in_situ_carcicoma_finding
s")),nv0,doc,0); 
 DOMElement* nv41 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("in_situ_carcicoma")),nv4,
doc,0); 
 DOMText* nv411 = th->AddInfo(param[6],nv41,doc); 
 DOMElement* nv42 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("description")),nv4,doc,0)
; 
 DOMText* nv421 = th->AddInfo(param[7],nv42,doc); 
 DOMElement* nv5 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("lymph_node_findings")),nv
0,doc,0); 
 DOMElement* nv51 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("detail")),nv5,doc,0); 
 DOMText* nv511 = th->AddInfo(param[8],nv51,doc); 
 DOMElement* nv52 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("nodal_involvement_classif
ication")),nv5,doc,0); 
 DOMText* nv521 = th->AddInfo(param[9],nv52,doc); 
 DOMElement* nv53 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("distance_from_margin")),n
v5,doc,0); 
 DOMText* nv531 = th->AddInfo(param[10],nv53,doc); 
 DOMElement* nv54 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("comment")),nv5,doc,0); 
 DOMText* nv541 = th->AddInfo(param[11],nv54,doc); 
 DOMElement* nv6 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("status_of_apical_lymph_no
de")),nv0,doc,0); 
 DOMText* nv61 = th->AddInfo(param[12],nv6,doc); 
 DOMElement* nv7 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("local_tissue_invasion")),
nv0,doc,0); 
 DOMElement* nv71 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("venous_invasion")),nv7,do
c,0); 
 DOMText* nv711 = th->AddInfo(param[13],nv71,doc); 
 DOMElement* nv72 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("lymphatic_invasion")),nv7
,doc,0); 
 DOMText* nv721 = th->AddInfo(param[14],nv72,doc); 
 DOMElement* nv73 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("perineural_invasion")),nv
7,doc,0); 
 DOMText* nv731 = th->AddInfo(param[15],nv73,doc); 
 DOMElement* nv74 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("extramural")),nv7,doc,0); 
 DOMText* nv741 = th->AddInfo(param[16],nv74,doc); 
 DOMElement* nv8 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("distant_metastasis_findin
gs")),nv0,doc,0); 
 DOMElement* nv81 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("distant_metastasis")),nv8
,doc,0); 
 DOMText* nv811 = th->AddInfo(param[17],nv81,doc); 
 DOMElement* nv82 = th-
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>CreateInfoWithAttr(XMLString::transcode(_T("sites")),nv8,doc,0); 
 DOMText* nv821 = th->AddInfo(param[18],nv82,doc); 
 DOMElement* nv83 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("description")),nv8,doc,0)
; 
 DOMText* nv831 = th->AddInfo(param[19],nv83,doc); 
 DOMElement* nv9 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("adenomatous_polyps")),nv0
,doc,0); 
 DOMElement* nv91 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("type_of_polyp")),nv9,doc,
0); 
 DOMText* nv911 = th->AddInfo(param[20],nv91,doc); 
 DOMElement* nv92 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("number_of_polyp")),nv9,do
c,0); 
 DOMText* nv921 = th->AddInfo(param[21],nv92,doc); 
 DOMElement* nv93 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("polyposis_syndrome")),nv9
,doc,0); 
 DOMText* nv931 = th->AddInfo(param[22],nv93,doc); 
 DOMElement* nv94 = th-
>CreateInfoWithAttr(XMLString::transcode(_T("comment")),nv9,doc,0); 
 DOMText* nv941  = th->AddInfo(param[23],nv94,doc); 
 DOMElement* nv10b = th-
>CreateInfoWithAttr(XMLString::transcode(_T("aditional_findings")),nv0
,doc,0); 
 DOMElement* nv101b = th-
>CreateInfoWithAttr(XMLString::transcode(_T("aditional_finding")),nv10
b,doc,0); 
 DOMText* nv1011 = th->AddInfo(param[24],nv101b,doc); 
 DOMElement* nv102b = th-
>CreateInfoWithAttr(XMLString::transcode(_T("description")),nv10b,doc,
0); 
 DOMText* nv1021 = th->AddInfo(param[25],nv102b,doc); 
 DOMElement* nv11b = th-
>CreateInfoWithAttr(XMLString::transcode(_T("residual_tumor_status")),
nv0,doc,0); 
 DOMText* nv11t = th->AddInfo(param[26],nv11b,doc); 
 DOMElement* nv12b = th-
>CreateInfoWithAttr(XMLString::transcode(_T("response_to_neoadjuvant_t
herapy")),nv0,doc,0); 
 DOMElement* nv121b = th-
>CreateInfoWithAttr(XMLString::transcode(_T("neoadjuvant_therapy_given
")),nv12b,doc,0); 
 DOMText* nv1211t = th->AddInfo(param[27],nv121b,doc); 
 DOMElement* nv122b = th-
>CreateInfoWithAttr(XMLString::transcode(_T("grade_of_response")),nv12
b,doc,0); 
 DOMText* nv122t = th->AddInfo(param[28],nv122b,doc); 
 DOMElement* nv123b = th-
>CreateInfoWithAttr(XMLString::transcode(_T("comment")),nv12b,doc,0); 
 DOMText* nv1231t = th->AddInfo(param[29],nv123b,doc); 
 




vector<CString> ArqHandler::GetArqData(DOMNode* node){ 
 vector <CString> data; 
 DOMNodeList* list = node->getChildNodes(); 
86  Sistema de gestió d'historials clínics electrònics estàndards 
 
 CString empty = _T(" "); 
 int l = list->getLength(); 
 for(int i=0; i<l; i++){ 
  DOMNode* h1 = list->item(i); 
  CString c1 = h1->getNodeName(); 
  CString c2 = h1->getNodeValue(); 
  if(c2.IsEmpty()==0){ 
   int lw = c2.GetLength(); 
   CString w = c2.Mid(lw-1); 
   int comp = w.Compare(empty); 
   if(w.Compare(empty)!=0){ 
    data.push_back(c2); 
   } 
  }else{ 
   BOOL ch = h1->hasChildNodes(); 
   if(ch == TRUE){ 
    vector <CString> subdata = 
ArqHandler::GetArqData(h1); 
    //concatenar vectores 
    for(int j=0; j<subdata.size(); j++){ 
     data.push_back(subdata[j]); 
    } 
   }else{ 
    data.push_back(_T("")); 
   } 
  } 
 } 





 * Licensed to the Apache Software Foundation (ASF) under one or more 
 * contributor license agreements.  See the NOTICE file distributed 
with 
 * this work for additional information regarding copyright ownership. 
 * The ASF licenses this file to You under the Apache License, Version 
2.0 
 * (the "License"); you may not use this file except in compliance 
with 
 * the License.  You may obtain a copy of the License at 
 *  
 *      http://www.apache.org/licenses/LICENSE-2.0 
 *  
 * Unless required by applicable law or agreed to in writing, software 
 * distributed under the License is distributed on an "AS IS" BASIS, 
 * WITHOUT WARRANTIES OR CONDITIONS OF ANY KIND, either express or 
implied. 
 * See the License for the specific language governing permissions and 





















class DOMTreeErrorReporter : public ErrorHandler 
{ 
public: 
    // ---------------------------------------------------------------
-------- 
    //  Constructors and Destructor 
    // ---------------------------------------------------------------
-------- 
    DOMTreeErrorReporter() : 
       fSawErrors(false) 
    { 
    } 
 
    ~DOMTreeErrorReporter() 
    { 
    } 
 
 
    // ---------------------------------------------------------------
-------- 
    //  Implementation of the error handler interface 
    // ---------------------------------------------------------------
-------- 
    void warning(const SAXParseException& toCatch); 
    void error(const SAXParseException& toCatch); 
    void fatalError(const SAXParseException& toCatch); 
    void resetErrors(); 
 
    // ---------------------------------------------------------------
-------- 
    //  Getter methods 
    // ---------------------------------------------------------------
-------- 
    bool getSawErrors() const; 
 
    // ---------------------------------------------------------------
-------- 
    //  Private data members 
    // 
    //  fSawErrors 
    //      This is set if we get any errors, and is queryable via a 
getter 
    //      method. Its used by the main code to suppress output if 
there are 
    //      errors. 
    // ---------------------------------------------------------------
-------- 
    bool    fSawErrors; 
}; 
 
inline bool DOMTreeErrorReporter::getSawErrors() const 
{ 
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//  This is a simple class that lets us do easy (though not terribly 
efficient) 






    // ---------------------------------------------------------------
-------- 
    //  Constructors and Destructor 
    // ---------------------------------------------------------------
-------- 
    StrX(const XMLCh* const toTranscode) 
    { 
        // Call the private transcoding method 
        fLocalForm = XMLString::transcode(toTranscode); 
    } 
 
    ~StrX() 
    { 
        XMLString::release(&fLocalForm); 
    } 
 
 
    // ---------------------------------------------------------------
-------- 
    //  Getter methods 
    // ---------------------------------------------------------------
-------- 
    const char* localForm() const 
    { 
        return fLocalForm; 
    } 
 
private : 
    // ---------------------------------------------------------------
-------- 
    //  Private data members 
    // 
    //  fLocalForm 
    //      This is the local code page form of the string. 
    // ---------------------------------------------------------------
-------- 
    char*   fLocalForm; 
}; 
 
inline XERCES_STD_QUALIFIER ostream& operator<<(XERCES_STD_QUALIFIER 
ostream& target, const StrX& toDump) 
{ 
    target << toDump.localForm(); 
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II.1.8 DOMErrorTreeReporter.cpp 
/* 
 * Licensed to the Apache Software Foundation (ASF) under one or more 
 * contributor license agreements.  See the NOTICE file distributed 
with 
 * this work for additional information regarding copyright ownership. 
 * The ASF licenses this file to You under the Apache License, Version 
2.0 
 * (the "License"); you may not use this file except in compliance 
with 
 * the License.  You may obtain a copy of the License at 
 *  
 *      http://www.apache.org/licenses/LICENSE-2.0 
 *  
 * Unless required by applicable law or agreed to in writing, software 
 * distributed under the License is distributed on an "AS IS" BASIS, 
 * WITHOUT WARRANTIES OR CONDITIONS OF ANY KIND, either express or 
implied. 
 * See the License for the specific language governing permissions and 

























void DOMTreeErrorReporter::warning(const SAXParseException&) 
{ 
    // 
    // Ignore all warnings. 
    // 
} 
 
void DOMTreeErrorReporter::error(const SAXParseException& toCatch) 
{ 
    fSawErrors = true; 
  
    XERCES_STD_QUALIFIER cerr << "SAXParserException Error at file \"" 
<< StrX(toCatch.getSystemId()) 
   << "\", line " << toCatch.getLineNumber() 
   << ", column " << toCatch.getColumnNumber() 
         << "\n   Message: " << StrX(toCatch.getMessage()) << 
XERCES_STD_QUALIFIER endl; 




void DOMTreeErrorReporter::fatalError(const SAXParseException& 
toCatch) 
{ 
    fSawErrors = true; 
  
    XERCES_STD_QUALIFIER cerr << "Fatal Error at file \"" << 
StrX(toCatch.getSystemId()) 
   << "\", line " << toCatch.getLineNumber() 
   << ", column " << toCatch.getColumnNumber() 
















// Cuadro de diálogo de DlgAbout 
 





 DlgAbout(CWnd* pParent = NULL);   // Constructor estándar 
 virtual ~DlgAbout(); 
 
// Datos del cuadro de diálogo 
 enum { IDD = ID_DLG_ABOUT }; 
 
protected: 
 virtual void DoDataExchange(CDataExchange* pDX);    // 














// Cuadro de diálogo de DlgAbout 
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IMPLEMENT_DYNAMIC(DlgAbout, CDialog) 
 
DlgAbout::DlgAbout(CWnd* pParent /*=NULL*/) 



























// Cuadro de diálogo de DlgHelp 





 DlgHelp(CWnd* pParent = NULL);   // Constructor estándar 
 virtual ~DlgHelp(); 
 
// Datos del cuadro de diálogo 
 enum { IDD = ID_DLG_HELP }; 
 
protected: 
 virtual void DoDataExchange(CDataExchange* pDX);    // 
Compatibilidad con DDX/DDV 




 CStatic c_ico1; 
 CStatic c_ico2; 
 CStatic c_ico3; 
 CStatic c_ico4; 
 CStatic c_ico5; 
 CStatic c_ico6; 
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II.2.4 DlgHelp.cpp 












DlgHelp::DlgHelp(CWnd* pParent /*=NULL*/) 









void DlgHelp::DoDataExchange(CDataExchange* pDX) 
{ 
 CDialog::DoDataExchange(pDX); 
 DDX_Control(pDX, ID_ICO1, c_ico1); 
 DDX_Control(pDX, ID_ICO2, c_ico2); 
 DDX_Control(pDX, ID_ICO3, c_ico3); 
 DDX_Control(pDX, ID_ICO4, c_ico4); 
 DDX_Control(pDX, ID_ICO5, c_ico5); 
 DDX_Control(pDX, ID_ICO6, c_ico6); 









 HICON ico1 = AfxGetApp()->LoadIconW(IDI_ICON5); 
 HICON ico2 = AfxGetApp()->LoadIconW(IDI_ICON6); 
 HICON ico3 = AfxGetApp()->LoadIconW(IDI_ICON7); 
 HICON ico4 = AfxGetApp()->LoadIconW(IDI_ICON1); 
 HICON ico5 = AfxGetApp()->LoadIconW(IDI_ICON2); 
 HICON ico6 = AfxGetApp()->LoadIconW(IDI_ICON4); 












// Controladores de mensajes de DlgHelp 
 







// Cuadro de diálogo de DlgNodeType 





 DlgNodeType(CWnd* pParent = NULL);   // Constructor estándar 
 virtual ~DlgNodeType(); 
 
// Datos del cuadro de diálogo 
 enum { IDD = ID_DLG_NODE }; 
 
protected: 
 virtual void DoDataExchange(CDataExchange* pDX);    // 
Compatibilidad con DDX/DDV 




 CString vCmbNode; 
 CString vEdNode; 
 CComboBox cCmbNode; 
 xercesc::DOMDocument* doc; 
 CTreeCtrl* tree; 
 HTREEITEM parent; 
 DOMNode* acNode; 
 int nodeKey; 
 
 CString nodeType; 
 CString nodeName; 
 TreeHandler treeHandler; 
 afx_msg void OnBnClickedOk(); 
 afx_msg void OnCbnSelchangeCmbNodetype(); 



















DlgNodeType::DlgNodeType(CWnd* pParent /*=NULL*/) 
 : CDialog(DlgNodeType::IDD, pParent) 
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 , vCmbNode(_T("")) 









void DlgNodeType::DoDataExchange(CDataExchange* pDX) 
{ 
 CDialog::DoDataExchange(pDX); 
 DDX_CBString(pDX, ID_CMB_NODETYPE, vCmbNode); 
 DDX_Text(pDX, ID_ED_NODENAME, vEdNode); 
 DDX_Control(pDX, ID_CMB_NODETYPE, cCmbNode); 














 //cargamos el combo en funcion del nodo seleccionado en el 
MainDlg 
 vector<CString> childs = treeHandler.GetPosibleChilds(nodeType); 
 for (int i=0; i<=childs.size()-1; i++){ 
  cCmbNode.AddString(childs[i]); 
 } 
 UpdateData(FALSE); 





 CString statement = _T("Statement"); 
 CString arq = _T("Arquetype"); 
 DataHandler* dh = new DataHandler(); 
 UpdateData(TRUE); 
 CString cmb = vCmbNode.GetString(); 
 CString edit = vEdNode; 
 if(edit.IsEmpty()==TRUE && editTxt.IsWindowEnabled()==TRUE){ 
  MessageBox(_T("Node name can't be empty."), _T("Error"), 
MB_ICONERROR | MB_OK); 
 }else{ 
  int e = vEdNode.IsEmpty(); 
  if(e==1){ 
   nodeKey++; 
   if (arq.Compare(vCmbNode.GetString())==0){ 
    //Pasamos los valores al Dlg 
    SubDlgArqType subDlgArqType = new 
SubDlgArqType(); 
    subDlgArqType.acNode=acNode; 
    subDlgArqType.doc = doc; 
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    subDlgArqType.nodeKey = nodeKey; 
    subDlgArqType.tree=tree; 
    subDlgArqType.parent = parent; 
    subDlgArqType.DoModal(); 
   }else{ 
    //Creamos el nodo en el XML 
    DOMNode* node = 
treeHandler.CreateElement2(doc,acNode,XMLString::transcode(vEdNode),vC
mbNode,nodeKey); 
    if(node!=NULL){ 
    nodeKey++; 
 
    //Pintamos la informacion en el CTree 
    HTREEITEM h = tree-
>InsertItem(treeHandler.GetName(node),5,5,parent,TVI_LAST); 
    } 
   } 
  }else{ 
   if(cmb.Compare(statement)==0){//Statement 
    CString t1 = _T("Informative node #"); 
    string k = dh->IntToString(nodeKey); 
    CString t2 = XMLString::transcode(k.c_str()); 
    HTREEITEM h = tree-
>InsertItem(t1+t2,6,6,parent,TVI_LAST); 
    DOMNode* node = 
treeHandler.CreateElement2(doc,acNode,XMLString::transcode(vEdNode),vC
mbNode,nodeKey); 
    nodeKey++; 
   }else{ //Folder 
    //Creamos el nodo en el XML 
    DOMNode* node = 
treeHandler.CreateElement2(doc,acNode,XMLString::transcode(vEdNode),vC
mbNode,nodeKey); 
    nodeKey++; 
 
    //Pintamos la informacion en el CTree 
    int n = dh->NodeTpetToInt(vCmbNode); 
    HTREEITEM h = tree-
>InsertItem(treeHandler.GetName(node),n-1,n-1,parent,TVI_LAST); 
   } 
  } 
  UpdateData(TRUE); 






 CString a = _T("Arquetype"); 
 CString b = _T("Resource"); 
 CString c; 
 int current = cCmbNode.GetCurSel(); 
 cCmbNode.GetLBText(current,c); 
 if(c.Compare(a)==0 || c.Compare(b)==0){ 
  editTxt.EnableWindow(FALSE); 
 }else{ 
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II.2.7 MainDialog.h 







// Cuadro de diálogo de CMainDialog 




 CMainDialog(CWnd* pParent = NULL); // Constructor estándar 
 
// Datos del cuadro de diálogo 
 enum { IDD = IDD_TFC_DIALOG }; 
 
 protected: 
 virtual void DoDataExchange(CDataExchange* pDX); // 




 HICON m_hIcon; 
 CBitmap b1; 
 CBitmap b2; 
 CBitmap b3; 
 CBitmap b4; 
 CBitmap b5; 
 CBitmap b6; 
 CBitmap b7; 
 
 // Funciones de asignación de mensajes generadas 
 virtual BOOL OnInitDialog(); 
 afx_msg void OnPaint(); 
 afx_msg HCURSOR OnQueryDragIcon(); 
 void NewEHR(); 
 void SaveEHR(BOOL newEHR); 
 void OpenEHR(); 
 DECLARE_MESSAGE_MAP() 
public: 
 TreeHandler t_handler; //Menjador de arbol XML 
 
 CStatic c_img; 
 CImage img; 
 CTreeCtrl c_TreeHist; 
 CString path_file; 
 CImageList imageList; 
 
 xercesc::DOMDocument* mydoc; //Document con el XML Tree 
 DOMElement* rootElem;  //Nodo raiz del arbol XML 
 int nodeKey; 
 BOOL activeEHR; 
 
 afx_msg void OnArchivoAbrir(); 
 afx_msg void OnBnClickedOk(); 
 afx_msg void OnArchivoNuevo(); 
 afx_msg void OnTvnSelchangedTree1(NMHDR *pNMHDR, LRESULT 
*pResult); 
 afx_msg void OnStnClickedT1(); 
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 afx_msg void OnBnClickedButAnadir(); 
 afx_msg void OnBnClickedButModificar(); 
 afx_msg void OnBnClickedButDelete(); 
 afx_msg void OnBnClickedButEncode(); 
 
 CString v_t1; 
 CString v_t2; 
 CString v_t4; 
 CString v_t5; 
 CString v_infoNode; 
 CButton cButVer; 
 afx_msg void OnBnClickedButVer(); 
 afx_msg void OnStnClickedImg(); 
 afx_msg void OnAyudaManual(); 
 afx_msg void OnAyudaAcercade(); 
 afx_msg void OnArchivoCerrar(); 
 afx_msg void OnBnClickedButPatient(); 
 afx_msg void OnFileExit(); 























#define new DEBUG_NEW 
#endif 
 
// Cuadro de diálogo de CMainDialog 
CMainDialog::CMainDialog(CWnd* pParent /*=NULL*/) 
 : CDialog(CMainDialog::IDD, pParent) 
 , v_infoNode(_T("")) 
 , v_t1(_T("")) 
 , v_t2(_T("")) 
 , v_t4(_T("")) 
 , v_t5(_T("")) 
{ 
 m_hIcon = AfxGetApp()->LoadIcon(IDR_MAINFRAME); 
} 
 
void CMainDialog::DoDataExchange(CDataExchange* pDX) 
{ 
 CDialog::DoDataExchange(pDX); 
 DDX_Control(pDX, IDC_TREE1, c_TreeHist); 
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 DDX_Text(pDX, IDC_INFO, v_infoNode); 
 DDX_Text(pDX, IDC_T1, v_t1); 
 DDX_Text(pDX, IDC_T2, v_t2); 
 DDX_Text(pDX, IDC_T4, v_t4); 
 DDX_Text(pDX, IDC_T5, v_t5); 
 DDX_Control(pDX, IDC_IMG, c_img); 







 ON_COMMAND(ID_ARCHIVO_ABRIR, &CMainDialog::OnArchivoAbrir) 
 ON_BN_CLICKED(IDOK, &CMainDialog::OnBnClickedOk) 
 ON_COMMAND(ID_ARCHIVO_NUEVO, &CMainDialog::OnArchivoNuevo) 
 ON_NOTIFY(TVN_SELCHANGED, IDC_TREE1, 
&CMainDialog::OnTvnSelchangedTree1) 
 ON_BN_CLICKED(ID_BUT_ANADIR, &CMainDialog::OnBnClickedButAnadir) 
 ON_BN_CLICKED(ID_BUT_MODIFICAR, 
&CMainDialog::OnBnClickedButModificar) 
 ON_BN_CLICKED(ID_BUT_DELETE, &CMainDialog::OnBnClickedButDelete) 
 ON_BN_CLICKED(ID_BUT_ENCODE, &CMainDialog::OnBnClickedButEncode) 
 ON_BN_CLICKED(ID_BUT_VER, &CMainDialog::OnBnClickedButVer) 
 ON_STN_CLICKED(IDC_IMG, &CMainDialog::OnStnClickedImg) 
 ON_COMMAND(ID_AYUDA_MANUAL, &CMainDialog::OnAyudaManual) 
 ON_COMMAND(ID_AYUDA_ACERCADE, &CMainDialog::OnAyudaAcercade) 
 ON_COMMAND(ID_ARCHIVO_CERRAR, &CMainDialog::OnArchivoCerrar) 
 ON_BN_CLICKED(ID_BUT_PATIENT, 
&CMainDialog::OnBnClickedButPatient) 
 ON_COMMAND(ID_FILE_EXIT, &CMainDialog::OnFileExit) 










 // Establecer el icono para este cuadro de diálogo. El marco de 
trabajo realiza esta operación 
 //  automáticamente cuando la ventana principal de la aplicación 
no es un cuadro de diálogo 
 SetIcon(m_hIcon, TRUE);   // Establecer icono grande 
 SetIcon(m_hIcon, FALSE);  // Establecer icono pequeño 
 
 //Establecemos el valor inicial de los labels 
 v_t1 = _T("Name of subject: "); 
 v_t2 = _T("Family name: "); 
 v_t4 = _T("Date of birth: "); 
 v_t5 = _T("Adress detail: "); 
  
 //Cargamos los iconos del CTree 





















 activeEHR = FALSE; 
 
 UpdateData(FALSE); 





 if (IsIconic()) 
 { 
  CPaintDC dc(this); // Contexto de dispositivo para dibujo 
 
  SendMessage(WM_ICONERASEBKGND, 
reinterpret_cast<WPARAM>(dc.GetSafeHdc()), 0); 
 
  // Centrar icono en el rectángulo de cliente 
  int cxIcon = GetSystemMetrics(SM_CXICON); 
  int cyIcon = GetSystemMetrics(SM_CYICON); 
  CRect rect; 
  GetClientRect(&rect); 
  int x = (rect.Width() - cxIcon + 1) / 2; 
  int y = (rect.Height() - cyIcon + 1) / 2; 
 
  // Dibujar el icono 

















  int res = MessageBox(_T("Do you want to save the actual EHR 
before open a new EHR?"), _T("Exit"), MB_ICONQUESTION | 
MB_YESNOCANCEL); 
  if(res==6){ 
   if(activeEHR==TRUE){ 
    SaveEHR(FALSE); 
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   }else{ 
    SaveEHR(FALSE); 
   } 
  } 
  if(res==6||res==7){ 
   OpenEHR(); 







 //Pedimos el path del xml a abrir 
 CFileDialog fOpenDlg(TRUE, _T("xml"), _T("Txt1"), 
OFN_HIDEREADONLY|OFN_FILEMUSTEXIST,  
 _T("XML Files (*.xml)|*.xml|All Files (*.*)|*.*||"), this); 
 fOpenDlg.m_ofn.lpstrInitialDir = 
_T("C:\\ISJ\\TFC\\Historiales"); 
  
 //Si el path no esta vacio, abrimos el archivo XML 
 if( fOpenDlg.DoModal() == IDOK ) 
 { 
  //Borramos cualquier contenido del CTRee 
  c_TreeHist.DeleteAllItems(); 
  v_t1 = _T("Name of subject: "); 
  v_t2 = _T("Family name: "); 
  v_t4 = _T("Date of birth: "); 
  v_t5 = _T("Adress detail: "); 
 
  path_file = fOpenDlg.GetPathName(); 
  mydoc = t_handler.ChargeHistorial(path_file); 
  if(mydoc!=NULL){ 
   t_handler.ChargeTree(mydoc,&c_TreeHist); 
   nodeKey = t_handler.getInitialKey(mydoc); 
   nodeKey++; 
  
   //Cargamos la info del paciente 
   DataHandler* dh = new DataHandler(); 
   ArqHandler* arq = new ArqHandler(); 
   DOMNode* node = 
t_handler.GetNodeByAttr(mydoc,_T("id"),_T("4")); 
   vector <CString> data = arq->GetArqData(node); 
 
   v_t1 = v_t1 + data[2]; 
   v_t2 = v_t2 + data[4]; 
   v_t4 = v_t4 + data[8]; 
   v_t5 = v_t5 + data[11]; 
   activeEHR = TRUE; 
  }else{ 
   MessageBox(_T("The XML file schema validation 
failed"), _T("Validation Error"), MB_ICONERROR | MB_OK); 







 if (c_TreeHist.GetCount()>0){ 
  int res = MessageBox(_T("Do you want to save before 
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exit?"), _T("Exit"), MB_ICONQUESTION | MB_YESNOCANCEL); 
  switch(res){ 
   case 6: //Yes 
    { 
     if(activeEHR==TRUE){ 
      SaveEHR(FALSE); 
     }else{ 
      SaveEHR(TRUE); 
     } 
     OnOK(); 
     break; 
    } 
   case 7: //No 
    { 
     OnOK(); 
     break; 
    } 
 
   case 2: //Cancel 
    { 
    break; 
    } 
  } 
 }else{ 







  int res = MessageBox(_T("Do you want to save the actual EHR 
before create a new EHR?"), _T("Exit"), MB_ICONQUESTION | 
MB_YESNOCANCEL); 
  if(res==6){ 
   if(activeEHR==TRUE){ 
    SaveEHR(FALSE); 
   }else{ 
    SaveEHR(TRUE); 
   } 
  } 
  if(res==6||res==7){ 
   UpdateData(FALSE); 
   NewEHR(); 
  } 
 }else{ 





 //Creamos el historial 
 mydoc = 
t_handler.CreateHistorial(_T("DIDL"),_T("http://www.w3.org/2001/XMLSch
ema")); 
 nodeKey = 1; 
 
 //Abrimos el dialogo del añadir paciente 
 SubDlgArq0 subDlgArq0 = new SubDlgArq0(); 
 subDlgArq0.acNode = t_handler.GetBaseContainer(mydoc); 
 subDlgArq0.doc = mydoc; 
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 subDlgArq0.nodeKey = nodeKey; 
 subDlgArq0.action = 1; 
 int ac = subDlgArq0.DoModal(); 
  
 //Actuamos en funcion del cierre del formulario 
 if(ac==1){ 
  c_TreeHist.DeleteAllItems(); 
  t_handler.ChargeTree(mydoc,&c_TreeHist); 
  nodeKey=4; 
     
  //Mostramos los datos del paciente 
  DOMNode* node = 
t_handler.GetNodeByAttr(mydoc,_T("id"),_T("4")); 
  ArqHandler* arq = new ArqHandler(); 
  vector <CString> data = arq->GetArqData(node); 
   
  v_t1 = v_t1 + data[2]; 
  v_t2 = v_t2 + data[4]; 
  v_t4 = v_t4 + data[8]; 
  v_t5 = v_t5 + data[11]; 




void CMainDialog::OnTvnSelchangedTree1(NMHDR *pNMHDR, LRESULT 
*pResult) 
{ 
 CString r = _T("Historial"); 
 CString sta = _T("Statement"); 
 CString res = _T("Resource"); 
 LPNMTREEVIEW pNMTreeView = 
reinterpret_cast<LPNMTREEVIEW>(pNMHDR); 
 
 //Borramos cualquier dato anterior 
 c_img.Invalidate(); 
 img.Destroy(); 
 v_infoNode = ""; 
 
 //Primero identificamos el nodo seleccionado 
 HTREEITEM h = c_TreeHist.GetSelectedItem(); 
 CString n = c_TreeHist.GetItemText(h); 
  
 //Si no se trata del nodo raiz, realizamos la operacion 
 if (r.Compare(n) != 0){ 
  //Buscamos en el XML Tree de que tipo de elemento se trata 
  DOMNode* node = t_handler.SearchNode(mydoc,n); 
 
  //Si no hay resultado se trata de un statement o arq 
  if(node==NULL){ 
   //v_infoNode = "Statement o arq"; 
   //Recogemos el key 
   CString num = n.Mid(18); 
   if(num.IsEmpty()==TRUE){ 
    v_infoNode = _T("You don,t have permision  to 
see this node"); 
   }else{ 
    DOMNode* n = 
t_handler.GetNodeByAttr(mydoc,_T("id"),num); 
    DOMNodeList* nl = n->getChildNodes(); 
    int l = nl->getLength(); 
    if(l>3){ 
Anexo II: Código  103 
     CString tag = n->getNodeName(); 
     v_infoNode = tag; 
     cButVer.ShowWindow(TRUE); 
     ArqHandler* arqHandler = new 
ArqHandler(); 
     vector <CString> d = arqHandler-
>GetArqData(n); 
    }else{ 
     int p; 
     if (l==3){ 
      p=1; 
     }else{ 
      p=0; 
     }  
     DOMNode* h = nl->item(p); 
     CString cs = h->getNodeName(); 
     CString cs2 = h->getNodeValue(); 
     DOMNode* h2 = h->getFirstChild(); 
     CString tag = h2->getNodeValue(); 
     v_infoNode = tag; 
     cButVer.ShowWindow(FALSE); 
    } 
   } 
    
  //Si no, se trata de un resource o un nodoNombre 
  }else{ 
   cButVer.ShowWindow(FALSE); 
   DOMNode* p1 = node->getParentNode(); 
   CString name = p1->getNodeName(); 
   if(res.Compare(name)==0){ 
    CString txt = 
t_handler.ShowInfo(p1,_T("Resource"),&img,&c_img); 
    CString path = 
_T("C:\\ISJ\\TFC\\ServerImages\\"); 
    CString URL = path + txt; 
    if (img.Load(URL)==S_OK){ 
     CDC* hDC = c_img.GetDC(); 
     HDC h = hDC->operator HDC(); 
     img.StretchBlt(h ,0,0,60,60); 
     v_infoNode = ""; 
     cButVer.ShowWindow(TRUE); 
    }else{ 
     AfxMessageBox(_T("File not found or 
invalid format")); 
    } 
   }else{ 
    cButVer.ShowWindow(FALSE); 
    DOMNode* p2 = p1->getParentNode(); 
    DOMNode* p3 = p2->getParentNode(); 
 
    CString n2 = p3->getNodeName(); 
    CString nameElement = t_handler.GetName(p3); 
 
    CString txt = 
t_handler.PaintInfoNode(p3,n2,&c_TreeHist); 
    CString emp = _T("0"); 
    if(txt.Compare(emp)==0){ 
     v_infoNode = "-"; 
    }else{ 
     v_infoNode = txt; 
    } 
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   } 
  } 
 }else{ 
  DOMNode* fc = t_handler.GetBaseContainer(mydoc); 
  //CString fcn = fc->getNodeName(); 
  CString txt = 
t_handler.PaintInfoNode(t_handler.GetBaseContainer(mydoc),_T("DIDL"),&
c_TreeHist); 
  v_infoNode = txt; 
 } 
 UpdateData(FALSE); 





 HTREEITEM h = c_TreeHist.GetSelectedItem(); 
 if (c_TreeHist.GetCount()>0 && h !=NULL){ 
  //Primero identificamos el nodo seleccionado 
  CString n = c_TreeHist.GetItemText(h); 
 
  //Despues comprobamos si se trata de la raiz o no 
  CString r = _T("Historial"); 
  if (r.Compare(n) == 0){ 
   DlgNodeType dlgNodeType; 
   DOMNode* root = t_handler.GetBaseContainer(mydoc); 
   CString nameroot = root->getNodeName(); 
   dlgNodeType.doc = mydoc; 
   dlgNodeType.parent = h; 
   dlgNodeType.tree = &c_TreeHist; 
   dlgNodeType.nodeType = _T("DIDL"); 
   dlgNodeType.acNode = 
t_handler.GetBaseContainer(mydoc); 
   dlgNodeType.nodeKey = nodeKey; 
   dlgNodeType.nodeName = n; 
   dlgNodeType.DoModal(); 
  }else{ 
   //Buscamos en el XML Tree de que tipo de elemento se 
trata 
   DOMNode* node = t_handler.SearchNode(mydoc,n); 
   if(node!=NULL){ 
    DOMNode* p = node->getParentNode(); 
    DOMNode* p2 = p->getParentNode(); 
    DOMNode* p3 = p2->getParentNode(); 
    CString n2 = p3->getNodeName(); 
    CString nameElement = t_handler.GetName(p3); 
    //Verificamos que se ha pulsado un tipo de nodo 
    if (nameElement.Compare(n)==0){ 
     DlgNodeType dlgNodeType; 
     dlgNodeType.doc = mydoc; 
     dlgNodeType.parent = h; 
     dlgNodeType.tree = &c_TreeHist; 
     dlgNodeType.nodeType = n2; 
     dlgNodeType.acNode = p3; 
     dlgNodeType.nodeKey = nodeKey; 
     dlgNodeType.DoModal(); 
    } 
   } 
  } 
  c_TreeHist.Expand(h,TVE_EXPAND); 
  nodeKey++; 






 HTREEITEM h = c_TreeHist.GetSelectedItem(); 
 CString n = NULL; 
 CString historial = _T("Historial"); 
 
 if (h != NULL){ 
  n = c_TreeHist.GetItemText(h); 
 } 
 
 if (c_TreeHist.GetCount()>0 && h !=NULL && n.Compare(historial) 
!= 0){ 
  //Buscamos el nodo seleccionado 
  DOMNode* node = t_handler.SearchNode(mydoc,n); 
  if (node==NULL){ 
   CString t = _T("Descriptor"); 
   CString numKey = n.Mid(18); 
   if(numKey.IsEmpty()!=TRUE){ 
    DOMNode* node = 
t_handler.GetNodeByAttr(mydoc,_T("id"),numKey); 
    CString type = node->getNodeName(); 
    CString v = node->getNodeValue(); 
    DOMNodeList* list = node->getChildNodes(); 
    DOMNode* statement = list->item(1); 
    if(statement==NULL){ 
     statement = list->item(0); 
    } 
    DOMNode* txt = statement->getFirstChild(); 
    if(type.Compare(t)==0){ 
     SubDlgValue dlg = new SubDlgValue(); 
     dlg.vNewValue = txt->getNodeValue(); 
     int close = dlg.DoModal(); 
     if(close == 1) { 
      DOMNodeList* l = node-
>getChildNodes(); 
      int len = l->getLength(); 
      DOMNode* ch1 = l->item(1); 
      if(ch1==NULL){ 
       ch1=l->item(0); 
      } 
      DOMNode* ch2 = ch1-
>getFirstChild(); 
      ch2->setNodeValue(dlg.vNewValue); 
      v_infoNode = dlg.vNewValue; 
      UpdateData(FALSE); 
     } 
    }else{ 
     ArqHandler* arq = new ArqHandler(); 
     vector <CString> data = arq-
>GetArqData(node); 
      
     CString arq1 = _T("pregnancy"); 
     CString arq2 = 
_T("microscopics_findings"); 
     CString name; 
     name = node->getNodeName(); 
     if(name.Compare(arq1)==0){ 
      SubDlgArq1 dlg = new SubDlgArq1(); 
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      dlg.data = data; 
      dlg.doc = mydoc; 
      dlg.nodeKey = nodeKey; 
      dlg.action = 2; 
      dlg.acNode=node; 
      dlg.parent = h; 
      dlg.tree = &c_TreeHist; 
      dlg.DoModal(); 
     }else if(name.Compare(arq2)==0){ 
      SubDlgArq2 dlg = new SubDlgArq2(); 
      dlg.data = data; 
      dlg.doc = mydoc; 
      dlg.nodeKey = nodeKey; 
      dlg.action = 2; 
      dlg.acNode=node; 
      dlg.parent = h; 
      dlg.tree = &c_TreeHist; 
      dlg.DoModal(); 
     } 
    } 
   } 
  }else{ 
   //Abrimos la ventana en función del tipo de nodo 
   CString t = _T("Resource"); 
   DOMNode* p = node->getParentNode(); 
   CString type = p->getNodeName(); 
   CString v = p->getNodeValue(); 
   if(type.Compare(t)==0){ 
    CString strFilter = _T("JPG Files 
(*.jpg)|*.jpg|All Files (*.*)|*.*||"); 
    CString fil = _T(".jpg"); 
    CFileDialog file_dlg(FALSE, fil, NULL, 0, 
strFilter); 
    file_dlg.m_ofn.lpstrInitialDir = 
_T("C:\\ISJ\\TFC\\ServerImages"); 
    //Si seleccionamos una imagen, modificamos el 
elemento 
    if( file_dlg.DoModal() == IDOK ) 
    { 
     CString p; 
     p = file_dlg.GetFileName(); 
     node->setNodeValue(p); 
     c_TreeHist.SetItemText(h,p); 
     UpdateData(FALSE); 
    } 
   }else{ 
    SubDlgValue dlg = new SubDlgValue(); 
    dlg.vNewValue = n; 
    int close = dlg.DoModal(); 
    if (close == 1) { 
     CString value = dlg.vNewValue; 
     node->setNodeValue(value); 
     c_TreeHist.SetItemText(h,value); 
     UpdateData(FALSE); 
    } 
   }  
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 HTREEITEM h = c_TreeHist.GetSelectedItem(); 
 HTREEITEM parentTree = c_TreeHist.GetParentItem(h); 
 CString n = NULL; 
 CString historial = _T("Historial"); 
 
 if (h != NULL){ 
  n = c_TreeHist.GetItemText(h); 
 } 
 
 //Comprobamos que no este cifrado 
 DOMNode* node = t_handler.SearchNode(mydoc,n); 
 if (node != NULL){ 
  if (c_TreeHist.GetCount()>0 && h !=NULL && 
n.Compare(historial) != 0){ 
   int res = MessageBox(_T("Are you sure, you want to 
delete the node?."), _T("Delete node"), MB_ICONQUESTION | MB_YESNO); 
   //Obtenemos el nombre del nodo 
    if (res==6){ 
     CString resource = _T("Resource"); 
     CString n = c_TreeHist.GetItemText(h); 
     DOMNode* p = node->getParentNode(); 
     CString t = p->getNodeName(); 
     //Lo eliminamos del TreeXML 
     if (resource.Compare(t)==0){ 
      DOMNode* r = p->getParentNode(); 
      DOMNode* p2 = r->getParentNode(); 
      p2->removeChild(r); 
     }else{ 
      DOMNode* r = 
t_handler.DeleteNode(mydoc,n); 
     } 
     //Lo eliminamos del CTreeCtrl 
     c_TreeHist.DeleteItem(h); 
    } 
  } 
 }else{ 
  //Comprobamos si es un nodeo Info 
  CString numKey = n.Mid(18); 
  if(numKey.IsEmpty()!=TRUE){ 
   DOMNode* node2 = 
t_handler.GetNodeByAttr(mydoc,_T("id"),numKey); 
   if (c_TreeHist.GetCount()>0 && h !=NULL && 
n.Compare(historial) != 0){ 
   int res = MessageBox(_T("Are you sure, you want to 
delete the node?."), _T("Delete node"), MB_ICONQUESTION | MB_YESNO); 
   //Obtenemos el nombre del nodo 
    if (res==6){ 
     DOMNodeList* nl = node2->getChildNodes(); 
     int num = nl->getLength(); 
     if(num>3){ 
      DOMNode* p1 = node2-
>getParentNode(); 
      DOMNode* p2 = p1->getParentNode();  
      DOMNode* p3 = p2->getParentNode(); 
      p3->removeChild(p2); 
     }else{ 
      DOMNode* p1 = node2-
>getParentNode(); 
      p1->removeChild(node2); 
     /*DOMNode* statement = nl->item(1); 
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     DOMNode* txt = statement-
>getFirstChild(); 
     CString n = txt->getNodeValue(); 
     //Lo eliminamos del TreeXML 
     DOMNode* r = 
t_handler.DeleteNode(mydoc,n);*/ 
     } 
     //Lo eliminamos del CTreeCtrl 
     c_TreeHist.SelectItem(parentTree); 
     c_TreeHist.DeleteItem(h); 
     UpdateData(TRUE); 
    } 
   } 






 HTREEITEM h = c_TreeHist.GetSelectedItem(); 
 CString n = NULL; 
 CString historial = _T("Historial"); 
 if (h != NULL){ 
  n = c_TreeHist.GetItemText(h); 
 } 
 
 //Comprobamos que no este cifrado 
 DOMNode* node = t_handler.SearchNode(mydoc,n); 
 if (node != NULL){ 
  if (c_TreeHist.GetCount()>0 && h !=NULL && 
n.Compare(historial) != 0){ 
 
   int res = MessageBox(_T("Are you sure, you protect 
the node?."), _T("Protect node"), MB_ICONQUESTION | MB_YESNO); 
   if(res==6){ 
    //Buscamos el nodo a cifrar 
    DOMNode* node = t_handler.SearchNode(mydoc,n); 
    if(node!=NULL){ 
     CString n = node->getNodeName(); 
     DOMNode* p1 = node->getParentNode(); 
     DOMNode* p2 = p1->getParentNode(); 
     DOMNode* p3 = p2->getParentNode(); 
     DOMNode* parent = p3->getParentNode(); 
 
     //Identificamos el elemento didl 
     CString element = p3->getNodeName(); 
     CString name = t_handler.GetName(p3); 
  
     //Creamos el impm 
     DOMNode* ipmp = 
t_handler.CreateIpmpElement(mydoc,element,parent); 
 
     //Eliminamos el nodo que queda fuera 
     DOMNode* r = 
t_handler.DeleteNode(mydoc,name); 
 
     //Modificamos el CTree 
     c_TreeHist.SetItemText(h,_T("Encoded 
node")); 
     c_TreeHist.SetItemImage(h,3,3); 
 
Anexo II: Código  109 
     // Delete all of the children of hmyItem. 
     if (c_TreeHist.ItemHasChildren(h)) 
     { 
      HTREEITEM hNextItem; 
      HTREEITEM hChildItem = 
c_TreeHist.GetChildItem(h); 
      while (hChildItem != NULL) 
      { 
       hNextItem = 
c_TreeHist.GetNextItem(hChildItem, TVGN_NEXT); 
      
 c_TreeHist.DeleteItem(hChildItem); 
       hChildItem = hNextItem; 
      } 
     } 
    } 
   } 






 HTREEITEM h = c_TreeHist.GetSelectedItem(); 
 CString n = c_TreeHist.GetItemText(h); 
 CString numKey = n.Mid(17,1); 
 int le = n.GetLength(); 
 if(n.GetLength()>19 && numKey=='#'){ 
  CString numKey = n.Mid(18); 
  DOMNode* node = 
t_handler.GetNodeByAttr(mydoc,_T("id"),numKey); 
  CString nameArq = node->getNodeName(); 
 
  CString arq1 = _T("pregnancy"); 
  CString arq2 = _T("microscopics_findings"); 
  ArqHandler* arq = new ArqHandler(); 
  vector <CString> data = arq->GetArqData(node); 
 
  if(nameArq.Compare(arq1)==0){ 
   SubDlgArq1 dlg = new SubDlgArq1(); 
   dlg.acNode = node->getParentNode(); 
   dlg.data = data; 
   dlg.action=3; 
   dlg.DoModal(); 
  }else if(nameArq.Compare(arq2)==0){ 
   SubDlgArq2 dlg = new SubDlgArq2(); 
   dlg.acNode = node->getParentNode(); 
   dlg.data = data; 
   dlg.action=3; 
   dlg.DoModal(); 
  } 
 }else{ 
  DOMNode* node = t_handler.SearchNode(mydoc,n); 
  DOMNode* p1 = node->getParentNode(); 
  CString name = p1->getNodeName(); 
   
  CString txt = 
t_handler.ShowInfo(p1,_T("Resource"),&img,&c_img); 
  CString path = _T("C:\\ISJ\\TFC\\ServerImages\\"); 
  CString URL = path + txt; 
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  SubDlgImage dlg = new SubDlgImage(); 
  dlg.URL = URL; 





















 if(activeEHR == TRUE){ 
  int res = MessageBox(_T("Do you want to save before 
exit?"), _T("Exit"), MB_ICONQUESTION | MB_YESNOCANCEL); 
  switch(res){ 
   case 6: //Yes 
    { 
     if(path_file.IsEmpty()==0){ 
      SaveEHR(FALSE); 
     }else{ 
      SaveEHR(TRUE); 
     } 
     c_TreeHist.DeleteAllItems(); 
     v_t1 = _T("Name of subject: "); 
     v_t2 = _T("Family name: "); 
     v_t4 = _T("Date of birth: "); 
     v_t5 = _T("Adress detail: "); 
     mydoc = NULL; 
     path_file=""; 
     activeEHR = FALSE; 
     break; 
    } 
   case 7: //No 
    { 
     c_TreeHist.DeleteAllItems(); 
     v_t1 = _T("Name of subject: "); 
     v_t2 = _T("Family name: "); 
     v_t4 = _T("Date of birth: "); 
     v_t5 = _T("Adress detail: "); 
     mydoc = NULL; 
     path_file=""; 
     activeEHR = FALSE; 
     break; 
    } 
   case 2: //Cancel 
    { 
    break; 
    } 
  } 







 CString n = v_t1; 
 if(n.Compare(_T("Name of subject: "))==1){ 
  ArqHandler* arq = new ArqHandler(); 
  DOMNode* n1 = 
t_handler.GetNodeByAttr(mydoc,_T("id"),_T("4")); 
  CString name = n1->getNodeName(); 
  vector <CString> data = arq->GetArqData(n1); 
  
  SubDlgArq0 dlg = new SubDlgArq0(); 
  dlg.action = 2; 
  dlg.data = data; 
  dlg.acNode = n1; 
  dlg.doc = mydoc; 
  dlg.nodeKey = nodeKey; 












  if(activeEHR==TRUE){ 
   SaveEHR(FALSE); 
  }else{ 
   SaveEHR(TRUE); 




void CMainDialog::SaveEHR(BOOL newEHR) 
{ 
 BOOL er = FALSE; 
 BOOL saved = FALSE; 
 DataHandler* dh = new DataHandler(); 
 TreeHandler* th = new TreeHandler(); 
 DOMNodeList* ls = mydoc->getElementsByTagName(_T("nodeKey")); 
 DOMNode* n = ls->item(0); 
 string k = dh->IntToString(nodeKey++); 
 DOMNode* p = n->getParentNode(); 
 DOMElement* nk = mydoc->createElement(_T("nodeKey")); 
 p->appendChild(nk); 
 DOMText* txtState = mydoc-
>createTextNode(XMLString::transcode(k.c_str())); 
 nk->appendChild(txtState); 
 p->removeChild(n);  
  
 if (newEHR==TRUE){  
  //Pedimos lugar y nombre 
  CString strFilter = _T("XML Files (*.xml)|*.xml|All Files 
(*.*)|*.*||"); 
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  CString fil = _T(".xml"); 
  CFileDialog file_dlg(FALSE, fil, NULL, 0, strFilter); 
  if( file_dlg.DoModal() == IDOK ){ 
   CString p = file_dlg.GetFileName(); 
   t_handler.SaveTree(mydoc,p); 
   path_file = p; 
   saved = TRUE; 
  } 
 }else{ 
  t_handler.SaveTree(mydoc,path_file); 




  try{ 
   XercesDOMParser *parser = new XercesDOMParser; 
   //parser-
>setValidationScheme(XercesDOMParser::Val_Always); 
   //parser->setExternalSchemaLocation(_T("C:\Documents 
and Settings\Ismael\Mis documentos\EPSC\TFC\Code xsd\didmodel.xsd")); 
   //ErrorHandler* errHandler = new ErrorHandler(); 
   //DOMErrorHandler *myErrorHandler = new 
DOMPrintErrorHandler(); 
   ErrorHandler* myErrorHandler = (ErrorHandler*) new 
HandlerBase();  
   parser->setErrorHandler(myErrorHandler);  
 
   parser->setExternalSchemaLocation("didmodel.xsd"); 
   parser->parse(path_file); 
  } 
 
  catch (const XMLException& toCatch) { 
   er = TRUE; 
  } 
  catch (const DOMException& toCatch) { 
   er = TRUE; 
  } 
  catch (...) { 
   er = TRUE; 
  }  
  if (er = FALSE){ 
   CString c = _T("Ok"); 
  }else{ 
   CString c = _T("Error"); 












// Cuadro de diálogo de SubDlgArq0 
 
class SubDlgArq0 : public CDialog 
{ 




 SubDlgArq0(CWnd* pParent = NULL);   // Constructor estándar 
 virtual ~SubDlgArq0(); 
 virtual BOOL OnInitDialog(); 
 
// Datos del cuadro de diálogo 
 enum { IDD = ID_DLG_ARQ1 }; 
 
protected: 
 virtual void DoDataExchange(CDataExchange* pDX);    // 




 DOMNode* acNode; 
 DOMElement* elementParent; 
 xercesc::DOMDocument* doc; 
 int nodeKey; 
 afx_msg void OnBnClickedOk(); 
 vector <CString> data; 
 int action; 
 
 CString arq0_1; 
 CString arq0_2; 
 CString arq0_3; 
 CString arq0_4; 
 CString arq0_5; 
 CString arq0_6; 
 CString arq0_7; 
 CString arq0_8; 
 CString arq0_9; 
 CString arq0_10; 
 CString arq0_11; 
 CString arq0_12; 
 CString arq0_13; 


















SubDlgArq0::SubDlgArq0(CWnd* pParent /*=NULL*/) 
 : CDialog(SubDlgArq0::IDD, pParent) 
 , arq0_1(_T("")) 
 , arq0_2(_T("")) 
 , arq0_3(_T("")) 
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 , arq0_4(_T("")) 
 , arq0_5(_T("")) 
 , arq0_6(_T("")) 
 , arq0_8(_T("")) 
 , arq0_9(_T("")) 
 , arq0_10(_T("")) 
 , arq0_11(_T("")) 
 , arq0_12(_T("")) 
 , arq0_13(_T("")) 









void SubDlgArq0::DoDataExchange(CDataExchange* pDX) 
{ 
 CDialog::DoDataExchange(pDX); 
 DDX_Text(pDX, IDC_EDIT2, arq0_1); 
 DDX_Text(pDX, IDC_EDIT4, arq0_2); 
 DDX_Text(pDX, IDC_EDIT3, arq0_3); 
 DDX_Text(pDX, IDC_EDIT5, arq0_4); 
 DDX_Text(pDX, IDC_EDIT7, arq0_5); 
 DDX_Text(pDX, IDC_EDIT6, arq0_6); 
 DDX_Text(pDX, IDC_EDIT8, arq0_7); 
 DDX_Text(pDX, IDC_EDIT11, arq0_8); 
 DDX_Text(pDX, IDC_EDIT12, arq0_9); 
 DDX_Text(pDX, IDC_EDIT13, arq0_10); 
 DDX_Text(pDX, IDC_EDIT15, arq0_11); 
 DDX_Text(pDX, IDC_EDIT14, arq0_12); 
 DDX_Text(pDX, IDC_EDIT17, arq0_13); 









// Controladores de mensajes de SubDlgArq0 
 
BOOL SubDlgArq0::OnInitDialog(){ 
 switch (action){ 
  case 1: 
   { 
    break; 
   } 
  case 2: 
   { 
    arq0_1 = data[1]; 
    arq0_2 = data[2]; 
    arq0_3 = data[3]; 
    arq0_4 = data[4]; 
    arq0_5 = data[5]; 
    arq0_6 = data[6]; 
    arq0_7 = data[7]; 
    arq0_8 = data[8]; 
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    arq0_9 = data[9]; 
    arq0_10 = data[10]; 
    arq0_11 = data[11]; 
    arq0_12 = data[12]; 
    arq0_13 = data[13]; 
    arq0_14 = data[14]; 
    break; 
   } 
 } 
 UpdateData(FALSE); 




 TreeHandler* th = new TreeHandler(); 
 ArqHandler* arqHandler = new ArqHandler(); 
 DataHandler* dh = new DataHandler(); 
 
 //Recogemos los datos del formulario 
 UpdateData(TRUE); 
 string data[14]; 
 data[1] = XMLString::transcode(arq0_1); 
 data[2] = XMLString::transcode(arq0_2); 
 data[3] = XMLString::transcode(arq0_3); 
 data[4] = XMLString::transcode(arq0_4); 
 data[5] = XMLString::transcode(arq0_5); 
 data[6] = XMLString::transcode(arq0_6); 
 data[7] = XMLString::transcode(arq0_7); 
 data[8] = XMLString::transcode(arq0_8); 
 data[9] = XMLString::transcode(arq0_9); 
 data[10] = XMLString::transcode(arq0_10); 
 data[11] = XMLString::transcode(arq0_11); 
 data[12] = XMLString::transcode(arq0_12); 
 data[13] = XMLString::transcode(arq0_13); 
 data[14] = XMLString::transcode(arq0_14); 
 
 if (arq0_2.IsEmpty()==1){ 
  int res = MessageBox(_T("The Given name field can't be 
empty."), _T("Empty fields"), MB_ICONINFORMATION | MB_OK); 
 }else{ 
 switch(action){ 
  case 1: 
   { 
    //Creamos la carpeta de configuracion del 
Historial 
    DOMElement* cont1 = th-
>CreateElement2(doc,acNode,"Configuraion",_T("Container"),nodeKey); 
    nodeKey++; 
    //DOMElement* s = th-
>CreateElement2(doc,cont1,"",_T("Statement"),nodeKey); 
 
    DOMElement* descElem = doc-
>createElement(_T("Descriptor")); 
    string k = dh->IntToString(nodeKey); 
    descElem-
>setAttribute(_T("id"),XMLString::transcode(k.c_str())); 
    cont1->appendChild(descElem); 
    DOMElement* resElem = doc-
>createElement(_T("Statement")); 
    resElem-
>setAttribute(_T("mimeType"),_T("text/xml")); 
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    descElem->appendChild(resElem); 
    DOMText* txtState = doc-
>createTextNode(_T("Configuration")); 
    resElem->appendChild(txtState); 
 
    DOMElement* nv1 = th-
>CreateInfo(XMLString::transcode(_T("nodeKey")),resElem,doc,0); 
    DOMText* nv11 = th->AddInfo(dh-
>IntToString(nodeKey),nv1,doc); 
    nodeKey++; 
 
    //Creamos la carpeta de informacion personal 
     
    DOMElement* container = doc-
>createElement(_T("Container")); 
    string k1 = dh->IntToString(nodeKey); 
    container-
>setAttribute(_T("id"),XMLString::transcode(k1.c_str())); 
    acNode->appendChild(container); 
    DOMElement* descElem2 = doc-
>createElement(_T("Descriptor")); 
    container->appendChild(descElem2); 
    DOMElement* stateElem = doc-
>createElement(_T("Statement")); 
    stateElem-
>setAttribute(_T("mimeType"),_T("text/xml")); 
    descElem2->appendChild(stateElem); 
    DOMText* txtState2 = doc-
>createTextNode(_T("")); 
    stateElem->appendChild(txtState2); 
     
    //DOMElement* container = th-
>CreateElement2(doc,acNode,"",_T("Container"),nodeKey); 
    nodeKey++; 
    DOMNodeList* l1 = container->getChildNodes(); 
    DOMNode* des = l1->item(0); 
    DOMNodeList* l2 = des->getChildNodes(); 
    DOMNode* statement = l2->item(0); 
    CString prueba = statement->getNodeName(); 
     
    //Creamos el XML Arq. Se añade directamente a 
la carpeta creada 
    DOMElement* patient = arqHandler-
>GeneralPatient(data,statement,doc,nodeKey); 
    nodeKey++; 
    break; 
   } 
  case 2: 
   { 
    DOMNode* nodeParent = acNode->getParentNode(); 
 
    //Creamos el nodo de forma provisional 
    ArqHandler* arqHandler = new ArqHandler(); 
    DOMNode* tmp = arqHandler-
>GeneralPatient(data,nodeParent,doc,3); 
    DOMNode* dup = tmp->cloneNode(TRUE); 
 
    //Subsutitimos el nodo seleccionado por el 
clonado 
    nodeParent->replaceChild(dup,acNode); 
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    //Eliminamos el nodo provisional 
    nodeParent->removeChild(tmp); 
    break; 












// Cuadro de diálogo de SubDlgArq1 
 





 SubDlgArq1(CWnd* pParent = NULL);   // Constructor estándar 
 virtual ~SubDlgArq1(); 
 virtual BOOL OnInitDialog(); 
 
// Datos del cuadro de diálogo 
 enum { IDD = ID_DLG_ARQ2 }; 
 
protected: 
 virtual void DoDataExchange(CDataExchange* pDX);    // 




 DOMNode* acNode; 
 xercesc::DOMDocument* doc; 
 int nodeKey; 
 CTreeCtrl* tree; 
 HTREEITEM parent; 
 vector <CString> data; 
 int action; 
 
 CString arq1_1; 
 CString arq1_2; 
 CString arq1_3; 
 CString arq1_4; 
 CString arq1_5; 
 CString arq1_6; 
 CString arq1_7; 
 CString arq1_8; 
 CString arq1_9; 
 CString arq1_10; 
 CString arq1_11; 
 CString arq1_12; 
 CString arq1_13; 
 CString arq1_14; 
 CString arq1_15; 
 CString arq1_16; 
 CString arq1_17; 
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 CString arq1_18; 
 CString arq1_19; 
 CString arq1_20; 
 CString arq1_21; 
 CString arq1_22; 
 afx_msg void OnBnClickedOk(); 
















SubDlgArq1::SubDlgArq1(CWnd* pParent /*=NULL*/) 
 : CDialog(SubDlgArq1::IDD, pParent) 
 , arq1_1(_T("")) 
 , arq1_2(_T("")) 
 , arq1_3(_T("")) 
 , arq1_4(_T("")) 
 , arq1_5(_T("")) 
 , arq1_6(_T("")) 
 , arq1_7(_T("")) 
 , arq1_8(_T("")) 
 , arq1_9(_T("")) 
 , arq1_10(_T("")) 
 , arq1_11(_T("")) 
 , arq1_12(_T("")) 
 , arq1_13(_T("")) 
 , arq1_14(_T("")) 
 , arq1_15(_T("")) 
 , arq1_16(_T("")) 
 , arq1_17(_T("")) 
 , arq1_18(_T("")) 
 , arq1_19(_T("")) 
 , arq1_20(_T("")) 
 , arq1_21(_T("")) 









void SubDlgArq1::DoDataExchange(CDataExchange* pDX) 
{ 
 CDialog::DoDataExchange(pDX); 
 DDX_Text(pDX, D1, arq1_1); 
 DDX_Text(pDX, D2, arq1_2); 
 DDX_Text(pDX, D3, arq1_3); 
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 DDX_Text(pDX, D4, arq1_4); 
 DDX_Text(pDX, D5, arq1_5); 
 DDX_Text(pDX, D6, arq1_6); 
 DDX_Text(pDX, D7, arq1_7); 
 DDX_Text(pDX, D8, arq1_8); 
 DDX_Text(pDX, D9, arq1_9); 
 DDX_Text(pDX, D10, arq1_10); 
 DDX_Text(pDX, D11, arq1_11); 
 DDX_Text(pDX, D12, arq1_12); 
 DDX_Text(pDX, D13, arq1_13); 
 DDX_Text(pDX, D14, arq1_14); 
 DDX_Text(pDX, D15, arq1_15); 
 DDX_Text(pDX, D16, arq1_16); 
 DDX_Text(pDX, D17, arq1_17); 
 DDX_Text(pDX, D18, arq1_18); 
 DDX_Text(pDX, D19, arq1_19); 
 DDX_Text(pDX, D20, arq1_20); 
 DDX_Text(pDX, D21, arq1_21); 
 DDX_Text(pDX, D22, arq1_22); 













 //Recogemos los datos del formulario 
 UpdateData(TRUE); 
 string data[23]; 
 data[0] = XMLString::transcode(arq1_1); 
 data[1] = XMLString::transcode(arq1_2); 
 data[2] = XMLString::transcode(arq1_3); 
 data[3] = XMLString::transcode(arq1_4); 
 data[4] = XMLString::transcode(arq1_5); 
 data[5] = XMLString::transcode(arq1_6); 
 data[6] = XMLString::transcode(arq1_7); 
 data[7] = XMLString::transcode(arq1_8); 
 data[8] = XMLString::transcode(arq1_9); 
 data[9] = XMLString::transcode(arq1_10); 
 data[10] = XMLString::transcode(arq1_11); 
 data[11] = XMLString::transcode(arq1_12); 
 data[12] = XMLString::transcode(arq1_13); 
 data[13] = XMLString::transcode(arq1_14); 
 data[14] = XMLString::transcode(arq1_15); 
 data[15] = XMLString::transcode(arq1_16); 
 data[16] = XMLString::transcode(arq1_17); 
 data[17] = XMLString::transcode(arq1_18); 
 data[18] = XMLString::transcode(arq1_19); 
 data[19] = XMLString::transcode(arq1_20); 
 data[20] = XMLString::transcode(arq1_21); 
 data[21] = XMLString::transcode(arq1_22); 
  
 //Creamos un statement en el nodo seleccionado 
 switch(action){ 
  case 1: //Añadir nuevo 
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   { 
    TreeHandler* treeHandler = new TreeHandler(); 




    //Añadimos el Arq 
    ArqHandler* arqHandler = new ArqHandler(); 
    arqHandler->ArqPregnancy(data,d,doc,nodeKey); 
 
    //Añadimos el dato al Tree 
    DataHandler* dh = new DataHandler(); 
    string  k = dh->IntToString(nodeKey); 
    CString t1 = _T("Informative node #"); 
    CString t2 = XMLString::transcode(k.c_str()); 
    CString t = t1 + t2; 
    HTREEITEM h = tree-
>InsertItem(t,4,4,parent,TVI_LAST); 
    nodeKey++; 
    break; 
   } 
  case 2: //Modificar existente 
   { 
    DOMNode* nodeParent = acNode->getParentNode(); 
 
    //Creamos el nodo de forma provisional 
    ArqHandler* arqHandler = new ArqHandler(); 
    DOMNode* tmp = arqHandler-
>ArqPregnancy(data,nodeParent,doc,nodeKey); 
    DOMNode* dup = tmp->cloneNode(TRUE); 
 
    //Subsutitimos el nodo seleccionado por el 
clonado 
    nodeParent->replaceChild(dup,acNode); 
 
    //Eliminamos el nodo provisional 
    nodeParent->removeChild(tmp); 
 
    //Modificamos el CTree 
    DataHandler* dh = new DataHandler(); 
    string k = dh->IntToString(nodeKey); 
    CString t2 = XMLString::transcode(k.c_str()); 
    CString t1 = _T("Informative node #"); 
    tree->SetItemText(parent,t1 + t2); 
    nodeKey++; 
    break; 









 //Cargamos los datos en ventana 
 if (action==2 || action==3){ 
  arq1_1 = data[0]; 
  arq1_2 = data[1]; 
  arq1_3 = data[2]; 
  arq1_4 = data[3]; 
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  arq1_5 = data[4]; 
  arq1_6 = data[5]; 
  arq1_7 = data[6]; 
  arq1_8 = data[7]; 
  arq1_9 = data[8]; 
  arq1_10 = data[9]; 
  arq1_11 = data[10]; 
  arq1_12 = data[11]; 
  arq1_13 = data[12]; 
  arq1_14 = data[13]; 
  arq1_15 = data[14]; 
  arq1_16 = data[15]; 
  arq1_17 = data[16]; 
  arq1_18 = data[17]; 
  arq1_19 = data[18]; 
  arq1_20 = data[19]; 
  arq1_21 = data[20]; 
  arq1_22 = data[21]; 
 } 
 
 switch (action){ 
  case 2: 
   butSave.ShowWindow(TRUE); 
   break; 
  case 3: 
   butSave.ShowWindow(FALSE); 












// Cuadro de diálogo de SubDlgArq2 
 





 SubDlgArq2(CWnd* pParent = NULL);   // Constructor estándar 
 virtual ~SubDlgArq2(); 
 virtual BOOL OnInitDialog(); 
 
// Datos del cuadro de diálogo 
 enum { IDD = ID_DLG_ARQ3 }; 
 
protected: 
 virtual void DoDataExchange(CDataExchange* pDX);    // 




 DOMNode* acNode; 
 xercesc::DOMDocument* doc; 
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 int nodeKey; 
 CTreeCtrl* tree; 
 HTREEITEM parent; 
 vector <CString> data; 
 int action; 
 
 CString arq2_1; 
 CString arq2_2; 
 CString arq2_3; 
 CString arq2_4; 
 CString arq2_5; 
 CString arq2_6; 
 CString arq2_7; 
 CString arq2_8; 
 CString arq2_9; 
 CString arq2_10; 
 CString arq2_11; 
 CString arq2_12; 
 CString arq2_13; 
 CString arq2_14; 
 CString arq2_15; 
 CString arq2_16; 
 CString arq2_17; 
 CString arq2_18; 
 CString arq2_19; 
 CString arq2_20; 
 CString arq2_21; 
 CString arq2_22; 
 CString arq2_23; 
 CString arq2_24; 
 CString arq2_25; 
 CString arq2_26; 
 CString arq2_27; 
 afx_msg void OnBnClickedOk(); 
 CString arq2_28; 
 CString arq2_29; 
 CString arq2_30; 



















SubDlgArq2::SubDlgArq2(CWnd* pParent /*=NULL*/) 
 : CDialog(SubDlgArq2::IDD, pParent) 
 , arq2_1(_T("")) 
 , arq2_2(_T("")) 
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 , arq2_3(_T("")) 
 , arq2_4(_T("")) 
 , arq2_5(_T("")) 
 , arq2_6(_T("")) 
 , arq2_7(_T("")) 
 , arq2_8(_T("")) 
 , arq2_9(_T("")) 
 , arq2_10(_T("")) 
 , arq2_11(_T("")) 
 , arq2_12(_T("")) 
 , arq2_13(_T("")) 
 , arq2_14(_T("")) 
 , arq2_15(_T("")) 
 , arq2_16(_T("")) 
 , arq2_17(_T("")) 
 , arq2_18(_T("")) 
 , arq2_19(_T("")) 
 , arq2_20(_T("")) 
 , arq2_21(_T("")) 
 , arq2_22(_T("")) 
 , arq2_23(_T("")) 
 , arq2_24(_T("")) 
 , arq2_25(_T("")) 
 , arq2_26(_T("")) 
 , arq2_27(_T("")) 
 , arq2_28(_T("")) 
 , arq2_29(_T("")) 









void SubDlgArq2::DoDataExchange(CDataExchange* pDX) 
{ 
 CDialog::DoDataExchange(pDX); 
 DDX_Text(pDX, IDC_EDIT3, arq2_1); 
 DDX_Text(pDX, IDC_EDIT2, arq2_2); 
 DDX_Text(pDX, IDC_EDIT1, arq2_3); 
 DDX_Text(pDX, IDC_EDIT4, arq2_4); 
 DDX_Text(pDX, IDC_EDIT5, arq2_5); 
 DDX_Text(pDX, IDC_EDIT6, arq2_6); 
 DDX_Text(pDX, IDC_EDIT7, arq2_7); 
 DDX_Text(pDX, IDC_EDIT8, arq2_8); 
 DDX_Text(pDX, IDC_EDIT9, arq2_9); 
 DDX_Text(pDX, IDC_EDIT10, arq2_10); 
 DDX_Text(pDX, IDC_EDIT12, arq2_11); 
 DDX_Text(pDX, IDC_EDIT13, arq2_12); 
 DDX_Text(pDX, IDC_EDIT14, arq2_13); 
 DDX_Text(pDX, IDC_EDIT15, arq2_14); 
 DDX_Text(pDX, IDC_EDIT16, arq2_15); 
 DDX_Text(pDX, IDC_EDIT19, arq2_16); 
 DDX_Text(pDX, IDC_EDIT18, arq2_17); 
 DDX_Text(pDX, IDC_EDIT17, arq2_18); 
 DDX_Text(pDX, IDC_EDIT20, arq2_19); 
 DDX_Text(pDX, IDC_EDIT21, arq2_20); 
 DDX_Text(pDX, IDC_EDIT22, arq2_21); 
 DDX_Text(pDX, IDC_EDIT23, arq2_22); 
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 DDX_Text(pDX, IDC_EDIT24, arq2_23); 
 DDX_Text(pDX, IDC_EDIT25, arq2_24); 
 DDX_Text(pDX, IDC_EDIT26, arq2_25); 
 DDX_Text(pDX, IDC_EDIT27, arq2_26); 
 DDX_Text(pDX, IDC_EDIT28, arq2_27); 
 DDX_Text(pDX, IDC_EDIT29, arq2_28); 
 DDX_Text(pDX, IDC_EDIT30, arq2_29); 
 DDX_Text(pDX, IDC_EDIT31, arq2_30); 













 //Recogemos los datos del formulario 
 UpdateData(TRUE); 
 string data[30]; 
 data[0] = XMLString::transcode(arq2_1); 
 data[1] = XMLString::transcode(arq2_2); 
 data[2] = XMLString::transcode(arq2_3); 
 data[3] = XMLString::transcode(arq2_4); 
 data[4] = XMLString::transcode(arq2_5); 
 data[5] = XMLString::transcode(arq2_6); 
 data[6] = XMLString::transcode(arq2_7); 
 data[7] = XMLString::transcode(arq2_8); 
 data[8] = XMLString::transcode(arq2_9); 
 data[9] = XMLString::transcode(arq2_10); 
 data[10] = XMLString::transcode(arq2_11); 
 data[11] = XMLString::transcode(arq2_12); 
 data[12] = XMLString::transcode(arq2_13); 
 data[13] = XMLString::transcode(arq2_14); 
 data[14] = XMLString::transcode(arq2_15); 
 data[15] = XMLString::transcode(arq2_16); 
 data[16] = XMLString::transcode(arq2_17); 
 data[17] = XMLString::transcode(arq2_18); 
 data[18] = XMLString::transcode(arq2_19); 
 data[19] = XMLString::transcode(arq2_20); 
 data[20] = XMLString::transcode(arq2_21); 
 data[21] = XMLString::transcode(arq2_22); 
 data[22] = XMLString::transcode(arq2_23); 
 data[23] = XMLString::transcode(arq2_24); 
 data[24] = XMLString::transcode(arq2_25); 
 data[25] = XMLString::transcode(arq2_26); 
 data[26] = XMLString::transcode(arq2_27); 
 data[27] = XMLString::transcode(arq2_28); 
 data[28] = XMLString::transcode(arq2_29); 
 data[29] = XMLString::transcode(arq2_30); 
  
 //Creamos un statement en el nodo seleccionado 
 switch(action){ 
  case 1: //Añadir nuevo 
   { 
    TreeHandler* treeHandler = new TreeHandler(); 
    DOMNode* d = treeHandler-




    //Añadimos el Arq 
    ArqHandler* arqHandler = new ArqHandler(); 
    arqHandler-
>ArqMicroscopicsFindings(data,d,doc,nodeKey); 
 
    //Añadimos el dato al Tree 
    DataHandler* dh = new DataHandler(); 
    string  k = dh->IntToString(nodeKey); 
    CString t1 = _T("Informative node #"); 
    CString t2 = XMLString::transcode(k.c_str()); 
    CString t = t1 + t2; 
    HTREEITEM h = tree-
>InsertItem(t,4,4,parent,TVI_LAST); 
    nodeKey++; 
    break; 
   } 
  case 2: //Modificar existente 
   { 
    DOMNode* nodeParent = acNode->getParentNode(); 
 
    //Creamos el nodo de forma provisional 
    ArqHandler* arqHandler = new ArqHandler(); 
    DOMNode* tmp = arqHandler-
>ArqMicroscopicsFindings(data,nodeParent,doc,nodeKey); 
    DOMNode* dup = tmp->cloneNode(TRUE); 
 
    //Subsutitimos el nodo seleccionado por el 
clonado 
    nodeParent->replaceChild(dup,acNode); 
 
    //Eliminamos el nodo provisional 
    nodeParent->removeChild(tmp); 
 
    //Modificamos el CTree 
    DataHandler* dh = new DataHandler(); 
    string k = dh->IntToString(nodeKey); 
    CString t2 = XMLString::transcode(k.c_str()); 
    CString t1 = _T("Informative node #"); 
    tree->SetItemText(parent,t1 + t2); 
    nodeKey++; 
    break; 







 if (action==2||action==3){ 
  //Cargamos los datos en ventana 
  arq2_1 = data[0]; 
  arq2_2 = data[1]; 
  arq2_3 = data[2]; 
  arq2_4 = data[3]; 
  arq2_5 = data[4]; 
  arq2_6 = data[5]; 
  arq2_7 = data[6]; 
  arq2_8 = data[7]; 
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  arq2_9 = data[8]; 
  arq2_10 = data[9]; 
  arq2_11 = data[10]; 
  arq2_12 = data[11]; 
  arq2_13 = data[12]; 
  arq2_14 = data[13]; 
  arq2_15 = data[14]; 
  arq2_16 = data[15]; 
  arq2_17 = data[16]; 
  arq2_18 = data[17]; 
  arq2_19 = data[18]; 
  arq2_20 = data[19]; 
  arq2_21 = data[20]; 
  arq2_22 = data[21]; 
  arq2_23 = data[22]; 
  arq2_24 = data[23]; 
  arq2_25 = data[24]; 
  arq2_26 = data[25]; 
  arq2_27 = data[26]; 
  arq2_28 = data[27]; 
  arq2_29 = data[28]; 




  case 2: 
   butSave.ShowWindow(TRUE); 
   break; 
  case 3: 
   butSave.ShowWindow(FALSE); 













// Cuadro de diálogo de SubDlgArqType 
 





 SubDlgArqType(CWnd* pParent = NULL);   // Constructor estándar 
 virtual ~SubDlgArqType(); 
  
 
// Datos del cuadro de diálogo 
 enum { IDD = IDD_DIALOG4 }; 
 
protected: 
 virtual void DoDataExchange(CDataExchange* pDX);    // 
Compatibilidad con DDX/DDV 
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 virtual BOOL OnInitDialog(); 
 DECLARE_MESSAGE_MAP() 
public: 
 CListBox cList; 
 xercesc::DOMDocument* doc; 
 CTreeCtrl* tree; 
 HTREEITEM parent; 
 DOMNode* acNode; 
 int nodeKey; 
 afx_msg void OnBnClickedOk(); 



















SubDlgArqType::SubDlgArqType(CWnd* pParent /*=NULL*/) 
 : CDialog(SubDlgArqType::IDD, pParent) 









void SubDlgArqType::DoDataExchange(CDataExchange* pDX) 
{ 
 CDialog::DoDataExchange(pDX); 
 DDX_Control(pDX, IDC_LIST1, cList); 











 CString a1 = _T("Pregnancy"); 
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 return TRUE; 
} 
 





 CString arq1 = _T("Pregnancy"); 
 CString arq2 = _T("Microscopics Findings"); 
 CString curArq = vList.GetString(); 
 if(curArq.Compare(arq1)==0){ 
  SubDlgArq1 subDlgArq1 = new SubDlgArq1(); 
  subDlgArq1.acNode = acNode; 
  subDlgArq1.doc = doc; 
  subDlgArq1.nodeKey = nodeKey; 
  subDlgArq1.tree = tree; 
  subDlgArq1.parent =  parent; 
  subDlgArq1.action = 1; 
  subDlgArq1.DoModal(); 
 }else if(curArq.Compare(arq2)==0){ 
  SubDlgArq2 subDlgArq2 = new SubDlgArq2(); 
  subDlgArq2.acNode = acNode; 
  subDlgArq2.doc = doc; 
  subDlgArq2.nodeKey = nodeKey; 
  subDlgArq2.tree = tree; 
  subDlgArq2.parent =  parent; 
  subDlgArq2.action = 1; 












// Cuadro de diálogo de SubDlgImage 
 





 SubDlgImage(CWnd* pParent = NULL);   // Constructor estándar 
 virtual ~SubDlgImage(); 
 void PaintImage(); 
 
// Datos del cuadro de diálogo 
 enum { IDD = IDD_DIALOG6 }; 
 
protected: 
 virtual void DoDataExchange(CDataExchange* pDX);    // 
Compatibilidad con DDX/DDV 
 virtual BOOL OnInitDialog(); 
 DECLARE_MESSAGE_MAP() 
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public: 
 CImage image; 
 CString URL; 
 afx_msg void OnBnClickedButton1(); 

















SubDlgImage::SubDlgImage(CWnd* pParent /*=NULL*/) 









void SubDlgImage::DoDataExchange(CDataExchange* pDX) 
{ 
 CDialog::DoDataExchange(pDX); 



















   //Cargamos la image 
 if (image.Load(URL)==S_OK){ 
  CDC* cdc = c_img.GetDC(); 
  HDC h = cdc->operator HDC(); 
  image.StretchBlt(h,50,0,300,300); 
  //c_img.SetBitmap((HBITMAP)image); 
  //c_img.Invalidate(); 
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 }else{ 






    //Cargamos la image 
 if (image.Load(URL)==S_OK){ 
  CDC* cdc = c_img.GetDC(); 
  HDC h = cdc->operator HDC(); 
  image.StretchBlt(h,0,0,200,200); 
  //c_img.SetBitmap((HBITMAP)image); 
  //c_img.Invalidate(); 
 }else{ 











// Cuadro de diálogo de SubDlgValue 
 





 SubDlgValue(CWnd* pParent = NULL);   // Constructor estándar 
 virtual ~SubDlgValue(); 
 
// Datos del cuadro de diálogo 
 enum { IDD = IDD_DIALOG5 }; 
 
protected: 
 virtual void DoDataExchange(CDataExchange* pDX);    // 

















// Cuadro de diálogo de SubDlgValue 




SubDlgValue::SubDlgValue(CWnd* pParent /*=NULL*/) 
 : CDialog(SubDlgValue::IDD, pParent) 









void SubDlgValue::DoDataExchange(CDataExchange* pDX) 
{ 
 CDialog::DoDataExchange(pDX); 












II.3 Clases propias de la aplicación 
 
II.3.1 stdaxf.h 
// stdafx.h: archivo de inclusión para archivos de inclusión estándar 
del sistema, 
// o archivos de inclusión específicos del proyecto utilizados 
frecuentemente, 









#define VC_EXTRALEAN            // Excluir material rara vez utilizado 





#define _ATL_CSTRING_EXPLICIT_CONSTRUCTORS      // Algunos 
constructores CString serán explícitos 
 
// Desactiva la ocultación de MFC para algunos mensajes de advertencia 
comunes y, muchas veces, omitidos de forma consciente 
#define _AFX_ALL_WARNINGS 
 
#include <afxwin.h>         // Componentes principales y estándar de 
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MFC 




#include <afxdtctl.h>           // Compatibilidad MFC para controles 
comunes de Internet Explorer 4 
#endif 
#ifndef _AFX_NO_AFXCMN_SUPPORT 
#include <afxcmn.h>                     // Compatibilidad MFC para 
controles comunes de Windows 






// stdafx.cpp: archivo de código fuente que contiene solo las 
inclusiones estándar 
// TFC.pch será el encabezado precompilado 























// Consulte la sección TFC.cpp para obtener información sobre la 
implementación de esta clase 
// 
 












Anexo II: Código  133 
}; 
 
extern CTFCApp theApp; 
 
II.3.4 TFC.cpp 
























 // TODO: agregar aquí el código de construcción, 













 //Iniciamos xercesc 
 try 
    { 
        XMLPlatformUtils::Initialize(); 
    } 
 catch(const XMLException& toCatch) 
    { 
        char *pMsg = XMLString::transcode(toCatch.getMessage()); 
        XERCES_STD_QUALIFIER cerr << "Error during Xerces-c 
Initialization.\n" 
             << "  Exception message:" 
             << pMsg; 
        XMLString::release(&pMsg); 
    } 
 
 //Iniciamos la aplicacion 
 CWinApp::InitInstance(); 
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 CMainDialog dlg; 
 m_pMainWnd = &dlg; 
 INT_PTR nResponse = dlg.DoModal(); 
 if (nResponse == IDOK) 
 { 
 } 
 else if (nResponse == IDCANCEL) 
 { 
 } 
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ANEXO III: Caso de uso, XML resultante 
 
En este apartado del anexo figura el XML resultante del caso de uso expuesto en la memoria. 
En el se puede comprobar como queda el fichero que responde al DI generado durante el 
ejemplo y que representa un EHR real. 
 




xsi:schemaLocation="urn:mpeg:mpeg21:2002:02-DIDL-NS didl.xsd             
urn:mpeg:mpeg21:2004:01-IPMPDIDL-NS ipmpdidl.xsd"> 
  <Container id="0"> 
    <Container id="1"> 
      <Descriptor> 
        <Statement mimeType="text/plain">Configuraion</Statement> 
      </Descriptor> 
      <Descriptor id="2"> 
        <Statement mimeType="text/xml">Configuration 
           
          <nodeKey xmlns="">18</nodeKey></Statement> 
      </Descriptor> 
    </Container> 
    <Container id="3"> 
      <Descriptor> 
        <Statement mimeType="text/xml"> 
          <personal_data xmlns="" id="4"> 
            <personal_name xmlns=""> 
              <name_type xmlns=""></name_type> 
              <structured_name xmlns=""> 
                <given_name xmlns=""></given_name> 
                <middle_name xmlns="">Anna</middle_name> 
                <family_name xmlns=""></family_name> 
              </structured_name> 
              <unstructured_name xmlns="">Sendros Jimenez</unstructured_name> 
              <name_valid_name xmlns=""> 
                <name_valid_period xmlns=""></name_valid_period> 
                <name_valid_until xmlns=""></name_valid_until> 
              </name_valid_name> 
            </personal_name> 
            <demographic_data xmlns=""> 
              <identifer xmlns=""></identifer> 
              <date_of_birth xmlns="">11-09-1997</date_of_birth> 
              <sex xmlns="">Mujer</sex> 
              <relationship_to_subject xmlns=""></relationship_to_subject> 
              <adress_detail xmlns="">c/Paraguai n29, 3-3</adress_detail> 
              <telecom_detail xmlns="">650283042</telecom_detail> 
              <ethnicity xmlns=""></ethnicity> 
              <entitlelements xmlns=""></entitlelements> 
            </demographic_data> 
          </personal_data> 
        </Statement> 
      </Descriptor> 
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    </Container> 
    <Container id="4"> 
      <Descriptor> 
        <Statement mimeType="text/plain">Maternidad</Statement> 
      </Descriptor> 
      <Item id="5"> 
        <Descriptor> 
          <Statement mimeType="text/plain">Embarazo</Statement> 
        </Descriptor> 
        <Component id="6"> 
          <Descriptor> 
            <Statement mimeType="text/plain">Alumbramiento</Statement> 
          </Descriptor> 
          <Resource mimeType="text/xml"> 
            <pregnancy id="8"> 
              <maternity_states>embarazada</maternity_states> 
              <conception> 
                <date_of_LMP/> 
                <date_of_LMP>22-04-2009</date_of_LMP> 
              </conception> 
              <previous_pregnancies>0</previous_pregnancies> 
              <current_pregnancy> 
                <expected_date_of_birth>22-12-2010</expected_date_of_birth> 
                <bases_stimated_of_date/> 
                <number_of_fetuses> 
                  <number>1</number> 
                  <gestation>29 semanas</gestation> 
                </number_of_fetuses> 
                <planned_model_of_care>La paciente indica que se encuentra 
mareada</planned_model_of_care> 
                <model_of_care_at_delivery/> 
                <labour_or_delivery> 
                  <comments/> 
                  <onset> 
                    <type/> 
                    <time_on_onset/> 
                  </onset> 
                  <rupture_of_membranes> 
                    <type/> 
                    <time_of_rupture/> 
                    <duration_of_ruptured_membranes/> 
                    <decription_of_liquor/> 
                  </rupture_of_membranes> 
                  <augmentation> 
                    <time_of_augmentation/> 
                    <time_of_augmentation/> 
                    <duration_of_augmentation/> 
                  </augmentation> 
                  <duration/> 
                  <offspring/> 
                </labour_or_delivery> 
              </current_pregnancy> 
            </pregnancy> 
          </Resource> 
        </Component> 
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      </Item> 
    </Container> 
    <Container id="9"> 
      <Descriptor> 
        <Statement mimeType="text/plain">Oncologia</Statement> 
      </Descriptor> 
      <Container id="10"> 
        <Descriptor> 
          <Statement mimeType="text/plain">Tumores intestinales</Statement> 
        </Descriptor> 
        <Item id="11"> 
          <Descriptor> 
            <Statement mimeType="text/plain">Busqueda de tumoraciones</Statement> 
          </Descriptor> 
          <Component id="12"> 
            <Descriptor> 
              <Statement mimeType="text/plain">Visita 12-03-2003</Statement> 
            </Descriptor> 
            <Resource mimeType="text/xml"> 
              <microscopics_findings id="14"> 
                <histological_grading> 
                  <grade/> 
                  <comming/> 
                </histological_grading> 
                <local_invasion> 
                  <classification/> 
                  <depth_of_invasion/> 
                  <distance_of_invasion/> 
                </local_invasion> 
                <surical_resection_margins> 
                  <surical/> 
                </surical_resection_margins> 
                <in_situ_carcicoma_findings> 
                  <in_situ_carcicoma/> 
                  <description/> 
                </in_situ_carcicoma_findings> 
                <lymph_node_findings> 
                  <detail/> 
                  <nodal_involvement_classification/> 
                  <distance_from_margin/> 
                  <comment/> 
                </lymph_node_findings> 
                <status_of_apical_lymph_node/> 
                <local_tissue_invasion> 
                  <venous_invasion/> 
                  <lymphatic_invasion/> 
                  <perineural_invasion/> 
                  <extramural/> 
                </local_tissue_invasion> 
                <distant_metastasis_findings> 
                  <distant_metastasis/> 
                  <sites/> 
                  <description/> 
                </distant_metastasis_findings> 
                <adenomatous_polyps> 
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                  <type_of_polyp/> 
                  <number_of_polyp/> 
                  <polyposis_syndrome/> 
                  <comment/> 
                </adenomatous_polyps> 
                <aditional_findings> 
                  <aditional_finding/> 
                  <description/> 
                </aditional_findings> 
                <residual_tumor_status/> 
                <response_to_neoadjuvant_therapy> 
                  <neoadjuvant_therapy_given/> 
                  <grade_of_response/> 
                  <comment/> 
                </response_to_neoadjuvant_therapy> 
              </microscopics_findings> 
            </Resource> 
            <Resource mimeType="image/jpeg">endoscopia.JPG</Resource> 
          </Component> 
        </Item> 
        <e:Item> 
          <e:Identifier/> 
          <e:Info/> 
          <e:ContentInfo/> 
          <e:Contents>A435F632BD563E67</e:Contents> 
        </e:Item> 
      </Container> 
    </Container> 
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