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Tato bakalářská práce se zabývá zpracováním a přenosem zvuku přes bezdrátovou počí-
tačovou síť. Rovněž pak návrhem aplikace pro hlasovou komunikaci na platformě Maemo.
Nejprve je představena platforma. Poté popsána práce se zvukem. Dále pak počítačové sítě
a komunikace v nich. Rovněž jsou popsány dostupné aplikace. V druhé polovině dokumentu
je řešen návrh a implementace vlastní aplikace z pohledu jednotlivých modulů. Na závěr
jsou zmíněna její omezení a navržena možná rozšíření.
Abstract
This bachelor thesis deals with sound capture and transfer through computer network. It
also looks into design of application for voice communication on Maemo platform. First,
the platform is introduced. Then, sound processing is described. Later, computer networks
and their communication is presented. Existing applications are described also. Second half
of this document introduces design and implementation of own application from modular
point of view. Last, restrictions and enhancements are mentioned.
Klíčová slova
Maemo, zvuk, počítačová síť, vysílačka
Keywords
Maemo, sound, computer network, walkie-talkie
Citace
Tomáš Klapal: Adhoc VoIP pro Maemo/Meego, bakalářská práce, Brno, FIT VUT v Brně,
2012
Adhoc VoIP pro Maemo/Meego
Prohlášení
Prohlašuji, že jsem tuto bakalářskou práci vypracoval samostatně pod vedením pana Ing.
Jozefa Mlícha. Uvedl jsem všechny literární prameny a publikace, ze kterých jsem čerpal.




Na tomto místě bych rád poděkoval vedoucímu práce, panu Ing. Jozefu Mlíchovi, za jeho
mimořádnou ochotu a vstřícnost projevenou v průběhu řešení této bakalářské práce.
c© Tomáš Klapal, 2012.
Tato práce vznikla jako školní dílo na Vysokém učení technickém v Brně, Fakultě informa-
čních technologií. Práce je chráněna autorským zákonem a její užití bez udělení oprávnění




2.1 Platforma . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 4
2.2 Vývojové nástroje . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 5
3 Práce se zvukem 7
3.1 Zpracování zvuku . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 7
3.2 ALSA . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 8
3.3 SPEEX . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 9
4 Počítačové sítě, komunikace 11
4.1 TCP/IP model . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 11
4.2 Bezdrátové sítě, Adhoc . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 13
4.3 VoIP . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 13
5 Dostupné aplikace 15
5.1 Použití v praxi . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 15
5.2 Struktura aplikací . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 16
6 Aplikace Easy W&T 17
6.1 Koncept . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 17
6.2 Instalace . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 18
7 Grafické uživatelské rozhraní 20
7.1 Návrh uživatelského rozhraní . . . . . . . . . . . . . . . . . . . . . . . . . . 20
7.2 Implementace . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 22
8 Zvukový vstup a výstup 24
8.1 Vstup z vestavěného mikrofonu . . . . . . . . . . . . . . . . . . . . . . . . . 24
8.2 Výstup přes interní reproduktor . . . . . . . . . . . . . . . . . . . . . . . . . 25
9 Síťová vrstva 26
9.1 Řešení síťové komunikace . . . . . . . . . . . . . . . . . . . . . . . . . . . . 26
9.2 Konfigurace Ad-hoc sítě . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 27
10 Omezení a rozšíření 28
10.1 Omezení stávající aplikace . . . . . . . . . . . . . . . . . . . . . . . . . . . . 28
10.2 Možná rozšíření . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 29
1
11 Závěr 30




V dnešní době zaměřené mimo jiné na rozvoj komunikačních technologií sílí potřeba kva-
litního a vždy dostupného dorozumívacího prostředku mezi populací. Tím se v posledních
letech jeví být mobilní telefon. Poplatky za využívání služeb mobilních operátorů však z této
komunikace dělají poměrně drahý způsob, obzvlášť při dlouhých hovorech. Navíc i v dnešní
době můžeme stále ještě nalézt řadu odlehlých míst bez pokrytí signálem konkrétního mo-
bilního operátora.
Motivací pro vznik aplikace Easy Walk & Talk byla tedy myšlenka umožnit vlastníkům
mobilních zařízení jejich vzájemnou komunikaci na krátkou vzdálenost bez zpoplatnění mo-
bilním operátorem. Easy Walk & Talk spadá do kategorie Pust to talk, kde se snaží vyplnit
prázdné místo na současném trhu aplikací pro mobilní platformu Maemo. v druhé fázi je
pak plánováno rozšíření na operační systém MeeGo a pokud bude OS Tizen poskytovat
potřebné programové vybavení pro běh této aplikace, měla by být do budoucna dostupná
i uživatelům tohoto operačního systému.
Celá práce je rozdělena do několika kapitol. Druhá kapitola seznamuje čtenáře s mobilní
platformou Maemo a jejími vývojovými nástroji. Třetí kapitola se zabývá prácí se zvukem.
Čtvrtá kapitola je věnována počítačovým sítím a komunikaci v nich. v páté kapitole jsou
představeny dostupné aplikace pro hlasovou komunikaci. Šestá kapitola popisuje aplikaci
Easy Walk & Talk jako celek, zatím co sedmá kapitola se věnuje jejímu grafickému uži-
vatelskému rozhraní. v osmé kapitole je rozebrána implementace jejího zvukového vstupu
a výstupu. Devátá kapitola pojednává o síťové vrstvě. Desátá kapitola se zabývá známými




Tato kapitola je věnována platformě Maemo [5]. v první části je uveden stručný přehled
jejího vývoje až po současné nástupce. Následně je popsána aktuální podoba této. Druhá
část popisuje Maemo SDK, jeho instalaci a použití pro vývoj mobilních aplikací. Dále jsou
představeny možnosti vývoje s nástrojem Qt creator [13].
2.1 Platforma
Maemo je platforma určená pro mobilní zařízení. Jejím základem je linuxová distribuce
Debian. Platforma obsahuje mobilní operační systém Maemo a Maemo SDK (Software
Development kit – vývojové prostředí). První verze Maemo spatřila světlo světa na počátku
roku 2005. Verze Maemo 5, známá též jako Fremantle, byla určena pro mobilní telefon Nokia
N900. Poslední oficiální systémová aktualizace je pro ni k dispozici z konce roku 2011.
V současné době již není dále podporován. Nástupcem Maema byla platforma Meego,
která vznikla v kooperaci firem Nokia a Intel. Meego je z mobilních telefonů k vidění na
zařízeních Nokia N950 a N9. Po uvedení Meega na trh však Intel, ve spolupráci s některými
dalšími firmami, oznámil vývoj nové platformy s názvem Tizen.
Maemo používá grafické uživatelské rozhranní Hildon a správce oken Matchbox. Ve
verzi Fremantle doznalo z uživatelského hlediska, vzhledem k předchozím verzím, značné
změny v podobě plně uživatelsky přizpůsobitelné základní pracovní plochy. Ta umožňuje
práci s ovládacími prvky (widgety) a je rozdělena do čtyř samostatných částí, které tvoří
nezávislé plochy.
Softwarová výbava obsahuje mimo jiné také BusyBox, což je balík nástrojů pro práci
v příkazovém procesoru shell (ash). BusyBox je díky svým malým paměťovým nárokům
vhodný pro vestavěné systémy a systémy se znatelně omezenými paměťovými zdroji. Na
obrázku 2.1 je ukázka jeho praktického využití při správě běžících aplikací. Použito bylo
programu top.
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Obrázek 2.1: Shell obsažený v OS Maemo 5
2.2 Vývojové nástroje
Při popisu vývojových nástrojů se zaměříme na OS Maemo verze 5 a tedy primárně na
mobilní telefony Nokia řady N900. Ty jsou vybaveny procesorem Cortex A8, který je založen
na ARM architektuře. To se odráží i na použití vývojových nástrojů pro N900. Ačkoliv
samotné Maemo 5 je ve svém jádru plnohodnotný Linux, ARM není na binární úrovni
s X86 kompatibilní a pro kompilaci je tedy nutné použití křížového překladače (cross-
compiler). Křížový překladač je překladač schopný vytvořit spustitelný soubor určený pro
jinou platformu, než je ta na které tento překladač sám běží.
Jedním z dostupných nástrojů, který přichází v úvahu, je sada pro vývoj s názvem
Scratchbox, která umožňuje i křížový překlad. Scratchbox je součástí SDK1, které pro vý-
voj na platformě Maemo poskytuje přímo Nokia. Scratchbox je určený pro běh na de-
bianovských linuxových distribucích (zejména Debian a Ubuntu), na který je možné jej
nainstalovat a spouštět přímo v systému. Pro uživatele ostatních operačních systémů, jako
Windows, MAC OS či některé verze UNIXu, je možné využít virtuálních obrazů pro VM-
Ware či VirtualBox, které jsou od společnosti Nokia rovněž ke stažení. Bez ohledu na to,
jestli se instalace odehrává na vlastním linuxovém stroji, nebo je použito virtuálního obrazu,
v obou případech jako první krok následuje právě instalace Scratchboxu. Po jeho instalaci
je do něj nutné vložit knihovny a nástroje společnosti Nokia, určené pro křížový překlad na
platformu ARM i x86. To je provedeno instalací uvnitř Scratchboxu z repozitářů, které No-
kia poskytuje. Instalace se odehrává pro každou ze zmíněných platforem zvlášť. Po úspěšné
instalaci je možné ve Scratchboxu překládat aplikace pomocí GCC a zobrazovat jejich běh
v grafickém prostředí totožném s Maemo 5 přímo ze Scratchboxu, za využití Xephyr X11
1Software Development Kit – česky nástroje pro vývoj programů
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serveru, který je nutné dodatečně doinstalovat. Detailní návod na instalaci SDK a překlad
prvních aplikací pro Maemo 5 je k dispozici na oficiálních stránkách Maemo Community [5].
Maemo SDK sice sám o sobě neobsahuje žádné integrované vývojové prostředí (Integrated
Development Environment - IDE), existuje však možnost propojení Scratchboxu například
s IDE Eclipse pomocí pluginu ESbox [2].
Alternativní možnost vývoje nabízí použití integrovaného vývojového prostředí Qt Cre-
ator. Qt 4.6 je od května 2010 součástí Maemo 5 platformy a díky tomu je umožněn snadný
vývoj aplikací založených na Qt. Ačkoliv Qt samo o sobě obsahuje podporu pro velkou část
požadovaných činností, jako je správa multimédií, databází, práce se soubory, síťový pro-
voz, správa více vláken a v neposlední řadě tvorbu samotného GUI aplikace, není využívání
těchto knihoven bezpodmínečně nutné a je možné využít i knihovny třetích stran. Instalace
Qt Creatoru je uživatelsky nenáročná a po dodatečné instalaci knihoven pro Maemo Fre-
mantle je možné vytvoření debianovských balíčků, jejich nahrávání do vlastního fyzického
zařízení a spouštění v něm, nebo použití simulátoru konkrétního zařízení přímo v Qt cre-





V této kapitole je rozebírána problematika práce se zvukem. Její první část popisuje zvuk
a jeho zpracování z analogové do digitální podoby [3]. Dále bylo čerpáno z [4]. v druhé pod-
kapitole je zmíněna ALSA včetně konkrétních ukázek nastavení parametrů PCM a jejich
vliv na následnou velikost datového toku, čerpá při tom zejména z [10]. Poslední část po-
skytuje informace o kodeku Speex, používaném pro kompresi a dekompresi digitalizovaných
zvukových dat [16].
3.1 Zpracování zvuku
Zvuk neboli zvukové vlnění je druhem mechanického vlnění o určité vlnové délce. Průměrné
lidské ucho dokáže zachytit zvuk o frekvenci 16 Hz až 16000 Hz, ovšem tato hranice se může
u některých jedinců lišit. Zvukové vlny se šíří látkovým prostředím, kterým je při běžném
hovoru vzduch. Při zpracování zvukového vlnění digitálními přístroji je toto vlnění zazna-
menáváno na vstupním zvukovém zařízení, obvykle mikrofonu. Mikrofon převádí zvukový
signál na signál elektrický. Oba tyto signály jsou analogové, tedy spojité a pro zpracování na
číslicovém počítači, který pracuje diskrétním způsobem, jsou tudíž nevhodné. Proto je nej-
prve nutná jejich digitalizace, čili převod na sekvenci jedniček a nul. o tuto transformaci se
stará elektronická součástka nazývaná analogově digitální převodník (označovaný též jako
A/D převodník). Takto upravený zvukový signál je již možné zpracovávat v digitálních
zařízeních.
Digitalizace je prováděna pulzně kódovou modulací (PCM). Pulzně kódová modulace
probíhá takovým způsobem, že dochází ke vzorkování signálu poskytovaného mikrofonem.
Vzorkování je proces, kdy je ze spojitého a tedy potažmo nekonečně jemného vstupního
signálu zaznamenávána pouze konečná množina bodů (vzorků), které jsou v konstantním
rozestupu odečítány z A/D převodníku a pro jeden časový okamžik jsou umístěny do jed-
noho rámce. Velikost rámce je závislá na použitém formátu záznamu dat a počtu kanálů.
Formáty určují, s jakou přesností bude informace o každém vzorku uložena, tedy na kolik
bitů. Formáty jsou dostupné v rozsahu 8-64 bitů/vzorek a počet vzorků v rámci je totožný
s počtem použitých kanálů. Čím více bitů je použito pro zaznamenání každého vzorku, tím
přesněji může být hodnota vzorku zaznamenána a nastává tedy menší zkreslení původního
signálu vlivem digitalizace. Počtem použitých kanálů se pak rozumí počet zvukových stop
zaznamenávajících stejný časový průběh. u stereofonního záznamu se jedná o 2 zvukové
stopy, levý a pravý kanál.
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Pro obsluhu PCM jsou na různých platformách a zařízeních k dispozici odlišné typy
hardwarových ovladačů, prostřednictvím kterých je možné nastavit patřičné parametry
PCM a následně přijímat zvukový signál ve formě dat. Množství ovladačů s odlišným
rozhranním a knihovny poskytující rozličné úrovně abstrakce velmi znesnadňují nalezení
univerzálního multiplatformního řešení. Co se systémů běžících na linuxovém jádře týká,
nabízí se jako vhodný kandidát ALSA.
3.2 ALSA
ALSA neboli Advanced Linux Sound Architecture je komponenta poskytující zvukové
funkce operačním systémům typu Linux. Původně se jednalo pouze o samostatný hard-
ware ovladač určený pro jednu konkrétní řadu zvukových karet, ovšem v současné době je
již součástí linuxového jádra a poskytuje podporu všem typům audio zařízení prostřednic-
tvím ALSA PCM API. To umožňuje pracovat se zvukovou kartou na nízké úrovni abstrakce
a díky tomu nastavit velké množství parametrů ovlivňujících PCM.
Při práci ze zvukem je používán kruhový buffer. Jeho velikost je udávána ve zvukových
rámcích a je jí možné změnit dle potřeby. Příliš velký buffer však způsobuje větší zpoždění
zvuku, naopak pokud je jeho velikost nedostačující, hrozí větší riziko jeho podtékání. Tím
se rozumí stav, kdy se ALSA pokouší číst data, která již byla přečtena dříve, ovšem nová
zatím nejsou k dispozici. k tomu dochází nedostatečným zásobováním zařízení zvukovými
daty. k tomu dochází například ve chvíli, kdy jsou tato přijímána ze sítě a následně pře-
hrávána aplikací. Nedostatečné zásobování je v tom případě obvykle způsobeno zpožděním
dat vlivem síťového přenosu. Opačným stavem je přetečení bufferu. To vzniká, pokud je
požadován zápis dalších dat do bufferu, který je již zcela zaplněn dosud nezpracovanými
daty.
ALSA umožňuje dva odlišné přístupy ke čtení a zápisu zvukových dat. Prvním je blo-
kující režim. Pokud v průběhu čtení nebo zápisu nastane moment, kdy není možné určitý
příkaz ihned provést, zůstává aplikace nebo vlákno blokováno až do okamžiku, kdy je možné
jej dokončit. v neblokujícím režimu je v takovém případě inkriminované funkční volání ihned
přerušeno a je vrácena patřičná návratová hodnota. Ta identifikuje, že operaci není možné
v danou chvíli dokončit a tento stav je následně možno programově ošetřit. Návratem z fun-
kčního volání je zamezeno zablokování aplikace.
Tabulka 3.1 znázorňuje příklady velikostí zvukových rámců v závislosti na použitém
formátu přesnosti uchování digitalizovaných zvukových dat a počtu zvukových kanálů. Vy-
užito je formátů poskytovaných ALSA PCM API. Rozestup mezi jednotlivými vzorky t
může posloužit k výpočtu vzorkovací frekvence f dle rovnice 3.1. Vzorkovací frekvence je
počet vzorků za jednotku času. Pokud je známa vzorkovací frekvence f a velikost zvukového
rámce l, lze s pomocí rovnice 3.2 stanovit datový tok r.
Datovým tok vyjadřuje počet bitů za jednotku času, které budou použity pro zazname-
nání zvukového záznam ve zvolené kvalitě. Velikost datového toku pro ukázkové hodnoty
vzorkování a velikosti datových rámců, plynoucích z tabulky 3.1, je možné najít v tabulce
3.2. Vzorkování 8000 vzorků/s se používá například k přenosu hlasu při hovoru v mobil-
ních zařízeních, 44100 vzorků/s je běžná kvalita záznamu na audio CD a vzorkování 192000






r = fl (3.2)
Formát: Bitů/vzorek: Kanálů: Velikost rámce:
SND PCM FORMAT U8 (mono) 8 1 8
SND PCM FORMAT U8 (stereo) 8 2 16
SND PCM FORMAT S16 LE (mono) 16 1 16
SND PCM FORMAT S16 LE (stereo) 16 2 32
SND PCM FORMAT U32 BE (stereo) 32 2 64
Tabulka 3.1: Velikosti zvukových rámců v závislosti na použitém kódování
Formát: f Dat. tok 1 f Dat. tok 2 f Dat. tok 3
* U8 (mono) 8000 64 kb/s 44100 352,8 kb/s 192000 1,536 Mb/s
* U8 (stereo) 8000 128 kb/s 44100 705,6 kb/s 192000 3,072 Mb/s
* S16 LE (mono) 8000 128 kb/s 44100 705,6 kb/s 192000 3,072 Mb/s
* S16 LE (stereo) 8000 256 kb/s 44100 1411,2 kb/s 192000 6,144 Mb/s
* U32 BE (stereo) 8000 512 kb/s 44100 2822,4 kb/s 192000 12,288 Mb/s
Tabulka 3.2: Datový tok dle užité vzorkovací frekvence a formátu dat
3.3 SPEEX
Speex je Open Source audio kompresní formát, jehož zaměřením je zejména komprese lidské
řeči. Za cíl si bere poskytnutí bezplatné alternativy pro drahé uzavřené kodeky, které se
používají ke snížení velikosti datové informace přenášející lidskou řeč. Komprese je ztrátová
a zpoždění vnášené do přenosu vlivem komprimační či dekomprimační činnosti činí okolo
30ms. Speex je přizpůsoben internetovým aplikacím a jeho použití je primárně cíleno na
kompresi řeči pro VoIP. Komprimace je možná v rozmezí 2-44 kb/s datového toku. k tomu
nabízí i řadu podpůrných funkcí, které je možné při kompresi a dekompresi hlasu využít.
Jsou jimi zejména:
• Packet loss concealment – Utajení ztráty paketů
• Voice Activity Detection (VAD) – Detekce hlasové aktivity
• Discontinuous Transmission (DTX) – Přerušovaný přenos
• Variable bitrate operation (VBR) – Variabilní datový tok
• Noise suppression – Potlačení šumu
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Utajení ztráty paketů probíhá nahrazením chybějící (ztracené čí příliš zpožděné) zvu-
kové informace vlastním vzorkem dat, který působí co nejméně rušivě a vyplní vhodným
způsobem prázdné místo vzniklé ztrátou paketů se zvukovými daty.
VAD dokáže snížit datový tok komprimované zvukové informace ve chvíli, kdy v řeči
zjistí pomlky či tichá místa. Takový zvuk pak zabírá pouze zlomek původní velikosti. DTX
na toto dále navazuje a při delších úsecích bez hlasové aktivity přeruší datový tok úplně.
VBR dokáže přizpůsobit velikost komprimace aktuálně zpracovávanému vzorku dat.
Pokud zvuková informace obsahuje hodně dynamických, energických a rychle se měnících
sekvencí, pak potřebuje pro zachování dobré kvality více bitů, než zvuk s mírným průběhem.





V této kapitole je rozebrána problematika počítačových sítí jako sítí pro přenos dat mezi
jednotlivými zařízeními. Nejprve je představen TCP/IP model komunikace v počítačových
sítích včetně všech jeho vrstev a příkladu použití. Čerpáno bylo zejména z [7] a [12]. V další
části se nachází popis Bezdrátových sítí, zejména pak sítě typu Ad-hoc [11]. Konceptu
přenosu hlasu přes IP sítě (VoIP) je věnována poslední podkapitola [9].
4.1 TCP/IP model
Aby bylo možné realizovat síťovou komunikaci, je nutná alespoň základní znalost jejího
modelu. Ten se skládá z několika vrstev, které na sebe vzájemně navazují, využívají služby
vrstev nižších a poskytují služby vrstvám vyšším. k rozdělení na vrstvy bylo nutné přistoupit
zejména kvůli robustnosti a složitosti síťové komunikace jako celku. Dalším důvodem se jeví
široké spektrum služeb, které je nutné v síti podporovat. Díky rozdělení na několik na sobě
implementačně nezávislých celků je možné případné diference řešit na úrovni konkrétních
vrstev a nikoli jako zcela jiné řešení, které je postavené na kompletně odlišných protokolech
a chování sítě.
Ačkoliv standardizovaný model ISO/OSI se sedmi vrstvami představuje referenční řešení





• Vrstva síťového rozhraní
Aplikační vrstva používá aplikační protokoly, tedy protokoly sloužící ke specifické ko-
munikaci mezi konkrétními službami. Příkladem mohou být protokoly jako HTTP, FTP či
telnet. Aplikační vrstva komunikuje s vrstvou transportní, která je stejně jako první jme-
novaná k nalezení pouze na koncových uživatelských zařízeních. v tom se liší od spodních
2 vrstev, jejichž implementace je možné najít i v síťových zařízeních, jakými jsou například
směrovače.
Transportní vrstva zajišťuje přenos dat mezi aplikacemi, a to buď za použití spolehlivé
spojované komunikace protokolu TCP, nebo nespolehlivé nespojované komunikace pomocí
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UDP. Aby bylo možné rozlišit, které konkrétní aplikaci, běžící na našem počítači, je TCP
či UDP paket určen, používá se tzv. portů. Port je ve své podstatě číslo od 1 do 65535,
které jednoznačně identifikuje aplikaci nebo službu, jež na tomto portu obvykle naslouchá.
Naslouchání probíhá takovým způsobem, že aplikace očekává příchod TCP nebo UDP pa-
ketu s totožným číslem portu tomu, jako je to její. TCP i UDP pakety v sobě tedy nesou
informaci o cílovém portu, kterému jsou určeny.
Síťová vrstva zajišťuje zejména síťové adresování, k čemuž využívá protokoly IP, ARP,
RARP a další. IP protokol rozlišuje síťová rozhranní podle IP adresy. IP adresa se vysky-
tuje ve dvou verzích, v4 a v6. v obou případech se jedná o číslo jednoznačně identifikující
konkrétní síťové rozhranní v dané síti. v případě verze 4 je to 32-bitové číslo zapsané v de-
kadickém tvaru po jednotlivých oktetech, vzájemně oddělených tečkou. Verze 6 nabízí 128
bitů a další zejména bezpečnostní vylepšení. Nicméně v současné době, částečně i díky horší
podpoře IPv6 protokolu ze strany některých starších síťových prvků, je stále ještě převláda-
jící verze 4. Na obrázku 4.1 se nachází IPv4 datagram. Je zde vidět, že hlavička datagramu
obsahuje jak cílovou IP adresu (A), tak IP adresu rozhraní, které tento datagram odesílá
(B). Tyto informace slouží ke správnému směrování datagramů v síti. IP je označována jako
nespolehlivá služba, jelikož nezaručuje doručení IP datagramů ani jejich správné pořadí.
Obrázek 4.1: IPv4 datagram [12]
Vrstva síťového rozhranní umožňuje přístup k přenosovému médiu a je tedy pro různé
typy fyzických sítí odlišná. Nejrozšířenějším způsobem vytváření lokálních sítí je v současné
době Ethernet pro sítě pevných přenosových médií (LAN) a wifi pro bezdrátové sítě (Wire-
less LAN). Obě tato přenosová média využívají ethernetových rámců. Ethernetový rámec
v sobě uchovává informaci o MAC adrese síťového rozhraní, pro které je určen. MAC adresa
je 48-bitové číslo, které je určeno výrobcem a (pokud pomineme fakt, že je možné toto číslo
na novějších zařízeních změnit a docílit tak nechtěné duplicity) jedná se o číslo unikátní
v rámci celé sítě internetu. Překlad MAC adresy na adresu IP je uskutečněn pomocí RARP
protokolu, v obráceném směru je pak ze známé IP adresy zjišťována adresa MAC za použití
ARP protokolu.
Shrnutí síťové komunikace je patrné z příkladu s využitím ethernet – IP – UDP sítě.
Naše aplikace vytvoří UDP paket s konkrétním číslem portu, na kterém očekává přítomnost
jiné aplikace, s níž chce komunikovat. Do UDP paketu vloží svá data, jež chce odeslat. UDP
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paket je na síťové vrstvě vložen do IP datagramu, který již obsahuje IP adresu příjemce
i odesilatele (naši IP). IP datagram je zabalen do ethernetového rámce a odeslán sítí.
z pohledu naší aplikace chceme odeslat data na konkrétní IP adresu (tu obvykle, na rozdíl
od adresy MAC, známe) a port. s využitím protokolu ARP dojde ke zjištění, jaká je MAC
adresa zařízení, jež vlastní IP adresu, na kterou chceme data odeslat. Případně je vrácena
MAC adresa nejbližšího směrovače na cestě k požadované IP adrese. MAC adresa je získána,
vyplněna v ethernetovém rámci a odeslána sítí. Síťové zařízení s cílovou MAC adresou
obdrží tento rámec, a jelikož se MAC adresa příjemce shoduje s MAC adresou zařízení,
je IP datagram obsažen v ethernetovém rámci předán vyšší vrstvě. Ta ověří platnost IP
datagramu a poté předá data (daty v IP datagramu je UDP paket) transportní vrstvě. Zde
je z UDP paketu přečten port a podle toho, která aplikace je k tomuto portu přihlášena,
je jí předán datový obsah UDP paketu. Tím jsou data, která na počátku odeslala naše
aplikace.
4.2 Bezdrátové sítě, Adhoc
Bezdrátové sítě jsou druhem počítačových sítí, které jako přenosové médium využívají elek-
tromagnetické vlnění různých vlnových délek, v závislosti na použité technologii. Bezdrá-
tových sítí existuje několik typů. Nejvíce rozšířeným pro běžné použití v domácnostech
i podnicích k vytvoření místní bezdrátové sítě je Wireless Local Area Network (WLAN).
WLAN používající standard IEEE 802.11 je označován jako wifi.
WLAN sítě propojují do lokální sítě všechna zařízení k nim připojená a ačkoliv to není
nutnou podmínkou, obvykle zároveň zprostředkovávají přístup k internetu. Pro připojení
zařízení do lokální bezdrátové sítě se používá tzv. přístupový bod (Access Point – AP).
Přístupové body, ať už mosty (bridge) či směrovače (routery), zprostředkovávají kromě
možného přístupu k internetu uživateli i komunikaci s dalšími zařízeními v lokální síti.
Přístupové body mohou rovněž vůči svým uživatelům uplatňovat různé přístupové politiky,
jako autentizaci pomocí hesla nebo filtraci povolených zařízení na základě jejich MAC adres.
Síť, ve které není žádný AP, který by řídil komunikaci, ale všechna zařízení jsou rov-
nocenná (peer-to-peer), se nazývá Ad-hoc. Ad-hoc síť není závislá na předem vytvořené
infrastruktuře, její chování je dynamické a závisí pouze na jednotlivých zařízeních, která
společně tuto síť tvoří. v Ad-hoc sítích je absence směrovačů řešena takovým způsobem,
že na směrování se podílí všechna zařízení v síti. Pokud zařízení obdrží data, která nejsou
určena pro něj (mají odlišnou MAC adresu), přepošle tato data všem ostatním zařízením
ve svém dosahu. Takto je možné docílit toho, že přes několik prvků v Ad-hoc síti mohou
dorazit data od jednoho zařízení ke druhému, aniž by tato dvě byla v té chvíli ve vzájemném
přímém kontaktu.
Ad-hoc síť je, stejně jako klasická WLAN s AP, identifikována pomocí SSID (Service
Set Identifier). SSID je sekvence maximálně 32 ASCII znaků, které slouží jako identifikátor
každé bezdrátové sítě. Zatímco ve veřejných sítích s přístupovými body se o rozesílání
SSID starají právě přístupové body, které tím dávají vědět o přítomnosti jimi spravované
bezdrátové sítě, v sítích Ad-hoc toto chování zajišťují střídavě všechna zařízení.
4.3 VoIP
VoIP neboli Voice over Internet Protocol je název pro přenos digitalizovaného zvukového
signálu prostřednictvím internetového protokolu. VoIP se v dnešní době hojně používá pro
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takzvanou internetovou telefonii.
Způsobem popsaným v kapitole 3.1 dochází k převodu zvukové informace do digitální
podoby. Ta je reprezentována sekvencí bitů, tedy datové informace pravda/nepravda, která
je vyjádřena binární hodnotou 0 či 1. Sekvence bitů digitalizovaného zvukového signálu je
rozdělena na malé části, které jsou poté umístěny do paketů protokolu UDP/IP či TCP/IP
a odeslány přes internetovou či intranetovou síť. Po přesunu paketů na cílové místo je zde
digitální zvuková informace skládána zpět do větších celků a předána ke zpracovávání ve
zvukovém procesoru (v dnešní době obvykle DSP – digitální signálový procesor) zvukové
karty. v případě ukládání zvukové informace na digitální paměťové médium se taková akce
odehrávala v této fázi.
Často využívaným způsobem optimalizace při přenosu zvuku je použití specializovaného
kodeku pro kompresi a dekompresi digitalizovaného zvukového signálu. Příkladem může být
Speex, který byl detailněji popsán v kapitole 3.3. Digitální zvuková informace je kompri-
mována takovým způsobem, že je zmenšena její velikost. Zmenšení může být buď ztrátové,
nebo bezeztrátové. Ztrátová komprese je zpravidla méně časově a výkonově náročná, než
komprese bezeztrátová, ale dochází při ní k nenávratné ztrátě kvality přenášeného zvuku.
o vhodný a přípustný poměr velikost/kvalita se přitom starají právě specializované knihovny
kodeků. Díky zmenšení velikosti zvukové informace dochází k menšímu zatížení síťové ko-
munikace. Některé kodeky navíc nabízejí pokročilé funkce, jakými je potlačení nežádoucího
šumu z okolí či doplnění neutrálních zvukových rámců v případě ztráty nebo zpoždění da-
tového paketu v síti. Proto jsou kodeky využívány i přesto, že samy do celého konceptu
VoIP vnášejí další zpoždění vznikající jejich kompresní/dekompresní činností. Komprese na
straně odesilatele je uskutečňována po digitalizaci zvukové informace, na straně příjemce
pak po získání částí zvukových dat z UDP či TCP paketu.
Jelikož celý proces zpracování a přenosu probíhá v reálném čase, je nutné dosáhnout co
nejmenšího zpoždění mezi okamžiky přivedení zvuku na vstup mikrofonu strany jedné a jeho
přehráním v reproduktoru či jiném zařízení na straně druhé. To platí zejména v situacích,
kdy dochází k přímé komunikaci dvou či více uživatelů. Proto je s pojmem VoIP velmi úzce
spjat i pojem QoS (Quality of Service). QoS je souhrnný název pro techniky řízení datových
toků v počítačových sítích s cílem zajištění požadované přenosové kapacity a minimalizace




Tato kapitola pojednává o programovém vybavení dostupném na současném trhu mobilních
aplikací pro uživatelskou hlasovou komunikaci. v první části jsou představeny kategorie již
existujících aplikací a ke každé z nich je uveden konkrétní zástupce. Druhá část popisuje
strukturu některých z těchto aplikací [14] a nastiňuje tak způsoby možného referenčního
řešení této problematiky.
5.1 Použití v praxi
Na trhu je v dnešní době dostupná celá řada aplikací sloužících pro hlasovou komunikaci
uživatelů, tyto aplikace využívají právě VoIP k přenosu zvukových dat mezi klientskými
zařízeními. Neformálně je v zásadě možné tyto aplikace rozdělit do tří skupin.
Jedna z nich využívá speciální externí servery k získávání informací o ostatních uživa-
telích včetně jejich aktuální dostupnosti a servery následně inicializují a řídí celý hovor.
Příkladem může být velmi rozšířená multiplatformní aplikace Skype či komunikátor Em-
pathy, známý zejména mezi linuxovou komunitou. Většina těchto aplikací je ve skutečnosti
daleko komplexnější, umožňující zasílání zpráv mezi uživateli, dokonce i video hovory. Co
se samotné VoIP týká, umožňuje Skype 3 různé režimy. Základní slouží k volání uživatelů
této aplikace zdarma vzájemně mezi sebou. Druhý je nazýván SkypeOut a umožňuje volání
do veřejných telefonních sítí. Tato služba je již zpoplatněna stejně jako třetí zvaný SkypeIn,
při kterém je uživateli přiděleno veřejné telefonní číslo a poté je možné do tohoto zařízení
uskutečnit hovor z veřejné telefonní sítě.
Druhou skupinou dostupných nástrojů jsou aplikace jako TeamSpeak či Ventrilo. v tomto
případě se jedná o aplikace typu klient-server, kdy serverová část je umístěna na jednom
ze zařízení v lokální síti (u jednoho z uživatelů) a ostatní se k tomuto serveru připojují.
Tato skupina aplikací je hojně využívána zejména pro uživatelskou komunikaci během hraní
online či LAN her, neboť mají poměrně nízkou náročnost na počítačový hardware. Navíc,
díky přítomnosti serveru na jednom z uživatelských zařízení, je možná komunikace v rámci
zařízení náležejících do stejné lokální sítě, ve které se nachází server, i bez připojení lokální
sítě k internetu.
Poslední skupinou jsou pak aplikace typu Push to talk (PTT, česky stlač a mluv), které
zdánlivě fungují jako klasické radiové vysílačky. Tyto aplikace pracují na konceptu Peer-
to-peer, což je název označující počítačové sítě, ve kterých jsou si všechna zařízení rovna.
Není zde tedy žádný přístupový bod, který by síť spravoval a řídil. PTT aplikace obvykle
ihned po svém spuštění očekávají příchozí zvuková data, která by přehrála. v okamžiku,
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kdy si uživatel přeje mluvit, stiskne tlačítko, čímž se proces přehrávání příchozích dat
přeruší a aplikace začne naopak data vysílat směrem k ostatním. Po uvolnění tlačítka se
aplikace vrátí zpět do režimu příjmu. Využití se nabízí zejména na mobilních platformách.
Multiplatformní řešení prozatím k dispozici není, například pro android je možné využít
TiKL – Touch To Talk (PTT) čí Voxer Walkie-Talkie PTT.
Unikátní je v tomto směru Preegl, což je aplikace vyvinutá studenty Fakulty informač-
ních technologií Vysokého učení technického v Brně na přelomu roku 2010/2011. Aplikace
byla vytvořena jako projekt předmětu TAM. Preegl stojí na hranici mezi PTT a aplikacemi
určenými pro internetovou telefonii. s PTT aplikacemi je možné jej ztotožnit díky využívání
Ad-hoc sítě sloužící pro přenos zvuku. Příbuzenský vztah k aplikacím určeným pro interne-
tovou telefonii zase spočívá ve full-duplex režimu komunikace, což je komunikace kdy obě
zařízení mohou současně hovořit a zároveň naslouchat řeči druhé strany.
5.2 Struktura aplikací
Zjištění konceptu ostatních aplikací bylo znesnadněno faktem, že část z nich jsou uzavřené
aplikace, které neposkytují veřejný přístup ke svým zdrojovým kódům. Povědomí o jejich
detailním fungování je proto velmi malé a navíc případně dostupné informace nejsou z dů-
vodů obchodního tajemství oficiálně potvrzené výrobci těchto aplikací.
Jednou z uzavřených aplikací je i Skype. Díky reverznímu inženýrství byl zjištěn při-
bližný způsob fungování. z neoficiálních zdrojů [14] vyplývá, že každá z aplikací může fun-
govat jako klient a zároveň jako server. Aplikace sama volí, zda konkrétní zařízení splňuje
výkonnostní požadavky a bude povýšeno na supernode (v překladu superuzel). Ten se pak
podílí na dalším provozu Skype komunikace včetně té, která není určena pro něj. Jelikož
Skype používá i vlastní komunikační protokol, není znám ani způsob kódování zvukových
dat při přesunu sítí.
Aplikace Preegl je koncipována způsobem tříčlánkového řetězce zpracování dat (mo-
del pipeline). Při odesílání zvuku dochází nejprve k jeho zpracování ze vstupního zařízení
(mikrofon). Poté jsou digitalizovaná data předána kodeku, kde dochází ke komprimaci dat
a tedy zmenšení jejich velikosti. Následně jsou komprimovaná data předána síťové vrstvě,
která zajistí jejich odeslání. Na druhé straně probíhá obrácený postup. Po obdržení paketů
se zvukovými daty ze sítě je zvuková informace stejným typem kodeku dekomprimována
a předána k přehrání na výstupním zařízení.
Koncept aplikace Preegl se jeví jako vhodný pro použití v mobilních zařízeních pro pře-
nos zvuku přes počítačovou síť (VoIP). Tento koncept je s větší či menší obměnou využíván





Kapitola je věnována představení aplikace Easy Walk & Talk, která byla vytvořená v rámci
této práce. První část popisuje koncept, ze kterého tato aplikace vychází. Koncept je znázor-
něn s využitím schématu znázorňujícího vzájemnou komunikaci dvou zařízení používajících
tuto aplikaci. Dále jsou stručně představeny jednotlivé třídy a více vláknový návrh aplikace.
Ve druhé podkapitole jsou popsány instalační kroky, které je nutné uskutečnit v operačním
systému při zavádění aplikace.
6.1 Koncept
Koncept aplikace Easy Walk & Talk je nejlépe patrný z obrázku 6.1. Na něm je možno
vidět, že celá aplikace je rozdělelena do 3 vrstev. Jelikož Vrstva zvukového zpracování
a Síťová vrstva jsou aktivní pouze ve spolupráci s grafickým oknem implementovaným
třídou TalkieWindow, platí toto schéma pro komunikační režim aplikace.
TalkieWindow vytváří všechny 3 další třídy tohoto schématu a implementuje jeho gra-
fické uživatelské rozhraní (GUI ). To komunikuje s vrstvou zvukového zpracování, ve které
je v závislosti na režimu hovoru aktivní buď Recorder (režim příjmu), nebo Speaker (režim
vysílání).
Vrstva zvukového zpracování komunikuje se síťovou vrstvou, která je implementována
třídou Networker dvěma možnými způsoby. v případě recorderu jsou předávána data síťové
vrstvě s požadavkem na jejich odeslání. Pokud je na vrstvě zvukového zpracování aktivní
Speaker, pak je naopak očekávána příchozí datová informace směrem od vrstvy síťové.
Na obrázku je červenými šipkami znázorněna i cesta zvuku aplikací. Od okamžiku za-
chycení mikrofonem a zpracování recorderem na straně jedné, přes odeslání síťovou vrstvou
prvního zařízení a přijetí toutéž vrstvou zařízení druhého, až po předání dat speakeru a ná-
sledné přehrání v reproduktoru zařízení na straně druhé.
Co se rozdělení do vláken týče, v aplikaci běží, kromě hlavního vlákna, obsluhujícího
GUI, ještě vlákno recorderu a vlákno speakeru. Tato dvě vlákna se vzájemně střídají v čin-
nosti a obsluhují svým výpočetním výkonem i třídu Networker.
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Obrázek 6.1: Schéma aplikace Easy Walk & Talk
6.2 Instalace
Aplikace je distribuována jako debianovský balíček .deb a její instalace je možná buď za
asistence správce aplikací po přidání náležitého repozitáře [1], nebo ručně v případě, že
máte k dispozici samotný balíček. Ruční instalace probíhá zadáním příkazu:
dpkg -i <package.deb>
V obou případech probíhá instalace totožným způsobem a je při ní, kromě rozbalování
a překladu souborů do binární podoby, vykonáno několik dalších akcí nutných pro následný
správný běh aplikace. Ta pro vytvoření Ad-hoc sítě volá externí shellovský konfigurační
skript. Tento skript kromě jiného například manipuluje s moduly jádra operačního sys-
tému a vyžaduje proto spuštění s právy superuživatele (roota). Toho je v normálním shellu
možné dosáhnout například voláním příkazu sudo a zadáním hesla. Toto zadání je však při
spouštění skriptu z běžící aplikace problémem.
Aby bylo možné použít příkaz sudo bez požadavku na zadání hesla, které je v takové
situaci standardně vyžadováno, je nutný zásah do sudoers. To je systémový soubor který
definuje, jaký uživatel, co a s jakými právy může spouštět. Například definice umožňující
všem uživatelům spuštění skriptu Adhoc_on.sh s příkazem sudo a bez nutnosti zadávání
hesla, vypadá následujícím způsobem:
user ALL = NOPASSWD: /opt/walkietalkie/bin/adhoc_on.sh
Protože soubor sudoers obsahuje velké množství pravidel, je možné se jeho přímé editaci
vyvarovat použitím složky sudoers.d. Pokud je do ní umístěn soubor s korektními pravidly,
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jsou tato vložena do souboru sudoers při jeho aktualizaci. Naše aplikace tedy obsahuje
soubor adhoc.sudoers s vhodnými definicemi umožňující spuštění shellovských skriptů pro
práci se sítí pod právy roota. Soubor adhoc.sudoers je, dle pravidel určených v projektovém
souboru, při instalaci umístěn do složky /etc/sudoers.d.
Aby však došlo k použití pravidel v něm obsažených, je nutné ještě vyvolat aktualizaci
souboru sudoers. Aktualizace je vyvolána příkazem update-sudoers, který byl pro naše
účely umístěn do souboru postinst. Postinst je součástí debianovského balíčku a obsahuje




V této kapitole je přiblíženo grafické uživatelské rozhraní aplikace. v první části je popisován
jeho návrh a použití z pohledu uživatele. Představena jsou grafická okna, ovládací prvky
a jejich vzájemná spolupráce. Druhá část pojednává o vlastní implementaci GUI pomocí
Qt [8]. Řešeny jsou objekty reprezentující ovládací prvky a jejich rozmístění do layoutů.
7.1 Návrh uživatelského rozhraní
Grafické uživatelské rozhraní bylo navrženo se záměrem co možná nejjednoduššího ovládání
aplikace a dosažení uživatelské přívětivosti. Využito je pouze malé množství ovládacích
prvků postačujících ke vzájemné komunikaci s uživatelem. Na obrázku 7.1 jsou vyobrazena
jednotlivá okna aplikace, znázorněny možné přechody mezi nimi a představeno rozmístění
ovládacích prvků v každém z oken.
Po spuštění se aplikace nachází v I. Zde je umístěno logo a 3 tlačítka. Tlačítko s názvem
Go Talkie přepne uživatelské rozhraní do II a samotnou aplikaci pak do režimu komunikace.
IP settings zobrazí uživateli okno III. Stiskem tlačítka Exit je pak možné aplikaci korektním
způsobem ukončit.
Okno II představuje tu část grafického rozraní, ve které aplikace provádí svou hlavní
činnost. Ihned po jeho zobrazení se aplikace nachází v režimu příjmu. Pomocí tlačítka A
je možné se vrátit zpět do I, stisknutím B pak aplikace začne vysílat zvuková data. Ta
jsou odesílána po dobu stisknutí tlačítka. Jeho následným uvolněním se aplikace vrátí zpět
do přijímacího režimu. C je ovládací prvek, po jehož označení zůstává obrazovka aktivní
a nikdy nepřejde do úsporného režimu s následným uzamknutím. D nabízí uživateli možnost
přechodu aplikace do režimu Babyphone, neboli dětské chůvičky. v něm jsou uzamčeny
všechny ostatní ovládací prvky kromě Babyphone a aplikace kontinuálně vysílá zvuková
data až do zrušení této volby. Oblast znázorněná jako E slouží pro výpis událostí, čímž
informuje uživatele o dění v aplikaci.
Počet parametrů, které vyžaduje aplikace pro svůj běh a jsou zadávány uživatelem, byl
omezen na nezbytně nutné minimum. v návrhu byla, díky nízkému počtu políček, umístěna
všechna nastavení do samostatného okna III. Tlačítko Back umožňuje návrat do I, Save
provede uložení aktuálních hodnot nastavení. Pomocí ovládacího prvku F je možné zvolit,
zda má aplikace pro přenos zvukových dat použít aktuální wifi síťové připojení, nebo použít
vlastní sít Ad-hoc. v případě zapnutí volby aktuální wifi sítě jsou některá nastavení skryta
a k úpravě zůstává pouze pole PARTY IP.
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Celkově je zde možné nastavit:
• PARTY IP – IPv4 adresa cílového zařízení
• MY IP – IPv4 adresa aktuálního zařízení
• ESSID – název identifikující Ad-hoc síť
• Password – heslo Ad-hoc sítě (právě 13 znaků)
Obrázek 7.1: Grafické uživatelské rozhraní aplikace Easy Walk & Talk
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7.2 Implementace
Pro implementaci grafického uživatelského rozhraní bylo zvoleno použití grafických prvků
poskytovaných knihovnou Qt. Jelikož zařízení Nokia N900 se systémem Maemo 5 obsahuje
Qt verze 4.6 a jednoduchou instalací není možné tuto verzi povýšit, bylo použitou pouze
prvků kompatibilních s Qt 4.6, což platí i pro negrafické prvky Qt.
Okno I z obrázku 7.1 je implementováno třídou MainWindow. Tvoří jej QLabel() s logem
aplikace a 3 objekty QPushButton(), které představují ovládací prvky typu tlačítko. Vše
je uspořádáno do svislého rozvržení pomocí QVBoxLayout() a tlačítka jsou při vytváření
propojena se sloty, které jsou vyvolány při jejich stisku. Sloty jsou speciální metody, jejichž
volání zajišťuje z programátorského hlediska Qt a jejich aktivace je možná zasláním určitých
signálů, se kterými byly tyto sloty předtím propojeny voláním příkazu connect(). Tímto
způsobem je možné spojovat a následně volat sloty i z jiných objektů. MainWindow je hlavní
třída, která zodpovídá za vytvoření a zobrazení tříd implementujících další okna GUI. Jako
jediná rovněž zůstává po celou dobu běhu aplikace v paměti a v případě požadovaného
zobrazení dalších oken je pouze skryta uživateli voláním this->hide().
Obrázek 7.2: Rozmístění ovládacích prvků a layoutů okna
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Třída TalkieWindow představuje okno II a ve svém konstruktoru vytváří všechny negra-
fické objekty aplikace. Rozmístění jejích grafických prvků do jednotlivých layoutů je nejlépe
patrné z obrázku 7.2. QCheckBox je zatržítko a umožňuje aktivaci nějaké volby či vlastnosti
až do jejího zrušení opětovným stiskem. QLabel se využívá k zobrazení informací uživa-
teli a zde reprezentuje výstupní bod třídy Logger, která implementuje celý mechanismus
zobrazení zpráv v tomto labelu.
Poslední třídou implementující grafickou část aplikace, konkrétně okno III, je třída
SettingWindow. Ta kromě dvou tlačítek a zatržítka obsahuje 4 řádky prvků, které jsou
složeny z editovatelného textového pole a jeho popisku. Popisek je tvořen pomocí QLabel()
a editovatelné pole použitím QLineEdit(). Do pole je možné vkládat data reprezentující
parametry běhu aplikace a po vytvoření objektu této třídy jsou do polí načteny hodnoty za-
dané při poslední úpravě. Tyto hodnoty jsou uchovávány v souboru network_setting.ini,
který je součástí programu. Dvojice QLabel(), QLineEdit() jsou pak ještě uspořádány do
horizontálních layoutů a následně zasazeny do okna aplikace.
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Kapitola 8
Zvukový vstup a výstup
Kapitola se zabývá implementací zvukového vstupu a výstupu aplikace. v obou případech je
použito ALSA [15]. První část popisuje řešení příjmu zvukových dat od vstupního zařízení
a poskytuje informace o paměťové náročnosti aplikace, které při tomto zpracování dosahuje.
Druhá část se zabývá opačným směrem toku zvukové informace, tedy konfigurací parametrů
pro přehrávání zvuku výstupním zařízením.
8.1 Vstup z vestavěného mikrofonu
Aplikace získává zvuková data od uživatele pomocí vestavěného mikrofonu. Pro komunikaci
s fyzickým zvukovým zařízením je použita knihovna <alsa/asoundlib.h>, která k řízení
průběhu pulzně kódové modulace využívá ALSA PCM API.
Zvukový vstup je implementován třídou Recorder, která je spouštěna jako samostatné
vlákno. Nejprve je třeba otevřít zařízení v režimu nahrávání dat, toho je dosaženo parame-
trem SND_PCM_STREAM_CAPTURE příkazu snd_pcm_open().
Jako formát dat volíme SND_PCM_FORMAT_S16_LE, což je znaménkový 16-bitový formát
little endian. Ten zajistí, že každý vzorek zvukových dat je uložen do 2 bajtů. Počet kanálů
volíme kvůli nižšímu datovému toku 1, takzvané mono. Díky tomu bude každý zvukový
rámec obsahovat pouze 1 vzorek zvukových dat. Velikost rámce bude tedy 1 ∗ 16 = 16 bitů.
Dále je nutné provést následující sekvenci příkazů:
...
// 8000 samples/second sampling rate (walkie -talkie quality)
val = 8000;
snd_pcm_hw_params_set_rate_near(handle , params , &val , &dir);
// Set period size to 64 frames.
frames = 64;
snd_pcm_hw_params_set_period_size_near(handle , params , &frames , &dir);
// Write the parameters to the driver
snd_pcm_hw_params(handle , params );
...
První příkaz slouží k nastavení vzorkovací frekvence, tedy počtu vzorků, které budou ze
vstupu zaznamenány za 1s. Aplikace používá vzorkovací frekvenci 8000 vzorků za sekundu,
což je hodnota běžně používaná mobilními zařízeními pro přenos hlasu. Dle vzorce 3.2
při tomto nastavení činí datový tok 128 kb/s. Jelikož každé zařízení nemusí podporovat
právě tuto námi zvolenou hodnotu vzorkovací frekvence, je její nastavení prováděno pomocí
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funkce snd_pcm_hw_params_set_rate_near(). Ta v případě, že naše zařízení nepodporuje
zvolenou frekvenci, nastaví nejbližší povolenou hodnotu.
Druhým příkazem je zvolení počtu rámců, které budou zpracovány na jeden čtecí cyklus
(označíme je Rc). Ze vzorce 3.1 lze získat časový úsek ∆t, který bude zpracován při každém









= 0.000125s = 0.125ms
∆t = Rc ∗ t = 64 ∗ 0.125 = 8ms
Velikost dat sp, získaných jedním čtecím cyklem, je možné vypočíst jako:
sp = Rc ∗ l = 64 ∗ 16 = 1024b = 128B
Teprve třetím příkazem v pořadí, tedy snd_pcm_hw_params(), jsou nastavené parame-
try zapsány do ovladače zvukového zařízení. Samotné načítání zvukových dat pak probíhá
pomocí metody snd_pcm_readi(). Ta při každém volání načte data o velikosti 1 cyklu,
v našem případě sp = 128B. Čtení probíhá v blokujícím režimu. Data získaná tímto čtením
jsou připravena k dalšímu zpracování v navazujících modulech.
8.2 Výstup přes interní reproduktor
Zvukový výstup je implementován třídou Speaker, která tvoří stejně jako třída Recorder
samostatné vlákno a rovněž využívá ALSA pro svou činnost. Zdrojový kód je tedy do značné
míry shodný se třídou popsanou v předešlé podkapitole. Tato skutečnost logicky vyplývá
z faktu, že každá z těchto tříd implementuje jeden konec vzájemné komunikace a je tedy
nutné použití stejných hodnot parametrů.
Zařízení je zde, oproti předchozímu kódu, otevřeno pro zápis, tedy pomocí hodnoty
SND_PCM_STREAM_PLAYBACK. Formát dat, počet kanálů a vzorkovací frekvence se musejí
shodovat s předešlými. Zapisovací cyklus (analogie se čtecím cyklem v režimu příjmu) pro-
vádí zápis dat do kruhového bufferu určeného pro výstupní zvukové zařízení.
V průběhu implementace se na zařízení objevovalo abnormálně velké zpoždění zvuko-
vého výstupu. Bylo zjištěno, že chybu způsoboval příliš velký kruhový buffer, který vyžado-
val kompletní naplnění daty, před započetím přehrávání činnosti výstupního zařízení. Proto
v této třídě bylo nutné omezit jeho velikost příkazem:
...
snd_pcm_hw_params_set_buffer_size_near(handle , params , &buf_size );
...
Velikost byla nastavena na uchování maximálně 32 cyklů, jelikož se tento počet praktickými
zkouškami ukázal být nejvhodnější. Toto v praxi činí 4096B, tedy zhruba 4kB (vypočteno
z sp ∗ 32 cyklů).
Zápis dat do kruhového bufferu se odehrává příkazem snd_pcm_writei() a rovněž pro-
bíhá v blokujícím režimu. Data jsou z bufferu postupně vyčítána výstupním zvukovým




Cílem této kapitoly je seznámení se síťovou vrstvou aplikace. v podkapitole Řešení síťové
komunikace je přiblížen návrh síťové vrstvy a významné implementační detaily. Druhá pod-
kapitola popisuje skripty, které využívá aplikace pro vytvoření Ad-hoc sítě a její následné
opětovné zrušení.
9.1 Řešení síťové komunikace
Síťová komunikace je implementována třídou Networker. Modul je společný pro příchozí
i odchozí komunikaci, neboť je vždy použit pouze jeden směr a modul je tedy střídavě
využíván pro odesílání odchozích paketů a pro příjem dat ze sítě.
Komunikace probíhá v obou směrech na pevně daném portu 60000. Transportním proto-
kolem je UDP, není tedy zaručeno doručení pakerů ani jejich správné pořadí. Při praktických
testech se však ukázalo procento zpožděných či ztracených paketů v měřených podmínkách
jako zanedbatelné.
Odesílání dat probíhá prostřednictvím objektu Qt třídy QUdpSocket, do nějž jsou jeho
metodou writeDatagram() zapisována data určená k odeslání. Při zápisu je kromě cílového
portu a dat vyžadována i cílová IP. Ta je získána společně s parametry potřebnými pro běh
skriptů Ad-hoc sítě z konfiguračního souboru network_setting.ini v konstruktoru třídy
Networker.
V režimu příjmu aplikace využívá opět UDP socket, kde naslouchá na portu zadaném
jako parametr příkazu bind(), který je volán právě na objektu třídy UDP socketu. Pokud se
aplikace nachází v režimu příjmu, je tento zajištěn smyčkou sledující UDP socket. Pokud je
zde detekován příchozí paket, jsou z něj pomocí metody socketu readDatagram() přečtena
data a předána vyšší vrstvě ke zpracování.
Síťová vrstva má rovněž za úkol spouštění skriptů pro práci s wifi. Ty jsou aktivovány
následujícím voláním:
system("sudo 1 " + 2 + " " + 3 + . . . );
kde:
1 . . . název skriptu, který má být spuštěn s právy superuživatele, včetně absolutní cesty
2 . . . první parametr, který má být předán spouštěnému skriptu
3 . . . druhý parametr, který má být předán spouštěnému skriptu
. . .
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9.2 Konfigurace Ad-hoc sítě
Pokud není zvoleno použití aktuálního wifi připojení, pak ihned po vstupu aplikace do
režimu komunikace dochází k aktivaci Adhoc sítě. Ta je prováděna pomocí shellovského
skriptu Adhoc_on.sh, který je součástí aplikace stejně jako skript pro její následnou de-
aktivaci Adhoc_off.sh [6]. Jelikož oba skripty obsahují příkazy vyžadující na linuxových
systémech práva takzvaného superuživatele (root), jsou spouštěny s příkazem sudo. Tento
příkaz zajistí spuštění libovolného skriptu, aplikace či příkazu se stejnými právy, jako má
na tomto systému superuživatel. Aby bylo možné skripty spustit přímo z aplikace včetně
příkazu sudo, jsou nutné kroky popsané v kapitole 6.2.
Skript pro aktivaci Ad-hoc sítě provádí následující kroky:
• start wlancond – aktivuje daemona pro správu wifi sítí
• modprobe [moduly] – nahraje zadané moduly do jádra OS
• iptables -F – Odstraní pravidla z tabulek firewallu linuxového jádra
• ifconfig wlan0 [IPv4 addr] – přiřadí wifi rozhraní zadanou IPv4 adresu
• iwconfig wlan0 mode ad-hoc – přepne bezdrátové síťové rozhraní do režimu Ad-hoc
• start-stop-daemon -S [daemon] – aktivuje zadané služby (daemony)
Po aktivaci wifi síťového daemona, nahrání potřebných modulů do jádra a vyčištění
tabulek firewallu je nutné pomocí ifconfig a iwconfig nastavit parametry vytvářené Ad-
hoc sítě a použitého bezdrátového síťového rozhraní, zde wifi. Následně je spuštěn daemon
Dnsmasq, který byl navržen tak, aby dokázal poskytovat DNS a DHCP služby zejména
v malých sítích.
Při odchodu aplikace z režimu komunikace zpět do úvodní obrazovky dochází k deakti-
vaci Ad-hoc sítě. Pokud bylo před vytvořením Ad-hoc sítě aktivní jiné wifi spojení, je znovu
spuštěna v režimu správy přístupovým bodem. v opačném případě skript Adhoc_off.sh:
• ifconfig wlan0 down – deaktivuje wifi síťového rozhraní
• rmmod [moduly] – odebere dříve přidané moduly z jádra
• istop wlancondF – deaktivuje daemona pro správu wifi sítí
Tím je zaručen návrat síťového rozhraní do původního stavu. v případě volby Použít aktu-




Tato kapitola uvádí ve své první části seznam omezení aplikace, které byly v průběhu jejího
vývoje a testování zjištěny, nebo byly již předem známy. Druhá část má pak za cíl nastínit
další vhodné směry vývoje aplikace a navrhnout i možné způsoby jejich realizace. Tato
kapitola odráží praktické zkušenosti s používáním aplikace.
10.1 Omezení stávající aplikace
Původním cílem aplikace bylo umožnit jejímu uživateli využití svého mobilního zařízení
jako klasické rádiové vysílačky (Personal Mobile Radio – PMR). Přestože například telefon
Nokia N900 obsahuje kromě rádiového přijímače i zabudovaný FM vysílač, jeho výkon
a tudíž i dosah je značně omezen. Proto je možné jej využít pouze na několik málo metrů.
Navíc pro vysílání na těchto vlnách je vyžadováno povolení od Českého telekomunikačního
úřadu, který má správu frekvenčních pásem na starosti. k přenosu zvuku tedy aplikace
využívá svého vestavěného wifi modulu. z tohoto použití plyne největší množství omezení
doposud zjištěných omezení.
Aplikace má v porovnání s rádiovou vysílačkou výrazně kratší dosah, určený dosahem
wifi modulu. Tento dosah činí v ideálních podmínkách 100 metrů. Ideálními podmínkami
se rozumí rovný terén s přímou viditelností mezi zařízeními, bez přítomnosti jiných vlnění,
které mohou mít nepříznivé rušící účinky na naší wifi síť. Při použití v budovách, obzvláště
s ocelovými či betonovými konstrukcemi, se současným výskytem většího množství dalších
wifi sítí, je dosah rapidně snížen.
Další omezení spočívá v tom, že wifi síť a rádiové vysílání nejsou vzájemně kompati-
bilní. Aplikace tedy neumožňuje komunikaci se zařízeními PMR. Problém však nenastává
pouze mezi wifi a rádio-frekvenčním pásmem. Wifi síť je identifikována svým SSID, možným
heslem a zařízení v ní přítomná musí mít pro správnou funkci unikátní IP adresu síťového
rozhraní v rámci této sítě. Díky možnosti nastavit tyto parametry ručně přímo v aplikaci
sice vzniká možnost soukromého a do jisté míry chráněného hovoru. Ovšem aplikaci je nutné
před vlastním použitím mezi jednotlivými zařízeními obvykle přenastavit.
Co se životnosti baterie týče, aplikace v případě pohotovostního režimu, tedy stavu kdy
nevysílá ani nepřijímá, nýbrž pouze očekává příchozí spojení, spotřebovává jen poměrně
malé množství procesorového času a tedy energie baterie. Pokud je však aktivní příchozí
nebo odchozího spojení, toto procento rapidně vzrůstá a celková životnost baterie se v tomto
případě pohybuje v řádu několika málo hodin. Použitelnost této aplikace v hodinách je tedy
ve srovnání s PMR rovněž menší.
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10.2 Možná rozšíření
V první fázi vývoje aplikace bylo nutné vyřešit samotný problém zpracování a přenosu
zvukových dat v reálném čase. Toho již bylo dosaženo a v současné době se otevírá řada
směrů, kterými lze tuto aplikaci rozšiřovat.
Prvním takovým se jeví automatická konfigurace aplikace pro použití v Ad-hoc sítích.
Tím by se předešlo současnému stavu, kdy je nutné dopředu znát IP adresu zařízení, se
kterým chceme komunikovat. Po rozšíření by bylo možné vybrat ze seznamu dostupných
zařízení nacházejících se v aktuální síti. k tomu by bylo zřejmě možné použít broadcast, kte-
rým by se každé zařízení pravidelně hlásilo a zároveň by si uchovávalo informace o okolních
zařízeních v síti.
Dalším možným rozšířením by byla možnost skupinové konverzace, případně chování
identické s klasickými vysílačkami, kdy každý slyší všechny ostatní v jeho síti. Skupinová
konverzace by zřejmě mohla být řešena pomocí multicastového vysílání, řešení každý s ka-
ždým se však jeví jako účelnější. Takového chování by bylo možné docílit úpravou síťové
vrstvy tak, aby sniffovala síťové rozhranní a ručně filtrovala provoz v síti.
Co se platformy týče, v úvahu připadá rozšíření za hranice linuxových OS. Jelikož Easy
Walk & Talk byla vyvinuta v Qt, které je multiplatformní, nabízí se využití této skutečnosti
pro rozšíření aplikace na další platformy. z mobilních přichází v úvahu Mac OS, Windows
Mobile a v současné době probíhá i portace na platformu Android v projektu Necessitas.
Ten je prozatím v alfa verzi. Rozšíření mimo hranice linuxových OS však bude vyžadovat
při nejmenším kompletní změnu modulů pro nahrávání a přehrávání zvuku, ve kterých je
v současné době pro práci se zvukovými zařízeními využita ALSA.
Nabízí se i možnost textového chatu, kdy by každé zařízení kromě zvukové informace
mohlo rozesílat a přijímat i data v textové podobě. Tato funkce by byla užitečná pro osoby
se sluchovými či řečovými vadami, případně v situacích kdy kvůli silnému hluku z okolí či
jiným okolnostem není možné použít pro komunikaci řeč.
Režim elektronické chůvičky (Babyphone) by bylo vhodné rozšířit o mechanismus de-
tekce zvukové aktivity, který by však neprováděl kontinuální snímání, ale vyhodnocoval
vzorky pouze jednou za určitý čas. Vlastní zpracování zvuku a odesílání sítí by pak probí-




Tato práce se zabývala problematikou zpracování zvuku a jeho přenosu přes počítačovou
síť. Byly zmíněny způsoby, kterými je toto řešeno v jiných, v současné době používaných
aplikacích. Část těchto konceptů byla využita při návrhu aplikace Easy Walk & Talk, která
vznikla jako součást této práce. Způsobem její implementace se zabývá několik kapitol
tohoto textu.
V průběhu návrhu a implementace aplikace bylo zjištěno několik překážek, které zne-
snadňovaly vývoj. v počáteční fázi to byla horší podpora IDE ze strany Maemo SDK,
následně problém zpracování a přenosu zvuku v reálném čase a v neposlední řadě také
nedostatek výpočetního výkonu mobilního zařízení. Tyto problémy se v průběhu času po-
dařilo překonat. Výsledkem tedy je, že vzniklá aplikace je v praxi použitelná pro svůj účel.
Zadání bylo splněno ve všech následujících bodech:
• Problematika VoIP je diskutována v kapitole 4.3.
• Platformou Maemo se zabývá kapitola 2.1.
• Koncept navržené aplikace je popsán kapitolou 6.1.
• Popisu implementace navrženého řešení jsou věnovány kapitoly 7, 8, 9
• Implementované řešení je diskutováno v kapitole 10
• Demonstrační video bylo vytvořeno ve dvou verzích a je dostupné v příloze A
Aplikace je pro svůj účel použití na platformě Maemo unikátní, přináší i několik vyle-
pšení do konceptu příbuzných aplikací na jiných platformách. Tato aplikace nabízí jedno-
duché uživatelské rozhraní, čímž umožňuje snadnou konfiguraci. Kromě vlastní Ad-hoc sítě
je možné ji využít i v lokální síťové infrastruktuře. Navíc nabízí využití jako elektronická
chůvička.
Aplikace byla publikována v repozitářích Maemo Extras-devel [1] a je odtud volně ke
stažení pro uživatele operačního systému Maemo 5 (Fremantle).
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Zdrojové kódy aplikace Easy Walk & Talk:
easy wt.zip
+ složka /Easy WT/. . .
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