This paper explores combinatorial optimization for problems of max-weight graph matching on multi-partite graphs, which arise in integrating multiple data sources. In the most common two-source case, it is often desirable for the final matching to be one-to-one; the database and statistical record linkage communities accomplish this by weighted bipartite graph matching on similarity scores. Such matchings are intuitively appealing: they leverage a natural global property of many real-world entity stores-that of being nearly deduped-and are known to provide significant improvements to precision and recall. Unfortunately, unlike the bipartite case, exact max-weight matching on multi-partite graphs is known to be NP-hard. Our two-fold algorithmic contributions approximate multi-partite max-weight matching: our first algorithm borrows optimization techniques common to Bayesian probabilistic inference; our second is a greedy approximation algorithm. In addition to a theoretical guarantee on the latter, we present comparisons on a real-world entity resolution problem from Bing significantly larger than typically found in the literature, on publication data, and on a series of synthetic problems. Our results quantify significant improvements due to exploiting multiple sources, which are made possible by global one-to-one constraints linking otherwise independent matching sub-problems. We also discover that our algorithms are complementary: one being much more robust under noise, and the other being simple to implement and very fast to run.
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INTRODUCTION
I T has long been recognized-and discussed explicitly only recently [13] -that many real-world entity stores are naturally free of duplicates. Were they to have replicate entities, crowd-sourced sites such as Wikipedia would have edits applied to one copy and not others. Sites that rely on ratings such as Netflix and Yelp would suffer diluted recommendation value by having ratings split over multiple instantiations of the same product or business page. And customers of online retailers such as Amazon would miss out on lower prices, options on new/used condition, or shipping arrangements offered by sellers surfaced on duplicate pages. Many publishers have natural incentives that drive them to deduplicate, or maintain uniqueness, in their databases.
Dating back to the late 80s in the statistical record linkage community and more recently in database research [13] , [14] , [16] , [19] , [29] , [33] , a number of entity resolution (ER) systems have successfully employed one-to-one graph matching for leveraging this natural lack of duplicates. Initially the benefit of this approach was taken for granted, but in preliminary recent work [13] significant improvements to precision and recall due to this approach have been quantified. The reasons are intuitively clear: data noise or deficiencies of the scoring function can lead to poor scores, which can negatively affect ER accuracy; however graph matching corresponds to imposing a global, one-to-one constraint which effectively smooths local noise. This kind of bipartite one-toone matching for combining a pair of data sources is both well-known to many in the community, and widely applicable through data integration problems as it can be used to augment numerous existing systems-e.g., [3] , [5] , [8] , [10] , [11] , [12] , [20] , [21] , [22] , [31] , [32] , [36] , [38] , [40] -as a generic stage following data preparation, blocking, and scoring.
Another common principle to data integration is of improved user utility by fusing multiple sources of data. While many have circled around the problem, little is known about extending one-to-one graph matching to practical multi-partite matching in the ER context. In the theory community exact max-weight matching is known to be NPhard [9] , and in the statistics community expectation maximization has recently been applied to approximate the solution successfully for ER, but inefficiently with exponential computational requirements [29] .
In this paper we propose principled approaches for approximating multi-partite weighted graph matching. Our first approach is based on message-passing algorithms typically used for (Bayesian) probabilistic inference. Through a series of non-trivial approximations we derive an approach more efficient than the leading statistical record linkage work of Sadinle et al. [29] . Our second approach extends well-known greedy approximate bipartite max-weight matching to the multi-partite case. While less sophisticated than message-passing, the greedy approach enjoys an easily-implementable design and a worst-case two-approximation competitive ratio (cf. Theorem 4.2) .
The ability to leverage one-to-one constraints when performing multi-source data integration is of great economic value: systems studied here have made significant impact in production e.g. within several Bing verticals and the Xbox TV service driving critical customer-facing features (cf. e.g. Fig. 1 ). We demonstrate on data from these real-world services that our approaches enjoy significantly improved precision/recall over the state-of-the-art unconstrained approach and that the addition of sources yields further improvements due to global constraints. Our experimental study is of atypical value owing to its unusually large scale: compared to the largest of the four datasets used in the recent well-cited comparative study of K€ opcke et al. [23] , our problem is three orders of magnitude larger. 1 We conduct a second experimental comparison on a smaller publication dataset to demonstrate generality. Finally we explore the robustness of our approaches to varying degrees of edge weight noise via synthetic data.
In summary, our main contributions are:
1) A principled factor-graph message-passing algorithm for generic, globally-constrained multi-source data integration; 2) An efficient greedy approach that comes with a sharp, worst-case guarantee (cf. Theorem 4.2); 3) A counter example to the common misconception that sequential bipartite matching is sufficient for joint matching (cf. Example 3.6); 4) Experiments on a very large real-world dataset demonstrating that generic one-to-one matching leverages deduplicated data to significantly improve precision/recall; 5) Validation that our new approaches can appropriately leverage information from multiple sources to improve ER precision and recall-further supported by a second smaller real-world experiment on publication data; and 6) A synthetic-data comparison under which messagepassing enjoys superior robustness to noise, over the faster greedy approach.
RELATED WORK
Significant past work has studied entity resolution [3] , [20] , [21] , [22] , [32] , [40] , statistical record linkage [8] , [12] , [36] , [38] and deduplication [5] , [10] , [11] , [31] . There has been little previous work investigating one-to-one bipartite resolutions and almost no results on constrained multi-source resolution. Some work has looked at constraints in general [1] , [6] , [33] but they do not focus on the one-to-one constraint. Su et al. do rely on the rarity of duplicates in a given web source [34] but use it only to generate negative examples. Guo et al. studied a record linkage approach based on uniqueness constraints on entity attribute values. In many domains, however, this constraint does not always hold. For example, in the movie domain, each movie entity could have multiple actor names as its attribute. Jaro contributed early work [19] on linking census data using a Linear Program formulation that enforces a global one-to-one constraint, however no justification or evaluation of the formulation is offered, and the method is only defined for resolution over two sources. Similarly for more recent work in databases, such as in conflating web tables without duplicates [16] and the notion of exclusivity constraints [14] . We are the first to test and quantify the use of such a global constraint on entities and apply it in a systematic way building on earlier bipartite work [13] .
A more recent study [29] examines the record linkage problem in the multiple sources setting. The authors use a Multi-source ER is central to (left) Bing's (middle) Google's and (right) Yahoo!'s movies verticals for implementing entity actions such as "buy", "rent", "watch", "buy ticket" and surfacing meta-data, showtimes and reviews. In each case, data on the same movie is integrated from multiple noisy sources.
1. Our 1:6 Â 10 11 pairs (between just 2/4 sources, compared to their largest at 1:7 Â 10 8 pairs. For their smaller benchmarks, as is typical in the literature, in the 1,000 s purely crowd-sourced ER could run for mere tens of dollars [24] . probabilistic framework to estimate the probability of whether a pair of entities is a match. However, the complexity of their algorithm is OðB m n m Þ, where m is the number of sources, n is the number of instances, and B m is the mth Bell number which is exponential in m. Such a prohibitive complexity prevents the principled approach from being practical. In our message-passing algorithm, the optimization approach has far better complexity, which works well on real entity resolution problems with millions of entities; at the same time our approach is also developed in a principled fashion. Our message-passing algorithm is the first principled, tractable approach to constrained multi-source ER.
In the bipartite setting, maximum-weight matching is now well understood with exact poly-time algorithms available [26] . A special case of tripartite graph matching is NPhard [9] , implying that general multi-partite max-weight matching problem is NP-hard. Our two algorithms are both approximations: one principled, that empirically yields higher total weights and improved precision and recall in the presence of noise. By contrast, our generalization of the well-known bipartite greedy approach is very efficient and achieves a guaranteed two-approximation, irrespective of the number of partitions k.
The bipartite case can also be generalized to matching in k-uniform, k-strongly colorable hypergraphs, for which k=2 þ is the best-known approximation [18] , while it is hard to approximate within k=log k [17] . Such k-dimensional matchings (k-DM) require each node to either match none or all other parts, since hyperedges are matched and k-uniformity states that each hyperedge in an input graph connects all parts. By contrast in our multi-partite matching problem (MPEM), edges are matched. We do have a transitivity constraint, which is equivalent to k-strong colorability in k-DM. MPEM is less constrained than k-DM and as our results demonstrate, efficiently approximable. It is easy to see that k-DM and MPEM can produce different matchings, demonstrating how k-DM and MPEM fundamentally differ: consider three sources 1; 2; 3 with two records each, fa 1 ; b 1 g; fa 2 ; b 2 g; fa 3 ; b 3 g respectively; and two hyperedges ða 1 ; a 2 ; a 3 Þ and ðb 1 ; b 2 ; a 3 Þ. While only one hyperedge can be selected yielding 3=6 nodes matched, if matching six edges induced by the two hyperedges, 5=6 nodes can be matched.
Previously Bayesian machine learning methods have been applied to entity resolution [4] , [10] , [28] , [37] , however our goal here is not to perform inference with these methods but rather optimization. Along these lines in recent years, message-passing algorithms have been used for the maximum-weight matching problem in bipartite graphs [2] . There the authors proved that the max-product algorithm converges to the desirable optimum point in finding the maximum-weight matching for a bipartite graph, even in the presence of loops. In our study, we have designed a message-passing algorithm targeting the maximum-weight matching problem in multi-partite graphs. In a specific case of our problem, i.e., maximum-weight matching in a bipartite graph, our algorithm works as effectively as exact methods. Another recent work [30] studied the weightedmatching problem in general graphs, whose problem definition differs from our own. It shows that max-product converges to the correct answer if the linear programming relaxation of the weighted-matching problem is tight.
Compared to this work we pay special attention to the application to multi-source entity resolution, tune the general message-passing algorithms specifically for our model, and perform large-scale data integration experiments on real data.
THE MPEM PROBLEM
We begin by formalizing the generic data integration problem on multiple sources. Let D 1 , D 2 ; . . . ; D m be m databases, each of which contains representations of a finite number of entities along with a special null entity f. The database sizes need not be equal. 
If f appears in the ith component of a mapping r, then r does not involve any entity from source i. A resolution R, which represents the true matchings among entities, is some specific subset of all possible mappings among entities in the m databases.
A global one-to-one constraint on multi-partite entity resolution asserts the target R is pairwise one-to-one: for each non-null entity x i 2 D i , for all sources j 6 ¼ i there exists at most one entity x j 2 D j such that together x i ; x j are involved in one tuple in R .
Definition 3.3. A Multi-Partite Entity Matching (MPEM)
problem is a multi-partite entity resolution problem with: the global one-to-one constraint; non-negative weights (or scores) defined over D i Â D j for all i 6 ¼ j with all pairs involving null f endowed with weight zero. Such weights represent belief that pairs are really matched in the unknown target R. The overall objective of MPEM is to select a resolution with maximum total weight.
We previously showed [13] that leveraging the one-toone constraint when performing entity resolution across two sources yields significantly improved precision and recall-a fact long well-known anecdotally in databases and statistical record linkage. This paper focuses on the MPEM problem and methods for exploiting the global constraint when resolving across multiple sources. In the experimental section, we will show that matching multiple sources together achieves superior resolution as compared to matching two sources individually (equivalently pairwise matching of multiple sources).
The MPEM weights correspond to similarity scores computed in typical ER pipelines: for co-blocked records, their attributes are compared to produce similarity scores typically in ½0; 1 [23] . For those pairs pruned from scoring, a zero score is assigned. We thus view the input as a k-partite weighted graph: records forming nodes partitioned by source, and those pairs with positive weight forming (weighted) edges.
Remark 3.5. The MPEM problem guarantees transitivity:
non-negative weights imply that the total weight of any matching not transitively closed, monotonically increases by taking the closure which is made possible by the global one-to-one constraint.
The Duplicate-Free Assumption
As discussed in Section 1, many sources are naturally deduplicated due to socio-economic incentives. There we argued, by citing significant online data sources such as Wikipedia, Amazon, Netflix, Yelp, that Crowd-sourced site duplicates will diverge with edits applied to one copy and not the other; Sites relying on ratings suffer from duplicates as recommendations are made on too little data; and Attributes will be split by duplicates, for example alternate prices of shipping options of products. Indeed in our past work, we quantified that the data used in this paper, coming (raw and untouched) from major online movie sources, are largely duplicate free, with estimated levels of 0.1 percent of duplicates. Our publication dataset is similar in levels of duplicates.
Finally, consider matching and merging multiple sources. Rather than taking a union of all sources then performing matching by deduplication on the union, by instead (1) deduplicating each source then (2) matching, we may focus on heterogeneous data characteristics in the sources individually. Recognizing the importance of data variability aids matching accuracy when scaling to many sources [25] .
Why MPEM Requires Global Methods
One may naively attempt a natural approach for MPEM: (1) threshold the overall scores to produce many-to-many resolutions; or (2) 1-to-1 resolve the sources in a sequential manner by iteratively performing two-source entity resolution. The disadvantages of the first have been explored previously [13] . The order of sequential bipartite matching can degrade overall results: if we first resolve two poor quality sources, then the poor resolution may propagate to degrade subsequent resolutions. We could undo earlier matchings in possibly cascading fashion, but this would essentially reduce to global multipartite. Even matching in the best possible order, individual records of poor quality must still be matched in earlier sources.
Example 3.6. Take completely-connected weighted tri-partite graph on nodes
. Take weights 1:0 on pairs among the true matching sets ffa 1 ; a 2 ; a 3 g; fb 1 ; b 2 ; b 3 g; fc 1 ; c 2 ; c 3 gg, except 0:5 between fa 1 ; a 2 g; remaining are 0:6 between sources 1; 2 and 0:1 between sources 1; 3 and 2; 3. These weights might reflect unaligned missing attributes between 1; 2 and a complete source 3. Bipartite sequential matching proceeding 1; 2; 3 achieves total weight 6:4 (with transitivity) while global matching achieves 8:1. With two additional copies of the graph with exceptional weights rotating between 1; 3 and 2; 3, sequential is inferior independent of sequence.
Sequential matching can produce inferior results overall due to being locked into poor subsequent decisions (local optima). This is compounded by poor quality data, and occurs even when ordering sources. In contrast global matching looks ahead. We focus instead on global approaches.
ALGORITHMS
We now develop two strategies for solving MPEM problems. The first co-opts optimization algorithms popular in Bayesian inference (derivations in the appendix). The second approach is a simple greedy one.
Message-Passing Algorithm
As discussed in Section 2, multi-partite maximum-weight matching is NP-hard. Therefore we develop an approximate yet principled maximum-weight strategy. Without loss of generality, we use tri-partite matching for illustrative purposes.
Optimization formulation. Let x ijk be a Boolean-valued variable denoting whether entities i; j; k from the three sources are matched or not. When matched, the pairs ði; jÞ; ði; kÞ; ðj; kÞ each contribute a similarity score to the matching's total weight, represented by S ijk ðx ijk Þ in Fig. 3 . Maximizing total weight decomposes as a sum over these matched scores.
To handle the one-to-one constraint, we can introduce an infinite penalty for constraint violations. Adding these 'barrier functions', represented by the E functions in Fig. 3 , to the total weight ensures only one-to-one constrained matchings are considered. Combining these two ideas, yields an unconstrained maximization with objective function
where N s is the number of entities in source s. This linear decomposition is key to our approach. Note by including null entity f in each source, we can indicate entities not matching with a particular source e.g. with x ijf implying matching i; j from sources 1,2 do not match source 3.
Factor graph representation. We can represent the optimization graphically as a factor graph; we will decompose the global maximization into iterative local optimizations which send 'messages' from nodes along edges. The graph consists of variable nodes C ijk for each x ijk connected only to factor nodes E s t which correspond to the individual terms S ijk and E s t of our decomposed objective (1) . A variable node is connected to a factor node if the corresponding factor function depends on the corresponding variable as shown in Fig. 4 . The similarity factor node only connects to a single variable node, but the constraint factor nodes connect with multiple variable nodes (cf. Figs. 4 and 5). Max-Sum updating rules. Our objective function is of a form that can be optimized by the max-sum algorithm, which is a dynamic programming approach that decomposes the problem into local optimizations which are iterated with intermediate solutions propagated over edges of the factor graph-an instance of message-passing. 2 We provide the details of the max-sum algorithm, and our own novel efficient modifications (extending ideas of affinity propagation) and approximations in the appendix.
In the equations below a 1 ijk is the cost of choosing j; k as matching entities for i from source 1 over other possibilities, while b 1 ijk can be thought as the real value of choosing i; j; k as a matching by considering the costs. These two types of parameters update each other iteratively until their values converge, providing values for all the x variables.
In general, the updating rules can be generalized into the following formulas where there are m sources:
Complexity analysis. Suppose there are m sources, each having n entities. The general max-sum algorithm needs to compute at least Oðmn m Þ messages per iteration. Each message requires at least Oðmn mÀ1 Þ complexity. The cost is significant when n % 10 6 and m > 2.
The complexity of our algorithm can be decomposed into two parts. During message passing, for each iteration we update OðnmÞ a messages. For each a message, we first need to find the top-two candidates in m À 1 sources, which 2. Max-sum is primarily used in Bayesian probabilistic inference for max a posteriori estimation: A joint likelihood that factors into a product can be maximized efficiently in the same way.
requires O ðm À 1Þn ð Þ time. Then, we find the optimum starting from L combinations within the candidates, which requires OðmnTLÞ time complexity. The sorting of the candidate array requires O mn log mn ð Þtime. A favorable property of message-passing algorithms is that the computation of messages can be parallelized. We leave this for future work.
Greedy Algorithm
The greedy approach to bipartite max-weight matching is simple and efficient, so we explore its natural extension to multi-partite graphs.
Algorithm. The algorithm first sorts all the pairs of entities by their scores, discarding those falling below threshold u. It then steps through the remaining pairs in order. When a pair x i ; y j is encountered, with both unmatched so far, the pair entities is matched in the resolution: they form a new clique fx i ; y j g. If either of x i ; y i are already matched with other entities and formed cliques, we examine every entity in the two cliques (a single entity is regarded as a singleton clique). If all the entities derive from different sources, then the two cliques are merged into a larger clique with the resulting merged clique included in the resolution. Otherwise, if any two entities from the two cliques are from the same two sources, the current pair x i and y j will be disregarded as the merged clique would violate the one-to-one constraint.
Complexity analysis. The time complexity of the sorting step is Oðn 2 m 2 ðlog n þ log mÞÞ, where m is the number of sources and n is the average number of entities in each source. The time complexity of the selection step is Oðn 2 m 3 Þ as we must examine Oðn 2 m 2 Þ edges with each examination involving OðmÞ time to see if adding this edge will violate the one-to-one constraint. In practice the greedy approach is extremely fast.
Approximation guarantee. In addition to being fast and easy to implement, the bipartite greedy algorithm is wellknown to be a two-approximation of exact max-weight matching on bipartite graphs. We generalize this competitive ratio to our new multi-partite greedy algorithm. See our full technical report [39] for the full proof. In short: max-weight matching is formulated as an LP, whose dual LP has as feasible solution the result of greedy. The dual value of this greedy feasible solution bounds twice the primal optimal by weak duality.
The same argument as is used in the bipartite case demonstrates that this bound is in fact sharp: there exist pathological weighted graphs for which greedy only achieves half the max weight. In real-world matching graphs are sparse and their weights are relatively well-behaved, and so in practice greedy usually achieves much better than this worst-case approximation as demonstrated in our experiments.
EXPERIMENTAL METHODOLOGY
We present our experimental results on both real-world and synthetic data. Our movie dataset aims to demonstrate the performance of our algorithms in a real, very large-scale application; the publication dataset adds further support to our conclusions on additional real-world data; while the synthetic data is used to stress test multi-partite matching in more difficult settings.
Movie Datasets
For our main real-world data, we obtained movie meta-data from six popular online movie sources used in the Bing movie vertical (cf. Fig. 1 ) via a combination of site crawling and API access. All sources have a large number of entities: as shown in Table 1 , the smallest has over 12,000, while the largest has over half a million. As noted in Section 1, while we only present results on one real-world dataset, the data is three orders of magnitude larger than typical for realworld benchmarks in the literature and is from a real production system [23] .
Every movie obtained had a unique ID within each source and a title attribute. However, other attributes were not universal. Some sources tended to have more metadata than others. For example, IMDB generally has more metadata than Netflix, with more alternative titles, alternative runtimes, and a more comprehensive cast list. No smaller source was a strict subset of a larger one. For example, there are thousands of movies on Netflix that cannot be found on AMG, even though AMG is much larger. We base similarity measurement on the following feature scores:
Title. Exact match yields a perfect score. Otherwise, the fraction of normalized words that are in common (slightly discounted). The best score among all available titles is used. Release year. The absolute difference in release years up to a maximum of 30. Runtime. The absolute difference in runtime, up to a maximum of 60 minutes. Cast. A count of the number of matching cast members up to a maximum of five. Matching only on part of a name yields a fractional score. Directors. Names are compared like cast. However, the number matching is divided by the length of the shorter director list. Although the feature-level scores could be improvede.g. by weighing title words by TF-IDF, by performing inexact words matches, by understanding that the omission of "part 4" may not matter while the omission of "bonus material" is significant-our focus is on entity matching using given scores, and these functions are adequate for obtaining high accuracy, as will be seen later.
After scoring features, we used regularized logistic regression to learn weights to combine feature scores into a single score for each entity pair. In order to train the logistic regression model and also evaluate our entity matching algorithms, we gathered human-labeled truth sets of truly matching movies. For each pair of movie sources, we randomly sampled hundreds of movies from one source and then asked human judges to find matching movies from the other source. If there exists a matching, then the two movies will be labeled as a matching pair in the truth set. Otherwise, the movie will be labeled as non-matching from the other source, and any algorithm that assigns a matching to that movie from the other source will incur a false positive. We also employ the standard techniques of blocking [22] in order to avoid scoring all possible pairs of movies. In the movie datasets, two movies belong to the same block if they share at least one normalized non-stopword in their titles.
Publications Datasets
We follow the same experimental protocol on a second realworld publications dataset. The data collects publication records from three sources as detailed in Table 2 . Each record has the title, authors, venue and year for one publication.
Performance Metrics on Real-World Data
We evaluate the performance of both the Greedy and the Message Passing algorithms via precision and recall. For any pair of sources, supposeR is the output matching from our algorithms. Let R þ and R À denote the matchings and non-matchings in our truth data set for these two sources, respectively. Then, we calculate the following standard statistics:
The precision is then calculated as TP TP þFP , and recall is calculated as TP TP þFN . By varying threshold u we may produce a sequence of precision-recall pairs producing a PR curve.
Synthetic Data Generation
To thoroughly compare our two approaches to general MPEM problems, we design and carry out several experiments on synthetic data with different difficulty levels. This data is carefully produced by Algorithm 1 to simulate the general entity matching problem.
We randomly generate features of entities instead of randomly generating scores of entity pairs. This corresponds to the real world, where each source may add noise to the true meta-data about an entity. In the synthetic case, we start with given true data and add random noise. An important variable in the algorithm is the variance s 2 . As s increases, even the same entity may have very different feature values in different sources, so the entity matching problem gets harder. In our experiment, we vary the value of s through 0.02, 0.04, 0.06, 0.08, 0.1 and 0.2 to create data sets with different difficulty levels.
Algorithm 1. Synthetic Data Generation
Require: Generate n entities in m sources; k features per entity 1: for i ¼ 1 to n do 2: for the current entity, generate k values F 1 ; F 2 ; . . . ; F k $ Unif½0; 1 as true features; 3:
for j ¼ 1 to m do 4:
for each source, generate feature values for the current entity as follows: 5:
for t ¼ 1 to k do 6:
each feature value f t in f j:i sampled from N ðF t ; s 2 Þ 7: done 8: Compute scores between entities across sources: 9: for i 1 ¼ 1 to m À 1 do 10: for i 2 ¼ i 1 þ 1 to m do 11:
for j 1 ¼ 1 to n do 12:
for j 2 ¼ 1 to n do 13: score entities j 1 ; j 2 from sources i 1 ; i 2 using values f i 1 :j 1 ; f i 2 :j 2
14: done
We set the number of entities n ¼ 100, the number of sources m ¼ 3, and the number of features k ¼ 5. We use the normalized inner product of two entities as their similarity score.
Performance Metrics on Synthetic Data
Since all the entities and sources are symmetric, we evaluate the performance of different approaches on the whole data set. For a data set with m sources and n entities, there are a total of nmðmÀ1Þ 2 true matchings. If the algorithm outputs T entity matchings out of which C entity pairs are correct, then the precision and recall are computed as:
As another measure we also use F-1, the harmonic mean of precision and recall, defined as 2ÃprecisionÃrecall precisionþrecall .
Unconstrained ManyMany Baseline
As a baseline approach, we employ a generic unconstrained ER approach-denoted MANYMANY-that is common to many previous works [5] , [7] , [21] , [22] , [27] , [31] , [32] , [35] , [40] . Given a score function f : D i Â D j ! R on sources i; j and tunable threshold u 2 R, MANYMANY simply resolves all tuples with score exceeding the threshold. Compared to our message passing and greedy algorithms described in Section 4, MANYMANY allows an entity in one data source to be matched with multiple entities in another data source. Because of this property, it is also important to notice that adding more data sources will not help improve the resolution results of MANYMANY on any pair of sources, i.e., the 
RESULTS
We now present results of our experiments.
Results on Movie Data
The real-world movie dataset contains millions of movie entities, on which both message-passing and greedy approaches are sufficiently scalable to operate. This section's experiments are designed primarily for answering the following:
1) Whether multi-partite matching can get better precision and recall compared with simple bipartite matching-do additional sources improve statistical performance; 2) Whether the one-to-one global constraint improves the resolution results in real movie data; 3) Whether the message-passing-based approach achieves higher total weight than the heuristic greedy approach; and 4) How the two approaches perform on multi-partite matching of real-world movie data.
Multipartite vs. Bipartite
We examine the effectiveness of multi-partite matching by adding sources to the basic bipartite matching problem. Specifically, we use two movie sources (msnmovie and flixster in our experiments) as the target source pair, and perform bipartite matching on these two sources to obtain baseline performance. We then add another movie source (IMDB) and perform multi-partite matching on these three sources, and compare the matching results on the target two sources against the baseline. Finally, we perform multipartite matching on all six movie sources and record the results on the target two sources. Seven groups of results are shown together in Fig. 6 . We use diamonds to plot the results from the greedy approach, dots to plot the results from the message-passing approach, and plus symbols to plot the results from MANYMANY. The results for different numbers of sources are recorded with different colors. The PR curve is generated by using different thresholds u on scores. Specifically, given a threshold, we regard all the entity pairs which have similarity below the threshold as having 0 similarity and as never being matched. Then, we perform entity resolution based on the new similarity matrix and plot the precision and recall value as a point in the PR curve. We range from threshold 0.51 through 0.96 incrementing by 0.03.
From the results, we can first see that when comparing the three approaches on two sources, both message passing and greedy are much better than MANYMANY. This demonstrates the effectiveness of adding the global one-to-one constraint in entity resolution in real movie data. It's also important to notice that without the one-to-one constraint, MANYMANY is not affected at all when new sources are added; while for the approaches with the global one-to-one constraint, the resolution improves significantly with increasing number of sources, particularly going from 2 to 3. This further shows the importance of having the one-to-one constraint in multi-partite entity resolution: it facilities appropriate linking of the individual pairwise matching problems.
In addition, for both message-passing and greedy approaches, the PR curve of using three sources for matching is higher than using only two sources for matching. This means that with an additional source IMDB, which has the largest number of entities among all the sources, the resolution of msnmovie and flixster is much improved. The matching results on all of the six sources are also higher than using only two sources, but only slightly higher than on three sources. This implies that the other three movie sources do not provide much more information beyond IMDB, likely because IMDB is a very broad source for movies and it's already very informative with good quality metadata to help match msnmovie and netflix.
For any number of sources, the precision and recall of greedy is very similar to that of message passing and very close to 1.0. This may be due to our feature scores and similarity functions being already pretty good for movie data. In order to determine whether they are fundamentally similar, or whether greedy was benefiting from this data set having low feature noise, we designed the synthetic experiment which is described in the following sections. Since the experiments on real movie data have already shown the advantage of these two approaches over MANYMANY, we do not compare MANYMANY in the synthetic experiment.
Total Weight
Next we compare the total weight of the matchings output by the message-passing and greedy approaches. The total weight of a matching is calculated as the sum of similarity scores of each matching pair. For example, if a movie x from IMDB matches with movie y in msnmovie and movie z in netflix, then the total weight is simðx; yÞ þ simðx; zÞþ simðy; zÞ. Since the message-passing approach goes to additional effort to better-approximate the maximum weight matching, we expect that its total weight should be higher than greedy. In Fig. 7 , we show the comparative results when performing multi-partite matching on two, three, and six sources, where the threshold is set as 0.51. For two sources, since exact maximum-weight bipartite matching algorithms is tractable, we compute the true maximum weight and display as "MaxWeight". For comparison, we use the weight of the message-passing approach as the reference, and plot the relative value of the greedy and max-weight approaches to this reference. From the figure, we can see that on all the datasets, the message-passing approach gets higher total weight than the greedy approach. Also, as the number of sources increases, the difference between the total weight of the message and greedy approaches gets larger. For example, on six sources the total weight of the message-passing approach is more than 10 percent higher than greedy. In addition, in the two source comparison we can see that the message-passing approach (total weight: 76,404) gets almost the same total weight as the maximum-weight matching (total weight: 76,409), while the greedy approach's total weight is a little lower (76,141). This suggests that our message-passing approach approximates the maximum-weight matching well. On the other hand, the result also implies that the movie matching data is far from pathological since the total weight for greedy is very close to the maximumweight matching on two sources, which is in stark contrast with the two-approximation worst case.
Results on Publication Data
We further explore our approaches with the publication dataset of Section 5.2, for which results are shown in Fig. 10 . We experiment on matching DBLP vs. Scholar, with matching DBLP vs. ACM vs. Scholar, comparing the results of the bipartite and tripartite matchings with truth labels on DBLP-Scholar. The results lead similar conclusions drawn from the movie data: (1) globally-constrained matching with an additional source improve the accuracy of matching DBLP-Scholar alone; and (2) one-to-one constrained approaches perform better than the unconstrained MANYMANYapproach.
Results on Synthetic Data
As discussed in Section 5, we created synthetic datasets with different levels of feature noise by varying parameter s. Our primary aim with the synthetic data is to see if greedy is truly competitive to message passing, or if it only achieves similar precision/recall performance in the case of low feature noise on the relatively well-curated movie data. Our experiments are on three sources with 100 entities. We use precision, recall and F-1 score as the evaluation metrics to compare the two approaches. Fig. 8 shows the PR curves of the two approaches on the different data sets. Here, s ¼ 0:02 represents the easiest dataset (i.e., generated with minimal noise) and s ¼ 0:2 represents the most noisy dataset (i.e., generated with significant noise). We use a different color to present the results on different data quality and use different point markers to present results from the different approaches. From the figure, we see that for the easiest dataset (s ¼ 0:02), both greedy and message passing work exceptionally well, reminiscent of the movie matching problem. When the dataset gets more noisy, both approaches experience degraded results, but the decrease of the message-passing approach is far less than the greedy approach. As shown in the figure, for datasets with s ¼ 0:04; 0:06; 0:08; 0:1, message-passing operates far better than greedy. Finally, when the data arrives at a very noisy level (s ¼ 0:2), both approaches perform equally poorly.
In Fig. 9 , we show the F-1 values of the two approaches along with different thresholds. We can see very clearly the contrast between the two approaches when the data Fig. 7 . Comparing weights, with true max weight for two sources. To compare across varying number of sources, we plot weights relative to Message Passing. Fig. 8 . Precision-recall comparison of message passing and greedy matching on synthetic data with varying amounts of score noise. Fig. 9 . F1 scores of message passing and greedy matching on synthetic data with varying amounts of score noise. becomes increasingly noisy. Here colors again denote varying noise level, while the line type denotes message passing (solid) or greedy (dashed). For example, the gap between the solid and dashed lines is very small at the top of the figure when the data is relatively clean. However, as s increases the gap too increases, and reaches an apex on the green curves (s ¼ 0:06). Later, as s increases even more, the gap becomes smaller but still exists. At last, when s ¼ 0:2, the gap becomes very small, which means the two approaches perform almost the same under severe noise. This is to be expected: no method can perform well under extreme noise.
In sum, from the experimental results on the synthetic data, we can conclude that for the datasets with the least feature noise, both the greedy approach and the messagepassing approach perform very well, while for the most noisy datasets, both of these two approaches perform poorly. On the other hand, when the feature noise is between these two extremes, message-passing is much more robust than greedy.
Convergence and Scalability
The complexity of our message-passing approach depends on the number of iterations that the algorithm needs to converge. In this section, we examine the convergence of the algorithm and empirically compare the efficiency of the message-passing approach with the greedy approach.
In the convergence experiment, we use six data sources each having 1 k entities making 6 k a messages total. We change the threshold (as in Section 6.1.1) from 0.3 to 0.8 with increment 0.1 to filter the candidate matchings. A higher value of the threshold will have a lower number of edges left in the weighted graph, so the total weight of the final matching will also be lower and the iterations needed to converge is also smaller. In Fig. 11a , we show how many iterations the message-passing approach needs to converge with different thresholds, and Fig. 11b shows the total weight after each iteration of message passing. Both of these two graphs show that with six sources and 1,000 entities, the message-passing approach converges quickly. With all the different thresholds, the approach converges within 50 iterations. This indicates that the factor T in the complexity analysis for the message-passing approach is much smaller than the total number of entities n.
We also conducted an experiment to empirically compare the efficiency of the message-passing approach and the greedy approach. There is no doubt that the message-passing approach is much slower than the greedy approach, but the purpose of the experiment is to see how well the message-passing approach scales when the number of entities and the number of sources increase. The experiment was performed on a computer with Intel Core i5 CPU M560@2.67 GHz and 4 GB Memory. Fig. 12a shows the time cost comparison between the two approaches when we fix the number of sources as 6 and increase the number of entities per source from 200 to 1,000, and in Fig. 12b we fix the number of entities per source as 600 and increase the number of sources 3 to 7. We can see that the greedy approach scales well. While the time cost of the message-passing approach increases much faster, the time complexity of the algorithm is still acceptable for solving real problems. In practice, it takes 1 to 2 hours to use message passing to find the true matching on the real, large-scale movie dataset, which has six sources, some of which containing around half a million movie entities.
CONCLUSIONS
In this paper, we have studied the multi-partite matching problem for integration across multiple data sources. We have proposed a sophisticated factor-graph message-passing algorithm and a greedy approach for solving the problem in the presence of one-to-one constraints, motivated by real-world socio-economic properties that drive data sources to be naturally deduplicated. We provided a competitive ratio analysis of the latter approach, and conducted comparisons of the message-passing and greedy approaches on a Fig. 10 . Performance of resolution on increasingly many publication sources. Fig. 11 . Convergence test. very large real-world Bing movie dataset, a smaller publications dataset, and synthetic data. Our experimental results prove that with additional sources, the precision and recall of entity resolution improve; that leveraging the global constraint improves resolution; and that message-passing, while slower to run, is much more robust to noisy data than the greedy approach.
For future work, implementing a parallelized version of the message-passing approach is an interesting direction to follow. Another open area is the formation of theoretical connections between the surrogate objective of weight maximization and the end-goal of high precision and recall.
APPENDIX
As described in Section 4.1, we can keep iterating Eqs. (4) and (5) to optimize the objective function Eq. (1). Here, we describe the derivation of the equations and how we optimize the iterations in terms of efficiency.
The general max-sum algorithm iteratively passes messages in a factor graph by Eq. (6) and Eq. (7) below. In the equations, nðCÞ represents neighbor factor nodes of a variable node C, and nðfÞ represents neighbor variable nodes of a factor node f. m f!C ðxÞ defines messages passing from a factor node f to a variable node C, while m C!f ðxÞ defines messages in the reverse direction. Each message is a function of the corresponding variable x. For example, if x is a binary variable, there are in total two messages passing in one direction: m f!C ð0Þ and m f!C ð1Þ. m f!C ðxÞ ¼ max
As it stands the solution is computationally expensive. For example, in the MPEM problem suppose there are m sources each with an average number of n entities, then in each iteration there are in total 4mn m messages to be updated: only messages between variable nodes and constraint factor nodes need to be updated. There are a total number of n m variable nodes and each has m constraint factor nodes connecting with it. There are four messages between each factor node and the variable node (two messages in each direction); so there are in total 4m messages for each variable node.
Derivation of updating rules by affinity propagation. Instead of calculating this many messages, we employ the idea of Affinity Propagation [15] . The basic intuition is: instead of passing two messages in each direction, either m f!C ðxÞ or m C!f ðxÞ, we only need to pass the difference between these two messages, i.e., m f!C ð1ÞÀ m f!C ð0Þ and m C!f ð1Þ À m C!f ð0Þ; at the end of the max-sum algorithm what we really need to know is which configuration of a variable x (0 or 1) yields a larger result.
The concrete calculation-using tri-partite matching to illustrate-is as follows. Let
the difference between these two equations results in Eq. 2 In the other direction, since
; in order to get the max value for the message, all the variables except x ijk in E 1 i should be zero because of the constraint function. Therefore
Similarly, since
to get the max message, one of the variables except x ijk in E 1 i should be 1, i.e.,
: 2) and (3) can be easily generalized to m-partite matching.
Achieving exponentially fewer messages. By message passing with a; b instead of m, the total number of message updates per iteration is reduced by half down to 2mn m , which includes mn m each of a; b messages. This number is still exponential in m. However, if we look at Eq. (3) for a messages, the formula actually can be interpreted as Eq. (8) below, where j Ã k Ã are minimizers of Eq. (3). This shows that for a fixed entity i in source 1, there are actually only two a values for all different combinations of j and k, and only the minimizer combination j Ã k Ã obtains the different value which is the second minimum (we call the second minimum the exception value for a 1 ijk , and the minimum as the normal value). In other words, there are actually only 2mn of the a messages instead of mn m ,
Using this observation, we replace the b messages in Eq. (3) with a messages using Eq. (2), to yield:
n o :
We can similarly derive a update functions in the other sources. As shown in the following sections, the final resolution only depends on a messages, therefore we only calculate a messages and keep updating them iteratively until convergence or a maximum number of iterations is reached.
Stepwise approximation. In Eq. (9) we need to find the optimizer, which results in a complexity at least Oðm 2 n mÀ1 Þ in the general case to compute an a message, because we need to consider all the combinations of b 2 and b 3 in the similarity function S ib 2 b 3 . To reduce this complexity, we use a stepwise approach (operating like Gibbs Sampling) to find the optimizer. The basic idea is: suppose we want to compute the optimum combination j Ã k Ã in Eq. (9), we first fix k 1 and find the optimum j 1 which optimizes the right hand side of Eq. (9) (in a general case, we fix candidate entities in all sources except one). Also, since k 1 is fixed, we don't need to consider the similarity S ik 1 between i and k 1 in S ib 2 k 1 ð1Þ, as shown in Eq. 10,
From Eq. (10), we see that this step requires only OðmnÞ computation, where m is the number of sources (m ¼ 3 in the current example), because the computation of similarities among the fixed candidate entities need not matter. After we compute j 1 , we will fix it and compute the optimizer k 2 for the third source. We keep this stepwise update continuing until the optimum value does not change any more. Since the optimum value is always increased, we are sure that this stepwise computation will converge. In the general case, the computation is similar, and the complexity is now reduced to OðmnT Þ where T is the number of steps.
In practice, we want the starting combination to be good enough so that the number of steps needed to converge is small. So, we always select those entities which have high similarities with entity i as the initial combination. Also, to avoid getting stuck in a local optimum, we begin from several different starting points to find the global optimum. We select the top two most similar entities with entity i from each source, and then choose L combinations among them as the starting points. Therefore, the complexity to find the optimum becomes OðmnTLÞ. The second optimum will be chosen among the outputs of each of the T steps within L starting points, requiring another OðTLÞ computation.
Final selection. We iteratively update all a messages round by round until only a small portion (e.g. less than 1 percent) of the a's are changing. In the final selection step, the general max-sum algorithm will assign the value of each variable by the following formula:
The difference between the two configurations of x C i 1 ;...;im is: 
While we employ heuristics to improve the efficiency of this step we omit the details as they are technical and follow the general approach laid out above.
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