Increasingly, the data and information visualization is becoming strategic for the exploration and explanation of large data sets. The Big Data paradigm pushes for new ways, new technological solutions to deal with the big volume and the big variety of data today. Not surprisingly, a plethora of new tools have emerged, each of them with pros and cons, but all espousing the cause of "Bigness of Data". In this paper, we take one of this emerging tools, namely Neo4J, and stress its capabilities in order to import, query and visualize data coming from a big case study: DBpedia. We will describe each step in this study focusing on the used strategies for overcoming the different problems mainly due to the intricate nature of the case study and its volume. We confront with both the intensional schema of DBpedia and its extensional part in order to obtain the best result in its visualization. Finally, an attempt to define some criteria to simplify the large-scale visualization of DBpedia will be made, providing some examples and considerations which have arisen. The ultimate goal of this work is to investigate techniques and approaches to get more insights from the visual representation and analytics of large graph databases.
INTRODUCTION
Nowadays, Data or Information Visualization have become interesting and wide research fields. If the main goal of Data Visualization is to communicate information clearly and efficiently to users, involving the creation and study of the visual representation of data -i.e., "information that has been abstracted in some schematic form, including attributes or variables for the units of information" (Friendly and Denis, 2001 ) -the Information Visualization main task is the study of (interactive) visual representations of abstract data to reinforce human cognition. The abstract data may include both numerical and nonnumerical data, such as text and geographic information. The field of information visualization has emerged from research in human-computer interaction, computer science, graphics, visual design, psychology, and business methods. It is increasingly applied as a critical component in scientific research, digital libraries, data mining, financial data analysis, market studies, manufacturing production control, and drug discovery (Bederson and Shneiderman, 2003) . Furthermore, the challenges that the Big Data imperative Caldarola et al., 2014; Caldarola and Rinaldi, 2015) imposes to data management severely impact on data visualization. The "bigness" of large data sets and their complexity in term of heterogeneity contribute to complicate the representation of data, making the drawing algorithms complex. To make an example, let us consider the popular social network Facebook, in which the nodes represent people and the links represent interpersonal connections; we note that nodes may be accompanied by information such as age, gender, and identity, and links may also have different types, such as colleague relationships, classmate relationships, and family relationships. The effective representation of all the information at the same time is challenging. The most common solution is to use visual cues, such as color, shape, or transparency to encode different attributes. At the same time, the availability of large data coming from human activities, exploration and experiments, together with the investigations of new and efficiently ways of visualizing them, open new perspectives from which to view the world we live in and to make busi-ness. The Infographics become Infonomic, a composite term between the term Information and Economics that wield information as a real asset, a real opportunity to make business and to discover the world. Various techniques have been proposed for graph visualization for the last two decades and they will be presented in the next section. As far as we can say here, the principled representation methodology we agree on is the Visual Information Mantra presented by Keim in (Keim et al., 2008) . It can be summarized as follows: "Analyze first, show the important, zoom, filter and analyze further, details on demand".
The reminder of the paper is organized as follows. After a literature review on graph visualization techniques and methodologies and a review of existing works specifically focused in DBpedia exploration contained in section 2, a description of the case study and its data ecosystem is provided in section 3. Afterward, starting from an explanation of the approach used for the DBpedia Ontology Schema import procedure within Neo4j, in section 4, the attempts for importing and visualizing the DBpedia extensional part are described in section 5 and 6. Finally, section 7 draws the conclusion summarizing the major findings and outlining future investigations.
RELATED WORKS
Since the study conducted in this paper consists in the visual representation of DBpedia inside the Neo4j graph DB (Webber, 2012) , this section focuses mainly on a literature review in Graph Visualization, referring to other well-known works in the literature for a complete review of the techniques and theories in Information Visualization (Spence, 2001; Mazza, 2009; Fayyad et al., 2002; Ware, 2012) . Graphs are traditional and powerful tools for visually representing sets of data and the relations among them by drawing a dot or circle for every vertex, and an arc between two vertices if they are connected by an edge. If the graph is directed, the direction is indicated by drawing an arrow. Basically, there are generally accepted aesthetic rules to draw a graph (Purchase, 1997) , which include: distribute nodes and edges evenly, avoid edge crossing, display isomorphic substructures in the same manner, minimize the bends along the edges. However, since it is quite impossible to meet all rules at the same time, some of them conflict with each other or they are very computationally expensive, practical graphical layouts are usually the results of compromise among the aesthetics. There exists different graph visualization layouts in the literature, such as: the Tree Layout, the Space Division Layout, the Matrix Layout and the Spring Layout (Fruchterman and Reingold, 1991) , to mention a few. The latter will be used in this work and it worth to spend few words on it. The Spring Layout, also known as Force-Directed layout, is a popular strategy for general graph visualization. The strategy consists in modeling the graph as physical systems of rings or springs. The attractive idea about spring layout is that the physical analogy can be very naturally extended to include additional aesthetic information by adjusting the forces between nodes. As one of the first few practical algorithms for drawing general graphs, spring layout is proposed by Eades in 1984 (Eades, 1984 . Since then, his method is revisited and improved in different ways (Gansner and North, 1998) . Mathematically, Spring layout is based on a cost (energy) function, which maps different layouts of the same graph to different non-negative numbers. Through approaching the minimum energy, the layout results reaches better and better aesthetically pleasing results. The main differences between different spring approaches are in the choice of energy functions and the methods for their minimization.
Specifically regarding the visualization of DBpedia, there are not many works in the literature. The most part of them confront with the LOD (Linked Open Data) paradigm where DBpedia represents the nucleus of the whole ecosystem. In (Brunetti et al., 2012) a formal Linked Data Visualization Model (LDVM) has proposed to dynamically connect data with visualizations, by incorporating analytical extraction and visual abstraction steps, while in (Helmich et al., 2014 ) the authors use the LDVM implemented by Payola (a framework for analysis and visualization of Linked Data) to visualize RDF Data Cubes. On the visualization of RDF (Resource Desciption Framework) data in general, (Cammarano et al., 2007) proposes an automatic technique for mapping data attributes to visualization attributes formulating this problem as a schema matching problem. In (Chan et al., 2009 ) a Web-based visualization system has been proposed in order to incorporate data integration into an iterative, interactive data exploration and analysis process of Wikipedia over DBpedia semantic graph. Finally, in (Bikakis and Sellis, 2016 ) the authors survey the systems developed by the Semantic Web community in the context of the Web of Linked Data (WoD), and discuss to which extent these satisfy the contemporary requirements, summing up that WoD community should consider scalability and performance as vital requirements for the development of the future exploration and visualization systems, but also should provide more sophisticated mechanisms that capture users preferences and assist them throughout large data exploration and analysis tasks. By adopting this last advice, our work aim at easing the exploration of large data like DBpedia, by exploiting the features of new tools emerged in the Big Data landscape.
DBpedia CASE STUDY
The case study presented in this paper consists in the partial reification of the DBpedia dataset inside the Neo4J graph database. This one is an ACIDcompliant transactional database with native graph storage and processing where everything is stored in form of either an edge, a node or an attribute (Webber, 2012; Robinson et al., 2013; Vukotic et al., 2015) . DBpedia is a crowd-sourced community effort to extract structured information from Wikipedia and Wikidata and make this information available on the Web (Lehmann et al., 2015) . By extracting the structured content of Wikipedia, such as infoboxes, tables, lists, and categorization data, and putting them in a consistent knowledge base, it is possible to answer expressive queries otherwise not allowed via the text search engine inside Wikipedia: Give me all cities in New Jersey with more than 10,000 inhabitants or Give me all Italian musicians from the 18th century, are just few examples. More importantly, with the advent of the Web of Data, several data providers have started to publish and interlink data on the Web, inspired by the Tim Berners-Lees Linked Data principles and since DBpedia consists in a generalist knowledge base covering different domains such as music, science, sports, arts, and so forth, various data providers have started to set RDF links from their data sets to DBpedia, making the latter one of the central interlinking-hubs of the emerging Web of Data.
DBpedia is a very large dataset. The current English version (2015-04) describes 4.58 million "things" with 583 million "facts". In addition, DBpedia presents localized versions in 125 languages, which describe 38.3 million things. Altogether the DBpedia 2015-04 release consists of 3 billion pieces of information (RDF triples) out of which 583 million were extracted from the English edition of Wikipedia, 2.46 billion were extracted from other language editions, and about 50 million are links to external data sets. 4.22 million resources are classified in a consistent ontology, including 1,445,000 persons, 735,000 places (including 478,000 populated places), 411,000 creative works (including 123,000 music albums, 87,000 films and 19,000 video games), 241,000 organizations (including 58,000 companies and 49,000 educational institutions), 251,000 species and 6,000 diseases. All this information are stored inside Virtuoso RDF Store and are available for download in different formats. Mainly, DBpedia project provides files as N-Triples and N-Quads, where the N-Quads version contains additional provenance information for each statement, but a tabular version of some of the core DBpedia data sets are provided as CSV and JSON files. In the following subsections, a detailed description of the DBpedia data will be outlined.
DBpedia Schema and Dataset
The DBpedia data ecosystem consists of two fundamental parts: the DBpedia Schema (i.e., the instensional part, the DBpedia Ontology) and the proper dataset (i.e., the extensional part). The current version of the Schema contains 735 classes, 1,098 object properties, 1,583 datatype properties, 132 specialized datatype properties, 408 owl:equivalentClass and 200 owl:equivalentProperty mappings external vocabularies. The extensional part of DBpedia contains the canonicalized and the localized datasets. While the first ones contain triples extracted from the respective Wikipedia whose subject and object resource have an equivalent English article, the second ones contain also the triples whose URIs do not have an equivalent English article. A URI is a Uniform Resource Identifier (URI) and consists in a string of characters used to identify a resource. Its international extension (IRI) may contain characters from the Universal Character Set (Unicode/ISO 10646), including Chinese or Japanese kanji, Korean, Cyrillic characters, and so forth, and allowing identification of resources in other languages. All DBpedia IRIs/URIs in the canonicalized datasets use the generic namespace http://dbpedia.org/resource/. The localized datasets use DBpedia IRIs (not URIs) and language-specific namespaces, e.g., http://pt.dbpedia.org/resource/Brasilia.
Each thing in the DBpedia data set is denoted by a de-referenceable IRI-or URI-based reference of the form http://dbpedia.org/resource/Name, where Name is derived from the URL of the source Wikipedia article, which has the form http://en.wikipedia.org/wiki/Name, so that each DBpedia entity is tied directly to a Wikipedia article. Every DBpedia entity name resolves to a descriptionoriented Web document (or Web resource). Each DBpedia entity is described by various properties, the most important being: the label, a short and long English abstract, a link to the corresponding Wikipedia page, and a link to an image depicting the thing (if available).
In this study, we focus on the canonicalized 
IMPORTING AND VISUALIZING THE DBpedia ONTOLOGY IN Neo4J
The first step in creating and visualizing the DBpedia data set inside a running instance of Neo4J Graph database has regarded its intensional schema, i.e., the DBpedia Ontology Schema. In order to accomplish this step, the Jena API and the Neo4J Java API have been used for accessing the schema ontology serialized in a owl file and, later on, for converting its classes and properties in nodes and edges inside Neo4J. A simple mapping mechanism has been used: each ontological class has been converted in a node with an automatically generated id and three properties: class URI, class label and class comment. Subsequently, the class nodes have been linked together via two types of edges: LINK and SUBCLASSOF. The first refers to the ontological object properties linking two classes each other, while the second refers to the hierarchical is-a relationship existing between two classes in the ontology. The first type of edge has got an automatically generated id, the object property label and the object property URI, while the second has no properties. All this information are retrieved from the DBpedia ontology owl file. Figure 1 shows a large scale representation of the DBpedia ontology. For the sake of clarity and to avoid a confused cloud of words, the figure shows only a bunch of nodes with their labels and an arc between two nodes if a object property exists between the corresponding classes in the ontology. The figure shows only the largest connected subgraph of the DBpedia Ontology not the whole ontology. Conversely, figures 2 and 3 show an excerpt of the DBpedia Schema converted into a Neo4J labelled graph and visualized in Cytoscape with a simple custom style. The first image highlights some of the link relations existing between nodes corresponding to objected properties in the DBpedia schema and uses a force-directed layout to draw the graph, while the second one shows the hierarchical relationships subclassof existing between classes and uses a Sugiyama-like algorithm (Sugiyama, 2002) to draw the hierachical links existing between nodes.
IMPORTING AND VISUALIZING THE DBpedia DATA SET
For the extensional part of DBpedia graph, we have focused on two data set files, namely, the Mappingbased Types and the Mapping-based Properties, leaving out the specific mapping-based properties file because it contains specialized properties which go beyond the scope of this work. In fact, the procedure described here is a generalistic one for importing and visualizing DBpedia resources, regardless the specific features of their ontological nature. Before digging into the procedure details, it worths to have a close look at the first two files. The Mapping-based Types file contains rdf triples in the form: subject rdf:type On the other hand, the Mapping-based Properties file contains rdf triples in the form: subject property object. An excerpt of the file follows: 
DBpedia Mapping-based Types
All DBpedia instances have been imported in Neo4J by mapping them to specific Neo4J nodes with two properties: the id (automatically generated) and the URI, in the form: http://dbpedia.org/resource/Name, where Name is the label of the corresponding instance. All nodes are linked to other nodes through oriented arcs as resulting in the mapping-based types file. Technically, it has been created a first map containing the node id and the DBpedia resource URI and a second map (serialized in a CSV file) containing a list of pairs in the form (subject id, object id) that represents the subject and the object of the rdf:type property. Figure 4 shows the results of the following query in Cypher: An important difference holds between the two figures above. While the first one put a DBpedia ontology class (Book) at the center and links it to a limited number of instances through incoming arcs around it, the second one, put a DBpedia resource, an instance, at the center (Aristotle) and links it to the semantic categories to which Aristotle belong. In this case, the arcs from the center nodes outcome.
DBpedia Mapping-based Properties
The import of DBpedia mapping-based properties has been accomplished through a procedure similar to that described in the previous section, the only difference being the presence of the extra field (predicate) in the csv file containing the mappings. These ones have been serialized in the form: (subject id, predicate id, object id). Figure 6 shows an excerpt of the mappingbased properties graph inside Neo4J resulting from 3. The properties range labels;
4. The properties range URIs.
The first column of each file contains the URIs of the instances of the current class. The remaining columns contain the values for the properties that are defined for this class in the DBpedia ontology. In our work, we have taken the Book.csv and the Writer.csv files containing all book instances and all authors of written works in DBpedia, respectively, and have tried to link each instance of Book with the corresponding instance of Writer. Book.csv contains 67 properties labels with an equal number of properties URIs, range labels and range URIs in the header section and 31030 books, while Writer.csv contains 109 properties labels with an equal number of properties URIs, range labels and range URIs and 29995 writers. For this exploratory study, we have taken into consideration only the first fourth properties of Book beside the instance URI, namely, the rdf label, the rdf comment, the author label and the author, and the first two properties of Writer: the rdf label and the rdf comment. The bridge between the Book class and the Writer class is the author property of Book, whose URI in the DBpedia ontology is http://dbpedia.org/ontology/author and the range is the set of Person whose URI is http://dbpedia.org/ontology/Person. To deal with these files, we have written a simple routine in Java that incrementally import instances from semantic categories, which are related through specific linking properties. In this example, the Book category is linked via the author property to the Writer category, as explained previously. In this preliminary work, the liking property has been individuated manually and only two classes have been imported in the running instance of Neo4J. Generally, an ontology-based approach in visualization of large graphs (Rinaldi, 2008; Cataldo and Rinaldi, 2010) can improve performance by outlining a semantic-based strategy in populating and exploring labeled properties graphs.
CONCLUSIONS
In this paper, we have described an experience of importing, exploring and visualizing DBpedia into a graph database. We have confronted with both the intensional schema and the extensional data set, and, obviously, the latter has resulted the most challenging. One consideration immediately arises: the large scale and exhaustive representation of DBpedia is merely a chimera. Beyond the scalability and performance issues, the visualization of large graph data requires simplification and the definition of a clear style which put order in the resulting confused and dense structure of nodes and edges, but also it requires a strategy for importing and exploring data.
As the first attempt to load DBpedia instances has gone in the direction of importing all the types instances and all the mapping-based generic properties from DBpedia files, an intricate net of nodes has rapidly exploded in graph visualizer tools when tried to navigate from one instance to another, without filtering the query and consequently reducing the number on nodes involved. For this reason, an incremental approach in importing and visualizing instances, throughout the ontology schema, has resulted more practical. Additionally, a similar approach allows to extends the knowledge graph by engulfing in the original nucleus the knowledge domains in the neighborhood of the starting core, in a fashion that is very close to the way in which the human mind organizes concepts and links them with each other (Rinaldi, 2008) . Moreover the use of efficient techniques to visualize large knowledge bases could be useful in advanced ontology based and mutimedia applications (Rinaldi, 2009; Moscato et al., 2010; Rinaldi, 2014) . However, it presents a major drawback: the need to define manually the linking properties between instances belonging to two or more ontology classes.
Nevertheless, this approach worths future investigations and research works, mainly in the attempt to automatize as much as possible the choice of properties that link classes each other.
