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Capítol 1
Introducció
La idea principal d'aquest projecte és construir, totalment amb software lliu-
re, un lloc web per recollir informació sobre concerts amb poca projecció en
els mitjans de comunicació majoritaris o dins els circuits de sales de con-
certs més conegudes, i permetre als usuaris interactuar afegint-ne contingut,
sempre intentant utilitzar webservices gratuïts oferits per tercers.
Cal tenir en compte que aquest projecte no tracta només sobre la imple-
mentació d'una aplicació web, sinó també sobre l'administració del servidor
que s'utilitza, i de la incorporació contínua de noves funcionalitats a una
aplicació online amb una base d'usuaris. Aquest fet afegeix cert número de
requisits i restriccions que es tractaran oportunament.
1.1 Història
Com segurament molts altres projectes, aquest va sorgir una nit de concert
en un bar. Entre amics, parlàvem de la diﬁcultat d'obtenir informació actu-
alitzada i veraç sobre els concerts de caire alternatiu que es duen a terme
al territori dels Països Catalans.
Uns comentaven la gran dispersió que té aquesta informació a Internet,
havent de consultar 3, 4 o ﬁns i tot 5 webs diferents per veure quins grups
faran concerts aviat:
• Les pàgines oﬁcials de cada sala ofereixen informació veraç, però aques-
ta és molt limitada perquè es centra únicament en la sala en qüestió
[1].
• Les pàgines de les promotores de concerts també dónen informació veraç
(quan la donen), però també es limita a ells mateixos [2].
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• Altres de caire més genèric, ofereixen informació no contrastada, in-
completa, o de vegades duplicada i amb dades contradictòries [3].
• Els esdeveniments de Facebook sovint estan repetits perquè diversos
usuaris el creen, i en els quals es dóna de vegades informació contra-
dictòria.
Uns altres lamentaven no disposar d'un mecanisme de subscripció a
aquestes webs per rebre notiﬁcacions sense haver-les de consultar proactiva-
ment, i en cas de disposar de servei de notiﬁcacions, acusaven el fet d'haver-se
de subscriure a un número potencialment alt de llocs (com a mecanismes de
subscripció s'entén un mecanisme de notiﬁcació per email, o la sindicació vía
feeds RSS o Atom).
Així va sorgir la idea de fer una agenda musical alternativa (per alternati-
va entenem de proximitat, o amb pocs recursos per donar-se a conèixer),
organitzada per regions o províncies, on hom pogués cercar informació sobre
concerts futurs i passats. També aquí va sorgir el domini que acabaríem
utilitzant, quitoca.com, que més tard passaria a ser quitoca.cat.
1.2 Objectius
L'objectiu incial del projecte, per tant, és cobrir el buit (o la dispersió) d'in-
formació existent a Internet sobre concerts alternatius que es realitzen als
Països Catalans. Com a segon objectiu, es volen promocionar les bandes de
música i els locals de caire no comercial, potenciant l'organització d'esdeve-
niments amb música en directe.
Un cop coberts aquests dos objectius principals, la web esdevindrà un
punt de consulta centralitzat on els usuaris podran obtenir informació rela-
cionada amb bandes, locals i esdeveniments especíﬁcs, així com afegir valor
a aquests en forma de vídeos, fotos, comentaris, ressenyes, ...
1.3 Requisits
1.3.1 Funcionals
La llista de requisits en quant a funcionalitats oferides és la següent:
• Per assolir els objectius ﬁxats caldrà complir el requisit autoimposat
següent: els administradors no hauran d'introduïr la informa-
ció manualment al sistema, sinó que aquesta provindrà de diverses
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xarxes socials, llocs de tercers relacionats amb la música, i/o d'un for-
mulari que podran emplenar els usuaris. En tot cas, aquesta informació
haurà de ser publicada pels administradors prèvia veriﬁcació i/o edició
si s'escau, abans de ser mostrada a la resta d'usuaris.
• Donat que el web és funcional desde un bon principi, que té certa base
d'usuaris, i que s'ha decidit seguir un procés de desenvolupament ite-
ratiu, es tindrà un requisit addicional: la pàgina s'ha de mantenir
online i ha de ser operativa durant el màxim temps possi-
ble, introduïnt les millores de cada versió en hores de poca càrrega
i corregint els bugs que puguin reportar els usuaris o que els propis
administradors puguin detectar.
• S'han d'externalitzar tantes funcionalitats com sigui possible
a llocs web que ja ofereixin les funcionalitats que es dessitgen. El
servei oferit per aquests tercers sempre serà d'una millor qualitat i els
usuaris, potencialment, ja hi estaran acostumats, per tant no es pretén
reinventar la roda, sinó ser cinta adhesiva entre serveis ja existents
(p. ex.: no es permetrà els usuaris pujar fotos ni vídeos al servidor, sinó
que se'ls recomanarà que ho facin a ﬂickr o youtube, i se'ls permetrà
aportar els links)
1.3.2 No funcionals
• Tot haurà d'estar fet amb software lliure, implementant o millorant
aquelles llibreries o components que calgui, i contribuïnt el codi a la
comunitat en la mesura del que sigui possible.
• Tant l'aplicació com el propi sistema ha de ser el mésmodular possible
per a que sigui escalable en base a distribuir-lo en vàries màquines. Així,
una possible distribució en tres nodes seria:
 Node frontal: servidor web per contingut estàtic i proxy a l'apli-
cació
 Node d'aplicació: instància de l'aplicació com a tal
 Node de backend: base de dades
• Donat que el web vol ser d'utilitat a usuaris que busquen informació
sobre concerts, la part de presentació s'haurà de dissenyar tenint en
compte els principis bàsics de SEO i màxima usabilitat.
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• Si qualsevol dels serveis externs que s'utilitzen deixa de respondre, la
web ha de continuar funcionant, acusant només una disminució
parcial en les funcionalitats oferides. És a dir, si per exemple Google-
Maps deixa de funcionar, la web ha de poder-se utilitzar sense mostrar
aquelles dades o seccions que depenen directament de GoogleMaps.
Capítol 2
Anàlisi i Disseny
Un cop es tenen prou clars els objectius del projecte i els requisits que ha
de complir, s'ha de procedir a analitzar quines funcionalitats ha de tenir el
sistema, i còm aquestes han de ser implementades.
Per donar granularitat a aquesta tasca, s'analitzarà per una banda l'apli-
cació web com a tal, i per una altra quina ha de ser l'arquitectura del sistema
per tal de ser escalable i mantenible al màxim.
2.1 Aplicació
L'aplicació necessitarà gestionar tres entitats bàsiques d'informació per cobrir
els objectius. Aquests seran:
• Esdeveniments: És l'item principal sobre el quan es vol oferir infor-
mació. Necessitem conèixer-ne el preu, la data, etc.
• Artistes: Es necessita poder oferir com més detall possible sobre els
artistes que actuen als esdeveniments. Addicionalment també es recol-
lectarà informació de contacte, que no serà mostrada i serà utilitzada
per funcionalitats que s'implementaran en el futur.
• Locals: A més a més de saber qui toca a un concert, és necessari saber
on es farà. De les sales i locals de concerts podem oferir informació
sobre la seva adreça, les dades de contacte, ...
Per cada un d'aquests ítems es vol permetre als usuaris aportar contingut.
Aquest contingut es tradueix en links que només els usuaris registrats podran
pujar, i que tothom que consulti la web podrà veure. D'aquesta manera, un
fotògraf que va fer fotos a un concert pot penjar el link a la seva galeria, o
un periodista que va fer una ressenya pot aportar el link al seu blog.
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De la mateixa manera que es permet aportar links, també es vol oferir
algun tipus de descripció editable dels artistes, locals i concerts. Seria molt
convenient disposar d'algun sistema de wiki per facilitar la experiència als
usuaris, i per poder-ne guardar un històric de canvis per si es produeix algun
acte de vandalisme. Aquesta funcionalitat serà accessible només per usua-
ris registrats, per tant no caldrà implementar cap tipus de protecció tipus
CAPTCHA1.
Cal dir que les fases del disseny de l'aplicació han seguit l'ordre de les
següents subseccions, de manera que primer s'ha dissenyat la interfície, des-
prés el model de dades necessari per oferir la informació que es necessita
mostrar, i per últim s'han dissenyat els aspectes més especíﬁcs com és el
sistema d'usuaris
2.1.1 Interfície
El lloc web pretén ser una eina de consulta habitual, per tant haurà d'estar
estructurada de tal forma que es pugui accedir a la informació amb els mínims
clicks possibles (seria dessitjable no obligar-ne a fer més de dos o tres per
obtenir informació detallada). Tampoc no seria bo tenir tota la informació
sobre tots els concerts a una pantalla, ja que això la faria il.legible.
A la ﬁgura 2.1 se'n mostra un esquema de les interrelacions entre les
pantalles. Per no fer l'esquema massa complex, no es mostren les relacions
entre les pantalles d'Esdeveniment, Artista i Sala.
• A la pantalla d'un Esdeveniment hi haurà links a cada Artista que hi
actúa, així com a la sala on es durà a terme.
• A la pantalla d'un Artista es mostraran links als pròxims events i als
passats.
• A la de Sala, s'enllaçarà amb els pròxims i últims Esdeveniments.
Donat que es fan servir webservices externs, fer que tot el contingut de
la interfície es carregués en una sola petició podría ser massa lent, fent des-
esperar l'usuari. Per tant, s'intentarà que el contingut d'aquests serveis ad-
dicionals es carregui asíncronament vía peticions AJAX2.
Utilitzar peticions AJAX pels serveis externalitzats no només farà que
la càrrega de la interfície doni la impressió de ser més ràpida, sinó que a
més, aquestes peticions s'executaran de manera que si fallen per alguna raó,
l'usuari ni se n'adonarà, i podrà continuar fent servir la web com si res hagués
passat.
1Completely Automated Public Turing test to tell Computers and Humans Apart
2Asynchronous Javasript And XML
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Figura 2.1: Esquema de la interfície gràﬁca
2.1.2 Model de dades
A la ﬁgura 2.2 es pot veure un esquema del model de dades que utilitza-
rà la base de dades local. Estan reﬂectits els items dels quals s'ha parlat
a la introducció d'aquesta secció, així com les taules dedicades a la gestió
d'usuaris.
S'ha optat per un model molt senzill de dades on només es guarda la
informació necessària. S'utilitzarà un ORM per facilitar l'accés a les dades.
Cada una de les classes que utilitzi l'ORM (com a mínim una per cada taula
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Figura 2.2: Model de dades
de la base de dades) haurà de ser responsable de totes les tasques necessàries
per aquell tipus d'objecte. Per exemple, la classe que representa un lloc de
concerts ha de saber obtenir-ne la longitud i la latitud.
A les següents subseccions es detallen els diagrames de seqüencia d'aque-
lles accions rellevants i signiﬁcatives que ha de poder realitzar el model de
forma autònoma. N'hi ha moltíssimes més accions, però no es detallaran tant
degut a la seva simplicitat, i a que no aportaríen res interessant a aquesta
secció. Si és dessitja més detall, es pot consultar el codi font.
Obtenir coordenades d'un lloc
La classe que representa els llocs o sales de concerts han de poder obtenir,
a partir de l'adreça completa, la seva latitud i longitud. L'obtenció de les
coordenades haurà de ser un procés transparent, que només s'executi quan
faci falta. D'aquesta manera, es demanarà directament per la longitud o la
latitud de l'objecte, i aquest de forma autònoma obtindrà les dades si no les
té. Aquesta informació es guardarà per no haver-la d'obtenir cada vegada.
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Figura 2.3: Geocodiﬁcació
En el diagrama de seqüència es mostren les crides per obtenir la latitud,
però per obtenir-ne la longitud el procés seria anàleg.
Publicar un esdeveniment
Figura 2.4: Publicació d'un esdeveniment
Tots els esdeveniments que es mostrin a portada, resultats de cerca, i de-
més llistats, hauran de ser prèviament publicats per un administrador. Com
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es pot veure a la ﬁgura 2.4, quan es publica un esdeveniment es publiquen
també tots els artistes que hi actúen, i el lloc o la sala on es produeix.
2.1.3 Sistema d'usuaris
Com en tot projecte clàssic basat en una aplicació web, hi haurà diferents
rols d'usuari, amb permisos ben clars sobre el que poden fer i el que no:
• Usuari no registrat: Té només permisos de lectura. Pot enviar es-
deveniments vía formulari, però aquests han de ser validats i publicats
per un administrador. També pot utilitzar el servei de comentaris i,
evidentment, registrar-se.
• Usuari registrat: Pot fer login amb un usuari registrat directament a
la web, o utilitzant qualsevol dels serveis de login que s'ofereixen (tots
els sistemes d'autenticació són equivalents). Un cop autenticat, pot
afegir links a qualsevol dels items, editar el contingut wiki, o enviar
esdeveniments que es publiquen automàticament.
• Administrador: Té accés d'escriptura sobre tots els elements de la
web. Té accés al panell d'administració i pot esborrar o publicar artis-
tes, sales i concerts.
2.1.4 Sistema de Wiki
Tal com s'ha comentat prèviament, es vol permetre als usuaris editar la
informació referent a locals, artistes i concerts. Per permetre-ho, el més
desitjable seria integrar a la interfície un sistema de wiki que s'encarregui
d'oferir les següents funcionalitats:
• Llenguatge wiki: S'ha de permetre editar amb algun llenguatge de
wiki el més senzill possibe. No es vol permetre incrustar HTML per
els problemes de seguretat que això implicaria (es podria incrustar un
tag <script> que permetria executar potencialment qualsevol cosa al
navegador dels usuaris).
• Control de versions: Es més que dessitjable que quan s'editi contin-
gut wiki, aquest no esborri el contingut anterior, sinó que es guardi
un històric, guardant també per cada entrada a l'històric qui ha fet
l'edició. Això ens permetrà dues coses:
 Poder tirar enrere de forma ràpida possibles accions de vandalisme
a les pàgines.
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 Conèixer qui n'ha sigut el responsable, i prendre les accions opor-
tunes.
S'ha posat molt d'esforç en buscar algun webservice ja fet que simplement
s'hagués d'integrar al igual que el sistema de comentaris, però sembla ser
que aquest servei encara no existeix (ha resultat especialment útil el servei
de http://www.wikimatrix.org).
S'haurà d'implementar, per tant, algun sistema de wiki que ofereixi les
funcionalitats buscades, però intentant dedicar-hi el mínim esforç possible.
Es per això que s'utilitza la col.lecció de mòduls de Perl Wiki::Toolkit, que
ofereix exactament el que es necessita, més algunes funcionalitats extres que
es podrien utilitzar en versions futures. (secció 3.2.3).
2.2 Arquitectura del sistema
Tot el sistema, de bon principi, funcionarà sobre un únic servidor. Això vol
dir que el mateix servidor ha de fer córrer, com a mínim, l'aplicació i la base
de dades. Es vol dissenyar el sistema de forma molt modular, de forma que
es pugui dividir en parts més petites i fer que aquestes puguin funcionar en
servidors independents.
Catalyst ofereix un servidor HTTP standalone que podria estalviar la
feina d'instal.lar, conﬁgurar i mantenir un servidor web pròpiament dit (com
Apache, Ligthttpd o Nginx), però com diu la documentació de Catalyst, el
rendiment no és excessivament bo si no s'utilitza en mode prefork [4], o sigui
que no s'utilitzarà més que per tasques de desenvolupament. També es vol
utilitzar algun sistema de blogging, i és requisit disposar d'un servidor web,
per tant es totalment obligatori i necessari tenir-ne un.
Addicionalment, s'han de fer certes tasques que l'aplicació necessita, però
que no és convenient que faci la pròpia aplicació. L'objectiu principal de
l'aplicació web és servir com més ràpid possible les peticions que li arribin. Si
alguna d'aquestes peticions ha de generar un correu, o ha de fer alguna acció
en els webservices externs, és clar que s'ha d'utilitzar algun sistema de cua de
tasques que doni aquest suport per tasques addicionals, que potencialment
podrien consumir molt de temps de l'aplicació web, allargant els temps de
resposta.
Ja tenim, per tant, els quatre grans blocs en què es podrà subdividir tot
el sistema:
• Servidor web: receptor de les peticions web, responsable d'executar
el sistema de blogging, i encarregat de servir tot el contingut estàtic de
l'aplicació (scripts JS, imatges, CSS's, ...).
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Figura 2.5: Arquitectura general
• Aplicació: l'aplicació pròpiament dita. Es comunicarà amb el servidor
web via algun protocol suportat (FastCGI, HTTP, CGI, ...).
• Base de dades: la base de dades serà l'encarregada de donar persis-
tència a les dades que es volen accedir de forma ràpida.
• Cua de tasques: executarà aquelles tasques que l'aplicació necessiti
fer de forma asíncrona (enviar correus, accions a webservices, ...).
Capítol 3
Implementació
En aquest apartat s'especiﬁcarà com s'ha dut a terme la implementació de
l'aplicació, i es descriuran quines eines s'han utilitzat tant pel desenvolupa-
ment com pel desplegament i instal.lació.
A més s'explicarà en detall amb quins Webservices s'ha fet la integració,
i quin valor afegit aporten al conjunt. Per cada un d'ells, es valoraran els
pros i contres d'utilitzar-los vs. implementar-ne una funcionalitat similar o
equivalent.
3.1 Entorn de desenvolupament
3.1.1 Git
Git és un sistema de control de versions distribuït. S'utilitza per al control
de versions del codi, i com a eina de pas a producció de noves versions [5].
La major diferència entre Git i la resta de sistemes de control de versions
(com Subversion o CVS) és l'absència del concepte de repositori central. En
Git, cada còpia de treball del repositori és una còpia completa del repositori
del qual s'ha clonat.
A més del concepte clàssic de branch, Git també té el concepte de re-
positori remot, el que vol dir que amb una comanda de Git es poden fer
operacions de merge amb repositoris que no estan a la mateixa màquina.
Tot i no existir el concepte de repositori central, sí que s'ha conﬁgurat
un repositori que té el rol de repositori autoritatiu al propi servidor web.
L'aplicació que s'està executant és en tot moment un clone d'aquest repo-
sitori central, i per actualitzar el codi només s'ha d'executar la comanda git
pull al directori on s'executa l'aplicació. Aquesta comanda demana tots els
commits nous al seu repositori origin (del qual ha sigut clonat).
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D'aquesta manera, i només amb l'eina de control de versions, es disposa
d'un mecanisme ràpid i ﬁable per posar codi nou en producció, ja que sempre
es poden tirar enrere els canvis.
A la ﬁgura 3.1 es pot veure l'esquema bàsic dels repositoris que es fan
servir. Només es mostren dos desenvolupadors, però el número es totalment
arbitrari ja que no existeix cap restricció més que la que imposi la operativa.
Figura 3.1: Esquema dels repositoris
3.1.2 Trac
Per poder portar control sobre la implementació de les funcionalitats i dels
bugs que es reporten, s'utilitza l'eina de gestió de projectes trac, programat
en python. Està instal.lada al servidor, sota el subdomini trac.quitoca.cat
[6].
Ofereix diversos sistemes que faciliten la feina a l'hora de desenvolupar
projectes de software, com un sistema de wiki per la documentació, un siste-
ma de ticketing per portar el control sobre les tasques a realitzar, gestió de
milestones, i un navegador de codi font integrat amb el sistema de control de
versions.
Aquesta eina ha resultat especialment útil durant els dies posteriors a
posar una nova versió en producció, per reportar els bugs que es van trobant
i controlar quins estan resolts i quins no.
L'eina també està resultant molt útil per confeccionar aquesta memòria,
ja que al trac hi ha tot l'historial de problemes i solucions que s'han anat
donant durant la implementació.
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3.2 Framework
En aquesta secció es detallarà en què consisteix el framework utilitzat per
desenvolupar la web, tasca que s'ha acomplert amb Perl, HTML5 i Javascript
casi en la seva totalitat.
Addicionalment s'ha instal.lat una instància de Wordpress, que serveix de
blog per penjar notícies relacionades amb la web i ressenyes de concerts.
3.2.1 Catalyst
Catalyst és un framework per escriure aplicacions web en Perl. Utilitza el
patró de disseny MVC (Model-Vista-Controlador), que divideix l'aplicació
en tres grans blocs que s'interrelacionen, i on teòricament qualsevol d'ells es
podria canviar sense afectar els altres [7].
Entre d'altres, Catalyst facilita les següents tasques que típicament ha de
fer una aplicació web:
• Interactuar amb el servidor web: Pot fer-ho utilitzant diversos
protocols com CGI, FastCGI, modperl, ... Ofereix també un servidor
web standalone per facilitar el desenvolupament.
• Mapejar URI's a accions: Ofereix un ﬂexible i potentíssim sistema
per mapejar una URI a una acció concreta dins de l'aplicació.
• Interaccionar amb el model de dades: Catalyst és molt extensible
i qualsevol mòdul existent es pot utilitzar com a model de dades.
• Retornar resultats: Catalyst s'encarrega de processar, via plugins,
les dades que ha de retornar. Així, es pot retornar JSON, XML o texte
pla amb un esforç mínim.
Es detallen a continuació les responsabilitats de cada bloc que composa
Catalyst.
Model
Encarregat d'accedir a les dades i modiﬁcar-les si s'escau. Aquestes poden
estar potencialment a qualsevol lloc i en qualsevol format. Tot mòdul capaç
de retornar dades és susceptible d'ésser utilitzat com a model.
En concret, a QuiToca s'utilitzen quatre models de dades diferents. Tots
ells es tractaran en detall a les seves respectives seccions:
• DBIx::Class per accedir a les dades de la base de dades local (secció
3.2.2).
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• Fluidinfo per accedir a les dades que es guarden a Fluidinfo (secció
3.4.3).
• Facebook per interacció amb Facebook per consultar esdeveniments i
usuaris (secció 3.4.4).
• Wiki::Toolkit per integració amb el sistema de wiki (secció 3.2.3).
Vista
Responsable de presentar les dades a l'usuari. Típicament utilitza algun
sistema de plantilles, com HTML::Template o Template Toolkit (aquest últim
és l'escollit pel fet d'haver treballat amb ell prèviament).
Les plantilles generen, a més d'HTML5, Javascript amb jQuery per dotar
les pantalles de funcionalitats extra, i permetre una experiència d'usuari més
satisfactòria.
A més de Template Toolkit per generar HTML, s'ha afegit una vista
addicional per generar JSON1. Les peticions AJAX normalment utilitzaran
aquesta vista per passar dades a la interfície. A mode d'exemple: Alguns
camps del formulari per enviar concerts tenen la capacitat d'autocompletar-
se (el nom del grup o de la sala, per exemple). Les dades necessàries per
l'autocompletat es demanen via AJAX, i el servidor les retorna en JSON.
Controlador
La capa de controlador és Catalyst en sí. Quan una petició arriba al servidor
Catalyst executa una o vàries accions associades a la URI. Aquesta acció
utilitzarà la capa de model per actuar sobre les dades (escrivint o només
llegint), i després cedirà el control a la capa de vista per retornar els resultats.
A la ﬁgura 3.2 es poden veure les classes de control que s'utilitzen. Totes
les classes que controlen llistats tindran funcionalitats comunes, al igual que
les classes que gestionen items individuals. Per una màxima reutilització del
codi, a l'esquema es mostra quins rols són consumits per quines classes.
En color taronja es mostren els rols, i en blanc les classes. Un rol en el
sistema d'objectes de Perl és similar a una classe abstracta de Java en el fet
de que no es pot instanciar, però es diferencia en el fet de que pot incloure
deﬁnicions de mètodes, no només declaracions. Seria l'equivalent als traits
de Smalltalk [8].
1JavaScript Object Notation
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Figura 3.2: Diagrama de Controllers
Altres plugins
A més de les funcionalitats comentades, Catalyst té una enorme quantitat
de plugins, dels quals s'han utilitzat uns quants. Es mostren aquí els més
interessants:
• Session: gestiona les sessions i les persisteix a base de dades.
• Unicode::Encoding: s'encarrega de fer que tant els paràmetres rebuts
com les respostes estiguin codiﬁcades en UTF-82.
3.2.2 DBIx::Class
DBIx::Class és un ORM3 per Perl molt ﬂexible i extensible. Bàsicament un
ORM s'encarrega d'afegir una capa d'abstracció entre l'aplicació i la base de
dades, de manera que no cal utilitzar SQL per interactuar amb la base de
28-bit Unicode Transformation Format
3Object-Relational Mapper
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dades, sinó que es fan crides a mètodes sobre els objectes i l'ORM tradueix
els paràmetres a SQL i l'envia a base de dades [9].
Incorpora uns helpers per crear totes les classes necessàries fent engi-
nyeria inversa de la base de dades. Per fer algun canvi en les classes de
model, només s'ha d'aplicar el canvi a la base de dades (per exemple afegir
una columna a una taula), i regenerar les classes amb una simple comanda.
A més de crear les classes amb les seves propietats, també s'autogeneren
les relacions entre elles, i permet afegir mètodes propis. Per exemple: la
classe que representa un esdeveniment té un mètode publish, que a més de
actualitzar un camp de la BD, genera una tasca per publicar l'esdeveniment
a Google Calendar.
3.2.3 Wiki::Toolkit
Es tracta d'una col.lecció de mòduls per fer fàcil integrar un sistema de wiki.
Proporciona tots els mètodes necessaris per persistir la informació a una base
de dades, així com per traduir texte en format wiki a HTML. Es totalment
plugable, per tant es pot utilitzar qualsevol mòdul que proporcioni mètodes
de formateig de texte i/o mètodes de persistència de dades.
3.2.4 Gearman
Com diu a la web del projecte, Gearman és un framework genèric per delegar
tasques a altres màquines o processos millor preparats per fer la feina. En
deﬁnitiva és un sistema pel qual determinats processos (clients), deleguen
feina a uns altres (workers).
Es basa en un procés director que controla una sèrie de processos, els
quals anuncien que poden fer una tasca concreta. Aquest director registra
quins workers poden fer quines tasques, i quan els clients envíen una tasca al
director, aquest delega la tasca a un dels workers que la pot fer, i està lliure.
A la ﬁgura 3.3 (extreta de la pàgina web del projecte [10]) es pot veure
un diagrama de l'arquitectura.
Un dels grans avantatges de Gearman sobre altres sistemes similars, és
que els clients i els workers poden estar fets en qualsevol llenguatge perquè
Gearman deﬁneix un protocol de comunicació estàndard.
El sistema que aquí es tracta té 4 workers diferents:
• fbevent: Aquest worker s'encarrega de introduir a la base de dades els
esdeveniments que arriben desde Facebook. S'explicarà més en profun-
ditat la seva funció a l'apartat 3.4.4.
3.2 Framework 22
Figura 3.3: Arquitectura de Gearman
• google-cal: Responsable de publicar esdeveniments al compte de Qui-
Toca de Google Calendar.
• mail-sender: Com el seu nom indica, envia correus electrònics.
• twitter: Semblant a google-cal, però publica a Twitter en nom @qui-
tocacom (l'usuari de Twitter oﬁcial de QuiToca).
Aquests workers processen, de forma asíncrona, les tasques que es generen
desde:
• Catalyst: quan es publica un esdeveniment, es genera una tasca per
publicar-lo a Google Calendar. També es genera una tasca per enviar
un email als administradors quan algú introdueix un concert amb el
formulari web.
• Cron de sistema: cada setmana es publiquen els concerts planiﬁcats
per aquella setmana a Twitter.
• Servidor de correu: quan algú convida QuiToca a un concert desde
Facebook, arriba un correu amb la invitació. Un petit script parseja
aquestes invitacions, i generen una tasca per importar les dades del
concert a la base de dades.
3.2.5 jQuery
Al igual que s'ha fet amb Gearman, s'utilitzarà la deﬁnició oﬁcial per deﬁnir
què és jQuery: una llibrería JavaScript ràpida i concisa que simpliﬁca el
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recorregut de documents HTML, la gestió d'esdeveniments, animacions, e
interaccions AJAX  [11].
A QuiToca s'utilitza jQuery a tots aquells punts on es necessita que la
interfície tingui alguna funcionalitat una mica complexa, com per exemple,
l'autocompletat dels formularis.
Com casi totes les llibreríes que s'utilitzen, jQuery és totalment plugable.
Aquí un recull de les extensions que s'utilitzen i a on:
• jQuery UI: col.lecció de lliberíes de widgets gràﬁcs:
 datepicker : widget que mostra un calendari, i serveix per introduir
dates en un formulari amb un format donat.
 dialog : per a que els usuaris registrats envïin els seus links.
 autocomplete: demana dades al servidor via AJAX. S'encarrega
d'autocompletar el nom dels grups al formulari per enviar con-
certs, o de comprovar la disponibilitat d'un nom d'usuari en el
formulari de registre.
• jedit: llibrería per fer editable qualsevol tag HTML amb un click de
ratolí. S'utilitza per permetre els usuaris registrats editar la wiki.
• validate: per validar les dades dels formularis abans d'enviar-les al
servidor. Permet deﬁnir quin format ha de tenir un input o si un
camp és obligatori o no.
• cycle: plugin d'animació que genera l'animació de la portada.
3.3 Sistema
Aquí s'explicarà quines són les eines de sistema que s'han escollit per fer
funcionar la web. També es comentaran en aquesta secció quins paquets de
tractament d'estadístiques s'han utilitzat i perquè.
3.3.1 Apache
El servidor HTTP Apache és un servidor web de codi obert. És el més
popular a internet desde 1996 (ﬁgura 3.4). El seu nom prové del fet que en
els seus inicis, Apache era un conjunt de patches sobre el servidor web de
NCSA, era per tant a patchy server [12].
Tal com s'argumenta a la secció d'anàlisi i disseny, es necessita un servidor
web. Es podria haver escollit qualsevol altre servidor de codi obert ja que
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Figura 3.4: Gràﬁcs d'ús de servidors web
no es necessita cap funcionalitat especíﬁca que només Apache suporti, però
és el servidor amb que més he treballat personalment i el coneixement previ
facilita molt la resolució de problemes.
Aquestes són les dues tasques principals assignades al servidor web:
• Executar l'eina de blogging: En aquest cas es farà servir Wordpress.
Aquest ha sigut un requisit de la persona encarregada del blog. L'eina
de blogging resulta irrellevant en les feines de desenvolupament, per
això no es tractarà amb més profunditat.
• Proxy de l'aplicació: En les següents subseccions es detallen els mo-
des en què Apache pot fer de proxy a una aplicació, o com pot ser
Apache qui l'executi.
CGI
CGI4 és un protocol de comunicació entre el servidor web i un programa
extern. En una aplicació CGI, el servidor web fa arribar al programa, vía
variables d'entorn, les solicituds que li arriben, i la sortida d'aquest programa
es enviada al client en forma de resposta. Aquest tipus d'aplicacions van ser
les primeres en ser utilitzades per generar contingut dinàmic per pàgines web.
Donat que el servidor web ha d'executar un programa per cada petició
que ho necessiti, aquesta tecnología imposa vàries restriccions:
• El servidor web ha de tenir accés als ﬁtxers de l'aplicació. És a dir, han
d'estar a la mateixa màquina, o bé ha de tenir accés via una partició
4Common Gateway Interface
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NFS5 o similar. En aquest cas, on es vol mantenir un desacoblament
màxim entre components, aquesta seria una mala elecció.
• El servidor web ha d'arrencar tot l'entorn de l'aplicació a cada petició.
Si el programa fos suﬁcientment petit i ràpid d'executar, aquest no
seria un problema. Donat que l'aplicació està basada en un framework
amb molts components, arrencar una instància de Catalyst no és ràpid
(pot trigar varis segons).
Aquests dos fets desaconsellen totalment l'ús de la tecnologia CGI (si més
no ja desfasada), i obliga a buscar alternatives on l'aplicació pugui gaudir
d'un entorn persistent, i el servidor web només li hagi d'enviar les peticions
sense haver d'arrencar-la.
FastCGI
FastCGI utilitza un paradigma de procés persistent que gestiona un qualsevol
nombre de peticions durant la seva vida (amb CGI, cada procés gestiona
exactament una petició).
A més a més d'estalviar l'overhead de crear un procés a cada petició, el
procés (o processos, pot haver-ne més d'un) pot comunicar-se amb el servidor
web vía una conexió TCP (per conexions remotes) o via un socket UNIX (per
conexions locals). La conexió es pot obrir i tancar a cada petició, però els
processos continúen en execució.
Aquest fet desacobla totalment aplicació i servidor web és per això que
s'ha decidit utilitzar FastCGI per a aquesta implementació. L'única conside-
ració a tenir en compte per utilitzar aquesta tecnologia és instal.lar un dels
mòduls d'Apache que habiliten el suport.
El fet de tenir dos components totalment independents té alguns efectes
col.laterals que resulten també beneﬁciosos:
• Servidor web i aplicació poden funcionar com a usuaris diferents: això
facilita molt la feina a l'hora de gestionar les polítiques de seguretat,
ja que en cas d'intrusió, l'usuari compromès tindrà permisos mínims al
sistema.
• Servidor web i aplicació poden ser reiniciats independentment: en en-
torns on només existeix una instància de cada això resulta irrellevant,
però en entorns on diversos frontals fan de proxy a vàries instàncies de
l'aplicació, fa que no hi hagi cap tipus de caiguda de servei.
5Network File System
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mod_proxy
Com s'ha posat de manifest en diverses ocasions al llarg del document, Ca-
talyst ofereix un servidor web standalone que no té un rendiment especial-
ment bo.
En lloc d'utilitzar el protocol FastCGI per les comunicacions servidor-
aplicació, gràcies a aquest petit servidor web es podria utilitzar el protocol
HTTP. D'aquesta manera Apache faria de proxy http al servidor web de
Catalyst.
Aquest enfoc no aportaria gaire res sobre l'entorn FastCGI, i afegiria una
capa addicional de traducció a HTTP de les peticions i les respostes, per tant
aquesta alternativa queda descartada desde el moment en que queda palès
que es necessita un servidor web independent.
mod_perl
El mòdul d'Apache mod_perl incrusta un intèrpret de Perl en cada procés
del servidor web. És per això pel que fa que els CGI's fets en Perl funcionin
notablement més ràpid, ja que no ha d'instanciar un intèrpret, sinó que
l'intèrpret incrustat només ha de carregar i executar el codi.
Fer funcionar Catalyst sobre mod_perl implica tenir tota l'aplicació car-
regada a la memòria de cada procés d'Apache, i per tant sobrecarregant el
servidor en cas de que hagi d'atendre peticions que no utilitzen l'aplicació
(com peticions de contingut estàtic o peticions al blog).
Si s'hagués de recarregar l'aplicació (codi nou en producció, o modiﬁca-
cions de la conﬁguració), seria obligatori reiniciar tot el servidor web, amb la
consequent caiguda de servei, veient-se afectat també el blog.
Donat que utilitzar mod_perl introdueix de nou l'acoblament del que es
vol prescindir, aquesta opció queda també descartada.
3.3.2 MySQL
MySQL és un RDBMS6 o Sistema Gestor de Bases de Dades de codi obert
sota llicència GNU, adquirida fa alguns mesos per Oracle. Compta amb una
enorme comunitat, i és àmpliament utilitzada per sites com Flickr, Youtube
o Wikipedia [13].
Soporta diferents storage engines. Un storage engine és el motor que
s'utilitza per persistir les dades en el disc. N'existeixen molts, aquí els que
s'ofereixen per defecte a la distribució de Debian, amb els principals trets
diferencials:
6Relational Database Management System
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• MyISAM: és el motor d'emmagatzematge per defecte ﬁns la versió
5.5 (aquest projecte utilitza la 5.1). La major deﬁciència de MyISAM
és l'absència de suport per transaccions. Cada vegada que es fa una
operació de update o de insert es bloqueja tota la taula, per tant només
es pot realitzar una operació concurrent a les taules MyISAM.
• InnoDB: és un motor que suporta transaccions ACID7, així com con-
trol d'integritat referencial. Utilitza bloquejos a nivell de ﬁla, per tant
aquest motor té un rendiment molt millor en entorns on es necessita
fer moltes operacions d'escriptura.
Es dessitjable que la pròpia base de dades controli la integritat de les
referències entre ﬁles (no es vol que un concert faci referència a artistes que
no existeixen), per tant el motor escollit és InnoDB.
Per fer rendir la base de dades una mica millor, s'han tunejat certs parà-
metres:
• innodb_buﬀer_pool_size: s'utilitza per mantenir a memòria da-
des i índexos. S'ha conﬁgurat a 30MB per tal d'encabir tota la base de
dades a memòria i minimitzar els accessos a disc.
• innodb_ﬂush_method: s'ha conﬁgurat a O_DIRECT per evitar el
nivell de cache que proporciona el sistema operatiu. InnoDB imple-
menta els seus propis buﬀers, per tant no es volen duplicar les dades a
memòria.
3.3.3 Qmail
qmail és un MTA8 o més popularment, un servidor de correu. El va començar
a implementar l'any 1995 Daniel J. Bernstein com un substitut més segur
del clàssic servidor Sendmail. El codi de qmail és domini públic desde fa uns
anys, el que el converteix en codi lliure.
En una primera versió s'utilitzaba Exim4, que és el MTA per defecte de
Debian, però després del 10 de Desembre i dos díes amb el servidor en parada
de manteniment, es va decidir començar a utilitzar qualsevol altre MTA que
no fos exim [14].
Addicionalment als, ﬁtxers de conﬁguració global, qmail utilitza un ﬁtxer
de conﬁguració per usuari que permet especiﬁcar com es vol rebre el correu.
Gràcies a aquesta funcionalitat i a que QuiToca té un compte de Facebook,
7atomicity, consistency, isolation, durability
8Mail Transfer Agent
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s'ha implementat un petit parser de invitacions d'esdeveniments de Facebook,
que facilita molt la feina.
Actualment, tots els esdeveniments als quals conviden QuiToca a Face-
book, són automàticament inserits a la base de dades, llestos per ser validats
per un administrador (amb l'opció de poder-los editar).
3.3.4 Daemontools
Es un conjunt d'eines de supervisió de processos, implementades també per
Daniel J. Bernstein. Al igual que qmail, el codi de daemontools és de domini
públic [16].
Als sistemes operatius basats en UNIX, tots els processos pare són noti-
ﬁcats quan un dels seus ﬁlls mor. Daemontools aproﬁta aquest fet: quan el
servei supervisat mor, el seu pare, és a dir, el procés que el supervisa l'arrenca
de nou.
Funciona de la següent manera: cada directori sota /etc/services és un
servei a supervisar. A cada un d'aquests directoris ha d'haver un ﬁtxer exe-
cutable amb el nom run. Pot estar escrit en qualsevol llenguatge, tot i que
normalment s'utilitza un shellscript. Aquest shellscript inicialitza l'entorn i
invoca el servei corresponent mitjançant l'ordre exec, substituïnt la shell pel
servei invocat.
Per invocar el servei, cada script run normalment modiﬁca els privilegis
amb que s'executa el servei i en limita els recursos que pot utilitzar. Les
eines que fan aquestes funcions són:
• setuidgid: executa com l'usuari que rep com a primer paràmetre, el
programa que rep com a segon paràmetre.
• softlimit: executa, amb els limits que se li indiquen per línia de co-
mandes el programa que rep com a segon paràmetre.
Una script típic de run per utilitzar amb daemontools tindrà típicament
aquest aspecte:
#!/bin/sh
PATH=/usr/local/bin:/usr/bin:/bin
MAXTHREADS=`head -1 /path/to/config`
export PATH
exec 2>&1
exec softlimit -m 50000000 setuidgid myuser \
/path/to/mydaemon --maxthreads $MAXTHREADS
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D'aquesta manera de concatenar comandes, de forma que la primera fa un
exec de la següent i així successivament, se'n diu chain loading, o Bernstein
chaining, no perquè ell ho inventés, sinó perquè en fa un ús extensiu.
A dins de cada directori de servei, es pot crear un subdirectori log amb
un altre executable run. Aquest subdirectori conté la informació sobre com
s'ha de tractar el logging de el servei supervisat. La idea és que el procés que
s'executi aquí, rebrà per STDIN l'output del seu servei, i aquest programa
s'ha d'encarregar de fer quelcom amb el que li arribi.
Les daemontools s'utilitzen en aquest projecte per fer córrer l'aplicació i
els workers de Gearman. Si per alguna raó algun d'aquests processos morís,
el sistema de supervisió l'arrencaria de nou.
3.4 Integració amb Webservices
Aquí s'especiﬁcarà concretament què funcionalitats aporten els webservices
amb què s'integra l'aplicació.
Primer de tot, però, caldrà deﬁnir què és un webservice, i què és una API.
Una vegada deﬁnits aquests dos conceptes, es deﬁniran per cada webservice
quatre seccions:
• Una descripció per explicar a grans trets què és el servei (aquesta secció
no apareix a tots els serveis, ja que en major o menor mesura, tothom
els coneix).
• Una secció explicant exactament què aporta aquell webservice al con-
junt del projecte.
• Una petita descripció de com s'utilitzen i com són les API's que oferei-
xen.
• I una justiﬁcació de perquè s'ha decidit fer la integració, comparant
els pros i contres en comparació a implementar desde zero alguna cosa
similar (en cas de ser possible).
3.4.1 Deﬁnició de Webservice
El W3C9, deﬁneix un webservice com un sistema software dissenyat per
suportar interaccions entre màquines sobre una xarxa. Per tant, aplicaci-
ons desenvolupades en diferents llenguatges, poden utilitzar webservices per
interaccionar, ja que el protocol és comú per totes elles.
Es deﬁneixen dos grans tipus de webservices:
9Wold Wide Web Consortium
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• REST: Sigles de Representational State Transfer. Un webservice amb
aquesta arquitectura es caracteritza per utilitzar (almenys potencial-
ment) tots els verbs que el protocol HTTP té disponibles. Així, una
URL concreta representa la entitat sobre la que es vol actuar i el
verb HTTP (com ara GET, o DELETE ) indica l'estat al qual es vol
transferir l'objecte o entitat sobre el que s'actua.
Val a dir que no tots els webservices d'aquest tipus fan servir els verbs
HTTP, sinó que alguns inclouen el verb a la pròpia URL, i es criden amb
un simple GET. Donat que REST no imposa cap restricció sobre com
indicar l'estat, aquests també son considerats dins d'aquesta categoria.
Aquesta arquitectura també es caracteritza per fer un ús extensiu dels
codis de retorn que deﬁneix HTTP, dotant aquests de tota la semàntica
que el protocol deﬁneix [15]. Per exemple, un codi 200 indica que tot
ha anat bé, mentre que un codi 401 indicaria que qui fa la petició no
està autoritzat a fer l'acció demanada.
• SOAP: Sigles de Simple Object Access Protocol. Paradoxalment, els
webservices SOAP de simple tenen poc o res. Es caracteritzen per no
utilitzar els verbs HTTP (normalment només es fa servir POST ), i per
obligar al desenvolupador del servei a reinventar totes les accions dis-
ponibles, i a deﬁnir en un ﬁtxer que s'ha de fer públic quins parametres
accepta cada acció.
Aquest tipus de webservices són àmpliament utilitzats en el món Java,
però durant el desenvolupament d'aquest projecte no han sigut neces-
saris en cap moment.
3.4.2 Deﬁnició de API
Una API10 és un conjunt de regles i especiﬁcacions mitjançant les quals els
programes informàtics es poden comunicar entre sí. Serveix com una interfí-
cie entre dos programes diferents i facilita la seva interacció, al igual que una
interfície d'usuari facilita la interacció entre usuaris i màquines.
Quan es parla d'API's en contexte de desenvolupament web (com és el
cas), el concepte es refereix típicament al conjunt de peticions HTTP deﬁ-
nides per algun servei concret, juntament amb la deﬁnició del format de les
respostes.
10Application Program Interface
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3.4.3 Fluidinfo
Descripció
Fluidinfo és una base de dades online que permet a tothom l'escriptura de
metadades de qualsevol tipus, sobre qualsevol cosa. Aquest és un concepte
enormement ampli que s'explica amb més detall a continuació.
Als desenvolupadors de Fluidinfo els agrada deﬁnir-lo com la Wikipedia
per dades. És a dir, Fluidinfo té un objecte per a qualsevol cosa imaginable,
de la mateixa manera que la Wikipedia en té un article (potser encara no
existeix, però potencialment podria tenir-ne).
Qualsevol usuari de Fluidinfo pot afegir tags amb contingut als objectes.
Els objectes no són propietat de cap usuari, ho són els tags. Tots els tags
d'un usuari estan a dins del mateix namespace: un exemple de tag que Qui-
Toca utilitza molt és quitoca.cat/myspace, per guardar el link a MySpace
d'un artista. D'aquesta manera, podem afegir tants tags com volguem a un
objecte, i la resta d'usuaris pot afegir els tags que cregui oportú, sempre
treballant sobre el mateix univers d'objectes.
Què aporta
Com indica l'exemple del tag quitoca.cat/myspace, QuiToca utilitza aques-
ta base de dades per guardar links relacionats amb artistes, sales i concerts.
També a Fluidinfo es guarden els links que els usuaris aporten, enllaçant als
seus blogs i galeries de fotos o videos.
Addicionalment als links, a Fluidinfo també s'exporta la informació de
quins artistes han participat a cada esdeveniment, i a quin local s'ha dut a
terme. Aquest fet té dos efectes, tots dos molt beneﬁciosos:
• Fluidinfo serveix també com a eina de backup. Si mai es té cap
problema i es perd deﬁnitivament la informació que es guarda a la base
de dades local, la informació sobre concerts, bandes i locals continuarà
éssent accessible a Fluidinfo. Només s'haurà de recollir mitjançant les
seves API's.
• Fluidinfo ofereix webservices de consulta, per tant exporta la infor-
mació de QuiToca. Si algun dia qualsevol web vol utilitzar la infor-
mació que té l'aplicació, només haurà d'utilitzar les API's de Fluidinfo
per fer les consultes.
• Donat que tothom pot afegir informació als objectes, hi ha la opció en
potència de poder obtenir més informació de cada objecte. Per
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exemple, LastFM podría afegir la informació sobre l'estil musical dels
artistes, informació que es podría aproﬁtar molt fàcilment.
Aquests tres punts, junt amb el fet de que la utilització és gratuita (al-
menys de moment), ha fet que la integració amb aquest servei sigui de llarg la
més beneﬁciosa junt amb Facebook, que com es veurà a la següent subsecció
també aporta moltíssim valor.
API
Donat que s'ha escollit Perl com a llenguatge de programació, existeix la
col.lecció de mòduls Net::Fluidinfo, implementats per en Xavier Nòria, que
permeten interactuar amb la API de Fluidinfo amb un paradigma orientat a
objectes molt convenient. Com a aportació a la comunitat Perl, s'ha afegit
control d'errors a aquests mòduls, i s'ha enviat un Pull Request a l'autor per
incluir aquesta millora a la distribució estàndard. En el moment d'escriure
aquesta memòria, la petició està pendent de ser acceptada.
Implementació pròpia?
En quant a eines de backup, només hauríem de programar una tasca per
obtenir volcats periòdics de la base de dades (que de fet ja es fan), o sigui
que Fluidinfo no aporta el principal valor al fer-lo servir com a backup.
Sí que aporta molt de valor com a eina per exportar informació, ja que
d'altra manera s'hauria d'implementar tota una API de consulta que d'a-
questa manera s'obté casi com efecte col.lateral.
El que no podríem obtenir mai si no s'hagués fet la integració és aquesta
informació que poden afegir la resta d'usuaris de Fluidinfo, que com s'indica
en l'exemple donat anteriorment, podría resultar enormement proﬁtosa.
3.4.4 Facebook
Què aporta
Facebook ofereix la possibilitat, en forma de webservice, de servir com a
plataforma d'autenticació d'usuaris, i aquesta és una de les funcionalitats
que utilitza QuiToca. Fer servir FB per autenticar és més útil per als propis
usuaris que per ningú altre, ja que d'aquesta manera no necessiten registrar-
se a totes les pàgines que necessiten d'autenticació.
La segona funcionalitat que s'utilitza és la de importar a la base de da-
des local la informació dels esdeveniments als quals conviden a l'usuari de
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QuiToca de FB. Cada vegada que algú convida aquest usuari a un esdeve-
niment, FB envia un correu amb la notiﬁcació. Gràcies a un petit parser,
s'obté l'identiﬁcador de l'esdeveniment i s'encua una tasca per importar les
dades.
El worker encarregat d'importar les dades compta a la seva vegada amb
un parser per les descripcions i els títols dels events, dels quals se'n extreu
el nom de les bandes que hi actúen, i el nom de la sala. Aquest parser fa ús
de la informació inserida prèviament a la base de dades, per tant com més
dades recull, més efectiu és. Aquest procés pot arribar a ser molt lent, però
com que és una tasca que es duu a terme de forma asíncrona, hi ha molt de
temps disponible per fer-la, i és preferible que es faci bé a que es faci ràpid.
Un cop l'esdeveniment s'ha importat, s'envia una notiﬁcació als adminis-
tradors indicant que hi ha un esdeveniment nou per validar i publicar.
API
El primer pas per qualsevol aplicació que vol utilitzar els webservices de Fa-
cebook, és donar-se d'alta com a aplicació. D'aquesta manera s'obté l'app_id
que identiﬁca l'aplicació a FB i l'app_secret, que permet autenticar-se abans
de fer les crides a la API.
El sistema d'autenticació utilitza el protocol OAuth 2.0, que funciona de
la següent manera:
• L'usuari que vol autenticar és redirigit a una URL de Facebook que
conté, com a paràmetre, l'app_id, i una URL dins del domini de l'a-
plicació a on serà redirigit l'usuari després de completar l'autenticació.
Addicionalment es proporciona també el paràmetre scope, en cas de
necessitar-ho, indica a l'usuari a quines parts del seu perﬁl l'aplicació
demana accés.
• Si l'usuari no dóna a l'aplicació els permisos que demana, es redirigeix
a la URL proporcionada amb un missatge d'error.
• Si l'usuari accepta, FB redireccionarà l'usuari cap a la URL, amb el
paràmetre code, que és un codi temporal que haurà de ser bescanviat
per un access token.
• Per obtenir l'access token, s'ha de fer una petició a una altra URL de
FB donant-li el codi obtingut al pas anterior, i el app_secret obtingut
al registrar l'aplicació.
• Si tot és correcte, FB retorna un access_token, amb el qual l'aplicació
ja és lliure per utilitzar la API de FB com si fos l'usuari que acaba
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d'autenticar. Evidentment només es podran realitzar aquelles accions
que l'usuari hagi permès explícitament abans de fer login.
Aquest sistema d'autenticació no és exclusiu de Facebook, sinó que és la
tendència actual en mètodes d'accés a API's de xarxes socials, per tant conèi-
xer bé el sistema és esencial per poder integrar més funcionalitats externes.
Es pot veure un esquema general de l'autenticació amb el protocol OAuth a
la ﬁgura 3.5.
Figura 3.5: Esquema del protocol OAuth 2.0
Per cridar la API que dóna informació sobre els esdeveniments no és
necessari estar autenticat, per tant només s'ha de fer una petició a una URL
indicant l'identiﬁcador en un paràmetre.
Cal dir que per facilitar tota aquesta feina s'utilitza un mòdul de Perl
que encapsula algunes d'aquestes funcionalitats: Facebook::Graph. Aquest
mòdul s'utilitza con un model de dades addicional de Catalyst, tot i que en
l'estat actual de la web no se li dóna gaire més usos que per autenticació. Es
preveu que en un futur proper es facin servir moltes més funcionalitats de
FB, ja que la API que ofereixen (a la qual ells anomenen Graph API) és
molt potent i permet fer tantes coses com la interfície web habitual.
3.4.5 Twitter
Què aporta
A Twitter es publiquen setmanalment els concerts programats per la setmana
en curs. S'ha programat al servidor una tasca periòdica que publica, cada 5
ó 10 minuts (en tot cas, és conﬁgurable), una entrada amb un dels concerts
programats.
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Com a Facebook, QuiToca també té un usuari de Twitter, on els admi-
nistradors anem publicant fotos i comentaris dels concerts als que anem. Al
footer de totes les pàgines es pot trobar l'últim tweet de l'usuari @quitoca-
com.
API
Exactament de la mateixa manera que a FB, per utilitzar l'API de Twitter és
obligatori registar-se com a aplicació. Un cop fet això, s'obté un identiﬁcador
i un secret.
El procés d'autenticació a twitter és idèntic al de FB, ja que utilitzen
el mateix protocol OAuth 2.0. Una de les majors diferències entre tots dos
serveis és la caducitat de l'access token. A FB, aquest token expira després
de 2 hores de no utilitzar-lo, mentre que el de Twitter no caduca, i és molt
convenient guardar-lo i reutilitzar-lo cada vegada que faci falta, i d'aquesta
manera no haver de demanar-lo un altre cop.
Per utilitzar els webservices de Twitter també s'utilitza un mòdul fet
en Perl, Net::Twitter, que en aquest cas no es fa servir com a model de
Catalyst perquè no és necessari, pero sí és utilitzat pel worker de publicació
de concerts, i per l'script que obté periòdicament l'últim tweet de l'usuari
oﬁcial de QuiToca.
3.4.6 Bitly
Descripció
És un servei gratuït per fer escurçar la longitud de les URL's que se li propor-
cionen. Addicionalment, fa un seguiment de les seves URL's i proporciona
estadístiques d'ús pel posterior anàlisi.
Així, donada una URL11, el servei de bitly proporciona una més curta12,
que redirecciona a la original via un codi de resposta HTTP 301.
Afegint el símbol + a la URL curta, se'n pot accedir a les estadístiques,
on es proporciona en forma de gràﬁc el número de clicks durant l'última hora,
el número de tweets amb aquest link a tweeter, etc. A la ﬁgura 3.6 es pot
veure una captura de la pantalla d'estadístiques.
Quina utilitat té obtenir una URL més curta? Aquest tipus de serveis
(n'hi ha moltíssims) ha experimentat el seu boom gràcies a llocs com Twitter
o Identi.ca, on els missatges ténen una longitud màxima de 140 caràcters, i
cada un s'ha d'aproﬁtar al màxim.
11http://quitoca.cat/agenda/1182+Godfarts+Adolescents+ElCasino
12http://bit.ly/mjAW0o
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Figura 3.6: Estadístiques que ofereix bitly
Què aporta
Tots els tweets que fa l'aplicació per anunciar els concerts setmanals inclouen
un link a l'agenda. Aquest link es processa via bitly per obtenir-ne un de
més curt, i així poder afegir més informació a cada tweet.
API
En aquest cas només es fa ús de la API per obtenir URL's curtes. Per utilitzar
aquesta funcionalitat només s'ha de fer un GET al servei, proporcionant-li
la URL que es vol escurçar en un paràmetre.
Per defecte, bitly respon en format JSON, tot i que sempre es pot demanar
un format alternatiu, com pot ser XML.
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Implementació pròpia?
Fer una implementació pròpia per escurçar URL's no seria excessivament
complicat ni laboriós. Només s'hauria de utilitzar algun algorisme de digest
per obtenir un identiﬁcador curt i únic per cada URL.
Si aquestes URL's curtes anéssin dirigides contra el propi domini, no-
més s'hauría de fer servir el sistema d'anàlisi d'estadístiques per estudiar-ne
l'impacte.
On bitly realment afegeix valor és en el fet de controlar la difussió que
tenen els links a xarxes socials com Twitter i Facebook. Implementar desde
zero aquesta funcionalitat sí que sería costós, i caldria fer ús intensiu de les
API's de cerca de cada xarxa per separat.
3.4.7 GoogleMaps
Què aporta
El fet de tenir integració amb GoogleMaps fa que es pugi mostrar la localit-
zació d'un esdeveniment o una sala amb un esforç mínim. A la ﬁgura 3.7 es
pot veure una captura de pantalla d'una de les pàgines de sala amb el mapa
de localització.
API
No només s'utilitza la API de GoogleMaps per obtenir aquesta funcionalitat,
sinó que també s'utilitza la de Geocodiﬁcació.
El primer pas per fer que aparegui el mapa a una pantalla de sala o
d'esdeveniment, és afegir l'adreça de la sala a la base de dades. Un cop
fet, s'utilitza la API de geocodiﬁcació, desde el model de l'aplicació, per
traduir l'adreça a un parell de coordenades de longitud i latitud, que també
es guarden.
Quan es mostra una pantalla sobre un ítem que té informació sobre longi-
tud i latitud, es crida la API de GoogleMaps amb aquestes dades per situar
un marcador en les coordenades indicades, dins d'un mapa.
El sistema de geocodiﬁació es crida desde el model de l'aplicació, quan
s'afegeix l'adreça d'una sala. Aquesta API resulta tan fàcil d'utilitzar com
fer un GET a una URL de google amb l'adreça que es vol codiﬁcar com a
paràmetre. La resposta és una estructura de dades codiﬁcada en JSON, de
tipus:
{
"status": "OK",
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Figura 3.7: Informació d'una sala amb mapa
"results": [ {
"types": [ "street_address" ],
"formatted_address":
"1600 Amphitheatre Pkwy, Mountain View, CA 94043, USA",
"address_components": [ ... ],
"geometry": {
"location": {
"lat": 37.4219720,
"lng": -122.0841430
},
"location_type": "ROOFTOP",
"viewport": { ... }
}
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} ]
}
S'ha eliminat la informació que resulta irrellevant pel propòsit que es
busca. Com es pot apreciar, es retornen els valors de latitud i longitud per
l'adreça donada, i l'únic que s'ha de fer es guardar aquests valors.
La API de geocodiﬁcació està limitada a 2500 peticions diàries, però això
no resulta un problema ja que només s'utilitza quan s'afegeix l'adreça a
una sala, i en el moment d'escriure aquesta memòria la base de dades té
registrades unes 600 sales. A més el ritme de creixement del número de sales
difícilment arribarà a 2500 al día, sobretot tenint en compte que només es
contempla el territori dels Països Catalans.
En el moment de mostrar el mapa, s'utilitza la API Javascript de Google-
Maps, i no cal codi addicional del costat del servidor. La integració de la API
de GoogleMaps ha sigut de llarg la més ràpida i senzilla de totes les que s'han
realitzat. Per utilitzar-la, només s'ha d'incluir al codi de la pàgina un parell
de crides JavaScript, passant com a paràmetre les dades de longitud i latitud
i això genera el mapa sense més interacció per part del desenvolupador.
Implementació pròpia?
És del tot impensable implementar tot un sistema de mapes dinàmics com
els de GoogleMaps desde zero, fet pel qual si no fos per la integració, hauríem
de prescindir del tot d'aquesta funcionalitat.
3.4.8 YouTube
Què aporta
QuiToca també disposa, com a casi tots els altres serveis, d'un usuari propi a
Youtube. En el canal de YouTube d'aquest usuari, un dels companys penja
els vídeos dels concerts als que assisteix. A portada, utilitzant el webservice
de Youtube, es mostren els tres últims vídeos penjats al canal, d'aquesta
manera els usuaris poden estar al día dels nous vídeos que es penjen.
API
La API de YouTube que retorna les metadades sobre els vídeos (links, des-
cripcions, llistats, etc.), ho fa en format feed Atom. Per parsejar aquestes
respostes i fer la integració una mica més fàcil, s'ha optat per utilitzar un mò-
dul (WebService::GData::YouTube) que encapsula el protocol, i transforma
les respostes XML en estructures de dades Perl.
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Figura 3.8: Tres últims vídeos del canal de YouTube mostrats a portada
S'hagués pogut aquesta integració sense aquest mòdul sense més proble-
mes, ja que les crides a la API que es fan són només per consultar els últims
vídeos, y el mòdul només facilita el parseig de la resposta. S'ha preferit
utilitzar-lo perquè en un futur es possible que es facin servir més funcionali-
tats, i tenir aquest mòdul ja disponible com a part de la aplicació estalviarà
mals de cap.
Implementació pròpia?
Es podrien pujar al servidor web tots els vídeos que enregistrem, però el
cost econòmic que això suposaria (espai de disc, espai de backups, ample de
banda, ...) ha fet pendre la decissió de pujar-ho tot a YouTube, i linkar els
vídeos desde la web.
3.4.9 GoogleCalendar
Descripció
El servei de GoogleCalendar ofereix un calendari online gratuït que es pot
compartir amb d'altres usuaris, o publicar en una web per donar a coneixer
els altres sobre les teves activitats i compromisos.
Què aporta
Tots els esdeveniments que són publicats a QuiToca, són exportats al compte
de GoogleCalendar, que és públic i qualsevol persona s'hi pot subscriure. En
la versió actual de la web aquest calendari no es mostra, però en versions
més primerenques el calendari de Google era una secció més.
El veritable valor que aporta aquest servei és poder compartir el calendari
amb usuaris que ja disposen d'un compte de GoogleCalendar (que ja en
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Figura 3.9: Aspecte del GoogleCalendar de QuiToca
disposen, o nous usuaris que es dónin d'alta). El fet de ordenar els concerts
ordenats cronològicament ja es fa a la secció de l'agenda.
API
Al igual que la YouTube, aquesta també retorna les dades en format feed
Atom (tots dos serveis són propietat de Google, per tant totes les seves
API's de dades ténen un format comú). També en aquest cas s'ha fet servir
un mòdul, en aquest cas Net::Google::Calendar per parsejar les respostes i
tractar-les de forma més convenient.
Implementació pròpia?
Seria una tasca que requeriría moltíssim esforç crear i mantenir un calendari
per usuari de la web, a més de quedar totalment fora de l'abast del projec-
te. GoogleCalendar dóna la possibilitat de compartir aquests events vía un
sistema de calendari gratuit que tothom pot utilitzar, i no es tindría aquesta
funcionalitat si no s'hagués fet la integració.
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3.4.10 Disqus
Descripció
És un sistema de comentaris que ofereix un widget que es pot integrar en
qualsevol web via JavaScript.
Afegint a les pàgines el codi que indiquen a la seva documentació [17],
automàticament apareix una secció de comentaris. La ﬁgura 3.10 mostra una
captura del widget amb dos comentaris d'usuaris.
Figura 3.10: Widget de Disqus amb dos comentaris
Què aporta
El sistema s'ha integrat a les pàgines de concerts, artistes i locals per a què es
pugui opinar en totes elles. També s'ha integrat en la instància de Wordpress
instal.lada al servidor, d'aquesta manera tota la web té un aspecte uniforme.
Com a funcionalitat afegida al sistema de comentaris, permet moderar
els comentaris que fan els usuaris desde un compte d'administrador. A més,
el compte d'administrador també rep una notiﬁcació en forma de correu
electrònic cada vegada que algun usuari afegeix comentaris.
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Un dels principals avantatges d'utilitzar Disqus és que és el propi servei
qui s'encarrega de ﬁltrar l'spam, i que compta amb un sistema propi de
comptes d'usuari, pel que no és necessari que els usuaris estiguin autenticats
a l'aplicació per comentar.
API
La API es basa en JavaScript, al igual que la de GoogleMaps, i l'esforç per
incloure aquest sistema és mínim.
Implementació pròpia?
Es podría haver implementat un sistema propi de comentaris, però és preferi-
ble centrar-se en implementar altres funcionalitats que ningú altre ofereix. A
més el ﬁltratge d'spam que aporta és especialment convenient, ja que d'altra
manera s'hauria de fer servir algun CAPTCHA.
Capítol 4
Futur
4.1 Venda d'entrades
El pas natural de la web, en cas de voler treure algun proﬁt econòmic, seria
començar per la venda d'entrades als esdeveniments que s'anuncien.
Ja existeixen llibreries fetes en Perl per integrar el pagament amb PayPal
(Business::PayPal). PayPal ofereix API's de tot tipus i que cobreixen casi
qualsevol necessitat, i no seria gaire costós utilitzar-les gràcies a l'experiència
obtenida.
També existeixen multitud de pasarel.les de pagament [18] [19] que
ofereixen webservices per integrar aquesta funcionalitat.
En el cas de la venda d'entrades, el major impediment no seria tècnic,
sinó legal. Al obtenir d'aquesta manera uns ingressos recurrents, haríem
d'estudiar tots els requeriments legals per dur a terme aquesta activitat.
4.2 Integració amb més Webservices
El futur proper de la web passa per integrar tants serveis externs com calgui
per donar a l'usuari una bona experiència fent servir la web. Alguns d'aquests
serveis podríen ser:
• Permetre el login amb usuari de Twitter tal i com es fa amb Facebook.
• Integració amb el portal musical LastFM, tant per obtenir informació
com per aportar-ne.
• Integració amb Tuenti.
A part d'integrar més serveix externs, seria interessant oferir-ne algun per
tal de permetre crear esdeveniments. Aquest servei podria ser interessant per
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sales de concerts, per exemple, i d'aquesta manera podrien automatitzar la
publicació dels seus esdeveniments.
Capítol 5
Planiﬁcació
5.1 Diagrama de Gantt
A la ﬁgura 5.1 es pot observar un diagrama de la planiﬁcació del projecte.
S'ha de tenir en compte al observar-lo que la tasca Parsejar invitacions
FB comprèn el període de Nadal, i que del 2 al 20 de Febrer vaig estar de
vacances.
5.2 Anàlisi econòmic
Donat que el projecte s'ha realitzat en la seva totalitat amb software lliure,
i que els webservices utilitzats són gratuïts, només s'han de tenir en compte
els següents aspectes:
• Cost econòmic del programador: 600 hores aprox. per desenvolupar el
PFC.
• Cost econòmic del dissenyador: S'ha comptat amb l'ajuda d'un disse-
nyador per donar estils i una aparença atractiva a la web. En total ha
dedicat unes 20 hores.
• Cost econòmic del servidor: El servidor on està allotjada la pàgina té
un cost d'uns 120 euros anuals.
Tenim per tant els següents costos:
Concepte Quantitat Cost unitari Total
Programador 600 40 24000
Dissenyador 20 45 900
Servidor 6 10 60
Total 24960
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5.3 Problemes trobats
Els principals problemes trobats durant la implementació de la web han sigut
causats per tenir el sistema online desde bon principi.
Pels voltants 10 de Desembre de l'any passat es va descobrir una vulnera-
bilitat extremadament crítica (nivell 5 sobre 5 a Secunia) al servidor SMTP
Exim, que permetia l'execució de codi arbitrari desde ubicació remota. Algú
va explotar aquesta vulnerabilitat (el sistema va ser vulnerable durant 2 dí-
es), i va instal.l rootkits i aplicacions de tota mena, el que va fer que s'hagués
de reinstal.lar el servidor de nou.
Per sort els backups s'estaven fent correctament, i la restauració del siste-
ma, evidentment amb la web caiguda, va trigar uns dos díes perque aquestes
tasques es van haver de dur a terme durant hores no laborables (tinc una
feina a jornada completa que m'ocupa la major part del dia).
Un altre dels problemes recorrents ha sigut la impossibilitat de treballar
en tasques d'integració amb webservices en espais sense connectivitat. Això
ha obligat a fer una replaniﬁcació i repriorització constant de les tasques per
poder-me adaptar a les condicions del lloc de treball.
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Figura 5.1: Diagrama de planiﬁcació
Capítol 6
Conclusions
De la implementació i manteniment online d'aquest projecte se'n desprenen
les següents conclusions.
6.1 Necessitat de webservices
Els usuaris d'internet, avui en dia, estan acostumats a que els llocs web,
sobretot aquells de caire més social com el que aquí es tracta, tinguin mol-
tíssimes funcionalitats per compartir, comentar, aportar contingut, ...
Implementar totes aquestes funcionalitats desde zero seria una tasca im-
presionantment costosa en temps i recursos. És per això per el que va sorgir
la idea dels webservices: permetre a una aplicació comunicar-se amb una
altre, amb un mecanisme àmpliament extés com és el protocol HTTP.
Seria totalment contraproduent que un lloc web com ara aquest, reinven-
tés la roda enlloc de utilitzar les eines existents que ofereix la xarxa. Com a
exemple hipotètic, es pot analitzar què passaria si QuiToca implementés de
forma nativa la funcionalitat de permetre penjar vídeos:
• La primer efecte d'aquesta funcionalitat seria un augment d'ordres de
magnitud en l'espai de disc ocupat al servidor. En aquests moments,
l'aplicació amb totes les dades que es guarden en local ocupa uns 80MB.
El canal de vídeo que s'utilitza conté uns 300 vídeos. Si es presuposen
uns 100MB per vídeo (estan en HD), s'està tractant amb un contingut
d'aproximadament uns 30GB, dels quals, evidentment, s'haurien de fer
còpies de seguretat, doblant l'espai requerit, amb l'obvi augment de
cost del servidor.
• Un altre efecte que repercutiria en el cost del servidor seria l'ample de
banda consumit. Els vídeos de YouTube ténen, en total, unes 140.000
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reproduccions, el que fa un total de uns 13TB de tràﬁc de xarxa en
aproximadament un any de vida del canal, el que ens deixa amb un
total mensual de poc més d'1TB.
En aquests moments el servidor contractat té un màxim de 10GB men-
suals. Si volguéssim allotjar aquests vídeos, hauríem de disposar d'un
pressupost 100 vegades superior només per l'ample de banda.
• Altre tipus de cost associat a implementar aquesta funcionalitat sería el
cost, en temps, de fer-ho. Quant trigaria una sola persona a reinventar
desde zero un YouTube? Directament no ho podem calcular.
És per aquestes raons, similars en tots els altres webservices integrats,
que s'ha decidit utilitzar serveis ja existents. Si no fos per els webservices no
seria possible utilitzar aquestes eines, i les webs no donarien ni una décima
part de les funcionalitats que ofereixen avui dia.
Amb la idea molt clara de la necessitat d'oferir webservices, s'ha fet la
integració amb Fluidinfo. No només és un webservice en sí mateix, sinó que
seria un meta-webservice, ja que ofereix webservices per a tothom amb les
dades d'aquelles aplicacions que hi exporten informació.
6.2 Release early, release often
S'ha constatat que és preferible afegir petites funcionalitats sovint, que no tot
un conjunt de cop. Així els usuaris poder donar feedback poc a poc, donant
temps als desenvolupadors a arreglar o corregir allò que sigui necessari.
Si s'alliberen tota una sèrie de funcionalitats juntes, és possible que es
trobin molts bugs alhora, saturant els desenvolupadors de coses per arreglar.
A més, aquest tiups d'esquema de desenvolupament [20] permet tenir els
usuaris més satisfets, ja que es van desenvolupant les característiques que ells
proposen, mentre que d'altra manera potser es dedica molt d'esforç a alguna
funcionalitat que potser no agrada o no s'utilitza.
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