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Abstract
The total amount of available data is steadily increasing. Standardized
data formats allow for connecting different data sources, which can include
merging of different data items depending on the use case. This creates
even more comprehensive datasets that render finding a particular piece of
information difficult.
If the data consist of unstructured of homogenous information, searching
can only be done by matching patterns with data items or parts thereof—
for instance, character strings or regular expressions that match parts of
textual data items. However, the availability of structured data is increas-
ing. This kind of data is either stored as distinct facets of each data item
from the outset, or originally unstructured data has been enriched to form
a structure. As each facet can indicate a link to another data item, the
entire dataset forms a graph that is suitable for faceted search conepts. At
this point, some interoperability across data sources can be achieved by
employing Semantic Web approaches and techniques.
Numerous works have attempted to visualize an overview of the entire
dataset, or details of a particular excerpt of the dataset. Finding specific
data remains a problem, however, as the precise specification of search
criteria is difficult. As these criteria can be connected in complex ways,
just like the overview of datasets, this issue lends itself to using visual
representations. A special trait of this application of visualization is the
possible absence of any data. Instead, the visualization must be capable of
conveying the conceptual idea of a search query without displaying any data.
Former works related to this problem focused on the visual representation
of search queries and filter expressions for relational and object-oriented
databases. More recent works increasingly address a Semantic Web context.
Various of these concepts, however, lack a clear abstract definition. Also,
scalability issues appear in the case of complex queries. Furthermore, little
attention was paid to how to connect several concepts in order to combine
advantages of different query visualizations.
This dissertation considers the described problems and presents six con-
cepts for query visualization. Both generic visualizations—that is, for fil-
tering any kind of structured data—and domain-specific or type-specific vi-
sualizations are addressed. In part, existing approaches have been adapted
to the particularities of graph-based data structures. Likewise, several new
approaches specifically designed for this kind of data are presented. For
each of these concepts, the necessity of a dataset is discussed. Moreover,
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options for providing a preview on query results from such a dataset, if
available, are considered. Finally, ways for connecting the query visual-
ization concepts are presented. This connection approach is suitable for
systematically linking together arbitrary query visualizations.
By means of the connection approach, users can express different parts
of a query using different visualization concepts, in order to benefit from the
advantages of several query visualizations at a time. Like this, queries that
include complex criteria as well as complex relations between criteria can
now be defined and displayed visually without losing the visual overview of
any of these aspects.
vZusammenfassung
Die Menge an verfügbaren Daten nimmt stetig zu. Durch standardisierte
Datenformate wird die Verknüpfung verschiedener Datenquellen und da-
durch auch die Zusammenführung unterschiedlicher Datenelemente je nach
Anwendungszweck ermöglicht. Dies führt wiederum zu noch umfassenderen
Datenbeständen, in denen die eigentlich gewünschten Informationen teil-
weise nur schwer gefunden werden können.
Handelt es sich bei den Daten um unstrukturierte oder gleichförmige
Informationen, so beschränken sich Suchmöglichkeiten auf die Suche nach
Übereinstimmungen von Mustern mit Datenelementen oder Teilen davon –
beispielsweise Zeichenketten oder regulären Ausdrücken, die mit Teilen von
textuellen Datenelementen übereinstimmen. In zunehmendem Maß stehen
jedoch auch strukturierte Daten zur Verfügung. Bei diesen wird entweder
von Anfang an zwischen unterschiedlichen Facetten pro Datenelement un-
terschieden, oder es wurden ursprünglich unstrukturierte Daten entspre-
chend angereichert. Da die einzelnen Facetten auch Verknüpfungen zu ande-
ren Datenelementen darstellen können, entstehen hierbei Graphstrukturen,
welche sich für Ansätze der facettierten Suche eignen. Eine Interoperabili-
tät zwischen Datenquellen wird hier unter anderem über die Konzepte und
Techniken des Semantic Web erreicht.
Zahlreiche Arbeiten haben sich mit der Darstellung der gesamten Daten-
mengen als Übersicht oder von festgelegten Ausschnitten der Datenmengen
im Detail auseinandergesetzt. Jedoch ist das Auffinden bestimmter Daten
nach wie vor ein Problem. Die Schwierigkeit liegt dabei darin, die Such-
kriterien präzise auszudrücken. Da sich zwischen den einzelnen Kriterien
komplexe Zusammenhänge ergeben können, bietet sich auch hier genau wie
bei der Übersicht der Datenmengen eine visuelle Darstellung an. Eine Be-
sonderheit dieses Einsatzszenarios für Visualisierungen besteht darin, dass
nicht zwangsläufig Daten vorliegen. Statt dessen muss die Visualisierung
auch ohne verfügbare Daten die konzeptuelle Idee einer Suchanfrage aus-
drücken. Frühere Arbeiten zu diesem Problem befassen sich mit der visu-
ellen Repräsentation von Suchanfragen und Filterausdrücken in Bezug auf
relationale Datenbanken und Objektdatenbanken. Viele neuere Arbeiten ge-
hen vermehrt auch auf den Kontext des Semantic Webs ein. Einige dieser
Konzepte sind jedoch nicht auf abstrakte Weise klar definiert. Bei kom-
plexeren Anfragen treten zum Teil auch Skalierungsprobleme auf. Zudem
wurde bisher kaum betrachtet, wie sich unterschiedliche Konzepte mitein-
ander in Verbindung bringen lassen, um die Vorteile aus unterschiedlichen
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Anfragevisualisierungen nutzen zu können.
Diese Dissertation adressiert die beschriebenen Probleme und stellt sechs
Konzepte für die visuelle Darstellung von Suchanfragen vor. Es wird sowohl
auf Visualisierungen für allgemeine Einsatzzwecke – also für die Filterung
beliebiger strukturierter Informationen –, als auch für spezielle Domänen
oder Arten von Informationen eingegangen. Bestehende Ansätze wurden
teilweise auf die Gegebenheiten graphbasierter Datenstrukturen angepasst.
Ebenso werden neue Ansätze präsentiert, die gezielt auf diese Art von Da-
tenstrukturen ausgelegt sind. Dazu wird jeweils erörtert, inwiefern sich die
Anfragevisualisierungen auch ohne Vorhandensein einer zu filternden Da-
tensammlung einsetzen lassen. Zudem wird erklärt, wie bei Vorhandensein
einer solchen eine Vorschau auf die Ergebnisse des Filtervorgangs gewährt
werden kann. Abschließend werden Verbindungsmöglichkeiten der unter-
schiedlichen Visualisierungskonzepte präsentiert. Dieser Verbindungsansatz
eignet sich dazu, beliebige Anfragevisualisierungen systematisch miteinan-
der zu kombinieren.
Mit dem Verbindungskonzept können Benutzer verschiedene Bestand-
teile einer Anfrage mittels unterschiedlicher Visualisierungskonzepte aus-
drücken, um gleichzeitig von den Stärken unterschiedlicher Anfragevisuali-
sierungen zu profitieren. Auf diese Weise können nun Anfragen visuell de-
finiert und dargestellt werden, die sowohl komplexe Bedingungen als auch
komplexe Zusammenhänge zwischen den Bedingungen aufweisen, ohne die
visuelle Übersicht über einen dieser Aspekte zu verlieren.
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31 Einleitung und Motivation
In den letzten Jahren wurden immer größere Mengen an Daten verfügbar.
Die Datenmengen, auf die gesammelt zugegriffen werden kann, wachsen
noch schneller an, da zunehmend Dienste miteinander verknüpft werden.
Beispielsweise werden über die Produktsuche des Online-Händlers Ama-
zon [Ama15] nicht nur die von dem Unternehmen selber vertriebenen Pro-
dukte zugreifbar. Auch solche Produkte, die von Drittanbietern geliefert
werden, werden aufgelistet. Durch die Verwendung standardisierter Daten-
austauschformate wird diese Entwicklung weiter vorangetrieben.
Insbesondere im Zusammenhang mit dem Semantic Web hat sich eine
Reihe von De-facto-Standardformaten um die Technologie RDF [CDN+14]
herausgebildet, welche den einheitlichen Austausch und die Verknüpfung
von Daten ermöglicht. Auf dieser Grundlage ist die Idee von Linked Da-
ta entstanden – dem Ansatz, dezentralisiert Datensammlungen anzubie-
ten, welche auf einer Reihe einheitlicher Vokabulare aufbauen. Somit kön-
nen diese Datensammlungen zu einem quellenüberspannenden Objektgra-
phen verschmolzen werden [BHB09]. Derartige Datenquellen sind mitt-
lerweile zu unterschiedlichsten Themengebieten vorhanden. Zunehmend
stellen Regierungen statistische und organisatorische Daten zu ihrem je-
weiligen Land als Linked Open Data bereit [DPH12; DLE+11]. Zahlrei-
che weitere themenspezifische Datensammlungen sind abrufbar [BNT+08;
DB08; HC09; KCL+15]. Auch themenübergreifende Enzyklopädien von all-
gemeinem Interesse sind als Linked Data umgesetzt, wie das DBpedia-
Projekt [ABK+07; LIJ+15].
Obwohl nun zahlreiche Datensammlungen verfügbar sind, werden den-
noch bessere Möglichkeiten benötigt, diese zu durchsuchen [SOB+12]. Glei-
chermaßen kann für die reine Visualisierung von Daten bereits eine Fil-
terung notwendig sein, wenn die Daten zunächst vereinfacht werden müs-
sen [MLL+13]. Schon jetzt existieren zahlreiche Ansätze, welche die Naviga-
tion und die Entdeckung von Zusammenhängen in den Objektgraphen mit
visuellen Mitteln unterstützen [MG14]. Es bestehen jedoch noch Schwierig-
keiten dabei, gezielt nach Informationen zu suchen, die bestimmte Kriterien
erfüllen. Je nach Benutzer können unterschiedliche Auswahlkriterien davon
bevorzugt werden. Insbesondere, wenn diese Kriterien in boolesche Ver-
knüpfungen wie Disjunktionen oder Konjunktionen eingeschlossen werden
sollen, fällt Nutzern die präzise Angabe der Filterkriterien schwer: Werden
die Anfragen natürlichsprachlich ausgedrückt, kann es aufgrund sprachli-
cher Mehrdeutigkeiten zu Missverständnissen bei Begriffen wie „und“ und
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„oder“ kommen [GDC+90; Jon98]. Andererseits sind formale Anfragespra-
chen wie SQL für Benutzer mit eingeschränkten Informatik- oder Mathe-
matikkenntnissen nur bedingt geeignet.
Eine vielversprechende Möglichkeit, mit diesen Schwierigkeiten umzuge-
hen, besteht darin, die Suchanfrage visuell auszudrücken. Ein Beispiel für
solch eine Darstellungsform ist in Abbildung 1.1 zu sehen.
Company
Oc1
Employee
Oe1
proj. age
founded > 2010works_for
Abbildung 1.1: Visuelle Darstellung einer Suchanfrage nach dem Alter von
Mitarbeitern von Unternehmen, die nach 2010 gegründet wurden, hier unter
Verwendung der visuellen Notation OQD [KM93].
Erfahrungen aus dem Feld der relationalen Datenbanken können dabei
nur begrenzt weiterverwendet werden. Bei Objektgraphen kann nämlich
nicht von einer festen Tabellenstruktur ausgegangen werden. Zudem kom-
men durch zunehmend unterschiedliche Umgebungen neue Anforderungen
hinzu. Beispielsweise ist eine platzsparende Darstellung erforderlich, um
Anfragevisualisierungen auf kleineren Bildschirmen oder sogar auf mobilen
Geräten anzeigen zu können. Eine solche kompaktere Darstellung ist oh-
nehin von Vorteil, da Anfragevisualisierungen nicht immer für sich alleine
stehen. Häufig sind sie in die Oberflächen größerer Systeme eingebettet.
Diese Systeme können die Anfrage ausführen und ihre Ergebnisse darstel-
len. Dies ist insbesondere bei Visual-Analytics-Systemen der Fall, in denen
der Zyklus zwischen Verfeinerung der Anfrage und Erkennung von Mustern
in den Ergebnissen mehrmals iterativ verlaufen kann. Es bleibt also weni-
ger Platz für die Anfragevisualisierung, da noch andere Inhalte Platz finden
müssen [BH86; WPQ+08; RS08; SGJ+13].
1.1 Forschungsfragen
Konkret betrachtet die vorliegende Arbeit die folgenden Fragen:
 Wie können Suchanfragen für graphbasierte Datenstrukturen mit und
ohne Vorhandensein einer Datensammlung verständlich visualisiert
werden?
 Wie kann diese Darstellung auf möglichst kompakte und dennoch ver-
ständliche Weise erfolgen?
 Wie können unterschiedliche Filtervisualisierungskonzepte miteinan-
der kombiniert werden, um die Vorteile unterschiedlicher Ansätze zu
vereinen?
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1.2 Aufbau und wissenschaftlicher Beitrag
Das vorliegende Dokument ist in drei große Teile untergliedert. Der erste
Abschnitt beschreibt den aktuellen Entwicklungsstand. Im Rahmen dieses
Teils werden in Kapitel 1.3 zunächst einige wiederholt verwendete Begrif-
fe definiert. Anschließend erfolgt eine Betrachtung verwandter Arbeiten in
Kapitel 2. In letzterem enthalten ist auch eine knappe Analyse der Anwen-
dungsgebiete, in denen in der Literatur bislang komplexe Suchanfragen und
vor allem Anfragevisualisierungen verwendet wurden.
Der zweite Teil des Dokuments präsentiert mehrere Konzepte für An-
fragevisualisierungen, die im Rahmen dieses Promotionsvorhabens mit un-
terschiedlichen Zielsetzungen entwickelt wurden.
Einerseits werden dazu in Kapitel 3 Anfragevisualisierungen be-
trachtet, die sich allgemein verwenden lassen und nicht auf bestimmte
Datentypen oder Anwendungsfälle zugeschnitten sind. Das Filter/Flow-
Konzept [YS93] wird erweitert, um unterschiedliche Anwendungsgebieten
gerecht zu werden [HRE12]1. Ebenso dienen die Erweiterungen dazu, Fil-
ter/Flow-Graphen auf kompaktere Weise darstellen zu können [HLE12;
HLE13a]. Dabei wird auch mittels einer Benutzerstudie untermauert,
dass die kompaktere Darstellung die Lesbarkeit der Anfragevisualisierung
nicht verschlechtert [HLE13b]. Zudem wird eine Abbildung auf Objektgra-
phen und insbesondere die Anfragesprache SPARQL definiert [HLB+14;
HLE14].
Filter/Flow-basierte Konzepte richten den Fokus auf die logische
Verknüpfung von Filterkriterien. Im Gegensatz dazu wird mit Que-
ryVOWL eine Visualisierung des gesuchten Subgraphmusters in einem
Objektgraphen vorgeschlagen [HLS+; HLS+15b]. QueryVOWL stützt
sich grafisch auf die visuelle Ontologienotation VOWL [NLH14], deren
Lesbarkeit im Rahmen mehrerer qualitativer Auswertungen evaluiert und
bestätigt wurde [LNH+14; LNH+16]. Magnetic Querying bildet den
Ansatz Dust & Magnet [SMS+05] auf Objektgraphen ab. Es stellt damit
ein Konzept dar, welches im Gegensatz zu den zwei zuvor genannten dazu
eingesetzt werden kann, mehrere Gruppen zueinander ähnlicher Datenele-
mente zu identifizieren. Letztendlich kann die Visualisierungstechnik der
Filter Dials verwendet werden, um einen Überblick über den Umfang
der Teilmengen von Datensammlungen zu erlangen, die verschiedenen
Kombinationen von Filterkriterien entsprechen [HE14].
Kapitel 4 befasst sich mit Visualisierungskonzepten, welche Anfragen
für spezielle Anwendungsgebiete visualisieren könnten. Zunächst wird hier
1Die in dieser Einleitung referenzierten publizierten Arbeiten enthalten jeweils
Grundlagen der genannten Aspekte. Die entsprechenden Kapitel in dieser Arbeit ent-
halten jedoch größtenteils Informationen, die über diese Veröffentlichungen hinausgehen.
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Aspect Grid vorgestellt, welches im speziellen Fall der Kundenrezensio-
nen dabei helfen kann, einen Überblick über die aggregierten Bewertungen
pro Aspekt zu gewinnen [HHJ+14]. Außerdem wird auf VESPa eingegan-
gen. Dabei handelt es sich um eine Anfragevisualisierung, welche die Mo-
dellierung und das Erkennen von Mustern in spatiotemporalen Kontexten
erlaubt [KHH+15].
Abschließend wird in Kapitel 5 als zusätzlicher Beitrag dieser Arbeit
aufgezeigt, wie sich die vorgestellten Visualisierungstechniken für Anfragen
miteinander kombinieren lassen: Abschnitt 5.1 stellt die Konzepte einander
gegenüber. Abschnitt 5.2 zeigt auf, wie sich die Konzepte gegenseitig ergän-
zen können. Abschnitt 5.3 definiert letztendlich ein generisches Modell, mit
welchem Anfragevisualisierungen für graphbasierte Datenstrukturen mit-
einander verknüpft werden können.
Über diese Beiträge hinaus wurden im Verlauf dieses Promotionsvor-
habens auch einige weitere Arbeiten durchgeführt, die über das Themen-
spektrum dieses Dokuments hinausgehen. Eine vollständige Auflistung der
veröffentlichten und anderweitig betreuten Arbeiten inklusive Angaben zum
jeweiligen Typ der Veröffentlichung befindet sich in Anhang A.
1.3 Begriffsdefinitionen
Im Zusammenhang mit dem Thema dieser Arbeit werden bestimmte Kon-
zepte immer wieder aufgegriffen und erwähnt. Einige davon liegen nah bei-
einander und oft hat sich kein einheitlicher Benennungsstandard herausge-
bildet2. Deshalb sollen in diesem Abschnitt die wichtigsten Konzepte von-
einander abgegrenzt und mit eindeutigen Benennungen assoziiert werden,
die im Rest des Dokuments einheitlich verwendet werden.
Datenmenge
Eine Datenmenge ist eine beliebige Ansammlung von Daten. Die Daten sind
entweder in ihrem ursprünglichen Zustand, bereits weiterverarbeitet oder
gefiltert, oder schon in ihren angedachten Zielzustand überführt.
2Hinzu kommt, dass diese Arbeit auf Deutsch verfasst ist, während hauptsächlich
aus englischsprachiger Literatur zitiert wird. Somit existieren einerseits zum Teil keine
griffigen allgemein akzeptierten deutschen Begriffe, andererseits können sich schon allein
durch die Übersetzung von Ausdrücken Mehrdeutigkeiten ergeben. So sind beispielsweise
im Englischen ein dataset und ein record zwei sehr unterschiedliche Dinge, beide lassen
sich jedoch auf Deutsch mit Datensatz übersetzen.
71.3 Begriffsdefinitionen
Datenelement (kurz: Element)
Im Kontext dieser Arbeit haben Daten in Datenmengen im Allgemeinen
eine irgendwie geartete Struktur. Normalerweise lassen sie sich anhand ir-
gendeines Kriteriums in Elemente unterteilen, die als getrennte Einheiten
betrachtet werden können. (Dies schließt allerdings nicht aus, dass solche
Elemente miteinander in Beziehung stehen – Erde und Mars3 sind zwei se-
parate Elemente. Sie können einzeln betrachtet werden. Dennoch besteht
eine Nachbarschaftsbeziehung zwischen ihnen.)
Datensammlung
Als Datensammlung wird in dieser Arbeit eine von einer Organisation
oder von Einzelpersonen zur Verfügung gestellte Datenmenge bezeichnet.
In der Literatur wird hier oft von dataset gesprochen [ABK+07; GDH08;
HHR+09]. Dies lässt sich aber einerseits nicht eindeutig übersetzen, ande-
rerseits ist es sehr allgemein und könnte genauso gut für Daten stehen, die
bereits im Rahmen eines Filtervorgangs weiterverarbeitet wurden.
Ebenso werden Datensammlungen häufig über ihre physische Quelle de-
finiert. Zum Beispiel kann ein SPARQL-Endpunkt oder ein Webservice an-
gegeben sein, über den sie abgerufen werden können [GDH+09; DVF+10;
KCL+15]. Eine Datensammlung als „Endpunkt“ zu bezeichnen, ist in dieser
Arbeit allerdings nicht zielführend. Im Folgenden werden auch Datensamm-
lungen verwendet, die nicht mittels Anfragen an eine bestimmte Quelle
abgerufen werden können, und somit keinem konkreten Endpunkt entspre-
chen. Statt dessen können sie als Paket heruntergeladen werden. Das herun-
tergeladene Paket muss auf einem beliebigen eigenen Endpunkt verfügbar
gemacht werden [Dea01].
Schema
Schema ist ein allgemeiner Begriff für die Definition von Datenstrukturen in
einer Datensammlung. Ein Schema beschreibt Arten von Datenelementen
in einer Datensammlung, ihre Attribute und die Zusammenhänge zwischen
den Datenelementen. Je nach Kontext haben sich unterschiedliche Arten
von Schemata herausgebildet. Datenbanken verwenden Datenbankschema-
ta, XML-Dokumente können optional auf XML-Schemata basieren. Im
Bereich des Semantic Web nehmen Ontologien die Funktion von Schema-
ta ein. Dabei können jedoch prinzipiell auch Daten abgelegt werden, die
nicht der Struktur aus der Ontologie entsprechen, oder mehrere Ontologien
kombiniert werden.
3Hierbei sind Planeten unseres Sonnensystems gemeint.
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Filtern und suchen
Die Begriffe filtern und suchen bezeichnen beide die Einschränkung einer
Datenmenge mit dem Ziel, im aktuellen Kontext irrelevante Informatio-
nen auszuschließen. Dabei wird eher von einer Filterung gesprochen, wenn
potenziell nach der Operation noch große Datenmengen übrig bleiben be-
ziehungsweise nur eine geringe oder sogar überhaupt keine Reduktion der
ursprünglichen Datenmenge stattfindet [EST08; JS10]. Eine Suche impli-
ziert andererseits die Extraktion einer Datenmenge, die tendenziell so klein
ist, dass sie direkt überschaubar ist (und somit aus wenigen oder einzelnen
Elementen besteht) [Sch94; BWW+05].
In der Literatur wird keine klare Abgrenzung zwischen den Begriffen ge-
troffen. Je nach Anwendungsfall können unterschiedlich große Datenmengen
gewünscht sein. Zum Teil werden auch beide Begriffe im Zusammenhang mit
denselben Konzepten verwendet [YS93; Huo08; Sei11]. Aus diesen Gründen
wird in dieser Arbeit nicht zwischen filtern und suchen unterschieden.
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In diesem Kapitel sollen zunächst grundlegende Konzepte erklärt wer-
den, auf die im Verlauf der Arbeit wiederholt zurückgegriffen wird (Ab-
schnitt 2.1). Ferner wird ein weitreichender Überblick über existierende
Ansätze zur visuellen Repräsentation von Suchanfragen aus den Berei-
chen der Datenbanksysteme und des Semantic Web gegeben. Dabei wird
nach einer kurzen Beschreibung über formale Anfragesprachen im Ab-
schnitt 2.2 zunächst auf vorgestellte Visualisierungskonzepte eingegangen
(Abschnitt 2.3). Anschließend werden Anwendungsfälle und Einsatzzwecke
dieser Techniken diskutiert (Abschnitt 2.4). Die Analyse der existierenden
Ansätze beschränkt sich auf die Abfrageeigenschaften. Repräsentationen
von Änderungsanweisungen für die Datenmenge, wie sie in einzelnen Ar-
beiten enthalten sind [SBM+93; SCT91; DC96; BIJ01], werden hier nicht
verfolgt.
Ebenso werden vorrangig die visuellen Aspekte beleuchtet. Das bedeu-
tet, es wird auf Visualisierungen von Anfragen eingegangen sowie auf Inter-
aktionen, die direkt in der Visualisierung stattfinden. Ansätze, welche na-
türlichsprachliche Formulierungen von Suchanfragen ermöglichen [Kap84;
BE06], werden hier nicht betrachtet. Ebenso werden keine Konzepte unter-
sucht, die die Eingabe über nichtvisuelle Kanäle unterstützen, beispielsweise
per Spracheingabe, da sich derartige Eingaben auch auf visuelle Eingabe-
elemente neben der Visualisierung abbilden lassen sollten und somit aus
Visualisierungssicht keine konzeptuellen Alleinstellungsmerkmale darstel-
len [KS90].
2.1 Grundlagen
Daten können in verschiedensten Formen vorliegen. Unstrukturierte Da-
ten sind beispielsweise Fließtexte. Demgegenüber stehen strukturierte Da-
ten, welche sich aus diskreten Elementen und einzeln abrufbaren Attri-
buten zusammensetzen. Eine direkte Suche, beispielsweise eine Volltextsu-
che [Tun06], kann prinzipiell auf beliebigen Formaten stattfinden. Eine fa-
cettierte Suche hingegen benötigt strukturierte Daten. Diese strukturierten
Daten lassen sich zum Teil aus unstrukturierten Daten extrahieren, wenn
geeignete Umwandlungsregeln vorliegen beziehungsweise die Daten entspre-
chend angereichert werden. Als Beispiel wären hier Bildersammlungen zu
nennen, aus deren Einträgen Metadaten (Größe, Farbtiefe und Ähnliches)
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Gleich-
bedeu-
tend mit
Dienst-
stelleInstitut
Typ
Zugehö-
rigkeit
Thomas
Ertl
Daniel
Weiskopf
Martin
Fuchs
Institut fuer Visualisierung und Interaktive Systeme
langer
Name VIS
Abbildung 2.1:Ein beispielhafter RDF-Graph, welcher diverse Informationen
über das Institut für Visualisierung und Interaktive Systeme in Form von
Tripeln enthält. Derselbe Graph ist im Quelltextbeispiel 2.1 textuell darge-
stellt.
extrahiert werden können [YSL+03]. Auch das DBpedia-Projekt (siehe
unten, Abschnitt 2.5.1) sammelt ausWikipedia-Artikeln bestimmte Infor-
mationen, um sie in eine strukturierte Form zu bringen [LIJ+15].
Für die Speicherung von strukturierten Informationen sind diverse For-
mate verbreitet. Eine häufig gebrauchte Möglichkeit für diese Speicherung
besteht in relationalen Datenbanken. Diese setzen im Allgemeinen ein fe-
stes Schema voraus, welches Tabellen mit bestimmten Spalten definiert so-
wie Bezüge zwischen diesen Tabellen definiert. Normalerweise ist es ohne
Kenntnis des Schemas aber nicht möglich, Daten abzurufen.
Objektorientierte Datenbanken verwalten an Stelle von verknüpften Ta-
bellenzeilen Objekte im Sinn der objektorientierten Programmierung. Durch
Verknüpfungen zwischen Objekten entsteht ein Objektgraph. Eng damit
verwandt ist das Modell RDF (Resource Description Framework), welches
eine Struktur für Metadaten von strukturierten Informationen im Sinn des
Semantic Web definiert [CDN+14]. Wie in Abbildung 2.1 gezeigt, wird die
Graphstruktur dabei zu reinen Tripeln abstrahiert. Diese sind auch in der
textuellen Repräsentation im Quelltextbeispiel 2.1 erkennbar. Die Bestand-
teile dieser Tripel werden mit den Begriffen Subjekt, Prädikat und Objekt
im grammatikalischen Sinn bezeichnet. Alle Bestandteile werden entweder
durch IRIs1 [DS05] identifiziert oder, im Fall des Objekts eines Tripels,
alternativ als Literal ausgedrückt. Ein Literal kann zum Beispiel eine Zei-
chenkette oder ein Zahlenwert sein.
Auf RDF aufbauende Standards wie RDFS (RDF Schema) [GB14]
und OWL (Web Ontology Language) [DSB+04] erweitern das Metamo-
dell. Durch sie können komplexe Klassenbeziehungen innerhalb der RDF-
1IRI: Internationalized Resource Identifier, eine internationalisierte Variante von
URIs.
112.1 Grundlagen
1 @prefix owl: <http://www.w3.org/2002/07/owl#> .
2
3 ds:VIS a ds:Institute .
4 ds:VIS ds:longName "Institut fuer Visualisierung und
Interaktive Systeme" .
5 ds:Thomas_Ertl ds:affiliation ds:VIS .
6 ds:Daniel_Weiskopf ds:affiliation ds:VIS .
7 ds:Martin_Fuchs ds:affiliation ds:VIS .
8 ds:affiliation owl:sameAs ds:Bureau .
Quelltextbeispiel 2.1: Der RDF-Graph aus Abbildung 2.1, ausgedrückt in
der Turtle-Notation [PCL14]. (Ein Ontologiepräfix owl ist definiert,
während ein weiteres derartiges Kürzel ds als Identifikator eines
domänenspezifischen Schemas angenommen wird.)
1 @prefix owl: <http://www.w3.org/2002/07/owl#> .
2 @prefix rdfs: <http://www.w3.org/2000/01/rdf-schema#> .
3 @prefix xsd: <http://www.w3.org/2001/XMLSchema#> .
4 @prefix this: <http://example#> .
5
6 <http://example> a owl:Ontology ;
7 owl:versionInfo "1.0" ;
8 owl:versionIRI <http://example/1.0> .
9
10 this:Employee a owl:Class .
11 this:Company a owl:Class .
12
13 this:name a owl:DatatypeProperty ;
14 rdfs:domain this:Company .
15
16 this:worksFor a owl:ObjectProperty ;
17 rdfs:domain this:Employee ;
18 rdfs:range this:Company .
19
20 this:superiorOf a owl:ObjectProperty ;
21 rdfs:domain this:Employee ;
22 rdfs:range this:Employee .
Quelltextbeispiel 2.2: Eine einfache OWL-Ontologie, ausgedrückt in der
Turtle-Notation [PCL14].
Graphen definiert werden. Auf diese Weise wird es möglich, wiederverwend-
bare Ontologien zu definieren. Eine solche Ontologie ist im Quelltextbei-
spiel 2.2 zu sehen und in Abbildung 2.2 visuell dargestellt.
Auf der Verwendung globaler (nicht Datensammlungs-spezifischer) IRIs
basiert die Idee der Linked Data. Unabhängig voneinander aufgebaute und
vorgehaltene Datensammlungen können übereinstimmende IRIs für diesel-
12 2 Verwandte Arbeiten
Employee CompanyworksFor name LiteralsuperiorOf
Abbildung 2.2:Die kleine Ontologie aus Quelltextbeispiel 2.2, visualisiert mit
Version 1 der Notation VOWL [NL13a; NHL13; NL13b].
ben Konzepte verwenden. So können an sich unabhängige Datenquellen
verknüpft und gemeinsam verwendet werden [BHB09].
Zu diesem Konzept kommt die Unabhängigkeit von einem festen Schema
hinzu. Die Metainformationen, welche die Ontologie definieren, sind gemein-
sam mit den Daten im selben Format abrufbar. Diese Metainformationen
nehmen also keine konzeptuell getrennte Metaebene ein. Statt dessen bildet
alles zusammen einen großenRDF-Graph. In ihm werden Informationen als
der TBox („Terminological Box“, Metainformationen, Konzeptdefinitionen
und Zusammenhänge zwischen Konzepten) oder der ABox („Assertional
Box“, Datenelemente, die auf Grundlage der Konzepte definiert werden, so-
wie konkrete Zusammenhänge zwischen diesen Datenelementen) zugehörig
bezeichnet.
Wegen dieser beiden Faktoren eignen sich RDF-basierte Daten gut für
standardisierte Schnittstellen, welche domänen- und anwendungsfallunab-
hängig zum Abruf der Daten eingesetzt werden können.
2.2 Formale Anfragesprachen
Einleitend sollen hier einige weit verbreitete Beispiele textueller Anfrage-
sprachen kurz umrissen werden. Dies dient als Grundlage für spätere Ab-
schnitte, da visuelle Anfragekonzepte häufig auf Definitionen aus textuellen
Anfragesprachen zurückgreifen.
2.2.1 SQL
SQL ist eine textuelle Anfragesprache für relationale Datenbanken [ISO99].
In der Sprache werden sowohl Einschränkungen für die Suche festgelegt als
auch die Form der Ergebnisse angegeben. Bezüge auf konkrete Felder und
Tabellen der Datenbank werden über deren Namen repräsentiert, welche aus
einem separaten Datenbankschema zu entnehmen sind. Unbekannte bezie-
hungsweise gesuchte Werte werden durch Platzhalter ausgedrückt, die auch
mehrfach in der Anfrage verwendet werden können (Quelltextbeispiel 2.3).
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1 SELECT P.firstName, P.lastName, P.age
2 FROM Person P, Company C, Person O
3 WHERE P.company = C.name
4 AND C.owner = O.id
5 AND P.lastName = O.lastName
6 AND P.age < 60
Quelltextbeispiel 2.3: Eine einfache SQL-Anfrage. Sie sucht alle Mitarbeiter
eines Unternehmens mit dem selben Nachnamen wie der Firmeneigentümer,
die weniger als 60 Jahre alt sind.
Für die vorliegende Arbeit ist vorrangig relevant, dass die Anfrage
grundlegend in mehrere Abschnitte unterteilt ist. Die Form der Ergebnisse
wird als Aufzählung von Spaltennamen (hinter SELECT) für die Ergebnis-
tabelle angegeben. Der Abschnitt nach FROM in der Anfrage gibt die ver-
wendeten Tabellen an. Die Einschränkungen für die Abfrage befinden sich
davon getrennt im mit WHERE beginnenden separaten Abschnitt. Letzt-
endlich können noch einige weitere Abschnitte hinzugefügt werden. Diese
beeinflussen wiederum durch Sortierung und Begrenzung der Ergebniszahl
die Ergebnisliste.
2.2.2 SPARQL
Bei SPARQL handelt es sich um eine Anfragesprache, die für RDF-
Graphen und die Suche von Daten im Semantic Web entwickelt wur-
de [The13]. Ihre im Quelltextbeispiel 2.4 gezeigte Syntax ist sowohl an SQL
als auch an die RDF-Graphbeschreibungssprache Turtle [PCL14] ange-
lehnt.
Das für die vorliegende Arbeit relevante Grundprinzip von SPARQL ist
die Beschreibung eines Teilgraphen aus RDF-Tripeln. Einzelne Bestandtei-
le dieser Tripel können in SPARQL durch Variablen ersetzt werden (im
Quelltextbeispiel ?docTitle, ?doc etc.). Diese fungieren als Platzhalter
für mögliche Ergebnisse. Suchergebnisse sind dann, vereinfacht ausgedrückt,
sämtliche Ressourcen, die sich für eine der Variablen einsetzen lassen, ohne
durch den restlichen Teilgraphen ausgedrückte Gegebenheiten im Graphen
zu verletzen.
2.2.3 XPath
XPath ist eine Sprache zur Filterung von XML-Dokumenten [DC99]. Da
XML-Dokumente hierarchische Strukturen darstellen, werden in XPath
Pfade ausgedrückt, unter denen sich die gewünschten Informationen in der
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1 PREFIX swrc: <http://swrc.ontoware.org/ontology#>
2 PREFIX dc: <http://purl.org/dc/elements/1.1/>
3 PREFIX dc-terms: <http://purl.org/dc/terms/>
4 PREFIX foaf: <http://xmlns.com/foaf/0.1/>
5 PREFIX xsd: <http://www.w3.org/2001/XMLSchema#>
6
7 SELECT DISTINCT ?docTitle
8 WHERE {
9 ?doc a swrc:InProceedings ;
10 dc:title ?docTitle ;
11 dc:creator ?author ;
12 dc-terms:issued ?year .
13 FILTER(?year >= "2012"^^xsd:gYear) .
14 ?author foaf:homepage ?website .
15 FILTER(strStarts(str(?website),
16 "http://www.vis.uni-stuttgart.de/")) .
17 }
18 LIMIT 20
Quelltextbeispiel 2.4: Eine SPARQL-Anfrage. Sie sucht in Faceted DBLP
die Titel von 20 Konferenzbeiträgen, die seit 2012 von Mitarbeitern
des Instituts für Visualisierung und Interaktive Systeme der Universität
Stuttgart publiziert wurden.
Hierarchie finden lassen. Diese Pfade können auch flexible Teile enthal-
ten, um beispielsweise eine variable Anzahl von Verschachtelungsebenen
zu überbrücken. Ein kurzer XPath-Ausdruck ist als Quelltextbeispiel 2.5
abgebildet.
/company:staff/company:employee[@yearsActive > 10]/company:award
Quelltextbeispiel 2.5: Ein beispielhafter XPath-Ausdruck, welcher in einem
XML-Dokument Auszeichnungen von Mitarbeitern sucht, die bereits seit
mehr als zehn Jahren bei einem Unternehmen beschäftigt sind.
Während die Struktur von XML-Dokumenten auf Bäume beschränkt
ist, lassen sich einige der Prinzipien zur Repräsentation von Pfaden auch
auf Objektgraphen im Allgemeinen anwenden. Dabei werden Pfadmuster
mit regulären Ausdrücken in Verbindung gebracht [MW95; GS02; Woo12].
Ähnliche Pfadmuster für Objektgraphen sind in Form von Property Paths
auch in der Sprache SPARQL enthalten.
.
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Textuelle Anfragesprachen wie die eben gezeigten sind präzise. Allerdings
erfordern sie Kenntnis von der jeweiligen Syntax, was bei untrainierten Be-
nutzern nicht vorausgesetzt werden kann. Ebenso kann bei komplexeren
Anfragen schnell der Überblick verloren gehen. Um diese Probleme zu um-
gehen, bietet sich eine visuelle Darstellung der Suchparameter an.
In vielen Visualisierungskonzepten, die unter den Stichworten Filterung
oder Suche präsentiert wurden, muss die eigentliche Suche noch vom Be-
nutzer durchgeführt werden. Durch die Visualisierung werden die Daten
nur in einer bestimmten Weise dargestellt, die sich besonders für visuelle
Vergleiche eignet oder die Muster besonders gut erkennen lässt [LRP95;
KK96; JHS02]. Als Beispiel ist die Visualisierung Attribute Explo-
rer [TSW+94] in Abbildung 2.3a dargestellt. Interaktion wird hierbei zum
Teil durch eine mehrstufige Exploration der Daten ermöglicht, bei der be-
stimmte Merkmale in einer Ansicht erkannt werden und die betreffenden
Datenelemente gezielt in einer modifizierten Ansicht betrachtet werden kön-
nen. Häufig kommt dabei eine Linsenmetapher zum Einsatz, wie sie auch
in Abbildung 2.3b gezeigt wird [BSP+93; RC94; KTW+13].
Alternativ werden ansonsten allenfalls bestimmte interessante Werte au-
tomatisch oder über nichtvisuelle Einstellungen definiert und ermittelt. Die-
se können dann in der Visualisierung der gesamten, ungefilterten Daten-
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(a) Attribute Explorer [TSW+94]
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Abbildung 2.3: Beispiele für Visualisierungen zum Hervorheben einzelner
Aspekte. In den gezeigten Beispielen werden Einwohnerzahl von Fläche von
EU-Ländern im Jahr 2015 auf grafische Weise ausgedrückt.
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menge hervorgehoben werden [KK94; Hea95; LTG+11; EW13]. Soll nicht
die gesamte Datenmenge dargestellt werden, konzentrieren sich manche Vi-
sualisierungen auch auf das unmittelbare Umfeld einer fokussierten Res-
source. Von dieser fokussierten Ressource aus kann der Benutzer zu ande-
ren Elementen in der Datenmenge navigieren [CDR+99; ACK04; MG14;
CDD+04]. Diese Vorgehensweise wird in einer Klassifikation nach Batini et
al. als Inside-Outside-Strategie bezeichnet [BCC+91].
All diese Ansätze gehören der Kategorie der visuellen Anfragesyste-
me (VQS, visual query system) an [CCL+97]. Neben diesen Ansätzen,
die Benutzern das selbständige Suchen in der Gesamtdatenmenge erleich-
tern, existieren jedoch auch einige Techniken, welche die Suchanfragen oder
-parameter an sich visualisieren. Dies geschieht, indem ein VQS um eine
visuelle Anfragesprache (VQL, visual query language) herum aufgebaut
wird [CSA93].
Im Allgemeinen gehen VQLs darüber hinaus, lediglich die Eingabe der
textuellen Filterbedingungen zu vereinfachen, wie dies von vielen Ansät-
zen unterstützt wird [STT91; DGJ+95; JNS00; BSS+; AMH10; HVG14].
Ebenso beschränken VQLs sich nicht auf Eingabeformulare, die im Prin-
zip die Syntax einer textuellen Anfragesprache nachbilden [KM89; BE06;
ABK+07], wie es für VQSs aus der Gruppe der formularbasierten VQSs
der Fall ist [CCL+97]. Als Beispiel wird in Abbildung 2.4 die logische Ver-
knüpfung von Teilanfragen in VisualMOQL [OÖX+99] gezeigt.
Query 1 Query 2 Query 3
ANDNOT OR
Abbildung 2.4: Logische Verknüpfung von Teilanfragen im „Query Canvas“
von VisualMOQL [OÖX+99]. Die visuelle Darstellung ähnelt stark einer
formalen textuellen Repräsentation.
Gleichzeitig geben VQLs dennoch eine gewisse Struktur beziehungswei-
se einen Satz von Notationselementen vor. Es wird also keine reine Ähn-
lichkeitssuche auf Grundlage einer unbeschränkten Zeichnung vorgenom-
men [SF10].
2.3.1 Node-Link-basierte Ansätze
Ansätze, die auf Node-Link-Diagrammen aufbauen, setzen die Grundbe-
standteile solcher Diagramme auf unterschiedliche Arten ein. Die Knoten
repräsentieren konkrete Einschränkungen für die gesuchten Elemente oder
zeigen Daten an. Genau wie Knoten drücken die Kanten zum Teil selber
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Einschränkungen aus, zu denen sich in der Datenmenge passende Elemente
finden lassen. Zum Teil können die Kanten auch logische Zusammenhänge
zwischen den als Knoten dargestellten Einschränkungen abbilden, die sich
so nicht in der Datenmenge wiederfinden lassen. Im Folgenden werden un-
terschiedliche Ansätze besprochen, welche jeweils eines der beiden Modelle
anwenden.
2.3.1.1 Node-Link-basierte Repräsentation von Objektgraphen
Werden Objektgraphen direkt mit Node-Link-Diagrammen repräsentiert,
so wird der eigentliche Inhalt des Objektgraphen sichtbar. Knoten entspre-
chen dabei im Allgemeinen den Objekten des Objektgraphen und Kanten
repräsentieren die Relationen zwischen diesen Objekten [WMP+05; Pie07;
MC08]. Alternativ werden die Relationen mitunter als eigenständige Knoten
visualisiert. Dadurch ergibt sich insgesamt ein bipartiter Graph [FTH06].
Um mit Hilfe einer derartigen Visualisierung bestimmte Objekte oder
Teilgraphen zu finden, kann die Erkennung der gesuchten Graphbestand-
teile erleichtert werden. NodeTrix stellt genau wie die oben genannten
Ansätze den gesamten Objektgraphen dar. Es hebt allerdings darin enthal-
tene Cluster mit einem hohen Grad an internen Verknüpfungen in Form
von Adjazenzmatrizen (siehe auch Abschnitt 2.3.2) hervor [HFM07]. Jam-
balaya bleibt im Prinzip bei der Darstellung des kompletten Graphen.
Der Ansatz erlaubt aber das Betrachten unterschiedlicher Abschnitte des
Graphen auf unterschiedlichen Detailgraden zur selben Zeit [SMS+01]. Fer-
ner umfasst die Darstellung in Konzepten wie PivotGraph ebenfalls den
gesamten Graphen. Das Layout wird so angepasst, dass einzelne Aspekte
im Vordergrund stehen [Wat06]. Die Suchanfragen selber werden jedoch
überhaupt nicht visualisiert, sondern nur die Ergebnisse.
Die Anfragevisualisierung von Catarci et al. zeigt nur einen kleinen
Ausschnitt aus dem Objektgraphen beziehungsweise dem Domänenmo-
dell an, nämlich nur den direkten Umkreis um einen fokussierten Kno-
ten [CDD+04]. Der von Sayers vorgestellte Ansatz [Say04], Techniken wie
TGVizTab [Ala03], OntoSphere [BBP05], ASK-GraphView [AHK06]
und PGV [DKS07] funktionieren in dieser Hinsicht auf dieselbe Wei-
se. Derartige Visualisierungen erlauben zumeist das vom aktuellen Kno-
ten ausgehende Weiternavigieren durch den Graphen. Die Hierarchiean-
sicht aus Tabulator ist ebenso mit dieser Art der Inhaltsvisualisierung
verwandt [BCC+06]. Diese Technik lässt sich allerdings auch unterstüt-
zend für andere Visualisierungen, wie den nachfolgend beschriebenen, nut-
zen [SGJ+13].
Repräsentation der Suchanfragen Für graphbasierte Datenstrukturen
scheint eine Node-Link-basierte Repräsentation der eigentlichen Suchan-
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fragen intuitiv zu sein [SBM+93]. Aufbauend auf dem Graph-Modell von
Catarci et al. [CSA93] wird dazu mindestens ein Knoten als Platzhalter für
mögliche Suchergebnisse interpretiert, welche sich in den übrigen Graph-
kontext der Anfrage an Stelle des Platzhalters einfügen lassen. Dieses
Funktionsprinzip ist direkt aus textuellen Anfragesprachen wie SPARQL
(Abschnitt 2.2.2) übernommen.
Die in Abbildung 2.5a gezeigte Notation GQL geht beispielsweise von
einer Kombination aus konstanten und variablen Knoten aus. Zwischen die-
sen Knoten werden Relationen durch Kanten ausgedrückt [PK95]. Einige
weitere Konzepte verhalten sich diesbezüglich grundlegend genauso. Um die
große Anzahl deutlich zu machen, sind diese im Folgenden aufgelistet – Er-
läuterungen zu etwaigen Unterschieden finden sich, thematisch sortiert, im
Anschluss:
 GRAQULA [SBM+93], beispielhaft dargestellt in Abbildung 2.5b
 OQD [KM93], oben in Abbildung 1.1 sowie unten in Abbildung 2.8d
gezeigt
 VQL [MK93], unten in Abbildung 2.9c gezeigt
 Cigales [CM94]
 MQuery [DC96]
 VOODOO [Feg99], beispielhaft dargestellt in Abbildung 2.5c
 XML-GL [CCD+99], unten in Abbildung 2.8b gezeigt
 qGraph [BIJ01]
 Teile von HyperFlow [DP05]
 GLOO [FH06], unten in Abbildung 2.9b gezeigt, und das darauf auf-
bauende OntoVQL [FH07]
 NITELIGHT [RSB+08; RS08; SRB+08], beispielhaft dargestellt in
Abbildung 2.5d
 iSPARQL [Ope08]
 eine visuelle Sicherheitsrichtlinien-Anfragesprache [XSA08]
 LuposDate [GGS+09; GGS11]
 RDF-GL [HMF+10], beispielhaft dargestellt in Abbildung 2.5e
In einzelnen domänenspezifischen Konzepten sind nur geringe Va-
riationen von Elementen vorgesehen. Kanten können beispielsweise aus-
schließlich Verbindungen zwischen Räumen in einem Gebäude beschrei-
ben [LWL+13]. Ebenso können sie stets Beziehungen zwischen Molekülen
repräsentieren, wie in GBLENDER [JBX+10] und seiner Erweiterung
PRAGUE [JBC+12].
Die Anfragesprache GraphLog [CM90] und die darauf aufbauende Vi-
sualisierung Hy  [CM93] beinhalten zusätzlich eine Kantenart zum Aus-
druck von transitiven Abschlüssen. Eine visuelle Anfragesprache namensG,
welche die Definition derartiger transitiver Abschlüsse über bestimmte Kan-
ten erlaubt, wurde zuvor bereits von Cruz et al. vorgeschlagen [CMW87].
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(c) VOODOO [Feg99]
?name
1
?staﬀ
> 1000
?person age
?age
< 30
?company
name
staﬀ
owner
(d) NITELIGHT [RSB+08; RS08; SRB+08]
query
company
name staﬀ
(?staﬀ > 1000)
<<name>><<staﬀ>>
person
<<owner>>
age
(?age < 30)
<<age>>
(e) RDF-GL [HMF+10]
.
Company name
owner
Person
Company.staﬀ > 1000
Person.age < 30
(f) Notation von Campbell et al. [CEC87]
owner
?c: Company
name
staﬀ > 1000
o: Person
age < 30
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.
Abbildung 2.5: Beispielhafte Auswahl von Objektgraph-basierten Visualisie-
rungen für die Anfrage „Finde die Namen von Firmen mit mehr als eintau-
send Mitarbeitern, deren Besitzer unter dreißig Jahre alt ist.“
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Abbildung 2.6: Screenshot von gFacet [HZL08], welcher die Abfrage von Ei-
senbahnlinien zeigt, die laut DBpedia (siehe unten, Abschnitt 2.5.1) the-
matische Bezüge zum Schloss Solitude haben.
Die (namenlose) Notation von Harth et al. fasst hingegen Tripel in Knoten
zusammen, die bei übereinstimmenden Bestandteilen über Kanten verbun-
den werden [HKD06]. Sie ist unten in Abbildung 2.8c abgebildet.Optique-
VQS stellt einen transformierten Graphen dar, in dem Knoten verdoppelt
werden, um eine Baumstruktur zu erlangen [SGJ+13; SGJ+15]. Das in Ab-
bildung 2.6 gezeigte gFacet stellt Beziehungen zwischen Datenelementen
ebenso in Form eines Graphen dar. Es verwendet die Knoten des Graphen
jedoch direkt zur Filterung nach Attributwerten [HZL08].
Node-Link-basierte Repräsentationen finden sich auch in Visuali-
sierungskonzepten wieder, die direkt auf Schemadiagrammen aufbauen.
QBD* geht beispielsweise direkt von der Darstellung eines Datenbanksche-
mas aus [ACS90]. Dabei kam eine Benutzerstudie zu dem Schluss, dass diese
Darstellungsform gegenüber einer textuellen SQL-Abfrage zur Vermeidung
von Fehlern und zu einer höheren Eingabegeschwindigkeit beiträgt [CS95].
Campbell et al. haben eine weitere auf Schemadiagrammen aufbauende
Anfragenotiation definiert [CEC87]. Sie ist in Abbildung 2.5f dargestellt.
VCP nimmt ein baumförmiges Datenschema zur Grundlage und ermöglicht
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das visuelle Eintragen von Umstrukturierungsanweisungen mit einzelnen
Filtereinschränkungen in diese Baumstruktur [Koc06]. VKML zeigt
das Entity-Relationship-Modell lediglich zur Auswahl von Attributen an.
Währenddessen werden die eigentlichen Filtereinstellungen tabellarisch dar-
gestellt [SCT91] (siehe Abschnitt 2.3.2). Vom Funktionsprinzip her ähnelt
dies gFacet [HZL08]. Auch Erweiterungen gegenüber der herkömmli-
chen Entity-Relationship-Notation in Form von zusätzlichen Rahmen zur
Abgrenzung von Anfragebestandteilen wurden vorgestellt [KG95]. Letzt-
endlich erinnert SNAP visuell an Entity-Relationship-Diagramme, fügt
aber einzelne Knoten- und Kantentypen hinzu [BH86].
Analog zu Entity-Relationship-Diagrammen können UML-Klassendia-
gramme als Grundlage für visuelle Suchanfragen dienen. Beispiele hierfür
sind die Konzepte VTML [MC10] und das in Abbildung 2.5g gezeigte Vi-
ziQuer [BRZ09; ZB11].
Eine leichte Abweichung zu den oben beschriebenen Konzepten ergibt
sich in RelFinder [HHL+09; HLS10]. An Stelle eines kompletten Anfra-
gegraphen werden zwei oder mehr Datenelemente ausgewählt. RelFinder
sucht daraufhin sämtliche direkten und indirekten Verbindungen zwischen
diesen Datenelementen in der Datensammlung und stellt den so ermittelten
Subgraphen als Node-Link-Diagramm dar, wie in Abbildung 2.7 zu sehen
ist.
Wertevergleiche In GRAQULA [SBM+93] können Knoten wie in Ab-
bildung 2.8a gezeigt über Kanten verbunden werden, welche die Anwen-
dung von Vergleichsoperatoren symbolisieren. Diese Vorgehensweise wurde
auch von Chan beschrieben [Cha97] und wird ebenfalls in GQL unter-
stützt [PK95]. VOODOO erlaubt Ähnliches für die einzelnen Objektat-
tribute, die in jedem Knoten dargestellt werden [Feg99]. PESTO wählt
hingegen den Weg, Entitäten, deren Attribute verglichen werden, über zu-
sätzliche Synchronisierungsknoten zu verbinden [CHM+96]. Die Auswahl
an Operatoren ist dabei je nach Ausarbeitung und Fokus des Konzepts un-
terschiedlich. Neben den grundlegenden Operatoren zur Feststellung von
Gleichheit und Ungleichheit sowie von Größenverhältnissen zwischen ordi-
nalen Werten [MK93] werden teilweise Mengenoperationen [DP05] unter-
stützt. In einigen Konzepten werden derartige Operationen aber durch rein
textuelle Terme dargestellt [SBM+93; MK93; CEC87]. Dies ist beispielswei-
se in Abbildung 2.5g anhand der ViziQuer-Visualisierung [BRZ09; ZB11]
zu sehen.
Manche Notationen beschränken sich darauf, Gleichheit durch
die Verbindung über einen gemeinsamen Verbindungsknoten auszu-
drücken [MK93], wie beispielsweise das in Abbildung 2.8b gezeigte
XML-GL [CCD+99]. Konzepte wie die in Abbildung 2.8c dargestellte
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Abbildung 2.7: Screenshot von RelFinder [HHL+09; HLS10], wobei die in
DBpedia (siehe unten, Abschnitt 2.5.1) bekannten Verbindungen zwischen
der Programmiersprache C++ und Dänemark gesucht wurden. Die Verbin-
dung über die Software Skype ist hervorgehoben.
Notation von Harth et al. stellen Gleichheit mittels einer Verbindungskante
dar. Lediglich das in Abbildung 2.8d dargestellte OQD geht den Weg,
die Gleichheit durch räumliche Überschneidung von Knoten als Venn-
Diagramm darzustellen [KM93], wie auch in Abschnitt 2.3.3 beschrieben.
Negation Für die Negation können unterschiedlich mächtige Ansätze ge-
funden werden. GQL rahmt Subgraphen, die ausgeschlossen werden sol-
len, in Rechtecke ein [PK95]. Cigales [CM94], PESTO [CHM+96] und
XML-GL [CCD+99] erlauben hingegen nur die Negation einzelner Kno-
ten. In einzelnen Konzepten können zudem einzelne Relationen negiert wer-
den [CM90; FH06]. Nur in einzelnen Fällen wird zwischen tatsächlicher und
vermuteter Negation unterschieden [FH06]. Bei einer tatsächlichen Negati-
on ist bekannt, dass die Negation einer Aussage gilt. Bei einer vermuteten
Negation ist auf Grundlage einer Datensammlung lediglich unbekannt, ob
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Country
name
ATTRIBUTE OP VALUE (AND)
population
-
ATTRIBUTE OP VALUE (AND)
name 'France'
- Country
population
L population > population R
(a) „Finde die Namen von Ländern mit mehr Einwohnern als Frankreich.“ in
GRAQULA [SBM+93].
Person City
lastname name
Person
*
(b) „Finde Personen, deren
Nachname dem Namen einer
Stadt entspricht.“ in XML-
GL [CCD+99].
:lastname
rdf:type :Person
:name
rdf:type :City
(c) Dieselbe Anfrage wie in Abbildung 2.8b
in der Notation von Harth et al. [HKD06].
Country
Oc1
Oc2
Organisation
Oo1
City
Oc3
proj. name
name = 'European Union'member
location
(d) „Finde Namen von Städten in Mitglieds-
staaten der EU.“ in OQD [KM93].
Abbildung 2.8: Repräsentation von Wertevergleichen in verschiedenen Visua-
lisierungen.
eine Aussage zutrifft.
Disjunktionen Um Disjunktionen auszudrücken, werden zum Teil al-
ternative Teilgraphen in der Anfragevisualisierung gezeigt. In NITE-
LIGHT werden diese wie in Abbildung 2.9a gezeigt in Rechtecke einge-
rahmt [RSB+08]. Zusätzlich wird in GQL eine Negation der Disjunktion
ermöglicht [PK95]. PESTO erlaubt die Definition alternativer Einschrän-
kungen pro Knoten [CHM+96]. GLOO drückt Disjunktionen explizit
über die in Abbildung 2.9b dargestellten Disjunktionsknoten aus. Diese
können über spezielle Kanten mit anderen Knoten verbunden werden.
Eine analoge Vorgehensweise zum Ausdruck von Konjunktionen ist ebenso
erlaubt [FH06]. VQL verwendet die in Abbildung 2.9c abgebildeten Dis-
junktionskanten, welche alternative Kanten verbinden [MK93]. RDF-GL
setzt unterschiedliche Arten von Disjunktionsknoten ein [HMF+10]. Die
Darstellung mit Disjunktionskanten oder -knoten macht es erforderlich,
dass die darüber verbundenen Graphen ansonsten strukturell disjunkt sind.
Aggregatfunktionen und berechnete Werte Aggregatfunktionen zur Fil-
terung und andere berechnete Werte werden häufig nicht visuell aus-
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?person
1
?companyemployed-by ?person
1
student-at ?universityUNION
(a) NITELIGHT [RSB+08; RS08; SRB+08]
OR
person
company
employed-by
person
university
student-at
(b) GLOO [FH06]
Person
Company University
employed-by
I
student-at
I
(c) VQL [MK93]
Abbildung 2.9:Disjunktive Anfragen in unterschiedlichen visuellen Notationen
zur Suche nach Personen, die bei einem Unternehmen beschäftigt sind oder
an einer Universität studieren.
> 20000
_cv_ ✔1
Count
(t * 1000)
Car
tons t
_cv_
(a) Zahl der Autos, die
schwerer als 20000 kg
sind, in GQL [PK95].
Actions View
GO! A B C012 EXIT
Companies0
name
NOT OR
Actions View
A B C
0
1
2
EXIT
Companies0.staﬀ
ﬁrstname
NOT ALLOPTIONAL
lastname
age < 50
Companies0
Companies0.staﬀ
(b) Verwendung von PESTO [CHM+96], um Firmen
zu finden, deren Mitarbeiter alle jünger als 50 Jahre
sind.
Abbildung 2.10: Fortgeschrittene Funktionen in visuellen Objektgraph-basier-
ten Anfragenotationen.
gedrückt. Statt dessen wird oft nur der jeweilige Funktionsname oder
der mathematische Term dargestellt, der zur Berechnung verwendet
wird [SBM+93; RSB+08; HMF+10]. Abbildung 2.10a zeigt dies beispiel-
haft für GQL [PK95]. Bestimmte Aggregatfunktionen, wie die Anzahl der
erlaubten Ressourcen, die pro Ergebnis für einen bestimmten Platzhalter
aus der Anfrage eingesetzt werden könnten, lassen sich auch auf andere
Weise in die Visualisierung integrieren. Beispielsweise kann dies in Form
von Kardinalitäten für grafische Elemente geschehen [SBM+93; BIJ01].
252.3 Visuelle Filtertechniken
Vereinzelt findet sich zudem eine Unterstützung von Allquantoren. So
erlaubt es das in Abbildung 2.10b gezeigte PESTO, bestimmte Knoten
als Einschränkung für alle verbundenen Elemente desselben Typs festzule-
gen, statt nur die Existenz eines auf diese Weise verbundenen Elements zu
fordern [CHM+96].
2.3.1.2 Flüsse, Rohre und Ströme
Ein alternativer Node-Link-basierter Ansatz besteht darin, statt Objekt-
graphmustern Filterkriterien und logische Verknüpfungen zwischen diesen
darzustellen. Dazu wurde ursprünglich unter dem Namen Filter/Flow
ein entsprechendes Konzept vorgestellt [Shn91; YS93; Shn94]. Die Kanten
dienen zur logischen Verknüpfung der Filterkriterien. Dabei wird kein boo-
lescher Ausdrucksbaum nachgebildet. Vielmehr wird über die Kanten ein
Flussgraph aufgebaut. Jeder Pfad durch den Flussgraphen stellt eine mög-
liche Kombination von Filterkriterien dar. Alle Kriterien aus dieser Kom-
bination müssen erfüllt werden, damit ein Datenelement Eingang in eine
bestimmte Ergebnismenge am Ende jenes Pfades erhält. Analog zu elektri-
schen Schaltungen sind Filter in parallelen Flüssen somit zu Disjunktionen
zusammengefügt. Filter, die sequenziell aufeinander folgen, bilden hingegen
eine Konjunktion (Abbildung 2.11a). Benutzer können in dieser Darstellung
auf einfache Weise nachverfolgen [YS93], welche Datenelemente die Filter-
einschränkungen erfüllen und somit in eine Ergebnismenge am Ende des
Graphen gelangen (Abbildung 2.11b).
Entsprechend dem Namen Filter/Flow wurde die Darstellung an-
hand einer Flussmetapher erklärt, bei der Daten wie Flüsse durch Filter
fließen. Die Filter können Teile der Daten ausschließen. Dadurch nimmt die
Dicke der Flüsse ab. Auf diese Weise entsteht ein ungefährer Eindruck vom
Umfang der Ergebnismenge nach jedem Filter (Abbildung 2.11c). Benutzer
können somit die Anfragen iterativ verfeinern, wenn die geeigneten Such-
parameter noch nicht von Anfang an klar sind [Mar06]. Eine Alternative
zur variablen Flussdicke stellt eine Anzeige der Größe der an jedem Knoten
anliegenden Datenmenge durch einen „Ladebalken“ dar [Bos15, 24f.].
Mit diesem Modell sollte eine intuitive Verständlichkeit boolescher Ver-
knüpfungen durch Benutzer erreicht werden, ohne dass diese in der Lage sein
müssen, textuelle boolesche Ausdrücke verstehen oder formulieren zu kön-
nen. Die bessere Verständlichkeit dieser grafischen Notation im Vergleich zu
booleschen Ausdrücken in SQL-Syntax (siehe Abschnitt 2.2.1) wurde auch
in einer Benutzerstudie belegt [YS93].
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j
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l
(a) Grundlegendes Funktionsprinzip eines Filter/Flow-Graphen: Die Knoten
stellen Filter dar, sodass etwaige aus l austretende Datenelemente der Bedingung
a^ b^ pc_ pd^ pp e^ fq _ pg^ h^ iq _ jq ^ kqq ^ l genügen. Filter, welche
die Negation einer Bedingung erfordern, sind farblich invertiert dargestellt.
a b
c
d
e f
g h i
j
k
l
(b) Filterung in dem Filter/Flow-Graphen aus Abbildung 2.11a: Im Beispiel
wird ein Datenelement angenommen, welches genau die Bedingungen a, b, d, f, g, l
(und somit auch  c, e, h, i, j, k) erfüllt. Die Pfade, die dieses Datenele-
ment durchlaufen kann, sind grün hervorgehoben.
a b
c
d
e f
g h i
j
k
l
(c) Die Dicke der Flüsse in einem Filter/Flow-Graphen vermittelt einen Ein-
druck vom Umfang der Datenmenge nach jedem Filter. Im abgebildeten Bei-
spiel erfüllen beträchtliche Teile der Datenmenge nicht die Bedingungen c und
j, während anhand der Bedingung g praktisch überhaupt keine Datenelemente
aussortiert werden.
Abbildung 2.11: Grundlagen des Filter/Flow-Konzepts [Shn91; YS93;
Shn94].
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Eine Reihe von Arbeiten erweiterte das Filter/Flow-Konzept in un-
terschiedlicher Hinsicht2. Eine der häufigsten oberflächlichen Veränderun-
gen in der grafischen Darstellung bestand darin, dass nicht wie im ur-
sprünglichen Konzept sämtliche Flüsse in derselben Richtung verlaufen.
Statt dessen können Knoten in mehreren Erweiterungen frei platziert wer-
den [HSM+06; EST08; SHT+07; TIC09; JGZ+11]. Das Merkmal, die
Flussbreite in Abhängigkeit von der Größe der Ergebnismenge zu variie-
ren, wurde nicht immer aufgegriffen [SHT+07]. Teilweise wurde es durch
explizite Zwischenergebnislisten ersetzt [MAG+04; HSM+06; JE13].
In den ursprünglichen Arbeiten zum Thema Filter/Flow wurde kei-
ne explizite Einschränkung gemacht, welche Filterfunktionen in Filterkno-
ten zu finden sind. Die gezeigten Beispiele beschränkten sich auf Auswahl-
listen [YS93] und Zahlenbereiche [Shn94]. Erweiterungen wie DataMea-
dow [EST08] (Abbildung 2.12a) und FacetStreams [JGZ+11] (Abbil-
dung 2.12b) verwendeten weitergehende Filtertypen. Manche davon waren
für bestimmte Anwendungsgebiete spezialisiert, wie zum Beispiel Patentsu-
che [KBG+09] oder wie in Abbildung 2.13 gezeigt die Filterung nach geogra-
fischen Beziehungen [MAG+04]. Analog zu manchen Objektgraph-basierten
Verfahren [HZL08] können daher für Flussgraphen zusätzliche Filterknoten
für bestimmte Datentypen und Anwendungszwecke vorgesehen werden.
In der Verwendung für sogenannte Mashup-Systeme wie Yahoo! Pipes
wurde der ursprüngliche Einsatzzweck des Filter/Flow-Konzepts teil-
weise abgewandelt. Zwar taucht auch bei Yahoo! Pipes die Filterung von
Daten auf. Der Fokus liegt jedoch auf der Zusammenführung und Umstruk-
turierung von Daten aus unterschiedlichen Datenquellen [SHT+07]. Dies
wird in den auf Yahoo! Pipes aufbauenden Erweiterungen beibehalten.
Diese Erweiterungen extrahieren ihre Daten nicht mit spezialisierten Fil-
tern aus diversen Webdiensten. Statt dessen erzeugen sie intern SPARQL-
Anfragen (siehe Abschnitt 2.2.2). Diese Anfragen werden an standardisierte
SPARQL-Endpunkte geschickt [MPP+07; JD08].
Das Konzept ExPlates verwendet Flüsse gleichermaßen zur Zusam-
menführung, Umwandlung und Visualisierung von Daten [JE13]. Die ent-
fernt verwandte Technik VIQUEN bietet ebenso viele Möglichkeiten, die
Eingangsdaten zu einem Ergebnisgraphen der gewünschten Struktur umzu-
formen [Del10].
Kaleidoquery bricht aus der ursprünglichen Flussmetapher aus. In
diesem Konzept haben wie in Abbildung 2.14 gezeigt Einschränkungen
für verschachtelte Objekte auch flussaufwärts beziehungsweise in paralle-
len Flussarmen eine Wirkung [MPG98]. Lark entfernt sich ebenso vom
2Dabei wurden mitunter alternative Bezeichnungen verwendet, sodass statt von Flüs-
sen von Rohren [SHT+07; MPP+07] oder Strömen [JGZ+11] gesprochen wurde. Im
weiteren Sinn kann die Funktionsweise von Begriffsverbänden [MGA+11] ebenfalls als
Filter/Flow-basiert angesehen werden.
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(a) Die Filterknoten in DataMeadow (hier:
Filterung deutscher Ortschaften nach Ein-
wohnerzahl, Höhe und Koordinaten) erlau-
ben das gleichzeitige Filtern nach mehre-
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(b) Die Filterknoten in Facet-
Streams (hier: Auswahl von
EU-Staaten mit Millionenstäd-
ten) sind für Touch-Bedienung
auf horizontalen Bildschirmen
ausgelegt [JGZ+11].
Abbildung 2.12: Filterknoten in diversen Erweiterungen des Filter/Flow-
Konzepts.
Road
Town
Artype = "Autobahn"
Road, Town
Abbildung 2.13: In der spatialen Filter/Flow-Variante nach Morris et
al. [MAG+04] können Autobahnen ermittelt werden, welche durch Ort-
schaften hindurchgebaut wurden.
anfänglichen Konzept, da aufgespaltene Flüsse nicht wieder zusammenge-
führt werden [TIC09]. Andererseits können in Lark mehrere Ergebnisbe-
reiche an den Graphen angefügt werden, wie in FindFlow [HSM+06] und
ExPlates [JE13].
HyperFlow basiert ebenfalls auf Flussgraphen. Diese sind jedoch
eher dazu da, den Ablauf eines Filter- und Verarbeitungsprozesses aus-
zudrücken [DP05]. Bedingungen können als Knoten beziehungsweise
verschachtelte Graphen in die Flüsse eingebunden sein. Dabei werden
boolesche Verknüpfungen selber nicht als Flussgraphen, sondern als
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name
Companies
staﬀ all
age < 50
Abbildung 2.14: Eine ähnliche Anfrage wie in Abbildung 2.10b, welche Un-
ternehmen sucht, deren gesamte Belegschaft unter 50 Jahre alt ist, hier
dargestellt in Kaleidoquery [MPG98]. Kaleidoquery bricht teilweise
aus der Flussmetapher aus, da die Bedingung age   50 Einfluss auf die
Datenmenge am name-Knoten hat, welcher entlang der gerichteten Kanten
nicht von der Bedingung aus erreichbar ist.
Ausdrucksbäume dargestellt. HyperFlow baut somit nicht auf dem
Filter/Flow-Konzept auf. Ähnlich verhält es sich mit der Visualisierung
von PROGRES, welche auf Flussgraphen basiert, aber die einzelnen
Bestandteile von Bedingungen nicht weiter grafisch aufschlüsselt [Sch94].
Von diesen flussbasierten Ansätzen zu unterscheiden ist das Konzept
DiLiA.DiLiA drückt zwar wie das Filter/Flow-Konzept logische Bezie-
hungen durch Kanten aus, insgesamt stellt es allerdings keinen gerichteten
Graphen dar [Sei11]. Vielmehr werden über die Kanten alle als Knoten auf-
gelisteten Kriterien zu paarweisen Konjunktionen zusammengefasst. Durch
Interaktion können Disjunktionen und Konjunktionen mit negierten Krite-
rien erzeugt werden. Diese Disjunktionen und Konjunktionen werden dann
aber lediglich textuell angezeigt. Analog zum Filter/Flow-Konzept wird
auf den Konjunktionskanten eine Vorschau für die Größe der jeweiligen Er-
gebnismenge dargestellt.
2.3.2 Tabellenbasierte Ansätze
Eine vergleichsweise geringe Anzahl von Filtervisualisierungen geht von
Tabellen als Grundlage aus. Ein Beispiel ist das auf Karnaugh-Veitch-
Diagrammen basierende und in Abbildung 2.15 dargestellte KMVQL. Es
generiert durch das Markieren von Tabellenzellen Filterausdrücke in dis-
junktiver Normalform [Huo08]. Auch Adjazenzmatrizen von Graphen kön-
nen als Grundlage für tabellenbasierte Visualisierungen dienen [HFM07;
BPL+11]. Dabei steht die Anfragevisualisierung selber allerdings mitunter
im Hintergrund [EDG+08; GFM+11].
Einige frühe Konzepte verwenden eine tabellarische Darstellung, um di-
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Abbildung 2.15: Suche nach Publikationen auf der Konferenz ESWC zwi-
schen 2010 und 2013 in der Tabellenansicht von KMVQL [Huo08]. Über
die Auswahl von Tabellenzellen wird hier der Ausdruck pauthorCount ¡
3q ^  pcontainsptitle, „SPARQL“q ^ ppageCount ¡ 5qq gebildet.
rekt die Eingabe von Beschränkungen für Tabellenspalten aus einer Daten-
bank zu ermöglichen. VKML erlaubt die Auswahl von Facetten der Daten-
sammlung in einem Entity-Relationship-Diagramm. Filtereinschränkungen
werden dann jedoch in einer Tabelle getätigt [SCT91]. HIQUEL scheint
ebenfalls Tabellen zu enthalten, die nach einem ähnlichen Prinzip funktio-
nieren [UZ83]3. Gleichermaßen werden inGRAQULA Tabellen für die Dar-
stellung einzelner Attributbeschränkungen verwendet [SBM+93], wie oben
in den Abbildungen 2.5b und 2.8a zu sehen ist. In der näheren Vergangen-
heit wurde mit tFacet auf Tabellen aufgebaut. Dieses Konzept unterstützt
eine Objektgraphstruktur durch die Verschachtelung und Unterteilung von
Zellen [BH11].
2.3.3 Mengenorientierte Ansätze
Venn-Diagramme können eingesetzt werden, um Verknüpfungen von Filter-
kriterien in Form von Operationen auf den Ergebnismengen auszudrücken.
VQuery ermöglicht das Hinzufügen von Kriterien als Schlüsselwörter, wel-
che dann als elliptische Mengen dargestellt werden [Jon98]. Durch Überein-
anderschieben und Markieren dieser Ellipsen und ihrer Schnittflächen kön-
nen wie in Abbildung 2.16a dargestellt die booleschen Operatoren „und“,
„oder“ und „nicht“ ausgedrückt werden. Ein Eindruck von der Größe der Er-
gebnismengen ist in VQuery jeweils nur durch die Anzeige einer Zahl gege-
3Laut einem Survey-Paper [Cha97]; die originale Publikation zu HIQUEL war nicht
auffindbar.
312.3 Visuelle Filtertechniken
Active query
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(a) VQuery verwendet Venn-Diagramme, um
Suchanfragen darzustellen [Jon98]. Die gezeig-
te Anfrage bezieht sich ausschließlich auf Be-
standteile von Publikationstiteln und sucht
somit Veröffentlichungen, in deren Titel die
Wörter „RDF“, „OWL“ und „Turtle“, „OWL“
und „FOAF“ oder „semantic“ aber nicht
„SPARQL“ vorkommen.
location
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?title
(b) In PICASSO dienen Venn-
Diagramme zur Darstellung von
Hypergraphen [KKS88]. Die ge-
zeigte Anfrage ermittelt Titel
von Publikationen, die auf be-
liebigen Konferenzen vorgestellt
wurden, welche in Berlin statt-
fanden.
Abbildung 2.16:Beispiele mengenorientierter Anfragevisualisierungen.
ben. Prinzipiell können Größe und Position der Kreise in Venn-Diagrammen
aber so gewählt werden, dass die Flächen proportional mit dem Umfang der
dargestellten Datenmenge wachsen [HVA08]. Das Konzept OQD vereinigt
die in Abschnitt 2.3.1.1 erläuterte Objektgraph-basierte Darstellung mit
Venn-Diagrammen. Dazu werden, wie oben in Abbildung 2.8d gezeigt, Kno-
ten eines Node-Link-Diagramms direkt als Mengen in Venn-Diagrammen
genutzt [KM93].
Im Gegensatz zu den eben genannten Ansätzen können Venn-
Diagramme ebenso auf Grundlage separat eingegebener Bedingungen
so generiert werden, dass sich alle booleschen Kombinationen ergeben und
der Benutzer die gewünschte(n) Kombination(en) auswählen kann [Mic82].
Es wird also eine ähnliche Idee wie im oben genannten KMVQL (siehe
Abschnitt 2.3.2) verfolgt. Bei mehr als vier Bedingungen können die Venn-
Diagramme jedoch geometrisch relativ komplex und damit unübersichtlich
werden [Grü99].
Hypergraphen lassen sich als Mengen von Mengen darstellen. Jede der
Mengen repräsentiert dabei eine Kante, welche die mit der Kante ver-
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bundenen Knoten enthält. Aufbauend auf dieser Darstellungsform können
ebenfalls Suchanfragen definiert werden. Im in Abbildung 2.16b gezeigten
Konzept PICASSO drücken Schnittmengen nicht die Konjunktion mehre-
rer Filterkriterien aus, sondern einen Bezug zwischen mehreren Hyperkan-
ten [KKS88].
2.3.4 Ansätze ohne feste Notation
Eine Reihe von Techniken verwendet keine Kombination vordefinierter Sym-
bole zur Darstellung von Filterkriterien. Statt dessen werden grafische Pri-
mitive unterschiedlich positioniert, um entweder auf abstrakte Weise Kri-
terien auszudrücken oder direkt für Menschen erkennbare Grafiken bilden.
In InfoCrystal werden beispielsweise die logischen Verknüpfungen
symbolisch ausgedrückt [Spo93]. Ansätze wie SageBrush stellen ein Bei-
spiel dafür dar, wie Informationen auf abstrakte Weise in einer einfach
konstruierbaren visuellen Notation integriert werden können [RKM+94].
SageBrush ist zwar selber nicht für Anfragen gedacht. Es beinhaltet aber
als Editor für Informationsvisualisierung aus grafischen Primitiven ähnliche
Konstruktionsaspekte.
Alternativ lassen sich die atomaren Filterkriterien grafisch darstel-
len [JS09]. Da hierbei konkrete Sachverhalte ausgedrückt werden müssen,
sind derartige visuelle Repräsentationen aber durch ihr Vokabular oft
auf einen bestimmten Anwendungsbereich begrenzt [VKS+12]. Diese
Einschränkung lässt sich nur über die Definition eines umfangreichen
visuellen Vokabulars wie Picsyms [Car85], MediaGlyphs [Ins02] oder
iConji [Ove10] umgehen. Andernfalls ist ein hoher Grad an Abstraktion
und eine vollständig benutzerseitige Anpassung der konkreten visuellen
Symbole notwendig. Dieser Weg wird beispielsweise im DOODLE-
Ansatz gewählt [Cru92]. Letztendlich können aber auch Zeitleisten (siehe
Abschnitt 2.3.5) und Landkarten (siehe Abschnitt 2.3.6) als grafische
Repräsentationen bestimmter Kriterien aufgefasst werden.
Ebenfalls zu dieser Kategorie zählen Konzepte, bei denen der grafische
Aspekt sich auf die Position von Filterbestandteilen in Bezug auf die dar-
gestellten Ergebnisse bezieht. Beispielsweise wird im Konzept Dust and
Magnet wie in Abbildung 2.17 dargestellt eine Magnetmetapher ange-
wendet. Dabei werden Datenelemente in Richtung von frei auf einer Fläche
platzierbaren Filtern verschoben, wenn die pro Magnet konfigurierten Be-
dingungen von den Datenelementen erfüllt werden [SMS+05]. Dasselbe trifft
auf davon abgeleitete Konzepte wie Magnet Mail [CL09], CloudMon-
ster [CHB09], PhotoMagnets [CRB10] oder den Ansatz von Spritzer
und Freitas [SF08] zu.
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Abbildung 2.17: Anziehung der Zahlen von 1 bis 9 (als runde Staubpartikel)
durch (quadratische) Magneten in Abhängigkeit des abgerundeten Quoti-
enten aus der Division durch 2 beziehungsweise 3 im Konzept Dust and
Magnet [SMS+05]. 1 (ganz unten) wird von gar keinem Magneten angezo-
gen, die meisten Zahlen werden teilweise von beiden Magneten angezogen,
jedoch stärker vom geteilt-durch-2-Magneten, und bei Zahlen wie 8 (oberer
linker Partikel) überwiegt die Anziehungskraft durch diesen Magneten deut-
lich. Die Bedeutung der einzelnen Staubpartikel ist in der Visualisierung
nicht direkt sichtbar, kann in Implementierungen aber interaktiv abgerufen
werden.
2.3.5 Zeitbasierte Ansätze
Genau wie textuelle Anfragesprachen speziell für zeitbezogene Abfragen
erweitert wurden (beispielsweise TQuel [Sno87]), wurden auch diverse
Visualisierungen für Suchanfragen mit Zeitbezug vorgeschlagen. Ansätze,
welche Daten lediglich übersichtlich darstellen und gegebenenfalls zusam-
menfassen, um eine manuelle Filterung zu erleichtern, konzentrieren sich
bei temporalen Daten oft darauf, die Daten auf Grundlage einer Zeitlei-
ste anzuordnen. Beispielsweise werden im Projekt Lifelines Ereignisfolgen
anhand einzelner Ereignisse relativ zueinander ausgerichtet, wie in Abbil-
dung 2.18 zu sehen ist. Daraufhin werden mögliche Übereinstimmungen
sichtbar [WPQ+08]. CircleView stellt die Veränderungen mehrerer Ska-
lare im Verlauf der Zeit auf kompakte Weise dar [KSS04]. FpMapViz gibt
einen Überblick über algorithmisch identifizierte zyklisch wiederkehrende
Muster [LJI11]. Letztendlich kann die allgemeine Granularität der zeitli-
chen Skala durch regelmäßige Muster angedeutet werden [CO12].
Mit EventFlow wurde eine Visualisierungstransformation definiert,
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Location 1
Snowfall
Wind
Location 2
Snowfall
Rain
Align by [ﬁrst snowfall]
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Abbildung 2.18: In Lifelines können verschiedene Ereignisabfolgen anhand
von Schlüsselereignissen zueinander ausgerichtet und auf diese Weise vergli-
chen werden [WPQ+08]. Im gezeigten Beispiel werden (fiktive) Wetterdaten
zweier Orte angezeigt.
welche Details in Ereignisketten zugunsten des groben Überblicks über die
wichtigsten Phasen und Übereinstimmungen ausblendet [MLL+13]. Das Er-
kennen bestimmter Sachverhalte im Zusammenhang mit der zeitlichen Ein-
ordnung der Daten wird auf diese Weise unterstützt. Konkrete Anfragen
werden dabei jedoch nicht visuell ausgedrückt.
Neben diesen Ansätzen, die Benutzern das selbständige Suchen in der
Gesamtdatenmenge erleichtern, existieren hier wiederum einige Techniken,
welche die Suchanfragen oder -parameter an sich visualisieren. Die zwei
grundlegenden erkennbaren Richtungen befassen sich einerseits mit Mustern
in zeitabhängigen skalaren Werten und andererseits mit Abfolgen logischer
Ereignisse.
Zeitabhängige Skalare Zeitabhängige Skalare können auf einfache Weise
als Wert-Zeit-Diagramme dargestellt werden. Infolgedessen bauen Ansätze
zur Suche in solchen Zeitreihen zum Teil auf Wert-Zeit-Diagrammen auf.
Durch Timeboxes können in angezeigten Zeitreihen einzelne Ausschnit-
te markiert werden. Dies dient dazu, Zeitreihen mit übereinstimmenden
Werteänderungen zu finden [HS01]. Dabei müssen die konkreten Zeitin-
tervalle nicht exakt übereinstimmen [KHS02]. Auf diese Weise gefilterte
Daten können dann nach anderen Kriterien (beispielsweise einer Vorreiter-
oder Nachzüglerrolle gegenüber anderen Zeitreihen) weiter gefiltert wer-
den [HS04]. Um mit der Filterung oder Suche zu beginnen, ist jedoch stets
die Anzeige einiger oder aller Zeitreihen erforderlich. Es kann also keine An-
frage vorbereitet werden, wenn noch keine Daten vorliegen. QuerySketch
erlaubt hingegen das Skizzieren des gewünschten Kurvenverlaufs [Wat01].
Folglich können mit QuerySketch auch Hypothesen zum Vorhandensein
bestimmter Zeitreihen überprüft werden.
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Ereignisabfolgen Werden statt skalaren Werten Ereignisse, Zustän-
de oder andere potenziell komplexe logische Einheiten betrachtet, ist
die einfachste Darstellungsform eine reine Aneinanderreihung [CCM92;
KCH10; LWW+13; ZDF+15]. Diese Repräsentation kann für Anfragen
genutzt werden, indem die gesuchten Ereignisse – oder deren Ausblei-
ben [MLM+13] – der Reihe nach angegeben werden. Dies ist beispielsweise
in MQuery der Fall, wo sich Zeitabstände zwischen den gesuchten Er-
eignissen angeben lassen. Diese Abstände werden jedoch nur textuell
dargestellt [DC96]. Gleiches gilt für DecisionFlow [GS14]. Entsprechend
werden in Lifelines Ereignisbezeichnungen einfach aneinandergereiht. Ei-
ne Visualisierung der zeitlichen Zusammenhänge erfolgt erst für gefundene
Ergebnisse [WPQ+08]. ActiviTree reiht aufeinanderfolgende Ereignisse
ebenfalls aneinander. Dabei wird jeweils angedeutet, welche unterschiedli-
chen Ereignisse der gesuchten Sequenz in der aggregierten Ergebnismenge
vorausgehen und folgen [VJC09].
Intervalle und Zeiträume Um Zeitabstände zwischen Ereignissen zu ver-
deutlichen, können diese als proportionale oder angedeutete Abstände zwi-
schen den visuellen Ereigniselementen angezeigt werden. Bei der Ähnlich-
keitssuche in Ereignissequenzen werden konkrete Zeitabstände zwischen Er-
eignissen proportional dargestellt, wobei gefundene Sequenzen in einem ge-
wissen Rahmen von der Vorgabe abweichen dürfen [WPT+12]. Darstellun-
gen wie die von Pattern Finder [FKS+06] stellen unmittelbar aufeinan-
derfolgende Ereignisse in direkter Nachbarschaft dar. Demgegenüber stehen
zeitlich getrennte Ereignisse, die auch visuell wie in Abbildung 2.19a ge-
zeigt durch einen Abstandhalter getrennt sind. Dieser Abstandhalter kann
mit weiteren Einschränkungen versehen werden, die den genauen, Mindest-
oder Maximalabstand zwischen den Ereignissen betreffen [CO12]. Gleicher-
maßen werden solche Einschränkungen in Practice Explorer verwen-
det [ENV+07], welcher in Abbildung 2.19b dargestellt ist. Um ungefähre
Zeitabstände visuell auszudrücken, kann auf Ansätze wie PlanningLines
zurückgegriffen werden. Im Vergleich mit textuellen Angaben zu ungefähren
Zeitabständen haben sie sich als relativ schnell lesbar gezeigt [AMT+05]. An
Stelle von beschreibenden Texten können die Ereignisse selbst als Grafiken
ausgedrückt werden. Dies ist inQueryMarvel [JS09] und dem darauf auf-
bauenden VizPattern [JS10] der Fall, wie in Abbildung 2.19c sowie unten
in Abbildung 2.20 zu sehen ist. Diese Techniken sehen zudem Disjunktionen
und Konjunktionen von Ereignissen vor.
Neben einem direkten Anschluss und einem zeitlichen Abstand können
zwischen Ereignissen ebenfalls weitere temporale Beziehungen bestehen. Als
Beispiel sei die teilweise oder komplette Überschneidung von Ereignissen ge-
nannt. Diese Beziehungen lassen sich zu einer geringen Anzahl temporaler
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(c) QueryMarvel [JS09]/VizPattern [JS10] – der erste Februar 2014 als Start-
datum wird nicht in der Visualisierung gezeigt. Da die Grafiken stark domänen-
abhängig sind, wurden für das gezeigte Beispiel eigene Grafiken für „Nebel“ und
„Eis“ gewählt.
Abbildung 2.19: „Finde Gegebenheiten im Februar 2014, bei denen maximal
drei Tage nach Nebel Eis folgte.“ in mehreren zeitbasierten Anfragevisuali-
sierungen.
Operatoren abstrahieren [All83]. Die Operatoren werden für die Darstellung
in TVQL in einzelne Vergleiche zwischen Start- und Endzeitpunkten von
Ereignispaaren aufgetrennt [HR95]. In einer Anfragesprache basierend auf
dem temporalen erweiterten Entity-Relationship-Modell wer-
den ähnliche Operatoren verwendet und als Relationen zwischen Zeiträu-
men visualisiert [KG95]. Ähnlich wurde in mindestens einem weiteren An-
satz vorgegangen [FSC97].
Ereignisse müssen nicht zwangsläufig als punktuell angenommen wer-
den. Alternativ können sie auch als Phasen mit einer Dauer modelliert wer-
den. Mit dieser Interpretation bietet sich eine Balkendarstellung an [FC00;
VEC07; VJC09]. Anfänge und Enden der Balken können durch Verbin-
dungselemente zueinander in Beziehung gesetzt werden [CC03; CO12].
Disjunktionen aus alternativen Ereignissequenzen können getrennt von
der Zeitleistendarstellung angezeigt werden [CO12]. Ebenso lassen sich die
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Disjunktionen direkt in die Grafik integrieren. Alternative Abläufe verlaufen
ähnlich wie in Filter/Flow-Graphen (siehe Abschnitt 2.3.1.2) parallel
zueinander [ENV+07; JS09; JS10; ZDF+15].
2.3.6 Räumliche und geometrische Filterung
Für visuelle Filteranfragen in Bezug auf geometrische oder geografische
Sachverhalte wird häufig auf bestehende Anfragevisualisierungsparadigmen
unter Einbeziehung Geometrie-bezogener Operatoren zurückgegriffen. Ci-
gales stellt Objektgraphmuster als Node-Link-Diagramm dar (siehe Ab-
schnitt 2.3.1.1), bietet aber speziell ortsbezogene Operatoren an [CM94].
Morris et al. haben das Filter/Flow-Konzept (siehe Abschnitt 2.3.1.2)
wie oben in Abbildung 2.13 gezeigt für räumliche Zusammenhänge ange-
passt [MAG+04].
Ein anderer Weg wird von Konzepten beschritten, welche die Anfrage
direkt in die Visualisierung der geometrischen Bezüge einbetten. So wurde
beispielsweise eine Technik vorgeschlagen, um Operatoren für geometrische
Einschränkungen in ein dreidimensionales partielles Modell eines Gebäudes
einzubinden [HB14].
2.3.7 Filterung in Objektgraphen
Um innerhalb einer Anfrage Bezüge zwischen bestimmten Objekten her-
zustellen, lassen sich zusammenfassend einige unterschiedliche Ansätze er-
kennen. Objekte können mit Namen versehen sein [DGJ+95; GGS11] oder
wie in Abbildung 2.20 gezeigt durch individuelle Farben identifiziert wer-
den [CO12; JS09]. Eine weitere Option besteht darin, für jedes Objekt
einen separaten Kontext (beispielsweise eine Lebenslinie wie mit Soft-
Graph [CCM92] oder bei UML-Sequenzdiagrammen [Obj15, S. 593ff.])
bereitzustellen.
Abbildung 2.20:Eine QueryMarvel-Anfrage [JS09] nach einer Gegebenheit,
bei der eine Straße nach einem Regen nass war und eine andere nach star-
ker Sonneneinstrahlung Risse bekommen hat. Die unterschiedlichen Straßen
werden durch farbige Markierungen identifiziert.
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2.4 Anwendungsgebiete für visuelle Anfragen
In diesem Abschnitt soll ein kurzer Überblick über die Themengebiete ge-
geben werden, in deren Rahmen komplexe Anfragen und insbesondere An-
fragevisualisierungen in der Literatur hauptsächlich verwendet werden. Nur
tiefergehende Betrachtungen von Anwendungsfällen werden berücksichtigt.
Beispiele, deren Szenarien nicht näher erläutert sind, werden nicht mitaufge-
nommen. Einige der gesammelten Themengebiete werden in nachfolgenden
Kapiteln dieser Arbeit herangezogen, um Einsatzbeispiele der vorgestellten
erweiterten und neuen Konzepte zu präsentieren.
2.4.1 Biologie
Komplexe Anfragen tauchen in diversen Teilbereichen der Biologie auf. Ei-
nerseits kann es um das Auffinden bekannter Sachverhalte innerhalb grö-
ßerer Datenmengen gehen. Dies betrifft sowohl die makroskopische [Del10;
MGA+11] als auch die mikroskopische [DP05; JBX+10; BWW+05] Ebe-
ne. Andererseits kann ein Zweck der Anfragen darin liegen, bislang unbe-
kannte Eigenschaften oder Zusammenhänge zu entdecken [HVA08]. Ebenso
werden häufig Veränderungen von Werten im Verlauf der Zeit berücksich-
tigt [HS04]. Meist ist dies im medizinischen Bereich im Hinblick auf den
Krankheitsverlauf oder die Wirkung von Medikamenten bei Patienten von
Interesse [DC96; FKS+06; JS09; RWW+11; MLM+13; GS14; PW14]. Ein-
zelne der Arbeiten in diesem Bereich greifen tatsächliche Anfragen aus dem
betreffenden Themengebiet auf [Del10].
2.4.2 Administrative Datenbanken
In Datenbanken zum Verwalten von Personen- und Organisationsdaten lie-
gen häufig unterschiedliche Angaben zu jedem Datensatz vor. Dadurch kann
eine facettierte Suche notwendig werden, wie in der Anfrage aus Abbil-
dung 2.5 beispielhaft illustriert ist. Entsprechend greifen einige der Kon-
zepte für Anfragevisualisierungen auf derartige Datenbanken zurück. Daten-
banken von Einwohnern [EST08] oder registrierten Organisationen [HVG14]
eines Landes bieten sich hierbei an. Ebenfalls kann eine Datensamm-
lung Mitarbeiterdaten [Shn91; MPG98; DGJ+95], Studentendaten [EST08;
CEC87] oder eine Mischung daraus [CHM+96; Feg99] enthalten. Glei-
chermaßen bieten allgemeine Informationen zum Zustand und der Wirt-
schaft eines Landes Gelegenheit für den Einsatz komplexer Suchanfra-
gen [HMF+10]. Letztendlich werden auch die internen Organisationsstruk-
turen in Unternehmen betrachtet. Diese bringen Kunden mit Vorgängen in
Zusammenhang, wie es beispielsweise bei Flugbuchungen [SS93], Buchbe-
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stellungen [CCD+99] oder Kunden einer Bank und ihren Konten [KKS88]
geschieht.
2.4.3 Produktauswahl
Die Auswahl eines Produkts hängt inhärent von verschiedenen Faktoren
ab, die von jedem Kunden anders bewertet werden können. Folglich er-
gibt sich bei der Produktsuche oft die Notwendigkeit komplexer Anfragen.
Beispielsweise trifft dies auf Digitalkameras [EST08], Autos [Huo08] und
Hotels [JGZ+11] zu. Insbesondere bei der Wohnungssuche erfordern sowohl
Metainformationen [Shn94; HSM+06] als auch Daten zum strukturellen
Aufbau der Räume [LWL+13] komplexe Suchanfragen. Strukturell ähnlich
zu betrachten ist die Suche nach Musikstücken [GDH+09; CHB09] und
Filmen [AS94], sowie die Auswahl einer Bildungseinrichtung [Shn91]. Un-
ter Zuhilfenahme des Zeitbezugs kann ebenso nach bestimmten Mustern in
Aktienkursen gesucht werden [HS04; Wat01].
2.4.4 Wissenschaftliche Veröffentlichungen
Geht es um Anwendungsbeispiele in der wissenschaftlichen Literatur, so
ist die Suche nach Publikationen selbst ein gewissermaßen naheliegendes
Anwendungsgebiet. Die Anwendungsfälle basieren oft auf der Suche nach
Metadaten [GDH+09; Sei11]. Aufgrund der Verfügbarkeit entsprechender
Verzeichnisse wird hierbei oft auf reale Daten zurückgegriffen. Verzeichnisse
wie DBLP [CFT+08] oder INSPEC [Spo93] eignen sich dafür.
2.4.5 Allgemeines Verhalten
Insbesondere im Zusammenhang mit der Zeit können bestimmte Muster im
menschlichen Verhalten gesucht werden. Komplexe Suchanfragen werden
dabei zum Teil im Zusammenhang mit Alltagsabläufen genannt [VEC07;
PW14]. Dies bezieht thematisch begrenzte Situationen wie den Straßen-
verkehr mit ein [DVZ95]. Speziellere Abläufe, wie die Anmeldung zu einer
Prüfung [JS10], können ebenso im Fokus komplexer Suchanfragen stehen.
2.4.6 Reiseplanung
Komplexe Anfragen können im Gebiet der Routen- und Reiseplanung auf-
treten. Unter Berücksichtigung diverser benutzerspezifischer Einschränkun-
gen können beispielsweise Verbindungen mit öffentlichen Verkehrsmitteln
gesucht werden. In diesem Bereich wurden bislang nur vereinzelt Vorschlä-
ge für visuelle Anfragen gezeigt [CM94]. Diverse Arbeiten sehen allerdings
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komplexe Anfragen vor, in welchen eine bestimmte Ausstattung der Zwi-
schenhaltestellen [OBM+13] oder ein bestimmtes Geschäft in der Nähe von
Zwischenhalten [BSW+09; OBM+13] verlangt wird.
Dieses Anwendungsgebiet wurde auch im Projekt IP-KOM-ÖV be-
rührt, aus dem Teile der Forschung für dieses Promotionsvorhaben finan-
ziert wurden. Im Rahmen jenes Projekts wurde unter anderem ein semanti-
sches Modell zur Unterstützung komplexer Verbindungsanfragen im öffent-
lichen Verkehr entwickelt. Mit diesem können beispielsweise Zwischenstopps
für touristische Rundtouren über Attribute wie die Kategorie der Sehens-
würdigkeiten eingeschränkt werden [KBS14].
2.4.7 Sonstige
Weitere Themengebiete, die im Rahmen von Anfragebeispielen vorgestellt
werden, sind geschichtliche und archäologische Daten [Shn91; Shn94] so-
wie die technischen Zusammenhänge zwischen Bauteilen in einem Fahr-
zeug [MK93]. In eine ähnliche Richtung gehen auch Anfragen zum Aufbau
und zu Anforderungen für Software-Produkte [MC10] sowie zu Sicherheits-
restriktionen in Rechnersystemen [XSA08].
Als weiteres Anwendungsgebiet werden mitunter umfangreiche oder un-
übersichtliche Dokumentsammlungen herangezogen. Dies schließt die Suche
nach E-Mails [CL09], Fotos [CRB10] sowie nach Patenten [KBG+09] ein.
2.5 Datensammlungen
Für Beispiele in dieser Arbeit wird auf mehrere unterschiedliche Daten-
sammlungen zurückgegriffen. Diese Datensammlungen wurden sowohl in
Anlehnung an die in Abschnitt 2.4 beschriebenen Themengebiete als auch
nach Verfügbarkeit ausgewählt. Einige der Datensammlungen werden im
Verlauf der Arbeit immer wieder verwendet. Deshalb werden sie im Folgen-
den knapp beschrieben. Tabelle 2.1 gibt einen Überblick über die Eckdaten
dieser Datensammlungen.
2.5.1 DBpedia
Bei DBpedia handelt es sich um eine RDF-Datensammlung. Für ihren In-
halt werden Informationen aus Wikipedia extrahiert und in RDF-Tripel
überführt [ABK+07; LIJ+15]. Die Daten decken somit zahlreiche Themen-
4Es wurde jeweils auf die aktuelle, auf dbpedia.org verfügbare Version zugegriffen.
Die Angabe zur Anzahl der Tripel bezieht sich auf DBpedia 2014 [DBp15].
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Tabelle 2.1: Überblick über die im Verlauf dieser Arbeit wiederholt verwen-
deten Datensammlungen.
Datensammlung . Tripel . Stand .
DBpedia ~3.000.000.000 verschiedene4
Faceted DBLP ~11.000.000 Februar 2014
Linked MDB ~6.000.000 Februar 2014
CIA World Factbook ~160.000 März 2014
Stack Exchange ~600.000.000 19. Mai 2014
gebiete ab. Die Struktur und Vollständigkeit sind jedoch relativ uneinheit-
lich.
2.5.2 Faceted DBLP
Faceted DBLP ist eine RDF-Version des Publikationsverzeichnisses
DBLP [DB08]. Hierdurch wird das entsprechende Themengebiet aus den
verwandten Arbeiten abgedeckt (Abschnitt 2.4.4). Publikationen sind mit
ihren jeweiligen Fachzeitschriften beziehungsweise Konferenzen sowie mit
ihren Autoren verknüpft.
2.5.3 Linked MDB
Die Datensammlung Linked MDB enthält eine aus unterschiedlichen
Quellen zusammengesetzte Filmdatenbank [HC09]. Linked MDB bietet
nur eine begrenzte Menge an Informationen pro Film, hauptsächlich Dar-
steller und Regisseur(e). Dennoch lassen sich mit dieser Datensammlung
bereits einzelne Anfragen ähnlich wie die in Abschnitt 2.4.3 erwähnten Pro-
duktfilteranfragen modellieren.
2.5.4 CIA World Factbook
DasCIA World Factbook enthält politische, geografische und demogra-
fische Angaben zu Ländern der Erde. Diese Angaben ähneln zum Teil den
in Abschnitt 2.4.2 erwähnten administrativen Daten. Eine auf dem DAML-
Modell aufbauende RDF-Version dieser Daten steht zur Verfügung [Dea01].
2.5.5 Stack Exchange
Stack Exchange bezeichnet ein Netzwerk aus Frage-und-Antwort-Seiten.
Benutzer können dort zielgerichtet Fragen stellen und beantworten [Sta10].
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Das Netzwerk bietet über einhundert Frage-und-Antwort-Seiten zu unter-
schiedlichen Themen wie Programmierung (Stack Overflow), Hoch-
schulwesen (Academia Stack Exchange) oder Reisen (Travel Stack
Exchange) an. Benutzerkonten gelten netzwerkweit, wobei für jede einzel-
ne Seite ein Punktestand geführt wird, der auch als Qualitätskontrolle dient.
Stack Exchange veröffentlicht regelmäßig Schnappschüsse des gesamten
Netzwerkinhalts (wobei personenbezogene Informationen anonymisiert wer-
den), welche sich nach RDF überführen lassen.
Teil II
Neue und erweiterte
Ansätze zu visuellen
Anfragen
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Vorbemerkungen
In diesem Teil der Arbeit werden verschiedene Ansätze zur visuellen Formu-
lierung und Repräsentation von Filter- und Suchanfragen vorgestellt, die im
Rahmen des Promotionsvorhabens entwickelt wurden. Einige davon stellen
Erweiterungen bestehender Techniken dar (Filter/Flow-Erweiterungen
in Abschnitt 3.1,Magnetic Querying in Abschnitt 3.3). Weitere Konzep-
te wurden grundlegend neuentwickelt und haben nur stellenweise Ähnlich-
keit mit bestehenden Konzepten (QueryVOWL in Abschnitt 3.2, Filter
Dials in Abschnitt 3.4, Aspect Grid in Abschnitt 4.1.1 und VESPa in
Abschnitt 4.2).
Die Beschreibungen der Anfragekonzepte sind in zwei Gruppen geglie-
dert. Zunächst werden in Kapitel 3 Konzepte vorgestellt, die sich domänen-
unabhängig für die Suche in beliebigen Objektgraphen verwenden lassen.
Sie dienen zur Filterung und Suche von beliebigen strukturierten Daten. Der
Fokus dieser Visualisierungen liegt darauf, die Kombination unterschiedli-
cher Filterkriterien zu verdeutlichen. Zum Teil sind auch Möglichkeiten vor-
gesehen, einen vorläufigen Eindruck von der zu erwartenden Ergebnismenge
nach Ausführung der Anfrage darzustellen. Kapitel 4 enthält anschließend
Konzepte, welche auf bestimmte Einsatzgebiete oder Datentypen optimiert
sind. Zwar sind derartige Ansätze nur begrenzt nutzbar, andererseits sind
sie besonders intuitiv verwendbar, da Paradigmen zum Einsatz kommen,
die den Nutzern bereits bekannt und speziell auf die jeweiligen Domänen
oder Datentypen abgestimmt sind.
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Zur Filterung beliebiger Daten bieten sich generische Visualisierungskon-
zepte an. Sie erlauben den Zugriff auch auf unbekannte Datensammlungen,
ohne jeweils eine domänenspezifische Notation erlernen zu müssen. Gene-
rische Anfragevisualisierungen nutzen nicht die Besonderheiten bestimmter
Datentypen oder Datenschemata, die nur in einzelnen Domänen zum Tra-
gen kommen. Sie stützen sich allerdings auf strukturelle Eigenschaften der
graphbasierten Datensammlungen, die gefiltert werden sollen. Im Folgenden
werden mehrere dieser Konzepte vorgestellt, die unterschiedliche Gesichts-
punkte der Anfragen in den Vordergrund rücken.
3.1 Filter/Flow
Das Filter/Flow-Konzept (s. Abschnitt 2.3.1.2) hat zum Ziel, boolesche
Kombinationen von Filterkriterien darzustellen. In den verschiedenen vor-
gestellten Arbeiten wurden unterschiedliche Anpassungen für das Konzept
vorgeschlagen. Einige davon sind rein ästhetischer Natur, während andere
die Mächtigkeit des Konzepts erhöhen.
Im Rahmen dieses Promotionsvorhabens wurde das Erweiterte
Filter/Flow-Konzept als Kombination aus vielen dieser bisherigen
Anpassungen ausdefiniert (Abschnitt 3.1.2). Dabei wurden die folgenden
Erweiterungen vorgenommen:
 Dem Konzept wurden neue Elemente hinzugefügt, um bessere Unter-
stützung für die Filterung in Objektgraphen zu bieten.
 Die Flussvisualisierung wurde ausgebaut, um verschiedene Datenmen-
gen gleichzeitig zu filtern (Abschnitt 3.1.3).
 Eine Abbildung auf die Anfragesprache SPARQL wurde definiert, um
das Konzept über SPARQL-Endpoints auf RDF-Daten anwendbar
zu machen (Abschnitt 3.1.4).
Die im Folgenden präsentierten Inhalte wurden zum Teil bereits ander-
weitig veröffentlicht. Insbesondere wird auf den im Folgenden aufgeführ-
ten Arbeiten, an denen der Autor maßgeblich mitwirkte, aufgebaut:
HRE12 F. Haag, M. Raschke und T. Ertl. “Adaptable filter graphs –
towards highly-configurable query visualizations”. In: INFORMATIK
2012: Was bewegt uns in der/die Zukunft? Bd. 208. LNI. Gesellschaft
für Informatik e.V. (GI), 2012, S. 1059–1073
48 3 Allgemeine Ansätze
HLE12 F. Haag, S. Lohmann und T. Ertl. “Simplifying filter/flow gra-
phs by subgraph substitution”. In: Proc. Visual Languages and Human-
Centric Computing (VL/HCC ’12). IEEE, 2012, S. 145–148. doi: 10.
1109/VLHCC.2012.6344501
HLE13b F. Haag, S. Lohmann und T. Ertl. “Evaluating the readabili-
ty of Extended Filter/Flow graphs”. In: Proc. 2013 Graphics Interface
Conference (GI ’13). CIPS, 2013, S. 33–36
HLE14 F. Haag, S. Lohmann und T. Ertl. “SparqlFilterFlow: SPARQL
query composition for everyone”. In: The Semantic Web: ESWC 2014
Satellite Events. Bd. 8798. LNCS. Springer, 2014, S. 362–367. doi: 10.
1007/978-3-319-11955-7_49
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3.1.1 Reinterpretation des ursprünglichen Konzepts
Für das ursprüngliche Filter/Flow-Konzept wie im Abschnitt 2.3.1.2
beschrieben (FFK) gilt in den ursprünglichen Arbeiten [YS93; Shn94] die
Konvention, dass der Anfragegraph an genau einer Stelle beginnt und an
genau einer Stelle endet. Die Datenquelle ist somit implizit dem Beginn des
Filtergraphen vorgeschaltet. Die Zusammenführung von Daten aus unter-
schiedlichen Quellen ist damit nicht vorgesehen. Gleichermaßen ergibt sich
eine endgültige Ergebnismenge am Ende des Graphen. Die Darstellung meh-
rerer paralleler Filteroperationen, die in unterschiedliche Ergebnismengen
münden, ist auf diese Weise nicht möglich.
An Stelle eines festen Start- und Endpunkts des Filtergraphen kann man
sich Beginn und Ende auch als zwei zusätzliche Knoten vorstellen, wobei der
erste Knoten keine eingehenden Flüsse und der letzte Knoten keine abge-
493.1 Filter/Flow
henden Flüsse hat. In Analogie zu modularen Systemen wieAVS [UFK+89]
oder dem IRIS Explorer [Fou95] repräsentiert der erste Knoten dann die
Datenquelle, der letzte dient als Ergebnisanzeige.
Mit dieser Interpretation muss die FFK-Struktur eines azyklischen, ge-
richteten Graphen mit Flüssen und Filterknoten nicht geändert werden, um
auch mehrere Start- und Endpunkte im Filtergraphen vorzusehen. Indem
man Flüsse an mehreren Datenquellenknoten beginnen lässt, nutzt man das
FFK also dahingehend aus, dass auch Daten aus mehreren Quellen zusam-
mengeführt (wie in Yahoo! Pipes [SHT+07], siehe Seite 27) und parallele
Filtervorgänge repräsentiert werden können. Wird nicht erzwungen, dass
der Filtergraph zum Ende hin zu einem Fluss vereinigt wird, sondern an
mehreren Stellen endet, an denen jeweils Ergebnisknoten angefügt werden,
können die parallelen Filtervorgänge auch zu unterschiedlichen Ergebnis-
mengen führen (wie in den ab Seite 27 beschriebenen Konzepten Find-
Flow [HSM+06] der Lark [TIC09]). Zu einer gegebenen Problemstellung
können dann auch mehrere alternative Anfragen entworfen und ihre Ergeb-
nisse verglichen werden. So können beispielsweise Fehler bei der Anfrage-
erstellung erkannt werden, die durch unachtsames Abändern existierender
Anfragen entstanden sind [AP10]. In ExPlates waren beide Eigenschaf-
ten – die Zusammenführung mehrerer Datenquellen sowie die Einordnung
in mehrere Ergebnismengen – bereits enthalten [JE13].
Da wie oben erklärt Datenquellen- und Ergebnisanzeigeknoten vorhan-
den sind, ist zu überlegen, ob diese Sonderfälle darstellen, die nur an be-
stimmten Stellen im Filtergraphen auftreten dürfen. Für reine Datenquel-
lenknoten ist es schwer vorstellbar, dass sie eingehende Daten verarbeiten
könnten – die eingehende Datenmenge müsste dazu mit der aus dem Daten-
quellenknoten stammenden Datenmenge verbunden werden, was den Da-
tenquellenknoten zu einem komplexen Verbindungsknoten machen würde.
Sie sollten deshalb immer den Beginn von Flüssen in einem Filter/Flow-
Graphen darstellen. Ergebnisanzeigeknoten lassen sich hingegen intuitiv zu
herkömmlichen Filterknoten abstrahieren, indem man sie als Filterknoten,
deren Filterfunktion bezogen auf die eingehende Datenmenge die Identitäts-
funktion ist, interpretiert. Auf diese Weise lassen sich Ergebnisanzeigekno-
ten außer am Ende auch in der Mitte von Flüssen einbinden, da die aktuel-
le Datenmenge einfach unverändert an die stromabwärts liegenden Knoten
weitergeleitet wird. Dadurch entsteht die Möglichkeit, neben den finalen
Ergebnissen auch Zwischenergebnisse darzustellen, wie dies von Morris et
al. [MAG+04] sowie in FindFlow [HSM+06] vorgesehen ist. Ähnlich wie
in Lark [TIC09] – im weiteren Sinn auch wie in Anwendungen wie Tabu-
lator [BCC+06] oder NITELIGHT [RS08] – können auch verschiedene
Ergebnisvisualisierungen durch unterschiedliche Ergebnisanzeigeknoten un-
terstützt werden [TIC09].
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3.1.2 Erweitertes Filter/Flow-Konzept
Das Erweiterte Filter/Flow-Konzept (EFFK) baut auf der in Ab-
schnitt 3.1.1 beschriebenen Interpretation auf und vereint viele der im Ab-
schnitt 2.3.1.2 vorgestellten Erweiterungen zu einem integrierten Ansatz.
Während in bisherigen Arbeiten die Erweiterungen zum Teil nur implizit
oder nur in Bezug auf einzelne, bestimmte Filterknoten eingeführt wurden,
werden die angepassten Merkmale für das EFFK explizit definiert. Die fol-
genden Erweiterungen gegenüber dem FFK wurden definiert und sind im
Folgenden beschrieben:
 freie Platzierbarkeit von Knoten (Abschnitt 3.1.2.2)
 mehrere Rezeptoren und Emitter pro Knoten (Abschnitt 3.1.2.1)
 paralleles Filtern mehrerer separater Datenmengen (Abschnitt 3.1.3)
Die dadurch angestrebten Vorteile sind
 eine platzsparende Darstellung von FFK-Graphen,
 die Reduktion der Knoten- und Kantenzahl und
 das Zusammenfassen verwandter Knoten zu Filterknoten mit mehre-
ren Emittern zur Vermeidung von Redundanz
unter Beibehaltung der Lesbarkeit des ursprünglichen Konzepts.
3.1.2.1 Aufbau von Filterknoten
Der Aufbau eines Knotens im EFFK ist in Abbildung 3.1 erläutert. Der
Körper eines angezeigten Knotens enthält Filtereinstellungen oder die An-
zeige von Zwischenergebnissen. Da beliebig viele Knotentypen definiert wer-
den können, die abhängig von ihrer Funktion jeweils unterschiedliche Ein-
und Ausgaben unterstützen, richtet sich der Inhalt des Knotenkörpers voll-
kommen nach dem jeweiligen Knotentyp.
Rezeptoren dienen als Verbindungselemente zu ankommenden Flüssen,
während Emitter als Verbindungselemente für abgehende Flüsse fungieren.
Zusammengefasst werden Rezeptoren und Emitter als Konnektoren bezeich-
net. Abhängig vom Knotentyp ist die Anzahl der Konnektoren fest oder
variabel. Ebenso können je nach Knotentyp auch konnektorspezifische Fil-
tereinstellungen vorgenommen werden.
Dadurch, dass Knoten mehrere Rezeptoren haben können, wird die
Mächtigkeit des FFK erhöht, da nun Filterfunktionen mit mehreren Pa-
rametern möglich sind (Knoten v8 in Abbildung 3.2). Beispielsweise kann
eine join-Funktion analog zu Datenbankabfragen realisiert werden. Dazu
nehmen zwei Rezeptoren i1 und i2 zwei unterschiedliche Datenmengen ent-
gegen. Der Knotenkörper enthält eine Konfigurationsmöglichkeit für ein At-
tribut x der an i1 anliegenden Elemente und ein Attribut y der an i2 anlie-
genden Elemente. Die join-Operation soll über diese Attribute ausgeführt
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eingehende Flüsse
Rezeptoren
Knotenkörper
Emitter
abgehende Flüsse
Abbildung 3.1: Aufbau zweier Knoten im EFFK. Als Flussrichtung wird in
dieser und den folgenden Abbildungen implizit von oben nach unten ange-
nommen.
werden. Ein Emitter kann dann die Menge der Datenelemente ausgeben,
die an i1 anliegen, und für die mindestens ein Element an i2 anliegt, sodass
x  y gilt. Diese Erweiterung, unterschiedliche Flüsse mit unterschiedlichen
Funktionen als Eingabe für Knoten zu verwenden, war bereits bei manchen
Knoten in Yahoo! Pipes gegeben [SHT+07], wurde dort aber nicht expli-
zit auf generische Weise als Teil des Konzepts definiert.
Das Verbinden mehrerer Flüsse mit einem einzelnen Rezeptor hat nicht
denselben Effekt, da auf diese Weise die Vereinigungsmenge aller ankom-
menden Datenmengen gebildet wird, die als ein einzelner Parameter in den
Knoten eingeht (Knoten v7 in Abbildung 3.2). Dies ist an jedem Rezeptor
möglich; es sind keine speziellen Vereinigungsknoten erforderlich, wie dies
im von Bosch beschriebenen Konzept der Fall ist [Bos15, 24f.]. Andere (nicht
kommutative) Mengenoperationen wie eine Schnittmenge lassen sich wie-
derum durch mehrere Rezeptoren ausdrücken, indem die an einem Rezeptor
anliegende Datenmenge mit der Datenmenge von den anderen Rezeptoren
geschnitten wird.
Durch die Verwendung mehrerer Emitter können Filterfunktionen, die
im FFK durch mehrere Knoten ausgedrückt werden mussten, zu einem
Knoten zusammengefasst werden (Abbildung 3.3). Dies ist dann der Fall,
wenn mehrere Knoten jeweils unterschiedliche Variationen von im Grunde
derselben Filterfunktion ausführen, beispielsweise das negierte und das nicht
negierte Ergebnis einer Vergleichsoperation (Abbildung 3.3a). Im EFFK
können mehrere Emitter – ein negierter und ein nicht negierter – im selben
Knoten bereitgestellt werden, was die Gesamtzahl der notwendigen Knoten
reduziert (Abbildung 3.3b).
3.1.2.2 Räumliches Layout
An Stelle der linearen Anordnung, bei welcher der FFK-Graph immer
in dieselbe Richtung erweitert wird [YS93; MPG98; MAG+04], geht das
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Typ: Film
Veröffentlichungsdatum
vor 1985
Spielzeit 4minR
≥ 100
Fotosammlung
vorhanden✔ ✘
Land
UK
Typ: Person
Geburtsdatum
vor 1940
hat Rolle in
Darsteller Werk
Werk
v3
v4
v5 v6
v1
v2 v7
v8
Abbildung 3.2:Ein EFFK-Graph. Der Knoten v8 kann durch das Vorhanden-
sein mehrerer Rezeptoren eine Filterfunktion mit zwei Parametern unter-
stützen: Der linke Knoten nimmt den ersten Parameter in Form der Menge
von Darstellern, die in einem der zu filternden Werke mitgespielt haben
müssen, entgegen. Der rechte Knoten erwartet die Menge der zu filternden
Werke als zweiten Parameter. Im Gegensatz dazu werden zwei Flüsse in
denselben Rezeptor von v7 geleitet. Dadurch entsteht eine Vereinigungs-
menge; die beiden von v5 und v6 gefilterten Datenmengen werden von v7
nicht getrennt voneinander verarbeitet.
EFFK von frei platzierbaren Filterknoten aus. Diese frei platzierbaren Kno-
ten können vom Benutzer beliebig angeordnet werden, wobei der Verlauf
der Flüsse entsprechend angepasst werden kann, um die Knoten zu verbin-
den, wie dies in FindFlow [HSM+06] und einigen weiteren verwandten
Arbeiten [EST08; SHT+07; TIC09; JGZ+11] der Fall ist. Auf diese Wei-
se erhalten Benutzer die Möglichkeit, die Filterknoten passend zu ihrem
mentalen Modell anzuordnen und zu gruppieren.
3.1.2.3 Strukturelle Mächtigkeit
Jeder FFK-Graph lässt sich verlustfrei in einen EFFK-Graphen transfor-
mieren.
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x ¬x
z
(a) Hat jeder Knoten nur einen Emit-
ter, so muss die Bedingung x zweimal
ausgedrückt werden (einmal davon ne-
giert).
x
z
✔ ✘
(b) Bei Knoten mit mehreren Emittern
genügt es, die gemeinsame Bedingung
x einmal auszudrücken und die Un-
terschiede (Ergebnis wahr oder falsch)
über die Emitter zu unterscheiden.
Abbildung 3.3:Die Unterstützung mehrerer Emitter an einem Knoten erlaubt
eine Reduktion der Anzahl an Filterknoten. In den hier gezeigten Beispielen
wird jeweils ein Fluss so aufgeteilt, dass einerseits die Bedingung z^x und
andererseits die Bedingung z ^ x erfüllt ist.
Ein FFK-Graph ist ein zusammenhängender, gerichteter Graph
G  pV,Eq
E  V  V
wobei V die Menge der Knoten und E die Menge der Kanten darstellt.
Im FFK [YS93] existiert zudem die Beschränkung auf nur einen Start-
und Endknoten (siehe Abschnitt 3.1.1). Dazu muss
Dvs P V Ev0 P V : Dpv0, vsq P E
^ p@v1 P V : v1  vs ô pDv2 P V : pv2, v1q P Eqq
Dve P V Ev0 P V : Dpve, v0q P E
^ p@v1 P V : v1  ve ô pDv2 P V : pv1, v2q P Eqq
gelten. Für das EFFK entfallen diese Einschränkungen einfach, da hier
beliebig viele Start- und Endknoten erlaubt sind.
Ein EFFK-Graph 9G ist definiert als
9G  p 9V , 9E, I,Oq
mit Knoten 9V und Kanten 9E
9V  PpIq  PpOq
9E  O  I
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wobei I die Menge der Rezeptoren, O die Menge der Emitter und PpIq be-
ziehungsweise PpOq die Potenzmenge davon darstellt. Um nun einen FFK-
Graphen G in einen EFFK-Graphen 9G zu überführen, muss 9G so gefüllt
werden, dass
I  tin|vn P V u
O  ton|vn P V u
9V  tptinu, tonuq|vn P V u
9E  tpon, imq|pvn, vmq P Eu
gilt. Für jeden Knoten vn aus V wird also ein Rezeptor in P I und ein Emit-
ter on P O benötigt, sodass ein Knoten 9vn : ptinu, tonuq definiert werden
kann. 9G ist dann äquivalent zu G. Das EFFK ist somit abwärtskompatibel
zum herkömmlichen FFK; jede mit dem FFK dargestellte Anfrage kann
auch mit dem EFFK ausgedrückt werden.
3.1.2.4 Auswertung von Anfragen
Grundlegend geht die Filter/Flow-Metapher davon aus, dass über die
Flüsse Datenmengen – Teilmengen der kompletten Datensammlung D
– transportiert werden. Rezeptoren nehmen Datenmengen entgegen und
Emitter geben Datenmengen zurück. Jede Datenmenge aus einem Emitter
ergibt sich aus den flussaufwärts liegenden Datenmengen. Ein beliebiges
Element aus einer Datenmenge ergibt sich jedoch nicht aus beliebigen Ele-
menten der flussaufwärts liegenden Datenmengen, sondern aus bestimmten
Elementen jener Datenmengen. Für jedes zurückgegebene Datenelement
können also bestimmte Datenelemente genannt werden, die von flussauf-
wärts liegenden Emittern zurückgegeben werden. Eine solche Zuordnung
jedes Emitters im Anfragegraphen zu einem Datenelement aus der bereit-
gestellten Datensammlung wird nun als Belegung bezeichnet.
Eine Belegung a kann über eine Funktion
valueOfa : PpDq O Ñ D Y tεu
definiert werden. Jeder von einem Emitter abgehende Fluss transportiert
das Element aus dem Emitter weiter zum Rezeptor am Ende des Flusses.
Wird ein Datenelement von einem Filterknoten mit dem Emitter oα ausge-
filtert, also nicht von oα zurückgegeben, so gibt der Emitter ε zurück.
Die Auswertung eines Anfragegraphen kann man sich nun so vorstellen,
dass sämtliche möglichen Belegungen ermittelt werden. Für jeden Emitter
ist dabei jeweils nur der flussaufwärts erreichbare Subgraph relevant. Gibt
ein Emitter also die Datenmenge Dα  D zurück, so geht jedes Datenele-
ment d P Dα aus mindestens einer Belegung des Anfragegraphen hervor.
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Typ: Film
Veröffentlichungsdatum
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Geburtsdatum
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hat Rolle in
o1
o2
o3
o4
o5
o7
o8o6
o9
Belegung a0:
o1, o2:
o3, o4, o5, o6, o8, o9:
o7:
Jack Nicholson
The Shining
ε
Darsteller Werk
Werk
Abbildung 3.4: Der EFFK-Graph aus Abbildung 3.2, der auf einer Filmda-
tenbank ausgeführt wird: Eine mögliche Belegung, welche den Film „The
Shining“ zur Ergebnismenge hinzufügt, ist eingetragen. (Die Belegung ist
nur zur Erklärung des Konzepts eingetragen und nicht Teil der Visualisie-
rung.)
Ein Anfragegraph mit einer solchen Belegung und einem entsprechenden
Datenelement ist in Abbildung 3.4 dargestellt. Die gesamte Ergebnismenge
an einem Emitter ist dann die Menge aller Werte des Emitters aus allen
Belegungen außer ε.
Bei der Entwicklung des EFFK wurden nun zwei Vorgehensweisen zur
Auswertung der Anfragegraphen verglichen. Beide werden anhand von Be-
legungen erklärt. Die ursprüngliche Filter/Flow-Metapher, bei der über
die Flüsse Datenmengen transportiert werden, wird von den Vorgehenswei-
sen in unterschiedlichem Ausmaß unterstützt.
Die erste Vorgehensweise (Vorgehensweise A) ermittelt Belegungen di-
rekt auf Grundlage des Anfragegraphen in seiner ursprünglichen Form. Dies
funktioniert problemlos in dem in Abbildung 3.4 gezeigten Beispiel. Auch
der in Abbildung 3.5a dargestellte Anfragegraph mit zwei parallelen Kan-
ten, die unterschiedliche Konnektoren derselben Knoten verbinden, lässt
sich auf diese Weise wie erwartet auswerten.
Die Auswertung des Graphen aus Abbildung 3.5b funktioniert jedoch
nicht wie ewartet. Das besondere Merkmal ist hier, dass der Knoten v3 zwei
Rezeptoren hat, welche (indirekt) beide mit demselben Emitter verbunden
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Typ: FilmTyp: Person
o1
führt Regie in
Regisseur Werk
WerkRegisseur
hat Rolle in
Darsteller Werk
WerkDarsteller
o2
o3 o4
o5 o6
v1 v2
v3
v4
(a) o5 liefert die Menge der Per-
sonen zurück, die in minde-
stens einem Film gleichzeitig
als Darsteller und als Regis-
seur tätig waren. In jeder Bele-
gung, in der o5 nicht ε zugeord-
net ist, liegen an den Emittern
von v3 und v4 jeweils die Per-
son aus o1 und der Film aus o2
an.
Typ: Film
Typ: Person
verheiratet mit
hat Rolle in
Darsteller Werk
WerkDarsteller
o1
o3
o4 o5
o6 o7
v1
v3 v4
v5
Nationalität
CH
v2
o2
(b) o6 sollte alle Darsteller von Filmen zurück-
liefern, die mit Schweizer Staatsbürgern verhei-
ratet sind. Dem Emitter o1 kann aber in je-
der Belegung nur ein Element zugeordnet sein,
welches auch von o2 weitertransportiert wird.
An v3 liegt somit unweigerlich zweimal dassel-
be Datenelement an. Da niemand mit sich sel-
ber verheiratet ist, ist o3 und o6 somit in jeder
Belegung ε zugeordnet.
Abbildung 3.5: Anwenden von Belegungen auf den unveränderten Graphen
(Vorgehensweise A).
sind. Die in v3 gefilterte Relation verheiratet mit nimmt zwei Personen, also
zwei Elemente aus derselben Datenmenge, entgegen. Daher ist es durchaus
intuitiv und somit wünschenswert, dass man beide Rezeptoren mit dersel-
ben Datenquelle (v1) verbinden kann. Durch die Vorgehensweise A schlägt
die Auswertung jedoch fehl, da dem Emitter o1 in jeder Belegung a genau ein
Datenelement zugeordnet ist. Entweder, dieses Datenelement erfüllt nun die
Einschränkung von v2 (dann gilt valueOfapD, o2q  valueOfapD, o1q) oder
es erfüllt sie nicht (dann gilt valueOfapD, o2q  ε). An den Rezeptoren von
v3 liegt dann also entweder zweimal dasselbe Datenelement an oder einmal
ε. In beiden Fällen ist o3, und damit auch o6, in jeder Belegung ε zugeordnet
– die Ergebnismenge an o6 ist entgegen den Erwartungen leer.
Zur Lösung dieses Problems kann eine alternative Vorgehensweise zur
Auswertung des Anfragegraphen herangezogen werden (Vorgehensweise B):
Bevor die Belegungen ermittelt werden, wird der Graph so umstrukturiert,
dass keine parallelen Verbindungen zwischen Knoten mehr existieren. Diese
Umstrukturierung findet nicht im angezeigten Anfragegraphen statt, son-
dern lediglich im internen Abbild der Graphstruktur im Speicher.
Für die Umstrukturierung wird festgelegt, dass für jeden Knoten mit
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mindestens einem Rezeptor pro Emitter ein Hauptrezeptor festgelegt werden
kann. Die flussaufwärts von jeglichen anderen Rezeptoren aus erreichbaren
Subgraphen werden jeweils pro Rezeptor dupliziert. Somit haben die dupli-
zierten Subgraphen garantiert keine Verbindung zu dem über den Hauptre-
zeptor erreichbaren Subgraphen. Auf diese Weise wird der Anfragegraph aus
Abbildung 3.5b dahingehend transformiert, dass sich der in Abbildung 3.6a
gezeigte Graph ergibt. Dabei sind jeweils nur die relevanten Hauptrezep-
toren markiert. Die eingetragene Belegung kann dann zum erwarteten
Ergebnis führen, da innerhalb einer Belegung a auch valueOfapD, o1q 
valueOfapD, o11q gelten kann. Somit kann v3 an seinen Rezeptoren unter-
schiedliche Datenelemente erhalten.
Typ: Film
Typ: Person
verheiratet mit
hat Rolle in
Darsteller Werk
WerkDarsteller
o3
o4 o5'
o6 o7
v1
v3 v4'
v5
Nationalität
CH
v2'
o2'
o1
Typ: Person
v1'
o1'
HR für
o3
HR für
o6
(a) Umstrukturierter Graph aus
Abbildung 3.5b: Die Auswer-
tung funktioniert nun wie erwar-
tet, da v3 innerhalb einer Bele-
gung von o1 und o11 (und somit
von o12) unterschiedliche Daten-
elemente erhalten kann.
Typ: Person
o1
führt Regie in
Regisseur Werk
WerkRegisseur
hat Rolle in
Darsteller Werk
WerkDarsteller
o3
o5 o6
v1
Typ: Film
v2'''
v3
v4
Typ: Person
führt Regie in
Regisseur Werk
WerkRegisseur
v1''
Typ: Film
v2'
v3'
o1''
o2'''
o3' o4'
o2'
HR für
o3
HR für
o5
HR für
o4'
(b) Umstrukturierter Graph aus Abbil-
dung 3.5a: Nach der Umstrukturierung ist
nicht mehr sichergestellt, dass die Personen
in der Ergebnismenge von o5 jeweils im
selben Film Regie geführt und mitgespielt
haben: In einer Belegung können o12 und o32
unterschiedliche Datenelemente zugewiesen
sein.
Abbildung 3.6:Anwenden von Belegungen auf den umstrukturierten Graphen
(Vorgehensweise B): Subgraphen, die flussaufwärts an Rezeptoren außer
dem Hauptrezeptor (HR) anliegen, werden vor der Auswertung dupliziert.
Vorgehensweise B kann nun auf den in Abbildung 3.5a gezeigten Gra-
phen angewendet werden. Dabei fällt auf, dass dieser nicht mehr wie oben
gezeigt funktioniert (Abbildung 3.6b). Nach der Umstrukturierung ist nicht
mehr sichergestellt, dass an den Werk-Rezeptoren von v3 und v4 in jeder
Belegung derselbe Film anliegt. Die Personen in der Ergebnismenge an o5
haben also alle definitiv bei einem Film Regie geführt und definitiv in ei-
nem Film (zu dem auch ein Regisseur bekannt ist) mitgespielt. Dies muss
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aber nicht notwendigerweise beim selben Film geschehen sein. Genau diese
Einschränkung war aber in der ursprünglichen Anfrage aus Abbildung 3.5a
beabsichtigt.
Für das EFFK wurde trotz des eben besprochenen Problems die Vor-
gehensweise B gewählt, da sie besser mit der ursprünglichen Flussmetapher
zusammenpasst. Der Metapher nach repräsentieren die Kanten im Anfra-
gegraphen Datenmengen [Shn91; JGZ+11], keine einzelnen Datenelemente.
Somit ist es naheliegender, davon auszugehen, dass im Allgemeinen über
mehrere Flüsse aus demselben Emitter jeweils die gesamte Datenmenge zur
Verfügung steht und nicht nur ein für all diese Flüsse übereinstimmendes
Element.
3.1.2.5 Berücksichtigung von Objekten
Wie oben beschrieben, ist der Anfragegraph aus Abbildung 3.5a wegen der
Duplizierung der Subgraphen gleichbedeutend mit dem in Abbildung 3.6b
dargestellten. Beim Filtern von Objektgraphen kann es aber tatsächlich
vorkommen, dass Datenelemente mit gemeinsamen anderen Datenelemen-
ten verknüpft sind. Somit könnte durchaus ein Interesse daran bestehen, in
einer Anfrage an mehreren Stellen auf dasselbe Datenelement zu verweisen.
Um in der Visualisierung deutlich zu machen, dass mehrere Knoten sich auf
dasselbe Datenelement beziehen, bestehen vier grundlegende Möglichkeiten:
Auslagern eines Subgraphen Die Knoten, die sich auf dasselbe Daten-
element beziehen, können in einen von der restlichen Anfrage abge-
trennten Subgraphen ausgelagert werden. Dies ist jedoch nicht sehr
flexibel, da innerhalb dieser Subgraphen wiederum nur auf ein be-
stimmtes Datenelement zugegriffen werden kann. Zudem wird dabei
die Flussmetapher durchbrochen, wenn der Subgraph nicht als Zwi-
schenstück in den Hauptfluss miteingebettet ist.
Visuelle Übereinstimmung Die Knoten können mit einem gemeinsa-
men visuellen Merkmal versehen werden, das das gemeinsame Da-
tenelement repräsentiert. Im einfachsten Fall ist dies ein textueller
Hinweis, der wie der Name einer Variablen ausdrückt, dass an meh-
reren Stellen auf denselben Wert zugegriffen wird [RSB+08]. Alter-
nativ kann dies auch eine eindeutige farbliche Markierung sein [JS09;
Bol13]. Eine direkte Verbindung zwischen den Knoten, der man visuell
folgen kann, besteht dadurch allerdings nicht (siehe Abbildung 3.7a).
Visuelle Verbindung der Elemente Knoten, die sich auf dasselbe Da-
tenelement beziehen, können durch zusätzliche Kanten miteinander
verbunden werden [MPG98]. Diese Kanten sind kein Teil des Flus-
ses und stellen somit auch keinen Datenstrom dar, was wiederum von
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der Flussmetapher abweicht. Zudem werden auf diese Weise „quer“
(nicht entlang von Flüssen, potenziell zwischen parallelen und somit
eigentlich unverbundenen Teilgraphen) verlaufende Kanten zur Visua-
lisierung hinzugefügt. Diese können die Darstellung unübersichtlicher
machen, wie in Abbildung 3.7b angedeutet ist.
Typ: FilmTyp: Person
führt Regie in
Regisseur Werk
WerkRegisseur
hat Rolle in
Darsteller Werk
WerkDarsteller
1
1
1
2
2
2
(a) Durch sich wiederholende Mar-
kierungen (hier: Farben und Zah-
len) kann ein Bezug zwischen
verschiedenen Knoten hergestellt
werden. Eine direkte visuelle Ver-
bindung zwischen den Knoten, die
sich entlang der Flüsse verfolgen
lässt, besteht so allerdings nicht.
Typ: FilmTyp: Person
führt Regie in
Regisseur Werk
WerkRegisseur
hat Rolle in
Darsteller Werk
WerkDarsteller
=
(b) Knoten, welche auf dasselbe Daten-
element zugreifen, können durch direk-
te Kanten verbunden werden, um die
Gleichheit der herangezogenen Elemente
anzuzeigen. Diese Verbindungen verlau-
fen jedoch nicht zwangsläufig entlang der
Flüsse und brechen somit aus der Fil-
ter/Flow-Metapher aus.
Abbildung 3.7: Lösungsvorschläge zum Problem aus Abbildung 3.6b.
Visuelle Verbindung über die Flüsse Die Information, dass über meh-
rere Flüsse dasselbe Datenelement ausgeliefert werden soll, lässt sich
auch in die Flüsse selbst einbetten. Hierzu wird ein spezieller Synchro-
nisierungsknoten benötigt. Dieser wird bei der Auswertung nach Vor-
gehensweise B gesondert behandelt, indem er nie dupliziert wird. Um
das besondere Verhalten zu verdeutlichen, bietet es sich an, den Syn-
chronisierungsknoten und seinen Emitter visuell klar von den anderen
Knoten zu unterscheiden. Der genannte Anfragegraph kann mit Hilfe
dieses speziellen Knotens wie in Abbildung 3.8 gezeigt abgewandelt
werden. Auf diese Weise wird erfolgreich die Mengeninterpretation
der Flüsse beibehalten. Das EFFK bleibt mächtig genug, um Anfra-
gen wie „Finde Personen, die im selben Film mitgespielt und Regie
geführt haben.“ auszudrücken. Die Flussmetapher wird nicht wie in
anderen Lösungen [MPG98] durchbrochen, da Knoten hier weiterhin
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ausschließlich auf flussabwärts liegende Subgraphen Auswirkungen ha-
ben.
Typ: Film
Typ: Person
o1
führt Regie in
Regisseur Werk
WerkRegisseur
hat Rolle in
Darsteller Werk
WerkDarsteller
o2
o3 o4
o5 o6
v1
v2
v3
v4
1 Elementv5
o7
HR für
o3
HR für
o5
Abbildung 3.8:Korrigierter Anfragegraph aus Abbildung 3.5a: Der mit „1 Ele-
ment“ beschriftete Synchronisierungsknoten wird bei der internen Umstruk-
turierung des Graphen nach Vorgehensweise B selbst dann nicht dupliziert,
wenn er nicht an einen Hauptrezeptor (HR) angeschlossen ist. Dadurch kann
erzwungen werden, dass in jeder Belegung an v3 und an v4 jeweils derselbe
Film anliegt.
3.1.2.6 Subgraph-Ersetzung
Die Eigenschaft des EFFK, dass jeder Filterknoten mehrere Emitter be-
sitzen kann, kann dazu verwendet werden, den Graphen insgesamt kom-
pakter zu machen. Dazu wird die Anzahl der Knoten reduziert. Dies ist
möglich, indem ein Subgraph aus mehreren miteinander verbundenen Kno-
ten durch einen neuen Knoten ersetzt wird. Jeder ursprünglich separate
Knoten, von dem aus Flüsse abgehen, die aus dem zu ersetzenden Subgra-
phen hinausführen, wird dabei durch einen zusätzlichen Emitter am neuen
Knoten repräsentiert. Die Emitter bilden dann jeweils die Filterfunktion
des ursprünglichen Knotens nach. Dieses Konzept war oben bereits in Ab-
bildung 3.3 angedeutet.
Bevor eine derartige Ersetzung durchgeführt wird, kann es notwendig
sein, Subgraphen zu vertauschen. Dies ist zumindest in dem Fall möglich, in
dem ein Subgraph insgesamt nur über maximal einen Rezeptor und maximal
einen Emitter mit dem Rest des Filtergraphen verbunden ist. Abhängig von
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den konkreten Filterfunktionen sind auch andere Verschiebungen möglich,
ohne die Gesamtbedeutung des Filtergraphen zu ändern.
Die konkreten Ersetzungsmöglichkeiten hängen von der Zusammenset-
zung des Subgraphen und den definierten Filterknoten ab. Sie können durch
Abbildungen von Subgraphmustern auf Filterknoten, die die Funktionen
mehrerer anderer Knoten in sich vereinen, definiert werden. Einige Beispie-
le solcher Abbildungen sind in Tabelle 3.1 dargestellt.
Tabelle 3.1: Diese Tabelle zeigt mögliche Ersetzungen von Filter/Flow-
Subgraphen durch kompaktere Knoten (angelehnt an Tabelle 1 aus Refe-
renz [HLE12]).
Erläuterung . Ursprünglicher . Kompakterer .
der Ersetzung . Subgraph . Ersatz .
Ein zusätzlicher Emitter kann
das Gegenteil einer Filterbedin-
gung ausdrücken (siehe auch
Abbildung 3.3).
x ¬x
.
x
✔ ✘
.
Soll dieselbe binäre Operati-
on mit mehreren unterschiedli-
chen rechten Operanden durch-
geführt werden, lässt sich dies
zu einem Knoten zusammenfas-
sen.
x = a x = b x = c
.
x
b ca
.
Datenmengen können auch in
mehrere Kategorien aufgeteilt
und entsprechend getrennt wei-
tergeleitet werden. Die hierzu
benötigten Filter lassen sich zu
einem Knoten mit einem Emit-
ter pro Wertebereich des Unter-
scheidungsmerkmals für die Ka-
tegorisierung kombinieren.
≤ x > x
≤ y > y
≤ z > z
.
..x ..y ..z ...
.
3.1.3 Flüsse
Im FFK (und ebenso im EFFK) wird im Allgemeinen davon ausgegangen,
dass eine einzelne Datenmenge den Graphen durchläuft und schrittweise
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Abbildung3.9: Im EFFK können Flüsse in parallele Bahnen aufgeteilt werden,
die jeweils separate Datenmengen repräsentieren.
eingeschränkt wird. Entsprechend repräsentiert jeder Fluss die Datenmenge
an der jeweiligen Stelle im Graphen, und Flüsse, die im selben Knoten
zusammenlaufen, werden stets vereinigt.
Neben den Neuerungen des EFFK wird nun von einer oder mehre-
ren Datenmengen ausgegangen, die im Filtergraphen existieren. Jeder Fluss
enthält eine oder mehrere dieser Datenmengen, da Flüsse nun dahingehend
erweitert werden, dass ein Fluss in mehrere parallele Bahnen unterteilt wer-
den kann. Jede der Bahnen repräsentiert eine der im Fluss enthaltenen
Datenmengen (Abbildung 3.9). Wie im FFK kann die Breite jedes Flus-
ses dazu verwendet werden, einen Hinweis auf den Inhalt der Datenmenge,
beispielsweise auf die Anzahl der Elemente, zu vermitteln. Im Fall von Flüs-
sen mit parallelen Bahnen kann jede der Bahnen eine individuelle Breite
haben. Somit können Benutzer auch bei mehreren parallel verlaufenden Da-
tenmengen nachvollziehen, durch welche Knoten welche der Datenmengen
erkennbar eingeschränkt werden. Mit dieser Möglichkeit ähnelt das EFFK
dem Konzept der Parallel Sets, wo dasselbe mit parallelen Koordinaten
möglich ist [KBH06].
Erreicht ein in mehrere Bahnen unterteilter Fluss einen Filterknoten
mit nur einem Rezeptor und nur einem Emitter, wird der Fluss vom Fil-
terknoten im Normalfall an den Emitter weitergeleitet. Dabei werden die
Datenmengen der einzelnen Bahnen im Fluss gefiltert (Abbildung 3.10a).
Entsprechend werden in Ergebnisanzeigeknoten die unterschiedlichen Zwi-
schenergebnismengen separat dargestellt (Abbildung 3.10b).
Laufen mehrere Flüsse im selben Rezeptor zusammen, sind mehrere Ver-
fahren denkbar:
V1: Die Vereinigungsmenge aus allen enthaltenen Datenmengen wird als
neue Datenmenge weiterverarbeitet.
V2: Datenmengen werden separat verarbeitet, wobei für Datenmengen, die
in mehreren Flüssen enthalten sind, die Vereinigungsmenge betrachtet
wird.
Die konkrete gewählte Strategie ist vom Filtertyp abhängig. Im Normalfall
wird V2 für den Hauptrezeptor verwendet, da es die Idee des Hauptrezeptors
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o1
o2
(a) Parallele Bahnen in einem Fluss wer-
den separat gefiltert. Im gezeigten Bei-
spiel mit zwei parallel gefilterten Daten-
mengen entfernt o1 vorrangig Elemente
aus der rechten Datenmenge, o2 dafür
sehr viele aus der linken.
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(b) Ergebnisanzeigeknoten, welche
die genaue Anzahl der Elemente
in Datenmengen anzeigen, sind an
Flüsse angeschlossen. Im Vergleich
wird sichtbar, dass bei Anschluss an
einen Fluss mit mehreren Bahnen
(rechts) die Anzahl der Elemente
separat für jede Ergebnismenge an-
gezeigt wird.
Abbildung 3.10: Die Bahnen in einem Fluss werden durch Filterknoten hin-
durch aufrechterhalten und unabhängig voneinander gefiltert.
ist, die eingehenden Datenmengen zu filtern und weiterzuleiten. Während-
dessen setzen etwaige andere Rezeptoren V1 ein. Ansonsten müsste eine
Strategie zur Kombination der unterschiedlichen Datenmengen an den ver-
schiedenen Rezeptoren gefunden werden. Wie in Tabelle 3.2 gezeigt, gäbe
es hierfür zahlreiche Interpretationsmöglichkeiten, die für Benutzer unüber-
schaubar sein könnten. Daher wird für Rezeptoren, die nicht der Haupt-
rezeptor sind, gewissermaßen die einfachste Interpretation gewählt, indem
alle anliegenden Datenmengen vor der Verarbeitung vereinigt werden.
Um Filtergraphen mit unterteilten Flüssen zu ermöglichen, wurde eine
neue Kategorie von Spezialknoten mit strukturellen Funktionen definiert.
Die Knoten dieser Kategorie lassen sich wie folgt unterteilen:
Flüsse zusammenführen Knoten dieser Art führen mehrere zuvor ge-
trennte Flüsse zu einem einzelnen Fluss zusammen. Konkret funk-
tioniert dies so, dass eine variable Anzahl von Rezeptoren angebo-
ten wird. Jeder Rezeptor leitet die Vereinigung aus allen ankommen-
den Datenmengen an eine Bahn des Ergebnisflusses weiter. Auf diese
Weise lassen sich unterschiedliche Flüsse zu einem unterteilten Fluss
kombinieren, sodass die vormals separaten Datenmengen den Filter-
graphen gemeinsam weiter durchlaufen können.
Bahnen trennen Dies stellt die Umkehr der Operation aus dem vorigen
Knoten dar. Jede Bahn der am einzigen Rezeptor eingehenden Flüsse
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Tabelle 3.2:Mögliche Interpretationen, wenn Flüsse mit mehreren Datenmen-
gen (dx) an mehreren Rezeptoren (iy) anliegen. Der Rezeptor i1 ist hier der
Hauptrezeptor des Emitters o1.
i1 i2 o1
d1, d2 d3, d4 d1,3, d2,4
d1, d2 d3, d4 d1,3, d1,4, d2,3, d2,4
d1, d2 d3 d1,3
d1, d2 d3 d1,3, d2,3
d1, d2 d3, d4, d5 d1,3, d2,4
d1, d2 d3, d4, d5 d1,3, d1,4, d1,5, d2,3, d2,4, d2,5
d1, d2 d3, d2 d1,3, d2
d1, d2 d2, d3 d1,3, d2
d1, d2 d2, d3 d1,2, d2,3
. . .
wird an einen anderen Emitter weitergeleitet. Die Bahnen der Flüsse
werden also aufgetrennt und können anschließend unabhängig vonein-
ander weitergefiltert werden.
Datenmenge aufspalten Diese Art von Knoten dienen dazu, Datenmen-
gen basierend auf beliebigen Kriterien neu zu gruppieren beziehungs-
weise Flüsse neu zu unterteilen. Im Allgemeinen wird dazu ein Se-
lektor festgelegt, der die Elemente der eingehenden Datenmengen in
unterschiedliche Gruppen unterteilt, welche dann jeweils eine Bahn im
abgehenden Fluss bilden. Da sich je nach Datenmenge und Anwen-
dungsfall unterschiedlichste Gruppierungskriterien definieren lassen,
ist diese Gruppe von Knoten auch nicht begrenzt. Je nach Einsatz-
zweck können beliebige Knoten zum Aufteilen von Datenmengen vor-
gesehen werden.
Im Zusammenhang mit dem Hauptrezeptor ist hierbei zu beachten, dass
für jede Datenmenge ein anderer Rezeptor als Hauptrezeptor fungieren
kann. Auf diese Weise kann der Knoten zum Zusammenführen von Flüssen
verwirklicht werden – mit jedem Rezeptor wird eine Datenmenge assoziiert,
aus dem einzigen Emitter tritt ein Fluss mit einer Bahn für jede der Rezep-
tordatenmengen aus, und für jede dieser abgehenden Datenmengen gilt der
jeweilige Rezeptor als Hauptrezeptor (Abbildung 3.11). Ein Beispiel einer
vollständigen Anfrage mit parallelen Bahnen ist in Abbildung 3.12 darge-
stellt.
Bei der Auswertung eines Anfragegraphen können die unterschiedlichen
Datenmengen an sich vollständig ausgeblendet werden: Für jede Datenmen-
ge an einem Emitter spielt eine (nicht notwendigerweise echte) Teilmenge
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Abbildung 3.11:Der Knoten zum Zusammenführen von Flüssen zu parallelen
Bahnen in einem Fluss wandelt die bei jedem Rezeptor eingehende Da-
tenmenge jeweils in eine separate Bahn um. Zur Verdeutlichung sind die
Rezeptoren in den selben Farben wie die resultierenden Bahnen markiert.
hat Tag PcsPhat Tag Pc66P
Typ: Frage
hat Tag PjavaP
benutzt Seite
Typ: Konto
Academia GameDevelopment
Reputation auf
Programmers SE
≥ 5000
gehört
Frage Benutzer
30 46 41
Abbildung 3.12: Ein Anfragegraph mit parallel ausgewerteten Datenmengen:
Auf der Frage-und-Antwort-Seite Programmers Stack Exchange wird
separat nach Fragen gesucht, die als einer von drei Programmiersprachen
zugehörig gekennzeichnet sind, und die von einem Autor mit mindestens
5000 Punkten in Programmers Stack Exchange sowie Benutzerkonten
auf den Seiten Academia Stack Exchange und Game Development
Stack Exchange desselben Frage-und-Antwort-Netzwerks verfasst wur-
den. Als Ergebnis wird die Anzahl der jeweils gefundenen Fragen gezeigt.
Die Fluss- und Bahnbreiten im gesamten Graphen sind proportional zum
gerundeten Logarithmus aus der Anzahl der Zwischenergebnisse.
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hat Tag Ec5E
Typ: Frage
benutzt Seite
Typ: Konto
Academia GameDevelopment
Reputation auf
Programmers SE
≥ 5000
gehört
Frage Benutzer
46
Reputation auf
Programmers SE
≥ 5000
-
- -
Abbildung 3.13: Dieser Graph wurde aus dem Anfragegraphen in Abbil-
dung 3.12 extrahiert. Es sind lediglich die Graphbestandteile erhalten, die
zur Auswertung der Datenmenge, die Fragen mit dem Stichwort „c#“ ent-
hält, notwendig sind.
der eingehenden Datenmengen eine Rolle. Dies gilt transitiv für den ge-
samten Graphen. Darum lässt sich für jede gegebene Datenmenge an einem
gegebenen Emitter ein Subgraph aus dem kompletten Anfragegraphen ex-
trahieren. Dieser Subgraph enthält nur die Teile des Anfragegraphen, die
für die betrachtete Datenmenge am betrachteten Emitter relevant sind.
Für Rezeptoren, die nach dem oben beschriebenen Verfahren V1 behan-
delt werden, werden die von eingehenden Flüssen mit mehreren Datenmen-
gen erreichbaren Subgraphen vervielfältigt. Auf diese Weise findet die Ver-
einigung der Flüsse am betrachteten Rezeptor statt. Jeder Fluss beherbergt
dabei nur eine Datenmenge.
Für Rezeptoren, die nach Verfahren V2 behandelt werden, passiert das-
selbe, wobei aber Datenmengen, die keinen Einfluss auf die resultierende
Datenmenge haben, entfernt werden. Abbildung 3.13 zeigt ein einfaches
Beispiel dieses Konzepts. Nach der Extraktion eines solchen Graphen ohne
parallele Bahnen kann zur Auswertung wie gehabt Vorgehensweise B aus
Abschnitt 3.1.2.4 angewandt werden.
673.1 Filter/Flow
3.1.4 Abbildung auf SPARQL
SparqlFilterFlow ist eine Abbildung des EFFK auf die Anfragespra-
che SPARQL (siehe Abschnitt 2.2.2). Dabei werden lediglich die Filter-
einschränkungen für die SPARQL-Anfrage visualisiert. Sonstige mit der
Anfrage in Zusammenhang stehende Informationen sind nicht Teil der Vi-
sualisierung. Unter anderem erfolgt keine visuelle Repräsentation der Art
der Anfrage oder der als Ergebnisspalten projizierten Variablen. Diese An-
fragedetails werden von den Ergebnisknoten individuell festgelegt und wir-
ken sich somit nicht auf die eigentlichen Anfrageeinschränkungen aus.
Die für SparqlFilterFlow definierten Knoten lassen sich in drei
Gruppen unterteilen, die im Folgenden beschrieben werden.
3.1.4.1 Datenfilterknoten
Die Gruppe der grundlegenden Filter führt Vergleiche von Attributwerten in
Datenelementen durch. Filter dieser Gruppe entfernen Datenelemente aus
der Ergebnismenge, welche die Filterkriterien nicht erfüllen. Diese Verglei-
che beziehen sich auf Attributwerte, die in den Datenelementen gespeichert
sind. Dafür wird meist ein Eigenschaftspfad angegeben, der relativ zum Da-
tenelement ausgewertet wird. Filter in dieser Gruppe schließen Vergleichs-
knoten für ordinale Werte (wie beispielsweise Zahlen oder Datumsangaben,
mit Operatoren wie gleich oder kleiner, vergleiche Abbildung 3.14), Zei-
chenketten und IRIs ein. Neben den eigentlichen Werten können sich die
Filter auch auf andere Eigenschaften von Literalen beziehen. Dies betrifft
beispielsweise die Sprachauszeichnung oder die Anzahl der im Literal ent-
haltenen Zeichen. Die konkrete Darstellung der Filterknoten richtet sich
nach den zu filterenden Daten. Je nach Anwendungsfall können dabei glei-
chermaßen spezielle Filter vorgesehen werden, ähnlich wie dies in anderen
Filtervisualisierungen der Fall ist [Shn94; SGJ+13].
3.1.4.2 Strukturfilterknoten
Mit der zweiten Gruppe von Filtern können nicht nur explizit im Graph
gespeicherte Daten analysiert werden, sondern die Graphstruktur selbst.
Daher macht sich diese Gruppe von Filtern eine inhärente Eigenschaft von
Linked Data und insbesondere SPARQL zunutze, die in anderen Daten-
strukturen wie relationalen Datenbanken gewöhnlich nicht verfügbar ist. In
Linked Data existieren keine separaten Schemainformationen, die benötigt
werden, um Daten aus einem RDF-Graphen abzurufen. Die eigentlichen
Schemainformationen – welche Eigenschaften sind für ein gegebenes Ele-
ment hinterlegt, wie viele Werte sind für jede der Eigenschaften gespeichert
– sind implizit in den Ergebnissen zu beliebigen SPARQL-Anfragen ent-
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owner/reputation
≤
20001000 5000
+
= ≥
Abbildung 3.14: Ein Filter für ordinale Werte aus SparqlFilterFlow, der
für den Vergleich der Punkte eines Frage- oder Antwortschreibers („owner“)
im Netzwerk Stack Exchange über die Operation größer oder gleich mit
den Werten 1000, 2000 und 5000 konfiguriert ist. Im Gegensatz zu den mei-
sten anderen Abbildungen in diesem Kapitel ist diese Abbildung nur wenig
von der tatsächlichen Darstellung in einer Implementierung abstrahiert. Auf
diese Weise wird der Umgang mit diesem Knotentyp in SparqlFilter-
Flow verdeutlicht. Daher sind in diesem Fall auch Interaktionselemente
wie Eingabefelder und Schaltflächen erkennbar.
halten. So können auf dieselbe Weise, wie Kriterien für Attributwerte im
RDF-Graphen aufgestellt werden können, ebenfalls Kriterien für das Sche-
ma definiert werden.
Filterknoten, die die Existenz eines Werts für eine gegebene Eigenschaft
überprüfen, gehören dieser Gruppe an. Weitere denkbare Filtertypen, die
sich in diese Gruppe einordnen ließen, prüfen, aus welchen Ontologien Ei-
genschaften eines gegebenen Datenelements entstammen. Ebenso können
sie Einschränkungen auf die Anzahl der Werte einer gegebenen Eigenschaft
anwenden.
3.1.4.3 Steuerungsknoten
Die dritte Knotengruppe führt im engeren Sinn eigentlich keine Filterfunk-
tion aus. Stattdessen hilft sie dabei, die Flüsse des Anfragegraphen umzu-
lenken und umzustrukturieren. Reine Layout-bezogene Hilfsknoten, welche
Flüsse vereinigen und somit die Anzahl langer Kanten reduzieren können,
bevor die Flüsse an ihrem endgültigen Zielknoten ankommen, gehören die-
ser Gruppe an. Ebenso zählen die in Abschnitt 3.1.3 erwähnten Knoten zum
Aufspalten von Flüssen dazu.
3.1.4.4 Einschränkungen
Ob sich eine gegebene Anfrage mit dem EFFK ausdrücken lässt, hängt
zunächst davon ab, ob geeignete Filterknoten zur Verfügung stehen, und
weniger von der Mächtigkeit des Konzepts an sich. So können beispielsweise
mit dem Regie-Knoten aus Abbildung 3.8 neben Regisseuren nur dann auch
Werke abgerufen werden, wenn der Knoten einen entsprechenden Emitter
anbietet.
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Sehr umfangreiche Anfragen führen auch im EFFK zu einem großen An-
fragegraphen. Das EFFK verbessert hier durch die geringere Knoten- und
Kantenzahl die Situation gegenüber dem ursprünglichen Modell. Zudem
ist es nicht unbedingt notwendig, einen Filter/Flow-Anfragegraphen als
Ganzes zu verstehen. Stattdessen können Benutzer die einzelnen Pfade ver-
folgen. Auf diese Weise können sie selbst bei einem sehr großen Graphen
noch nachvollziehen, warum bestimmte Datenelemente auf eine bestimm-
te Weise gefiltert werden. Soll die Anfragegraphgröße dennoch verringert
werden, kann in Umsetzungen des EFFK vorgesehen werden, Subgraphen
manuell zu einzelnen benutzerdefinierten Filterfunktionsknoten zusammen-
zufassen. Diese zuletztgenannte Komprimierung war bereits für das FFK
vorgesehen [YS93].
3.1.5 Evaluation der kompakten Darstellung
Um sicherzustellen, dass die kompaktere Darstellung keine Nachteile für
die Lesbarkeit der Filter/Flow-Graphen mit sich bringt, wurde eine Be-
nutzerstudie durchgeführt. Die Filter/Flow-Visualisierung könnte ins-
besondere dann hilfreich sein, wenn die Anfrage zu komplex ist, als dass
man sie in einfacher Textform nachvollziehen könnte. Daher wurden in der
Studie nur FFK-Graphen mit mindestens 32 Knoten und 41 Kanten und
entsprechende EFFK-Graphen mit mindestens 16 Knoten und 30 Kanten
verwendet.
In der Studie sollten Filtergraphen, die mit der in Abschnitt 3.1.1 be-
schriebenen Interpretation des FFK dargestellt waren, mit Repräsentatio-
nen derselben Graphen im EFFK verglichen werden. Dazu wurden eini-
ge Filtergraphen und Datenelemente gezeigt. Studienteilnehmer sollten in
den Filtergraphen ablesen, welche Datenelemente in welche Ergebnismen-
gen gelangen können. Dieser Ansatz der Evaluation findet sich in verwand-
ten Arbeiten wieder, wo für eine gegebene Filtervisualisierung entschieden
werden musste, welche Datenelemente die dargestellten Einschränkungen
erfüllen [YS93; MC10; JGZ+11].
Die folgenden Aspekte wurden in dieser Studie evaluiert:
 Kombination mehrerer Knoten zu einem Knoten (siehe Ab-
schnitt 3.1.2.6)
 mehrere Emitter an einem Knoten (siehe Abschnitt 3.1.2.1)
 unterschiedliche Filtereinstellungen abhängig vom Emitter (siehe Ab-
schnitt 3.1.2.1)
Da EFFK-Graphen mit FFK-Graphen mit demselben Aussagegehalt ver-
glichen werden sollten, wurde insbesondere auf die folgenden Aspekte nicht
eingegangen:
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 mehrere Rezeptoren an einem Knoten (siehe Abschnitt 3.1.2.1), da
dies gegenüber dem ursprünglichen Modell die Mächtigkeit erhöht und
sich somit nicht äquivalent in beiden Modelle ausdrücken lässt
 parallele Bahnen in Flüssen (siehe Abschnitt 3.1.3), da auch hierzu
kein Gegenstück im FFK existiert
 Synchronisierungsknoten (siehe Abschnitt 3.1.2.5), da im FFK mit
nur einem Rezeptor und nur einem Emitter pro Knoten kein Anwen-
dungsfall dafür auftritt
Um die Aufgabeninhalte allgemein verständlich zu halten, wurden in
der Studie einfache Szenarien beschrieben, wie das Finden geeigneter Au-
tos oder Wohnungen. Filter/Flow-Graphen könnten auch in komple-
xen Anwendungsgebieten im Zusammenhang mit technischen oder wis-
senschaftlichen Datenbanken nützlich sein. Dennoch wurden in der Eva-
luation allgemeinverständliche Domänen verwendet, um Verzerrungen der
Studienergebnisse durch inhaltliche Missverständnisse zu vermeiden. Die-
se Vorgehensweise wird häufig zur Auswertung visueller Anfragetechniken
gewählt, für die zum Teil Datensammlungen mit Hotels [JGZ+11], Grund-
stücken [HSM+06], Beschäftigten eines Unternehmens [YS93] oder Digital-
kameras [EST08] herangezogen werden.
3.1.5.1 Teilnehmer
Die Studie wurde mit 28 Teilnehmern (21 männlich, 7 weiblich) im Alter
von 19 bis 30 Jahren (M  24, 5 Jahre) durchgeführt, die auf dem Campus
einer technisch ausgerichteten Universität rekrutiert wurden. Alle Teilneh-
mer studierten oder arbeiteten zum Zeitpunkt der Studie in einem techni-
schen oder naturwissenschaftlichen Fachgebiet, wie beispielsweise Luft- und
Raumfahrttechnik, Umweltschutztechnik, Architektur, Informatik, Mathe-
matik oder Physik. Diese Auswahl erlaubte es, zu beobachten, wie Men-
schen aus unterschiedlichen Fachgebieten mit Filter/Flow-Graphen zu-
rechtkommen. In allen einbezogenen Fachgebieten muss mit großen Daten-
mengen gearbeitet werden und Menschen, die in diesen Gebieten arbeiten,
könnten komplexe Suchanfragen benötigen, um sich in diesen Datenmengen
zurechtzufinden.
22 der Teilnehmer gaben an, zumindest über grundlegende Program-
mierkenntnisse zu verfügen. Drei weitere besaßen Vorwissen zu Boolescher
Logik oder elektrischen Schaltungsdiagrammen, welche eine gewisse Ver-
wandtschaft zur Filter/Flow-Visualisierung aufweisen. Da heutzutage
praktisch alle technologieorientierten Studiengänge eine grundlegende In-
formatikausbildung beinhalten, entsprach dieses häufige Vorkommen von
geringem Vorwissen zur Programmierung und zur Booleschen Logik den
Erwartungen und wurde als repräsentativ für die Zielgruppe angesehen.
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3.1.5.2 Materialien und Aufbau
Für die Studie wurden sechs Anfragen an fiktive Datensammlungen vorbe-
reitet. Jede der Anfragen enthielt zwischen zwei und vier Ergebnismengen.
Jede der Anfragen wurde als Graph nach dem FFK sowie als Graph nach
dem EFFK dargestellt. Die Darstellung wurde dabei stets durch eine pro-
totypische Implementierung erzeugt (siehe Abschnitt 3.1.7). Aus diesem
Grund enthielten einige der Knoten auch sichtbare Steuerelemente aus der
interaktiven Benutzerschnittstelle des Prototypen. Dies war ein realistischer
Aspekt der in der Studie verwendeten Grafiken. Filter/Flow-Graphen
könnten im praktischen Einsatz ebenfalls in interaktive Benutzerschnitt-
stellen eingebettet sein. Entsprechend sind in vergleichbaren Studien in den
gezeigten Visualisierungen Steuerelemente der Benutzerschnittstelle sicht-
bar [TIC09; Sei11]. Zudem existierte zu jeder Anfrage eine kurze Beschrei-
bung des jeweiligen fiktiven Alltagsszenarios.
Die in der Studie verwendeten FFK-Graphen entsprachen dem in Ta-
belle 3.3 dargestellten Mengengerüst. Die unterschiedlichen Graphgrößen
resultieren aus der kompakteren Darstellungsweise des EFFK, während die
inhaltliche Komplexität der Graphen jeweils übereinstimmte. Die Graphen
wurden auf einem 22-Zoll-TFT-Bildschirm mit einer Bildschirmauflösung
von 1920  1200 Pixeln im Vollbildmodus angezeigt. Ein Beispiel über-
einstimmender Graphen, die in der Studie verwendet wurden, ist in den
Abbildungen 3.15 und 3.16 dargestellt.
Tabelle 3.3:Größenordnung der Graphen in der Benutzerstudie zum EFFK.
Für das FFK und das EFFK gelten wegen der kompakteren Darstellungs-
weise des letzteren Modells jeweils unterschiedliche Zahlen.
FFK EFFK
Knoten Kanten Knoten Kanten
Minimum 32 41 16 30
Maximum 53 100 29 44
Mittelwert 39,7 66 21,2 34,7
Für jede Anfrage wurden zehn Datenelemente vorbereitet. Für jedes Da-
tenelement wurde jedem in der Anfrage vorkommenden Attribut ein Wert
zugewiesen. Diese Werte wurden teilweise willkürlich gewählt, teilweise im
Hinblick darauf, dass jeder Pfad durch den Anfragegraphen von mindestens
einem Datenelement abgedeckt wird. Die steckbriefartigen Beschreibungen
dieser Datenelemente wurden auf Papierkarten gedruckt. Ein Beispiel zwei-
er solcher Karten befindet sich in Abbildung 3.17.
Jedem Teilnehmer wurden sowohl FFK- als auch EFFK-Graphen ge-
zeigt. Auf diese Weise war es möglich, um einen Vergleich der zwei Modelle
zu bitten. Jeder Studienteilnehmer bekam den FFK-Graphen für drei der
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Fahrzeuge
Auto für Paul Auto für Marta
PS < 100 PS ≥ 100
PS > 112PS ≤ 112
Sitzheizung Sitzheizung Allrad Allrad Alufelgen Alufelgen
Alufelgen Alufelgen Sitzheizung Sitzheizung Panoramadach Panoramadach
ABS ABSStandheizung Standheizung Tempomat Servolenkung Zentralverriegelung Zentralverriegelung
Servolenkung Servolenkung Navigationssystem
Kilometerstand < 20000
Kilometerstand ≤ 40000
Kilometerstand ≥ 20000
Kilometerstand ≤ 20000
Kilometerstand < 10000 Kilometerstand ≥ 10000
Auto für Terry
Abbildung 3.15: FFK-Graph aus der Benutzerstudie (siehe Abschnitt 3.1.5).
Diese Grafik wurde als Begleitmaterial zusammen mit der Veröffentlichung
zur Benutzerstudie [HLE13b] eingereicht.
sechs Anfragen zu sehen und den EFFK-Graphen für die anderen drei.
Kein Teilnehmer erhielt jedoch beide Darstellungsformen derselben Anfra-
ge. Die Teilnehmer wurden dazu einer von zwei Gruppen zugeteilt. Dadurch
wurden auch Carryover-Effekte durch das Erinnern an Anfragen vermieden.
Zudem wurde die Reihenfolge ausbalanciert, in der die Teilnehmer die
zwei Modelle zu sehen bekamen. Eine Untergruppe der Teilnehmer begann
mit den drei FFK-Graphen, die andere mit den drei EFFK-Graphen. Jeder
Teilnehmer musste insgesamt 30 Fragen beantworten, wobei jede der Fragen
eine der oben genannten Datenelementkarten einbezog. Die Reihenfolge der
Anfragen und der Datenelementkarten war vom Zufall bestimmt. Dasselbe
gilt für die Auswahl der (jeweils fünf aus insgesamt 10) Datenelementkarten
für jede der Anfragen.
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Fahrzeuge
100 ≤ PS ≤ 112
< ✔ >
ABS
✔ ✘
Allrad
✔ ✘
Alufelgen
✔ ✘
Panoramadach
✔ ✘
Servolenkung
✔ ✘
Sitzheizung
✔ ✘
Standheizung
✔ ✘
Tempomat
✔ ✘
Zentralverriegelung
✔ ✘
Servolenkung
✔ ✘
Navigationssystem
✔ ✘
Alufelgen
✔ ✘
20000 ≤ Kilometerstand ≤ 40000
< ✔ >
Sitzheizung
✔ ✘
10000 ≤ Kilometerstand ≤ 20000
< ✔ >
Auto für Marta Auto für TerryAuto für Paul
Abbildung 3.16:EFFK-Graph aus der Benutzerstudie (siehe Abschnitt 3.1.5),
welcher dieselbe Filterung repräsentiert wie der in Abbildung 3.15 darge-
stellte FFK-Graph. Diese Grafik wurde als Begleitmaterial zusammen mit
der Veröffentlichung zur Benutzerstudie [HLE13b] eingereicht.
Zusammenfassend betrachtet wurde ein 2  4 „Mixed Design“1 ange-
wandt. Der Modelltyp (FFK oder EFFK) fungierte als unabhängige Va-
riable, die nach dem Within-Subjects-Prinzip2 untersucht wurde. Die vier
Fälle, die sich aus der Balance durch die Reihenfolge der Modelle und der
Anfragen ergaben, wurden nach dem Between-Subjects-Prinzip3 getestet.
1Das bedeutet, das Within-Subjects-Prinzip und das Between-Subjects-Prinzip (siehe
jeweils folgende Fußnoten) wurden kombiniert.
2Beim Within-Subjects-Prinzip kommt jeder Teilnehmer mit allen Fällen in Bezug
auf eine Studienvariable in Berührung. Der Vergleich zwischen Beobachtungen bei un-
terschiedlichen Fällen schließt also auch den Vergleich zwischen Beobachtungen ein und
desselben Teilnehmers ein.
3Beim Between-Subjects-Prinzip erlebt jeder Teilnehmer während der Studie nur
einen der Fälle in Bezug auf eine Variable. Der Vergleich zwischen Beobachtungen bei
unterschiedlichen Fällen ist also immer auch ein Vergleich zwischen Beobachtungen un-
terschiedlicher Teilnehmer.
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Nummer: 1/1c-VehicleFeatures
Fahrzeug: VW Polo Classic 75
 ABS: Ja
 Allrad: Nein
 Alufelgen: Nein
 Einparkhilfe: Nein
 Kilometerstand: 14293
 Kurvenlicht: Nein
 Navigationssystem: Nein
 Nebelscheinwerfer: Ja
 Panoramadach: Ja
 PS: 75
 Servolenkung: Ja
 Sitzheizung: Nein
 Standheizung: Ja
 Tempomat: Nein
 Zentralverriegelung: Ja
(a) Dieses Datenelement gelangt
in keine der Ergebnismengen und
kommt somit für keinen der Kunden
in Frage.
Nummer: 3/1c-VehicleFeatures
Fahrzeug: Honda Civic Aero Deck
 ABS: Nein
 Allrad: Nein
 Alufelgen: Nein
 Einparkhilfe: Ja
 Kilometerstand: 15783
 Kurvenlicht: Nein
 Navigationssystem: Ja
 Nebelscheinwerfer: Nein
 Panoramadach: Nein
 PS: 114
 Servolenkung: Ja
 Sitzheizung: Ja
 Standheizung: Nein
 Tempomat: Nein
 Zentralverriegelung: Nein
(b) Dieses Datenelement gelangt in zwei
der drei Ergebnismengen, da es für
„Paul“ und für „Marta“ in Betracht
kommt.
Abbildung 3.17: Zwei Datenelementkarten aus der Benutzerstudie (siehe Ab-
schnitt 3.1.5), passend zu den Grafiken aus den Abbildungen 3.15 und 3.16.
Das Szenario, das gegenüber den Studienteilnehmern erläutert wurde, be-
steht darin, dass drei Personen mit unterschiedlichen Präferenzen ein Auto
aussuchen möchten.
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Die Teilnehmer wurden nach dem Zufallsprinzip einem der vier Fälle zu-
geteilt. Die abhängigen Variablen waren die Zeit und die Korrektheit der
Anfragen sowie die vom Benutzer geäußerte Vorliebe für eines der Modelle.
3.1.5.3 Durchführung
Die Studie wurde immer nur für einen Teilnehmer gleichzeitig durchgeführt.
Zunächst wurde eine gedruckte Einleitung zu den generellen Aspekten des
Filter/Flow-Konzepts bereitgestellt. Diese Einleitung verwendete einen
„neutralen“4 Filter/Flow-Graphen. Er bestand nur aus einfachen Kno-
ten (keine Negationen, keine duplizierten oder anderweitig spezielle Filter-
knoten). Die Teilnehmer wurden aufgefordert, bei Unklarheiten nachzufra-
gen. Vier einleitende Beispiele wurden präsentiert. Auf diese Weise konnten
sich die Teilnehmer an die Durchführung der Aufgaben gewöhnen. Für diese
Vorbereitung wurde ein weiterer neutraler Filter/Flow-Graph auf dem
Bildschirm angezeigt.
Für jeden Teilnehmer teilte sich die Studie in zwei Abschnitte auf,
einen für FFK und einen für EFFK-Graphen. Zu Beginn jedes solchen
Abschnitts erhielten die Teilnehmer eine Beschreibung der Besonderhei-
ten der jeweiligen Visualisierung. Anschließend mussten die Teilnehmer je
fünf Aufgaben für jeden der drei gezeigten Anfragegraphen lösen. Für jede
Aufgabe erhielten sie eine Datenelementkarte. Nachdem sie einen Moment
lang einen Überblick über die auf der Karte aufgelisteten Attribute und
Werte gewonnen hatten, wurde ein Anfragegraph auf dem Bildschirm ge-
zeigt. Die Teilnehmer mussten darin ablesen, welche Ergebnismengen das
Datenelement beim Durchlaufen des Graphen erreichen könnte (siehe auch
Abbildung 3.17 für zwei Beispiele inklusive Antworten). Antworten wur-
den manuell notiert, während die benötigte Zeit automatisch aufgezeichnet
wurde. Dazu drückten die Teilnehmer nach dem Beantworten der Frage eine
Taste zum Beenden der Aufgabe. Diese Messung fand mit dem für die Stu-
die entwickelten Werkzeug stattfand, das auch die Graphen anzeigte. Somit
entsprach die aufgezeichnete Zeitspanne exakt der Zeitspanne, während de-
rer der Graph auf dem Bildschirm sichtbar war. Die Teilnehmer wurden über
die Zeitmessung informiert. Sie wurden jedoch darauf hingewiesen, dass sie
ihre Priorität auf Korrektheit und nicht auf Schnelligkeit legen sollten. So
sollten willkürliche Antworten durch Raten vermieden werden.
Am Ende jeder Aufgabe wurde ein leerer Bildschirm gezeigt, um zu ver-
hindern, dass sich die Teilnehmer den Graph auswendig merkten. Gleich-
zeitig bot dies eine Gelegenheit für eine Pause. Die ersten zwei Aufgaben
dienten jeweils zur Übung, die anderen drei flossen in die Auswertung mit
4das heißt, ohne Merkmale, die ihn eindeutig als FFK- oder EFFK-Graphen iden-
tifiziert hätten
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Tabelle 3.4: Aggregierte Ergebnisse der Benutzerstudie zum EFFK: Anzahl
der Teilnehmer, Mittelwerte und Standardabweichungen („SD“) für Kor-
rektheit und Antwortzeit in Sekunden, sowie die Anzahl der Teilnehmer,
die das jeweilige Modell bevorzugen.
Korrektheit Antwortzeit (s)
Modell Anzahl Mittel SD Mittel SD bevorzugt
FFK 28 0,987 0,027 30,1 6,7 9
EFFK 28 0,967 0,059 26,0 6,6 19
ein. Nach Beendigung aller Aufgaben mussten die Teilnehmer die beiden
Visualisierungsmodelle in einem Fragebogen vergleichen. Darin wurden sie
aufgefordert, eine Vorliebe für eines der Modelle zu äußern und die von
ihnen wahrgenommenen Vor- und Nachteile jedes der Modelle aufzuzäh-
len. Zusätzlich wurden die Teilnehmer noch gebeten, einige demografische
Daten anzugeben.
Beide Graphtypen wurden während der gesamten Benutzerstudie neu-
tral als „Graphtyp A“ und „Graphtyp B“ bezeichnet. Insgesamt nahm die
Studie ungefähr 50 bis 60 Minuten pro Teilnehmer in Anspruch. Jeder Teil-
nehmer, der mit der Studie anfing, erhielt eine finanzielle Aufwandsentschä-
digung.
In einem Graphen mit n Ergebnismengen undm ¤ n vom Datenelement
erreichten Ergebnismengen mussten Teilnehmer genau die m erreichten Er-
gebnismengen nennen. Dies ist gleichbedeutend mit n booleschen Aussagen
der Form „erreicht“/„nicht erreicht“. Unter diesen n booleschen Aussagen
ging jede korrekte Aussage als 1
n
in die summierte Punktzahl der Aufgabe
ein.
3.1.5.4 Ergebnisse
Die ermittelten Punktzahlen wurden mit einer Mixed ANOVA verglichen.
Die Werte waren für alle vier Fälle ähnlich. Tabelle 3.4 zeigt die Mittelwerte
und die Standardverteilung von Korrektheit und Antwortzeiten bei jedem
der Modelle. Die Reihenfolge der Bestandteile der Studie schien keinen Ein-
fluss zu haben.
Die Aufgaben konnten in beiden Graphmodellen gut gelöst werden; es
wurden insgesamt wenig Fehler gemacht. Dies war bei der Studienplanung
wegen der hohen Komplexität der Anfragegraphen nicht vorgesehen worden.
In Bezug auf die Korrektheit der Antworten gab es zwischen den beiden
Modellen keine signifikanten Unterschiede (F p1, 24q  2, 63; p  0, 118). Die
Unterschiede in der Bearbeitungszeit waren hingegen signifikant (F p1, 24q 
19, 25, p   0.001). Die Teilnehmer konnten die Aufgaben mit dem EFFK im
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Durchschnitt vier Sekunden (oder 14%) schneller lösen als mit dem FFK.
Auch subjektiv wurde das EFFK von den Teilnehmern tendenziell be-
vorzugt, da zwei Drittel dieses Modell im Fragebogen als besser bewerte-
ten. Die Teilnehmer nannten Eigenschaften wie „klarer“ (16), „schneller“
(8) und „kompakter“ (6) als Begründungen. Das FFK erhielt dement-
sprechend einige negative Kommentare, die sich unter den Stichworten „zu
viele Kanten“ (8) und „Durcheinander“ (5) zusammenfassen lassen.
Kritische Kommentare zum EFFK betrafen hauptsächlich die visuelle
Darstellung. Vier Teilnehmer fanden, dass die komplexeren Filterknoten
zum Teil zu viel Information auf zu kleinem Raum enthielten. Zwei weitere
gaben an, dass insbesondere der Vergleichsoperator leicht zu übersehen ist.
Insgesamt verstanden die Teilnehmer jedoch schnell, wie man mit dem
EFFK-Graphen umgehen muss. Sie nannten auch keine ernsthaften Schwie-
rigkeiten, die beim Lesen der erweiterten Visualisierung aufgetreten wä-
ren. Zusammenfassend lässt sich daher festhalten, dass die EFFK-Graphen
nicht schlechter lesbar sind als entsprechende FFK-Graphen. Durch die
kompaktere, platzsparendere und zum Teil einfachere Darstellung werden
sie von Benutzern tendenziell bevorzugt.
3.1.6 Evaluation der Abbildung auf SPARQL
Im Rahmen einer Diplomarbeit wurde von einem Studenten eine qualitative
Benutzerstudie zu einer abgewandelten Version von SparqlFilterFlow
durchgeführt [Bol13]. Dazu wurde eine vom Studenten erstellte webbasierte
Implementierung des Konzepts eingesetzt, welche die grundlegenden Fea-
tures unterstützte. Abweichend vom oben beschriebenen Konzept werden
Knoten, die sich auf dasselbe Objekt beziehen, farblich gekennzeichnet (sie-
he Abschnitt 3.1.2.5). Dabei können auch Objekte aus unterschiedlichen,
parallel (nicht sequenziell) zueinander verlaufenden Flüssen verwendet wer-
den.
Im Rahmen der Studie mussten die Teilnehmer jeweils vier abgebildete
Filter/Flow-Graphen lesen und die entsprechenden Anfragen in natürli-
cher Sprache formulieren. Ebenso mussten sie jeweils vier Anfragen, die in
natürlicher Sprache gegeben waren, mit Hilfe des Prototyps, in dem das Vo-
kabular aus DBpedia [ABK+07] zur Verfügung stand, visuell ausdrücken.
Ein Beispiel für eine solche Anfrage lautete: „Gesucht wird eine Program-
miersprache (Programming Language), die durch ‚Java (programming lan-
guage)‘ oder ‚BASIC‘ beeinflusst (influenced by) wurde.“
Die Studie wurde mit insgesamt 16 Teilnehmern durchgeführt. Es wur-
den jeweils nur bei der letzten, kompliziertesten Verständnis- und Kon-
struktionsaufgabe fehlerhafte Lösungen genannt. Insgesamt zeigten sich die
Studienteilnehmer sehr zufrieden mit dem Konzept. Auf einer elfstufigen
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1 PREFIX swrc: <http://swrc.ontoware.org/ontology#>
2 PREFIX journal: <http://dblp.l3s.de/d2r/resource/journals/>
3 PREFIX dc: <http://purl.org/dc/elements/1.1/>
4 PREFIX foaf: <http://xmlns.com/foaf/0.1/>
5
6 SELECT ?author
7 WHERE {
8 ?author a foaf:Agent .
9 ?doc swrc:journal journal:tvcg ;
10 dc:creator ?author .
11 ?otherDoc dc:title ?title ;
12 dc:creator ?author .
13 FILTER(contains(?title, "visual")
14 && contains(?title, "query")) .
15 }
Quelltextbeispiel 3.1: Die SPARQL-Anfrage, zu der in Abbildung 3.18 ein
Ausschnitt der Ergebnisliste gezeigt wird.
Skala, auf der die Studienteilnehmer ihre Zufriedenheit mit den Gesichts-
punkten der Lesbarkeit von Anfragen, der Erstellbarkeit von Anfragen und
dem visuellen Datenfilterungskonzept allgemein angeben sollten, lagen alle
Durchschnittswerte im oberen Viertel.
3.1.7 Implementierung
Neben der in Abschnitt 3.1.6 kurz erwähnten webbasierten Umsetzung
wurde das EFFK mit C# und WPF als Anwendung für das Micro-
soft .NET Framework [Mic15] implementiert. Konzeptuell wurden die
oben beschriebenen Features inklusive der in Abschnitt 3.1.3 beschriebe-
nen Flüsse mit mehreren Datenmengen verwirklicht. Für die Datenanbin-
dung wurde in dieser Implementierung die in Abschnitt 3.1.4 vorgestellte
Filter/Flow-Interpretation SparqlFilterFlow mittels der Bibliothek
dotNetRDF [VZA+15] umgesetzt.
Die Implementierung stellt die Anfragegraphen visuell dar und erlaubt
die Bearbeitung mittels Drag-und-Drop. Filtereinstellungen können direkt
in den Filterknoten vorgenommen werden. Zusätzliche Knoten können über
eine Werkzeugleiste eingefügt werden, und neue Flüsse lassen sich durch das
Verbinden von Emittern und Rezeptoren per Drag-und-Drop hinzufügen.
Abbildung 3.18 zeigt die prototypische Anwendung. Quelltextbeispiel 3.1
repräsentiert die SPARQL-Anfrage für die in der Abbildung gezeigte Er-
gebnisliste.
Als Datenquelle für die Implementierung kann ein beliebiger SPARQL-
Endpoint gewählt werden.
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Abbildung 3.18: Die Desktop-basierte prototypische Implementierung des
EFFK-Systems. In diesem Screenshot ist ein auf Faceted DBLP [DB08]
ausgeführter Anfragegraph zu sehen, welcher Autoren sucht, die einerseits
mindestens eine Veröffentlichung auf der Konferenz PacificVis oder in der
Fachzeitschrift TVCG haben und andererseits mindestens eine Veröffentli-
chung, deren Titel die Wörter „visual“ und „query“ enthält. Die Ergebnisse
werden je nach Veröffentlichung auf der Konferenz oder in der Fachzeit-
schrift separat ermittelt, da die betreffenden Mengen nicht vereinigt werden,
sondern in parallelen Bahnen in die Ergebnisknoten geleitet werden. Die
beiden Ergebnismengen sind jedoch nicht notwendigerweise disjunkt, falls
Autoren die Bedingungen beider Anfragen erfüllen. Die Größen der zwei
Ergebnismengen werden dargestellt. Ebenso wird ein Ausschnitt der Ergeb-
nisliste der TVCG-Autoren angezeigt, da im Ergebnislistenknoten (unten
rechts) der Reiter für die TVCG-Autoren-Anfrage aktiv ist. Der Quelltext
der entsprechenden SPARQL-Anfrage ist als Quelltextbeispiel 3.1 aufge-
führt.
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3.1.7.1 Graphauswertung
Zur Auswertung eines Filter/Flow-Graphen müssen die Verknüpfungen
zwischen den Filterknoten analysiert werden, um herauszufinden, welche
Filterkriterien in welchen Kombinationen zusammen erfüllt werden müs-
sen. Die naive Vorgehensweise dazu, welche vermutlich ähnlich wie das Ver-
ständnis menschlicher Benutzer von Filter/Flow-Graphen funktioniert,
betrachtet sämtliche alternativen Pfade, die vom Anfang zum Ende des
Graphen führen. Das Gesamtergebnis des Ausdrucks ist dann eine Disjunk-
tion aus den Kombinationen der Filterkriterien jedes solchen Pfads. Diese
Vorgehensweise ist allerdings nicht besonders effizient, da Filterknoten, die
mehreren Pfaden angehören, mehrfach ausgewertet werden müssen. Selbst
bei zwischengespeicherten Auswertungsergebnissen für jeden Knoten (be-
ziehungsweise jeden Emitter, siehe Abschnitt 3.1.2.1) lässt sich auf diese
Weise der Filtergraph nicht in einen kompakten booleschen Ausdruck um-
formen, sondern nur in die unter Umständen unübersichtlichere disjunktive
Normalform (DNF), wie in Abbildung 3.19 veranschaulicht.
o1
o3
o4
o6
o7
o2
o5
Abbildung 3.19:Dieser Filter/Flow-Graph lässt sich intuitiv in den relativ
kompakten Ausdruck o1 ^ po2 _ o3q ^ o4 ^ po5 _ o6q ^ o7 umformen (wobei
der von einem Emitter repräsentierte Term durch den Namen des jeweiligen
Emitters ausgedrückt wird). Mit der naiven Vorgehensweise, jeden Pfad
separat zu betrachten, entsteht ein ungleich längerer Ausdruck in DNF:
po1^ o2^ o4^ o5^ o7q _ po1^ o3^ o4^ o5^ o7q _ po1^ o2^ o4^ o6^ o7q _
po1 ^ o3 ^ o4 ^ o6 ^ o7q
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Da in der Literatur zum Filter/Flow-Konzept keine konkreten An-
gaben zur Vorgehensweise zu finden waren, wurde für die Implementierung
ein neuer Algorithmus entworfen. Die Auswertung geschieht jeweils für eine
bestimmte Datenmenge in ihrem Zustand, wie sie aus einem bestimmten
Emitter austritt. Wie am Ende von Abschnitt 3.1.3 erläutert, lässt sich zu
jeder solchen Datenmenge an einem gegebenen Emitter jedoch ein äqui-
valenter Anfragegraph erzeugen, der vollständig ohne Flüsse mit mehreren
Datenmengen auskommt. Um die Lesbarkeit des Algorithmus zu erhöhen,
wird in diesem Dokument die Variante ohne Berücksichtigung der Daten-
mengen gezeigt.
Der Algorithmus benötigt als Eingabe einen Emitter o0 (von dem aus
flussaufwärts der Graph durchlaufen wird) sowie einen Grenzknoten limit
(an dem die Traversierung des Graphen gestoppt wird). Ist kein Grenzkno-
ten angegeben, so wird die Traversierung bis zu dem oder den Ursprungs-
knoten des Graphen fortgesetzt. Der Vorgang ist als Algorithmus 3.1 dar-
gestellt.
Der Algorithmus betrachtet beim Durchlaufen des Graphen jeden Fil-
terknoten. Eingehende Flüsse an Rezeptoren, die nicht der Hauptrezeptor
sind, werden durch rekursive Aufrufe von getTree zu Ausdrucksbäumen zu-
sammengefasst. Sie werden der Reihe nach in der Liste args abgelegt (Zei-
le 7ff.). Der aktuell betrachtete Emitter wird dann zu einem Knoten für den
Ausdrucksbaum umgewandelt, wobei die in args gesammelten Ausdrucks-
bäume als Parameter verwendet werden (Zeile 19). Die Traversierung wird
jeweils über den Hauptrezeptor fortgesetzt (Zeile 20ff.). Bei allen Rezepto-
ren wird die Situation, dass mehrere Flüsse eingehen, durch eine zusätzliche
Funktion getParallel behandelt (Zeilen 16 und 29).
Die Funktion getParallel (Algorithmus 3.2) ermittelt die Ausdrucksbäu-
me für mehrere parallel verlaufende Teilgraphen und fasst diese in einer
Disjunktion zusammen. Potenziell wird auch ein Baum zu einem weiter
flussaufwärts liegenden Subgraph ermittelt und angehängt, bis hin zu ei-
nem etwaigen Grenzknoten. getParallel benötigt als Parameter lediglich
eine Menge von Emittern O˜ sowie optional einen Grenzknoten limit. Zu-
dem greift die Funktion intern auf eine weitere Funktion maxDist zurück,
welche für einen gegebenen Emitter o˚ die maximale Anzahl an Emittern
bestimmt, die durchlaufen werden müssen, um von o˚ aus einen beliebigen
Emitter aus O˜ erreichen zu können. Dabei werden nur solche Emitter aus O˜
berücksichtigt, die von o˚ aus erreichbar sind. Gibt es keine solchen Emitter,
so ist maxDist undefiniert.
Der Emitter, an dem die parallelen Graphpfade wieder zusammenlaufen,
wird über die Funktion ncp („nearest common predecessor“, nächster ge-
meinsamer Vorgänger) bestimmt. In getParallel werden Gruppen aus Emit-
tern gebildet, welche jeweils denselben nächsten gemeinsamen Vorgänger
haben. Beginnend bei der Gruppe, die den nächstgelegenen gemeinsamen
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1: function getTree(o0, limit)
2: args, chain: leere Listen
3: ocurrent : o0
4: ncurrent : Knoten von o0
5: while ocurrent  ε and ocurrent  limit and |ncurrent.Inbound| ¡ 0 do
6: rmain : Hauptrezeptor von ncurrent
7: for all r P Rezeptoren von ncurrentztrmainu do
8: nflows : |bei r eingehende Flüsse|
9: if nflows  0 then
10: args.append(ε)
11: else if nflows  1 then
12: e0 : einziger bei r eingehender Fluss
13: args.append(getTree(Emitter von e0, ε))
14: else
15: O˜ : alle mit r verbundenen Emitter
16: args.append(getParallel(O˜, ε))
17: end if
18: end for
19: chain.prepend(createTreeNode(ocurrent, args))
20: if rmain  ε then
21: nflows : |bei rmain eingehende Datenmengen|
22: if nflows  0 then
23: ocurrent : ε
24: else if nflows  1 then
25: ocurrent : Emitter des bei rmain eingehenden Flusses
26: else
27: O˜ : alle mit rmain verbundenen Emitter
28: oc : ncp(O˜)
29: chain.prepend(getParallel(O˜, oc))
30: ocurrent : oc
31: end if
32: end if
33: end while
34: if ocurrent  ε and ocurrent  limit then
35: chain.prepend(createTreeNode(ocurrent, args))
36: end if
37: return Konjunktion aus Elementen von chain sowie true
38: end function
Algorithmus 3.1:Funktion getTree zur Extraktion eines booleschen Ausdrucks-
baums aus einem EFFK-Graphen.
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Abbildung 3.20: Parallele Subgraphen, die dem selben Rezeptor vorausgehen,
werden zu Gruppen mit demselben nähesten gemeinsamen flussaufwärts
liegenden Element zusammengefasst. Die Gruppen, die am frühesten wieder
zu einem gemeinsamen Pfad zusammentreffen, werden als erstes in einer
Disjunktion gruppiert.
Vorgänger von allen Gruppen hat, wird dann ein Disjunktionsbaumknoten
für die parallelen Subgraphen aus dieser Gruppe erzeugt. Der nächste ge-
meinsame Vorgänger der betreffenden parallelen Subgraphen wird dann in
die noch zu verarbeitenden Gruppen von parallelen Subgraphen miteinbezo-
gen, da der Disjunktionssubgraph insgesamt parallel zu einem der anderen
betrachteten Subgraphen verlaufen könnte. Dieser Vorgang wird so lange
wiederholt, bis alle Gruppen verarbeitet sind und somit ein gemeinsamer
Disjunktionsbaumknoten übrigbleibt (Abbildung 3.20).
Die Funktion ncp ermittelt zu einer Menge Oˆ  O aus Emittern den
nächstgelegenen gemeinsamen Vorgänger als den flussaufwärts nächstgele-
genen Emitter, von dem aus alle Emitter aus Oˆ erreichbar sind. Ist kein
solcher Emitter vorhanden, wird ε zurückgegeben (das heißt im konkre-
ten Programm null). Sofern Oˆ mehr als einen Emitter enthält, greift ncp
einen beliebigen Emitter aus Oˆ heraus. Von diesem aus gesehen werden so
lange eindeutige Vorgänger gesucht, bis ein Vorgänger gefunden wurde, der
auch einen eindeutigen Vorgänger für alle anderen Emitter aus Oˆ darstellt,
oder bis der Anfang des Anfragegraphen erreicht ist. Ein Vorgänger ist da-
bei eindeutig, wenn man beim Zurückverfolgen der Flüsse zwangsläufig auf
ihn trifft und er somit nicht durch einen parallelen Subgraphen umgangen
werden kann. Die Berechnungsvorschrift ist als Algorithmus 3.3 abgebildet.
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1: function getParallel(O˜, limit)
2: last : ε
3: attached : ∅
4: groups : tpop, Oˆq|Oˆ  O˜ ^ op  ncppOˆq
5: ^EOˇ  O˜, Oˇ X Oˆ  ∅ : ncppOˇq ist Nachfolger von opu
6: groupsL : Liste mit Elementen aus groups
7: while |groupsL| ¡ 0 do
8: groupsL aufsteigend nach maxDistpopq sortieren
9: erstes Element pop, Oˆq aus groupsL entnehmen
10: parallel: leere Liste
11: for all oˆ P Oˆ do
12: add : tα für poˆ, tαq P attached, sonst ε
13: subTree : Konjunktion aus getTreepoˆ, opq, add und true
14: parallel.append(subTree)
15: end for
16: last : Disjunktion aus allen Knoten in parallel und false
17: if op  ε then
18: attached : attachedY tlastu
19: end if
20: for all poξ, Oξq P groupsL do
21: if Oξ X Oˆ  ∅ then
22: Oξ : OξzpOξ X Oˆq
23: if Oξ  ∅ then
24: poξ, Oξq aus groupsL entfernen
25: else if op  limit and op  ε then
26: Oξ : Oξ Y topu
27: end if
28: end if
29: end for
30: end while
31: return Konjunktion aus dem letzten Wert von op, last und true
32: end function
Algorithmus 3.2: Function getParallel zum Umwandeln mehrerer parallel ver-
laufender Subgraphen eines EFFK-Graphen zu einer Disjunktion aus Aus-
drucksbäumen.
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1: function ncp(Oˆ)
2: if |Oˆ| ¤ 0 then
3: return FEHLER
4: else if |Oˆ|  1 then
5: return direkter Vorgänger-Emitter des Elements aus Oˆ
6: else
7: oc : ein Element aus Oˆ
8: Oˆ1 : Oˆzoc
9: while oc  ε do
10: if Oˆ1 enthält nur eindeutige Nachfolger von oc then
11: return oc
12: end if
13: rc,main : Hauptrezeptor des Knotens von oc
14: Fc : bei rc,main eingehende Flüsse
15: if |Fc| ¤ 0 then
16: oc : ε
17: else if |Fc|  1 then
18: oc : direkter Vorgänger-Emitter des Knotens aus oc
19: else
20: oc : ncppalle Emitter Flüsse aus Fcq
21: end if
22: end while
23: return ε
24: end if
25: end function
Algorithmus 3.3: Function ncp („nearest common predecessor“, nächster ge-
meinsamer Vorgänger), welche in einem EFFK-Graphen den nächstgelege-
nen Emitter sucht, der ein gemeinsamer Vorgänger einer gegebenen Menge
von Emittern ist.
3.1.7.2 Architektur
Die Architektur der Implementierung wurde so gewählt, dass die gesamte
Anwendung für verschiedene Einsatzzwecke flexibel erweiterbar ist. Insbe-
sondere wurde darauf geachtet, dass unterschiedliche Arten von Datenquel-
len angeschlossen, zusätzliche Filterknoten verwendet und unterschiedliche
Frontend-Technologien eingesetzt werden können.
Der durch einen Filter/Flow-Graphen dargestellte Ausdruck wird
zunächst durch den Algorithmus aus dem vorangegangenen Abschnitt er-
kannt. Das Ergebnis wird dann durch einen abstrakten Ausdrucksbaum
repräsentiert. Die objektorientierte Repräsentation der Baumknoten wird
über das Factory-Pattern erzeugt, wie in Abbildung 3.21 dargestellt. Von
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FilterSolutions.Abstract.Tree
<<interface>>
ITreeFactory
+CreateChainLelements:IEnumerable<ITreeNode>B: ITreeNode
+CreateParallelLelements:IEnumerable<ITreeNode>B: ITreeNode
+CreatEmitterNodeLemitter:EmitterWithPortionId,
parameters:IEnumerable<ITreeNode>B: ITreeNode
+CreateNopLB: ITreeNode
FilterSolutions.dll
FilterSolutions.Trees.dll
FilterSolutions.Abstract.Tree
<<interface>>
ITreeNode
+AllChildren
0..*
FilterSolutions.Trees.SPARQL
SPARQLTreeFactory
FilterSolutions.Trees.SPARQL.dll
BasicNodes
TreeNode
Abbildung 3.21: UML-Klassendiagramm der Factory für Ausdrucksbäu-
me in der Filter/Flow-Implementierung. Das Modul FilterSoluti-
ons.Trees.SPARQL.dll könnte komplett ersetzt werden, um Anfragen in
der Syntax einer anderen Abfragesprache als SPARQL zu erzeugen.
den erzeugten Baumknoten können so letztendlich unterschiedliche Dar-
stellungen des Anfrageausdrucks erzeugt werden – beispielsweise SQL-Code
oder SPARQL-Code.
Sämtliche Filter/Flow-Knoten basieren auf einer Basisklasse, zu der
je nach Anwendungsfall Kindklassen erzeugt werden können. Grundlegen-
de, „abstrakte“ Operationen, wie das einfache Vergleichen von Werten, sind
vordefiniert. Daneben kann der Prototyp so aber auch auf relativ unkom-
plizierte Weise an neue Anwendungsfälle angepasst werden. Für Anfragen
im Bereich des öffentlichen Verkehrs können beispielsweise Knoten zur Fil-
terung aller grundlegenden Reisedaten wie Abfahrts- oder Ankunftszeit
sowie Start- und Zielort angeboten werden. Dies trägt zur Vereinfachung
der Graphstruktur gemäß dem Prinzip der Subgraphersetzung (siehe Ab-
schnitt 3.1.2.6) bei.
Um das Konzept auf unterschiedlichen Arten von Endgeräten testen zu
können, wurden Datenmodell und visuelle Darstellung in zwei Schichten
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getrennt (siehe Abbildung 3.22). Die Visualisierungsschicht stellt dabei für
jeden Knotentyp aus dem Datenmodell eine passende Visualisierung zur
Verfügung. Die geeignete Visualisierung wird über eine zur Laufzeit ermit-
telte Zuordnungstabelle erzeugt. Neu hinzugefügte Filtertypen im Daten-
modell benötigen somit ebenso ein passendes Visualisierungsmodul in der
Visualisierungsschicht.
FilterSolutions.dll
DBFilter.dll
FilterSolutions.Presentation.dll
Node
TNode:Node<TNode>
DBFilterTerm
TripleStoreFilter.dll
TripleStoreFilterTerm
Join AskResult
ValueComparisonBase
IntComparison
VisualNode
TNode:Node<TNode>
TContext:object
FilterSolutions.Presentation.WPF.dll
WPFNode
TNode:Node<TNode>
DBFilter.WPF.dll
VisualDBFilterTermNode
TripleStoreFilter.WPF.dll
VisualJoin VisualAskResultVisualValueComparison
VisualIntComparison
VisualNodeFactory
+CreateVisualNode(node:TNode): TVisualNode
+FindAndRegister(inAssembly:Assembly)
TNode:Node<TNode>
TVisualNode:VisualNode<TNode, TContext>
TContext:object
+Node
1
Abbildung 3.22: UML-Klassendiagramm der Knotenklassen in der Fil-
ter/Flow-Implementierung. Durch die Unterteilung in mehrere Modu-
le mit einer Datenhaltungsschicht (links) und einer davon getrennten Vi-
sualisierungsschicht (rechts) lässt sich der Prototyp für andere Arten von
Frontends anpassen. (Pakete beziehungsweise Namensräume sind in diesem
Diagramm der Übersichtlichkeit halber nicht berücksichtigt. Ebenso ist nur
eine kleine, repräsentative Auswahl von Knotentypen zu sehen.)
Die Visualisierungsschicht ist auf diese Weise komplett austauschbar. So
konnten neben der WPF-basierten Implementierung für Desktop-Rechner
weitere Visualisierungsschichten umgesetzt werden. Dies wurde gezeigt, in-
dem eine zusätzliche Implementierung für Desktop-Systeme, basierend auf
Gtk# (dargestellt in Abbildung 3.23), sowie eine WPF-basierte Imple-
mentierung für den berührungsempfindlichen Microsoft-Surface-Tisch
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teilweise erstellt wurden. Zudem wurde durch den modularen Aufbau ei-
ne Diplomarbeit möglich, die unter Verwendung vonMono for Android
eine Visualisierungsschicht für mobile Android-Geräte entwickelte [Fer12].
Abbildung 3.23: Eine frühe Version der prototypischen EFFK-Implementie-
rung, für die ein Gtk#-Frontend angefertigt wurde. In der untersten Reihe
der Knoten werden jeweils aus dem Anfragegraph konstruierte Bedingungen
angezeigt, wie sie direkt in die WHERE-Klausel einer SQL-Anfrage eingesetzt
werden könnten.
3.1.7.3 Benutzbarkeit der Implementierung
Die Implementierung mit dem WPF-basierten Frontend und dem SPAR-
QL-basierten Backend stellt eine Reihe grundlegender Filterknoten für Wer-
tevergleiche zur Verfügung. Ebenso sind Knoten zur Anzeige der Größe von
Ergebnismengen sowie von Elementen aus Ergebnismengen vorhanden, die
zu Anfragegraphen hinzugefügt werden können. An strukturellen Knoten
steht zum Nachweis der Umsetzbarkeit der parallelen Bahnen (siehe Ab-
schnitt 3.1.3) der Zusammenführungsknoten aus Abbildung 3.11 bereit.
Die Anwendung lässt sich mit einem Zeigegerät bedienen und kann über
einen Einstellungsdialog dahingehend konfiguriert werden, dass auf einen
benutzerdefinierten SPARQL-Endpunkt zugegriffen wird. Die Generierung
der SPARQL-Anfragen ruft auch bei relativ komplexen Anfragegraphen
(ca. 50 Knoten) keine erkennbare Verzögerung hervor und die Anfragen zur
Ermittlung von Ergebnismengen oder deren Größe werden bei Änderungen
im Graph jeweils umgehend versandt. Die Wartezeit, bis die entsprechenden
Antworten vom Server eintreffen und die Visualisierung aktualisiert wird,
hängt vom aktuellen Zustand des Servers ab und variiert auch bei kleinen
Anfragen (2 Knoten) zwischen unter einer Sekunde und mehreren Minuten.
Bei komplexeren Anfragen besteht eine Tendenz zu längeren Wartezeiten
(mindestens einige Sekunden), wobei die Wartezeit aber auch stärker von
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der Server-Software des aktuell verwendeten Endpunkts und der konkreten
Anfragestruktur abhängt – so scheint beispielsweise der für DBpedia ver-
wendete Triple Store Virtuoso mehr Zeit für die Auswertung von Anfra-
gen zu benötigen, wenn diese mit UNION verknüpfte alternative Subgraphen
enthalten.
3.1.8 Fazit
Durch die integrierten Verbesserungen des EFFK gegenüber dem FFK ist
nun klar definiert, wie Filter/Flow-Graphen in kompakter Weise dar-
gestellt werden können. Ebenso ist es nun möglich, mittels der paralle-
len Bahnen mehrere ähnliche Anfragen gleichzeitig durchzuführen und die
Veränderungen der Ergebnismengen im Verlauf der Filterung miteinander
zu vergleichen. Die Abbildung auf SPARQL ermöglicht die Anwendung
der kombinierten Verbesserungen für Anfragen an Datensammlungen, die
über eine einheitliche Schnittstelle angesprochen werden können, was die
praktische Einsetzbarkeit des Konzepts gewährleistet. Durch die vorliegen-
de Implementierung können diese Neuerungen bereits praktisch ausprobiert
werden.
3.2 QueryVOWL
Die Graphdarstellung im Filter/Flow-Konzept wurde dazu eingesetzt,
die logische Verknüpfung von Filterkriterien auszudrücken. Im Gegensatz
dazu stellen Objektgraph-basierte Verfahren (siehe Abschnitt 2.3.1.1) die
Zusammenhänge zwischen den gesuchten Datensätzen als Graph dar. Be-
nutzer definieren also eine Schablone für das Graph-Muster, das sie finden
möchten.
Im Rahmen dieses Promotionsvorhabens wurde eine Objektgraph-
basierte Anfragevisualisierung entwickelt, die sich auf die Anfragesprache
SPARQL abbilden lässt. Dadurch gibt sie Benutzern ohne SPARQL-
Kenntnisse die Möglichkeit, Anfragen im Zusammenhang mit komplexen
Objektstrukturen an RDF-Datenbanken zu richten. Im Gegensatz zu
anderen Konzepten, welche sich dicht an der SPARQL-Syntax orientie-
ren [SRB+08; GGS11; Del10], war es nicht das Ziel, eine visuelle Abbildung
der SPARQL-Syntax zu definieren. Stattdessen sollten die zugrundelie-
genden Anfragekonzepte wiedergegeben werden. Gleichzeitig sollte eine
möglichst breite Auswahl an Anfragevariationen möglich sein.
Um die Einarbeitungszeit in die Visualisierung zu senken, wurde auf
der Notation VOWL aufgebaut. Diese Notation hat sich bereits im Bereich
der Ontologievisualisierung bewährt. Dazu wurden die visuellen Elemente
aus VOWL übernommen und teilweise angepasst. Anschließend wurden sie
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über eine Reihe neu hinzugefügter Definitionen auf SPARQL-Fragmente
abgebildet. Die Absicht hinter dieser Vorgehensweise war, zumindest Be-
nutzern, die bereits mit VOWL vertraut sind, den Lernaufwand für die
neue Anfragevisualisierung – QueryVOWL – zu verringern.
3.2.1 VOWL, visuelle Notation für OWL-Ontologien
Im Rahmen des Promotionsvorhabens wurden Beiträge zur Entwicklung
von VOWL 1 und insbesondere zur Weiterentwicklung von VOWL 1 zu
VOWL 2 beigesteuert. Daher wird an dieser Stelle die Ontologievisualisie-
rung VOWL mit Fokus auf die zweite Version vorgestellt. Auf diese Weise
soll sowohl der wissenschaftliche Beitrag im Bereich der Ontologievisualisie-
rung beschrieben als auch eine Grundlage für das anschließend vorgestellte
QueryVOWL-Konzept gelegt werden.
Die im Folgenden präsentierten Inhalte wurden zum Teil bereits ander-
weitig veröffentlicht. Insbesondere wird auf den im Folgenden aufgeführ-
ten Arbeiten, an denen der Autor maßgeblich mitwirkte, aufgebaut:
NHL13 S. Negru, F. Haag und S. Lohmann. “Towards a unified visual
notation for OWL ontologies: insights from a comparative user study”.
In: Proc. Semantic Systems (I-SEMANTICS ’13). ACM, 2013, S. 73–80.
doi: 10.1145/2506182.2506192
LNH+14 S. Lohmann, S. Negru, F. Haag und T. Ertl. “VOWL 2: user-
oriented visualization of ontologies”. In: Proc. Knowledge Engineering
and Knowledge Management (EKAW ’14). Bd. 8876. LNCS. Springer,
2014, S. 266–281. doi: 10.1007/978-3-319-13704-9_21
LNH+16 S. Lohmann, S. Negru, F. Haag und T. Ertl. “Visualizing onto-
logies with VOWL”. In: Semantic Web Journal (voraussichtlich 2016).
Angenommen am 21.08.2015.
LHN15 S. Lohmann, F. Haag und S. Negru. “Towards a visual notation
for OWL: a short summary of VOWL”. In: OWLED ’15. 2015
3.2.1.1 Grundlegende Idee
VOWL wurde von Negru et al. [NL13a; NHL13; NL13b] als Vorschlag ei-
ner einheitlichen visuellen Notation für OWL-Ontologien entworfen. Dies
sollte eine Lücke füllen, da für häufig verwendete Modellierungskonzepte ge-
wöhnlich standardisierte Visualisierungen definiert sind. Schemata relatio-
naler Datenbanken lassen sich als ER-Diagramme darstellen [Che76], für die
grafische Repräsentation objektorientierter Klassenstrukturen steht UML
zur Verfügung [Obj15, S. 192ff.], aber für die Ontologiebeschreibungsspra-
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che OWL [W3C12] existiert noch keine entsprechende einheitliche visuelle
Darstellung.
VOWL legt das Hauptaugenmerk auf die TBox (siehe Seite 12), welche
die in der Ontologie vorhandenen Konzepte und die möglichen Beziehun-
gen zwischen ihnen ausdrückt. Informationen aus der ABox, welche unter
Verwendung der Konzepte konkrete Individuen beschreibt, werden allen-
falls stark aggregiert dargestellt. So kann beispielsweise der Radius von
Klassenknoten angepasst werden, um die ungefähre Anzahl der zur Klasse
gehörenden Individuen anzudeuten.
Zur Definition der ersten VOWL-Version (oben dargestellt in Abbil-
dung 2.2) wurden Schritt für Schritt grafische Elemente für die zentralen
Bestandteile des Modells OWL in deren Spezifikation [DSB+04] entworfen.
Diese visuelle Notation wurde für VOWL 2 angepasst und erweitert. Da-
durch werden zusätzliche Konzepte aus OWL 2 [W3C12] unterstützt und
Rückmeldungen von Benutzern aufgegriffen.
3.2.1.2 Ontologiedarstellung in VOWL
Ontologien werden in VOWL als Node-Link-Diagramm dargestellt (Abbil-
dung 3.24). Dieses Diagramm wird in VOWL standardmäßig kräftebasiert
ausgerichtet. Die Knoten repräsentieren dabei Klassen und Datentypen;
die meisten Kanten stellen Eigenschaften dar. Zudem existieren noch eini-
ge besondere Kanten, die beispielsweise Inklusionsbeziehungen ausdrücken.
Auch Vererbungsbeziehungen sind durch spezielle Kanten ausgedrückt, wel-
che sich visuell an Implementierungskanten aus UML orientieren [Obj15,
S. 39f.]. Durch die Node-Link-Darstellung soll erreicht werden, dass sich
Verbindungen über mehrere Klassen hinweg besser nachvollziehen lassen
als beispielsweise mit einer Adjazenzmatrixdarstellung [KEC06].
VOWL verwendet Farben zur Hervorhebung bestimmter Attribute der
Klassen, Datentypen und Eigenschaften. Als deprecated („nicht mehr zu ver-
wenden“) markierte Klassen und Eigenschaften werden beispielsweise mit
einer besonderen Farbe dargestellt. Ebenso erhalten aus anderen Ontologien
importierte Klassen, Datentypen und Eigenschaften eine spezielle Farbge-
bung. Alle zum Verständnis der Ontologie essentiellen Informationen sind
jedoch zusätzlich in textueller Form vorhanden. Somit wäre der Aufbau
einer Ontologie auch bei rein zweifarbiger Darstellung der Visualisierung
noch erkennbar.
VOWL bildet nicht automatisch jeden Bestandteil einer Ontologie mit
genau einem grafischen Element ab. Vielmehr wurden für die Visualisie-
rung diverse Eigenarten von OWL-Ontologien ausgenutzt, um die Anzahl
und Länge der Kanten zu verringern und somit einem unübersichtlichen
Knotengewirr vorzubeugen:
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(a) Eine einfache in VOWL 2 dargestellte Ontologie, die oben im Quelltextbei-
spiel 2.2 sowie in Abbildung 2.2 in der ersten Version von VOWL gezeigt wurde.
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(b) Ontologie MySpO [Jac09] dargestellt mit VOWL 2.
Abbildung 3.24: Zwei Beispiele für die Ontologiedarstellung mit VOWL 2.
 Mengen von Klassen, die als äquivalent zueinander definiert sind, wer-
den zu einem einzelnen Knoten zusammengefasst. Da jegliche Eigen-
schaften, die für eine der äquivalenten Klassen definiert sind, genau-
so für alle anderen gelten, drückt der gemeinsame Knoten genau die
gewünschte Bedeutung aus. Entsprechend werden Mengen von zu-
einander äquivalenten Eigenschaften durch nur eine einzelne Kante
repräsentiert.
 Ontologiebestandteile, die wegen ihres hohen Abstraktionsgrades oft
keine zentrale spezifische Bedeutung für eine Ontologie haben, aber
gleichzeitig an vielen Stellen der Ontologie benutzt werden, werden in
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VOWL multipliziert, das heißt, mehrfach dargestellt. Auf diese Weise
kann eine Kopie jedes solchen Knotens möglichst dicht an der Klas-
se, mit der sie verbunden ist, platziert werden. Dies ermöglicht kurze
Kanten und verhindert unnötige Kantenkreuzungen. Diese Multipli-
kation betrifft beispielsweise die globale Basisklasse owl:Thing sowie
Datentypen für primitive Werte.
VOWL definiert eine Reihe von Interaktionen in der Visualisierung.
Diese dienen zum Zugriff auf Informationen, die nicht so wichtig sind, dass
sie ständig in der Visualisierung angezeigt werden müssten, die aber den-
noch abrufbar sein sollten. Zu diesem Zweck können Elemente der Visua-
lisierung vom Benutzer interaktiv markiert werden. Elemente, die mit den
markierten Elementen in einem bestimmten Zusammenhang stehen, werden
daraufhin ebenfalls (farblich) hervorgehoben.
Als Beispiel wären Paare zueinander inverser Eigenschaften zu nennen.
Diese werden in VOWL als Linie mit Pfeilspitzen an beiden Enden sowie
zwei Beschriftungen dargestellt. Wird eine der Beschriftungen markiert, so
wird die entsprechende Pfeilspitze hervorgehoben, um die Richtung anzu-
zeigen, zu der die markierte Beschriftung gehört.
Ferner können Implementierungen beliebige Zusatzinformationen zum
markierten Element außerhalb der eigentlichen Visualisierung ausgeben. So-
mit können auch Informationen zur Ontologie, die in VOWL gar nicht auf-
tauchen, als auch modellspezifisch verknüpfte Daten aus externen Quellen
hinzugezogen werden.
3.2.1.3 Abstrakte Definitionen
VOWL ist durchgehend modular definiert. Dies betrifft nicht nur die einzel-
nen Visualisierungselemente, die je nach Aufbau der Ontologie unterschied-
lich kombiniert werden können. Auch die Grundbestandteile, aus denen sich
diese Visualisierungselemente zusammensetzen, sind für sich genommen mit
einer abstrakten Bedeutung versehen. Auf diese Weise wurde eine einheit-
liche und flexibel anpassbare grafische Darstellung erreicht.
Diese abstrakte Definition findet sich insbesondere in der Farbgebung
wieder: In der Spezifikation werden keine konkrete Farben für die Visualisie-
rungsbestandteile festgelegt. Stattdessen wurde für VOWL ein abstraktes
Farbschema (in Form einer Liste von funktionsbezogenen Farbnamen) de-
finiert, auf das in der Spezifikation der visuellen Elemente verwiesen wird.
Für jede der definierten abstrakten Farben wird eine konkrete Farbe als Teil
eines Standardschemas vorgeschlagen. Implementierungen und Nutzern von
VOWL steht es jedoch frei, andere Farbschemata einzusetzen. Auf diese
Weise können dynamisch spezielle Einschränkungen in Abhängigkeit vom
Einsatzkontext und den Zielnutzern berücksichtigt werden. Beispielsweise
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kann ein Farbschema gewählt werden, das farbfehlsichtigen Nutzern hilft.
Ebenso kann eine VOWL-Darstellung an die allgemeine Farbgebung eines
größeren Systems angeglichen werden.
3.2.1.4 Benutzerstudien
Neben einer qualitativen Benutzerstudie basierend auf der ersten Version
von VOWL [NHL13] und einer qualitativen Benutzerstudie, die sich auf
das VOWL-Protégé-Plugin konzentrierte [LNB14], wurde VOWL 2 in
einer weiteren qualitativen Benutzerstudie mit den alternativen Ontologie-
visualisierungen SOVA [BJK+10] und GrOWL [KWV07] verglichen. Da-
bei sollten jeweils Fragen zu dargestellten Ontologien beantwortet werden,
die darüber Auskunft geben, inwieweit die zentralen Bestandteile und be-
stimmte Zusammenhänge in den Ontologien erkannt werden.
In der letztgenannten Studie, an der der Autor dieser Arbeit maßgeblich
beteiligt war, wurden insgesamt drei Ontologien gezeigt:
 Die Ontologie Friend of a Friend (FOAF) [BM14] wurde in der
Version 0.99 als Beispiel einer kleineren Ontologie verwendet.
 Als Beispiel einer größeren Ontologie fungierte die Personas Onto-
logy (PersonasOnto) [Neg14] in der Version 1.5.
 Als kleine Trainingsontologie zum Erklären der visuellen Notationen
vor den eigentlichen Aufgaben wurde die Modular Unified Tag-
ging Ontology (MUTO) [LDA11] in der Version 1.0 eingesetzt.
Die Visualisierungen SOVA und GrOWL wurden gewählt, weil sie durch
ihre Node-Link-Darstellung für ähnliche Fragestellungen wie VOWL geeig-
net sind und sich somit zum Vergleich eignen. Darüber hinaus richten sie
sich mit ihrer weitgehend grafischen Darstellung mit nur wenigen formalen
Elementen auch an Benutzer, die keine Vorkenntnisse zur formalen Definiti-
on von Ontologien haben. Als Implementierung von SOVA wurde während
der Studie ein Protégé-Plugin verwendet. Für GrOWL kam eine eigen-
ständige Java-Anwendung zum Einsatz und für VOWL eine webbasierte
Implementierung [LLM+15]. Zusätzlich erhielten die Teilnehmer der Studie
eine gedruckte Übersicht mit kurzen Erklärungen zu den Bestandteilen der
jeweiligen Visualisierungen.
Für die Studie wurden 18 Aufgaben vorbereitet. Dabei wurden jeweils
sechs Fragen zu jeder Visualisierung gestellt. Von diesen bezogen sich jeweils
drei auf FOAF und drei auf PersonasOnto. Es gab keine feste Zuord-
nung zwischen Sechsergruppen aus Fragen und Visualisierungen. Die Zuord-
nung wurde stattdessen gleichmäßig von Teilnehmer zu Teilnehmer variiert,
um alle Kombinationen abzudecken. Entsprechend erhielt jeder Teilnehmer
sechs Fragen zu jeder der drei Visualisierungen. So konnten Teilnehmer die
Visualisierungen untereinander vergleichen.
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Die Aufgaben beruhten auf der Beantwortung von Fragen wie „Wel-
che Klassen scheinen für die Ontologie von zentraler Bedeutung zu sein?“,
„Welche Klassen wurden aus anderen Ontologien importiert?“ oder „Welche
Dateneigenschaften hat die Klasse Image?“. Durch diese Aufgaben wurden
die Teilnehmer dazu gebracht, sich mit den Darstellungen der Ontologien
auseinanderzusetzen und die Beziehungen zwischen deren Elementen nach-
zuvollziehen. Während die Antworten zwar auf Korrektheit überprüft wur-
den, lag das hauptsächliche Interesse darin, zu erfahren, wie die Teilnehmer
mit den Visualisierungen umgehen. Daher wurden Teilnehmer auch stets
dazu aufgefordert, „laut mitzudenken“, während sie die Visualisierungen
auf dem Bildschirm betrachteten und je nach Bedarf mit ihnen interagier-
ten. Zusätzlich erhielten die Teilnehmer noch einen Fragebogen zu ihren
Vorkenntnissen und den während der Studie erkannten Schwierigkeiten.
Für die Studie wurden Teilnehmer ausgewählt, die in Zukunft mit On-
tologien in Kontakt kommen könnten, jedoch nicht notwendigerweise mit
formalen Ontologiebeschreibungssprachen. Daher wurden sechs Forscher
aus unterschiedlichen Feldern der Informationstechnologie (jedoch nicht
Semantic-Web-Technologien) eingeladen. Keiner davon brachte tiefergehen-
de Vorkenntnisse im Bereich Ontologien mit. Die verwendeten Ontologien
waren den Teilnehmern inhaltlich unbekannt.
Die Aufgaben wurden von den Teilnehmern zumeist korrekt gelöst
(84%). Zwei Teilnehmer gaben bei dem Versuch auf, in GrOWL einzel-
ne der Aufgaben zu lösen. Die Implementierung verfügte über keine Such-
funktion für bestimmte Ontologieelemente, was das gezielte Auffinden sehr
mühselig machte. Im Allgemeinen wurde von den Teilnehmern VOWL be-
vorzugt. Als besondere Vorzüge wurden dabei die relativ klare Darstellung
mit wenigen verwirrend übereinanderliegenden Kanten genannt, wie auch
die Beschriftungen, die die Visualisierung selbsterklärend machen. Eben-
so wurde die Kreisform der Klassenknoten positiv hervorgehoben, welche
das radiale und dennoch verdeckungsfreie Anliegen von Pfeilen ermöglicht.
Letztendlich wurde es als vorteilhaft empfunden, dass einzelne Notations-
elemente an die visuelle Darstellung aus anderen bereits bekannten Visua-
lisierungen wie UML angelehnt waren.
3.2.1.5 Interviews mit erfahrenen Benutzern
Zusätzlich zu den Benutzerstudien wurde fünf Benutzern, die bereits mit
Ontologien gearbeitet hatten, die Möglichkeit gegeben, VOWL auszupro-
bieren. Dieser Schritt der Evaluation war eher als „Interview“ denn als Stu-
die mit festgelegten Aufgaben gedacht. Dementsprechend sollten die Teil-
nehmer keine festgelegten Aufgaben lösen. Sie erhielten lediglich einige Fra-
gen, um diverse Eigenarten der Visualisierung in den Fokus zu rücken (zum
Beispiel: „Werden Verknüpfungen zwischen Elementen durch das interakti-
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ve Highlighting hinreichend klar dargestellt?“), wenn die Teilnehmer nicht
ohnehin bereits von selbst darauf gestoßen waren.
Die Teilnehmer konnten wiederum selbständig die webbasierte VOWL-
Implementierung verwenden. Dieses Mal stand neben FOAF, Personas-
Onto,MUTO noch die Ontologie Semantically-Interlinked Online
Communities (SIOC) [BB10] zur Verfügung. Gruppen aus jeweils zwei
Teilnehmern betrachteten und kommentierten die Visualisierung gleichzei-
tig (und ein Teilnehmer tat dies alleine). Auf diese Weise ergaben sich hier
auch Diskussionen zwischen mehreren Nutzern. Insgesamt wurden drei se-
parate Interview-Runden durchgeführt.
In jeder der Interview-Runden sagten Teilnehmer aus, dass Klassen und
Eigenschaften auf Anhieb als solche zu erkennen seien. Speziellere Konstruk-
te wie Subproperties und Mengen aus äquivalenten Klassen waren nicht
immer von Anfang an klar. Nach kurzer Erklärung wurden sie jedoch als
verständlich eingestuft. Bei Vereinigungsmengen- und Schnittmengenkno-
ten herrschte in einem Fall Uneinigkeit darüber, ob eine zusätzliche ex-
plizite Beschriftung (als „union“ beziehungsweise „intersection“) nötig sein
könnte. Die Standardfarbcodierung wurde von zwei Teilnehmern anfangs
als unklar eingestuft. Diese und weitere Teilnehmer konnten sich im Ver-
lauf des Interviews jedoch die Bedeutung einiger Farben noch selbständig
erschließen.
Das kräftebasierte Layout wurde generell als positiv bewertet. Die Mög-
lichkeit, alternative Layouts anzuwenden, um beispielsweise Hierarchien
baumförmig darzustellen, wurde allerdings als Wunsch genannt. Gleichzeitig
wurde die Möglichkeit, Knoten an benutzerdefinierten Orten befestigen zu
können, von zwei Teilnehmern explizit als nützlich hervorgehoben. Ebenso
befand ein Teilnehmer die Option zum Ändern des Abstands der Elemente
als hilfreich. Ein weiterer bemerkte, dass die Darstellung bei größeren On-
tologien sehr viele Elemente und zum Teil überlappende Texte beinhaltet.
3.2.1.6 Überprüfung von VOWL mittels OntoViBe
Bei OntoViBe (Ontology Visualization Benchmark) handelt es
sich um eine Sammlung von Ontologien, die so gestaltet sind, dass sie die
meisten der in OWL 2 unterstützten Konzepte und Kombinationen daraus
enthalten [HLN+14; HLN+15]. Der Zweck dieser Ontologien besteht darin,
Ontologievisualisierungen auf Vollständigkeit und Robustheit hin zu testen.
Wird diese Ontologie mit VOWL dargestellt (Abb. 3.25), ist erkennbar,
dass die generelle Struktur der Ontologie sichtbar ist. Klassen und Literale
sind klar unterscheidbar, Domains und Ranges von Eigenschaften können
abgelesen werden und die Vererbungshierarchie zwischen Klassen wird dar-
gestellt. Insbesondere ist beispielsweise im Bereich À der Abbildung zu se-
hen, dass Eigenschaften, deren Domain und Range übereinstimmt, korrekt
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Abbildung 3.25: Der größte zusammenhängende Subgraph der Benchmark-
Ontologie OntoViBe [HLN+14; HLN+15], wie sie mit VOWL dargestellt
wird. (Die gepunkteten Polygonrahmen sind nicht Teil der Visualisierung
und wurden für Erklärungen im Text nachträglich hinzugefügt.)
dargestellt werden. Im Fall mehrerer Eigenschaften mit übereinstimmender
Domain und Range werden die entsprechenden Kanten ebenfalls so geführt,
dass alle Eigenschaften zu sehen sind, wie dies im Bereich Á der Fall ist.
Dahingegen zeigen sich auch noch einzelne Schwächen in der aktuellen Ver-
sion von VOWL, die in zukünftigen Versionen behoben werden müssen:
Einige der Klassen für Vereinigungs- und Schnittmengen in Bereich Â sind
anonym, andere werden durch IRIs identifiziert. In derVOWL-Darstellung
sind diese Identifikationen jedoch noch nicht zu sehen. Ebenso ist die Ver-
bindungsrichtung zwischen einigen dieser Klassen noch nicht eindeutig er-
kennbar.
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3.2.2 Entwicklung von QueryVOWL
QueryVOWL wurde im Rahmen dieses Promotionsvorhabens konzeptu-
ell entworfen und im Rahmen einer Diplomarbeit weiter ausdefiniert sowie
prototypisch implementiert. Konzept und Prototyp wurden anschließend
auch im Rahmen eines Workshops und der Demo-Session einer Konferenz
vorgestellt.
Die im Folgenden präsentierten Inhalte wurden zum Teil bereits ander-
weitig veröffentlicht. Insbesondere wird auf den im Folgenden aufgeführ-
ten Arbeiten, an denen der Autor maßgeblich mitwirkte, aufgebaut:
HLS+ F. Haag, S. Lohmann, S. Siek und T. Ertl. “Visual querying of
linked data with QueryVOWL”. In: Joint Proceedings of SumPre 2015
and HSWI 2014-15. Noch nicht erschienen. CEUR-WS
HLS+15b F. Haag, S. Lohmann, S. Siek und T. Ertl. “QueryVOWL: visual
composition of SPARQL queries”. In: The Semantic Web: ESWC 2015
Satellite Events. Bd. 9341. LNCS. Springer, 2015. doi: 10.1007/978-
3-319-25639-9_12
HLS+15a F. Haag, S. Lohmann, S. Siek und T. Ertl. “QueryVOWL: a
visual query notation for linked data”. In: The Semantic Web: ESWC
2015 Satellite Events. Bd. 9341. LNCS. Springer, 2015. doi: 10.1007/
978-3-319-25639-9_51
Zusätzlich wird inhaltlich auf die folgenden studentischen Arbeiten, an
deren Betreuung der Autor beteiligt war, zurückgegriffen:
Sie14 S. Siek. “VOWL-basierte Visualisierung für SPARQL-Anfragen”.
Betreuer: Florian Haag, Steffen Lohmann. Diplomarbeit. Universität
Stuttgart, 2014
3.2.3 Grundlegender Aufbau
QueryVOWL funktioniert wie andere in Abschnitt 2.3.1.1 beschriebene
Objektgraph-basierte Anfragesprachen, indem ein Graphmuster in Form
eines Node-Link-Diagramms aufgebaut wird, welches zum Teil aus Platz-
haltern besteht. Die Filterung geschieht dann dahingehend, dass in der Da-
tenmenge alle Elemente gesucht werden, die sich im gegebenen Graphmu-
ster für die Platzhalter einsetzen lassen. Jedes Ergebnis stellt eine mögliche
Belegung für das Graphmuster dar, das jeden der Platzhalter auf eine IRI
oder einen primitiven Wert aus dem RDF-Graphen abbildet.
Um den Lernaufwand zu minimieren, wurden viele der visuellen Merk-
male direkt aus VOWL übernommen (Abbildung 3.26). Einzelne der visu-
ellen Elemente wurden, wo nötig, erweitert, um schwächere Einschränkun-
gen (beispielsweise Eigenschaften ohne festgelegte Richtung) auszudrücken.
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Abbildung 3.26:Die anVOWL angelehnte Notation vonQueryVOWL stellt
ein Graphmuster in einer Node-Link-Ansicht dar. Das gezeigte Graphmus-
ter entspricht allen Subgraphen in Faceted DBLP [DB08], welche eine
Konferenzpublikation, die frühestens 2010 erschienen ist, mit einem ihrer
Autoren enthalten.
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Abbildung 3.27: Die Markierung eines Elements in einer QueryVOWL-
Anfrage stellt ein Teil der Anfrage dar, wie anhand dieser zwei auf Faceted
DBLP [DB08] basierenden Anfragen erkennbar wird.
Außerdem wurden an einigen Stellen interaktive Elemente hinzugefügt, um
den Filtergraphen zu bearbeiten.
Die bereits aus VOWL bekannte Markierung wurde auch in Que-
ryVOWL übernommen und stellt hier einen Teil der Anfrage dar. Seman-
tisch gesehen ist das markierte Element dasjenige, dessen Wert eigentlich
„gesucht“ wird (Abb. 3.27).
3.2.4 Visuelle Elemente
Die folgenden Abschnitte beschreiben die visuellen Elemente, die für Que-
ryVOWL definiert sind. Ihre Bedeutung ist durch eine Abbildungsvor-
schrift auf ein SPARQL-Fragment definiert. Diese wird jeweils durch ein
Beispiel verdeutlicht.
3.2.4.1 Klassen
Die VOWL-Klassennotation, die bereits im in Abschnitt 3.2.1.5 beschrie-
benen Interview zu VOWL als verständlich eingestuft wurde, wird einge-
setzt, um Platzhalter für gesuchte Individuen zu repräsentieren. In einem
Ergebnis wird jeder Klassenknoten auf genau ein passendes Individuum
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aus der Datenmenge abgebildet. Ein passendes Individuum erfüllt dabei
die Einschränkungen, die über den Klassenknoten selber und das umliegen-
de Graphmuster definiert sind. Die Menge aller auf diese Weise passender
Individuen stellt somit implizit eine Klasse dar. Dies entspricht der visuellen
Notation in Form eines VOWL-Klassenknotens.
Enthält der Klassenknoten keine Beschriftung (Abbildung 3.28a), so
sind keine Einschränkung bezüglich des Typs der Individuen vorgegeben,
analog zu den „unknown concept“-Knoten aus OntoVQL [FH07] (sie-
he Seite 18). Andernfalls sind die Individuen auf Instanzen der Klas-
se beschränkt, deren Namen im Klassenknoten angezeigt wird (Abbil-
dung 3.28b). Dabei tritt als wichtiger Unterschied zu VOWL der Umstand
auf, dass in QueryVOWL zwei oder mehr Klassenknoten existieren kön-
nen, welche dieselbe Klasse bezeichnen, da sie im Anfrageergebnis als Platz-
halter für unterschiedliche Individuen fungieren. Dieses Merkmal wurde in
einem Vergleich von VQLs bereits als typisch für einige der Anfragekonzep-
te eingestuft [Cha97]. Es wird lediglich von OQD (siehe Seite 18) umgan-
gen, indem die eigentlichen (beliebig oft vorkommenden) Platzhalterknoten
in Rechtecke eingerahmt werden, sodass für jede Klasse genau ein Rechteck
existiert [KM93]. Dies berücksichtigt allerdings nicht die in RDF-Graphen
mögliche Mehrfachvererbung.
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Abbildung 3.28:Knotentypen in QueryVOWL
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Die Anzahl der insgesamt passenden Individuen wird ebenfalls im Klas-
senknoten angezeigt (Abbildung 3.29a). Optional kann diese auch, analog
zu VOWL, auf den Radius der Klassenknoten abgebildet werden (Abbil-
dung 3.29b).
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Abbildung 3.29:Knotenmarkierungen in QueryVOWL
3.2.4.2 Individuen
Bestimmte Individuen, die bereits in der Anfrage als konstant festgelegt
sind, können in QueryVOWL als Individuenknoten ausgedrückt werden
(Abbildung 3.28c). Ihre Beschriftung zeigt das Label des Individuums. Zur
Unterscheidung von den Klassenknoten wurde für Individuenknoten die
Farbgebung von RDFS-Knoten aus VOWL verwendet. Konstante Indi-
viduenknoten lassen sich auch als Repräsentationen von Mengen, die genau
das festgelegte Individuum enthalten, interpretieren. Deshalb kann optional
in einem Individuenknoten die Anzahl 1 angezeigt werden.
3.2.4.3 Eigenschaften
Wie in VOWL können QueryVOWL-Knoten durch Eigenschaften ver-
bunden werden (Abbildung 3.30a). Auf diese Weise wird gefordert, dass die
gefundenen Ressourcen durch die entsprechenden Eigenschaften verbunden
sind.
Soll nicht festgelegt werden, welche Eigenschaft konkret gefunden wer-
den muss, so kann die Beschriftung der Eigenschaft im QueryVOWL-
Graphen entfallen (Abbildung 3.30b). Die Eigenschaft wird auf diese Wei-
se selber zum Platzhalter und jedes Ergebnis enthält auch eine konkrete
Eigenschafts-IRI, auf welche die Eigenschaftskante abgebildet wird. Auf
diese Weise lässt sich folglich ebenfalls ermitteln, wie zwei Knoten in der
Datensammlung miteinander verbunden sind. In QueryVOWL ist dies
allerdings im Gegensatz zu manchen anderen Arbeiten [HHL+09; HLS10;
ZB11] nur für direkte Verbindungen vorgesehen.
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Abbildung 3.30:Kantentypen in QueryVOWL
3.2.4.4 Ungerichtete Eigenschaften
Um für eine Eigenschaft offen zu lassen, in welcher Richtung diese verlaufen
muss, kann wie in qGraph [BIJ01] (siehe Seite 18) die Pfeilspitze an der
Eigenschaftskante entfernt werden (Abbildung 3.30c). Dies ist sowohl für
bestimmte Eigenschaften wie auch für die unbeschrifteten Eigenschaften-
Platzhalter möglich.
3.2.4.5 Literale
Die VOWL-Darstellung für Literale wurde übernommen, um primitive
Werte zu repräsentieren (Abbildung 3.28f). Sollen diese Werte eingegrenzt
werden, so kann der gewünschte Wert in dem Literalknoten dargestellt
werden (Abbildung 3.28g). Dazu können ähnlich wie in anderen Konzep-
ten [MK93; DC96; RSB+08] auch Vergleichsoperatoren verwendet werden.
So kann man beispielswerte Datumswerte durch ein frühestmögliches Da-
tum oder Zahlenwerte durch einen Maximalwert einschränken.
3.2.4.6 Disjunktivität
Sofern sonstige Einschränkung im Graphmuster dem nicht entgegenstehen,
können in einem Ergebnis mehrere Klassenknoten auf dasselbe Individuum
abgebildet werden, wie dies auch für qGraph beschrieben ist [BIJ01]. Um
zu erzwingen, dass sie auf unterschiedliche Individuen abgebildet werden,
können die Klassenknoten paarweise mit einer speziellen Kante verbunden
werden. Als grafische Darstellung wurde die VOWL-Repräsentation von
Disjunktivität gewählt (Abbildung 3.30d). Dieselbe Vorgehensweise lässt
sich auf Literalknoten anwenden.
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3.2.4.7 Vereinigungsmengen
Ähnlich wie Klassenknoten werden Vereinigungsmengenknoten auf eine IRI
pro Ergebnis abgebildet (Abbildung 3.28d). Die IRI muss jedoch der Dis-
junktion aus allen Einschränkungen der mit dem Vereinigungsmengenkno-
ten verbundenen Klassen- oder Individuenknoten entsprechen. Die Menge
aller für den Vereinigungsmengenknoten passenden Individuen ist also die
Vereinigungsmenge aus allen für die verbundenen Knoten passenden Indi-
viduen. Diese Darstellung einer Subgraphdisjunktion hat somit Gemein-
samkeiten mit der Darstellungsweise aus NITELIGHT [RSB+08] oder
GLOO [FH06] (ab Seite 18 beschrieben).
3.2.4.8 Schnittmengen
Analog zur Vereinigungsmenge können in QueryVOWL auch Schnittmen-
genknoten verwendet werden (Abbildung 3.28e). Die Menge aller für den
Schnittmengenknoten passenden Individuen ist die Schnittmenge aller für
die verbundenen Knoten passenden Individuen.
3.2.5 Interaktion
Um zu belegen, dass sich die definierte Anfragesprache als interaktives Kon-
zept aufbauen lässt, wurden im Rahmen der Diplomarbeit zum Thema eini-
ge Interaktionselemente vorgeschlagen [Sie14]. Diese betrafen einerseits die
visuellen Elemente von QueryVOWL selber und andererseits die Oberflä-
che, in die der Anfragegraph eingebettet wird. Einige Beispiele dafür sind
in Abbildung 3.31 dargestellt.
Um eine einfache Interaktionsmöglichkeit direkt in der Visualisierung
bereitzustellen, wurden die visuellen QueryVOWL-Elemente mit anklick-
baren Hotspots versehen. Alle Elemente erhielten dabei einen Hotspot zum
Entfernen des Elements. Klassenknoten und Eigenschaftsknoten wurden zu-
dem mit Hotspots zum Entfernen ihrer internen Einschränkung – der fest-
gelegten Klasse oder Eigenschaft – ausgestattet. Ferner wurden elementtyp-
spezifische Funktionen wie Hotspots zum Anfügen von Eigenschaftskanten
an Klassenknoten oder zum Umkehren der Richtung einer Eigenschafts-
kante definiert. Letztendlich wurden auch aufklappbare Auswahllisten zum
Ersetzen einer Klasse in einem Klassenknoten beziehungsweise einer Eigen-
schaft in einer Eigenschaftskante zur Visualisierung hinzugefügt.
Für die QueryVOWL-Visualisierung wurde vorgesehen, dass sie mit
einer Seitenleiste und einer Ergebnisliste zusammen eingefügt wird. Die
Seitenleiste ist so definiert, dass dort diverse Editieroptionen vorhanden
sind, wie eine Auswahl zum Ersetzen des aktuell ausgewählten Elements
oder zum Hinzufügen neuer Knoten, die mit dem ausgewählten Element
104 3 Allgemeine Ansätze
Abbildung 3.31: Im Vergleich zuVOWL wurden einige der Elemente fürQue-
ryVOWL um interaktive Bestandteile erweitert, um Benutzern das Erstel-
len und Erweitern von Anfragen zu ermöglichen. Im Screenshot des Prototy-
pen, der im Rahmen der Diplomarbeit zum Thema [Sie14] entstand und die
Interaktionsmöglichkeiten umsetzt, erkennt man, dass neben den Editier-
möglichkeiten in der Seitenleiste per Volltextsuche in der Datensammlung
und dem dazugehörigen Schema neue Elemente zur Anfrage hinzugefügt
werden können. Ein Popup stellt Eigenschaften dar, die mit dem country-
Knoten verknüpft sind. Zudem befindet sich der Mauszeiger über einem
der Klassenknoten, weshalb für diesen Knoten Symbole an den anklickba-
ren Hotspots gezeigt werden.
verbunden sind. Die Ergebnisliste ist dazu gedacht, alle IRIs oder primitiven
Werte, die für das markierte Element eingesetzt werden können, aufzulisten.
3.2.6 Einschränkungen
Mit QueryVOWL können komplette alternative Subgraphen auf relativ
einfache Weise ausgedrückt werden, indem sie durch einen Vereinigungs-
mengenknoten verbunden werden. Ebenso könnten Disjunktionen in den
Filtern innerhalb von Knoten vorgesehen werden, beispielsweise in Klas-
senknoten (Abschnitt 3.2.4.1) oder Literalknoten (Abschnitt 3.2.4.5). Ei-
nige andere Muster für logische Verknüpfungen werden aber nicht unter-
stützt. So ist beispielsweise bislang keine visuelle Notation vorgesehen, um
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die Existenz eines Attributs mit einem bestimmten Wert oder alternativ die
Existenz eines anderen Attributs mit einem anderen bestimmten Wert zu
fordern. Stattdessen müsste der Klassenknoten, mit dem die Attributkno-
ten verbunden wären, dupliziert werden, um die beiden Varianten separat
auszudrücken. Beide Versionen des Klasseknotens müssten dann mit einem
Vereinigungsmengenknoten verbunden werden.
Eine weitere Funktionalität, die momentan noch nicht in der visuel-
len Notation enthalten ist, stellen Kardinalitäten für Eigenschaften dar.
Durch einen entsprechenden Aufbau des Anfragegraphen lässt sich mit
QueryVOWL im aktuellen Zustand ausdrücken, dass ein Datenelement
eine bestimmte Anzahl von Werten für eine bestimmte Eigenschaft ha-
ben soll. Dazu müssen entsprechend viele Knoten erzeugt und mittels der
entsprechenden Eigenschaftskanten mit dem Klassenknoten für das Daten-
element verbunden werden. Ebenso müssen die neuen Knoten über Dis-
junktivitätskanten untereinander verbunden werden. Für eine hohe Anzahl
von Eigenschaftswerten wird der Graph durch diese Vorgehensweise aber
unnötig komplex. Zudem ist es auf diese Weise nur möglich, eine genaue
Anzahl von Eigenschaftswerten einzufordern; eine Mindest- oder Maximal-
zahl kann nicht ausgedrückt werden. Da auch die Ontologievisualisierung
VOWL noch weiterentwickelt wird und die akkurate Repräsentation von
Kardinalitäten eine der noch offenen Fragen darstellt, besteht die Aussicht
darauf, dass zukünftige Versionen von QueryVOWL auf diesen Erweite-
rungen von VOWL aufsetzen können.
Letztendlich basiert QueryVOWL auf SPARQL, weshalb der Funk-
tionsumfang durch SPARQL begrenzt ist. Dadurch fehlt beispielsweise die
Möglichkeit, Verbindungen unterschiedlicher Länge zwischen Klassen auf
Grundlage regulärer Pfadausdrücke abzurufen [Woo12].
3.2.7 Evaluation
Im Rahmen der Diplomarbeit zum Thema wurde von dem Studenten ei-
ne kleine Benutzerstudie mit sechs Teilnehmern aus unterschiedlichen nicht
informationstechnischen Berufsgruppen durchgeführt [Sie14]. Die Teilneh-
mer mussten dabei sieben in natürlicher Sprache formulierte Fragen mit
QueryVOWL darstellen (Abbildung 3.32) sowie die Bedeutung einer ge-
zeigten QueryVOWL-Anfrage in natürlicher Sprache ausdrücken (Abbil-
dung 3.33).
In der Studie wurde ein ebenfalls im Rahmen der Diplomarbeit ent-
wickelter webbasierter Prototyp von QueryVOWL eingesetzt. Der Proto-
typ unterstützt nur grundlegende QueryVOWL-Elemente, nämlich Klas-
sen, Individuen, Eigenschaften und Literale. Die Anzahl der Knoten, die
eingefügt werden können, ist programmseitig nicht begrenzt, jedoch sind
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Film
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Person
3
child
Person
2
Individual
starring
starring
starring
(a) „In wie vielen Filmen spielt Bru-
ce Willis die Hauptrolle?“, „Gibt es
darunter einen Film, in der eine Per-
son gemeinsam mit ihrem Kind in
der Hauptrolle vertreten ist?“
Person
8
child
Senator
8
spouse
Person
10
≥ 1935
birthDate
(b) „Wie viele Personen sind Ehepartner
eines Senators?“, „Wie viele davon ha-
ben ab 1935 geborene Kinder?“
Abbildung 3.32: Zwei der sieben Kompositionsaufgaben der Benutzerstudie
aus der Diplomarbeit zu QueryVOWL [Sie14]. Die Studienteilnehmer er-
hielten schrittweise Teile der natürlichsprachlichen Anfragen (in den Bild-
unterschriften paraphrasiert) und mussten in der webbasierten Implemen-
tierung nach und nach die visuellen Anfragen erzeugen.
Person
19
GrandPrix
33
location
datePerson
17
Place
13
firstDriver
deathPlace
deathDate
deathDate
deathPlace
Abbildung 3.33: Die Verständnisaufgabe der Benutzerstudie zu Que-
ryVOWL aus der Diplomarbeit zum Thema [Sie14]. Studienteilnehmer
erhielten dieQueryVOWL-Darstellung und mussten in ihren eigenenWor-
ten beschreiben, dass mit der Anfrage Personen gesucht werden, die Ster-
bedatum und -ort mit dem ersten Fahrer eines Grand Prix teilen.
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bei den meisten Datensammlungen nur begrenzt komplexe Anfragen mög-
lich, da sich die Ergebnismenge schon mit wenigen (ca. 5) Knoten auf we-
nige Ergebnisse reduzieren lässt. Die Verarbeitungsgeschwindigkeit hängt
hauptsächlich vom SPARQL-Endpunkt auf dem Server ab, wie in Ab-
schnitt 3.1.7.3 bereits in Bezug auf den EFFK-Prototyp beschrieben wur-
de. Der Prototyp ist in Abbildung 3.34 dargestellt. Auf diese Weise kamen
in der Studie die grundlegenden Bestandteile von QueryVOWL zum Ein-
satz.
Abbildung 3.34:Die Benutzeroberfläche des Prototyps, der im Rahmen der Di-
plomarbeit zum Thema [Sie14] entwickelt wurde. Gezeigt wird die Anfrage
„Ermittle die Einwohnerzahlen von europäischen Städten, die mit einem
vor 1960 geborenen Schauspieler im Zusammenhang stehen.“ an DBpe-
dia [ABK+07].
Die Teilnehmer fanden das Konzept insgesamt nachvollziehbar und
konnten die Aufgaben weitgehend lösen. Dabei hielten sie sich allerdings
eng an die zuvor vorgestellten Funktionen und experimentierten nicht be-
reitwillig mit der interaktiven Implementierung.
Schwierigkeiten stellte dabei zunächst die Umsetzung der in natürlicher
Sprache formulierten Frage auf das Datenmodell dar, da zeitweise nicht
klar war, ob ein Begriff eine Klasse oder eine Eigenschaft bezeichnete. Zum
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Beispiel war nicht allen umgehend klar, dass ein Kind eine Person ist, die in
einer Kind-Beziehung zu einer anderen Person steht, nicht ein Individuum
aus der Klasse Kind.
Zudem blieb den Teilnehmern die Unterscheidung zwischen Klassen und
Individuen unklar. Ein weiterer erkannter offener Punkt war die Richtung
von Relationen, die teilweise mehrdeutig war beziehungsweise nicht kor-
rekt identifiziert wurde – in welche Richtung muss beispielsweise eine Kind-
Relation zeigen, auf die Eltern oder auf die Kinder? Dies könnte mögli-
cherweise mit expliziteren Beschriftungen der Art hat Kind und ist Kind
von (ähnlich, wie dies beispielsweise von der Weboberfläche Pubby gelöst
wird [CB11]) verbessert werden.
Des Weiteren fiel es den Teilnehmern auch schwer, ein Graphmuster auf-
zustellen, das denselben Wert für eine Datentypeigenschaft zweier Individu-
en verlangt. Bei Objekteigenschaften stellte dies keine Schwierigkeit dar und
die Teilnehmer bauten die Verbindung über einen gemeinsamen verbinden-
den Klassenknoten auf. Im Gegensatz dazu gingen sie bei Datentypeigen-
schaften davon aus, dass zwei Literalknoten, die über eine „Vergleichskante“
verbunden sind, eingesetzt werden müssten. Dies wurde möglicherweise von
der konkreten Implementierung beeinflusst, die bei Literalknoten den Ver-
gleich über einen Vergleichsoperator stark in den Vordergrund rückt.
3.2.8 Implementierung
Neben dem webbasierten Prototyp aus der oben genannten Diplomarbeit
wurde zu QueryVOWL auch eineWPF-basierte Implementierung in C#
angefertigt (Abbildung 3.36 unten). Bei ihrer Entwicklung wurde weniger
Wert auf Benutzerfreundlichkeit der interaktiven Oberfläche gelegt, dafür
mehr Wert auf die Vollständigkeit der Sprache. Zudem dient die WPF-
Implementierung als Muster für eine objektorientierte Umsetzung derQue-
ryVOWL-Notation.
Wie in Abbildung 3.35 dargestellt, verfügen alle Knoten unter ande-
rem über eine Methode DoAddRestrictions. Diese Methode fügt die
Einschränkungen beziehungsweise Graphmuster zur entstehenden SPAR-
QL-Anfrage hinzu, wenn diese generiert wird. Für die meisten Knotenty-
pen ist die Implementierung dieser Methode trivial – Klassenknoten mit
Klassenbeschränkung fügen beispielsweise das entsprechende Tripel mit der
rdf:type-Einschränkung zum Graphen hinzu. Daher bleibt für Anfragen-
graphen, die nur n solche Knoten und m Eigenschaftskanten enthalten, die
Zeitkomplexität für die Erzeugung der SPARQL-Anfrage auch im Bereich
von Opn mq.
Für die Knoten, die Mengenoperationen darstellen, ist jedoch mehr Re-
chenaufwand notwendig, da die Teilnahme einer Klasse an einer Mengen-
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1
Abbildung 3.35:Die Hierarchie der Knotenklassen in der prototypischen C#-
QueryVOWL-Implementierung.
operation keine Rückwirkungen auf die Klasse an sich haben darf: Die Er-
gebnismenge eines Klassenknotens, der auf Individuen einer Klasse Fisch
restringiert ist, sollte sämtliche in einer Datensammlung aufgelisteten Fi-
sche enthalten, und die eines Knotens, der auf Individuen der Klasse Hund
eingeschränkt ist, sollte alle Hunde enthalten. Dennoch können diese zwei
Knoten durch einen Schnittmengenknoten verbunden sein, dessen Ergeb-
nismenge in den meisten Datensammlungen leer sein wird.
Die Ergebnismengen der Klassenknoten und der Knoten, welche anony-
me, auf Mengenoperationen basierende Klassen darstellen, müssen entkop-
pelt werden. Dazu müssen die Einschränkungen der Vereinigungsmengenk-
noten von den in die Vereinigungsmenge miteinbezogenen Knoten für eine
SPARQL-Variable, welche die anonyme Vereinigungsmengenklasse eindeu-
tig repräsentiert, dupliziert werden. Die Einschränkungen von Schnittmen-
genknoten müssen sogar durch Kopien der Subgraphen ausgedrückt wer-
den, die eigentlich mit den in die Mengenoperation einbezogenen Knoten
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verbunden sind. Diese Subgraphkopien werden dann wiederum mit der Va-
riable verknüpft, welche die Schnittmengenklasse eindeutig repräsentiert.
Algorithmus 3.4 zeigt das Vorgehen für Vereinigungsknoten (siehe Ab-
schnitt 3.2.4.7), Algorithmus 3.5 das für Schnittmengenknoten (siehe Ab-
schnitt 3.2.4.8).
Die Desktop-Implementierung belegt die Umsetzbarkeit aller definier-
ten Sprachelemente von QueryVOWL. Da sie nicht auf Benutzerfreund-
lichkeit ausgelegt ist, sind die meisten Einstellungsmöglichkeiten nur über
Tastenkombinationen erreichbar. Ebenso besteht keine Möglichkeit, direkt
im Programm die Ergebnisliste für den markierten Knoten abzurufen. Die
vom SPARQL-Endpunkt erfragte Ergebnisanzahl wird jedoch in der Vi-
sualisierung angezeigt und die gesendete Anfrage kann in Debug-Ausgaben
begutachtet werden. Wie in zuvor genannten Implementierungen hängt die
Berechnungsgeschwindigkeit der Ergebnisse stark vom Server ab. Bei diesem
Prototyp fiel auf, dass insbesondere das Einbeziehen von Disjunktivitäts-
kanten (siehe Abschnitt 3.2.4.6) die Ergebnisfindung durch den Triple Store
Apache Jena Fuseki stark verlangsamt.
3.2.9 Fazit
Mit QueryVOWL steht eine objektgraph-basierte Anfragesprache zur
Verfügung. Im Gegensatz zu vielen ähnlichen existierenden Ansätzen ist sie
an eine bestehende Ontologievisualisierung angelehnt. Dadurch wird in der
Summe der Lernaufwand für Benutzer beider Notationen reduziert. Glei-
chermaßen bietet sich die gemeinsame Verwendung der beiden Konzepte an,
beispielsweise durch die Auswahl vonQueryVOWL-Anfrageelementen aus
einer VOWL-Ontologievisualisierung. Die Definition der Notation anhand
von SPARQL-Anfragebestandteilen erlaubt eine themenunabhängige Ver-
wendung von QueryVOWL für beliebige standardkonforme SPARQL-
Endpunkte.
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Require: x sei die eindeutige Variable, die den Knoten repräsentiert
1: function doAddRestrictions(graph, node)
2: connected : in die Vereinigungsmenge miteinbezogene Knoten
3: if |connected|  1 then
4: n0 : einziges Element aus connected
5: alle Einschränkungen von n0 in graph zu x hinzufügen
6: else if |connected| ¡ 1 then
7: G : ∅
8: for all n P connected do
9: g : mit n verbundener Subgraph; n durch x repräsentieren
10: G : GY g
11: end for
12: SPARQL-UNION aus allen Graphen in G zu graph hinzufügen
13: end if
14: end function
Algorithmus 3.4: Einschränkungen eines Vereinigungsmengenknotens aus
QueryVOWL.
Require: x sei die eindeutige Variable, die den Knoten repräsentiert
1: function doAddRestrictions(graph, node)
2: connected : in die Vereinigungsmenge miteinbezogene Knoten
3: if |connected|  1 then
4: n0 : einziges Element aus connected
5: alle Einschränkungen von n0 in graph zu x hinzufügen
6: else if |connected| ¡ 1 then
7: for all n P connected do
8: g1 : Kopie des mit n verbundenen Subgraphen; für jeden
9: g1 :Graphbestandteil γ wird ein Element γ1 erzeugt
10: jegliche Vorkommen von n1 in g1 durch x ersetzen
11: end for
12: end if
13: end function
Algorithmus 3.5: Einschränkungen eines Schnittmengenknotens aus Que-
ryVOWL.
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Abbildung 3.36:Der Desktop-Prototyp zum KonzeptQueryVOWL. Die dar-
gestellte Anfrage ermittelt eine Liste von Konferenzen, auf denen auch Au-
toren von Veröffentlichungen in der FachzeitschriftTVCG und auf der Kon-
ferenz PacificVis publiziert haben. Die entsprechende SPARQL-Anfrage
ist in Quelltextbeispiel 3.2 zu sehen.
1 PREFIX swrc: <http://swrc.ontoware.org/ontology#>
2 PREFIX journal: <http://dblp.l3s.de/d2r/resource/journals/>
3 PREFIX conf: <http://dblp.l3s.de/d2r/resource/conferences/>
4 PREFIX dc: <http://purl.org/dc/elements/1.1/>
5 PREFIX foaf: <http://xmlns.com/foaf/0.1/>
6
7 SELECT ?conference
8 WHERE {
9 ?conference a swrc:Conference .
10 ?author a foaf:Agent .
11 ?tvcgDoc a swrc:Article ;
12 dc:creator ?author ;
13 swrc:journal journal:tvcg .
14 ?apvisDoc a swrc:InProceedings ;
15 dc:creator ?author ;
16 swrc:series conf:apvis .
17 ?otherDoc a swrc:InProceedings ;
18 dc:creator ?author ;
19 swrc:series ?conference .
20 FILTER(?conference != conf:apvis) .
21 }
Quelltextbeispiel 3.2: Die SPARQL-Anfrage, die in Abbildung 3.36 mit der
QueryVOWL-Notation gezeigt wird.
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3.3 Magnetic Querying
Das Konzept Dust & Magnet diente dazu, Cluster ähnlicher Elemen-
te in Datensammlungen zu erkennen [SMS+05] (siehe auch Seite 32 im
Abschnitt 2.3.4). Während die einzelnen Datenelemente als „Staubparti-
kel“ zwischen Magneten platziert wurden, erlaubte die Visualisierung keine
genaueren Aussagen dazu, welches Element von welchen Magneten genau
angezogen wird. Zudem wurde von rein skalaren Attributen ausgegangen;
eine Objektstruktur war nicht vorgesehen.
Aus diesem Grund wurde Dust & Magnet im Rahmen dieses Pro-
motionsvorhabens zum Konzept Magnetic Querying5 weiterentwickelt.
Dazu wurden die folgenden Erweiterungen in das Konzept eingebracht:
 Verknüpfung von Magneten zur Auswertung verschachtelter Objekte
in Datenelementen.
 Visuelle Markierungen an den „Staubpartikeln“ zur Anzeige, durch
welche Magneten momentan Anziehungskräfte ausgeübt werden.
 Verknüpfung von Magneten zur Definition von Anziehungskräften, die
sich aus Kombinationen von Kriterien ergeben.
Die Erweiterungen sollen die Flexibilität des Ansatzes erhöhen. Ebenso soll
die Unterstützung für die Zuordnung zu Clustern basierend auf komplexen
Kombinationen von Kriterien verbessert werden.
Wie in verwandten Arbeiten werden die Magneten kreisförmig darge-
stellt [SF08]. Jeder Magnet erhält eine individuelle zufällig gewählte Farbe6.
Die Filter- beziehungsweise Anziehungsfunktion des Magneten wird durch
einen kurzen Text knapp umrissen. Einige solche Magneten sind beispielhaft
in Abbildung 3.37 dargestellt.
3.3.1 Abbildung auf Objektgraphen
Datenelemente können komplexe Objekte sein, die von unterschiedlichen
Magneten basierend auf verschiedenen Attributen angezogen werden. In
dieser Situation kann im Konzept Dust & Magnet nicht erreicht werden,
dass mehrere Magneten ihre Anziehungskraft jeweils nur entfalten, wenn
5Der Name Magnetic Querying wurde in Anlehnung an den Titel der Arbeit,
auf der dieses Konzept aufbaut – Dust & Magnet – gewählt. Während dies Benutzer
mit physikalischen Vorkenntnissen verwirren könnte, schienen in der Benutzerstudie der
ursprünglichen Arbeit keine Unklarheiten bezüglich der Magnetmetapher aufzutreten.
Daher wurde die Magnetmetapher beibehalten.
6In konkreten Implementierungen kann diese Farbe auch anwendungsfall- oder be-
nutzerabhängig gewählt werden. So kann die Visualisierung beispielsweise in ein vorhan-
denes Farbschema eingefügt werden. Ebenso können Unterscheidungsschwierigkeiten bei
Farbfehlsichtigkeit vermieden werden.
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Abbildung 3.37: Die Magneten in Magnetic Querying haben zufällig ge-
wählte Farben und umreißen über einen kurzen Text knapp die Filter- bezie-
hungsweise Anziehungsfunktion. Diese Abbildung zeigt Magneten zum Ob-
jektvergleich, zur Zählung von Eigenschaftswerten, zur Substring-Suche und
zur Auswertung des Editierabstands nach dem Levenshtein-Algorithmus
zwischen einem Eigenschaftswert und einem vorgegebenen Text.
sie sich auf dasselbe in einem Datenelement verschachtelte Objekt bezie-
hen. Beispielsweise könnten für eine Menge von Dokumenten zwei Magne-
ten jeweils einen bestimmten Vor- und einen bestimmten Nachnamen eines
Autors fordern. Mit dem ursprünglichen Modell kann nicht sichergestellt
werden, dass dieser Vor- und dieser Nachname beim selben Autor gefunden
werden muss.
Formal ausgedrückt bedeutet dies: Sei P die Menge aller für Datenele-
mente verfügbarer Eigenschaften. Seien
E  te1, . . . , emu
px : E Ñ PpEq mit x P P
die Menge aller Datenelemente E und eine Funktion px, die zu einem Daten-
element alle Werte der Eigenschaft x (weitere Datenelemente) zurückgibt,
in der Definition als Potenzmenge von E, also PpEq ausgedrückt. Seien
außerdem
M  tm1, . . . ,mnu
data : M  E Ñ PpEq
die Menge M aller Magneten und eine Funktion data, die für einen Ma-
gneten die Menge der Datenelemente ermittelt, die für die Berechnung der
Anziehungskraft des Magneten auf ein bestimmtes Datenelement herange-
zogen werden. Hat ein Datenelement e1 für eine Eigenschaft a nun mehrere
Werte e2 und e3, also
te2, e3u  pape1q
und ziehen zwei Magneten m1 und m2 das Datenelement e1 basierend auf
Werten von Eigenschaften b und c dieser Eigenschaftswerte e2 und e3 (also
verschachtelter Eigenschaftswerte) an, das heißt
datapm1, e1q  pbpe2q
datapm2, e1q  pcpe3q
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Abbildung 3.38: Hierarchieknoten können mit Magneten verknüpft werden,
damit sich die Anziehungskraft der Magneten basierend auf Eigenschafts-
werten desselben verschachtelten Datenelements berechnet. Im gezeigten
Beispiel wird erreicht, dass nur eine Anziehungskraft besteht, wenn dersel-
be Autor einer Publikation (Attribut creator) den Namen „Smith“ hat und
die Top-Level-Domain „.uk“ in seiner Website-Adresse auftaucht.
so kann mit dem herkömmlichen Konzept Dust & Magnet nicht sicher-
gestellt werden, dass e2 und e3 für die betrachteten verschachtelten Eigen-
schaftswerte übereinstimmen. Dies kann wie beim oben genannten Beispiel
mit dem Vor- und Nachnamen eines Autors wünschenswert sein, wenn un-
terschiedliche Magneten sich auf Eigenschaften desselben verschachtelten
Objekts beziehen sollen.
Daher wurde fürMagnetic Querying ein neuer Hierarchieknoten ein-
geführt. Er ist in Abbildung 3.38 dargestellt. Der Hierarchieknoten bildet
gewissermaßen einen Teil der gesuchten Objektgraphstruktur nach. Dies äh-
nelt den Objektgraph-basierten Konzepten aus Abschnitt 2.3.1.1. Die Men-
ge aller Hierarchieknoten H wird dabei von den Definitionen
c : M YH Ñ H Y tεu
prop : H Ñ P
v : H  E Ñ E : ph, e1q ÞÑ
#
e2 P ppropphqpe1q wenn cphq  ε
e2 P ppropphqpvpcphq, e1qq sonst
unterstützt.
Die Funktion c drückt eine Verknüpfung zu einem Hierarchieknoten aus,
die von einem Magneten oder einem anderen Hierarchieknoten ausgehen
kann. Solche Verknüpfungen dürfen keine Zyklen bilden, können aber tran-
sitiv aneinander angeschlossen sein. prop repräsentiert eine Eigenschaft, die
einem Hierarchieknoten zugeordnet ist. Die Funktion v ermittelt für ein Da-
tenelement e1 ein von einem Hierarchieknoten h zurückgegebenes (nichtde-
terministisch bestimmtes) Datenelement e2, wobei eine etwaige Kette ver-
knüpfter Hierarchieknoten transitiv miteinbezogen wird. Die Anziehungs-
kraft der Magneten, die an h angeschlossen sind, wird letztendlich auf
Grundlage des zurückgegebenen Datenelements e2 berechnet. So lange sich
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die Datenmenge und die Konfiguration des Hierarchieknotens nicht ändern,
bleibt die Funktion v für jede Kombination aus Argumenten konstant.
Werden nun mehrere Magneten m1 und m2 mit demselben Hierarchie-
knoten verbunden, dem die Eigenschaft a zugeordnet ist
cpm1q  cpm2q
proppcpm1qq  a
so kann die data-Funktion auf Grundlage dieses Hierarchieknotens definiert
werden als
datapm1, e1q  pbpvpcpm1q, e1qq
datapm2, e1q  pcpvpcpm2q, e1qq
Auf diese Weise wird nun garantiert, dass m1 und m2 beide von demselben
Element, das über die Eigenschaft a mit e1 und e2 verknüpft ist, ausgehen.
3.3.2 Erweiterung der ursprünglichen Visualisierung
Bei Einsatz mehrerer Magneten kann es mitunter problematisch sein, nach-
zuvollziehen, welche Magneten welche Anziehungskraft auf die „Staubparti-
kel” ausüben. Dies wurde bereits für das Konzept Magnet Mail erkannt.
Dort wird die Anziehung durch den selektierten Magneten mittels einer
farblichen Hervorhebung aller entsprechenden Partikel visualisiert [CL09].
Die Stärke der Anziehung wird durch eine unterschiedlich starke Einfärbung
ausgedrückt.
Ohne Selektion eines Magneten ist es dennoch auch in Magnet Mail
nicht möglich, die Anziehungskraft eines Magneten auf einen Blick zu er-
kennen. Insbesondere kann nicht direkt abgelesen werden, ob ein Partikel
von mehreren Magneten und unterschiedlich stark angezogen wird. Daher
wurde die Darstellung dieser Partikel für Magnetic Querying erweitert.
Vom Zentrum jedes Partikels aus wird wie in PhotoMagnets [CRB10]
durch kurze Linien angedeutet, aus welchen Richtungen der Partikel angezo-
gen wird (Abbildung 3.39). Die Länge der Linie drückt die Anziehungskraft
aus, während die Farbe der Farbe des anziehenden Magneten entspricht.
Abbildung 3.40 zeigt die erweiterten Staubpartikel im praktischen Einsatz.
3.3.3 Kombination von Anziehungskräften
Um die Anziehungskraft mehrerer Magneten mit unterschiedlichen Anzie-
hungskriterien in einem Punkt zu konzentrieren, ohne die Magneten über-
einanderschieben zu müssen, wurden neue Verknüpfungsmagneten definiert
(Abbildung 3.41). Eine beliebige Anzahl anderer Knoten kann mit diesen
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Abbildung 3.39:Die „Staubpartikel“ (Mitte) im Ansatz Magnetic Query-
ing zeigen durch kurze Linien an, von welchen Magneten sie jeweils wie
stark angezogen werden. Richtung der Linien und Farbe der Endpunkte
weisen auf den Magneten hin. Die Länge der Linien zeigt die Stärke der
Anziehungskraft an.
is creator of
‣ series
≡
I-SEMANTICS
is creator of
‣ series
≡
Mensch & Computer
is creator of
‣ series
≡
ICCHP
Abbildung 3.40:Auf Grundlage von Faceted DBLP werden die Koautoren
des Autors (dieses Kriterium ist außerhalb der Visualisierung konfiguriert)
als Staubpartikel abhängig von der Anzahl ihrer Veröffentlichungen auf den
Konferenzen I-SEMANTICS, Mensch & Computer sowie ICCHP platziert.
Dabei werden maximal 10 Publikationen pro Konferenz als Maximum an-
genommen. Anhand der relativ langen Richtungslinien ist beispielsweise
erkennbar, dass zwei Personen vergleichsweise viele Veröffentlichungen auf
der Konferenz M&C getätigt haben – in einer interaktiven Umsetzung von
Magnetic Querying wäre per Markierung erkennbar, dass es sich dabei
um Steffen Lohmann und Thomas Schlegel handelt.
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Abbildung 3.41:Verknüpfungsmagneten inMagnetic Querying, welche die
Anziehungskraft einzelner Magneten auf verschiedene Weise kombinieren.
Verknüpfungsmagneten verbunden werden. Die Verknüpfungsmagneten be-
rechnen dann eine kombinierte Anziehungskraft aus den einzelnen Anzie-
hungskräften der verbundenen Magneten.
Um unterschiedliche Kombinationen aus Anziehungskräften zuzulassen,
können verschiedene Arten von Verknüpfungsmagneten vorgesehen werden:
Konjunktion Konjunktionsmagneten (Abbildung 3.41a) ahmen eine Kon-
junktion aus den Filterkriterien nach. Die volle Anziehungskraft wird
nur dann erreicht, wenn alle verbundenen Magneten die maximale
Anziehungskraft ausüben. Ist diese Bedingung nicht erfüllt, erlischt
die Anziehungskraft allerdings nicht vollkommen. Stattdessen wird
die Summe aus den Anziehungskräften der verbundenen Magneten
addiert. Diese Summe wird durch die Anzahl der verbundenen Ma-
gneten dividiert, um die anteilige Anziehungskraft zu berechnen.
Disjunktion Im Gegensatz zu Konjunktionsmagneten entfalten Disjunk-
tionsmagneten (Abbildung 3.41b) ihre vollständige Anziehungskraft
bereits, wenn mindestens einer der verbundenen Magneten Elemente
mit voller Stärke anzieht. Dazu wird unter allen verbundenen Ma-
gneten derjenige ermittelt, der die stärkste Anziehungskraft auf ein
gegebenes Datenelement ausübt. Diese Anziehungskraft wird dann für
den Disjunktionsmagneten insgesamt angenommen.
An solche Verknüpfungsmagneten können beliebige Magneten angeschlos-
sen werden, auch weitere Verknüpfungsmagneten. Lediglich zyklische Ver-
bindungen sind ausgeschlossen. Auf diese Weise ergibt sich eine Struktur,
die einem Ausdrucksbaum gleicht. Für die visuelle Darstellung des Sachver-
halts, dass Magneten in eine Konjunktion oder eine Disjunktion einbezogen
sind, wurde eine Kantenform gewählt, die an UML-Kompositionskanten
angelehnt ist [Obj15, S. 181ff.].
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Die kombinierte Anziehungskraft mehrerer Magneten, die mit einem
Verknüpfungsmagneten verbunden sind, geht von der Position des Verknüp-
fungsmagneten aus. Neben ihrer eigenen direkten Anziehungskraft können
Magneten also auch eine indirekte Wirkung über Verknüpfungsmagneten
haben. Für die Unterscheidung, ob die verbundenen Magneten auch für
sich genommen eine zusätzliche Anziehungskraft ausüben, lassen sich die in
Tabelle 3.5 aufgezeigten Fälle identifizieren.
Tabelle 3.5: Unterscheidbare Fälle für die Kombination aus direkter (d) und
indirekter (i) Anziehung durch Magneten in Magnetic Querying.
nicht verbunden
d, i d i —
ve
rb
un
de
n d, i A B C D
d E F G H
i I J K L
— M N O P
Für Magneten, die nicht mit Verknüpfungsmagneten verbunden sind,
sind die Spalten d, i und d sowie i und — in Tabelle 3.5 jeweils gleichbedeu-
tend, da die indirekte Anziehungskraft nicht zum Tragen kommt. Für die
Fälle E bis H, in denen die Verbindung zu einem Verknüpfungsmagneten
keine Auswirkung hat, wird keine praktische Verwendung gesehen. Gleiches
gilt für die Fälle M und N, in denen die Verbindung zu einem Verknüpfungs-
magneten den Magneten komplett wirkungslos macht. Ebenso wurde auch
das Verhalten in den Fällen C und D als zu speziell eingeschätzt. In die-
sen Fällen übt der unverbundene Magnet keine eigene Anziehungskraft aus,
entfaltet diese aber, wenn er an einen Verknüpfungsmagneten angeschlossen
wird.
Die übrigen Fälle sind zum Teil gleichbedeutend und lassen sich zu vier
Zuständen zusammenfassen. Diese Zustände sind in Tabelle 3.6 beschrieben.
Jedem Zustand wurde ein Symbol zugeordnet, welches beim Magneten dar-
gestellt wird. In Abbildung 3.42 wird beispielhaft ein Konjunktionsmagnet
in Aktion gezeigt.
3.3.4 Implementierung
Magnetic Querying wurde mit C# und WPF als Anwendung für das
Microsoft .NET Framework [Mic15] prototypisch implementiert. Ein
Screenshot der Anwendung ist in Abbildung 3.43 zu sehen.
Die prototypische Anwendung ruft Daten von einem SPARQL-
Endpunkt ab, der in den Optionen konfiguriert werden kann. Dabei werden
alle Informationen angefordert, die für die aktuelle Grundauswahl an
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Tabelle 3.6:Die Zustände der Magneten für Verknüpfungen mit den entspre-
chenden Zustandssymbolen. Zu jedem Zustand sind auch die Fälle aus Ta-
belle 3.5 notiert.
.Symbol. Erläuterung . Fälle
. .
Partikel werden vom Magneten angezogen. Zusätz-
lich wird die Anziehungskraft auch miteinbezogen,
falls der Magnet an einen Verknüpfungsmagneten an-
geschlossen ist.
A/B
. .
Der Magnet übt seine Anziehungskraft auf Partikel
nur aus, falls er nicht an einen Verknüpfungsmagne-
ten angeschlossen ist. Andernfalls wird die Anzie-
hungskraft des Magneten nur für die Gesamtanzie-
hung des Verknüpfungsmagneten berücksichtigt.
I/J
. .
Der Magnet übt selber überhaupt keine Anziehungs-
kraft auf Partikel aus. Ist er an einen Verknüpfungs-
magneten angeschlossen, wird die Anziehungskraft
allerdings für die Gesamtanziehung des Verknüp-
fungsmagneten berücksichtigt.
K/L
. .
Der Magnet übt keine Anziehungskraft aus und wird
auch durch Verknüpfungsmagneten nicht berücksich-
tigt.
O/P
Datenelementen und die aktuellen Magneten notwendig sind. Die eigent-
liche Berechnung der Anziehungskräfte erfolgt lokal, wodurch in diese
Berechnung auch Funktionen wie eine Editierdistanz zwischen Werten mit-
einbezogen werden können, die vom SPARQL-Endpunkt nicht unterstützt
werden.
Bei der Änderung von Einstellungen werden die Daten erneut vom Ser-
ver abgerufen. Die Anzeige inklusive der Position der Magneten wird in
festen Zeitintervallen (standardmäßig alle 5 Sekunden) aktualisiert. Eine
kontinuierliche Aktualisierung ist ohne gesonderte Optimierungen der Dar-
stellung nicht möglich, da die Staubpartikel und ihre Einzelteile als WPF-
Geometrieobjekte in der Benutzerschnittstelle existieren und bereits beim
Zeichnen von 500 Staubpartikeln eine kleine (unter einer Sekunde), aber
erkennbare Verzögerung auftritt.
Die Implementierung diente als Machbarkeitsnachweis für die konzep-
tuellen Erweiterungen wie Hierarchieknoten, die Kombination von Anzie-
hungskräften und die Darstellung der Anziehungskraft auf jeden Partikel
(Abbildung 3.44). Daher wurden andere Features, wie die Animation aus
dem ursprünglichen Konzept [SMS+05], in diesem Prototyp nicht umge-
setzt.
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Abbildung 3.42:Einsatz eines Konjunktionsmagneten zur Anziehung von Fra-
gen aus Academia Stack Exchange nach thematischen Tags. Es wird
erkennbar, dass sich nur zwei Fragen mit dem Thema Peer-Review (Tag
„peer-review“) in Bezug auf Koautoren (Tag „co-authors“) befassen („Who
can write a ‘Review Article’?“ und „How to offer a reviewer to be co-
author?“). Die theoretische Anziehungskraft durch die einzelnen Magneten
wird durch die Richtungsanzeiger an den Partikeln verdeutlicht. Der linke
Magnet hat wegen seines aktuellen Zustands (kleines gelbes Dreieck, ver-
gleiche Tabelle 3.6) jedoch keine direkte Auswirkung auf die Position von
Partikeln.
3.3.5 Fazit
Magnetic Querying erweitert das KonzeptDust & Magnet [SMS+05]
sowohl visuell als auch funktional. Die primäre visuelle Erweiterung besteht
in der Anzeige der auf jeden Staubpartikel einwirkenden Anziehungskräfte.
Funktional ist Magnetic Querying durch die in Abbildung 3.44
verwendeten neuen Magnet-/Knotentypen mächtiger als das ursprüngli-
che Konzept. Konjunktions- und Disjunktionsmagneten erlauben nun die
Kombination der Anziehungskräfte mehrerer Magneten. Hierarchieknoten
erweitern das Konzept dazu, dass es jetzt auch für die Analyse von Ob-
jektgraphen geeignet ist, da man mit mehreren Magneten auf dasselbe ver-
schachtelte Datenelement eines gegebenen Staubpartikels Bezug nehmen
kann.
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Abbildung 3.43: In diesem Screenshot der Implementierung von Magnetic
Querying werden die 168 in Faceted DBLP [DB08] gelisteten Konfe-
renzpublikationen von Ben Shneiderman als Staubpartikel dargestellt und
von zwei Magneten angezogen. Der rechte Magnet zieht Publikationen um
so stärker an, je mehr Autoren an ihnen mitgewirkt haben. Der untere Ma-
gnet übt eine Anziehungskraft auf alle Publikationen aus, deren Titel das
Wort „temporal“ enthält. Je dunkler der Blauton der Staubpartikel ist, des-
to älter sind die jeweiligen Publikationen. Vier (teilweise übereinanderlie-
gende) Staubpartikel sind in einem Selektionspolygon eingerahmt, weshalb
die Titel und IRIs der entsprechenden Publikationen in der Ergebnisliste
im Data-Fenster angezeigt werden.
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Abbildung 3.44:Dieser Screenshot der Implementierung vonMagnetic Que-
rying zeigt als Staubpartikel 801 Fragen von der Frage-und-Antwort-Seite
Aviation Stack Exchange. Auf der rechten Seite wird über Hierarchie-
knoten bewirkt, dass die Magneten Fragen um so stärker anziehen, wenn
sie (mindestens) eine hoch bewertete Antwort von einem Benutzer haben,
der selber über einen hohen Punktestand verfügt und für sich ein hohes
Alter angegeben hat. In der Ergbnisliste sind einige Fragen zu sehen, die
von dem Konjunktionsmagneten unten links stark angezogen werden, da sie
mit mindestens einem Tag versehen sind und das Wort „engine“ in ihrem
Titel haben.
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3.4 Filter Dials
Das Konzept Filter Dials wurde mit dem Ziel entwickelt, schnell einen
kompakten Überblick über die Datenmengen zu bekommen, die aus der
Kombination diverser Filterkriterien resultieren. Der Fokus liegt dabei nicht
darauf, eine vollständige Abdeckung der gesamten Datenmenge [Huo08] zu
erhalten. Genausowenig wird angestrebt, eine eindeutige Einteilung von Da-
tenelementen in Gruppen zu erreichen. Vielmehr soll es möglich sein, eine
Reihe von Filterkriterien zu bestimmen, auf deren Grundlage dann jeweils
mehrere Teilmengen gebildet werden. Diese Teilmengen werden miteinander
geschnitten. Dadurch kann man ermitteln, ob die so erreichte Kombination
von Filterkriterien zu einer leeren Datenmenge führt oder nicht. Auf die-
se Weise soll es Benutzern ermöglicht werden, sich einen Eindruck von der
Zusammensetzung einer Datensammlung zu verschaffen.
Die im Folgenden präsentierten Inhalte wurden zum Teil bereits ander-
weitig veröffentlicht. Insbesondere wird auf den im Folgenden aufgeführ-
ten Arbeiten, an denen der Autor maßgeblich mitwirkte, aufgebaut:
HE14 F. Haag und T. Ertl. “Filter Dials – combine filter criteria, see
how much data is available”. In: Proc. Advanced Visual Interfaces (AVI
’14). ACM, 2014, S. 369–370. doi: 10.1145/2598153.2600038
Zusätzlich wird inhaltlich auf die folgenden studentischen Arbeiten, an
deren Betreuung der Autor beteiligt war, zurückgegriffen:
Raj15 J. Rajamani. “Filter ( Dials | ... )” Betreuer: Florian Haag. Ma-
sterarbeit. Universität Stuttgart, 2015
3.4.1 Einzelne Filter Dials
Ein einzelnes Filter Dial besteht aus einer beliebigen Anzahl von Fil-
terschichten und einem Ergebnisbereich (Abbildung 3.45). Für die Filter
Dials wurde ein radiales Layout gewählt. Einerseits erlaubt dies eine unbe-
grenzte Verschiebung der Filterschichten zueinander durch Rotation. Ande-
rerseits verdeutlicht es die Filtermetapher. Die Filterschichten umschließen
den Ergebnisbereich. Somit lässt sich der Bereich außerhalb eines Filter
Dials als die vollständige, ungefilterte Datenmenge begreifen. Nur Teilmen-
gen davon können durch die Filterschichten hindurch in den Ergebnisbereich
vordringen.
Jede Filterschicht betrachtet einen bestimmten Aspekt der Datenele-
mente, beispielsweise ein bestimmtes Attribut. Eine Filterschicht enthält
einen oder mehrere Abschnitte. Jeder dieser Abschnitte repräsentiert einen
für den betrachteten Aspekt akzeptierten Wert oder Wertebereich. Werden
Daten abhängig von ihrem Erzeugungsjahr gefiltert, könnten eine entspre-
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(a) Ein komplettes Filter Dial
(normalerweise mit Beschriftun-
gen).
eine Filterschicht
Ergebnisbereich
ein Abschnitt
einer Filterschicht
ein Abschnitt
des Ergebnisbereichs
(b) Bestandteile eines Filter Dials.
Abbildung 3.45:Aufbau eines Filter Dials.
chende Filterschicht beispielsweise in die Abschnitte 1979, 1982–1986 und
1991 unterteilt werden.
Es besteht keine Notwendigkeit, dass die Abschnitte zusammen alle mög-
lichen Werte abdecken. Ebenso besteht keine Einschränkung, die Wertebe-
reiche von Abschnitten überschneidungsfrei zu halten. Vielmehr ist die Idee,
dass für jeden vom Benutzer als interessant empfundenen Wert oder Wer-
tebereich ein Abschnitt erzeugt wird.
Der Ergebnisbereich in der Mitte eines Filter Dials vermittelt einen
ersten Eindruck von den gefilterten Ergebnismengen. Abhängig von den Ab-
schnitten der Filterschichten ist auch er in mehrere Abschnitte unterteilt.
Dazu werden die Grenzen zwischen sämtlichen Abschnitten in sämtlichen
Filterschichten in einer gedachten Linie bis zum Mittelpunkt des Filter
Dials verlängert. Auf diese Weise wird der kreisförmige Ergebnisbereich in
mehrere Kreissektoren zerteilt. Diese stellen die Abschnitte des Ergebnis-
bereichs dar. Jeder dieser Ergebnisabschnitte entspricht der Datenmenge,
die sich aus der Konjunktion aller Filterschichtabschnitte an der jeweili-
gen Stelle ergibt. Der in Abbildung 3.46b gelb hervorgehobene Abschnitt
des Ergebnisbereichs zwischen den eingetragenen Schnittlinien entspricht
somit beispielsweise der Konjunktion aus den Filterkriterien A und E aus
Abbildung 3.46a.
Im konkreten Einsatz wird also für jede Filterschicht ein bestimmter
Filter beziehungsweise ein bestimmtes Attribut ausgewählt. Dieses Attribut
wird einmal für die gesamte Schicht angezeigt. Für jeden Abschnitt jeder
Filterschicht wird ein Wert oder ein Wertebereich, der für das Attribut
gefordert wird, gewählt und dargestellt. Ein konkretes Beispiel dazu wird
in Abbildung 3.47 gezeigt.
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(a) Ein Filter Dial, wobei die
einzelnen Abschnitte der Filter-
schichten mit Buchstaben mar-
kiert sind. Da jeder Abschnitt
eine Filterbedingung repräsen-
tiert, stehen die Buchstaben
in dieser Abbildung gleichzeitig
für die Bedingungen.
A ⋀ E
(b) Das Filter Dial aus Abbildung 3.46a,
in dem nun ein Abschnitt im Ergebnisbe-
reich hervorgehoben ist. Gestrichelte Lini-
en deuten an, wie die Größe des Ergebnis-
bereichsaschnitts ermittelt wurde. Der Ab-
schnitt repräsentiert die Datenmenge, die
sich aus der Konjunktion der Bedingungen
A und E aus Abbildung 3.46a ergibt.
Abbildung 3.46:Unterteilung des Ergebnisbereichs in mehrere Abschnitte.
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Abbildung 3.47: Dieses Filter Dial wird auf DBpedia [ABK+07] ausge-
führt, um Länder mit bestimmten Eigenschaften auszuwählen. In diesem
Fall wird nach der Einwohnerzahl und der Straßenseite, auf welcher gefah-
ren wird, gefiltert. Dabei werden beispielsweise vier Länder („country“) mit
Linksverkehr („drives on“ = „left“) gefunden, die zwischen einhundert Mil-
lionen und einer Milliarde Einwohner („population total“) haben (Pakistan,
Indonesien, Japan und Bangladesch).
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Abbildung 3.48:Mehrere Filter Dials lassen sich verketten. Dabei fungieren
Ergebnismengen aus einem Filter Dial als Eingabe für Filterschichtab-
schnitte eines anderen Filter Dials. In dieser Anfrage werden (im mitt-
leren Filter Dial) Länder ermittelt, in denen bestimmte Industriezweige
existieren, die über Flughäfen mit bestimmten (im rechten Filter Dial
festgelegten) Eigenschaften verfügen und in denen ethnische Gruppen mit
bestimmten Anteilen an der Gesamtbevölkerung (im rechten Filter Dial
ermittelt) beheimatet sind.
3.4.2 Verkettung mehrerer Filter Dials
Mehrere Filter Dials können unabhängig voneinander eingesetzt wer-
den. So können nebeneinander unterschiedliche Daten aus derselben Da-
tensammlung extrahiert werden. Sie können jedoch auch verbunden wer-
den. Dies geschieht, indem eine oder mehrere Ergebnismengen aus einem
Filter Dial als Eingabe für Filterschichtabschnitte eines anderen Filter
Dials benutzt werden (Abbildung 3.48).
Abschnitte von Filterschichten ohne externen Dateneingang ermöglichen
es, Attribute von Datenelementen mit konstanten, manuell aufgelisteten
Werten zu vergleichen. Durch die Verknüpfung mehrerer Filter Dials
wird erreicht, dass die Attribute mit Elementen aus einer anderen, ebenfalls
über ein Filter Dial ermittelten Datenmenge abgeglichen werden. Dies
entspricht einer join-Operation in relationalen Datenbanken.
Als Nebeneffekt dieser Verkettungsmöglichkeit findet in Anfragen, die
aus mehreren verketteten Filter Dials bestehen, eine klare visuelle Unter-
teilung konzeptuell getrennter Teile der Anfrage statt. Dies könnte Benut-
zern helfen, einen besseren Überblick über die Anfrage zu erlangen. Ebenso
kommen kollaborative Szenarien ähnlich der Vorgehensweise, die in Zusam-
menhang mit LARK [TIC09] vorgestellt wurden, in Betracht.
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(a) Vor der Verschiebung: Unter ande-
rem sind die Industriezweige Chemika-
lien („chemicals“) und Textilien („tex-
tiles“) kombiniert.
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(b) Nach der Verschiebung: Die Indu-
striezweige Elektronik („electronics“)
und Bekleidung („clothing“) sind kom-
biniert.
Abbildung 3.49:Die Trennlinien zwischen Abschnitten einer Filterschicht kön-
nen verschoben werden, um neue Kombinationen von Kriterien herbeizu-
führen.
3.4.3 Interaktion
Ein Filter Dial wird aufgebaut, indem Filterschichten und Filterschicht-
abschnitte hinzugefügt oder entfernt und konfiguriert werden. Davon ab-
gesehen sieht das Konzept Filter Dials jedoch zwei Interaktionen vor,
die direkt zur Exploration einer Datensammlung beitragen. Einerseits kann
die Grenze zwischen zwei benachbarten Abschnitten einer Filterschicht ver-
schoben werden (Abbildung 3.49), andererseits kann die Filterschicht als
Ganzes rotiert werden (Abbildung 3.50). Beide Interaktionen sind Drag-
und-Drop-basiert und eignen sich somit sowohl für Desktop-Systeme mit
Zeigegeräten als auch für Touch-Geräte. Während eine dieser Verschiebun-
gen ausgeführt wird, aktualisiert sich gemäß dem Paradigma der dynami-
schen Anfragen [Shn94] laufend der Ergebnisbereich, indem die Anzahl der
jeweiligen Ergebniselemente angepasst und bei Bedarf neue Ergebnisberei-
che erzeugt oder bestehende Ergebnisbereiche entfernt werden.
3.4.4 Einschränkungen
Das Konzept der Filter Dials verschafft einen Überblick über bestimmte
Kombinationen von Filterkriterien. Eine Auswahl von Attributen und zu-
lässigen Wertebereichen muss aber dennoch durch den Benutzer erfolgen.
Ohne eine solche Auswahl helfen auch Filter Dials nicht dabei, einen
Überblick zu erlangen.
Durch die Verschiebungen von Filterschichtabschnitten und ganzen Fil-
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(a) Vor der Rotation: Unter anderem
ist die chemische Industrie („chemi-
cals“) mit der Ressource Kupfer („cop-
per“) kombiniert, Bergbau („mining“)
mit Erdgas („natural gas“) und Lebens-
mittelverarbeitung („food processing“)
mit Wasserkraft („hydropower“).
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(b) Nach der Rotation: Die chemische
Industrie ist mit der RessourceWasser-
kraft kombiniert, Bergbau mit Kupfer
und Lebensmittelverarbeitung mit Erd-
gas.
Abbildung 3.50: Filterschichten können als Ganzes rotiert werden, um rund
um ein Filter Dial neue Kombinationen von Kriterien zu erzeugen.
terschichten (Abschnitt 3.4.3) können die Kombinationen der unterschied-
lichen Filterkriterien variiert werden. Bei einer Drehung der gesamten Fil-
terschicht verschieben sich allerdings alle Filterschichtabschnitte. Hat ein
Benutzer also bereits eine Kombination aus Filterkriterien gefunden, die
weiterverwendet werden soll, so verschwindet der entsprechende Abschnitt
des Ergebnisbereichs beim Weiterdrehen der Filterschicht unter Umständen
wieder.
Letztendlich ist der kreisförmige Aufbau der Filter Dials ebenfalls
nicht notwendigerweise optimal. Er ist platzsparend und lässt eine Filterme-
tapher zu, nach der Elemente aus einer ungefilterten Datensammlung durch
die Filterringe in den zentralen Ergebnisbereich vordringen. Allerdings kann
die damit einhergehende Anordnung von Text auf einer Kreislinie einige Be-
schriftungen schwerer lesbar machen. Zudem steht für den Ergebnisbereich
und insbesondere jeden einzelnen Abschnitt darin relativ wenig Platz zur
Verfügung. So bleibt neben dem Umfang jeder Ergebnismenge kaum Platz
für weitere Informationen.
3.4.5 Der Ergebnisbereich
Im ursprünglichen Entwurf und in den vorangegangenen Beispielen wurden
die Abschnitte des Ergebnisbereichs ausschließlich dazu verwendet, um die
Anzahl der Elemente in der Ergebnismenge darzustellen. Die Farben dienten
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(b) Je mehr Ergebniselemente im sel-
ben Raum Platz finden müssen, desto
dunkler wird der Farbton.
Abbildung 3.51:Alternative Farbcodierungen für den Ergebnisbereich
lediglich zur Unterscheidung der Abschnitte.
Aus Diskussionen bei der Vorstellung des Konzepts ergab sich auch eine
Reihe weiterer Darstellungsmöglichkeiten für den Ergebnisbereich, die im
Folgenden kurz erläutert werden.
3.4.5.1 Farbskala gemäß Ergebnisanzahl
Die Abschnitte des Ergebnisbereichs können abhängig vom Umfang der Er-
gebnismenge anhand einer diskreten oder kontinuierlichen Farbskala aus-
gefüllt werden (Abbildung 3.51a). Eher noch als die Zahlen (die natürlich
trotzdem angezeigt werden können) würde dies einen schnellen Überblick
über die unterschiedlichen Ergebnismengen geben. Ein Vorteil dabei wäre,
dass die Farbskala nicht monoton sein müsste. Sie könnte beispielsweise zu
beiden Enden hin zur selben Farbe tendieren. Ein – vom Awendungsfall ab-
hängig zu wählender – bevorzugter mittlerer Bereich könnte dann in einer
anderen Farbe hervorgehoben werden. Benachbarte Abschnitte mit ähnli-
cher Ergebnismengengröße hätten jedoch dieselbe Farbe und ließen sich so
möglicherweise nicht ohne Weiteres unterscheiden.
3.4.5.2 Farbskala gemäß Ergebnisanzahl und Größe
Die Größe der Abschnitte im Ergebnisbereich ergibt sich allein aus der
Platzierung der Grenzen zwischen Filterschichtabschnitten und hängt nicht
mit der Ergebnisanzahl zusammen. Daher kam auch die Idee auf, über die
Farbe das Verhältnis zwischen der Größe des Abschnitts und dem Umfang
der Datenmenge auszudrücken (Abbildung 3.51b). Die Grenzen zwischen
den Filterschichtabschnitten können dahingehend verschoben werden, dass
alle Abschnitte im Ergebnisbereich ungefähr dieselbe Farbe haben. In dieser
Situation kann man davon ausgehen, dass die relative Größe der Abschnitte
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ungefähr mit der relativen Größe der Ergebnismengen übereinstimmt. Sind
andererseits alle Abschnitte im Ergebnisbereich ungefähr gleich groß, so
geben die Farben den ungefähren Umfang der Ergebnismenge entlang einer
Skala an.
3.4.6 Implementierung
Vom Konzept Filter Dials existiert lediglich eine rudimentäre Implemen-
tierung. Sie unterstützt nur fünf Filtertypen und zeigt nur die ringförmige
Geometrie der Filter Dials ohne Beschriftungen an. Dieser Prototyp wur-
de mit C# und WPF für das Microsoft .NET Framework erstellt
und dient als einfacher Beleg der Umsetzbarkeit.
Filterschichten sowie Abschnitte darin können interaktiv hinzugefügt
und entfernt werden. Die Trennlinien zwischen den Abschnitten lassen sich
wie in Abbildung 3.49 gezeigt mit der Maus verschieben, während das Rotie-
ren ganzer Filterschichten wie in Abbildung 3.50 nicht unterstützt ist. Der
Ergebnisbereich wird bei den beschriebenen Änderungen automatisch in
die entsprechende Anzahl von Abschnitten aufgeteilt. Auf Knopfdruck wird
auch eine Auswertung über eine Anbindung an einen SPARQL-Endpunkt
vorgenommen. Da innerhalb eines Filter Dials nur Konjunktionen zur
Anwendung kommen, geschieht die Bestimmung des Umfangs der Ergeb-
nismengen auf dem Server meist innerhalb weniger Sekunden. Im Fall von
Disjunktionen durch die in Abschnitt 3.4.2 beschriebenen Verkettungen ver-
längert sich die Antwortzeit zum Teil, sodass für eine benutzungsbereite Im-
plementierung zumindest ein Indikator für ausstehende Werte vorgesehen
werden sollte.
3.4.7 Fazit
Mittels Filter Dials kann ein schneller Überblick über den Umfang unter-
schiedlicher Teilmengen einer Datensammlung gewonnen werden. Während
sich bestehende Konzepte meist auf eine einzelne Kombination von Krite-
rien oder auf den Überblick über alle potenziell möglichen Kombinationen
von Kriterien konzentrierten, erlaubt es das Konzept Filter Dials, gezielt
bestimmte Kombinationen auszuwählen und auszuwerten. Durch die Ver-
knüpfbarkeit mehrerer Filter Dials können dabei auch mehrstufige kom-
plexe Anfragen erzeugt werden. Da die Visualisierung kompakt ist, könnte
sie auch die Filterung auf kleinen Bildschirmen unterstützen.
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In diesem Kapitel werden mehrere Ansätze für die Visualisierung von
Suchanfragen beschrieben, die auf bestimmte Datentypen oder Anwen-
dungsfälle ausgerichtet sind. Die speziellen Eigenschaften dieser Datentypen
und Anwendungsfälle werden in die Visualisierungskonzepte miteinbezogen.
So können die Suchanfragen auf intuitive Weise grafisch dargestellt werden.
4.1 Aspect Grid
Bei Aspect Grid handelt es sich um einen Ansatz, mit dessen Hilfe mul-
tivariate Datenelemente übersichtlich dargestellt und gefiltert werden kön-
nen. Dabei ist auch vorgesehen, dass sich über die Quelldaten, aus denen
strukturierte Informationen zu jedem Datenelement extrahiert wurden, eine
Rückkopplungsschleife ergibt. Über diese kann die Suche verfeinert werden.
Die im Folgenden präsentierten Inhalte wurden zum Teil bereits ander-
weitig veröffentlicht. Insbesondere wird auf den im Folgenden aufgeführ-
ten Arbeiten, an denen der Autor maßgeblich mitwirkte, aufgebaut:
HHJ+14 F. Haag, Q. Han, M. John und T. Ertl. “Aspect Grid: a visu-
alization for iteratively refining aspect-based queries on document col-
lections”. In: INFORMATIK 2014: Big Data – Komplexität meistern.
Bd. 232. LNI. Gesellschaft für Informatik e.V. (GI), 2014, S. 655–660
Zusätzlich wird inhaltlich auf die folgenden studentischen Arbeiten, an
deren Betreuung der Autor beteiligt war, zurückgegriffen:
Nau15 A. Naumov. “Facettiertes Suchinterface für die explorative Suche
in gewichteten Kundenrezensionen”. Betreuer: Florian Haag, Qi Han,
Markus John. Bachelorarbeit. Universität Stuttgart, 2015
4.1.1 Das Konzept
Im Rahmen dieses Promotionsvorhabens wurde das KonzeptAspect Grid
entworfen. Es handelt sich dabei um eine tabellenbasierte Darstellungsform
multivariater Datenelemente mit interaktiver Filtermöglichkeit. Das Kon-
zept beinhaltet eine aggregierte Übersicht über die Datenelemente. Sie ba-
siert auf den aktuellen Filtereinstellungen und bezieht eine inkrementelle
Verfeinerung der Suchparameter mit ein. Konkret wurde das Konzept für
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die Auswahl von Produkten auf Grundlage von Kundenrezensionen ent-
wickelt. Wie in Abschnitt 4.1.3 beschrieben wird, lässt es sich jedoch auch
abstrahieren und auf andere Anwendungsfälle anwenden.
Im Zusammenhang mit Kundenrezensionen werden in Aspect Grid zu
einer Sammlung von Textdokumenten aus einer Domäne zunächst domä-
nenspezifische Aspekte ausgewählt, zu denen sich in vielen der Dokumente
Aussagen finden lassen. Dies kann manuell erfolgen. Es können jedoch da-
bei auch Verfahren zur automatischen Erkennung wichtiger Aspekte [BE10]
zum Einsatz kommen. Die Dokumente können daraufhin auf Aussagen zu
den verschiedenen Aspekten hin untersucht werden. So kann beispielswei-
se nach Bewertungen auf Grundlage der Aspekte gesucht werden, indem
Techniken der Sentiment-Analyse [Liu12] miteinbezogen werden.
Jeder Aspektbewertung wird eine Farbe zugewiesen. In der folgenden
Erklärung wird zwischen drei diskreten Stufen unterschieden, nämlich ne-
gativ (rot), neutral (gelb) und positiv (grün). Wird zu einem Aspekt keine
Aussage getroffen, ist keine Bewertung bekannt und es wird die Farbe grau
verwendet.
Eine Tabelle stellt, wie in Abbildung 4.1 erkennbar ist, den zentralen
Teil im Ansatz Aspect Grid dar. Die Spalten dieser Tabelle entsprechen
Aspekten, jede Zeile repräsentiert ein Textdokument. Auf diese Weise kön-
nen die betrachteten Aspekte von Reviews auf einen Blick wahrgenommen
werden. Die Zellen zeigen die Bewertung des jeweiligen Aspekts in jedem
Textdokument sowohl durch ihre Beschriftung als auch durch ihre Farbe
an.
Die Dokumente können nun basierend auf den Aspektbewertungen ge-
filtert werden. Hierzu können im Spaltenkopf Einschränkungen für jeden
Aspekt festgelegt werden. Werden insgesamt mehrere Einschränkungen an-
gegeben, so werden diese mittels all- und any-Verknüpfungen in Form eines
booleschen Ausdrucksbaums zu Konjunktionen beziehungsweise Disjunktio-
nen zusammengefügt (Abbildung 4.2).
Durch die Filterung werden diejenigen Dokumente, die nicht den Fil-
terkriterien entsprechen, minimiert. Das bedeutet, dass sie in verkleinerten
Zeilen dargestellt werden. Zudem werden alle auf diese Weise verkleinert
aufgelisteten Dokumente, welche dieselben Aspektbewertungen haben, zu
einer einzelnen Zeile gruppiert. Diejenigen Dokumente, welche die Filter-
kriterien erfüllen, behalten wie gehabt ihre eigenen Tabellenzeilen voller
Höhe.
Da Benutzer nicht zwangsläufig von Anfang an die gewünschten Filter-
kriterien finden, können Tabellenzeilen markiert werden. Auf diese Weise
können die eigentlichen geschriebenen Rezension angezeigt werden. In die-
sen Texten können Benutzer Textabschnitte markieren, die sie interessant
finden. Aspekte und/oder Bewertungen, welche in den markierten Textab-
schnitten genannt werden, können dann in die Filterkriterien mitaufgenom-
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Abbildung 4.1:Der grundlegende Aufbau der VisualisierungAspect Grid am
Beispiel von Restaurant-Rezensionen (übernommen von Abbildung 1 aus
Referenz [HHJ+14]; © Gesellschaft für Informatik e.V.): Jede Spalte in der
zentralen Tabelle stellt einen Aspekt dar, der in Rezensionen erwähnt wird.
Jede Zeile entspricht einer Rezension. Pro Spalte können Filter eingerichtet
werden. Da dies in der gezeigten Abbildung noch nicht geschehen ist, sind
die Restaurants im unteren Bereich der Abbildung allein nach der Anzahl
ihrer Rezensionen (die über den Radius der Kreisdiagramme angedeutet
wird) sortiert.
men werden. Auf diese Weise wird eine Rückkopplungsschleife ermöglicht.
Über diese können Benutzer iterativ die Suche verfeinern, indem sie aus
gefundenen Rezensionen besonders wichtige Aussagen mit in die Filterkri-
terien aufnehmen.
Handelt es sich bei den Textdokumenten um Kundenrezensionen, so
soll basierend auf diesen Rezensionen normalerweise ein Produkt gewählt
werden. Die Rezensionen werden daher für jedes Produkt aggregiert. So
kann für jedes Produkt ein Kreisdiagramm gezeigt werden. Darin ist dar-
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Abbildung 4.2: Filtereinschränkungen für die Spalten in Aspect Grid füh-
ren dazu, dass Rezensionen (hier aus einem Datensatz mit Restaurant-
bewertungen [PGP+14]), welche die Einschränkungen nicht erfüllen, ver-
kleinert dargestellt werden (Abbildung übernommen aus Abbildung 1 in
Referenz [HHJ+14]; © Gesellschaft für Informatik e.V.). Die zu filternden
Aspekte können direkt in den Spaltenköpfen, aber auch durch Selektion von
Abschnitten in den Rezensionstexten ausgewählt werden. Ebenso lassen sie
sich durch boolesche Operatoren verknüpfen.
gestellt, welcher Anteil an Kundenrezensionen den aktuellen Filterkriterien
entsprechen. Da in Abbildung 4.1 noch keine Filterkriterien gewählt sind,
entsprechen noch einhundert Prozent der Rezensionen den Filterkriterien.
In Abbildung 4.2 wird jedoch das Mengenverhältnis dargestellt, da nun
zwei Mengen in den Kreisdiagrammen zu sehen sind. Um Benutzern auch
ein Gefühl dafür zu geben, ob für ein Produkt insgesamt eher viele oder
eher wenige Kundenrezensionen verfügbar sind, wird der Radius der Kreis-
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diagramme anhand der Gesamtzahl an Kundenrezensionen für das Produkt
skaliert. Zudem werden diese Kreisdiagramme zunächst nach dem Anteil
an Kundenrezensionen, welche die Filterkriterien erfüllen, und zweitran-
gig nach der Gesamtzahl an Rezensionen für das Produkt geordnet. Das
Produkt mit dem höchsten Anteil an Kundenrezensionen, welche den Fil-
terkriterien entsprechen, steht also ganz vorne. Falls es mehrere derartige
Produkte gibt, wird dasjenige mit den meisten Kundenrezensionen an den
Anfang gestellt, wie dies bereits in Abbildung 4.1 der Fall war.
4.1.1.1 Einsatzbeispiel
Die Verwendung von Aspect Grid soll im Folgenden an einem fiktiven
Beispielszenario verdeutlicht werden. Dabei geht es darum, dass eine Be-
nutzerin ein Restaurant auswählen möchte, um einen Freund zu treffen.
Zunächst wird eine Datensammlung mit Kundenrezensionen zu den geo-
graphisch in Frage kommenden Restaurants in der Visualisierung Aspect
Grid geladen. Idealerweise geschieht dies automatisch durch eine Suchma-
schine, die auf Grundlage der anfänglichen Suchbegriffe erkannt hat, dass
die Benutzerin Restaurants auswählen möchte. Die Benutzerin sieht sich
einige Zeilen in der Tabelle von Aspect Grid an, wie sie in Abbildung 4.1
gezeigt wird. Sie erkennt, dass einige der Rezensionen für sie keine Rolle
spielen. Ihr persönlich ist wichtig, dass das Essen bei den anderen Kunden
einen positiven Eindruck hinterlassen hat. Alternativ gibt sie sich mit ei-
nem neutralen Eindruck vom Essen zufrieden, wenn zumindest der Preis
positiv bewertet wurde, nach dem Prinzip „Das Essen sollte sehr gut sein,
ansonsten sollte es zumindest nicht zu viel kosten.“ Sie fügt diese drei Filter
hinzu und verbindet sie mit den passenden Verknüpfungsoperatoren. Die-
se Bedingungen sind in Abbildung 4.2 sind als Kreise über der Tabelle zu
sehen.
Während die Benutzerin einige der auf diese Weise gefilterte Rezensionen
markiert und liest, fällt ihr eine Aussage über das Aussehen des Essens
auf. Getreu dem Prinzip „Das Auge isst mit.“ markiert sie die betreffende
Aussage im Text der Rezension. Daraufhin wird wie in Abbildung 4.2 gezeigt
eine positive Bewertung für den Aspekt Presentation automatisch als neuer
Filter vorgeschlagen. Die Benutzerin bestätigt das Hinzufügen des neuen
Filters.
Der untere Bereich von Aspect Grid zeigt nun eine kurze Liste von
Restaurants. Diese sind auf Grundlage der Rezensionen nach der Vorliebe
der Benutzerin angeordnet. Aus dieser Liste wählt sie nun eines der ersten
Restaurants aus, basierend auf zusätzlichen Faktoren, die sich nicht auto-
matisch aus Kundenrezensionen ermitteln lassen.
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4.1.2 Gewichtung
Während oben Filterkriterien durch Ausdrucksbäume verbunden wurden,
ist auch ein alternatives Modell für die Auswahl von Rezensionen nach
Aspekten denkbar. Im Folgenden wird beschrieben, wie an Stelle der Aus-
drucksbäume Gewichtungen für die Aspekte eingesetzt werden können.
Die zur Verfügung stehenden Textanalysetechniken konzentrieren sich
oft auf eine Sentiment-Analyse. Es werden also häufig Bewertungen extra-
hiert. Sind Bewertungen von Aspekten bekannt, so möchten Benutzer in
den meisten Fällen ohnehin die besten Bewertungen, wenn auch möglicher-
weise nur für einzelne der Aspekte, finden. Nur selten werden Benutzer
gezielt nach schlechten Bewertungen bestimmter Aspekte suchen. Daher
bietet es sich an, an Stelle einer binären Filterung eine Gewichtungs- und
Sortierfunktion als Grundlage der Suchvisualisierung zu verwenden.
Um dies zu erreichen, wird der boolesche Ausdrucksbaum ersetzt durch
eine Möglichkeit, die einzelnen Aspekte benutzerspezifisch zu gewichten. Zu
jedem Dokument wird dann auf Grundlage der gewichteten und betrach-
teten Aspekte eine Gesamtbewertung berechnet. Mittels dieser werden die
Dokumente sortiert. Die Rückkopplungsschleife, dass sich in den einzelnen
Dokumenten Textbestandteile auswählen lassen und die darin beschriebe-
nen Aspekte in die Suche einbezogen werden, existiert weiterhin. Zudem
können die im Text erwähnten Aspekte auch direkt stärker oder schwächer
gewichtet werden.
Die Produkte werden wiederum nach den aggregierten Rezensionen sor-
tiert. Die Rezensionen werden nun nicht mehr davon abhängig unterschie-
den, ob sie den Filterkriterien entsprechen oder nicht. Stattdessen wird die
Gesamtbewertung der Rezensionen berücksichtigt. Auf diese Weise unter-
stützt die Gewichtungs-basierte Variante von Aspect Grid den Benutzer
ebenfalls dabei, eine Produktauswahl basierend auf ihren persönlichen Aus-
wahlkriterien durchzuführen.
Diese Variante von Aspect Grid wurde im Rahmen einer Bachelor-
Arbeit konkret ausdefiniert und prototypisch implementiert [Nau15]. Der
Prototyp ist in Abbildung 4.3 zu sehen. Dabei wurde auch eine kleine Benut-
zerstudie mit sieben Teilnehmern durchgeführt. Die Teilnehmer empfanden
laut eigener Aussage die Steuerung der Gewichtung pro Aspekt hilfreich,
wenn es darum ging, Produkte zu finden, die insbesondere in bestimmten,
vorgegebenen Aspekten eine gute Bewertung hatten. Die meisten der Teil-
nehmer konnten sich zahlreiche Produktfelder vorstellen, für die sieAspect
Grid gerne einsetzen würden. Als Beispiele wurden Kinofilme oder Lebens-
mittel genannt. Zwei Teilnehmer merkten jedoch auch an, die prototypische
Umsetzung von Aspect Grid biete zu viele verschiedene Interaktionsmög-
lichkeiten und rege sie daher nicht zur Verwendung an.
1394.1 Aspect Grid
Abbildung 4.3: In der gewichteten Variante von Aspect Grid können die
einzelnen Aspekte unterschiedlich gewichtet werden, was die Sortierung der
Rezensionen in der Tabelle beeinflusst. Der im Rahmen einer Bachelor-
Arbeit [Nau15] entstandene webbasierte Prototyp zeigt hier Daten aus dem-
selben Datensatz wie in Abbildung 4.2 [PGP+14]. Mit den gezeigten Ein-
stellungen wir am meisten Wert gelegt auf die Qualität der Speisen. Auch
positive Bewertungen von Umgebung und Preisen werden stark gewichtet.
Eine gute Bewertung der Service-Qualität wird dagegen nicht gefordert, um
Rezensionen in der Tabelle nach oben zu bringen.
4.1.3 Verallgemeinerung
Während oben vorrangig auf die Verwendung von Aspect Grid in Be-
zug auf Produkte und ihre Kundenrezensionen eingegangen wurde, lassen
sich die Anwendungsfälle auch verallgemeinern. Grundlegend ist der Ansatz
Aspect Grid anwendbar auf jede Datensammlung, in der Datenelemente
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durch Mengen aus Unterelementen beschrieben werden, zu denen sich eine
begrenzte Anzahl an Attributen ermitteln lässt.
Sind die Unterelemente Textdokumente, so können die Attribute mit-
tels Textanalysetechniken extrahiert werden. Andererseits sind auch bereits
vorstrukturierte Daten zur Anzeige geeignet. Drücken die Attribute der
Unterelemente reine Bewertungsstufen aus, so ist die gewichtete Varian-
te von Aspect Grid (Abschnitt 4.1.2) vorzuziehen. Andernfalls kann die
ursprüngliche Variante (Abschnitt 4.1.1) eingesetzt werden.
4.1.4 Fazit
VESPa dient dazu, eine schnelle facettierte Filterung und Sortierung von
Datenelementen mit einer kleinen Anzahl von Attributen durchzuführen.
Zudem unterstützt es die iterative Eingrenzung der Ergebnisse. Damit ist
es für Benutzer nun möglich, direkt aus den Suchergebnissen weitere Ein-
schränkungen zur Suche hinzuzufügen.
4.2 VESPa
VESPa (Visual Event Sequence Patterns) ist ein Visualisierungs-
konzept, das dazu dient, Muster von Ereignisabfolgen zu modellieren. Kon-
krete Vorkommnisse solcher Ereignisabfolgen können dann in Datensamm-
lungen gesucht werden. Ebenso kann die Visualisierung dazu verwendet
werden, die abstrakte Idee einer Ereignisabfolge visuell auszudrücken, ohne
dass ein konkretes Beispiel bekannt ist. Der Fokus liegt bei VESPa auf
logischen Ereignissen sowie mehreren Akteuren, die im Lauf der Ereignis-
abfolge miteinander interagieren können. Das Konzept wurde im Rahmen
der Mini-Challenge 2 aus der VAST Challenge 2014, „The Kronos In-
cident“ [Vis14], entwickelt. Dabei wurde es mit der entsprechenden Daten-
sammlung getestet, lässt sich jedoch auch auf andere Szenarien anwenden.
Die im Folgenden präsentierten Inhalte wurden zum Teil bereits ander-
weitig veröffentlicht. Insbesondere wird auf den im Folgenden aufgeführ-
ten Arbeiten, an denen der Autor maßgeblich mitwirkte, aufgebaut:
KHH+15 R. Krüger, D. Herr, F. Haag und T. Ertl. “Inspector-Gadget:
integrating data preprocessing and orchestration in the visual analysis
loop”. In: Proc. EuroVis Workshop on Visual Analytics (EuroVA ’15).
The Eurographics Association, 2015. doi: 10.2312/eurova.20151096
HKE16 F. Haag, R. Krüger und T. Ertl. “VESPa: a pattern-based visual
query language for event sequences”. In: Proc. Information Visualization
Theory and Applications (IVAPP ’16). Noch nicht erschienen. 2016
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4.2.1 Motivation
Bewegungen von Personen in der realen Welt lassen sich zu spatio-
temporalen Ereignissen abstrahieren. Der Tagesablauf einer Person lässt
sich somit als Ereignissequenz betrachten. Liegen Bewegungsdaten zahl-
reicher Personen vor, kann es für diverse Anwendungsfälle relevant sein,
bestimmte Bewegungsmuster zu finden. Beispielsweise kann der Besuch von
Geschäften durch Kunden ausgewertet [LS93], das Verhalten von Tieren
analysiert [RH04; SLC+08] oder der Taxiverkehr innerhalb einer Stadt
untersucht [YZL+09] werden.
Entsprechend sollten in der genannten VAST Challenge die Orts-
veränderungen von Personen untersucht und miteinander in Verbindung
gebracht werden. Auf diesem Weg sollten Hinweise für die Aufklärung eines
(fiktiven) Verbrechens gefunden werden. Dazu schien es hilfreich, bestimmte
Bewegungs- beziehungsweise Ereignisabfolgen in der zur Verfügung gestell-
ten Datensammlung von Bewegungsdaten aus dem Alltag fiktiver Mitar-
beiter eines Unternehmens zu suchen.
In diesen Bewegungsdaten sollten ungewöhnliche Vorgänge erkannt wer-
den, indem Ortsveränderungen, Aufenthalte und Treffen der Mitarbeiter
an bestimmten Orten betrachtet und gesucht werden. Orte müssen dazu
nicht geometrisch exakt betrachtet werden, sondern nur auf einer logischen
Ebene. So ist beispielsweise oft nicht von Interesse, ob eine Person einen
Meter weiter rechts oder links steht, sondern nur, ob sie sich in einem
bestimmten Restaurant oder Geschäft aufhält [NLT07; WJ07]. Derartige
logische Positionsdaten lassen sich aus geometrischen Positionsdaten extra-
hieren [PSR+13; KTE14] oder sind mitunter sogar die einzige freigegebene
Information [AAF13].
Da es in der Challenge nicht nur um das Verhalten einzelner Perso-
nen ging, sondern kriminelle Aktivitäten zwischen mehreren Mitgliedern
einer verdeckten Organisation erkannt werden sollten, muss stets die Mög-
lichkeit gegeben sein, simultane Ereignissequenzen mehrerer unbekannter
Personen im Zusammenhang zu betrachten. Unter Berücksichtigung dieser
Einschränkung lassen sich aus dem Szenario der Challenge zwei konkrete
Anforderungen extrahieren:
 Ereignissequenzen bestimmter Beschaffenheit sollen in der Daten-
sammlung gefunden werden.
 Die Idee, wie eine Ereignissequenz beschaffen sein soll und mit anderen
Ereignissequenzen zusammenhängt, soll sich visuell ausdrücken las-
sen, auch wenn noch kein konkretes Vorkommen einer solchen Gruppe
von Ereignissequenzen in der Datenmenge gefunden wurde.
Eine konkrete Anfrage könnte also lauten: „Welche zwei Personen sind von
einer Fabrik beziehungsweise einer Bank aus zu einem gemeinsamen Treff-
punkt gereist, an dem sie sich vor 15 Uhr getroffen haben?“
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Bisherige Visualisierungen spatio-temporaler Ereignisse wie GeoTi-
me [KW05] legen den Fokus oft auf die geografisch exakte Darstellung des
spatialen Aspekts [TSA+12; SLW+14] oder stellen den spatialen Aspekt ge-
trennt vom temporalen Aspekt dar [FMK12; MBB+11]. In beiden Fällen ist
es problematisch, einen bestimmten Ort zu repräsentieren, wenn statt dem
konkreten Ort nur bestimmte Merkmale des Orts bekannt sind. Lediglich
(s|qu)eries stellt Ereignissequenzen grafisch mit Einschränkungen der ein-
zelnen Ereignisse dar [ZDF+15]. Ist eine Visualisierung von Ereignissequen-
zen mehrerer Personen überhaupt Bestandteil des Konzepts, so beschränkt
sich diese meist auf den reinen Vergleich der Ereignissequenzen zwischen
Personen. Berührpunkte zwischen den Sequenzen wie den gleichzeitigen
Aufenthalt am Treffpunkt werden also nicht explizit gemacht [WPQ+08].
Teilweise werden dann in der Anfrage auch nur Orte repräsentiert, wäh-
rend der temporale Aspekt ausgeklammert wird [CMW87]. Wie bereits in
Abschnitt 2.3.5 beschrieben, werden andererseits auch gemeinsame Objek-
te zwischen mehreren Ereignissen bei bestehenden Konzepten nur indirekt
verbunden [JS09]. Eine Ausnahme in dieser Hinsicht stellt GeoTime dar,
welches Einschränkungen für Ereignisse visuell an die Ereignissymbole an-
hängt beziehungsweise durch verbindende Linien zwischen Ereignissen dar-
stellt [KW05].
4.2.2 Visuelle Notation
Um die oben genannten Anforderungen zu erfüllen, wurde die visuelle No-
tation VESPa (Visual Event Sequence Patterns) definiert. Dabei
wurde darauf geachtet, die Anzahl der unterschiedlichen visuellen Elemente
möglichst überschaubar zu halten. Zudem wurde die Notation dahingehend
gestaltet, dass Sequenzen von Ereignissen als visuelle Abfolgen klar erkenn-
bar sind, ähnlich wie es in (s|qu)eries der Fall ist [ZDF+15]. Folgende
Notationselemente wurden definiert:
Akteur: In Anlehnung an UML wird ein Platzhalter für eine bestimmte
Person in VESPa als Akteur bezeichnet [Obj15, S. 637ff.]. Ein Akteur
(Abbildung 4.4a) kann sequenziell mehrere Zustände durchlaufen und
dort auch mit anderen Akteuren zusammentreffen. In einem Anfra-
geergebnis wird jeder Akteur eindeutig auf eine konkrete Person aus
der Datensammlung abgebildet.
Zustand: Ein Zustand (Abbildung 4.4b) ist ein Platzhalter für ein Ereignis
aus einer Ereignissequenz, ähnlich wie die Ereignisse in anderen Arbei-
ten [PMR+96; FKS+06; DC96; LAB+14]. Im spatio-temporalen Kon-
text ist solch ein Ereignis ein Aufenthalt einer oder mehrerer Personen
an einem bestimmten Ort zu einer bestimmten Zeit. Entsprechend
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Familienname = "Hinz"
Beruf = "Entwickler"
(a) Zwei Akteure, einer davon mit Ein-
schränkungen.
Kategorie = "Fabrik"
(b) Zwei Zustände, einer davon mit Ein-
schränkungen.
(c) Eine Transition zwischen zwei Zu-
ständen.
Name (gleich)
Ankunftsdatum (verschieden)
(d) Eine Vergleichskante zwischen zwei
Zuständen.
Abbildung 4.4:Visuelle Bestandteile von VESPa
wird jeder Zustand in einem Anfrageergebnis auf einen bestimmten
Ort während eines bestimmten Zeitabschnitts abgebildet.
Transition: Eine Transition verbindet zwei Zustände (Abbildung 4.4c).
Dadurch wird ausgedrückt, dass einer oder mehrere Akteure von ei-
nem Zustand zu einem anderen Zustand übergehen. Die einbezogenen
Akteure werden als Teil der Anfrage angegeben und, wie in Abbil-
dung 4.5 gezeigt, über die Farbe der Transition visualisiert. Eine be-
liebige Anzahl von Aufenthalten (normalerweise aber 0) werden durch
eine Transition übersprungen.
Vergleichskante: Eine Vergleichskante verbindet Akteure und/oder Zu-
stände, um auszudrücken, dass bestimmte Eigenschaften dieser Ak-
teure oder Zustände miteinander in Verbindung stehen müssen. Wel-
che Eigenschaften dies sind, wird pro Vergleichskante angegeben und
dargestellt. Zu dieser Angabe zählt auch jeweils die eigentliche Ver-
gleichsoperation – wie in Abbildung 4.4d gezeigt, können dies bei-
spielsweise Gleichheit oder Ungleichheit sein. Die Vergleichskanten in
VESPa entsprechen somit ungefähr Vergleichsknoten [RSB+08] und
-kanten [Feg99] aus anderen Objektgraph-basierten Anfragevisualisie-
rungen.
Wie in den Abbildungen 4.4a und 4.4b angedeutet, können Akteure
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Abbildung 4.5:Transitionen in VESPa geben über ihre Farbe an, welche Ak-
teure an der Transition beteiligt sind. Dabei kann sich eine solche Transition
auch auf mehrere Akteure zugleich beziehen, wenn mehrere Akteure unge-
fähr zur selben Zeit von einem gemeinsamen Zustand zu einem anderen
gemeinsamen Zustand wechseln.
und Zustände auch mit expliziten Einschränkungen versehen werden. Zur
Verdeutlichung können dabei auch ähnlich wie in OptiqueVQS [SGJ+15]
Symbole in den Zuständen angezeigt werden, welche eine oder mehrere der
Einschränkungen hervorheben. Da in einer Anfrage mehrere Akteure auf-
tauchen können, werden auch die Einschränkungen für Akteure direkt in der
Visualisierung dargestellt, statt neben der Visualisierung als Einstellungs-
möglichkeiten in der Benutzeroberfläche aufzutreten [FKS+06]. Auf diese
Weise kann die Menge der möglichen Abbildungen für Ergebnisse anhand
diverser Eigenschaften der Akteure und Zustände eingeschränkt werden.
Die verfügbaren Eigenschaften und Einschränkungen richten sich dabei im
konkreten Fall nach der Datensammlung und den darin zur Verfügung ste-
henden Daten.
Bereits mit dieser minimalen Anzahl an visuellen Elementen wird es
möglich, Anfragen wie die oben genannte zu visualisieren. Eine VESPa-
Repräsentation der Anfrage „Welche zwei Personen sind von einer Fabrik
beziehungsweise einer Bank aus zu einem gemeinsamen Treffpunkt gereist,
an dem sie sich vor 15 Uhr getroffen haben?“ ist in Abbildung 4.6 abgebildet.
4.2.3 Abbildungsvorschrift für Ergebnisse
Um die Semantik von VESPa exakt zu definieren, werden im Folgenden
die Bedingungen für eine Abbildung eines VESPa-Elements auf ein Ele-
ment einer Datensammlung erklärt. Die Gesamtmenge der Ergebnisse für
eine VESPa-Anfrage ist jedes Ergebnis, dessen Zuordnungen von Daten-
elementen zu Anfrageelementen diese Bedingungen erfüllen.
Im Folgenden wird ein einfaches Datenmodell für die zu durchsuchende
Datensammlung (nicht die Speicherung der Anfrage selber!) angenommen.
Es ist in Abbildung 4.7 als Entity-Relationship-Diagramm dargestellt. In ei-
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Kategorie = "Fabrik"
Kategorie = "Bank"
Ankunft vor 15 Uhr
Abbildung 4.6:Die Anfrage „Welche zwei Personen sind von einer Fabrik be-
ziehungsweise einer Bank aus zu einem gemeinsamen Treffpunkt gereist, an
dem sie sich vor 15 Uhr getroffen haben?“ mit VESPa ausgedrückt.
Person Path Stay
id
1 N
owner
1 M
path
id indexInPath
location
start end
...
...
Abbildung 4.7: Für die Auswertung von VESPa-Anfragen wird das hier ab-
gebildete einfache Datenmodell angenommen.
ner Datensammlung stehen folglich zunächst die Mengen Personsd, Pathsd
und Staysd zur Verfügung1. Die gewählte einfache Struktur von Ereignissen
ist an verwandte Arbeiten angelehnt [GBG04; MZM11; DLR12]. Daten-
sammlungen, die einen abweichenden Aufbau haben, aber die notwendigen
Informationen enthalten, können durch die simple Struktur des hier ver-
wendeten Datenmodells in das erforderliche Schema überführt werden.
Wie im ER-Diagramm erkennbar wird, ist jeder Aufenthalt, Stay, einer
einzelnen Person zugeordnet. Da wir in VESPa allerdings auch an Tref-
fen zwischen mehreren Personen interessiert sind, ist eine Transformation
der Daten notwendig2: Bei der Auswertung einer VESPa-Anfrage werden
aus einer auf diese Weise strukturierten Datensammlung gemeinsame Auf-
enthalte errechnet, die mehreren Personen zugeordnet sein können. Aus
den ursprünglichen Aufenthalten Staysd und den gemeinsamen Aufenthal-
1Zur Verdeutlichung sind Variablen, welche die Datensammlung oder Teile davon
betreffen, mit dem Index d gekennzeichnet. Entsprechend sind Bestandteile der Anfrage
mit dem Index q markiert.
2Ob diese in einem Vorverarbeitungsschritt geschieht oder beim Analysieren der Da-
tenbank „on-the-fly“ berechnet wird, ist ein Implementierungsdetail ohne Einfluss auf
das Visualisierungskonzept VESPa.
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ten Staysd,common ergibt sich die Vereinigungsmenge Stays1d. Jedes Element
aus Stays1d basiert dann auf einer Menge S˜d  Staysd von Aufenthalten aus
der unverarbeiteten Datensammlung. Für S˜d muss dann gelten, dass sich
die Zeitspannen aller enthaltenen Aufenthalte überschneiden und die Orte
übereinstimmen, also
@Stayd,α, Stayd,β P S˜d, Stayd,α  Stayd,β :
pStayd,α.location  Stayd,β.locationq
^ pStayd,α.start   Stayd,β.endq
^ pStayd,β.start   Stayd,α.endq
Jede der einbezogenen Personen muss sich also gleichzeitig mit allen an-
deren einbezogenen Personen am selben Ort aufgehalten haben. Im Zuge
der Erweiterung von Staysd auf Stays1d wird die Zuordnung von Aufenthal-
ten zu Pfaden und einem Index in diesen Pfaden aufgehoben. Stattdessen
kann für einen Aufenthalt sd P Stays1d die Menge der anwesenden Personen
sd.persons  Personsd abgerufen werden. Ebenso kann ermittelt werden, ob
für mindestens einen Anwesenden auf einen Aufenthalt sd,1 ein Aufenthalt
sd,2 folgt (sd,1 mÝÑ sd,2).
Zu beachten ist hierbei, dass ein konkretes Treffen oder eine Interaktion
an einem Ort hierdurch nicht garantiert ist – zwei Personen können zum Bei-
spiel gleichzeitig dasselbe Restaurant besucht haben, ohne sich überhaupt
zu sehen. Jedoch liegen in der Realität oft keine Daten darüber vor, ob
Personen tatsächlich miteinander interagiert haben. Festzustellen, ob solch
eine Interaktion tatsächlich stattgefunden hat, ist Teil der weiteren Daten-
analyse, nachdem mittels VESPa die Aufenthaltsorte und Bewegungen von
Personen erkannt wurden.
Um die Bedeutung der Anfrageelemente eindeutig zu beschreiben, lässt
sich eine VESPa-Anfrage q formal definieren als q  Statesq  Actorsq.
Dabei wird zusätzlich gespeichert, wie die Zustände Statesq miteinander
zusammenhängen, und welche Akteure für die dazwischenliegenden Transi-
tionen konfiguriert sind.
Die Zuordnung eines Aufenthalts beziehungsweise einer Person aus der
Datensammlung zu einem Zustand beziehungsweise einem Akteur aus der
Anfrage lässt sich dann über die Funktion valueOf mit
valueOf : Statesq Y Actorsq Ñ Stays1d Y Personsd
ausdrücken.
Für eine erlaubte Zuordnung valueOfpxqq  yd muss zunächst gelten,
dass alle Einschränkungen eines Akteurs beziehungsweise eines Zustands xq
von der entsprechenden Person beziehungsweise dem entsprechenden Auf-
enthalt yd erfüllt werden. Ferner müssen für jede Vergleichskante zwischen
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Akteuren oder Zuständen xd,1 und xd,2 die Bedingungen, die durch die Ver-
gleichskante spezifiziert sind, von dem Paar tvalueOfpxd,1q, valueOfpxd,2qu
erfüllt werden.
Treffen diese Vorbedingungen zu, so wird im Folgenden davon ausge-
gangen, dass jedem Akteur eindeutig eine Person zugeordnet ist, dass also
@aq P ActorsqDpd P Personsd :
pvalueOfpaqq  pdq
^ p@aq,0 P Actorsq : aq  aq,0 ô valueOfpaqq  valueOfpaq,0qq
erfüllt ist.
In der Datensammlung können dann aufeinanderfolgende Aufenthal-
te 9Sd  Stays1d gefunden werden, die Paare von Zuständen tzq,α, zq,βu 
Statesq entsprechen, sodass eine Kette von Aufenthalten gemäß der Ein-
schränkung
9Sd  t 9sd,1, . . . , 9sd, 9nu
mit @i P t1, . . . , 9n 1u : 9sd,i mÝÑ 9sd,i 1
valueOfpzq,αq  9sd,1
valueOfpzq,βq  9sd,n
identifiziert wird. Dazu muss eine Transition von zq,α zu zq,β existieren und
für die Menge 9Aq  Actorsq, die in diese Transition einbezogen sind, muss
@ 9sd P 9Sd : tpd|Daq P 9Aq : valueOfpaqq  pdu  9sd.persons
gelten. 9n 2 entspricht der Anzahl an Aufenthalten, die im Zuge der Tran-
sition übersprungen werden können.
4.2.4 Einschränkungen
Das Ziel beim Entwurf von VESPa bestand darin, eine möglichst einfa-
che visuelle Notation zum Aufspüren von Ereignisabfolgen mit mehreren
Akteuren bereitzustellen. Die Ereignisabfolgen sollten sich auf Bewegungen
zwischen Orten und Treffen zwischen Akteuren konzentrieren. Um die Ein-
fachkeit der Visualisierung zu gewährleisten, werden alternative Einschrän-
kungen momentan nicht unterstützt. Diese ließen sich möglicherweise über
Verzweigungen in den Akteur-bezogenen Pfaden visualisieren. Ebenso er-
lauben die Vergleichskanten lediglich kommutative Vergleichsoperationen,
da keine Reihenfolge der Operanden dargestellt wird.
Ferner werden auch bestimmte temporale Beziehungen nicht unter-
stützt: Beispielsweise werden mit der aktuellen Definition von VESPa die
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Name = "Bärensee"Name = "Simpson"
Abbildung 4.8: Eine der einfacheren Verständnisaufgaben aus der VESPa-
Benutzerstudie: Der gezeigte Anfragegraph sucht alle Gelegenheiten, bei
denen sich eine Person namens „Simpson“ von einem beliebigen Ort aus
zum Bärensee begibt.
Aufenthalte aller Personen an einem Ort zusammengefasst, sodass parti-
elle Überschneidungen nicht mehr beachtet werden. Dies lässt sich zwar
implementatorisch umgehen, indem auch in der Datensammlung verzweig-
te Sequenzen vorgesehen werden, jedoch könnte hier der Einsatz bereits
definierter Algorithmen hilfreich sein [LAB+14].
4.2.5 Evaluation
Um einen Eindruck von der Verständlichkeit vonVESPa zu erhalten, wurde
eine kleine qualitative Auswertung mit fünf Teilnehmern durchgeführt. Das
Ziel bestand darin, zu ermitteln, ob Benutzer nach einer kurzen Einführung
in der Lage sind, Ereignissequenzmuster mit VESPa auszudrücken und in
VESPa dargestellte Ereignissequenzen korrekt zu deuten. Dazu wurden
mehrere Verständnis- und Kompositionsaufgaben vorbereitet.
4.2.5.1 Verständnisaufgaben
In den sechs Verständnisaufgaben erhielten die Teilnehmer eine gedruckte
VESPa-Anfrage. Ihre Aufgabe bestand darin, in natürlicher Sprache mög-
lichst genau zu beschreiben, welche Anfrage mit der Visualisierung ausge-
drückt wurde. Zudem wurden sie gebeten, Vermutungen über die Handlun-
gen zu äußern, welche durch die Anfrage gefunden werden, um zu erkennen,
ob Beispiele ähnlich den Ereignissequenzen in der realen Welt wiedererkannt
werden. Die Komplexität der Aufgaben reichte von sehr einfachen (ähnlich3
der in Abbildung 4.8 dargestellten) bis hin zu schwierigeren (ähnlich der in
Abbildung 4.9 gezeigten) Aufgaben.
3Die gezeigten Aufgaben wurden mit den dargestellten Bestandteilen und im Großen
und Ganzen demselben Layout in der Studie gezeigt. Während es sich bei den in der
Studie verwendeten Grafiken jedoch um rasterbasierte Screenshots handelte, wurden die
Grafiken der besseren Druckqualität wegen für dieses Dokument neu als Vektorgrafiken
erzeugt.
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Job title (equal)
Category = "Transport"
Job title (equal)
Name contains "airport"
Category = "Transport"
Name contains "airport"
Name contains "hotel"
Job title (equal)
Name (equal)
Category (equal)
Category = "Home"
Abbildung 4.9: Eine der komplizierteren Verständnisaufgaben aus der Benut-
zerstudie: Mit dem gezeigten Anfragegraph kann nach Gelegenheiten ge-
sucht werden, bei denen drei Personen mit demselben Beruf gemeinsam
eine Flugreise zu einem anderen Ort unternehmen, von dem aus sie sich zu
einem Hotel begeben, während eine vierte Person, die ebenfalls denselben
Beruf ausübt, sich zwar am Abflughafen aufhält, die anderen drei Personen
dort aber nicht antrifft, und sich wieder nach Hause begibt. Ein möglicher
Kontext, in dem dieses Ereignismuster auftreten könnte, wäre eine Dienst-
reise von vier Kollegen, bei der ein Kollege zu spät zum Flughafen kommt
und die Reise somit nicht antreten kann.
4.2.5.2 Kompositionsaufgaben
In den sechs Kompositionsaufgaben erhielten die Teilnehmer jeweils eine
gedruckte, natürlichsprachlich ausgedrückte Anfrage. Diese sollte mit ei-
ner prototypischen Implementierung von VESPa (siehe Abschnitt 4.2.6)
am Computer wiedergegeben werden. Auch hier waren die ersten Anfragen
relativ einfach (zum Beispiel „Finden Sie alle Personen, die von einem Re-
staurant zu einer Fabrik, und von dort weiter zu einem anderen Restaurant
fahren.“) und die späteren komplexer (zum Beispiel „Gibt es dreiköpfige
Gruppen, deren Mitglieder sich zunächst gemeinsam am selben Ort aufhal-
ten, von denen sich zwei gemeinsam zu einem anderen Ort begeben, während
die dritte Person zu einem anderen Ort reist?“). Das Ziel war es jeweils nur,
die richtige Anfrage zu erstellen; eine Ausführung der Anfrage war nicht Teil
des Konzepts und somit auch nicht in der Evaluation enthalten.
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4.2.5.3 Materialien
Alle Materialien der Studie wurden auf Deutsch vorbereitet, was auch die
Muttersprache der Teilnehmer war. Eine kurze gedruckte Einführung in
die grundlegenden Konzepte von VESPa wurde zusätzlich zu den oben
beschriebenen gedruckten Aufgaben vorbereitet. Um die gedankliche Über-
tragung in die reale Welt einfacher zu gestalten, wurden statt dem in dieser
Arbeit verwendeten technischen Vokabular eher alltägliche Begriffe gewählt.
So wurde beispielsweise aus einer Vergleichskante (siehe Abschnitt 4.2.2) ei-
ne „Vergleichslinie“.
Der implementierte Prototyp wurde auf einem 19”-Monitor angezeigt.
Eine explizite Beschreibung der Benutzeroberfläche lag nicht vor, jedoch
hatten die Teilnehmer Zeit dazu, sich selbständig mit der Oberfläche ver-
traut zu machen, bevor mit der Bearbeitung der Aufgaben begonnen wurde.
Außerdem durften auch während der Studie Fragen zur Bedienung gestellt
werden, da in der Studie nur die visuelle Notation ausgewertet werden sollte,
nicht die konkrete Implementierung und ihre Menüs.
4.2.5.4 Teilnehmer
Als Teilnehmer wurden fünf wissenschaftliche Mitarbeiter (vier männlich,
eine weiblich) aus dem Gebiet der Visualisierung eingeladen. Jeder Teilneh-
mer nahm separat an der Evaluation teil. Dabei waren jeweils zwei Beisitzer
anwesend, um etwaige Fragen zu beantworten und die Antworten der Teil-
nehmer zu notieren.
4.2.5.5 Durchführung
Die Teilnehmer bekamen zunächst Zeit, um die gedruckte Einführung in
die visuelle Notation zu lesen. Anschließend durften sie die prototypische
Implementierung (siehe Abschnitt 4.2.6) explorativ kennenlernen.
Die Teilnehmer erhielten die gedruckten Verständnisfragen (Ab-
schnitt 4.2.5.1) und lösten diese. Dann wurden die Fragebögen mit
den Kompositionsfragen (Abschnitt 4.2.5.2) ausgegeben, welche von den
Teilnehmern am Computer bearbeitet werden mussten. Die Beisitzer zeich-
neten die relevanten Aspekte des Lösungswegs auf. Abschließend wurden
die Teilnehmer gebeten, ihre Gedanken und Vorschläge zum Konzept
mitzuteilen und mögliche Verwendungsszenarien vorzubringen.
4.2.5.6 Ergebnisse
Insgesamt waren die Ergebnisse vielversprechend, da alle Teilnehmer zu je-
der Aufgabe eine Lösung finden konnten, die zumindest teilweise korrekt
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war. Von den insgesamt 60 Aufgaben wurden 42 richtig beantwortet – 23
Verständnis- und 19 Kompositionsaufgaben – und die übrigen Antworten
enthielten zumeist nur einen einzelnen Fehler, welcher sich auf die Inter-
pretation von Zuständen zurückführen ließ. In der jeweils angeschlossenen
Frage nach möglichen Hintergrundgeschichten für die Ereignissequenzmu-
ster waren die Teilnehmer fast durchgehend in der Lage, genau das Szenario
zu rekonstruieren, das beim Erstellen der Aufgabe zugrunde gelegt worden
war.
Die Kommentare zum allgemeinen Konzept fielen überwiegend positiv
aus. Mehrere der Teilnehmer gaben an, dass ihnen die Notation nach Hin-
weisen auf ihre Fehler vollkommen klar sei. Zwei Teilnehmer bezeichneten
die Visualisierung als „intuitiv“ und schätzten den Lernaufwand als sehr
gering ein. Ein weiterer Teilnehmer kam zu dem Schluss, dass es mit VES-
Pa deutlich einfacher ist, eine Vorstellung von einer Ereignissequenz zu
bekommen, als auf Grundlage einer textuellen Beschreibung.
Obwohl darauf hingewiesen worden war, dass im Rahmen der Evalua-
tion Ortsnamen bestimmte Orte eindeutig identifizieren, wünschten sich
einige Teilnehmer eine zusätzliche Kante, um zu erzwingen, dass zwei Zu-
stände sich auf denselben Ort beziehen. Ebenso setzten viele Teilnehmer
bestimmte Zustände mit bestimmten Orten gleich. Folglich erkannte auch
keiner der Teilnehmer, dass in einer der Verständnisaufgaben zwei Zustände
denselben Ort zu unterschiedlichen Zeitpunkten repräsentierten. Laut Aus-
sage eines Teilnehmers trugen insbesondere die (ortsbezogenen) Symbole in
einigen Zuständen dazu bei, die Zustände als Orte zu interpretieren. Glei-
chermaßen erzwangen auch einige der Teilnehmer nicht, dass zwei Zustände
unterschiedliche Orte ausdrückten, wo dies explizit gefordert war.
Sekundäre Anmerkungen bezogen sich hauptsächlich auf die prototy-
pische Implementierung. Unter anderem wurden dickere Verbindungslinien
sowie eine klarere visuelle Trennung zwischen Transitionen und den Verbin-
dungslinien zwischen Akteuren und Zuständen gefordert.
4.2.5.7 Diskussion
Die Hauptschwierigkeit für die Teilnehmer bestand darin, Zustände als
einen Ort in einem bestimmten Zeitraum zu sehen. Keiner hatte einen kon-
kreten Verbesserungsvorschlag und alle stimmten darin überein, dass die
Definition logisch sei, nur nicht intuitiv. Eine mögliche Abhilfe wäre ein
expliziter visueller Hinweis auf den temporalen Aspekt, beispielsweise ein
kleines Uhr-Symbol.
Zwei der Teilnehmer zeigten auch leichte Verwirrung gegenüber der An-
forderung, dass sich zwei Akteure an einem Ort treffen müssen. Sie fügten
jeweils einen Initialzustand pro Akteur ein, von dem aus eine Transition
zum gemeinsamen Zustand führte, statt direkt mit dem gemeinsamen Zu-
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stand zu beginnen. Aus einer Diskussion nach Abschluss der Studie ergab
sich, dass eine stärkere visuelle Verbindung der Akteure mit den Zuständen
selber (statt nur – über ihre Farbe – mit den nachfolgenden Transitionen)
zur Wahrnehmung beitragen könnte, dass sich Akteure beim Start in einem
gemeinsamen Zustand treffen.
Durch die Antworten eines Teilnehmers zeigte sich auch, wie wichtig eine
durchdachte Benennung von Ortskategorien und eine entsprechende Aus-
wahl von Symbolen ist. Der fragliche Teilnehmer interpretierte Zustände,
die sich auf Orte der Kategorie „Transport“ bezogen, als Transportvorgang
an sich statt als transportbezogene Orte wie Bahnhöfe oder Flughäfen, da
das Symbol die Transportvehikel und nicht die entsprechenden Gebäude
zeigte.
4.2.6 Implementierung
Eine prototypische Implementierung von VESPa wurde als Bestandteil ei-
nes bereits bestehenden, größeren Systems zur visuellen Datenanalyse ein-
gebaut. Der in Abbildung 4.10 gezeigte Prototyp wurde mit Java unter
Verwendung der Benutzerschnittstellenbibliothek Swing entwickelt.
Insgesamt bietet die Oberfläche der Anwendung miteinander verknüpf-
te visuelle Werkzeuge wie eine Karten- und eine Zeitleistenansicht. Die
VESPa-Visualisierung ist darin in einem eigenen Bereich untergebracht,
der optional eingeblendet werden kann. Die Möglichkeiten zur Benutzerin-
teraktion sind relativ einfach gehalten, indem VESPa-Elemente über ein
Kontextmenü eingefügt und per Drag-und-Drop verschoben werden können.
Wird eine Anfrage ausgeführt, so können die Ergebnisse im Zeitleistenbe-
reich angezeigt werden.
Für die Suche nach Resultaten wird die Datensammlung mit Bewegungs-
daten zunächst in eine SQLite-Datenbank überführt. Daraufhin wird eine
aus der VESPa-Anfrage generierte SQL-Anfrage ausgewertet. Für kleine-
re Anfragen mit zwei Personen und fünf Knoten pro Person können die
Ergebnisse innerhalb weniger Sekunden ermittelt werden. Zur weiteren Be-
schleunigung erscheint jedoch eine Überarbeitung des Datenbankschemas
sinnvoll, durch die auch momentan nicht unterstützte Randfälle (zum Bei-
spiel, dass eine Person eine Gruppe von Personen an einem Ort verlässt und
kurz darauf zu diesem Ort zurückkehrt, während die anderen Personen dort
bleiben) korrekt ausgewertet werden könnten.
4.2.7 Fazit
VESPa dient zur visuellen Darstellung von Ereignissequenzmustern, die
in Datensammlungen zur Suche nach konkreten Ereignissequenzen benutzt
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Abbildung 4.10: Eine prototypische interaktive VESPa-Implementierung in
einem Visual-Analytics-Werkzeug mit verknüpften Ansichten [KHH+15].
Im rechten Bereich ist eine Anfrage nach Personen zu sehen, die von einem
Ort der Kategorie supply zu einem Treffpunkt mit einer anderen Person
anreisen, mit der sie dann gemeinsam ein Restaurant aufsuchen. Die er-
mittelten Ergebnisse werden im unteren Bereich des Fensters in Form von
Zeitbalken ausgegeben. Die geladene Datensammlung (inklusive der darge-
stellten Landkarte und ihrer Markierungen) stammt aus der VAST Chal-
lenge 2014 [Vis14].
werden können. Durch den Fokus auf mehrere unabhängige Akteure, de-
ren Ereignissequenzen sich überschneiden können, ist es mit VESPa nun
möglich, gezielt nach Treffen zwischen Personen oder gemeinsamen Reiseab-
schnitten zu suchen.
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5 Kombination der Anfragekonzepte
Nachdem in den vorangegangenen Kapiteln eine Reihe neuer Anfragevi-
sualisierungen vorgestellt wurde, soll in diesem Kapitel beleuchtet werden,
wie sich diese gemeinsam verwenden lassen. Dazu werden die Techniken
zunächst noch einmal systematisch gegenübergestellt (Abschnitt 5.1). An-
schließend wird anhand eines kurzen Anwendungsbeispiels erläutert, wie
sich mehrere dieser Techniken in verschiedenen Schritten einer Suche einset-
zen lassen (Abschnitt 5.2). Letztendlich werden Möglichkeiten vorgestellt,
die bestehenden und neuen Techniken direkt visuell miteinander zu kombi-
nieren (Abschnitt 5.3).
5.1 Gegenüberstellung und Vergleich
In den vorangehenden Kapiteln wurden insgesamt sechs Ansätze für Anfra-
gevisualisierungen vorgestellt. Das Erweiterte Filter/Flow-Konzept
(EFFK) aus Abschnitt 3.1, QueryVOWL aus Abschnitt 3.2 sowie VES-
Pa aus Abschnitt 4.2 sind grundlegend Node-Link-basierte Konzepte, wie
in Abschnitt 2.3.1 beschrieben. Magnetic Querying aus Abschnitt 3.3
drückt die Anfrage teilweise durch Positionen von Elementen aus (siehe
Abschnitt 2.3.4) und Aspect Grid in Abschnitt 4.1 liegt wie den in Ab-
schnitt 2.3.2 vorgestellten Konzepten eine Tabelle zugrunde, jedoch finden
sich in beiden Konzepten auch Node-Link-basierte Bestandteile. Ebenso
stellen Filter Dials (siehe Abschnitt 3.4) eine Mischung aus Ansätzen
ohne frei kombinierbare Notationselemente und Node-Link-basierten An-
sätzen dar.
Das EFFK setzt die Kanten der Node-Link-Darstellung dazu ein, um
logische Verknüpfungen auszudrücken. Prinzipiell funktionieren die in Ab-
schnitt 3.4.2 beschriebenen Verbindungen zwischen Filter Dials auf die-
selbe Weise. Exakter ausgedrückt wird bei dieser flussbasierten Repräsen-
tation durch die Kanten die schrittweise Auswertung der Datenelemente
gemäß der logischen Verknüpfungen zwischen den Filterkriterien repräsen-
tiert. Dies steht im Gegensatz zu booleschen Ausdrucksbäumen, welche die
Verschachtelung der Kriterien und logischen Verknüpfungen repräsentieren.
Dies ist in Magnetic Querying und auch in einer Variante von Aspect
Grid der Fall.
Mit beiden Darstellungsformen logischer Verknüpfungen lassen sich be-
liebig komplex kombinierte Filterkriterien visualisieren. Die flussbasierte
158 5 Kombination der Anfragetechniken
a
b
c
d
d
e
f
g
(a) Der Graph bildet die Anfrage korrekt ab,
erfordert aber die duplizierte Darstellung des
Kriteriums d in zwei Filterknoten, sofern die
Reihenfolge der Kriterien beibehalten werden
soll.
a
b
c
d
e
f
g
(b) Der Graph vermeidet die Duplikation des
Filterknotens d; dabei geht allerdings die In-
formation verloren, dass ein gemeinsames Auf-
treten von b, d und f nicht ausreicht, um den
Graphen zu durchlaufen.
^
a g_
^ ^
b e c f
d
(c) Die Darstellung als Aus-
drucksbaum ist ohne mehrfa-
che Darstellung des Kriteriums
d möglich, wenn Blattknoten
wiederverwendet werden.
Abbildung 5.1: Der Ausdruck a ^ ppb ^ d ^ eq _ pc ^ d ^ fqq ^ g, dargestellt
als Filter/Flow-Graph und als Ausdrucksbaum.
Darstellung ist für Benutzer direkt visuell nachvollziehbar, ohne dass die
Bedeutung der booleschen Verknüpfungsoperatoren wie und und oder be-
kannt sein muss [YS93]. Andererseits kann es bei bestimmten Konstella-
tionen von Filterkriterien vorkommen, dass ein Kriterium in einem Fil-
ter/Flow-Graphen wie in Abbildung 5.1a mehrfach dargestellt werden
muss. Dieser Fall tritt ein, wenn dasselbe Kriterium an unterschiedlichen
Stellen im Graphen zum Einsatz kommt und der Graph nicht grundlegend
umstrukturiert werden soll. Derselbe Filterknoten kann dann nicht mit den
Flüssen an unterschiedlichen Stellen im Filtergraphen verknüpft werden,
ohne visuelle Mehrdeutigkeiten wie in Abbildung 5.1b zu erzeugen. In ei-
nem Ausdrucksbaum, wie er in Abbildung 5.1c abgebildet ist, ist es jedoch
visuell kein Problem, ein Kriterium an mehrere Blätter des Baums anzu-
schließen. Der Betrachter „verlässt“ einen Knoten in einem Ausdrucksbaum
grundsätzlich immer über dieselbe Kante, über die er ihn „erreicht“ hat.
Aus beiden Darstellungsformen logischer Verknüpfungen durch Kanten
ergibt sich der Vorteil, dass sich beliebige Kriterien miteinander in Kon-
junktionen oder Disjunktionen kombinieren lassen. Zusammenhänge aus der
gefilterten Graphstruktur werden dabei allerdings nicht ausgedrückt. Dazu
wären Querverbindungen wie in Abschnitt 3.1.2.5 beschrieben notwendig.
Die Graphstruktur wird durch Node-Link-basierte Visualisierungen wie
QueryVOWL angedeutet. In gewissem Maß ist dies auch durch die in
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Abschnitt 3.3.1 beschriebenen Hierarchieknoten von Magnetic Query-
ing der Fall. Aspect Grid visualisiert dahingegen nur noch einen gerin-
gen Teil der Graphstruktur. Dazu werden betrachtete Aspekte visuell im
Zusammenhang mit den Rezensionen, zu denen sie gehören, dargestellt.
Nach der Klassifikation von Batini et al. enthalten alle vorgestell-
ten Konzepte sowohl Aspekte der Top-Down- als auch der Bottom-Up-
Strategie [BCC+91]. In allen sechs Ansätzen werden zunächst einige Be-
standteile der Datensammlung ausgewählt, die in der Anfrage verwendet
werden sollen (Top-Down-Strategie). Anschließend können aber unabhän-
gig voneinander formulierte Teilanfragen verknüpft werden (Bottom-Up-
Strategie). Die Top-Down-Strategie überwiegt allerdings in Aspect Grid,
während die Bottom-Up-Strategie wegen der parallelen Auswertung von
Subgraphen und der potenziellen späteren Vereinigung der resultierenden
Datenmengen insbesondere im EFFK ausgeprägt ist. Die Konzepte fallen
somit ebenfalls in die Pattern-Matching-Strategie.
Von den vorgestellten Konzepten bieten prinzipiell zwei die Möglichkeit,
die Gesamtmenge der Elemente aus der zu durchsuchenden Datensammlung
darzustellen:Magnetic Querying visualisiert alle Datenelemente als ma-
gnetische Partikel. Dabei können zur Verbesserung der Skalierungsfähigkeit
diejenigen Datenelemente ausgeblendet werden, die von keinem der aktu-
ell vorhandenen Magneten angezogen werden. Aspect Grid zeigt ebenso
sämtliche Bewertungen und Produkte auf Grundlage der aggregierten Be-
wertungsergebnisse an. Im EFFK ist die gesamte initiale Datensammlung
nur durch die Dicke etwaiger ungefilterter Flüsse am Anfang des Graphen
angedeutet. Dort ließe sie sich auch durch Ergebnisanzeigeknoten im De-
tail abrufen. Filter Dials stellen jeweils eine aggregierte Information der
Ergebnismenge jedes Ergebnisbereichsabschnitts dar, beispielsweise die An-
zahl der Datenelemente. Ebenso wird in QueryVOWL zum Teil der Um-
fang der Ergebnismenge als Zahl und über die Größe von Anfrageelementen
repräsentiert.
Aus diesen Beobachtungen lassen sich nur bedingt allgemeine Schlüs-
se ziehen. Nicht alle grafischen Konzepte eignen sich zur Darstellung der
gesamten Datensammlung [Spo93; Cru92]. Dasselbe gilt für tabellenbasier-
te Ansätze [SCT91]. Aggregierte Aussagen über die Datensammlung, wie
die Anzahl der gesamten oder einer Teilmenge der Datenelemente, können
andererseits in praktisch jedes Konzept eingefügt werden.
Als generelles Unterscheidungsmerkmal zwischen Anfragevisualisierun-
gen fällt letztendlich auf, dass einige Visualisierungen von der Verfügbar-
keit einer Datensammlung abhängen. Nur mit Visualisierungen, die auch
ohne Zugriff auf eine Datensammlung einsetzbar sind, lassen sich reine Hy-
pothesen zu Sachverhalten ausdrücken, die sich möglicherweise in keiner
Datensammlung wiederfinden [LAB+14]. Diese Fähigkeit fehlt insbeson-
dere Anfragevisualisierungen, bei denen die ursprüngliche Datensammlung
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(beziehungsweise ein Ausschnitt daraus) als Eingabe in die Anfrage mit
eingeht [CDR+99; HS01; KHS02]. Entsprechend sind derartige Konzep-
te mitunter gezielt für Datensammlungen vorgesehen, die dem Benutzer
schon ungefähr bekannt sind. So besteht in diesen Fällen eine Vorstellung
davon, welche Datenelemente überhaupt in der Datensammlung enthalten
sind [CDR+99].
5.2 Kombinierte schrittweise Benutzung
Die in Teil II vorgestellten Ansätze können gemeinsam benutzt werden und
sich auf diese Weise gegenseitig ergänzen. Für die im vorangegangenen
Kapitel erwähnte VAST Challenge 2014 [Vis14] konnten mittels VESPa
erfolgreich Ansatzpunkte zu einer Lösung der Aufgabe gefunden werden.
Rückblickend betrachtet hätten sich jedoch durch einen kombinierten Ein-
satz unterschiedlicher Anfragevisualisierungen möglicherweise noch klarere
Ergebnisse1 erzielen lassen. Einige Ideen hierzu werden im Folgenden be-
schrieben.
In der Challenge wurden Bewegungsdaten zu Fahrzeugen bereitgestellt,
die nur zum Teil an Personen gebunden waren. Das heißt, einige der Bewe-
gungsverläufe waren fest mit Fahrzeugen assoziiert. Diese Fahrzeuge könn-
ten aber im Verlauf der Zeit von unterschiedlichen Fahrern bewegt worden
sein. MittelsMagnetic Querying wäre es möglich, diverse Anhaltspunk-
te – Kombinationen aus besuchten Orten oder Uhrzeiten der Benutzung – in
mehrere Gruppen zu unterteilen. So könnten unterschiedliche Fahrer identi-
fiziert werden. Ebenso gäbe es die Möglichkeit, Aufenthalte an bestimmten
Orten pro Tag als Zeilen in der Visualisierung Aspect Grid vorzusehen.
Eine Gewichtung ließe sich dann in Abhängig von der Dauer, Anfangs- oder
Endzeit vornehmen. Auf diese Weise könnten beispielsweise Personen ab-
hängig davon geordnet werden, ob sie sich besonders häufig besonders lange
an einem Ort aufgehalten haben. Um zu ermitteln, welche Kombinationen
aus besuchten Orten überhaupt aufgetreten sind, ließen sich Filter Dials
konfigurieren.
Für die Anwendung von VESPa wurden aus der gegebenen Landkar-
te logische Orte extrahiert. Dazu wurden Informationen über Geschäfte
und andere Einrichtungen, die im Rahmen der Challenge zur Verfügung
gestellt worden waren, in der Landkarte annotiert. In echten Landkarten
lässt sich eine derartige Annotation durch ortsbezogene Daten aus öffent-
lichen Geschäftsverzeichnissen automatisieren. Zudem lassen sich aus den
vorhandenen Daten weitere Beziehungen extrahieren, wie beispielsweise die
1Das heißt umfangreichere und exaktere Erkenntnisse, welche einen besseren Ein-
druck von der zu analysierenden Situation vermittelt hätten.
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Abbildung 5.2:Eine QueryVOWL-Anfrage für fiktive Daten, wie sie sich aus
einer annotierten Landkarte extrahieren ließen: „Finde alle Restaurants, die
in einem Umkreis von 500 Metern um ein Krankenhaus und eine Fabrik lie-
gen.“ Die ursprünglichen Kartendaten mit semantischen Annotationen der
Ortstypen müssen dazu lediglich in einen RDF-Graphen überführt werden,
wobei zu allen annotierten Orten paarweise Distance-Individuen generiert
werden müssen, die jeweils in einem Attribut inMeters die Entfernung zwi-
schen den jeweiligen zwei Orten in Metern angeben.
Entfernung. Diese könnte dann mittels QueryVOWL eingeschränkt wer-
den, um die Auswahl von Orten einzugrenzen. Abbildung 5.2 skizziert eine
solche Anfrage.
Letztendlich wäre es auch möglich, dass mehrere alternative auffällige
Ereignissequenzen zur Auswahl stehen, an denen jeweils unterschiedliche
Personen beteiligt waren. Die entsprechenden Alternativen und die perso-
nenbezogenen Einschränkungen, die in jedem Fall zutreffen müssen, wären
mit dem EFFK visualisierbar. Ebenso könnten in Verbindung mit Mag-
netic Querying alle Mitarbeiter der fiktiven Firma aus der Challenge als
Partikel visualisiert werden. Eine Gruppierung könnte dann nach durch-
schnittlichen Arbeitszeiten, häufigen Aufenthaltsorten oder ähnlichen Kri-
terien erfolgen. Bei ausschließlicher Verwendung von VESPa sind mehrere
separate Anfragen und ein manueller Abgleich der Ergebnisse notwendig.
5.3 Verknüpfungspunkte
Das Übertragen von Teilergebnissen aus einer Anfragevisualisierung in eine
andere würde einen manuellen Aufwand für Benutzer bedeuten. Aus diesem
Grund scheint es angebracht, eine direkte Übertragung von Datenmengen
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zwischen den Konzepten zu ermöglichen. Hierzu werden im Folgenden Ver-
knüpfungspunkte in den oben beschriebenen Konzepten für Anfragevisuali-
sierungen definiert. Diese können als Schnittstellen zwischen den Konzepten
dienen.
Ein Verknüpfungspunkt markiert entweder eine eingehende oder eine ab-
gehende Menge von Datenelementen in einer Anfragevisualisierung. Meh-
rere Anfragevisualisierungen können somit konzeptuell direkt verbunden
werden, indem eine abgehende Datenmenge aus einer Visualisierung di-
rekt als eingehende Datenmenge für eine andere Visualisierung verwendet
wird. Diese konzeptuelle Überführung kann auch technisch umgesetzt wer-
den. Dadurch wird die tatsächliche Filterung mit mehreren Visualisierun-
gen ohne manuelles Übertragen von Daten ermöglicht. Die identifizierten
Verknüpfungspunkte der beschriebenen neuen Visualisierungen aus Teil II
dieser Arbeit werden nachfolgend erläutert. Zudem sind sie in Tabelle 5.1
zusammengefasst.
Tabelle 5.1:Verknüpfungspunkte der vorgestellten Anfragevisualisierungen.
Visualisierung. eingehend . abgehend .
EFFK Rezeptoren Emitter
QueryVOWL Klassenknoten,
Literalknoten
Klassenknoten,
Literalknoten
Magnetic
Querying
gesamte
Visualisierung,
parametrisierbare
Magneten
benutzerdefinierte
Bereiche in der
Visualisierung
Filter Dials gesamte
Visualisierung,
Filterschichtabschnitte
Ergebnisbereichsab-
schnitte
Aspect Grid gesamte Visualisierung
(Zeilen mit
Gruppierungsfunktion)
benutzerdefinierte
Ausschnitte aus der
Ergebnisliste
VESPa Knoten Knoten
5.3.1 Filter/Flow
Es kann direkt auf dem Visualisierungskonzept aufgebaut werden, da Re-
zeptoren bereits innerhalb der Visualisierung als Verknüpfungspunkte für
eingehende Datenmengen dienen. Entsprechend können Emitter als Ver-
knüpfungspunkte für abgehende Datenmengen verwendet werden.
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5.3.2 QueryVOWL
Da Klassenknoten eigentlich Mengen aus Datenelementen darstellen, sollten
diese auch als Verknüpfungspunkte für eingehende Datenmengen fungieren
können. Die Klassenknoten lassen sich gleichermaßen als Quellen für ab-
gehende Datenmengen verwenden. Je nach Beschaffenheit der Daten gilt
dasselbe für Literalknoten.
5.3.3 Magnetic Querying
Die Datenelemente sind in dieser Visualisierung potenziell über die gesam-
te Darstellungsfläche verteilt. Visuell existiert somit kein spezifischer Ver-
knüpfungspunkt für die Partikel. Der Verknüpfungspunkt für eingehende
Datenmengen, welche als Magnetpartikel verwendet werden, müsste au-
ßerhalb der Visualisierung als Datenquelle angegeben werden. Allerdings
können Magneten ebenfalls Verknüpfungspunkte für eingehende Daten an-
bieten, wenn sich die Magneten durch von außen zugeführte Datenmengen
parametrisieren lassen.
Der visuelle Filtereffekt in Magnetic Querying ergibt sich vorrangig
aus der unterschiedlichen Positionierung der Datenelemente. Gruppen aus
Datenelementen werden also normalerweise darauf basierend ausgewählt,
ob sie sich nach Anwendung der magnetischen Anziehungskräfte innerhalb
eines bestimmten, benutzerdefinierten Bereichs der Visualisierung befinden.
Entsprechend wäre solch ein Bereich auch dazu geeignet, als Verknüpfungs-
punkt zu dienen, der die Menge der eingeschlossenen Datenelemente bereit-
stellt.
5.3.4 Filter Dials
Ähnlich wie in Magnetic Querying kann einerseits der gesamte Raum
um die Filter Dials herum als Quelle der zu filternden Datenmenge und
somit als Verknüpfungspunkt für eingehende Daten angesehen werden. An-
dererseits lässt sich ein parametrisierbarer Filterschichtabschnitt genauso
interpretieren. Ein Abschnitt des Ergebnisbereichs kann als Verknüpfungs-
punkt für abgehende Datenmengen dienen. Prinzipiell entsprechen die Ver-
knüpfungsmöglichkeiten mit Filterschicht- und Ergebnisbereichsabschnit-
ten den bereits innerhalb des Konzepts genutzten Verknüpfungspunkten
zwischen Filter Dials, wie in Abschnitt 3.4.2 beschrieben.
5.3.5 Aspect Grid
In Aspect Grid lässt sich ein Verknüpfungspunkt für eingehende Daten
wiederum auf die gesamte Visualisierung bezogen als Quelle der einzelnen
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Zeilen erkennen. Dazu muss allerdings für die empfangenen Datenelemen-
te eine Gruppierungsfunktion definiert werden, um die Datenelemente Pro-
dukten in der Ergebnisliste zuzuordnen. Verknüpfungspunkte für abgehende
Datenmengen können Ausschnitte aus der Ergebnisliste sein. Beispielsweise
kann die „Menge der ersten zwanzig Ergebniseinträge“ abhängig von der
aktuellen Sortierung weiterverarbeitet werden.
5.3.6 VESPa
Jeder der Knotentypen in VESPa kann sowohl als Verknüpfungspunkt für
eingehende als auch für abgehende Datenmengen fungieren. Einerseits kann
beispielsweise die Auswahl der Personen, die durch einen Akteur repräsen-
tiert werden können, aus einer anderen Filtervisualisierung bezogen werden.
Andererseits kann die ermittelte Menge der Personen, welche die Einschrän-
kungen erfüllen, ebenso zur weiteren Filterung weitergeleitet werden. Glei-
ches gilt für Ereignisse beziehungsweise die Orte, an denen diese stattfinden.
5.3.7 Verknüpfung mit weiteren Konzepten
Abschließend soll nun gezeigt werden, dass das Konzept der Verknüp-
fungspunkte sich nicht nur auf die hier vorgestellten Anfragevisualisie-
rungen anwenden lässt. Stattdessen können auch bestehende Visualisierun-
gen dabei eingebunden werden.
VQLs, die auf der Grundlage einer Node-Link-Repräsentation von Ob-
jektgraphen mit Platzhaltern arbeiten (Abschnitt 2.3.1.1), können grund-
sätzlich auf dieselbe Weise wie QueryVOWL Verknüpfungspunkte anbie-
ten. Die Platzhalter können durch Verknüpfungspunkte für eingehende Da-
tenmengen eingeschränkt werden. Ebenso können sie die jeweilige Ergebnis-
menge über Verknüpfungspunkte für abgehende Datenmengen zur weiteren
Filterung weiterleiten. Entsprechend können Mengen in Venn-Diagramm-
basierten Visualisierungen (Abschnitt 2.3.3) Verknüpfungspunkte für einge-
hende Datenmengen darstellen und Abschnitte daraus können Datenmen-
gen zurückgeben.
Gleichermaßen gelten die obigen Überlegungen für EFFK-Graphen
für alle in Abschnitt 2.3.1.2 beschriebenen Varianten des Filter/Flow-
Konzepts. Ohne das EFFK sind nicht immer explizite Rezeptoren und
Emitter vorhanden. Dennoch verfügen Filterknoten konzeptuell stets zu-
mindest über einen Ein- und einen Ausgang.
Tabellenbasierte Konzepte und Konzepte ohne feste Notationselemente
bieten zum Teil keine visuell abgegrenzten Verknüpfungspunkte für einge-
hende Datenmengen. Eingehende Datenmengen müssen somit wiederum als
Grundlage für die gesamte Visualisierung herangezogen werden. Verknüp-
1655.3 Verknüpfungspunkte
Abbildung 5.3: Die RelFinder-Visualisierung [HHL+09; HLS10], eingebet-
tet in den EFFK-Prototyp: In Faceted DBLP können zwischen allen
Veröffentlichungen von der IEEE VAST und allen Veröffentlichungen von
der PacificVis (angezeigt als „APVIS“) einige Verbindungen in Form von
Autoren oder Editoren, die auf beiden Konferenzen aktiv waren, gefunden
werden. Sechs Autoren mit der größten Anzahl an Publikationen auf beiden
Konferenzen sind zur besseren Erkennbarkeit vertikal angeordnet.
fungspunkte für abgehende Datenmengen lassen sich dennoch identifizieren.
Beispielweise könnten die Datenmengen aus den einzelnen Tabellenzellen
von KMVQL [Huo08] (siehe Seite 29) zur Weiterverarbeitung zurückgege-
ben werden.
Darüber hinaus können visuelle Bestandteile, die in einer Anfragevi-
sualisierung eigentlich als konkrete Elemente definiert sind, als Verknüp-
fungspunkte für eingehende Datenmengen dienen. Beispielsweise geht die
Visualisierung RelFinder (siehe Seite 21) von mehreren Knoten aus, wel-
che sich jeweils auf genau ein Datenelement beziehen. Daraufhin werden
alle bekannten Verbindungen zwischen den betreffenden Datenelementen
visualisiert [HHL+09; HLS10]. An Stelle dieser konstanten Knoten lassen
sich Platzhalter für Datenmengen setzen – visualisiert werden dann sämtli-
che Verbindungen zwischen beliebigen Elementen aus den miteinbezogenen
Datenmengen. Abbildung 5.3 zeigt eine prototypische Umsetzung dieses
Konzepts.
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Durch die stetig zunehmenden Datenmengen erhöht sich die Chance, ge-
nau die gesuchten Informationen zu ermitteln. Gleichzeitig wird es jedoch
immer schwieriger, diese Informationen gezielt zu finden. Die Organisation
der vorhandenen Informationen in Objektgraphen erlaubt eine systemati-
sche Filterung nach Attributen von Datenelementen und Zusammenhängen
zwischen diesen Datenelementen. Die Erstellung und Bearbeitung der ent-
sprechenden Anfragen mit ihren Filterkriterien ist jedoch für Benutzer mit
Problemen verbunden. Eine vielversprechende Möglichkeit, dieser Schwie-
rigkeit zu begegnen, besteht in der visuellen Darstellung der Anfragen.
Zahlreiche Konzepte zu diesem Zweck wurden im Verlauf der vergange-
nen Jahrzehnte bereits vorgeschlagen. Die bestehenden Konzepte sind teil-
weise vom Vorhandensein einer Datensammlung abhängig. Zudem eignen
sich nicht alle für eine platzsparende Darstellung, welche mit zunehmender
Verbreitung mobiler Geräte immer wichtiger wird. Letztendlich haben die
unterschiedlichen Anfragevisualisierungskonzepte unterschiedliche Schwer-
punkte und Stärken. Es existiert allerdings keine übergreifende Betrach-
tung, welche die systematische Verbindung mehrerer Visualisierungskon-
zepte zulässt, um deren jeweilige Stärken gemeinsam zu nutzen.
6.1 Ergebnisse
Nach einer Auseinandersetzung mit bestehenden Arbeiten in Kapitel 2 wur-
den in Teil II der vorliegenden Arbeit sechs neue beziehungsweise erweiterte
Konzepte für die Visualisierung von Suchanfragen vorgestellt. Das Erwei-
terte Filter/Flow-Modell (EFFK) formalisiert mehrere Verbesserun-
gen des ursprünglichen Filter/Flow-Konzepts, die im Lauf der Zeit in
diversen Arbeiten vorgeschlagen wurden, und fügt zudem Erweiterungen
hinzu. QueryVOWL erlaubt das Definieren von Graphmustern und lehnt
sich an die bereits bestehende Visualisierung VOWL für Ontologien an.
Magnetic Querying modifiziert das bestehende Konzept Dust & Ma-
gnet für die Unterstüzung von Objektgraphen. Filter Dials lassen die
Kombination mehrerer Gruppen von Filterkriterien zugleich zu. Aspect
Grid ermöglicht die Priorisierung von Produkten abhängig von einzelnen
Aspekten von Produktrezensionen. Letztendlich wurde mit VESPa eine an
Objektgraphmuster angelehnte Visualisierung für das Aufspüren bestimm-
ter Ereignissequenzen mehrerer Akteure definiert.
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Jede der vorgestellten Visualisierungen erlauben die Darstellung von
Suchanfragen auch ohne Vorhandensein einer Datensammlung rein auf
Grundlage des Datenschemas. Auf diese Weise lassen sich Hypothesen aus-
drücken, die in der Datensammlung nicht zwangsläufig wiederzufinden sind.
Ebenso hat dies den Vorteil, dass Anfragen definiert werden können, die
in der Zukunft auf unterschiedliche Datensammlungen oder wiederholt auf
unterschiedliche zeitabhängige Zustände derselben Datensammlung ange-
wandt werden können. Ist jedoch eine Datensammlung verfügbar, so sind in
den vorgestellten Visualisierungen jeweils auch Möglichkeiten vorgesehen,
zumindest einen aggregierten Eindruck der Ergebnismenge(n) zu vermit-
teln, indem beispielsweise deren Größe dargestellt wird.
Für das Filter/Flow-Konzept wurde anschließend angestrebt, eine
komplexe Repräsentation von Suchanfragen kompakter zu gestalten. Durch
die Erweiterung der Graphstruktur um Rezeptoren und Emitter im EFFK
sowie die Zusammenfassung von Subgraphen zu einzelnen Filterknoten kann
Platz gespart werden. Wie in einer Benutzerstudie nachgewiesen wurde,
bestehen Hinweise darauf, dass die Lesbarkeit durch die kompaktere Dar-
stellung gegenüber der ursprünglichen Variante nicht eingeschränkt wird.
Diese Vorgehensweise kann Ansatzpunkte bieten, um Suchanfragen auch
auf kleineren Bildschirmen darzustellen, oder zu einem gewissen Grad das
Problem der Skalierbarkeit bei Suchanfragen mit zahlreichen separaten Fil-
terkriterien abzuschwächen. Zudem besteht die Möglichkeit, dass sich die
Erkenntnisse auch auf andere Anfragevisualisierungen anwenden lassen.
Im Rahmen der Abbildung des EFFK auf SPARQL, aber auch bei
der Vorstellung anderer Anfragevisualisierungen wie Magnetic Query-
ing wurden mehrere Ansätze diskutiert, um verschiedene Aspekte von
Suchanfragen in den Vordergrund zu rücken. Einerseits scheinen insbeson-
dere flussbasierte Darstellungen für die verständliche Repräsentation von
logischen Verknüpfungen geeignet zu sein, während sich Objektbeziehungen
über eine Objektgraphstruktur mit Platzhaltern ausdrücken lassen. Durch
das Prinzip der Verknüpfungspunkte lassen sich verschiedene Anfragevisua-
lisierungen miteinander kombinieren, um die Stärken der unterschiedlichen
Darstellungsformen auszunutzen. Auf diese Weise entsteht die Chance, so-
wohl logische Verknüpfungen als auch Beziehungen innerhalb von Objekt-
graphen für Benutzer nachvollziehbar auszudrücken.
6.2 Limitationen und zukünftige Arbeiten
Die in dieser Arbeit vorgestellten Anfragevisualisierungen bieten vielfälti-
ge Möglichkeiten zur Formulierung von Suchanfragen. Sie sind dazu jedoch
auch auf eine aufgabengerechte Anbindung an Datensammlungen angewie-
sen, da beispielsweise datentypspezifische Filterknoten für das EFFK zur
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Verfügung stehen müssen. Ebenso hängt der erfolgreiche Einsatz komplexer
Anfragen auch von der Darstellung der Ergebnisse ab. Um also Filtervisua-
lisierungen wie die vorgestellten nutzbringend einsetzen zu können, muss
auch einige Arbeit in andere Komponenten der betreffenden Systeme inves-
tiert werden.
Für eine weitere Anpassung an Anwendungsfälle sind zudem zusätzliche
Erkenntnisse über den Einsatz von visuellen Suchwerkzeugen notwendig.
Da bislang häufig noch mit vergleichsweise rudimentären Mitteln wie Voll-
textsuche und rein textuellen Tabellen gearbeitet wird, wenn Benutzer mit
großen Datenmengen in Berührung kommen, haben selbst die fraglichen
Benutzer kaum eine Vorstellung von den Möglichkeiten, die komplexe An-
fragen und Visualisierungen davon bieten könnten. Daher ist es zur Zeit
auch noch schwierig, überhaupt Schwachstellen für den praktischen Ein-
satz von Anfragevisualisierungen zu identifizieren, da der reine Gebrauch
von Anfragevisualisierungen für Benutzer ohne Visualisierungserfahrung so
ungewohnt ist, dass keine zuverlässigen Aussagen über einen routinierten
Gebrauch solcher Visualisierungen getroffen werden können. Während für
die vorgestellten Techniken also gezeigt werden kann, dass bestimmte kom-
plexe Beziehungen in den Daten, die auch nachvollziehbar für interessant
befunden werden können, auffindbar sind, lässt dies dennoch offen, inwie-
weit die betreffenden Anfragevisualisierungen im täglichen Betrieb noch
verbesserungsfähig sind.
Aus der Verwendung von Semantic-Web-Technologien ergeben sich Vor-
teile wie ein standardisiertes Datenformat, standardisierte Protokolle für
die Kommunikation mit Endpunkten für Suchanfragen und die Verknüpf-
barkeit von Datensammlungen durch übereinstimmende Bezeichner. Wäh-
renddessen treten jedoch auch einige Probleme auf, die außerhalb des The-
mengebiets der Visualisierung liegen. Eine häufige Schwierigkeit besteht
in der niedrigen Verfügbarkeit und langsamen Arbeitsgeschwindigkeit der
SPARQL-Endpunkte. Eine Verarbeitungszeit von mehreren Minuten auch
für vermeintlich einfache Anfragen ist nicht ungewöhnlich, was eine inter-
aktive Aktualisierung von Visualisierungen unmöglich macht. Ein weiteres
Problem ist die Verfügbarkeit entsprechend vernetzter und sauber aufberei-
teter Datensammlungen. Zwar ist über das IRI-Konzept des Semantic Web
die Möglichkeit gegeben, dass einmal definierte Typen und Eigenschaften in
unterschiedlichen Datensammlungen wiederverwendet werden. Unterschied-
liche Datensammlungen beziehen sich jedoch nur selten auf dieselben Indi-
viduen, und wenn, dann werden auch häufig unterschiedliche IRI-Schemata
für die Repräsentation der Individuen eingesetzt, welche erst einzeln zuein-
ander in Bezug gesetzt beziehungsweise transformiert werden müssten. Es
bleibt zu hoffen, dass diese Probleme mit der systematischen Übertragung
von Datensammlungen in das RDF-Format und der weiteren Entwicklung
von SPARQL-Datenbanken mit der Zeit abnehmen.

Anhang
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A Bereits veröffentlichte Arbeiten
Während meiner Tätigkeit als wissenschaftlicher Mitarbeiter am Institut für
Visualisierung und Interaktive Systeme habe ich an diversen Publikationen
mitgewirkt. Einige bereits veröffentlichte Erkenntnisse aus diesen werden
in der vorliegenden Dissertation in einem größeren Kontext zusammenge-
stellt. Im Folgenden soll ein vollständiger Überblick über die vorliegenden
Publikationen bereitgestellt werden.
Veröffentlichungen in Konferenzen und Workshops (inklusive Postern
und Demos) wurden auf den jeweiligen Veranstaltungen mit einem Vortrag
vor einem Publikum vorgestellt. Diejenigen Arbeiten, in denen ich diesen
Vortrag nicht selber gehalten habe, sondern durch einen Koautor vertreten
wurde, sind mit * markiert.
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teraktiven Fahrgastunterstützung”. Betreuer: Thomas Schlegel, Michael
Raschke, Florian Haag. Fachstudie. Universität Stuttgart, 2010
3Beinhaltete eine Demonstration des QueryVOWL-Prototypen.
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ABS12 P. Auwärter, P. Berger und O. Sonnauer. “Omnidirektionale Daten-
visualisierung – Kollaborative Arbeit auf horizontalen Displays”. Betreuer:
Florian Haag. Fachstudie. Universität Stuttgart, 2012
Kni11 M. Knittig. “Entwicklung eines Frontend-Generators für Testanwen-
dungen eines Informationssystems”. Betreuer: Florian Haag. Diplomarbeit.
Universität Stuttgart, 2011
Bol13 S. Bold. “Visuelle Filterung von Daten des Semantic Web”. Betreuer:
Florian Haag, Steffen Lohmann. Diplomarbeit. Universität Stuttgart, 2013
Fer12 T. Ferber. “Visualisierung von Filter/Flow-Graphen auf mobilen
Endgeräten”. Betreuer: Florian Haag. Diplomarbeit. Universität Stuttgart,
2012
Opp14 S. Oppold. “Visuelle Auswahl von Ontologiebestandteilen”. Betreuer:
Florian Haag. Bachelorarbeit. Universität Stuttgart, 2014
SSV14 M. Schmidt, S. Simmerling und D. Väth. “In-Situ Visualization of
Map Marker Filters on Mobile Devices”. Betreuer: Florian Haag. Projekt-
INF. Universität Stuttgart, 2014
Sie14 S. Siek. “VOWL-basierte Visualisierung für SPARQL-Anfragen”. Be-
treuer: Florian Haag, Steffen Lohmann. Diplomarbeit. Universität Stutt-
gart, 2014
Raj15 J. Rajamani. “Filter ( Dials | ... )” Betreuer: Florian Haag. Master-
arbeit. Universität Stuttgart, 2015
Nau15 A. Naumov. “Facettiertes Suchinterface für die explorative Suche in
gewichteten Kundenrezensionen”. Betreuer: Florian Haag, Qi Han, Markus
John. Bachelorarbeit. Universität Stuttgart, 2015
Vät15 D. Väth. “Query Visualization for Time-Based Graph Data”. Betreu-
er: Florian Haag. Bachelorarbeit. Universität Stuttgart, 2015
Lin15 V. Link. “Entwicklung eines Benchmark-Generators zum Testen von
Ontologievisualisierungen”. Betreuer: Steffen Lohmann, Florian Haag. Ba-
chelorarbeit. Universität Stuttgart, 2015
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B Eingesetzte technische Hilfsmittel
Dieser Anhang listet die technischen Werkzeuge auf, die im Rahmen dieses
Promotionsvorhabens hauptsächlich zum Einsatz kamen. Diese Auflistung
soll einerseits zur Dokumentation dienen, welche zukünftigen Promovie-
renden unter Umständen bei der Werkzeugwahl behilflich sein kann. An-
dererseits ist sie als Dank an die Hersteller der genannten Werkzeuge zu
verstehen, ohne deren Produkte diese Arbeit nicht möglich gewesen wäre.
Apache Jena zum Ausführen von SPARQL-Anfragen (insbesondere der
Triple-Store Fuseki)
Dia für UML- und ER-Diagramme
dotNetRDF für die SPARQL-Anbindung der C#-Prototypen
GhostView zum Betrachten des Dokuments während der Arbeit
Inkscape für die Vektorgrafiken in diesem Dokument
JabRef zur Verwaltung des Literaturverzeichnisses
Microsoft .NET für die Entwicklung und Ausführung der C#-
Prototypen
MikTeX für das Setzen dieses Dokuments
Notepad++ für das Verfassen dieses Dokuments
SharpDevelop für die Entwicklung der C#-Prototypen
TortoiseSVN für die Versionsverwaltung der Quelltexte dieses Doku-
ments
Zudem wurden die folgenden Public-Domain-Grafiken von Wikimedia
Commons benutzt:
 https://commons.wikimedia.org/wiki/File:Civil_Jack_of_the_
United_Kingdom.svg – Landesflagge des Vereinigten Königreichs
(verwendet in Abbildung 3.4)
 https://commons.wikimedia.org/wiki/File:Flag_of_Switzerland.
svg – Landesflagge der Schweiz (verwendet in den Abbildungen 3.5b
und 3.6a)
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 https://commons.wikimedia.org/wiki/File:European_Union_
map.svg – Landkarte der Europäischen Union (verwendet in der
Abbildung 2.3b)
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C Abkürzungen im Literaturverzeichnis
Im Literaturverzeichnis werden an einigen Stellen Abkürzungen für bekann-
te Organisationen und Ähnliches verwendet. Den meisten Lesern dürften
die Abkürzungen vertraut sein und in ihrer abgekürzten Form einen hohen
Wiedererkennungswert mit sich bringen. Der Vollständigkeit halber sind die
Langformen der Abkürzungen in diesem Anhang dennoch angegeben.
Verlage und Organisationen
ACL: Association for Computational Linguistics
ACS: Australian Computer Society
ACM: Association for Computing Machinery
CEUR-WS: CEUR Workshop Proceedings
CIPS: Canadian Information Processing Society
CSI: Computer Society of India
IEEE: Institute of Electrical and Electronics Engineers
Publikationsorgane
IEEE TVCG: IEEE Transactions on Visualization and Computer Gra-
phics
LNAI: Lecture Notes in Artificial Intelligence (Unterserie von LNCS)
LNCS: Lecture Notes in Computer Science
LNI: Lecture Notes in Informatics
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