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There is no doubt that the systems’ integration is one of the most important and complicated tasks in 
software  filed  especially  for  complex  applications  like  banking  systems.  Complexity  in  integrating  banking 
systems often comes from continues changes in both technical and business features provided by them to meet 
customer needs. Banking systems always come from different software vendors which mean using platforms and 
different design and architecture patterns, and this for sure adds extra complexity for integrating them. Service-
oriented architecture (SOA) is a promising method in software filed that aims to build or restructure software 
systems in a manner that makes their maintenance and integration easier. Agility is the most important goal that 
should be achieved when building and integrating banking systems. Simply, agility is needed to meet market 
needs quickly and efficiently and SOA is the way that could provide it. 
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1.  Introduction 
Recently, banking field has become one of the most complicated branches in software market 
due to its need for advanced techniques and technologies for building and integrating its systems. 
Basically,  this  complication  comes  from  the  need  to  develop  various  systems/modules  to  cover 
different needs, for example, each bank has a need for a branch automation system in order to perform 
most  of  daily  tasks  performed  by  tellers  with  their  customers  such  as  opening  new  accounts, 
transferring funds from one account to another, cash withdrawals and deposits, etc; a need for loan 
origination system for defining, granting and promoting loans’ offers to bank customers; and a need 
for a core banking system that allows keeping track of all transactions occurring in bank. Such systems 
can be viewed as silos that consist of set of desperate modules. These modules always use different 
dialects  coming  from  different  software  vendors  with  different  implementation  technologies, 
architecture patterns,  and hosting platforms, which make it hard to integrate them effectively  and 
efficiently. Also, these siloed modules and systems always encompass redundant functionalities and 
business processes and this for sure adds extra costs for both implementation and maintenance issues. 
On other side, service-oriented architecture (SOA) has emerged as a design and architecture 
method  that  aims  to  allow  software  vendors  to  build/wrap  different  software  systems  in  form  of 
reachable services that could be easily published and accessed by business partners and customers, and 
hence, exempting different modules and systems from having same functionalities [1]. Basically, three 
main actors always participate in SOA game, the service provider, the service consumer, and the 
service registry. Service provider is responsible for building, publishing, and maintaining exposed 
services; service consumer is responsible for locating services that meet his business/technical needs 
in order to make use of them; and service registry acts as a broker (database) that allows service 
provider to register created services with all needed metadata information and instructions that could 
help service consumers to easily find and use them [2]. 
The remaining part of this paper is organized as the following. Section 3 presents a business 
scenario (case-study) for banking systems that need to be integrated in an efficient manner to allow 
making use of available assets with brief comparison between traditional and SOI methods, and how 
web  services  could  play  a  great  role  in  supporting  SOI  method.  Section  3  presents  the  proposed Journal of Applied Economic Sciences Journal of Applied Economic Sciences Journal of Applied Economic Sciences Journal of Applied Economic Sciences            
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architecture for illustrated business scenario. Section 4 illustrates implementation details for presented 
scenario. Section 5 outlines performance issues for used technique. Section 6 highlights the benefits of 
used technique. Finally, Section 7 concludes. 
 
2. Problem Definition 
Assume that we have the depicted architecture in figure 1 for a bank that has a set of front-end 
applications and a core banking (CB) system that acts as a back-end system for all these applications. 
Briefly, the front-end applications provide different services and functionalities needed for different 
bank departments including customer services, internet banking and ATM. All of these functionalities 
cannot be accomplished in a stand-alone mode without the support of CB system that could handle all 
their requests in order to process them and forward back returned results. Moreover, some of these 
front-end systems may have access to each other to be able to gather and consolidate some integrated 
information in order to execute bank processes. For example, assume that the branch automation (BA) 
system needs to access other systems like Loan Origination (LO) system and Islamic Banking (IB) 
system.  All  these  systems  are  n-tier  applications  that  were  built  recently  with  contemporary 
technologies including .NET and J2EE; and they all need to access existing CB system to make use of 
provided services. Available CB is a legacy monolithic system built with C language and hosted on 
UNIX servers. The processing layer of this system is completely built in database as a small set of 
large and complex stored procedures. Each stored procedure takes a large number of input parameters 
that ranges from 50 to 250 parameters, and each one can accomplish different tasks according to 
passed parameters. C language has used to create application interfaces that will be used by end users 
to pass expected input parameters and display returned result sets. CB has been used by the bank over 
the last 10 years and it has proved that it is an excellent core banking system due to  variety of services 
provided  by  it  including  business  services  (customer  management,  deposits,  foreign  exchange, 
commercial loans, Islamic loans, etc) and technical capabilities (transaction control, auditing, logging, 
error control, high availability and performance, etc). Many reasons make it impossible for the bank to 
replace current CB with a contemporary one that could be integrated with available systems including 
mentioned features, high implementation costs, familiarity to end users, and big amount of data (over 
3 terabytes) that has been maintained over that period which makes it very hard to be restructured and 
migrated to another system. 
 
 
Figure1. Current architecture of bank systems 
 
2.1. Point-to-Point VS. Service-Oriented Integration 
Chapter 5 Traditional  method  that  has  used  for  the  last  two  decades  for  integrating  diverse 
systems  together  was  depending  on  building  a  point-to-point  (P2P)  interface  between  each  two 
systems leading to a big number of integration interfaces. A simple formula could be used to estimate 
the number of needed integration interfaces is n(n-1)/2 where n is the number of applications to be Journal of Applied Economic Sciences Journal of Applied Economic Sciences Journal of Applied Economic Sciences Journal of Applied Economic Sciences            
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integrated [3, 4]. Regarding our scenario, the BA needs to access functionalities provided by both LO 
and IB systems (and may others in future), and all of them need to have access to functionalities 
provided by CB --each according to his needs only. i.e., BA needs to access to Deposit module; LO 
needs to access Commercial Loans module; and the IB need to access Islamic Loans module, and all of 
these systems need to have a shared access to common modules like Foreign Currency and Foreign 
Exchange modules. To do so with P2P method, we will need to build a specialized interface for each 
system to be accessed by others, i.e., we will need to build a specialized interface around LO and 
another around IB to enable BA to access them, and to build set of other interfaces (one for each 
accessing system) around CB to allow each accessing system to reach needed modules. This scenario 
could get extremely complicated if big number of systems to be integrated comes into play. 
Technically, P2P method is totally inflexible because of number of reasons listed as follows: 
￿ Expensive:  Different  development  teams  should  to  be  constructed  to  implement  needed 
integration points. 
￿ Tight-Coupled:  Modifications  to  any  system  may  need  a  corresponding  modification  in 
integrated systems as well which adds extra costs and efforts for maintenance sake. 
￿ Slow: Long time needed for implementing and maintaining different integration points. This 
long time may prevent organizations from meeting market ever-changing needs in a time-effective 
manner, which in turn could cause these organizations to lose many business chances. 
￿ Fragile: Failure at one integration point may cause failure to all systems connected to it. 
￿ Chaotic: Integration chaos appears due to big number of integration points leading to a known 
problem called “Rats Nests” that may conceivably complicate or even prevent future enhancement and 
maintenance tasks. Figure 2 illustrates a sample for integration chaos that may be yielded using P2P 
method especially if the number of participating modules and systems increases. 
 
Figure 2. Integration chaos resulting from P2P method 
 
Due to weakness points listed above about P2P method, integration specialists were looking for 
a dynamic and agile method that could help them to integrate systems together in a more efficient, and 
cost effective manner. 
Service-oriented integration (SOI) is a method that maps SOA features and characteristics with 
integration needs in order to allow easier and more flexible integration between different systems. 
Shortly,  SOI  aims  to  integrate  systems  by  building  services  around  them  and  therefore  allowing 
accessibility to their internal functionalities. 
 
2.2. SOI and Web Services 
Typically, web services can be considered as the major implementation technology for most of 
contemporary  service-oriented  applications.  What  makes  web  services  the  best  choice  for 
implementing SOA is the great support it has gained from most software vendors since it has emerged Journal of Applied Economic Sciences Journal of Applied Economic Sciences Journal of Applied Economic Sciences Journal of Applied Economic Sciences            
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in software market, this support is because web services technology relies on set of standards [5] 
including extensible markup language (XML) which is responsible for structuring data passed between 
participating nodes [6], simple object access protocol (SOAP) which acts as the messaging framework 
for transferring data requests and responses between service consumers and providers [7], and web 
service  description  language  (WSDL)  which  is  responsible  for  providing  needed  description 
information about exposed services to allow service consumers to easily bound to them [8]. Also, the 
service extensions that have emerged few years ago for supporting complicated needs of enterprise 
solutions have sustained their implementation in different organizations. These new extensions include 
atomic transactions, business processes, reliable messaging, enhanced security, attachments, delivery 
notifications, and many others [9]. 
One note to mention here is, we should know that web services is not the only available option 
for implementing SOA, as there are many others including message queuing technologies such as 
Microsoft Message Queues (MSMQ); technologies that allow access to distributed objects such as 
Remote Method Invocation (RMI) and Common Object Request Broker Architecture (CORBA). 
 
3.  Proposed Architecture 
Our proposed architecture depends on utilizing SOI and web services to integrate available 
(contemporary and legacy) systems together. The integration process is divided into two tasks listed as 
follows: 
￿  Integrating front-end systems together by exposing internal functionalities as set of web 
services  to  receive  callers’  (consumers)  requests  in  order  process  them  and  finally  forward  back 
providers’ responses. 
￿  Integrating front-end systems with back-end system via an integration bus that will act as a 
single access point for all requests coming from front-end systems. 
Figure 3 illustrates the architecture for proposed solution, and the details for implementing this 
solution are listed in the subsequent sections. 
 
Figure 3. Proposed architecture 
4.  Approaching SOA 
Approaching SOA in integration process does not only mean building set of web services, but it 
means the way that those web services will be built in to allow maximum number of consumers to 
make use of them, i.e., which components will be exposed as services, structure of these services, and 
how the consumers will be able to use them. 
Integration details for the aforementioned tasks will be described in subsequent sections. Journal of Applied Economic Sciences Journal of Applied Economic Sciences Journal of Applied Economic Sciences Journal of Applied Economic Sciences            
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4.1. Integrating Front-End systems 
This task is almost easy because all back-end systems are built with recent technologies (including 
.NET and J2EE) which heavily depend on contemporary standards and greatly support web services, 
so,  a  new  layer  of  web  services  will  be  simply  layered  above  business  tier  in  order  to  interface 
(expose) needed functionalities for external use. The service layer will be responsible for accepting 
consumers’ requests, mediating them to functions and processes encapsulated in business tier and 
forwarding back returned result sets. This layer is mainly created for external uses but it may be 
utilized by internal systems as well. Figure 4 illustrates interaction between different systems and 
layers with the new web service layer. 
 
Chapter 6 Figure 4. Interaction between systems and web service layer in n-tier architecture 
Chapter 7  
Chapter 8 Technically, web service layer should embody different scopes and sizes of services 
in a layered order to meet different business and technical needs; for example, it should contain simple 
(basic) services that directly interface/wrap business methods such as Get_Customer_Address, as well 
as composite services that map business processes and workflows (both macro-flows and micro-flows) 
such as Loan Approval Cycle process. Figure 5 illustrates a high level overview for the structure of 
web service layer. 
 
Chapter 9 Figure 5. Structure of web service layer 
Chapter 10 Service-Oriented  Analysis  and  Design  (SOAD)  methods  would  be  utilized  to 
identify services to be constructed with all related implementation details including the granularity of 
defined services (coarse-grained vs. fine-grained), and how they will interact with each other [10, 11]. 
Chapter 11 Three notes should be taken into consideration during the  execution of this task 
listed in the following: 
￿ Business processes should be built in a dynamic form to allow easy changing for them without 
inherent change in underlying structure. One way that could help in achieving this goal is to use Journal of Applied Economic Sciences Journal of Applied Economic Sciences Journal of Applied Economic Sciences Journal of Applied Economic Sciences            
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orchestration engines that allow integration architects to draw business processes with visual editors 
rather than hard coding them with traditional programming languages. The used orchestration engines 
must highly support latest standards in software market such as Business Process Execution Language 
for Web Services (BPEL4WS) that allow interoperability between different business partners in a 
flexible manner. 
￿ Web services created in this layer must be generic (as much as possible) in order to avoid P2P 
chaos,  in  other  words,  each  service  should  act  as  one  for  all.  These  generic  services  will  allow 
different assessors to get needed data for different contexts with the same way, and this would ease the 
integration and maintenance tasks for both service consumers and providers respectively. 
￿ In regard to SOA basic architecture, the constructed services should be registered with all 
needed guidelines and metadata information in a reachable service registry to allow different business 
partners to find and use them. Universal Description, Discovery and Integration (UDDI) is one of the 
most  popular  examples  for  available  service  registration  platforms  in  software  market  [12].  The 
popularity of UDDI comes from its dependence on standards that have been set by almost all large 
software vendors including Microsoft and IBM. UDDI allows easy registration for services with set of 
search options for finding them. These options include both search engines and APIs that could be 
used to retrieve all information documents attached with registered services. 
 
4.2. Integrating Front-End and Back-End systems 
This is the hardest part in our scenario because of two reasons; firstly, the back-end system is a 
legacy application that has been built 10 years ago with completely obsolete technologies, secondly, 
since this system will be accessed from all other systems, so, it should be highly scalable. Scalability 
in our scenario comes mainly from providing a unified and standardized access method that allows 
easy integration with other systems with no or little impact on the whole architecture and current 
systems. To do so, we need to expose legacy code as web services utilizing bottom-up method in 
SOAD. The constructed service layer will act as a bus through which all requests and responses will 
pass. The Implementation details for this integration bus are illustrated in coming two subsections. 
 
4.2.1. Wrapping Legacy Code 
As mentioned above, all the business logic code related to CB system has been built as a set of 
stored procedures in database layer, and they are interfaced by set of functions and libraries written in 
c to be used by GUI layer that is responsible for dividing CB system into different modules. So, we 
can directly wrap these stored procedures as a set of services to be exposed and used by different 
assessors, while leaving current CB interfaces that are used by some users as is. 
Simply, our solution depends on componentizing current procedures by building a new layer 
above CB database that will be responsible for passing input parameters to stored procedures and 
receiving returned result set [13, 14]. This new layer will act as a wrapper/mediator that stores large 
number of predefined schema objects mapped to different requests, and large library of methods that 
interact with underlying stored procedures. Figure 6 illustrates a sample overview for wrapper layer 
structure. 
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Chapter 12 Figure 6. Interaction between wrapper layer and database stored procedures 
Chapter 13  
As depicted in figure 6, there are some simple (scalar) requests that depend on calling only 
single methods from available methods’ library such as Request X which calls only Method A, whilst, 
others aggregate more than one method such as Request Y which calls Method B, Method, Method C, 
and Method E. This aggregation is made by programmers who create the wrapper layer. Also, some of 
the methods themselves implement only one stored procedure such as Method B which implements 
Stored Procedure 1, while others implement more than one stored procedure such as Method A which 
implements Stored Procedure 1 and Stored Procedure 2. 
Abstractly, the interaction between front-end systems and this new layer will be in form of 
XML messages, and each message will be responsible for accomplishing a specific task whatever the 
size and complexity of that task. For example, there may be a message for getting customer profile 
according to his ID. 
To  allow  CB  system  to  process  request  messages  properly,  each  request  message  must 
encompass request type that will be used to call matching method from available library in wrapper 
layer which in turn will call corresponding stored procedure(s) with proper set of input parameters 
extracted from request body itself. Figure 7 illustrates an example for a sample request message on left 
side and its response message on right side. 
 
Chapter 14 Figure 7. Example for Request/Response messages 
 
As depicted in figure 7, the request message is a simple XML request started with Request tag 
that holds set of attributes for all needed information about that request including request ID which is a 
globally unique identifier (GUID), request time, requesting system and requesting machine IP (for 
traceability issue). This tag simply tells the CB wrapper that it is about receiving a new request from 
CustomerProfile Type. On other side, the response message started with Response tag which tells the 
receiving  system  that  it  will  receive  a  response  message  from  CustomerProfile  type  in  order  to 
initialize proper message object to hold returned response values for any further processing. Some 
attributes  and metadata information  are attached  with  the response  message  as  well  including the Journal of Applied Economic Sciences Journal of Applied Economic Sciences Journal of Applied Economic Sciences Journal of Applied Economic Sciences            
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response time (for performance measurement issue), response date, and request id that correlates each 
response message to its originating request message. 
Technically, different front-end systems will be responsible for constructing request messages, 
passing  them  to  the  wrapper  layer  in  order  to  allow  it  to  extract  needed  information  to  invoke 
appropriate methods and pass input parameters to underlying stored procedures to be processed, and 
finally, receive returned response messages. To allow efficient integration between front-end systems 
and wrapped CB system, each front-end system should build a new interaction layer (wrapper) on his 
side as well in order to manage interaction with CB system. Clearly, the front-end wrappers will be 
responsible for constructing request messages in a structure that could be accepted and parsed by CB 
wrapper  as  well  as  extracting  expected  result  sets  from  returned  response  messages  without  any 
contradiction with entire systems logic. Figure 8 illustrates the interaction model between a front-end 
system and wrapped CB system. 
 
Figure 8. Interaction model between front-end systems and CB system 
Chapter 15  
4.2.2. Building Integration Bus 
After wrapping legacy code, we should expose the wrapped logic in a way that allows easy 
integration with other systems. To do so, we will build a new web service layer that will act as an 
integration bus that will accept request messages from front-end systems and forward back returned 
result sets to the requesting systems. This bus will be accessible for both internal and external systems 
that need to access CB system. Simply, this layer will only expose a single method that accepts textual 
inputs through which all request messages will be passed to underlying CB system. Technically, this 
web method will be responsible for validating received request messages in order to parse them to 
identify  appropriate  methods  from  wrapper  layer  that  can  process  them.  If  any  mismatches  exist 
between the structure of received request message and expected request structure, the bus will prevent Journal of Applied Economic Sciences Journal of Applied Economic Sciences Journal of Applied Economic Sciences Journal of Applied Economic Sciences            
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any further  processing  for  that message and  it will return  a  back-end exception  to  the  requesting 
system indicating the main causes of returned error. Also, new web service specifications including 
WS-Coordination and WS-Transaction will be utilized into this layer in order to allow integrating 
systems to participate in global transactions and processes. For example, assume that the LO system 
wants to grant a loan to one of his customers through its internal workflow module, and it wants to 
change the status of the assigned loan to Granted on internal system as well as on CB system in case 
of success or to preserve the last reached status on both systems in case of failure. 
Apparently, this bus is expected to receive very large number of requests due to the number of 
integrated systems, thus, a load balancing technique should be utilized in order to handle big number 
of hits. Simply, web farms could be created to distribute the coming request to more than one site. 
Also,  message  queuing  service  could  be  leveraged  to  temporarily  store  coming  requests  before 
processing them by underlying wrapper layer. Underlying processing layer will be responsible for 
picking  available  messages  from  queues  according  to  their  priorities  or  arrival  time.  Finally,  the 
history of all requests and responses passing through this layer will be logged into a small database 
attached with bus for future reviews, statistics  and reports. Figure 9 illustrates the architecture of 
service bus and the interaction between its different components.  
 
Figure 9. Service Bus Architecture 
5.  System Performance 
Due to high dependence on web services and XML data, this integration architecture slightly 
suffers from low performance. Leveraging XML has hampered by large data sizes that always clog 
network  and  drain  hardware  resources  including  RAM,  CPU,  and  storage  infrastructure.  Many 
experiments have been conducted to yield the following list of recommended tactics and techniques 
for enhancing XML performance: 
￿ Binary XML:  Most of current XML implementations depend on using plain-text format that 
causes data files to be very large in size. W3C has announced a new representation of XML that 
depends on formatting data into binary format for more efficient network and hardware utilization 
[15]. 
￿ Data compression: Since XML is a text based format, then using traditional compression 
algorithms such as ZIP/GZIP for compressing data transferring between requestors and responders can 
get rid of many of bytes of the volume out of data files. To apply compression technique on traveling 
data, both requestors and responders must understand the used compression algorithm to be able to 
recognize and use these data. Another way that could make XML files smaller is to avoid long element 
and attribute names, for example, <AccountNumber>…</AccountNumber> tags can be abbreviated to 
<AccNo>…</AccNo> to save 16 bytes (for both opening and closing tags) while still human readable. 
￿ Break Large Files: Dividing large and complex data files into smaller pieces (if possible) can 
deliberately enhance both network and processing performance. Journal of Applied Economic Sciences Journal of Applied Economic Sciences Journal of Applied Economic Sciences Journal of Applied Economic Sciences            
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￿ Use Better Parsing Techniques: SAX and DOM are the most popular parsing techniques 
available in XML market. Many benchmarks on throughput of them have shown that they require 
slightly long times to parse XML files at different sizes and complexity levels. One way to mitigate 
parsing problems is to use some more enhanced parsing techniques such as Virtual Token Descriptor 
XML  (VTD-XML) which  depends on “non-extractive” tokenization approach  to  parse  XML files 
[16]. Using enhanced parsing algorithms and tools could save the needed parsing time which in turn 
could save the total processing time and resources. 
￿ Apply Silicon-Based XML Engines: Many silicon-based engines are available now to handle 
XML  at  higher  speed.  These  engines  can  be  embedded  into  different  network  and  hardware 
equipments including switches, routers, load balancers, PCI-cards and servers. 
 
6.  System Efficiency 
Our illustrated architecture offers many advantages over traditional methods for integrating banking 
systems and they all related to the offered degree of reusing including: 
￿ High Reusability: Services created by one system to expose business/technical functionalities 
may be utilized and used by all other systems and modules that target them. For example, services 
provided by LO system may be used by BA system to allow tellers to monitor and deal with customer 
loans, and it could be used by Internet Banking module to allow customers to monitor their loan status 
by themselves. 
￿ Leveraging  legacy  Assets:  As  illustrated  in  our  solution,  we  did  not  have  to  get  rid  of 
available legacy assets in order to allow integration with contemporary systems (such as BA, IB, LO, 
…), but rather, SOA methods allowed us to utilize current Core Banking system in a way that saved 
total costs and efforts that might be needed for developing and testing new Core Banking system. 
￿ Efficient Integration: Web services technology allowed us to easily wrap available (legacy 
and contemporary) systems in a way that enabled other systems to access their internal functionalities. 
On other hand, other technologies such as CORBA and RPC that have been used for many years may 
allow service providers to expose their functionalities to be remotely accessed by other systems but 
with limited capabilities and at higher implementation costs and complexity levels. 
￿ Avoiding Redundancy: SOA allowed us to share same systems and functionalities between 
more requesting systems in a uniform manner rather than cloning and rewriting them over and over 
again.  Such  facility  could  inherently  save  total  implementation  time  and  costs  and  make  overall 
maintenance tasks easier. In our illustrated scenario, SOA has delegated access to back-end modules to 
services bus which is now responsible for managing requests and responses passing to and from front-
end systems in a centralized and standardized form. 
￿ Service Sharing rather than Information Sharing: One of the most popular methods for 
integrating systems is to share their underlying information and databases by replicating them at each 
requesting system or by allowing direct access to centralized data stores. This integration method 
suffers mainly from enforcing each integrating system to build its own logic in order to get needed 
data  in  a  suitable  form  as  well  as  data  inconsistency  that  may  occur  due  to  using  inappropriate 
updating  policy  for  theses  data  stores.  SOA  is  a  better  integration  method  as  it  allows  data  and 
information owners to turn to be service providers who build, enhance, and maintain the logic needed 
for data sharing in a more holistic form. Building services at different granularity levels and scopes 
could allow different assessors (at different departments, subsidiaries, or even organizations) to get 
needed information in a more accepted form without caring about underlying complexities. These 
services could be easily utilized by workflow engines, portals, terminals and many other access forms 
at lower costs and complexity levels, and higher efficiency. 
￿ Easy to define and change Business Processes: Services built by service providers could be 
easily  orchestrated  and  choreographed  by  service  consumers  in  order  to  define  their  workflow 
processes. This process could be accomplished easier by using some tools that allow business analysts 
and technical developers to draw needed processes by defining the execution order of available web 
services. 
￿ High Agility: The aforementioned advantages with no doubt would inherently offer a great 
level of agility needed by banks to get their work done efficiently. Benefits of agility would appear in Journal of Applied Economic Sciences Journal of Applied Economic Sciences Journal of Applied Economic Sciences Journal of Applied Economic Sciences            
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the  ability  to  modify,  enhance,  and  maintain  the  integrated  systems  efficiently  to  meet  business 
requirements. For example, assume that the bank decided to replace the current CB system with a 
modern one. Doing so with SOA methods would exempt the software developers from rewriting their 
front-end  systems  to  be  able  get  integrated  with  the  new  CB  system.  In  this  case  the  designed 
integration bus will act as a black box for hiding all changes occurring to the underlying system(s), 
and the software developers will only need to modify the logic of this bus in order to keep integration 
between available front-end systems and the new CB system. 
￿ Accessibility  and  Availability:  Created  services  are  highly  available  and  they  could  be 
accessed using different access forms including LANs, WANs, and Internet. This availability could 
easily allow different business partners such as other banks, branches, and departments to have access 
to some shared data. 
 
7.  Conclusion 
This paper has introduced the use of SOA in integrating banking systems and how it could play 
a great role to overcome problems that always emerge when using traditional point-to-point methods. 
SOA in this paper has helped us to integrate front-end systems together in an easy manner by exposing 
their logic in terms of public services. Also, it has allowed us to wrap legacy code presented by back-
end systems in order to make use of existing assets. Integration with wrapped back-end system has 
been accomplished by building a simple service bus around it to act as a single access point for all 
requests coming from front-end systems. 
Web services technology has been utilized to build all needed services as it has presented high success 
rates in software market due to its dependence on standards, ease of use, and advanced capabilities that 
it offers for building and integrating enterprise solutions. 
Shortly, SOA tends to provide the needed flexibility and agility to meet market ever-changing needs in 
an effective manner, so, it could be considered as an excellent way for building and integrating almost 
all complex applications including banking systems. 
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