Abstract. The decomposition method is currently one of the major methods for solving support vector machines. An important issue of this method is the selection of working sets. In this paper through the design of decomposition methods for bound-constrained SVM formulations we demonstrate that the working set selection is not a trivial task. Then from the experimental analysis we propose a simple selection of the working set which leads to faster convergences for difficult cases. Numerical experiments on different types of problems are conducted to demonstrate the viability of the proposed method.
Introduction
The support vector machine (SVM) is a new and promising technique for classification. Surveys of SVM are, for example, Vapnik (1995 Vapnik ( , 1998 and Schölkopf, Burges, and Smola (1998) . Given training vectors x i ∈ R n , i = 1, . . . , l, in two classes, and a vector y ∈ R l such that y i ∈ {1, −1}, the support vector technique requires the solution of the following optimization problem:
Training vectors x i are mapped into a higher (maybe infinite) dimensional space by the function φ. The existing common method to solve (1.1) is through its dual, a finite quadratic programming problem:
where e is the vector of all ones, C is the upper bound of all variables, Q is an l by l positive semidefinite matrix, Q i j ≡ y i y j K (x i , x j ), and K (x i , x j ) ≡ φ(x i ) T φ(x j ) is the kernel. The difficulty of solving (1.2) is the density of Q because Q i j is in general not zero. In this case, Q becomes a fully dense matrix so a prohibitive amount of memory is required to store the matrix. Thus traditional optimization algorithms such as Newton, Quasi Newton, etc., cannot be directly applied. Several authors (for example, Osuna, Freund, & Girosi, 1997; Joachims, 1998; Platt, 1998; Saunders et al., 1998) have proposed decomposition methods to conquer this difficulty and reported good numerical results. Basically they separate the index {1, . . . , l} of the training set to two sets B and N , where B is the working set and N = {1, . . . , l}\ B. If we denote α B and α N as vectors containing corresponding elements, the objective value is equal to ] is a permutation of the matrix Q and q is the size of B. The strict decrease of the objective function holds and under some conditions this method converges to an optimal solution.
Usually a special storage using the idea of a cache is used to store recently used Q i j . Hence the computational cost of later iterations can be reduced. However, the computational time is still strongly related to the number of iterations. As the main thing which affects the number of iterations is the selection of working sets, a careful choice of B can dramatically reduce the computational time. This will be the main topic of this paper.
Instead of (1.1) , in this paper, we decide to work on a different SVM formulation:
Its dual becomes a simpler bound-constrained problem:
This formulation was proposed and studied by Friess, Cristianini, and Campbell (1998) , and Mangasarian and Musicant (1999) . We think it is easier to handle a problem without general linear constraints. Later on we will demonstrate that (1.5) is an acceptable formulation in terms of generalization errors though an additional term b 2 /2 is added to the objective function.
As (1.5) is only a little different from (1.2) , in Section 2, naturally we adopt existing working set selections for (1.5) . Surprisingly we fail on such an extension. Then through different experiments we demonstrate that finding a good strategy is not a trivial task. That is, experiments and analysis must be conducted before judging whether a working set selection is useful for one optimization formulation or not. Based on our observations, we propose a simple selection which leads to faster convergences in difficult cases. In Section 3, we implement the proposed algorithm as the software BSVM and compare it with SVM light (Joachims, 1998) on problems with different size. After obtaining classifiers from training data, we also compare error rates for classifying test data by using (1.2) and (1.5). We then apply the proposed working set selection to the standard SVM formulation (1.2) . Results in Section 4 indicate that this selection strategy also performs very well. Finally in Section 5, we present discussions and conclusions.
The software BSVM is available at the authors' homepage. 
Selection of the working set
Among existing methods, Osuna, Freund, and Girosi (1997) , and Saunders et al. (1998) find the working set by choosing elements which violate the KKT condition. Platt (1998) has a special heuristic but his algorithm is mainly on the case when q = 2. A systematic way is proposed by Joachims (1998) . In his software SVM light , the following problem is solved:
means the number of components of d which are not zero. The constraint (2.1b) implies that a descent direction involving only q variables is obtained. Then components of α k with non-zero d i are included in the working set B which is used to construct the sub-problem (2.7). Note that d is only used for identifying B but not as a search direction. Joachims (1998) showed that the computational time for solving (2.1) is mainly on finding the q/2 largest and q/2 smallest elements of
. . , l with y i d i = 1 and y i d i = −1, respectively. Hence the cost is at most O(ql) which is affordable in his implementation.
Therefore, following SVM light , for solving (1.5), a natural method to choose the working set B is by a similar problem of (2.1):
Note that SVM light 's working set selection violates the feasibility condition 0 ≤ α k + d ≤ C. Therefore, instead of (2.2a)-(2.2c), we can consider other types of constraints such as
3)
The convergence of using (2.3) is guaranteed under the framework of Chang, Hsu, and Lin (2000) . For SVM light 's selection (2.2), the convergence is more complicated and has just been proved by Lin (2000) very recently.
Note that solving (2.2) is very easy by calculating the following vector:
Then B contains indices of the smallest q elements of v. Interestingly, for the boundconstrained formulation, solving (2.2) is the same as finding maximal violated elements of the KKT condition. Note that elements which violate the KKT condition are
Hence, the q maximal violated elements are the smallest q elements of v. A similar relation between the KKT condition of (1.2) and (2.1b) is not very easy to see as the KKT condition of (1.2) involves the number b which does not appear in (2.1b ). An interpretation is given by Laskov (1999) where he considers possible intervals of b and select the most violated points through end points of these intervals. These approaches are reasonable as intuitively we think that finding the most violated elements is a natural choice.
However, unlike SVM light , this selection of the working set does not perform well. In the rest of this paper we name our implementation BSVM. In Table 1 , by solving the problem heart from the Statlog collection (Michie, Spiegelhalter, & Taylor, 1994) , we can see that BSVM performs much worse than SVM light . SVM light takes only 63 iterations but BSVM takes 590 iterations. In this experiment, we use K (x i , x j ) = e − x i −x j 2 /n , q = 10, and C = 1. Both methods use similar stopping criteria and the initial solution is zero. The column "#C" presents the number of elements of α k which are at the upper bound C. Columns y i = ± 1 report number of elements in B in two different classes. Note that here for easy experiments, we use simple implementation of SVM light and BSVM written in MATLAB. We observe that in each of the early iterations, all components of the working set are in the same class. The decrease of objective values of BSVM is much slower than that of SVM light . In addition, the number of variables at the upper bound after seven SVM light iterations is more than that of BSVM while BSVM produces iterations with more free variables. We explain this observation as follows. First we make some assumptions for easy description: We will show that it is more possible that components with y i = −1 will be selected in the next working set. Note that d N = 0 and since
We also know that
In early iterations, most elements of α are at zero. If for those nonzero elements, v i of (2.4) are not too small, (2.2) is essentially finding the smallest elements of ∇ f (α + d). For the next iteration, since v i = 0, i ∈ B, elements in B will not be included the working set again. For elements in N , from (2.5) and (2.6), we have Next we explain that when the above situation happens, in early iterations, very few variables can reach the upper bound. Since we are solving the following sub-problem:
it is like that the following primal problem is solved:
8)
If components in B are in the same class, (2.8) is a problem with separable data. Hence ξ i = 0, i ∈ B implies that α B are in general not equal to C. Thus the algorithm has difficulties to identify correct bounded variables. In addition, the decrease of the objective function becomes slow. On the other hand, the constraint y T d = 0 in (2.1) of SVM light provides an excellent channel for selecting the working set from two different classes. Remember that SVM light selects the largest q/2 and smallest q/2 elements of Table 1 .
Another explanation is from the first and second order approximations of the optimization problem. If [α B , α N ] is the current solution which is considered as a fixed vector and d is the variable, problem (1.3) is equivalent to solving
1) is like to select the best q elements such that the linear part of (2.9) is minimized. Similarly, (2.7) is equivalent to solving
Clearly a main difference between (2.9) and (2.10) is that y B involves in a term
2 in the objective value of (2.10) but for (2.9), y B appears in one of its constraints: y T B d = 0. Therefore, since we are now using a linear approximation for selecting the working set, for (2.10) 
2 is implicitly minimized. In one word, (2.1) and (2.2) both come from the linear approximation but one contains more information than the other.
Based on this observation, we try to modify (2.2) by selecting a d which contains the best q/2 elements with y i = 1 and the best q/2 elements with y i = −1. The new result is in Table 2 where a substantial improvement is obtained. Now after seven iterations, both algorithms reach solutions which have the same number of components at the upper bound. Objective values are also similar.
However, in Table 2 , BSVM still takes more iterations than SVM light . We observe very slow convergence in final iterations. To improve the performance, we analyze the algorithm in more detail. In figure 1 , we present the number of free variables in each iteration. It can be clearly seen that BSVM goes through points which have more free variables. Since the weakest part of the decomposition method is that it cannot consider all variables together in each iteration (only q are selected), a larger number of free variables causes more difficulty. In other words, if a component is correctly identified at C or 0, there is no problem of numerical accuracy. However, it is in general not easy to decide the value of a free variable if all free variables are not considered together. Comparing to the working set selection (2.1) of SVM light , our strategy of selecting q/2 elements with y i = 1 and q/2 elements with y i = −1 is not very natural. Therefore, in the middle of the iterative process more variables are not correctly identified at the upper bound so the number of free variables becomes larger. This leads us to conjecture that we should keep the number of free variables as small as possible. A possible strategy to achieve this is by adding some free variables in the previous iteration to the current working set.
The second observation is on elements of the working set. When we use (2.2) to select B, in final iterations, components of the working set are shown in Table 3 . In Table 4 , working sets of running SVM light are presented. From the last column of Table 3 , it can be seen that the working set of the kth iteration is very close to that of the (k + 2)nd iteration. However, in Table 4 , this situation is not that serious. For this example, at final solutions, there are 24 free variables by using (1.5) and 25 by (1.2) . For BSVM, in the second half iterations, the number of free variables is less than 30. Note that in final iterations, the algorithm concentrates on deciding the value of free variables. Since in each iteration we select 10 variables in the working set, after the sub-problem (2.7) is solved, gradient at these 10 elements become zero. Hence for the next iteration the solution of (2.2) mainly comes from the other free variables. This explains why working sets of the kth and (k + 2)nd iterations are so similar. Apparently a selection like that in Table 3 is not an appropriate one. We mentioned earlier that the weakest part of the decomposition method is that it cannot consider all variables together. Now the situation is like two groups of variables are never considered together so the convergence is extremely slow. Based on these observations, we propose Algorithm 2.1 for the selection of the working set. We have q/2 elements from a problem of (2.2) but the other q/2 elements are from free components with the largest −|∇ f (α k ) i |. Since free variables in the previous working set satisfy ∇ f (α k ) i = 0, if there are not too many such elements, most of them are again included in the next working set. There are exceptional situations where all (α k ) are at bounds. When this happens, we choose q/2 best elements with y i = 1 and q/2 best elements with y i = −1 following the discussion for results in Table 2 .
Algorithm 2.1: Selection of the working set
Let r be the number of free variables at α k If r > 0, then Select indices of the largest min(q/2, r ) elements in v, where
Select the q/2 smallest elements with y i = 1 and q/2 smallest elements with
The motivation of this selection is described as follows: consider minimizing f (α) = we have A B k−1 α k = e. Therefore, similar to what we did in (2.2), we can let B k , the next working set, contain the smallest q elements of ∇ f (α k ) = Aα k − e. In other words, elements violate KKT condition are selected. Thus B k will not include any elements in B k−1 where ∇ f (α k ) i = 0, for all i ∈ B k−1 . However, A B k−1 α k − e = 0 only holds at the kth iteration. When α is updated to α k+1 , the equality fails again. Hence this is like a zigzaging process. From the point of view of solving a linear system, we think that considering some inequalities and equalities together is a better method to avoid the zigzaging process. In addition, our previous obervations suggest the reduction of the number of free variables. Therefore, basically we select the q/2 most violated elements from the KKT condition and the q/2 most satisfied elements at which α i is free.
Using Algorithm 2.1, BSVM takes about 50 iterations which is fewer than that of SVM light . Comparing to the 388 iterations presented in Table 2 , the improvement is dramatic. In figure 2 , the number of free variables in both methods are presented. It can be clearly seen that in BSVM, the number of free variables is kept small. In early iterations, each time q elements are considered and some of them move to the upper bound. For free variables, Algorithm 2.1 tends to consider them again in subsequent iterations so BSVM has more opportunities to push them to the upper bound. Since now the feasible region is like a box, we can say that BSVM walks closer to walls of this box. We think that in general this is a good property as the decomposition method faces more difficulties on handling free variables.
Computational experiments
In this section, we describe the implementation of BSVM and present the comparison between BSVM (Version 1.1) and SVM light (Version 3.2) . Results show that BSVM converges faster than SVM light for difficult cases. The computational experiments for this section were done on a Pentium III-500 using the gcc compiler.
SVM light uses the following conditions as the termination criteria:
where a = 10 −12 . To have a fair comparison, we use similar criteria in BSVM:
Note that now there is no b in the above conditions. For both SVM light and BSVM, we set = 10 −3 . We solve the sub-problem (2.7) by modifying the software TRON by Lin and Moré (1999) .
2 TRON is designed for large sparse bound-constrained problems. Here the subproblem is a very small fully dense problem so we cannot directly use it.
As pointed out in existing work of decomposition methods, the most expensive step in each iteration is the evaluation of the q columns of the matrix Q. In other words, we maintain the vector Qα so in each iteration, we have to calculate Q(α k+1 − α k ) which involves q columns of Q. To avoid the recomputation of these columns, existing methods use the idea of a cache where recently used columns are stored. In BSVM, we now have a very simple implementation of the least-recently-used caching strategy. In the future, we plan to optimize its performance using more advanced implementation techniques. For experiments in this section, we use 160 MB as the cache size for both BSVM and SVM light . We test problems from different collections. Problems australian to segment are from the Statlog collection (Michie et al., 1994) . Problem fourclass is from Ho and Kleinberg (1996) . Problems adult1 and adult4 are compiled by Platt (1998) from the UCI "adult" data set (Murphy & Aha, 1994) . Problems web1 to web7 are also from Platt. Note that all problems from Statlog (except dna) and fourclass are with real numbers so we scale them to [−1, 1] . Some of these problems have more than 2 classes so we treat all data not in the first class as in the second class. Problems dna, adult, and web are with binary representation so we do not conduct any scaling.
We test problems by using RBF and polynomial kernels. For the RBF kernel, we use
2 /n for Statlog problems and fourclass. We use K (x i , x j ) = e −0.05 x i −x j 2 for adult and web problems following the setting in Joachims (1998) . For the polynomial kernel, similarly we have
For each kernel, we test C = 1 and C = 1000. Usually C = 1 is a good initial guess. As it is difficult to find out the optimal C, a procedure is to try different Cs and compare error rates obtained by cross validation. In Saunders et al. (1998) , they point out that plotting a graph of error rate on different Cs will typically give a bowl shape, where the best value of C is somewhere in the middle. Therefore, we think it may be necessary to solve problems with large Cs so C = 1000 is tested here. In addition, the default C of SVM light is 1000. Numerical results using q = 10 are presented in Tables 5 to 8. The column "SV(BSV)" represents the number of support vectors and bounded support vectors. The column "Mis." is the number of misclassified training data while the "Obj." and "Iter." columns are objective values and the number of iterations, respectively. Note that here we present the objective value of the dual (that is, (1.2) and (1.5)). We also present the computational time (in seconds) in the last column. SVM light implements a technique called "shrinking" which drops out some variables at the upper bound during the iterative process. Therefore, it can work on a smaller problem in most iterations. Right now we have not implemented similar techniques in BSVM so in Tables 5-8 (2000), we link SVM light with LOQO (Venderbei, 1994) to achieve better stability. To give an idea of effects on using shrinking, in Table 9 we present results of SVM light using this technique. It can be seen that shrinking is a very useful technique for large problems. How to effectively incorporate shrinking in BSVM is an issue for future investigation.
From Tables 5 to 8 , we can see that results obtained by BSVM, no matter number of support vectors, number of misclassified data, and objective values, are very similar to Table 6 . RBF kernel and C = 1000. those by SVM light . This suggests that using BSVM, a formula with an additional term b 2 /2 in the objective function, does not affect the training results much. Another interesting property is that the objective value of BSVM is always smaller than that of SVM light . This is due to the properties that y T α = 0 in (1.2) and the feasible region of (1.2) is a subset of that of (1.5). To further check the effectiveness of using (1.5), in Tables 10 and 11 , we present error rates by 10-fold cross validation or classifying original test data. Among all problems, test data of dna, satimage, letter, and shuttle are available so we present error rates by classifying them. Results suggest that for these problems, using (1.5) produces a classifier which is as good as that of using (1.2) . In addition, we can see that the best rate may happen at different values of C.
When C = 1, BSVM and SVM light take about the same number of iterations. However, it can be clearly seen that when C = 1000, both decomposition methods take many more iterations. For most problems we have tested, not only those presented here, we observe slow convergence of decomposition methods when C is large. There are several possible reasons which cause this difficulty. We think that one of them is that when C is increased, the number of free variables in the iterative process is increased. In addition, the number of free variables at the final solution is also increased. Though both the numbers of support and bounded support vectors are decreased when C is increased, in many cases, bounded variables when C = 1 become free variables when C = 1000. When C is increased, the separating hyperplane tries to to fit as many training data as possible. Hence more points (i.e. more free α i ) tend to be at two planes w T φ(x) + b = ±1. Since the decomposition method has more difficulties on handling free variables, if the problem is ill-conditioned, more iterations are required. As our selection of the working set always try to push free variables to be bounded variables, the number of free variables is kept small. Therefore, the convergence seems faster. It can be clearly seen that for almost all cases in Tables 6 and 8 , BSVM takes fewer iterations than SV M light . Problem fourclass in Table 6 is the best example to show the characteristic of BSVM. For this problem, at the final solution, the number of free variables is small. In the iterative process of decomposition methods, many free variables of iterates are in fact bounded variables at the final solution. BSVM considers free variables in subsequent iterations so all bounded variables are quickly identified. The number of free variables is kept small so the slow local convergence does not happen. However, SVM light goes through an iterative process with more free variables so it takes a lot more iterations. We use figure 3 to illustrate this observation in more detail. It can be seen in figure 3(a) that the number of free variables in SVM light is increased to about 70 in the beginning. Then it is difficult do identify whether they should be at the bounds or not. Especially in final iterations, putting a free variable on a bound can take thousands of iterations. On the other hand, the number of free variables of BSVM is always small (less than 50).
We also note that sometimes many free variables in the iterative process are still free in the final solution. Hence BSVM may pay too much attention on them or wrongly put them as bounded variables. Therefore, some iterations are wasted so the gap between BSVM and SVM light is smaller. An example of this is adult problems. Next we study the relation between number of iterations and q, the size of the working set. Using the RBF kernel and C = 1000, results are in Tables 12 and 13 . We find out that by using BSVM, number of iterations is dramatically decreased as q becomes larger. On the other hand, using SVM light , the number of iterations does not decrease much. Since optimization solvers costs a certain amount of computational time in each iteration, this result shows that SVM light is only suitable for using small q. On the other hand, Algorithm 2.1 provides the potential of using different q in different situations. 
This is different from the bounded case where we have ∇ f (α k ) i = 0. Therefore, unlike Algorithm 2.1 where q/2 free elements with the smallest |∇ f (α k ) i | are chosen, here we select the smallest |∇ f (α k ) i + by i |. Note that b is not a constant and must be recalculated in each iteration.
As in previous sections we focus on using Algorithm 2.1 for bounded formulation (1.5), we wonder whether the concept of reducing the number of free variables could also work for the regular formulation (1.2) . Note that the experience in Section 2 tells us that without experiments and analysis it is difficult to judge whether a working set selection is useful for one formulation or not. Thus in this section we will conduct some preliminary experiments.
We implement Algorithm 4.1 with q = 10, q 1 = 6, and q 2 = 4. All other settings such as stopping criteria are the same as in the previous section. Results using MATLAB for small problems are in Tables 14 and 15 . The RBF kernel is used so we compare them with Tables  5 and 6 . It can be clearly seen that the number of iterations is smaller than that of SVM light and is competitive with BSVM. This experiment confirms the importance of choosing free variables into the working set. A full implementation using Algorithm 4.1 for (1.2) will be an important research topic. A good linear-constrained optimization software must be chosen in order to solve (1.3).
Discussions and conclusions
From an optimization point of view, decomposition methods are like "coordinate search" methods or "alternating variables method" (Fletcher, 1987, Chapter 2.2) . They have slow convergences as the first and second order information is not used. In addition, if the working set selection is not appropriate, though the strict decrease of the objective value holds, the algorithm may not converge (see, for example, Powell, 1973) . However, even with such disadvantages, the decomposition method has become one of the major methods for SVM. We think the main reason is that the decomposition method is efficient for SVM in the following situations:
1. C is small and most support vectors are at the upper bound. That is, there are not many free variables in the iterative process. 2. The problem is well-conditioned even though there are many free variables.
For example, we do not think that adult problems with C = 1000 belong to the above cases. They are difficult problems for decomposition methods.
If for most applications we only need solutions of problems which belong to the above situations, current decomposition methods may be good enough. Especially a SMO type (Platt, 1998) algorithm has the advantage of not requiring any optimization solver. However, if in many cases we need to solve difficult problems (for example, C is large), more optimization knowledge and techniques should be considered. We hope that practical applications will provide a better understanding on this issue.
Regarding the SVM formulation, we think (1.5) is simpler than (1.1) but with similar quality for our test problems. In addition, in this paper we experiment with different implementation of the working set selection. The cost is always the same: at most O(ql) by selecting some of the largest and smallest ∇ f (α k ). This may not be the case for regular SVM formulation (1.1) due to the linear constraint y T α = 0. In SVM light , the implementation is simple because (2.1) is very special. If we change constraints of (2.1) to 0 ≤ α k + d ≤ C, the solution procedure may be more complicated. Currently we add b 2 /2 into the objective function. This is the same as finding a hyperplane passing through the origin for separating data [φ(x i ), 1], i = 1, . . . , l. It was pointed out by Cristianini and Shawe-Taylor (2000) that the number 1 added may not be the best choice. Experimenting with different numbers can be a future issue for improving the performance of BSVM.
From a numerical point of view, there are also possible advantages of using (1.5). When solving (1.2), a numerical difficulty is on deciding whether a variable is at the bound or not because it is generally not recommended to compare a floating-point number with another one. For example, to calculate b of (1.2), we use the following KKT condition
(5.1) Therefore, we can calculate b by (5.1) where i is any element in B. However, when implementing (5.1), we cannot directly compare α i to 0 or C. In SVM light , a small a = 10 −12 > 0 is introduced. They consider α i to be free if α i ≥ a and α i ≤ C − a . Otherwise, if a wrong α i is considered, the obtained b can be erroneous. On the other hand, if the bounded formulation is used and appropriate solvers for sub-problem (2.7) are used, it is possible to directly compare α i with 0 or C without needing an a . For example, in Lin and Moré (1999) , they used a method called "project gradient" and in their implementation all values at bounds are done by direct assignments. Hence it is safe to compare α i with 0 or C. To be more precise, for floating-point computation, if α i ← C is assigned somewhere, a future floating-point comparison between C and C returns true as they both have the same internal representation.
In Platt (1998) , a situation was considered where the bias b of the standard SVM formulation (1.2) is a constant instead of a variable. Then the dual problem is a bound-constrained formulation so BSVM can be easily modified for it.
In Section 2, we demonstrate that finding a good working set is not an easy task. Sometimes a natural method turns out to be a bad choice. It is also interesting to note that for different formulations (1.2) and (1.5), similar selection strategies (2.1) and (2.2) give totally different performance. On the other hand, both Algorithms 2.1 and 4.1 are very useful for (1.2) and (1.5), respectively. Therefore, for any new SVM formulations, we should be careful when applying existing selections to them.
Finally we summarize some possible advantages of Algorithm 2.1:
1. It keeps the number of free variables as low as possible. This in general leads to faster convergences for difficult problems. 2. It tends to consider free variables in the current iteration again in subsequent iterations.
Therefore, corresponding columns of these elements are naturally cached.
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