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izdelave diplomskega dela nudila pomoč in podporo. Prav tako se zahvaljujem
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BSON Binary JSON binarni JSON
CLI Command-line interface vmesnik za ukazno vrstico
CSS Cascading Style Sheets predloge, ki določajo videz
spletnih strani
DI Dependency Injection vrivanje odvisnosti
DOM Document Object Model objektni model dokumenta
HTML Hyper Text Markup Language jezik za označevanje nadbese-
dila
IDE Integrated Development Envi-
ronment
integrirano razvojno okolje
JSON JavaScript Object Notation objektna notacija za Java-
Script
JWT JSON Web Tokens JSON spletni žeton
MEAN MongoDB, Express.js, Angu-
lar and Node.js solution stack
MongoDB, Express.js, Angu-






NoSQL non-SQL database nerelacijska podatkovna baza
npm Node Package Manager skrbnik paketov za JavaScript
SPA single-page application spletna aplikacija na eni strani
TLS Transport Layer Security pro-
tocol
Transport Layer Security pro-
tokol
UML Unified Modeling Language Poenoteni jezik modeliranja
VCS Version Control System sistem za podporo obvladova-
nju verzij
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Naslov: Spletna aplikacija za podporo organizaciji atletskih tekmovanj
Avtor: Primož Svet
V atletske klube se včlanjuje vedno več otrok, dijakov, študentov in celo sta-
reǰsih. Klubi se vsako leto udeležijo in organizirajo več različnih tekmovanj
oziroma mitingov. Na takšne dogodke je velikokrat prijavljenih tudi več sto
atletov, zato je dobra organizacija še kako pomembna. Trenutni način organi-
zacije in vodenja manǰsih, lokalnih tekmovanj ni najbolǰsi, ker klubi nimajo
sredstev za najem po navadi dragih strokovnjakov z ustrezno programsko
podporo. Sklenjeno je bilo, da se razvije spletna aplikacija, ki bo omogočila
bolǰso, predvsem pa lažjo organizacijo in vodenje tovrstnih tekmovanj.
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More and more children, high school students, college students and even the
elderly are joining athletic clubs. Every year, clubs participate in and orga-
nize several different competitions or rallies. Hundreds of athletes are often
registered for such events, so good organization is very important. The cur-
rent way of organizing and conducting smaller, local competitions is not the
best, because clubs do not have the funds to hire usually expensive profes-
sionals with the appropriate software support. It was decided to develop a
web application that will enable better and, above all, easier organization,
and management of such competitions.






V atletske klube se včlanjuje vedno več otrok, dijakov, študentov in celo sta-
reǰsih. Klubi se vsako leto udeležijo in organizirajo več različnih tekmovanj
oziroma mitingov. Na takšne dogodke je velikokrat prijavljenih tudi več sto
atletov, zato je dobra organizacija še kako pomembna. Za večja tekmova-
nja, na regijski in državni ravni, lahko rečemo, da so dobro pokrita s sistemi
za organizacijo in vodenje, medtem ko manǰsa, lokalna in otroška tekmova-
nja, nimajo takšnega proračuna, ki bi pokril stroške profesionalne organiza-
cije in vodenja. Ko govorimo o manǰsih tekmovanjih, to ne pomeni nujno
majhnega števila udeležencev, saj lahko število tekmovalcev na običajem
občinskem ali šolskem tekmovanju hitro preseže 100. Na podlagi tega je bila
sprejeta odločitev, da se bodo znanja o spletnih tehnologijah uporabila za ra-
zvoj praktične rešitve, ki bi reševala problem organizacije in vodenja manǰsih





Glavni cilj diplomskega dela je razvoj spletne aplikacije, ki bi omogočila eno-
stavno organizacijo lokalnih atletskih tekmovanj oziroma mitingov. Aplika-
cija bo tako organizatorjem tekmovanj kot tudi pomočnikom, ki vnašajo in
urejajo rezultate, omogočala vnos rezultatov v živo in s tem prihranek časa.
To bo pomenilo tudi, da bodo atleti in spremljevalci lahko prej dostopali do
svojih rezultatov.
Spletna aplikacija mora kot glavno funkcionalnost omogočati ustvarja-
nje tekmovanja. Znotraj tega mora ponujati ustvarjanje disciplin oziroma
štartnih list in njihovo dodeljevanje različnim akterjem – pomočnikom. Ker se
lahko na manǰsih tekmovanjih tekmovalci prijavijo neposredno pred začetkom
tekmovanja, mora aplikacija podpirati tudi naknadno dodajanje tekmovalcev
na tekmovanje. Spremljanje štartnih list in rezultatov mora biti na voljo v
spletni aplikaciji, omogočen pa mora biti tudi prenos teh dokumentov in po-
sledično tisk. Seveda mora aplikacija predvidevati tudi morebitne napake
pri vpisu rezultatov. Zato mora ponujati naknadno popravljanje rezultatov
s strani organizatorja tekmovanja.
Pomočniki na tekmovanjih so velikokrat dijaki ali študenti, ki upora-
bljajo različne naprave. Prav to je razlog za razvoj spletne aplikacije, saj
s tem pridobimo na neodvisnosti od platforme. Tako je zagotovljen dostop
iz računalnikov in mobilnih naprav, kot so mobilni telefoni in tablice. Prven-
stveno je aplikacija namenjena slovenskemu trgu, zato mora biti implemen-
tirana v slovenskem jeziku.
1.3 Pregled sorodnih aplikacij
Za analizo zasnove spletne aplikacije smo se osredotočili na profesionalne
rešitve na slovenskem tržǐsču. Tekom iskanja smo naleteli na dva večja igralca
na področju organizacije tekmovanj, in sicer Timing Ljubljana in Pro Time.
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1.3.1 Timing Ljubljana
Pri Timing Ljubljana gre za organizacijo, ki nudi tehnološko podporo športu.
Ukvarja se z izvedbo športnih prireditev, hkrati pa tudi z elektronskim merje-
njem in računalnǐsko obdelavo rezultatov. Sodelujejo s profesionalnimi in sve-
tovno znanimi podjetji na področju merjenja časa in organizacije tekmovanj,
kot so Lynx System Developers (znan predvsem po produktih FinishLynx,
ki veljajo za najbolǰse na svetu s področja kamer za počasne posnetke in
avtomatizirano beleženje rezultatov), Omega, Longines, Microgate (ukvar-
jajo se s profesionalnim merjenjem časa in različnimi področji spremljanja
napredka tekmovalcev), Daktronics (različni zasloni za rezultate in prenose
v živo) in MyLaps (poznan po avtomatskem merjenju časa in drugačni, bolj
interaktivni, organizaciji tekmovanj). Timing Ljubljana ne pokriva le atle-
tike, temveč tudi druge športe, kot so plavanje, tek, smučanje itd. Prav tako
v ponudbi nimajo le najema profesionalnih storitev merjenja temveč tudi
najem ozvočenja, rekvizitov za tekmovanja, prevozov in celo teptalcev snega
[45].
1.3.2 Pro Time
Podobne storitve kot Timing Ljubljana ponuja tudi podjetje Pro Time. Gre
za mlaǰse podjetje, ki je bilo uradno ustanovljeno leta 2014, začetki pa segajo
v leto 2007. Ukvarjajo se s profesionalnim elektronskim merjenjem rezulta-
tov na športnih tekmovanjih. Za zajem in obdelavo rezultatov pa uporabljajo
programske rešitve Race/Result in Timetronics. Pokrivajo vse od tekaških
tekmovanj in triatlonov, pa do atletike in celo moto športa. Tako kot Ti-
ming Ljubljana ponujajo tudi sodobno vizualno podporo tekmovanjem in
prireditvam z LED semaforji in LCD zasloni. Ponujajo tudi sodobne rešitve
sledenja tekmovalcem. Za razliko od Timing Ljubljana so se razširili še na
hrvaški trg, v zadnjih letih pa tudi v Srbijo, Bosno in Hercegovino ter Črno
goro [40].
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Po analizi navedenih sorodnih rešitev smo lahko zasnovali videz in funkcio-
nalnosti spletne aplikacije. Ker ciljamo na manǰsa tekmovanja, ki si takšnega
profesionalnega nivoja storitev ne morejo privoščiti, ne moremo ponujati
tako profesionalne opreme kot jo ponujata Timing Ljubljana in Pro Time.
Za določitev funkcionalnosti smo se zato osredotočil na tok dogodkov pri
običajnem otroškem atletskem mitingu. Ena glavnih funkcionalnosti pa mora
seveda biti spremljanje rezultatov v živo. Spletna aplikacija mora biti eno-
stavna za uporabo in, za razliko od Timing Ljubljana, pregledna in sodobna
na pogled.
1.4 Struktura diplome
Diplomsko delo je v nadaljevanju razdeljeno na več poglavij, in sicer Orodja in
tehnologije, Ogrodje Angular, Predstavitev problema, Analiza, Načrtovanje,
Predstavitev spletne aplikacije in Zaključki. Poglavje Orodja in tehnologije
vsebuje kratko predstavitev razvojnega okolja in tehnologij, ki smo jih upora-
bili pri izdelavi spletne aplikacije. Drugo večje poglavje zajema predstavitev
ogrodja Angular. Poglavji Analiza in Načrtovanje vsebujeta različne sheme in
diagrame, ki so ključni za uspešen razvoj programske opreme. V sklopu po-
glavja Predstavitev spletne aplikacije so predstavljene nekatere ključne funk-
cionalnosti oziroma deli funkcionalnosti, za katere menimo, da potrebujejo
dodatne predstavitve. Zadnje poglavje pa zajema zaključne sklepe o spletni
aplikaciji in nekatere predloge za nadaljnji razvoj.
Poglavje 2
Orodja in tehnologije
Danes v ospredje prihaja celostni razvoj, ki govori o tem, da je razvijalec
zadolžen za razvoj tako zalednega, kot tudi čelnega dela programske opreme.
S tem se poveča zavedanje o celotni nalogi oziroma problemu, katerega pri
drugih tipih razvoja programske opreme nimamo. Tako smo se tudi lotili
razvoja. V naslednjih dveh podpoglavjih so zbrani opisi ključnih orodij in





Za razvoj spletne aplikacije smo uporabili integrirano razvojno okolje (IDE)
WebStrom podjetja JetBrains. IDE velja za enega bolǰsih okolij za razvoj
spletnih, mobilnih, strežnǐskih in celo namiznih aplikacij. Podpira avtomat-
sko dopolnjevanje kode, zaznavanje napak, napreden razhroščevalnik in tudi
integracijo s sistemi za podporo obvladovanju verzij (VCS – Version control
systems), kot so Git, GitHub, Mercurial itd. [48].
2.1.2 Lucidchart
Za izdelavo diagramov, ki so nastali tekom analize in načrtovanja spletne
aplikacije, smo uporabili spletno orodje Lucidchart. Orodje omogoča izde-
lavo različnih diagramov, kot so na primer E-R diagrami, diagrami toka po-
datkov itd. Podpira tudi jezik UML, ki je standardni jezik za modeliranje
računalnǐskih sistemov in procesov. Poleg individualne izdelave diagramov
podpira tudi ekipno izdelavo diagramov, kjer lahko več članov ekipe dela na
istem dokumentu hkrati [28, 29].
2.1.3 Postman
Postman je programsko orodje, ki omogoča izvajanje klicev aplikacijskega
programskega vmesnika – API. Uporaben je predvsem kot pomoč pri razvoju
spletne aplikacije oziroma lastnega aplikacijskega programskega vmesnika,
saj omogoča pošiljanje zahtev tipa GET, POST, PUT in PATCH. Podprto




Bootstrap je odprtokodno ogrodje, ki se uporablja za hitro in enostavno
izdelavo prilagodljivih in odzivnih uporabnǐskih vmesnikov, ki se avtomatsko
prilagajajo velikosti zaslona. Vključuje različne predloge iz jezikov HTML in
CSS, kot tudi nekatere JavaScript vtičnike. Najnoveǰsa verzija je Bootstrap 4,
ki je bila izdana leta 2018 in podpira najnoveǰse verzije vseh znanih spletnih
brskalnikov [5, 6, 7].
2.2.2 CSS
CSS (Cascading Style Sheets) je jezik, ki ga uporabljamo za dodajanje stilov
oziroma videza dokumentu HTML. CSS opǐse, kako naj se prikaže HTML
dokument – omogoča ločitev strukture strani od njene predstavitve. Glavne
prednosti jezika CSS so prihranek časa, saj bomo lahko CSS skripto uporabili
v več različnih HTML dokumentih, strani se bodo naložile hitreje, ker bo kode
za prenos manj, prav tako pa bo omogočeno tudi hitro vzdrževanje, saj bo
potrebno spremembo stila popraviti samo na enem mestu [9, 10, 25].
2.2.3 Express
Express velja za eno od najbolj priljubljenih ogrodij za razvoj aplikacij v oko-
lju Node.js. Gre za preprosto in razširljivo ogrodje, ki omogoča več različnih
mehanizmov, kot so: obvladovanje HTTP zahtev, izdelava posrednǐskih funk-
cij in obvladovanje uporabnǐskih sej. Slednje je zelo koristno pri implemen-
taciji na strani strežnika. Express je bil narejen za gradnjo tako klasičnih
spletnih aplikacij kot tudi spletnih aplikacij na eni strani (ang. single-page




HTML5 je trenutno najbolj napredna verzija označevalnega jezika HTML
(Hyper Text Markup Language), ki je standardni označevalni jezik spletnih
strani. Spletne strani, izdelane s pomočjo označevalnega jezika HTML, so
zgrajene iz elementov, ki so sestavljeni iz začetne in končne značke. HTML5
je nastal s sodelovanjem dveh svetovno znanih organizacij, in sicer W3C
(World Wide Web Consortium) in WHATWG (Web Hypertext Application
Technology Working Group). Z verzijo HTML5 je bilo omogočeno delova-
nje funkcionalnosti, kot so predvajanje videoposnetkov, vlečenje (ang. drag-
and-drop), novi semantični elementi in geolociranje, brez uporabe posebnih
vtičnikov [18, 19, 26].
2.2.5 JavaScript
JavaScript je eden izmed najbolj priljubljenih programskih jezikov. Rečemo
mu lahko tudi programski jezik spleta. Je lahek za učenje in si deli veliko
lastnosti in struktur z jezikom Java, kljub temu da sta bila jezika razvita
neodvisno drug od drugega in da JavaScript sintaktično bolj sledi jeziku C.
Poleg jezika HTML in CSS je JavaScript eden izmed ključnih jezikov, ki se
uporablja za gradnjo spletnih strani in spletnih aplikacij. Uporablja se za
dodajanje dinamičnih komponent spletnim stranem, v kombinaciji z Node.js
okoljem pa ga lahko uporabimo tudi na strani strežnika [23, 24].
2.2.6 MongoDB
Podatkovna baza MongoDB je ena izmed glavnih predstavnic NoSQL po-
datkovnih baz. Gre za dokumentno podatkovno bazo, ki kljub temu, da ni
relacijska podatkovna baza, omogoča dobro skalabilnost in fleksibilnost, saj
ne zahteva točno določene podatkovne strukture. Poleg skalabilnosti in fle-
ksibilnosti omogoča tudi potrebno poizvedovanje in indeksiranje. Podatki v
MongoDB so shranjeni v obliki BSON (Binary JSON ), ki je zelo podobna
obliki JSON (JavaScript Object Notation). Zapis v podatkovni bazi se ime-
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nuje dokument, več dokumentov skupaj pa imenujemo zbirka oziroma ko-
lekcija. Gre za odprtokodno rešitev, ki se uporablja predvsem pri delu z
velikimi podatki (ang. Big Data). Za primere, ko potrebujemo več operacij,
ki se morajo v celoti izvesti uspešno, ni primerna, saj ni transakcijska baza
[30, 49].
2.2.7 Mongoose
Kot smo omenili pri opisu podatkovne baze MongoDB je ta brez strogo
določene podatkovne strukture. V primeru naše aplikacije pa smo potre-
bovali bolj fiksno določeno podatkovno strukturo. V ta namen smo uporabili
knjižnico Mongoose, ki omogoča preslikavo med JSON objekti in dokumenti
podatkovne baze MongoDB. Vsaka tako imenovana shema se preslika v zbirko
v MongoDB podatkovni bazi in tako določi obliko dokumentov v tej zbirki.
Iz sheme nato naredimo model, s katerim lahko delamo. Prednost knjižnice
pa je tudi to, da že na začetku vključuje uporabne funkcije, kot na primer
validacijo in gradnjo poizvedb [31].
2.2.8 Node.js
Node.js je odprtokodno strežnǐsko okolje, sposobno poganjati JavaScript kodo
izven brskalnika. Razvoj v jeziku JavaScript pa je tudi ena izmed glavnih
prednosti, saj je ta jezik široko razširjen pri razvoju na strani odjemalca.
Prednost je prav tako, da Node.js deluje na različnih platformah. Za razliko
od tradicionalnih spletnih strežnikov, kot je na primer Apache, se Node.js
izvaja v eni niti, saj izkorǐsča asinhrono delovanje jezika JavaScript. To po-
meni, da ni potrebno čakati, da se določen zahtevek zaključi, preden se lahko
prične novi. S tem Node.js omogoča zelo hitro izvajanje kode in manǰso
porabo sistemskih virov [1, 54].
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2.2.9 npm
npm je največji svetovni register programske opreme, ki ponuja veliko različnih
paketov kode. Gre za odprtokodno rešitev, katero lahko uporabljamo brez
prijave ali registracije. npm se namesti skupaj z Node.js. Vsi npm paketi so
definirani v datotekah package.json. Nov paket npm namestimo preprosto s
CLI ukazom npm install <paket> [50].
Poglavje 3
Ogrodje Angular
Ogrodje Angular je odprtokodno ogrodje za izdelavo spletnih aplikacij. Raz-
vilo ga je podjetje Google s pomočjo nekaterih posameznikov in podjetij.
Napisano je v jeziku TypeScript in z uporabo jezikov HTML in TypeScript
omogoča izdelavo spletnih aplikacij na eni strani. V aplikaciji smo ga upo-
rabili iz vidika izbolǰsanja uporabnǐske izkušnje, saj smo s tem razbremenili
strežnik in premaknili del procesiranja na stran odjemalca, tj. v spletni br-
skalnik odjemalca. [3, 21].




Za namestitev ogrodja Angular mora biti predhodno nameščeno okolje Node.js
in npm. Za uporabo ogrodja Angular je potrebno namestiti Angular CLI,
preko katerega kreiramo nove projekte, dodajamo knjižnice, testiramo in
poganjamo aplikacije. Namestitev Angular CLI se izvede z ukazom: npm
install -g @angular/cli [41].
3.2 Osnovni koncepti ogrodja
Pod osnovne koncepte ogrodja Angular štejemo komponente (ang. compo-
nents), predloge (ang. templates), direktive (ang. directives) in vrivanje
odvisnosti (ang. dependency injection).
3.2.1 Komponente
Komponente v Angularju predstavljajo osnovno enoto za gradnjo Angular
aplikacij. Vsaka komponenta je sestavljena iz HTML predloge, ki predstavlja
strukturo strani, TypeScript razreda, ki opǐse obnašanje te komponente, CSS
selektorja, ki določa, kako se komponenta uporabi v predlogah, in opcijsko
CSS stila, ki predstavlja videz predloge [2].
Vsaka komponenta ima svoj življenjski cikel, ki se začne, ko Angular iz-
dela primerek razreda komponente in upodobi pogled komponente. Cikel se
nadaljuje, ko se nad komponento izvajajo spremembe, in konča, ko Angu-
lar primerek komponente uniči in odstrani predlogo iz objektnega modela
dokumenta (DOM) [17].
3.2.2 Predloge
Predloga je v ogrodju Angular predstavljena kot del HTML kode, ki pre-
stavlja strukturo strani. Znotraj predlog lahko uporabimo posebno Angular
sintakso, s katero lahko razširimo klasični jezik HTML. Na ta način lahko na
primer dinamično pridobimo in nastavimo vrednosti določenim elementom
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na strani. Pri tem poznamo enosmerno in dvosmerno povezovanje podatkov,
dinamično dodajanje stilov in razredov, poslušanje dogodkov (npr. klik na
gumb) in spremenljivke predlog, ki omogočajo uporabo podatkov iz enega
dela predloge v drugem [44].
Na tem mestu je potrebno omeniti, da v ogrodju Angular obstajajo tudi
funkcije, katere lahko uporabimo neposredno v predlogah in so uporabne
v primerih, ko moramo pred izpisom podatke preoblikovati, tj. spremeniti
način prikaza datuma, valute, način prikaza določenega besedila itd. Takšnim
funkcijam pravimo cevi (ang. pipes) [46].
3.2.3 Direktive
Ogrodje Angular ponuja dve vrsti direktiv, in sicer atributne in strukturne
direktive.
Atributne direktive poslušajo in modificirajo obnašanje HTML elemen-
tov, atributov, lastnosti in komponent. Najbolj znane atributne direktive so
NgClass, ki dodaja oziroma odstranjuje CSS razrede, NgStyle je namenjena
dodajanju in odstranjevanju HTML stilov, NgModel pa omogoča dvosmerno
povezovanje podatkov.
Strukturne direktive pa ne skrbijo za obnašanje, temveč so odgovorne
za postavitev elementov HTML. Uporabljajo se za oblikovanje oziroma pre-
oblikovanje DOM strukture z manipulacijo elementov, katerim so dodane.
Najbolj pogosto uporabljene strukturne direktive so NgIf, ki pogojno ustvari
ali uniči poglede iz določene predloge, NgFor omogoča ponovitev določene
akcije za vsak element v seznamu ali tabeli in NgSwitch, ki se uporablja za
preklapljanje med različnimi alternativnimi pogledi [8].
3.2.4 Vrivanje odvisnosti
Odvisnosti so storitve ali objekti, katere določen razred potrebuje, da lahko
opravlja svojo funkcijo. Vrivanje odvisnosti (ang. dependency injection –
DI ) je načrtovalski vzorec, pri katerem razred namesto, da ustvari svoje,
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zahteva odvisnosti iz zunanjega vira. Pri ogrodju Angular to dosežemo z
uvedbo storitev (ang. services). Na določeno storitev se lahko sklicuje več
komponent ali pa celo drugih storitev. Da storitev lahko vrinemo v kompo-
nento ali v drugo storitev, mora biti vidna komponenti oziroma drugi storitvi.
Da vrinemo odvisnost, moramo najprej uvoziti odvisnost v komponento ali
drugo storitev in nato v konstruktorju komponente ali druge storitve ustvariti
argument tipa odvisnosti, ki jo želimo vriniti [12, 55].
3.3 Enostransko in dvostransko povezovanje
podatkov
Enostransko in dvostransko povezovanje podatkov (ang. one- in two-way
data binding) sta dva pomembna načina izmenjave podatkov med kompo-
nento in objektnim modelom dokumenta, saj s tem dosežemo dinamične
spletne aplikacije [36].
Enostransko povezovanje podatkov (predstavljeno na sliki 3.2) omogoča
izključno povezovanje podatkov iz komponente v objektni model dokumenta
in obratno. Za enostransko povezovanje podatkov obstaja več tehnik. Neka-
tere izmed njih so lastnostno povezovanje (ang. property binding), atributno
povezovanje (ang. attribute binding) in razredno povezovanje (ang. class
binding) [13, 36].
Dvostransko povezovanje podatkov (predstavljeno na sliki 3.3) pa omogoča
obojestransko izmenjavo podatkov, tj. povezovanje podatkov iz komponente
v objektni model dokumenta in hkrati tudi iz objektnega modela dokumenta
v komponento [13, 36].
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Slika 3.2: Enosmerno povezovanje podatkov (One-way data binding).
Slika 3.3: Dvosmerno povezovanje podatkov (Two-way data binding).
V ogrodju Angular je dvostransko povezovanje podatkov omogočeno s
povezovanjem lastnostnega povezovanja (ang. property binding), ki nastavi
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določeno lastnost elementu, z dogodkovnim povezovanjem (ang. event bin-
ding), ki spremlja spremembe določenega elementa. Lastnostno povezovanje
se v ogrodju Angular označuje z oglatimi oklepaji, [], z navadnimi okle-
paji pa označujemo dogodkovno povezovanje, (). Dvostransko povezovanje
podatkov označimo s kombinacijo obeh vrst oklepajev: [()] [47].
3.4 Jezik TypeScript
Kot omenjeno na začetku tega poglavja se za uporabo ogrodja Angular upo-
rablja jezik TypeScript. Gre za odprtokodni jezik, ki je zgrajen na jeziku
JavaScript. Povedano drugače – jezik TypeScript razširi JavaScript tako, da
vpelje podatkovne tipe, kot so nizi, številke, tabele itd. [4, 53].
JavaScript v osnovi ne podpira podatkovnih tipov, kar lahko povzroči kar
nekaj težav pri razvoju spletnih aplikacij. TypeScript tako prihrani čas pri
iskanju in popravljanju morebitnih napak, hkrati pa ga je možno poganjati
povsod, kjer je možno poganjati JavaScript, saj se koda, napisana v jeziku




Kot omenjeno v uvodu imajo atletski klubi iz leta v leto vedno več članov,
zato se tudi na manǰsa tekmovanja prijavlja vedno več tekmovalcev. Tudi
sam sem, kot pomočnik organizatorja, sodeloval na več tekmovanjih. Šlo je
za lokalne atletske mitinge, na katerih je nastopilo večje število atletov in re-
kreativcev, na sporedu pa je bilo večje število disciplin. Kljub temu da so bila
tekmovanja dobro organizirana in imela dobre pomočnike, še vedno ni šlo vse
po načrtu. Trenutno so namreč ti dogodki zaradi proračuna in nepoznavanja
alternativ vodeni s pomočjo Excel tabel, ki se natisnejo in podajajo po
stadionu oziroma dvorani. Velikokrat pride do pozabljenih vpisov, nečitljivo
zapisanih rezultatov itd. Problem nastane predvsem pri urejanju rezulta-
tov, saj to velikokrat zahteva kar nekaj ur urejanja in dešifriranja zapisov.
Tako se zgodi, da je za izvedbo tovrstnega tekmovanja potrebno veliko preveč
režijskega dela, hkrati pa lahko pride do večjih napak in zamikov objav re-
zultatov.
Razvita spletna aplikacija naslavlja in rešuje prav ta problem. Orga-
nizatorju ponuja jasen pregled nad organizacijo in izvajanjem tekmovanja,





Ena najpomembneǰsih faz v razvoju katere koli aplikacije je izvedba dobre
analize. Analiza pokaže, katere funkcionalnosti naj aplikacija omogoča in
kako naj bo videti. Brez dobre analize težko prepričamo bodoče uporabnike,
da je prav to rešitev, ki so jo potrebovali. Tako se je pričel tudi razvoj naše
aplikacije. Izvedenih je bilo več pogovorov s potencialnimi uporabniki apli-
kacije, upoštevane pa so bile tudi lastne izkušnje in opažanja, iz sodelovanj
na tekmovanjih v vlogi pomočnika organizatorja. Rezultat analize sta bila
podatkovni model in diagram primerov uporabe, ki sta prikazana v nadalje-
vanju.
5.1 Podatkovni model
Pri razvoju spletne aplikacije je bila uporabljena podatkovna baza MongoDB,
ki je NoSQL podatkovna baza. To pomeni, da ni relacijska in ne podpira shra-
njevanja podatkov v tabelah. Vsak zapis v podatkovni bazi se imenuje do-
kument in več dokumentov skupaj imenujemo zbirka. Entitetno-relacijskega
diagrama oziroma E-R diagrama, kot ga poznamo pri relacijskih podatkovnih
bazah, tako ni bilo moč ustvariti. Kljub temu pa smo s pomočjo programa
DbSchema [11], proizvajalca Wise Coders GmbH, in njegove funkcionalnosti
obratnega inženiringa (ang. reverse-engineering), uspeli pridobiti virtualni
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model podatkovne baze, ki je prikazan na slikah 5.1 in 5.2.
Slika 5.1: Virtualni podatkovni model (zbirka Uporabniki).
Slika 5.2: Virtualni podatkovni model (zbirke TemplateDiscipline, Rezultati,
Poste, Tekmovalci in Klubi).
V podatkovni bazi je 6 zbirk, in sicer Klubi, Poste, Rezultati, Tekmovalci,
TemplateDiscipline in Uporabniki. Ker smo potrebovali bolj fiksno določeno
podatkovno strukturo, smo uporabili knjižnico Mongoose.
V določenih primerih je pri opisih posameznih zbirk oziroma dokumentov
kot tip podatka v podatkovni bazi uporabljen termin ObjectId. ObjectId
je razred, ki ga lahko pretvorimo v niz s pomočjo funkcije toString() in
tako dobimo 24-mestni heksadecimalni niz. V knjižnici Mongoose do njega
dostopamo z mongoose.Schema.Types.ObjectId.
V zbirki Klubi so dokumenti, ki vsebujejo podatke o klubih:
 id : enolični identifikator, avtomatsko generiran s strani podatkovne
baze MongoDB;
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 naziv : obvezen podatek tipa String, ki predstavlja poln naziv določenega
kluba;
 kratica: obvezen podatek tipa String, ki predstavlja kratico določenega
kluba;
 tekmovalciSeznam: tabela objektov tipa ObjectId dokumentov tipa
Tekmovalec, namenjena beleženju, kateri tekmovalci so včlanjeni v
določen klub.
Zbirka Poste je namenjena dokumentom, ki vsebujejo podatke o poštah:
 id : enolični identifikator, avtomatsko generiran s strani podatkovne
baze MongoDB;
 naziv : obvezen podatek tipa String, ki predstavlja poln naziv pošte;
 pstStevilka: obvezen podatek tipa Number, ki predstavlja poštno številko
določene pošte.
Zbirka Rezultati hrani dokumente tipa Rezultat, ki vsebujejo podatke o
možnih tipih rezultatov:
 id : enolični identifikator, avtomatsko generiran s strani podatkovne
baze MongoDB;
 enota: obvezen podatek tipa String, ki predstavlja enoto določenega
tipa rezultata (npr. sekunde, minute, metri itd.);
 kraticaEnote: obvezen podatek tipa String, ki predstavlja kratico enote
(npr. s, min, m itd.);
 opis : obvezen podatek tipa String, ki dodatno opǐse posamezen tip
enote, poda dodatne napotke za merjenje itd.
V zbirki Tekmovalci so dokumenti, ki vsebujejo podatke o tekmovalcih:
 id : enolični identifikator, avtomatsko generiran s strani podatkovne
baze MongoDB;
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 identifikator : enolični obvezni podatek tipa Number je številka, ki pred-
stavlja osebno identifikacijsko številko posameznega tekmovalca v sple-
tni aplikaciji Tekmovalko in se avtomatsko dodeljuje novo dodanim
tekmovalcem;
 ime: obvezen podatek tipa String, ki predstavlja ime tekmovalca;
 priimek : obvezen podatek tipa String, ki predstavlja priimek tekmo-
valca;
 letnik : obvezen podatek tipa Number, ki predstavlja letnik rojstva tek-
movalca;
 klub: obvezen podatek tipa ObjectId dokumenta tipa Klub, ki predsta-
vlja enolični identifikator kluba, v katerega je tekmovalec včlanjen.
Zbirka TemplateDiscipline je namenjena dokumentom, ki vsebujejo po-
datke o vzorčnih disciplinah, tj. disciplinah, ki so na voljo organizatorjem za
lažje kreiranje novih disciplin:
 id : enolični identifikator, avtomatsko generiran s strani podatkovne
baze MongoDB;
 naziv : obvezen podatek tipa String, ki vsebuje poln naziv vzorčne di-
scipline;
 stPoizkusov : obvezen podatek tipa Number, ki pove, koliko poizkusov
ima na voljo tekmovalec pri tej vzorčni disciplini;
 napotki : obvezen podatek tipa String, ki je lahko max ali min in
predstavlja obvezne napotke za merjenje in določanje uvrstitev pri
tej vzorčni disciplini (max pomeni, da je zmagovalec tekmovalec z
najvǐsjim rezultatom, min pa, da je zmagovalec tekmovalec z najnižjim
rezultatom);
 tipRezultata: obvezen podatek tipa Rezultat, ki hrani podrobnosti o
enoti, v kateri se meri rezultat.
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Zbirka Uporabniki sestoji iz štirih različnih tipov dokumentov. Pri im-
plementaciji te zbirke je bil uporabljen koncept odvisnih dokumentov (ang.
subdocument) [42]. Gre za dokumente, ki so podobni navadnim dokumentom,
vendar z razliko, da niso shranjeni individualno, temveč v sklopu starševskih
dokumentov. V zbirki Uporabniki so dokumenti tipa Uporabnik neodvisni
dokumenti, dokumenti tipov Tekmovanje, Disciplina in Poizkus pa so odvi-
sni, kar pomeni, da ne morejo obstajati brez dokumenta tipa Uporabnik.
Dokumenti tipa Uporabnik:
 id : enolični identifikator, avtomatsko generiran s strani podatkovne
baze MongoDB;
 ime: obvezen podatek tipa String, ki vsebuje ime uporabnika;
 priimek : obvezen podatek tipa String, ki vsebuje priimek uporabnika;
 email : enolični obvezen podatek tipa String, ki vsebuje elektronski
naslov uporabnika, potreben za prijavo v spletno aplikacijo;
 zgoscenaVrednost : podatek tipa String, ki je namenjen hranjenju re-
zultata šifriranja gesla, tj. zgoščene vrednosti (ang. hash);
 nakljucnaVrednost : podatek tipa String, namenjen hranjenju naključne
vrednosti (ang. salt), ki se uporablja pri šifriranju gesla uporabnika;
 status : obvezen podatek tipa String, ki je lahko organizator ali po-
mocnik in določa status, ki ga ima uporabnik v spletni aplikaciji;
 seznamTekmovanj : tabela odvisnih dokumentov tipa Tekmovanje, ki
hrani vsa tekmovanja, katerih organizator je ta uporabnik;
 disciplina: v primeru uporabnika tipa pomocnik je to obvezen poda-
tek tipa ObjectId in vsebuje identifikator discipline, kateri je pomočnik
oziroma uporabnik bil dodeljen.
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Odvisni dokumenti tipa Tekmovanje:
 id : enolični identifikator, avtomatsko generiran s strani podatkovne
baze MongoDB;
 naziv : enolični obvezen podatek tipa String, ki vsebuje poln naziv tek-
movanja;
 opis : obvezen podatek tipa String, ki vsebuje opis tekmovanja;
 datum: obvezen podatek tipa Date, ki hrani datum začetka tekmovanja
(privzeta vrednost je trenutni datum);
 ura: obvezen podatek tipa String, ki hrani uro začetka tekmovanja;
 naslov : obvezen podatek tipa String, ki vsebuje naslov lokacije tekmo-
vanja;
 posta: obvezen podatek tipa String, ki predstavlja poln naziv pošte
lokacije tekmovanja;
 pstStevilka: obvezen podatek tipa Number, ki predstavlja poštno številko
pošte lokacije tekmovanja;
 organizator : obvezen podatek tipa ObjectId, ki hrani identifikator upo-
rabnika, ki je kreiral tekmovanje;
 dodatniOrganizatorji : tabela tipa ObjectId, ki hrani identifikatorje upo-
rabnikov, ki so na tekmovanju dodatni organizatorji;
 status : obvezen podatek tipa String, ki je lahko kmalu, odprto ali
zakljuceno (privzeta vrednost je kmalu) in pove, v katerem stanju
je tekmovanje;
 seznamDisciplin: tabela dokumentov tipa Disciplina, ki hrani vse di-
scipline, ki se bodo izvajale na tekmovanju.
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Odvisni dokumenti tipa Disciplina:
 id : enolični identifikator, avtomatsko generiran s strani podatkovne
baze MongoDB;
 naziv : enolični obvezen podatek tipa String, ki vsebuje poln naziv di-
scipline;
 kategorija: obvezen podatek tipa String, ki je lahko v naboru Č,
MČ, MM, SM, U6, U8, U10, U12, U14, U16 in
V ter predstavlja, za katero starostno kategorijo je predvidena disci-
plina;
 spol : obvezen podatek tipa String, ki je lahko moski ali zenski in
vsebuje podatek, za kateri spol je predvidena disciplina;
 ura: obvezen podatek tipa String, ki pove uro začetka discipline;
 pomocnik : podatek tipa ObjectId, ki vsebuje identifikator uporabnika
tipa pomočnik, v kolikor je bil dodeljen disciplini;
 stPoizkusov : obvezen podatek tipa Number, ki hrani število poizkusov,
ki so na voljo tekmovalcu (najmanǰsa vrednost je 1, največja 6);
 rezultat napotki : obvezen podatek tipa String, ki je lahko max ali
min in predstavlja obvezne napotke za merjenje in določanje uvrsti-
tev pri tej vzorčni disciplini (max pomeni, da je zmagovalec tekmo-
valec z najvǐsjim rezultatom, min pa, da je zmagovalec tekmovalec
z najnižjim rezultatom);
 rezultat enota: obvezen podatek tipa String, ki predstavlja enoto določenega
tipa rezultata (npr. sekunde, minute, metri itd.);
 rezultat kratica: obvezen podatek tipa String, ki predstavlja kratico
enote (npr. s, min, m itd.);
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 rezultat opis : obvezen podatek tipa String, ki dodatno opǐse posamezen
tip enote, poda dodatne napotke za merjenje itd.;
 seznamPoizkusov : tabela dokumentov tipa Poizkus, ki hrani vse poiz-
kuse, ki so na voljo za to disciplino.
Odvisni dokumenti tipa Poizkus:
 id : enolični identifikator, avtomatsko generiran s strani podatkovne
baze MongoDB;
 tekmovalec: obvezen podatek tipa objekt z lastnostmi dokumenta tipa
Tekmovalec;
 poizkus : obvezen podatek tipa Number, ki hrani številko posameznega
poizkusa (najmanǰsa vrednost je 1, največja 6);
 rezultat : obvezen podatek tipa Number, ki hrani rezultat, ki ga je
določen tekmovalec dosegel pri določenem poizkusu.
5.2 Diagram primerov uporabe
Diagram primerov uporabe je eden od najbolj razširjenih načinov za prikaz in
zajem uporabnǐskih zahtev. Cilj tega diagrama je prikazati sistem in njegove
funkcionalnosti v odnosu z zunanjimi akterji in sistemi. S pomočjo analize
je bilo definiranih 23 funkcionalnosti, ki bi jih morala imeti aplikacija za
organizacijo atletskih tekmovanj, da bi bila uporabna. To prikazuje diagram
primerov uporabe na sliki 5.3.
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Slika 5.3: Diagram primerov uporabe (Use Case Diagram).
Uporabniki so razdeljeni na tri uporabnǐske vloge, in sicer neprijavljeni
uporabnik, pomočnik in organizator.
Najmanj pravic ima uporabnǐska vloga neprijavljeni uporabnik. Ima
možnost pregledovanja domače strani, tj. pregledovanja vseh tekmovanj in
28 Primož Svet
dostopa do dodatnih navodil za uporabo spletne aplikacije. Poleg tega pa ima
na voljo tudi funkcionalnost registracije kot organizator ali prijave kot organi-
zator oziroma pomočnik. Funkcionalnost pregleda vseh tekmovanj uporablja
tudi zunanji sistem, in sicer Google Maps API [16], ki se uporablja za pri-
kaz lokacije tekmovanja na zemljevidu. Pri pregledu vseh tekmovanj lahko
uporabnik izbere tudi dodatni funkcionalnosti. Izbira lahko med pregledom
štartne liste in pregledom rezultatov tekmovanja. Slednji funkcionalnosti
imata na voljo možnost prenosa PDF dokumenta, z razliko, da lahko pri pre-
nosu rezultatov uporabnik izbere discipline, katerih rezultate želi prenesti. Za
potrebe realizacije spremljanja tekmovanja v živo je pri pregledu rezultatov
na voljo še funkcionalnost osvežitev rezultatov, katera posodobi rezultate,
ki so prikazani uporabniku. Funkcionalnost dodatna navodila se povezuje
z zunanjo oblačno storitvijo Google Drive, kjer so na voljo bolj podrobna
navodila za uporabo spletne aplikacije.
Naslednja uporabnǐska vloga je pomočnik. Pomočniku je, tako kot ne-
prijavljenemu uporabniku, na voljo pregled vseh tekmovanj, skupaj s pripa-
dajočimi dodatnimi funkcionalnostmi ter dostop do dodatnih navodil. Po-
sebna funkcionalnost, ki je namenjena le pomočnikom, je pregled lastne disci-
pline oziroma pregled discipline, na katero je uporabnik dodan kot pomočnik.
V sklopu te funkcionalnosti lahko pomočnik izbira še med dvema dodatnima
funkcijama – dodajanje tekmovalcev na disciplino in urejanje rezultatov na
disciplini. Dodajanje tekmovalcev na disciplino je funkcionalnost, ki omogoča
dodajanje tekmovalcev po odprtju tekmovanja, saj se lahko na nekaterih
manǰsih, lokalnih tekmovanjih tekmovalci naknadno prijavijo na tekmovanje.
Pomočnik lahko na disciplino doda tekmovalca, ki je že shranjen v podatkovni
bazi, ali pa ustvari popolnoma novega. Funkcionalnost urejanja rezultatov je
pri pomočnikih ključnega pomena, ker so zadolženi za vpis rezultatov in mo-
rebitnih popravkov, v kolikor je tekom izvajanja discipline prǐslo do napak.
Seveda je pomočniku, kot prijavljenemu uporabniku, na voljo tudi funkcio-
nalnost odjave.
Uporabnǐska vloga, ki je ključna za delovanje spletne aplikacije, je or-
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ganizator. To je uporabnik, ki je odgovoren za kreiranje novih in urejanje
obstoječih tekmovanj. Z neprijavljenim uporabnikom si deli funkcionalnost
pregleda vseh tekmovanj ter dostop do dodatnih navodil, z uporabnǐsko vlogo
pomočnik pa poleg naštetega še funkcijo odjave. Organizatorju so na voljo
tri glavne funkcionalnosti, in sicer dodajanje tekmovanj, pregled lastnih tek-
movanj in pregled tekmovanj, kjer je uporabnik dodatni organizator.
Dodajanje tekmovanj je funkcionalnost, ki uporabniku tipa organizator
omogoči kreiranje novega tekmovanja. Zajema še dve dodatni funkcionalno-
sti, ki jih lahko uporabnik izkoristi pri kreiranju novega tekmovanja. Prva je
funkcionalnost urejanje disciplin, ki omogoča dodajanje in odstranjevanje di-
sciplin na določenem tekmovanju. Potrebno je omeniti, da urejanje disciplin
v sklopu ustvarjanja novega tekmovanja in urejanja tekmovanja zajema le na-
stavljanje osnovnih podatkov o disciplini in ne urejanje tekmovalcev, njihovih
rezultatov in pomočnikov na disciplini. Prav tako veljajo določene omejitve,
kdaj lahko organizator doda nove discipline in kdaj lahko discipline odstra-
njuje. Druga dodatna funkcionalnost je urejanje dodatnih organizatorjev na
tekmovanju. V kolikor organizator meni, da bo potreboval pomoč pri vnosu
tekmovalcev na tekmovanje, lahko v ta namen doda tako imenovane doda-
tne organizatorje. To so uporabniki, ki imajo v spletni aplikaciji ustvarjen
račun tipa organizator in bodo v vlogi dodatnega organizatorja imeli pravice
dodajati tekmovalce na tekmovanje, ko je to v statusu kmalu. Kot doda-
tni organizatorji so mǐsljeni predvsem trenerji, vodje klubov, učitelji športne
vzgoje ipd., ki prijavljajo večje število svojih tekmovalcev na določeno tek-
movanje. S tem je razbremenjeno delo organizatorja, sam ni več zadolžen za
vnos večjega števila tekmovalec iz drugih klubov ali šol. Na tem mestu je po-
trebno omeniti še povezavo funkcionalnosti dodajanja tekmovanj z zunanjim
sistemom Teaching API strežnik [43]. Za bolǰso uporabnǐsko izkušnjo smo s
pomočjo Teaching API strežnika profesorja doc. dr. Dejana Lavbiča prido-
bili nabor vseh pošt v Sloveniji. Tako lahko uporabnik pri kreiranju novega
tekmovanja enostavno poǐsče in izbere želeno poštno številko ali naziv pošte,
brez nepotrebnih zapletov. Dostop do strežnika se ne vrši vsakič, ko nekdo
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dostopa do te funkcionalnosti, temveč se podatki predhodno prenesejo v po-
datkovno bazo. Trenutno je prenos potrebno izvesti ročno, v kolikor pa bi se
aplikacija začela resno uporabljati, bi se to lahko avtomatiziralo in bi se pre-
nos vršil na primer enkrat letno oziroma po potrebi – potrebe po pogosteǰsih
prenosih ni, saj se poštne številke in nazivi skorajda ne spreminjajo.
Druga glavna funkcionalnost, ki je ponujena uporabnǐski vlogi organi-
zatorja, je pregled lastnih tekmovanj. V sklopu te funkcionalnosti lahko
organizator pregleduje vsa tekmovanja, ki jih je že kreiral in je njihov or-
ganizator. Prav tako lahko v sklopu te funkcionalnosti uporabnik dostopa
do prej opisane funkcionalnosti dodajanja tekmovanj ter še do treh doda-
tnih funkcionalnosti, in sicer urejanje tekmovanj, urejanje pomočnikov na
tekmovanju in dodajanje tekmovalcev na tekmovanje. Funkcija urejanje tek-
movanj je enaka funkciji dodajanja tekmovanj, ki je opisana zgoraj, z razliko,
da se ne ustvarja novo tekmovanje, temveč se ureja podatke že kreiranega
tekmovanja. Funkcionalnost urejanje pomočnikov na tekmovanju je name-
njena dodajanju in brisanju pomočnikov na posamezni disciplini tekmovanja.
Funkcionalnost urejanje pomočnikov in, v primeru zaključevanja tekmovanja,
tudi funkcionalnost urejanje tekmovanj, za pošiljanje avtomatske elektronske
pošte uporabljata zunanji sistem elektronske pošte Gmail podjetja Google.
Dodajanje tekmovalcev na tekmovanje pa omogoča organizatorju dodajanje
tekmovalcev na posamezne discipline. Funkcija je podobna funkciji doda-
janja tekmovalcev na disciplino v sklopu pregleda lastne discipline pri upo-
rabnǐski vlogi pomočnik. Ta funkcionalnost ima tudi dodatno funkcionalnost,
in sicer urejanje rezultatov tekmovanja. V sklopu te funkcionalnosti lahko
uporabnik tipa organizator dodaja in ureja rezultate posamezne discipline na
tekmovanju.
Kot tretja glavna funkcionalnost pri uporabnǐski vlogi organizator je pre-
gled tekmovanj, kjer je uporabnik dodatni organizator. Pojem dodatnega
organizatorja je opisan že pri funkcionalnosti dodajanje tekmovanj, zato ga
na tem mestu ne opisujemo ponovno. Funkcija je namenjena dodatnim orga-
nizatorjem, da imajo jasen pregled nad tekmovanji, pri katerih imajo pravico
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dodajati tekmovalce. Pri tem je dodatna funkcionalnost dodajanje tekmo-
valcev na tekmovanje, tako kot pri pregledu lastnih tekmovanj z razliko, da




Ko je bila analiza končana in smo dobili podroben vpogled v to, kaj naj
aplikacija omogoča, smo se lotili naslednje pomembne faze v razvoju pro-
gramskih rešitev, in sicer načrtovanja. Dobro načrtovana in dokumentirana
programska oprema namreč ponuja dobre možnosti za odpravljanje napak
in potencialno nadgrajevanje. V sklopu načrtovanja je bil najprej izbran
sklad tehnologij, s katerimi se je razvijalo spletno aplikacijo. Določilo se je
arhitekturo sistema in zasnoval se je uporabnǐski vmesnik.
6.1 Sklad tehnologij
Za razvoj spletne aplikacije smo se odločili uporabiti MEAN sklad tehnologij
[52]. Ta sklad tehnologij zajema 4 tehnologije, in sicer NoSQL podatkovno
bazo MongoDB, ogrodji Express in Angular ter Node.js zagonsko okolje. Za
uporabo tega sklada smo se odločili iz dveh razlogov. Prvi razlog je, da je
sklad tehnologije MEAN skoraj idealen za gradnjo Node.js aplikacij, ne glede
na kompleksnost aplikacije. Drugi razlog pa je, da današnji trend gradnje
spletnih aplikacij narekuje izbolǰsanje uporabnǐske izkušnje, kar pomeni, da
se aplikacijska koda s strežnǐske strani premakne na stran uporabnika. Prav
to pa omogoča ogrodje Angular.
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Slika 6.1: MEAN sklad tehnologij.
6.2 Arhitektura sistema
Danes se v spletnih aplikacijah velikokrat uporablja arhitekturni vzorec model-
pogled-krmilnik ali kraǰse MVC (ang. Model-View-Controller architectural
pattern). Glavna prednost tega arhitekturnega vzorca je, da sistem razdeli
na tri logične komponente: model, pogled in krmilnik, kar omogoči ločitev
poslovne logike od predstavitve podatkov. To pomeni, da omogoča spremi-
njanje podatkov, ne da bi s tem vplivali na njihovo predstavitev.
Logična komponenta pogled (ang. view) je odgovorna za predstavitev po-
datkov. Pogledi so kreirani s pomočjo podatkov, ki jih komponenta pogleda
dobi iz modela. Krmilnik (ang. controller) je del sistema, ki je zadolžen za
upravljanje z interakcijo uporabnika. Spremlja dogodke uporabnika in glede
na to izvede spremembe nad modelom in pogledom. Komponenta model
(ang. model) pa je odgovorna za upravljanje s podatki in z njimi povezanimi
operacijami [32, 33].
Shema arhitekture spletne aplikacije Tekmovalko je prikazana na sliki 6.2.
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Slika 6.2: Arhitektura spletne aplikacije Tekmovalko.
6.3 Načrtovanje uporabnǐskega vmesnika
Kljub temu da so tekom razvoja spletne aplikacije implementirane vse po-
trebne funkcionalnosti ter da je spletna aplikacija dobro načrtovana in doku-
mentirana, to še ne pomeni, da jo bodo potencialni uporabniki radi upora-
bljali. Z razvojem tehnologij za izdelavo spletnih strani in spletnih aplikacij
se je razvijal tudi uporabnǐski vmesnik. Od preprostih, na pogled ne preveč
privlačnih spletnih strani, do zapletenih in barvitih spletnih aplikacij. Tre-
nutni trend kaže, da si uporabniki želijo spletne strani in aplikacije, ki so
privlačne za oko in preproste za uporabo. Na ta način je načrtovan tudi upo-
rabnǐski vmesnik spletne aplikacije Tekmovalko. Zamislili smo si uporabnǐski
vmesnik, ki uporabnika ne odvrne od uporabe in mu hkrati omogoča pregle-
dno, hitro in enostavno navigacijo ter uporabo. Za še bolǰso uporabnǐsko
izkušnjo na kateri koli napravi je uporabljeno ogrodje Boostrap – odprtoko-
dno ogrodje, ki se uporablja za hitro in enostavno izdelavo prilagodljivih in
odzivnih uporabnǐskih vmesnikov, ki se avtomatsko prilagajajo velikosti za-
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slona. Posamezne strani spletne aplikacije so načrtovane tako, da vsebujejo
čim manj nepotrebnih gumbov in povezav, vendar kljub temu uporabnika ne
omejujejo pri uporabi funkcionalnosti, ki jih aplikacija ponuja.
Poglavje 7
Predstavitev spletne aplikacije
Po končani analizi in načrtovanju smo se lotil izdelave spletne aplikacije Tek-
movalko. Kot rezultat je nastala spletna aplikacija, ki implementira vse v
diagramu primerov uporabe navedene funkcionalnosti, skupaj s prijetnim in
za uporabo enostavnim uporabnǐskim vmesnikom. Ker je funkcionalnosti kar
nekaj in so si nekatere med seboj dokaj podobne, so v tem poglavju predsta-
vljene funkcionalnosti oziroma deli funkcionalnosti, za katere ocenjujemo, da
so najbolj pomembni.
7.1 Uporabnǐski vmesnik
Kot že omenjeno smo se razvoja uporabnǐskega vmesnika lotili z idejo, da
mora biti preprost in privlačen, hkrati pa ne sme omejevati uporabnika v
smislu funkcionalnosti. Za bolǰso uporabnǐsko izkušnjo je uporabljeno od-
prtokodno ogrodje Bootstrap, ki omogoča avtomatsko prilagajanje spletne
aplikacije velikosti zaslona.
Uporabnǐski vmesnik je razdeljen na tri glavne dele, in sicer glavo, vsebino
in nogo, kot to prikazuje slika 7.1. Glava in noga sta uporabniku vedno
na voljo, saj sta namenjeni navigaciji po strani, vsebina pa odraža pogled
oziroma stran, ki jo uporabnik zahteva. Vsebina glave in noge se dinamično
spreminja glede na uporabnǐsko vlogo uporabnika.
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Slika 7.1: Trije deli uporabnǐskega vmesnika: glava, vsebina in noga.
Ob obisku strani je uporabniku v delu za vsebino strani na voljo funkci-
onalnost pregleda vseh tekmovanj. Tu so od noveǰsega do stareǰsega datuma
razporejena tekmovanja, ki so bila pripravljena v okviru aplikacije Tekmo-
valko. Vsako tekmovanje je predstavljeno s svojo t. i. ploščico ali kartico,
na kateri so na voljo osnovni podatki o tekmovanju (primer prikazuje slika
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7.2). S klikom na povezavo Več se odpre modalno okno, ki ponuja tako
dodatne informacije o tekmovanju, kot tudi povezave za dostop do funk-
cionalnosti pregleda štartne liste in rezultatov tekmovanja (slika 7.3). Pri
navedenih funkcionalnostih lahko uporabnik vidi osnovne podatke o tekmo-
vanju. Podrobnosti o tekmovalcih in rezultatih na posamezni disciplini so
skrite z namenom, da lahko uporabnik sam izbere, katero disciplino si želi
podrobneje ogledati (primer za pregled rezultatov tekmovanja se nahaja na
sliki 7.4).
Slika 7.2: Ploščica oz. kartica za predstavitev tekmovanja v okviru funkcio-
nalnosti pregleda vseh tekmovanj.
Slika 7.3: Modalno okno za dodatne informacije o tekmovanju.
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Slika 7.4: Videz funkcionalnosti pregled rezultatov tekmovanja.
Uporabnik tipa pomočnik ima v glavi in nogi na voljo izbrati stran Moja
disciplina, ki mu omogoča uporabo funkcionalnosti pregled lastne discipline.
Kot prikazuje slika 7.5 je stran zasnovana tako, da ima pomočnik na vrhu
dela za vsebino na voljo vse najpomembneǰse informacije za izvedbo določene
discipline. S tem se zmanǰsa možnost napak za vnos in merjenje rezultatov.
Pod osnovnimi informacijami je pomočniku na voljo tabela, preko katere
vnaša morebitne nove tekmovalce in ureja rezultate.
Diplomska naloga 41
Slika 7.5: Videz funkcionalnosti pregled lastne discipline.
Uporabnik tipa organizator ima v navigacijskem meniju možnost Moja
tekmovanja, ki združuje tri sklope funkcionalnosti, in sicer dodajanje novega
tekmovanja, pregledovanje lastnih tekmovanj in tekmovanj, kjer je dodan kot
dodatni organizator. Ob navigaciji na stran za dodajanje tekmovanja je upo-
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rabniku na voljo obrazec za vnos osnovnih podatkov novega tekmovanja, ki
je prikazan na sliki 7.6. Zaradi izbolǰsanja uporabnǐske izkušnje je pri poljih
za vnos pošte in dodatnih organizatorjev na voljo nabor pred pripravljenih
možnosti vnosa, po katerih lahko uporabnik enostavno ǐsče, tako da vnese
iskalni niz neposredno v polje za vnos. Podobno je implementirano tudi ure-
janje disciplin, kjer lahko organizator, za lažje in hitreǰse urejanje disciplin,
uporabi t. i. vzorčno disciplino in tipe rezultatov.
Slika 7.6: Obrazec za dodajanje novega tekmovanja.
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Pregled lastnih tekmovanj je predstavljen kot tabela, kjer je uporabniku
na voljo naziv in datum tekmovanja ter tri različne možnosti, kot to prikazuje
slika 7.7. Prva možnost je gumb Pomočniki, ki uporabnika preusmeri na
funkcionalnost urejanja pomočnikov na tekmovanju. Za zagotavljanje inte-
gritete podatkov, ko je tekmovanje končano, je ta gumb pri zaključenih tek-
movanjih onemogočen. Naslednja možnost je Tekmovalci. Ta uporabnika
ob izboru usmeri na funkcionalnost dodajanja tekmovalcev na tekmovanje
ter posledično na urejanje rezultatov tekmovanja. Podobno kot pri pregledu
štartne liste in rezultatov tekmovanja lahko organizator tukaj s klikom na
naziv discipline dostopa do podrobnosti te discipline in glede na omejitve
uporablja funkcionalnosti za dodajanje tekmovalcev in urejanje rezultatov.
Tudi pri vnosu za dodajanje tekmovalcev je na voljo bližnjica za uporab-
nika, in sicer v kolikor gre za tekmovalce, ki so že v podatkovni bazi spletne
aplikacije, lahko te preprosto najde in doda, tako kot npr. pri dodajanju
pošte za tekmovanje. Tretji gumb je gumb Uredi, ki uporabnika popelje
do funkcionalnosti za urejanje tekmovanja. Obrazec je zelo podoben obrazcu
za dodajanje novega tekmovanja z nekaj razlikami. Na začetku so vsi zavihki
skriti, da so uporabniku pregledno predstavljene vse kategorije, ki jih lahko
ureja. Poleg kategorij, ki so na voljo že pri dodajanju novega tekmovanja, je
tu na voljo še kategorija status za spreminjanje statusa tekmovanja – kmalu,
odprto in zaključeno. Aplikacija bo tukaj uporabniku, ki želi spremeniti
status tekmovanja, v primeru, da akcija ni mogoča, jasno navedla pogoje,
ki morajo biti izpolnjeni za spremembo statusa. Nivo pravic za urejanje je
seveda odvisen od statusa, v katerem se tekmovanje trenutno nahaja.
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Slika 7.7: Videz funkcionalnosti pregled lastnih tekmovanj.
Uporabnǐska vloga organizator lahko nastopa tudi kot dodatni organiza-
tor na drugih tekmovanjih. Pregled tekmovanj, kjer je uporabnik dodatni
organizator, omogoča pregled nad temi tekmovanji. Videz funkcionalnosti je
zelo podoben pregledu lastnih tekmovanj, vendar je tu uporabniku na voljo
le funkcionalnost dodajanja tekmovalcev, kot je razvidno s slike 7.8.
Slika 7.8: Videz funkcionalnosti pregled tekmovanj, kjer je uporabnik dodatni
organizator.
Del uporabnǐskega vmesnika predstavlja tudi stran O nas, ki je na voljo
vsem uporabnǐskim vlogam in vsebuje osnovne podatke in osnovna navodila
za uporabo spletne aplikacije.
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7.2 Avtentikacija – prijava in registracija
Pri uporabi MEAN sklada tehnologij lahko kljub vsemu naletimo na določene
težave pri implementaciji avtentikacije, saj klasični pristop z uporabnǐskimi
sejami s temi tehnologijami težko implementiramo. Problem predstavlja
sama aplikacijska logika, ki se zaradi vpeljave spletne aplikacije na eni strani
nahaja na strani uporabnika oziroma odjemalca. Problem je tudi to, da
Node.js sam po sebi ne pozna uporabnǐskih sej, saj gre za strežnik, ki deluje
v eni niti. Za spletno aplikacijo Tekmovalko je bil tako uporabljen JWT
žeton oziroma JSON spletni žeton (ang. JSON Web Token) [22]. Za razliko
od uporabnǐskih sej se pri tem ob uspešni prijavi uporabnika v spletno apli-
kacijo generira JWT žeton, ki ga strežnik vrne odjemalčevemu brskalniku.
V JWT žetonu so shranjeni različni podatki o prijavljenem uporabniku. Ti
podatki se uporabijo neposredno v aplikaciji za prikaz uporabniku ustreznih
podatkov in za varovanje API dostopne točke. Tako se pri API klicih, ki
zahtevajo določen tip uporabnika, poleg zahteve na strežnik posreduje tudi
uporabnikov žeton, na podlagi katerega se preveri pravice za dostop.
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Glavni del implementacije registracije in prijave se nahaja na strežniku.
Že pri pripravi sheme za uporabnike se namesto dejanskega gesla shranita
naključna in zgoščena vrednost, saj se ob registraciji novega uporabnika vsako
geslo enosmerno šifrira. To je implementirano z Node.js modulom crypto.
Ustvarili smo metodo modela Uporabnik, ki šifrira geslo (slika 7.9).
Slika 7.9: Metoda, ki šifrira geslo.
Ker je ob prijavi potrebno preveriti pravilnost gesla, katerega je vnesel
uporabnik, ki se želi prijaviti, smo potrebovali še metodo, ki šifrira vneseno
geslo z naključno, v bazi shranjeno vrednostjo, in nato primerja dobljeno
zgoščeno vrednost s tisto v podatkovni bazi (slika 7.10).
Slika 7.10: Metoda, ki preveri geslo.
Napisali smo še eno metodo modela, in sicer za generiranje JWT žetona.
Pri tem je bila v veliko pomoč knjižnica jsonwebtoken, ki smo jo namestili s
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pomočjo npm. JWT žeton je sestavljen iz treh delov, in sicer glave (ang. hea-
der), koristne vsebine (ang. payload) ter podpisa (ang. signature). Glava in
koristna vsebina sta kodirani v kodu Base64, podpis pa je šifriran na podlagi
gesla, ki je zaradi varnosti določen v okolijski spremenljivki. Čas veljavnosti
žetona je nastavljen na en teden. V koristni vsebini se poleg časa veljavnosti
pošlje še enolični identifikator uporabnika, njegovo ime, priimek in elektron-
ski naslov ter seveda status (tj. organizator ali pomočnik). Implementacija
metode je na voljo na sliki 7.11.
Slika 7.11: Metoda, ki generira JWT žeton.
API za avtentikacijo je izdelan s pomočjo Node.js modula Passport [37],
ki je modularna in fleksibilna vmesna oprema (ang. middleware) za Node.js
aplikacije. Podpira različne strategije za avtentikacijo; od klasičnega upo-
rabnǐskega imena in gesla, pa vse do avtentikacije s Facebook profilom, Goo-
gle računom itd. Za našo aplikacijo smo uporabil klasično avtentikacijo z
uporabnǐskim imenom in geslom, ki sta shranjena v podatkovni bazi, t. i.
passport-local strategijo [38]. Pri konfiguraciji modula Passport, ki je na
voljo na sliki 7.12, smo najprej prilagodili privzeti atribut uporabnǐsko ime,
tako da je uporabnǐsko ime dejansko predstavljeno z elektronskim naslovom.
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Sledilo je iskanje uporabnika s podanim elektronskim naslovom. V primeru,
da je bil uporabnik najden in ni prǐslo do napak, se s pomočjo prej ome-
njene metode passCheck preveri geslo uporabnika. V kolikor je avtentikacija
uspešna, vrnemo podatke o tem uporabniku.
Slika 7.12: Konfiguracija modula Passport.
Sledila je izdelava krmilnika za registracijo in prijavo. Pri registraciji naj-
prej preverimo, ali je uporabnik poslal vse potrebne podatke za registracijo in
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ali uporabnik s tem elektronskim naslovom že obstaja. Če ne pride do napak,
ustvarimo novega uporabnika, mu nastavimo geslo z metodo setPassword in
ga na koncu shranimo v podatkovno bazo. V kolikor se shranjevanje uspešno
izvede, v odgovoru generiramo JWT žeton, ki se nato vrne odjemalcu. Po-
drobnosti so na voljo na sliki 7.13.
Slika 7.13: Metoda za registracijo.
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Metoda za prijavo, predstavljena na sliki 7.14, je rahlo drugačna, saj se
pri njej uporabi modul Passport, s katerim avtenticiramo uporabnika. V
kolikor je avtentikacija uspešna, se odjemalcu, tako kot pri registraciji, vrne
JWT žeton.
Slika 7.14: Metoda za prijavo.
Na strani odjemalca je poleg vse potrebne aplikacijske logike za pošiljanje
API klicev za avtentikacijo izdelana tudi storitev AuthenticationService, v
kateri so zbrane vse potrebne metode za upravljanje z avtentikacijo, kot so na
primer metodi za shranjevanje in branje JWT žetona iz shrambe brskalnika,
metode za registracijo in prijavo itd. Potrebno je omeniti, da se tu nahajata
tudi dve metodi, predstavljeni na sliki 7.15, ki sta ključni pri preprečevanju
dostopa do strani oziroma pogledov spletne aplikacije, za katere uporabnik
nima pravic. To sta metoda aliJePrijavljen, ki preveri, ali je uporabnik,
ki uporablja aplikacijo, sploh prijavljen, ter metoda trenutniUporabnik, ki
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vrne podatke o prijavljenem uporabniku, ki so navedeni v koristni vsebini
JWT žetona.
Slika 7.15: Metodi aliJePrijavljen in trenutniUporabnik.
52 Primož Svet
7.3 Validacija vnosnih polj
Pri varnosti spletne aplikacije ne govorimo le o avtentikaciji, temveč tudi
o varovanju vnosnih polj, ki jih uporabniki lahko izpolnijo in njihovo vse-
bino pošljejo na strežnik. Prav zaradi slabo varovanih vnosnih polj lahko
v aplikaciji prihaja do nezaželenih dogodkov. Pri spletni aplikaciji Tekmo-
valko je uporabljeno trislojno zagotavljanje integritete podatkov, in sicer na
ravni HTML kode, na ravni odjemalca ter na ravni Mongoose sheme. Vali-
dacija vnosnih polj je v nadaljevanju razložena na primeru prijave v spletno
aplikacijo.
Prva raven preverjanja podatkov se začne že pri HTML kodi pogleda, ki
vsebuje obrazec oziroma vnosna polja. Jezik HTML ponuja različne atribute,
s katerimi omogočimo osnovno validacijo podatkov, ki so vneseni v vnosno
polje. Vnosnemu polju <input> lahko določimo tip (npr. niz, datum, ura,
geslo, številka itd.) in povemo, ali je izpolnitev tega polja obvezna ali ne z
atributom required. V primeru prijave sta na voljo dve vnosni polji, kot to
prikazuje slika 7.16. Prvo je vnosno polje za elektronski naslov uporabnika,
ki je tipa email in je obvezno. Drugo pa je vnosno polje za geslo, ki je tipa
password in je prav tako obvezno.
Diplomska naloga 53
Slika 7.16: Zagotavljanje integritete podatkov na ravni HTML kode.
Kljub temu da HTML ponuja dobre možnosti za hitro preverjanje podat-
kov, to v resneǰsih aplikacijah ni dovolj, saj lahko zlonamerni uporabnik to
vrsto validacije kaj hitro zaobide. V ta namen smo dodali še drugo raven
zagotavljanja integritete podatkov, in sicer na ravni odjemalca, ki podatke
preveri, še preden se posredujejo na strežnik. Kot je razvidno iz izseka kode
na sliki 7.16 se ob neustreznem vnosu pod vnosnim poljem izpǐse sporočilo
o neustreznem vnosu. Za delovanje te funkcionalnosti sta v razredu kompo-
nente implementirani metodi preveriPrijavniObrazec in preveriPolja,
predstavljeni na slikah 7.17 in 7.18.
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Slika 7.17: Metoda preveriPrijavniObrazec.
Prva metoda je namenjena preverjanju veljavnosti posameznega vnosnega
polja na podlagi regularnih izrazov in se kliče ob vsaki spremembi obrazca.
Ker se za preverjanje na podlagi regularnih izrazov uporablja več različnih
metod, je bila v ta namen ustvarjena storitev PreverjanjeService, kjer
so zbrane vse tovrstne metode. Podatek o veljavnosti vnosa se nato shrani
v objekt poljaPrijaveVeljavna, ki se uporablja pri določanju razreda s
pomočjo še ene namenske storitve, in sicer DolociRazred.
Druga metoda v razredu komponente za prijavo je preveriPolja in je
namenjena preverjanju, ali so vsa polja na obrazcu veljavna.
Slika 7.18: Metoda preveriPolja.
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Kot dodatno varovanje je v sklopu zagotavljanja integritete na ravni od-
jemalca implementirano tudi onemogočanje gumba za prijavo v primeru, da
obrazec ni veljavno izpolnjen.
Seveda se lahko zgodi, da tudi druga raven zagotavljanja integritete po-
datkov pade. Zato je v aplikaciji implementirana še tretja raven, in sicer vali-
dacija podatkov na ravni Mongoose sheme. Tu so na voljo različne možnosti
varovanja, od določanja tipa, enoličnosti in obveznosti ter vse do preverjanja
na podlagi regularnih izrazov. Lep primer v aplikaciji je shema za tekmo-
valce, ki je predstavljena na sliki 7.19.
Slika 7.19: Zagotavljanje integritete podatkov na ravni Mongoose sheme.
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7.4 Pošiljanje avtomatske elektronske pošte
Ena od funkcionalnosti, do katere ima dostop organizator, je tudi urejanje
pomočnikov na tekmovanju. Ta organizatorju omogoča, da za posamezno
disciplino določi pomočnika, ki bo na tekmovanju skrbel za vnos rezulta-
tov in potek te discipline. Prav tako lahko organizator pomočnika v sklopu
te funkcionalnosti tudi odstrani iz discipline. Za zagotavljanje obveščenosti
pomočnikov je pri tej funkcionalnosti uporabljeno pošiljanje avtomatske ele-
ktronske pošte. Avtomatsko se pošiljata dve vrsti sporočil, in sicer sporočilo,
da je bil uporabnik dodan kot pomočnik (slika 7.20), ter sporočilo, da je bil
kot pomočnik odstranjen (slika 7.21).
Slika 7.20: Avtomatsko elektronsko sporočilo – dodan pomočnik.
Slika 7.21: Avtomatsko elektronsko sporočilo – odstranjen pomočnik.
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Glavni del implementacije pošiljanja avtomatske elektronske pošte se na-
haja na API strežniku, kamor se v obliki POST zahteve posreduje zahteva za
pošiljanje elektronske pošte. POST zahteva je uporabljena zato, ker se skupaj
z zahtevo po pošiljanju na strežnik pošljejo še podatki o novem pomočniku in
tekmovanju, na katerem bo sodeloval. Za implementacijo dejanskega kreira-
nja sporočila in pošiljanje le-tega smo uporabil Node.js modul, imenovan No-
demailer [35], ki omogoča preprosto pošiljanje elektronskih sporočil iz Node.js
aplikacije. Delovanje bo razloženo na metodi posljiSporocilo, ki pošlje
sporočilo o dodanem novem pomočniku. Metoda, ki pošlje sporočilo, da je
bil pomočnik odstranjen, je enaka, z razliko vsebine sporočila. Na začetku
so najprej dodani varnostni pogojni stavki, ki zagotovijo, da ne pride do
nepooblaščenih dostopov ali napačnih sporočil (slika 7.22).
Slika 7.22: Varnostni pogojni stavki.
V sklopu modula Nodemailer je potrebno ustvariti objekt, ki je sposoben
poslati elektronsko sporočilo. Tak objekt se imenuje transporter. Ustvarjen
je s pomočjo funkcije createTransport in prikazan na sliki 7.23. Funkcija
sprejme dva argumenta, kjer prvi predstavlja objekt, ki definira podatke za
povezavo. V našem primeru smo v ta objekt vnesli podatke za povezavo do
gostitelja (ang. host), ki je bil Gmail, ter podatke o vratih, na katera naj
se poveže (ang. port). Ker smo želeli uporabiti TLS (ang. Transport Layer
Security) protokol pri povezavi na strežnik Gmaila, smo nastavili atribut
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secure na true in podali vrata 465. Za avtentikacijo je uporabljen klasičen
pristop, in sicer sta elektronski naslov in geslo Gmail računa shranjena v
okoljskih spremenljivkah, do katerih se nato dostopa.
Slika 7.23: Objekt transporter.
Sledila je izdelava elektronskega sporočila, ki se pošlje pomočniku. V
objektu moznosti so s pomočjo okoljskih spremenljivk in podatkov, ki so
pridobljeni iz telesa POST zahteve, poslane na strežnik, določena vsa polja,
ki jih mora vsebovati elektronsko sporočilo. Vneseni so podatki o pošiljatelju,
prejemniku, zadevi sporočila ter seveda vsebini sporočila, ki je oblikovana s
pomočjo HTML jezika (slika 7.24).
Slika 7.24: Izdelava elektronskega sporočila.
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Sporočilo se nato pošlje z metodo sendMail, kjer se tudi zabeleži in ulovi
morebitne napake, ki so nastale pri pošiljanju, kot to prikazuje slika 7.25.
Slika 7.25: Metoda sendMail.
Kar se tiče implementacije avtomatskega pošiljanja elektronske pošte na
strani odjemalca, je to realizirano skupaj z dodajanjem oziroma odstranjeva-
njem pomočnikov. V kolikor je bilo dodajanje ali odstranjevanje pomočnika v
oziroma iz tekmovanja in baze uspešno, se izvede še pošiljanje elektronskega
sporočila.
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7.5 Izvoz PDF dokumentov
Pri funkcionalnostih pregled štartne liste in rezultatov tekmovanja sta na
voljo še funkcionalnosti prenosa PDF dokumenta štartne liste in izbranih re-
zultatov. Funkcionalnosti sta potrebni, saj se na vseh tekmovanjih štartne
liste in kasneje tudi rezultate objavi na oglasni deski stadiona oziroma dvo-
rane. Prav tako se te dokumente velikokrat naloži na kakšno drugo spletno
stran, kot je na primer stran Atletske zveze Slovenije. Za implementacijo
teh funkcionalnosti sta uporabljeni knjižnici jsPDF [27] in jsPDF AutoTable
[15]. Knjižnica jsPDF je namenjena generiranju PDF dokumentov v jeziku
JavaScript, jsPDF AutoTable pa izbolǰsa in olaǰsa izdelavo tabel v okviru
knjižnice jsPDF.
Implementacija prenosa PDF dokumenta v spletni aplikaciji je predsta-
vljena na funkcionalnosti prenos PDF dokumenta štartne liste. Razlike s
prenosom PDF dokumenta izbranih rezultatov so minimalne – drugačne
pomožne metode in dodani nekateri pogoji za izpis le želenih rezultatov.
Za implementacijo so ključne tri glavne metode, in sicer prenesiPDF, ki
je glavna in namenjena dejanskemu generiranju PDF dokumenta, metoda
pripraviHeader je namenjena pripravi glave tabel za PDF dokument ter
metoda pripraviVrsticeBody, ki pripravi vrstice teles tabel, ki se izpǐsejo
v PDF dokument.
Metoda prenesiPDF vsebuje vse potrebno za izvoz PDF dokumenta. Slika
7.26 prikazuje začetek te metode, kjer je inicializiran dokument, ki se bo izvo-
zil. Za orientacijo dokumenta je izbran portret, enote so podane v milimetrih,
format pa je klasičen A4.
Slika 7.26: Inicializacija dokumenta, ki se bo izvozil.
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Izpis v PDF si sledi od vrha dokumenta proti dnu. Tako je najprej pri-
pravljen izpis naslova in podnaslova na način, kot ga prikazuje slika 7.27.
Z metodama setFont in setFontSize lahko enostavno urejamo font pisave
ter njeno velikost. Za dejanski izpis besedila na dokument se uporablja me-
toda text, ki kot prvi parameter prejme besedilo, ki ga želimo izpisati, drugi
parameter predstavlja X koordinato (glede na levi rob strani), tretji Y koor-
dinato (glede na zgornji rob strani), četrti parameter pa so dodatne možnosti,
v našem primeru poravnava besedila na sredino.
Slika 7.27: Priprava naslova in podnaslova dokumenta.
Sledila je priprava besedila za naziv, datum, čas in lokacijo tekmovanja.
Ker jsPDF enostavnega menjavanja med odebeljenim in navadnim besedilom
ne omogoča, smo morali v ta namen napisati svojo metodo, ki na podlagi
znaka ** določi, kateri deli so odebeljeni in kateri ne (slika 7.28).
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Slika 7.28: Priprava besedila za naziv, datum, čas in lokacijo tekmovanja.
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Na tem mestu je besedilo pred dejanskimi tabelami pripravljeno, zato je
koda, predstavljena v nadaljevanju, namenjena zgolj izdelavi tabel. Z me-
todo pripraviHeader se najprej pripravi glavo, ki je enaka pri vseh tabelah.
Knjižnica jsPDF AutoTable za definicijo glave sprejme tabelo objektov, zato
metoda pripraviHeader pripravi tabelo z enim objektom, ki predstavlja
glavo vsake tabele v PDF dokumentu (slika 7.29).
Slika 7.29: Metoda pripraviHeader
Ko je glava tabele pripravljena, se v zanki sprehodimo skozi vse discipline
in za vsako pripravimo tabelo. Položaj tabele določimo glede na položaj
preǰsnje. To omogoča lastnost finalY. Sama tabela je generirana s pomočjo
metode autoTable, kjer podamo glavo in telo tabele, začetni položaj ter
ostale možnosti, kot so stili, posebni stili glave in telesa ter pravila preloma
strani. V našem primeru smo za splošne stile, stile glave in stile telesa upo-
rabili font in barve, kot so uporabljene v spletni aplikaciji. Za prelom strani
smo izbrali možnost avoid, ki tabelo prelomi na več strani le v primeru, ko
je ta večja kot celotna stran v PDF dokumentu (slika 7.30).
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Slika 7.30: Priprava tabele za vsako disciplino.
Telo tabele se določi na podoben način kot glava – s tabelo objektov.
V ta namen smo napisali metodo pripraviVrsticeBody, predstavljeno na
sliki 7.31, ki za vsakega tekmovalca na disciplini pripravi objekt, v kate-
rem so zbrani podatki, na katerem štartnem mestu se nahaja, ter njegovi
identifikacijski podatki skupaj z letnico rojstva in kratico kluba, za katerega
nastopa.
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Slika 7.31: Metoda pripraviVrsticeBody.
Ko je zanka v metodi prenesiPDF končana, se dokumentu PDF dodeli
naslov, ponastavi se položaj zadnje tabele ter z metodo save generira in
prenese PDF dokument, kot prikazano na sliki 7.32.




Vedno me je zanimal razvoj različnih vrst aplikacij, pa naj bodo mobilne,
namizne ali spletne. Ko sem se tekom študija na Fakulteti za računalnǐstvo in
informatiko v Ljubljani spoznal z razvojem sodobnih spletnih aplikacij, sem
vedel, da želim o tem vedeti več. Svojo diplomsko delo sem, poleg zadnjega
koraka k uspešno zaključenem dodiplomskem študiju, videl tudi kot veliko
priložnost, da nadgradim in izbolǰsam pridobljeno znanje o razvoju spletnih
aplikacij. Po temeljitem razmisleku je bila tema diplomskega dela jasna.
Definiran je bil problem in ugotovili smo, da je prav spletna aplikacija lahko
prava rešitev, ki bi ta problem močno zmanǰsala ali pa ga v celoti izničila.
Glavni cilj diplomskega dela je tako postal razvoj spletne aplikacije, ki bo
omogočila enostavno organizacijo in vodenje lokalnih atletskih tekmovanj.
Razvoj se je začel z najpomembneǰsim korakom, in sicer analizo, katere
funkcionalnosti naj spletna aplikacija ima. Na podlagi pogovorov s poten-
cialnimi deležniki aplikacije in na podlagi lastnih izkušenj s tega področja
so bile uspešno zajete osnovne funkcije, ki jih mora aplikacija omogočati. S
pomočjo pridobljenega znanja o podatkovnih bazah in načrtovanja je bil iz-
delan podatkovni model in ostali diagrami oziroma sheme, ki so bile potrebne
za razvoj. Sledil je dejanski razvoj spletne aplikacije s tehnologijami, ki so
danes zelo priljubljene in omogočajo dobre možnosti za nadgradnje. Tako
kot pri analizi in načrtovanju je tudi tukaj veliko vlogo igralo že pridobljeno
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znanje o spletnih tehnologijah in programiranju.
Tekom izdelave diplomskega dela smo se spoznali z razvojem zahtevneǰse
spletne aplikacije brez predhodnih navodil, kaj naj aplikacija omogoča in
kakšen naj bo njen videz. Ugotovljeno je bilo, da je takšen razvoj zahteven
in se lahko, v kolikor razvijalec ni pozoren, hitro zaplete. Prav ta ugotovitev
mi je dala vpogled v to, kako pomembno je, da imaš pri razvoju programskih
rešitev za sabo dobro uigrano ekipo, ki se zaveda posledic neuspeha in slabe
dokumentacije.
Osebno menim, da je bil zastavljeni cilj uspešno dosežen. V okviru di-
plomskega dela je bila razvita delujoča spletna aplikacija Tekmovalko, ki je
pripravljena za takoǰsnjo uporabo. Aplikacija omogoča vse osnovne funkci-
onalnosti, ki so potrebne, da lahko posameznik uspešno organizira in vodi
atletsko tekmovanje, hkrati pa ponuja uporabnikom prijazen uporabnǐski
vmesnik. Zahvaljujoč uporabljenemu ogrodju Angular pa nudi tudi odlično
uporabnǐsko izkušnjo.
8.1 Ideje za nadaljnji razvoj
Kljub temu da je razvita spletna aplikacija pripravljena za uporabo, še ve-
dno omogoča le osnovne funkcionalnosti. Možnosti za nadaljnji razvoj takšne
aplikacije so praktično neskončne. Od enostavnih funkcij, ki naredijo aplika-
cijo še malo bolj uporabniku prijazno, pa do bolj zahtevnih funkcionalnosti
vpeljave dodatnih podatkov iz zunanjih virov. Ker so bile za razvoj upo-
rabljene tehnologije, ki se še vedno razvijajo in implementirajo čedalje več
različnih možnosti in ker je sama aplikacija dobro dokumentirana, je prila-
godljivost aplikacije velika. V sledečih podpoglavjih je navedenih le nekaj
izmed mnogih možnih nadgradenj.
8.1.1 Uvoz podatkov iz Atletske zveze Slovenije
Ena izmed glavnih možnosti za nadaljnji razvoj je povezava z Atletsko zvezo
Slovenije, ki hrani podatke o vseh, v klube včlanjenih tekmovalcih. S tem
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bi bilo močno poenostavljeno dodajanje tekmovalcev na tekmovanja, saj bi
se nabor že shranjenih tekmovalcev močno povečal in s tem izbolǰsal upo-
rabnǐsko izkušnjo, ker uporabnikom ob pripravi tekmovanja ne bi bilo po-
trebno vnašati tako velikega števila tekmovalcev. Prav tako bi bila s tem
omogočena uporaba uradnih identifikacijskih številk tekmovalcev, ki so jim
dodeljene s strani Atletske zveze, kar pomeni, da tekmovalci, ki so shranjeni
v bazi spletne aplikacije Tekmovalko in hkrati tudi v bazi Atletske zveze
Slovenije, ne bi imeli različnih identifikacijskih številk.
8.1.2 Uporabnǐski vmesnik za administratorja
V kolikor bi spletna aplikacija dosegla večje število uporabnikov, bi bila smi-
selna implementacija uporabnǐskega vmesnika za administratorja oziroma ad-
ministratorje strani. Preko tega vmesnika bi imeli administratorji možnost
ročnega urejanja tekmovalcev, pomočnikov, organizatorjev in tekmovanj, v
kolikor bi bilo to potrebno. Prav tako bi se v sklopu te nadgradnje im-
plementirali mehanizmi za spremljanje analitike spletne aplikacije, tj. število
uporabnikov, število kreiranih tekmovanj, rezultati morebitnih anket itd. Ad-
ministrator bi lahko tako poleg naštetega spremljal še analitične podatke, ki
bi pripomogli pri nadaljnjem razvoju in popravkih spletne aplikacije.
8.1.3 Razvoj mobilne aplikacije za iOS in Android
V zadnjem času so zelo priljubljene tako imenovane hibridne aplikacije, ki so
na voljo kot spletna in mobilna aplikacija [20]. Po mojem mnenju je potreba
po dodatni mobilni aplikaciji trenutno brezpredmetna. Toda ob povečanju
števila uporabnikov, ki bi želeli aplikacijo uporabljati izven spletnega brskal-
nika, se lahko to hitro spremeni. V takšnem primeru bi bilo smiselno razviti
mobilno aplikacijo za dve glavni platformi, in sicer iOS in Android.
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8.1.4 Podpora organizaciji mnogobojev
Mnogoboj je tekmovanje, v sklopu katerega tekmovalci nastopijo v več različnih
disciplinah in na podlagi rezultatov v posamezni disciplini zbirajo točke. Tek-
movalec z največ zbranimi točkami je zmagovalec mnogoboja. Točke se do-
delijo na podlagi rezultata, ki ga tekmovalec doseže pri določeni disciplini.
Za izračun točk se uporabljajo posebne tablice oziroma formule. Ker so mno-
goboji priljubljen tip lokalnih tekmovanj, bi bila dobrodošla implementacija
organizacije mnogobojev. V spletno aplikacijo bi bilo potrebno dodati ta-
blice za izračun točk in prilagoditi način organizacije tekmovanja. S tem bi
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