We present a novel and fast algorithm to solve the Perspective-n-Point problem. The PnP problem -estimating the pose of a calibrated camera based on measurements and known 3D scene, is recasted as a minimization problem of the Object Space Cost. Instead of limiting the algorithm to perspective cameras, we use a formulation for general camera models. The minimization problem, together with a quaternion based representation of the rotation, is transferred into a semi definite positive program (SDP). This transfer is done in O(n) time and leads to an SDP of constant size. The solution of the SDP is a global minimizer of the PnP problem, which can be estimated in less than 0.15 seconds for 100 points.
Introduction
Estimating the pose of a calibrated camera has lots of applications in Computer Vision, Robotics and Augmented Reality. Previous attempts solve that problem either for a specific, small number of points (three points [4] or four points [9] ). Others try to solve for an arbitrary number of points using iterative methods [12, 3, 10, 18] , which minimize a given cost function. One drawback of such methods is the computational burden. To overcome that burden, non-iterative methods [16, 6, 2, 11] have been developed. These methods reformulate the problem in a way that it can be solved by a single (large) equation system (O(n 2 ) [16] or O(n 8 ) [2] ).
Limitations for all of these methods are either (i) the fact that they gain speed by approximating the cost function (non-iterative ones), or (ii) lack in reaching a global minimum (iterative ones).
These limitations have led to a search for global optimization methods. Recent results were obtained by Agarwal et al. [1] . They proposed to use a branch and bound algorithm together with second order cone programs (SOCP) to estimate global solutions for triangulation and camera pose estimation. For pose estimation they modeled the camera as a 4 × 3 matrix without accounting for the constraints on the rotation matrix. The achieved runtimes vary from 42 seconds (6 points) to 250 seconds (100 points). Using the constraints of the rotation, Hartley et al. [8] proposed a branch and bound algorithm which solves iteratively an approximation of the original problem. Due to properties of the approximated rotation, this led to a SOCP too. In [13] , Olsson et al. used the same branch and bound algorithm, but quaternions as representation for rotations. Reported timings range from 1.5 to 10 minutes (for 10 points) and from 2 to 14 minutes (for 4 points) depending on the approximation of the rotation.
In this paper we propose a non-iterative fast global optimal solution to the PnP problem. This is achieved based on the following three ideas: First, the problem is recasted as a minimization problem using the object space cost. This cost is used in many pose estimation algorithms [10, 18, 5] . In [11] and [18] , comparisons of different pose estimation algorithms were performed. The conclusions of both papers are, that minimizing object space cost gives the best accuracy of the estimated pose. Second, the minimization can be transformed to a semi definite positive program (SDP) using the theory of sum of squares [15] . Third, this SDP can be efficiently solved, using publicly available tools like SeDuMi [19] .
One main difference of the proposed approach compared to the other global optimization algorithms is the fact, that the time consuming branch and bound algorithm is avoided. Only one SDP need to be solved to estimate the global solution. This can be achieved in less then 0.15 seconds (for up to 100 points) and less than 0.3 seconds (for up to 1000 points) using MATLAB on a Intel Core 2 Duo 1.6 GHz.
In the remainder of the paper, we first introduce the general camera model and its appropriate cost function. Using that cost function we formulate the PnP problem as a minimization problem. After that we give a short introduction of sum of squares optimization, and show then how the PnP problem can be globally solved using that theory. Finally, we conclude with experiments.
Problem formulation -PnP for a General Camera Model
We follow the definition of a General Camera Model (GCM) described in [7] , and use the same notation as [17] . Instead of measuring a position inside a sensor, a direction is measured. This direction is represented by a tuple (c,v). Based on these measurements the Object Space Error for General Camera Models is defined as [17] :
As an example the costs e i for points X i are shown in Figure 1 . The cost e i measures the distance between a world point X i and the projection of this point onto the line of sight.
The index i represents one of n i points. Given world points X i and their measurement in a calibrated camera (v i and c i ), the problem of pose estimation is defined as finding the pose (R and t), for which the sum of all costs is a minimum:
Solving for an optimal translation t opt is given by differentiating (2) w.r.t. the translation t and setting the result equal to zero [10, 5, 18] :
with
Let us introduce the operator C(X):
where 0 1×3 is a zero matrix of size 1 × 3. Using that operator and a vector based representation of the rotation matrix
, the optimal translation t opt is given by t opt = T 3×10 r 1 with
Using this result and the vector based notation of the rotation r, the original problem (Pose Estimation for a General Camera) (2) can be written as:
What makes the minimization problem in (6) complicated is the constraint "R ∈ SO(3)", which restricts the matrix R to be a valid rotation matrix. In case of a single perspective camera all measurement rays intersect in the optical center of that camera. Therefore, without loss of generality, all c i = 0, which results in M c = 0 9×1 and M cc = 0. Such a minimization problem (arg min r r T M r r) was solved by Ess et. al [5] ignoring the constraint on the rotation. Ignoring the constraint leads to a singular value decomposition (SVD) algorithm. One main drawback of that approach is that the result of the SVD is not a valid rotation, and therefore a second SVD is needed to normalize the result. Still, the result of this algorithm is not the optimal solution of the problem, due to this two step approach.
Schweighofer and Pinz [18] solved the same problem (2) incorporating the constraint on the rotation matrix using an iterative approach. They found, that there can exist up to two minima and therefore an iterative approach can end up in a local minimum instead of the global minimum.
In this paper we solve (6) with the constraint R ∈ SO(3), which leads to a global solution. We do that using recent results in global optimization, namely the theory of sum of squares (SOS). In the next section we give a short overview of how SOS can be used for global optimization.
Sum of Squares for global minimization
Finding a global minimizer of a function f (x) could be replaced by maximize γ (8) subject to f (x) − γ >= 0.
In (8) one needs to show that the constraint is positive for all x. In general this problem is NP-complete [15] . An easier, and computationally more tractable way is to show that f (x) − γ is a sum of squares. To start we begin with the definition of a sum of squares (SOS) [15] : A multivariate polynomial p(x 1 , . . . , x n ) = p(x) is a sum of squares if there exist polynomials
Using that definition it is clear that the polynomial p(x) ≥ 0 ∀x. To show that a polynomial p(x) is an SOS it is sufficient to show that there exists a semi definite positive matrix Q such that
where Z(x) is a vector of monomials of x. The non-negativity constraint in (8) is replaced by an SOS constraint
which, by comparing coefficients, gives a system of linear equations (Aq = b), and therefore results in an SDP maximize γ (12) subject to Aq = b Q ≥ 0, which could be easily solved using tools like SeDuMi [19] . Let us assume we want to solve the constrained optimization problem:
It was shown in [15, 14] , that an upper bound to the global minimum could be found using the Positivstellensatz:
If one finds polynomials λ j (x) and SOSs σ i (x) according to (14) , then γ is a lower bound to the optimization problem of (13) . Maximizing γ gives a lower bound, which gets tighter when the degree of (14) is increased. If the degree of the right hand side of (14) is high enough, or the lower bound γ = f (x), then γ is the global minimum.
Pose estimation using SOS
The minimization problem of (6) can be rewritten as a multivariate minimization problem in four variables. First, we parameterize the rotation vector r using unit quaternions q = [q 1 , q 2 , q 3 , q 4 ]:
Using that representation for rotations, the constraint "R ∈ SO(3)" can be written in constraints on the quaternions: First, the norm of q must be one ( q 2 = 1) to represent a valid rotation. Second, the ambiguity of quaternions must be resolved: q and −q represent the same rotation, so we add the constraint q 1 ≥ 0. Ignoring the last constraint would lead to two equally valid solutions, which would distract the SDP solver. With this quaternion based representation, the pose estimation problem of (6) is recasted as minimize f (q) (16) subject to q 1 ≥ 0
with f (q) = r T M r r + M c r + M cc . Using the Positivstellensatz (14) and SOS decomposition we obtain maximize γ (17) subject to
Here C 1 is a 5×5 matrix with unknown coefficients. To fulfill the constraint "σ is SOS" C 1 has to be a semi-definite positive matrix. The matrix C 2 is an upper triangular matrix of size 5 × 5 with 15 unknown coefficients. Finally, the minimization problem of (17) can be written as an SDP like the one in (12) . Using a tool for SOS programming [15] we developed a script, which converts the pose estimation problem (6) (M, M c and M cc ) into an SDP (A, b and c) . The matrix A, and the vectors b and c for the SDP are too large to be shown here (size of A is 266 × 70), therefore the MATLAB code which does the conversion is available at http://www.emt.tugraz.at/∼pinz/code. The SDP is solved using SeDuMi [19] .
Special Case: Planar Scene
In cases of a single perspective camera all measurement rays intersect in the optical center of that camera. Therefore, without loss of generality all c i = 0, which results in M c = 0 9×1 and M cc = 0. If the scene points X i are co-planar we can assume, again without loss of generality, that the points are located in the z-plane:
T . Evaluating the matrix M with such points results in an M where the 3-rd, 6-th and 9-th columns and rows are equal to zero.
This results in two different solutions for the global optimum. Let us assume that one of the global optima is reached at R 1 = [r 1 , r 2 , r 3 ] and t 1 . Then the second global optimum is at R 2 = [−r 1 , −r 2 , r 3 ] and −t 1 . Therefore, the two statements are equivalent:
In such a situation SeDuMi [19] would not converge to a single solution. It reports that no single solution could be found. To overcome this limitation we need to add a further constraint which separates the solutions from each other. Since the rotations of the two solutions differ only in the sign, we decided to use the sign of the first element r 1 1 = q 2 1 +q 2 2 −q 2 3 −q 2 4 to distinguish the solutions from each other. Solving both problems
results in two optimal solutions. In the first one the points are in front of the camera and in the second one the points are behind the camera. Both solutions have the same cost (2). If one knows that the points are exactly co-planar only one of the two minimization problems in (20) has to be solved, because the second solution can be obtained from the first one. If the scene is not exactly planar, or one does not know whether the scene is planar or not, both programs have to be solved. In such a case the 3-rd, 6-th and 9-th column and row of M are not exactly zero and therefore the statement of (19) does not hold anymore. In such cases both systems of (20) are solved and the best one is taken as the global optimal solution. The code for this special (planar) case (size of A is 292 × 70) is also available at http://www.emt.tugraz.at/∼pinz/code. 
Experiments
The first experiment was performed to analyze the numerical stability of the proposed algorithm. We generated 100 random points normally distributed in the x, y, z interval (7), which are then translated to an SDP program explained in section 2.2. The SDP program is then solved with SeDuMi [19] . SeDuMi is a publicly available iterative SDP solver. To stop the iterations one needs to select a stopping criterion. This criterion is based on the difference between successive iterations. We call this value Accuracy of SeDuMi. For different values of that accuracy, ranging from 10 −1 to 10 −15 , we repeated the experiment 1000 times. 2 shows the median, the 1/4 and 3/4 quartiles. In Fig. 2 (a) the computation time is reported, which is compared to the number of iterations SeDuMi needed to reach the preset accuracy in Fig. 2(b) . To reach the highest accuracy only about 16 iterations need to performed and it takes only about 0.3 seconds to reach this accuracy.
In Fig. 2(c) we show the estimated error of the pose estimation problem E(R) (2) and in Fig. 2(d) we show the rotation error. The rotation error is the difference of the estimated rotation w.r.t. ground truth. There is a linear relationship in the interval 10 −7 to 10 −13 . If we increase the accuracy for SeDuMi above 10 −13 we reach the accuracy of the used data-types inside the implementation. If the accuracy is set too low (larger than 10 −7 ) SeDuMi failed to converge to a solution.
This failure of SeDuMi is also reported in Fig. 2 (e). Here we see how often SeDuMi reported a valid solution for the 1000 experiments. For an accuracy better than 10 −9 always a valid solution was reported. Therefore, we selected 10 −10 as a good value for further experiments. Finally, in Fig. 2(f) we see how far the obtained solution is away from γ. This is a measure of how close we are to the global optimum.
The second experiment was performed to estimate the runtime of the algorithm. We set the accuracy for SeDuMi to 10 −10 and repeated the above experiment for different numbers of points (from 4 to 1000). In Fig. 3(a) we see the spent CPU time. The dashed line shows the amount of CPU time for the complete algorithm (generating matrices M, M c , M cc , computing the matrices for the SDP A, b, c, solving the SDP), whereas the solid line shows the time, which was consumed by the SDP solver. In general we can say that the algorithm is of O(n) time complexity, while reaching the global optimum. The time needed to solve the SDP problem is close to constant. This is because the size of the SDP problem is constant and does not vary with the number of points. On the other hand, the computation of the matrices M, M c and M cc depends linearly on the number of points.
A close look into the range of 4 to 100 points in Fig. 3(b) shows that solving the SDP requires more time for fewer points. This could be explained as follows: For three points, there are up to four valid global optimal solutions [4] . In that case the algorithm fails, due to the fact that it is only valid if there is one solution. If one adds a fourth point the up to four solutions are now disturbed by that point, but there are local minima close to these solutions. For the SDP solver, it takes a lot of time until it detects which of the local possible solutions is the global one. Adding more and more points makes it easier for the SDP solver to decide which one is the correct one.
In the third experiment we show the behavior of the algorithm w.r.t. noisy measurements for a central camera (c i = 0). We repeated the previous experiment for different Gaussian noise levels in the measurements. We notice a linear relationship between noise level and the accuracy of the rotation in degrees Fig. 4(a) and for the the accuracy of the translation (in percent: 100 × |t − t ground truth |/|t ground truth |) Fig. 4(b) .
Conclusion
In this paper we have proposed a new globally optimal O(n) algorithm for the PnP problem. The algorithm was developed using a cost function for general camera models. The minimization of that cost function can be written as a semi definite positive program, which is efficiently solved. The main difference to other global optimization algorithms is the avoiding of a branch and bound algorithm, which results in a fast computation. We believe that the method of expressing the minimization as a sum of squares problem also has a high potential for other Computer Vision algorithms, like structure from motion.
