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La première partie de cet article décrit un exemple d’application
de dessin vectoriel construite avec Polyphony et détaille les aspects
notables de la programmation d’IHM avec ECS. La section suiv-
ante expose les choix d’implémentation d’ECS à partir de l’analyse
de trois frameworks majeurs, et en détaille notre adaptation au
contexte IHM. Nous comparons ensuite la programmation des com-
portements interactifs avec ECS à l’état de l’art, pour leur réutilisa-
tion, leur orchestration, et leur manipulation à l’exécution. En￿n
nous concluons sur les limites de ce modèle, ainsi que des pistes de
validation pour les travaux futurs.
2 UNE APPLICATION DE DESSIN VECTORIEL
BASÉE SUR ECS
Le développement en Java de la boîte à outils Polyphony s’est fait
de pair avec celui d’une application de dessin vectoriel, l’objectif
étant de mettre en valeur les atouts d’ECS dans le contexte IHM.
2.1 Le modèle Entité-Composant-Système
ECS (parfois appelé CES) est un paradigme conçu pour structurer le
code et les données dans un programme. Ce modèle est apparu dans
le domaine du développement de jeux vidéos [9, 27, 28]. Dans ce con-
texte, les équipes sont typiquement séparées entre programmeurs
concevant la logique et les outils, et concepteurs produisant du
contenu scénaristique ou multimédia. ECS utilise les Composants
comme interface entre les deux mondes: les programmeurs dé￿nis-
sent les Composants disponibles et créent les Systèmes itérant
dessus; les concepteurs instancient les di￿érentes Entités et leurs
comportements par assemblage de Composants choisis.
Les éléments constituant le modèle sont donc:
Entités - Ce sont des identi￿ants uniques (souvent de simples
entiers) représentant les éléments du programme. Ils sont
similaires aux objets mais ne possèdent aucune donnée.
Composants - Ils représentent les données du programme (comme
TextPosition ou BackgroundColor), et sont associés dynamique-
ment aux Entités. Selon les interprétations, un Composant
seul peut désigner le type de donnée attachable à toutes les
Entités, ou son instance attachée à une Entité.
Systèmes - Ils s’exécutent continuellement en suivant un ordre
prédé￿ni, et représentent chacun un comportement modula-
ble du programme. Les Entités ne s’enregistrent pas directe-
ment auprès des Systèmes, mais acquièrent les Composants
nécessaires pour être “vus” par ceux-ci.
En￿n, nous ajoutons deux éléments récurrents dans la majorité
des implémentations d’ECS, bien qu’ils ne fassent pas partie du
modèle de base et n’aient pas de terminologies ￿xes:
Sélections - Ce sont des groupes d’Entités, constitués en fonction
des Composants possédés. Les Sélections sont le mécanisme
fondamental par lequel les Systèmes obtiennent des listes
d’Entités sur lesquelles opérer.
Contexte - Il représente le monde qui contient toutes les Entités,
stocke les variables globales, et o￿re une interface pour
obtenir des Sélections.
2.2 Description du prototype
L’application de dessin vectoriel est un exemple courant et bien
approprié pour illustrer la conception de techniques d’interaction [1,
20]. Elle combine l’implémentation d’objets graphiques, d’outils (e.g.
dessin de formes, pipette à couleurs), de commandes (e.g. copier/coller,
undo), et o￿re une large palette de tâches possibles permettant de
nombreuses améliorations et combinaisons entre éléments.
Notre application de base (￿gure 1) permet ainsi de:
• dessiner des rectangles et des ovales
• déplacer les formes créées
• enregistrer le résultat au format SVG
• réinitialiser l’espace de travail
Figure 1: Espace de travail de l’application, avec au centre le
canevas de dessin et en haut la barre d’outils.
Tous les éléments de l’interface sont donc des Entités: les boutons,
les formes dessinées, et même la zone de dessin en arrière-plan. Les
périphériques d’interaction (souris et clavier) sont aussi représen-
tés par des Entités, ainsi que la fenêtre d’a￿chage. En￿n, dans la
continuité des fonctions lambda, qui sont des fonctions réi￿ées en
tant qu’objets, nous avons implémenté les Systèmes par des En-
tités. Leurs dépendances sont ainsi représentées par des données
stockées dans leurs Composants.
Les Entités sont instanciées par des fabriques d’Entités, qui leur
attribuent des Composants prédéterminés. Un bouton, par exemple,
est instancié par la fabrique Button, selon le pseudo-code suivant :
function Button(x, y, icon)
r = Rectangle(0, 0, 8+i.width , 8+ i.height)
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Tableau 1: Matrice des Composants dé￿nis dans
l’application, en fonction des fabriques d’Entités les at-
tribuant. Les Entités issues de chaque fabrique reçoivent
tous les Composants indiqués par ⇥, et éventuellement ceux
indiqués par ⇠ (en fonction de leur spécialisation).
La ￿gure 2 représente toutes les Entités actives dans l’application
de dessin, chacune identi￿ée par la fabrique qui l’a instanciée. Con-
trairement à des boîtes à outils répandues (e.g., Qt, JavaFX, HTML),
elles n’appartiennent pas nécessairement à un graphe de scène.
Dès leur création, elles sont accessibles aux Systèmes, donc visibles
et interactives. Les liens de parenté, représentés sur cette ￿gure
par des ￿èches, sont dé￿nis uniquement lorsqu’il faut établir une
relation d’ordre (profondeur d’a￿chage, précédence de ciblage).
Les Composants déterminent les comportements pouvant être
acquis par chaque Entité. Ils sont lus par chaque Système qui met en
application ces comportements. La table 1 dresse la liste des Com-
posants de l’application de dessin, ainsi que les fabriques qui les at-
tribuent. Pour les dé￿nir, nous nous sommes inspirés de CSS 1 [40],
qui synthétise la plupart des comportements communs aux dif-
férentes balises HTML, et permet par exemple de mimer un élé-
ment button avec un conteneur div, uniquement par acquisition de
propriétés CSS. Nous avons délibérément laissé de côté les notions
de layout, et de décoration de texte.
2.3 Utilisation d’ECS en pratique
Nous détaillons ici les aspects du développement d’interfaces qui
nous ont semblé notables avec ECS, par rapport aux boîtes à outils
les plus répandues.
D’abord, la mise en place de Systèmes permet de centraliser
la dé￿nition des interactions et des comportements du système,
à la manière des machines à état de SwingStates [2], et donc de
réduire l’utilisation de callbacks dont le nombre peut être probléma-
tique [31]. Le sélecteur d’outils de notre application de dessin illustre
ce principe. Un Système ToolSelectionSystem observe à chaque clic
de souris si un des boutons possédant le Composant selectableTool
a été activé. Si c’est le cas il désactive l’outil précédent et fait de
selectableTool le nouvel outil actif. Ainsi, aucun des boutons de
sélection d’outils n’implémente de callback onClick, ce comporte-
ment commun étant géré dans un Système de plus haut niveau.
De plus si le concepteur souhaite ajouter un nouvel outil a poste-
riori, il lui su￿t d’ajouter le Composant selectableTool à l’Entité
concernée pour que le Système ToolSelectionSystem le prenne en
compte. Il n’y a donc pas besoin d’ajouter de nouveaux callbacks,
ni de modi￿er le code de l’application en plusieurs endroits.
Grâce au principe des Sélections, les Entités ne stockent pas de
listes de pointeurs entre elles. Par exemple, le Système ToolSelection-
System ne conserve pas une liste des boutons activables, mais chacun
de ces boutons possède le Composant selectableTool, par lequel
il peut être retrouvé avec une Sélection. On limite ainsi le nom-
bre de références entre objets dans l’application, qui compliquent
généralement la suppression et la mutation des objets référencés.
Les Entités périphériques (Mouse, Keyboard, View – voir ￿gure 2)
sont l’interface avec le système d’exploitation. La souris Mouse,
par exemple, possède le Composant position qui stocke à tout
instant les coordonnées du curseur système. Ces coordonnées sont
modi￿ables, ce qui force en retour la position du curseur. Dans
l’application de dessin, ce mécanisme sert à contraindre le curseur
à rester dans le canevas lors du dessin d’une nouvelle forme.
Avec ECS les périphériques sont caractérisés par leurs Com-
posants: isPointer, buttonStates et position pour la souris, keyStates
pour le clavier, et graphicsContext pour l’écran. Ce principe permet
d’abstraire les périphériques en conservant leurs caractéristiques
individuelles. Des données comme la présence de boutons supplé-
mentaires sur une souris sont conservées, mais simplement ignorées
par tout Système traitant des pointeurs à deux boutons.
Lamatérialisation des périphériques en Entités o￿re une représen-
tation à la fois ￿exible et persistante entre les di￿érentes couches du
programme. La structure d’une Entité comme Mouse étant extensible,
il n’est pas nécessaire de créer un nouvel objet pour introduire de
nouvelles données. Ce mécanisme est illustré en ￿gure 3. L’Entité
représentant la souris est initialisée par la fabrique Mouse avec trois
Composants. Puis chaque événement mouseButton déclenche une
série de Systèmes, chacun ajoutant et retirant des Composants à la
souris. Les données sont ainsi partagées entre les di￿érent Systèmes,
utilisant l’Entité souris comme support de stockage.
En￿n, grâce à l’utilisation systématique des Sélections pour
retrouver les Entités, les techniques d’interaction sont exposées
en amont à la possibilité d’utiliser des périphériques multiples.
Bien que nous ne l’ayons pas démontré dans notre prototype,
l’utilisation de plusieurs périphériques d’entrée et sortie (physiques
ou virtuels), ainsi que leur remplacement est facilité car implicite,
tant qu’ils présentent les Composants nécessaires aux Systèmes qui
les utilisent. Un Système implémentant une technique de pointage
pourra par exemple fonctionner avec toute Entité qui fournit les
composants position, isPointer et buttonStates, que ce soit une
souris, une tablette ou un dispositif virtuel produisant ces données
(e.g. un “robot” reproduisant des enregistrements d’entrées).





























Figure 2: Liste des Entités dé￿nies dans l’application de dessin. Les ￿èches à gauche représentent les liens directs de parenté




    + buttonStates
        + position
Polyphony
+ tempButtonPressed
    + tempButtonReleased
        +/‒ pressPosition
PointerClickSystem
 +/‒ pressTarget
    + tempClick
        + tempClickTarget
MoveResizeSystem  +/‒ isDragging
    +/‒ draggedTarget
...
‒ tempButtonPressed
    ‒ tempButtonReleased
        ‒ tempClick
            ‒ tempClickTarget
mouseButton
Figure 3: Évolution des Composants de l’Entité souris, à
travers les Systèmes réagissant à l’événement mouseButton.
L’utilisation d’Entités pour matérialiser les Systèmes nous per-
met d’utiliser des Composants booléens pour modéliser plusieurs
types de déclencheurs – après quels événements ils s’exécutent. Pour
les besoins de notre application d’exemple, nous avons dé￿ni quatre
types de déclencheurs:
• le rendu graphique (readsDisplaySync)
• les clics de souris (readsMouseButton)
• les mouvements de souris (readsMouseMotion)
• les appuis clavier (readsKeyboard)
Ces déclencheurs représentent les événements issus du système
d’exploitation et ont été dé￿nis pour que les Systèmes n’utilisent
pas de ressources en s’exécutant lorsqu’ils n’ont pas lieu d’être. Les
Systèmes acquièrent ces Composants pour indiquer s’ils doivent
s’exécuter pour chacun des déclencheurs. Des Méta-Systèmes se
chargent alors de retrouver les Systèmes possédant les Composants
requis et d’exécuter leurs champs execute. Les Systèmes possèdent
en outre des Composants priority pour ordonner leur exécution.
Grâce à l’utilisation de Composants, nous avons aussi dé￿ni
des déclencheurs internes à l’application. Le Composant shortcut
permet par exemple à un Système d’être déclenché par un rac-
courci clavier. Le Méta-Système ShortcutsSystem détecte l’appui
d’un raccourci clavier, et se charge de retrouver et d’exécuter le(s)
Système(s) réagissant à ce raccourci.
L’organisation des Systèmes permet d’ordonner les comporte-
ments par type de traitement dans l’application. Cependant cer-
tains traitements nécessitent d’être ordonnés entre Entités, comme
l’a￿chage. Dans ce cas, le dessin de bordures, d’images et de formes
d’arrière plan, sont des traitements distincts. Or il faut aussi ordon-
ner les traitements entre Entités, comme dessiner la bordure d’une
Entité en arrière plan avant l’ombre d’une Entité au premier plan.
Dans ce cas la programmation par Systèmes est mise en défaut :
il faut implémenter tous les traitements dans un même Système
itérant sur les Entités. L’application des principes d’ECS nécessite
donc de minimiser les relations d’ordre d’exécution entre Entités.
Dans le cas du rendu graphique, l’utilisation d’un depth-bu￿er per-
met de dessiner tous les éléments sans ordre nécessaire.
2.4 Exemple d’implémentation du drag & drop
Pour illustrer l’utilisation de Polyphony, nous détaillons un exemple
souvent di￿cile à implémenter dans la plupart des bibliothèques
actuelles : le drag and drop. Cette technique d’interaction à la souris
consiste à déplacer un objet et le déposer sur un autre. Ensuite, si les
deux objets sont compatibles, une commande s’exécute, qui dépend
des deux objets et de l’endroit du dépôt.
Dans l’application de dessin, il s’agit de supporter le déplacement
des formes dessinées sur les boutons de la barre d’outils, pour les
faire changer de forme, ou les supprimer. Ainsi l’outil de réinitiali-
sation du canevas supprime la forme déplacée, l’outil de rectangles
la transforme en un rectangle (en conservant ses dimensions), et
l’outil d’ellipses le transforme en ellipse.
Les combinaisons de comportements sont synthétisées dans le
tableau 2. L’axe vertical représente le type de forme déplacée, et
l’axe horizontal le bouton sur lequel elle est relâchée.
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La séquence d’actions à exécuter est la suivante:
• le curseur survole l’objet à déplacer;
• le curseur clique sur l’objet à déplacer;
• le curseur se déplace et l’objet avec lui;
• le curseur survole un objet de dépôt (un mécanisme de feed-
forward peut suggérer que l’action de dépôt aura un e￿et);
• le curseur relâche l’objet déplacé (une commande dépendant
des deux objets s’exécute alors).
Rectangle suppression → Ellipse
Ellipse suppression → Rectangle
Tableau 2: Matrice des combinaisons de drag and drop.
Les di￿cultés liées à cette technique sont de plusieurs natures.
D’abord, déplacer un objet implique de le retirer de son emplace-
ment actuel, ce qui peut mettre en défaut les contraintes de position-
nement locales. Ensuite, les di￿érentes étapes nécessitent d’attendre
des actions de l’utilisateur, et peuvent donc di￿cilement s’exprimer
par un bloc de code continu (se sont souvent des callbacks multi-
ples). En￿n, les commandes et leur feedforward ne dépendent pas
de l’un ou l’autre des objets, mais de la combinaison des deux. Le
nombre de possibilités est fonction du produit du nombre de types
déplaçables par le nombre de types receveurs, et peut être très im-
portant. En fonction des cas, les comportements résultants peuvent
donc appartenir aux objets déplacés, ou aux objets de dépôt.
Dans Polyphony, le Système MoveResizeSystem est dédié à l’action
d’appui-déplacement, à la manière de l’Interacteur Move-Grow de
Myers [30]. Celui-ci prend en entrée les clics de souris générés par le
système d’exploitation, ainsi que les cibles potentielles générées par
le Système PointerTargetSystem. Il génère en sortie les Composants
isDragging et draggedTarget sur la souris (c.f. ￿gure 3), ainsi que
isDragged et originalPosition pour chaque cible possédant le Com-
posant isDraggable. L’état dans la séquence d’actions est mémorisé
grâce à ces Composants temporaires: draggedTarget indique quel
objet est en cours de déplacement et originalPosition conserve sa
position initiale pour la rétablir éventuellement.
Les comportements de drop étant ici uniquement déterminés par
le receveur, nous les avons implémentés par des callbacks sur les
boutons, avec des Composants onDrop. MoveResizeSystem s’occupe
de véri￿er si la cible du dépôt possède ce Composant et l’exécute le
cas échéant. Ainsi le comportement de drag and drop est entière-
ment contenu dans un Système et les comportements spéci￿ques
aux receveurs sont stockés sur ceux-ci.
Dans notre application exemple, les Composants générés par
MoveResizeSystem sont ensuite utilisés par les Systèmes MoveToolSystem,
RectangleToolSystem et EllipseToolSystem. Le premier permet de
déplacer les formes géométriques, les deux autres de dessiner de
nouvelles formes par tracé de boîtes.
Ce séquencement illustre la composition des comportements
avec ECS. L’outil de tracé de rectangles RectangleToolSystem se base
sur le Système de détection d’appui-déplacement MoveResizeSystem,
qui dépend lui-même de PointerTargetSystem pour la détection de
la cible pointée. La dépendance se modélise par l’ordre d’exécution
dans la chaîne des Systèmes. Chacun insère des Composants sur
l’Entité souris, en se basant sur les Composants insérés par les Sys-
tèmes précédents. Ainsi, MoveResizeSystem, RectangleToolSystem
et EllipseToolSystem sont simplement positionnés en aval dans la
chaîne d’exécution des Systèmes.
3 CLARIFICATION DU MODÈLE
ENTITÉ-COMPOSANT-SYSTÈME
ECS est un paradigme de haut-niveau, en ce qu’il promeut des
principes sans spéci￿er précisément la manière dont il faut les
réaliser. Cette formalisation des Systèmes et des Composants rel-
ativement ￿oue a donc donné lieu à di￿érentes interprétations et
implémentations que nous détaillons ici.
3.1 Analyse d’implémentations existantes
Il existe de nombreux frameworks basés sur ECS, chacun avec des
variations des mêmes concepts. Cette multiplicité rend di￿cile le
choix d’une implémentation plutôt qu’une autre, pour quiconque
ayant besoin d’utiliser ce modèle de programmation. Pour clari-
￿er ce point, nous présentons ici un espace de conception d’ECS, à
partir de l’étude de 3 frameworks majeurs, ainsi que notre expéri-
ence dans le développement d’une nouvelle variante dédiée à la
programmation de l’interaction.
Pour constituer un espace de conception et réaliser notre propre
prototype, nous avons d’abord sélectionné un ensemble de frame-
works à étudier basés sur ECS. Nous avons considéré en priorité
les travaux les plus cités comme référence1, et ceux béné￿ciant des
documentations les plus complètes. Tous les frameworks que nous
avons trouvés ciblent le développement de jeux vidéos, et nous n’en
avons trouvé aucun dédié aux interfaces graphiques.
Artemis (Java) est une des premières implémentations du modèle
ECS. La version originale n’étant pas documentée et plus maintenue,
nous avons sélectionné son fork le plus populaire, Artemis-odb [34].
Entitas [37] (C#) propose une interprétation distincte d’Artemis
en plus de fournir un méta-langage ainsi qu’un préprocesseur pour
C#. Sa très grande popularité ainsi que sa documentation abondante
en font une variante majeure d’ECS.
En￿n, il existe un grand nombre de travaux qui n’implémentent
pas les comportements dans des Systèmes distincts, mais directe-
ment sur les Composants. Ils sont souvent quali￿és d’Entity-Component
systems, ce qui alimente la confusion quant à leur adhérence aumod-
èle ECS original. Parmi ces travaux, nous pouvons citer Unity [39]
(C#), Google CORGI [21] (C++), Nez [35] (C#), et Apple Game-
playKit [4] (Swift). Nous avons sélectionné ce dernier pour sa doc-
umentation complète.
L’analyse présentée dans la table 3 n’est pas exhaustive. Elle met
en évidence les choix de conception sur lesquels les interprétations
di￿èrent principalement. Nous y avons aussi inclus nos propres
choix, et les expliquons dans le reste de la section.
3.2 Adaptation d’ECS au contexte IHM
Toutes les boîtes à outils implémentant ECS que nous avons étudiées
sont dédiées exclusivement au jeu vidéo. Or ce type d’applications
a des besoins très particuliers, parfois similaires, mais souvent dif-
férents de la programmation d’interactions:
1en particulier à l’aide de sites comme http://entity-systems.wikidot.com/
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Bibliothèque Artemis-odb (Java) Entitas (C#) GameplayKit (Swift) Polyphony (Java)
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Tableau 3: Analyse de trois variantes d’ECS et de Polyphony selon notre espace de conception.
• l’état du jeu est généralement mis à jour par une unique
chaîne de Systèmes, à un tickrate dé￿ni souvent diviseur de
60Hz (fréquence commune de rafraîchissement des écrans).
Les interfaces graphiques étant généralement mises à jour
par réaction à diverses sources d’événements, nous avons
introduit de multiples chaînes de Systèmes;
• les éléments du jeu ont des relations peu structurées entre
eux, ils se déplacent, apparaissent, disparaissent, et sont dif-
￿cilement organisables en parents et enfants, alors que les
interfaces ont des relations de contenance et de proximité
qui se structurent mieux par des arbres de scène;
• nombre de jeux obéissent au principe un joueur par machine,
et supportent un seul couple clavier/souris (mais parfois
plusieurs manettes), ce qui est limitant pour le prototypage
de techniques d’interaction qui motive notre travail. Nous
avons introduit l’usage d’Entités périphériques pour y pallier;
• le pipeline d’exécution des di￿érents comportements est
généralement ￿xe, ce pourquoi les implémentations d’ECS
ordonnent les Systèmes par simples listes. Pour permettre
le prototypage par dessus des applications existantes, nous
représentons les Systèmes par des Entités, et assouplissons
ainsi les déclencheurs grâce aux Composants;
• les scènes sont des “niveaux”, souvent indépendants, se suc-
cédant en séquence, et sérialisés dans des ￿chiers chargés au
démarrage, alors que la navigation dans des interfaces est
beaucoup plus complexe que séquentielle. ECS se prête déjà
bien à ce changement de contexte.
3.3 Polyphony: choix de conception
Dans cette section, nous détaillons chacun de nos choix pour Polyphony,
selon l’espace de conception présenté plus haut.
Tout d’abord nous avons choisi de représenter les Entités à l’aide
d’objets plutôt que des entiers. En e￿et la programmation d’IHM est
très liée au modèle objet aujourd’hui, et le but de notre travail sur
ECS est de l’en rapprocher, a￿n qu’il puisse à terme être combiné
avec des paradigmes existants.
Ainsi, la gestion des composants se fait à l’aide d’un protocole
de Méta Objet inspiré de JavaScript [19] :
• e.set( c ,v) ajoute le composant c de valeur v à l’Entité e
• e.add( c ,v) ajoute c s’il n’existe pas déjà
• e.get( c ) renvoie la valeur du composant (ou null)
• e.has( c ) renvoie true si et seulement si e possède c
• e.remove( c ) retire c de l’Entité e
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L’intérêt de la méthode add est de permettre à une éventuelle
fabrique d’Entités de recevoir une Entité existante et de compléter
uniquement les champs qui lui manquent.
Pour faciliter le prototypage et l’ajout de nouveaux Composants,
nous avons choisi de ne pas nécessiter leur dé￿nition explicite. Les
Composants sont gérés par simple association d’une Valeur avec
un Nom. Ce choix rapproche ECS des langages permettant l’ajout
dynamique de variables aux objets2, tels JavaScript et Python –
e.set( c ,v) équivaut alors à e.c = v.
Artemis-odb et Entitas dé￿nissent chacun une classe pour stocker
les Entités actives, et représenter le Contexte. Ils permettent ainsi
d’instancier plusieursmondes, par exemple pour charger un prochain
niveau, ou gérer un second joueur sur unemêmemachine. Polyphony
contient un Contexte global unique. En e￿et, il nous est toujours
possible de gérer plusieurs mondes à l’aide de Composants – on
peut alors considérer que la variable context de chaque Entité est
aussi un Composant.
Pour la Sélection d’Entités, nous avons introduit des conditions
de ￿ltrage basées sur des prédicats accept : Entit  ! Boolean. Les
algèbres de combinaison de Sélections all/one/none peuvent alors
être implémentées à l’aide des opérateurs logiques et/ou/non dans
ces fonctions. De plus, e.has accepte les expressions régulières, ce
qui permet par exemple au Système RemoveTempsSystem de parcourir
toutes les Entités possédant des champs de la forme  temp* , et de
retirer ces champs.
Les comportements transitoires sont des processus s’exécutant
lorsque des variables changent de valeur. Dans les applications
basées sur ECS, on peut les opposer aux comportements systéma-
tiques, qui sont implémentés par les Systèmes. Dans notre exemple
d’application, ces transitions sont à l’œuvre lorsqu’une Entité ac-
quiert le Composant depth, et que SoftRendererSystem doit trier
à nouveau la liste des Entités a￿chables. Artemis-odb et Entitas
permettent l’enregistrement de listeners sur des Sélections. D’autres
implémentations fournissent des types de Systèmes déclenchés par
les mises à jour de Sélections. Nous avons choisi de fournir des
accesseurs sur les Sélections, pour les Entités ajoutées et retirées
depuis leur dernière lecture.
Pour l’ordonnancement des Systèmes, la pluralité des dépen-
dances et le besoin de ￿exibilité nous ont poussé à utiliser le mé-
canisme des Composants, donc à faire des Systèmes des Entités.
Ainsi tous les modèles d’exécution pouvant s’exprimer par des
données attribuées aux processus, peuvent s’exprimer à l’aide de
Composants. C’est le cas par exemple des relations A s’exécute après
B et A s’exécute si v change. Une exception notable est le binding
de djnn [36], qui lie deux processus à l’aide d’un objet intermédi-
aire, mais peut néanmoins s’implémenter à l’aide d’une troisième
Entité. Lorsque les Composants des Systèmes ont été dé￿nis, des
Méta-Systèmes (Systèmes exécutant des Systèmes) les parcourent,
les ordonnent, et les exécutent.
En￿n, la réutilisation d’Entités avec Composants prédéterminés
se fait à l’aide du patron fabrique. Nous rapprochons ainsi la création
d’une Entité de la construction d’un objet. La fabrique fait alors
o￿ce de descripteur d’Entité, tel un type qui pourrait être acquis
ou perdu en fonction des Composants possédés.
2https://rosettacode.org/wiki/Add_a_variable_to_a_class_instance_at_runtime
3.4 Liens avec le langage hôte
Polyphony est développé en Java, langage au typage statique et
fort. Les types de ses objets sont déterminés avant l’exécution,
et il n’est pas possible d’ajouter des champs aux objets durant
l’exécution. Ces limitations nous ont contraint à développer un
protocole d’Entités indépendant du langage hôte, ce qui a permis
en retour d’expérimenter librement des ajouts à ECS, sans dépendre
de primitives ré￿exives de bas niveau.
ECS ne promeut pas de modèle d’héritage (classes ou prototypes),
étant donné que chaque Entité est créée avec sa propre copie de
chaque Composant. Dans notre application, les Entités coexistent
avec les objets de Java Swing de plus bas niveau (Point, Rectangle,
Color, etc), qui utilisent un héritage de classes. Cependant pour les
Entités, nous n’avons pas encore pu étudier de cas où l’héritage
puisse être utile.
La plupart des langages orientés-objets (Java, C#, Python, etc)
utilisent un mécanisme de ramasse-miettes pour supprimer automa-
tiquement les objets non-référencés. D’autres langages orientés-
objets (C++, Rust) utilisent le comptage de références pour les
supprimer. ECS se distingue par le besoin de supprimer manuelle-
ment les Entités – même si elles sont toujours référencées. Or la
suppression manuelle sûre d’objets est pour l’instant di￿cilement
accessible [24]. Il faut attendre que de tels langages se développent
avant de pouvoir y intégrer ECS.
Aujourd’hui, l’intégration d’ECS dans un langage “compatible”
est un travail di￿cile. D’autant que le principe des Sélections né-
cessite d’avoir accès à tous les objets actifs, ce qu’aucun langage ne
permet simplement aujourd’hui. De même, la validation d’interfaces
(pour les Sélections) basée uniquement sur les champs possédés (ou
typage structurel) n’est à notre connaissance disponible que dans le
langage Go3. Il est donc aussi envisageable à terme de développer
un langage dédié orienté objet, au typage dynamique et fort, qui
implémente directement les principes d’ECS.
4 GESTION DES COMPORTEMENTS
INTERACTIFS
Les comportements interactifs comme nous les considérons sont
dé￿nis à deux niveaux. À haut niveau, ils désignent les réactions
observables des éléments à di￿érents stimuli. Les éléments d’intérêt
sont ici les objets manipulés par les bibliothèques d’interaction. Les
stimuli peuvent être des événements externes (clic de souris, front
montant d’horloge), ou internes (la souris survole un élément). À bas
niveau, les comportements désignent les blocs de code déclenchés
par ces événements et qui donnent lieu aux réactions observées. Par
exemple, pour un comportement de haut niveau “permettre l’édition
de texte”, le code correspondant s’abonne au clavier, et pour chaque
saisie de caractère l’ajoute en bout d’une chaîne de caractères dont
l’a￿chage est mis à jour. Dans cette section, nous nous intéressons
aux approches existantes pour exprimer et programmer de tels
comportements interactifs et situons le modèle ECS que nous avons
adopté par rapport à ces travaux.
3voir https://gobyexample.com/interfaces
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4.1 Mutualisation et réutilisation des
comportements
La plupart des boîtes à outils basées sur le modèle Objet utilisent
le principe d’héritage pour organiser les comportements individu-
els et partagés, et peuvent être quali￿ées de “monolithiques” [7].
Chaque comportement est incarné par un ensemble de variables
et de méthodes dans une classe (ou un prototype), et tout objet en
hérite à condition d’être un descendant de sa classe (ou prototype).
Ce principe associe la nature même des éléments à leurs comporte-
ments (propres ou hérités): par exemple une classe TextField est
spéci￿que en ce qu’elle contient du texte, et peut être éditée.
Cependant, les hiérarchies entre ancêtres sont généralement
prédé￿nies, ce qui complique l’attribution de comportements à
des objets qui n’ont pas été spéci￿quement conçus et implémentés
pour les recevoir [7, 26, 32], et aussi bien de manière statique (à la
compilation) que dynamique (à l’exécution). Par exemple, il est di￿-
cile d’ajouter le comportement d’édition de texte aux champs label
d’une interface (e.g. JLabel). En e￿et, les fonctions pour recevoir les
appuis clavier, a￿cher un curseur de texte clignotant et modi￿er une
chaîne de caractères, appartiennent souvent à une autre famille de
composants, dédiée à l’édition de texte.
Pour un programmeur ayant accès au code source de l’interface,
ce changement peut se faire de deux manières: soit avec une sous-
classe d’un champ de texte modi￿ée pour ressembler à un label, soit
avec une sous-classe d’un label modi￿ée pour permette l’édition de
texte. Dans les deux cas un des deux comportements est recréé car il
ne peut pas être hérité. Ce problème a donné lieu à des architectures
d’objets favorisant la Composition plutôt que l’Héritage, comme les
Traits [14] ou les mixins [11]. Pour un programmeur n’ayant pas
accès au code source, ajouter un comportement à un élément revient
à changer sa nature, ce qui relève parfois de l’impossible. Comme
le remarque Lecolinet, “behaviors and other features are not seen as
general services that could be used by any widget” [26].
De nombreuses bibliothèques d’interaction dites “polylithiques” [7]
ont été proposées, suivant le paradigme de Composition. Taylor et
al. [38] ont présenté une architecture par agents indépendants,
échangeant des messages entre couches sans avoir connaissance
des agents avec lesquels ils communiquent. Cela facilite la réutili-
sation de comportements à grande échelle mais pas la gestion des
comportements de faible granularité (comme de l’édition de texte).
Jazz [8] modélise les comportements par des nœuds insérés entre
les éléments d’interface dans un graphe de scène. Les comportements
sont ainsi hérités par tous les enfants du graphe (qui est en fait un
arbre). Un principe similaire est repris dans MaggLite [23], suivant
un modèle de graphes combinés qui associe des comportements
interactifs réutilisables aux nœuds d’un graphe de scène [22]. Dans
Polyphony les Systèmes sont comparables aux graphes d’interaction
de MaggLite, ainsi qu’aux Interacteurs de Garnet [30]. Cependant
il se distingue de ces travaux en ce que les Systèmes sont instanciés
une fois pour toutes les Entités, plutôt qu’une fois par Entité, et
facilitent donc l’expression de comportements de groupe – con-
traintes de positionnement linéaires [5], dessin d’ombres réalistes.
4.2 Dynamicité des comportements
La plupart des bibliothèques d’IHM ont un support limité pour
l’ajout de nouveaux comportements à des objets, à l’exécution. Il
est aussi di￿cile d’altérer des comportements à la volée (e.g., ac-
tiver/désactiver), à moins qu’ils aient été prévus pour. Dans une
interface graphique, par exemple, les menus déroulants ne per-
mettent pas de réordonner leurs éléments à la souris. Rendre les
éléments d’un menu ordonnables durant l’exécution du programme,
est un exemple de dynamicité des comportements.
Il est important de noter que cette dynamicité est indépendante
du choix de Composition ou d’Héritage pour partager les com-
portements. Il s’agit en fait de pouvoir changer à l’exécution les
composants ou parents d’un objet donné.
Une solution commune est pour chaque élément de posséder
le comportement visé, et de le désactiver par défaut. C’est le cas
par exemple dans Qt pour l’exemple ci-dessus: la classe de base
QAbstractItemView contient une méthode setDragEnabled qui per-
met à chaque liste d’activer la possibilité de déplacer les éléments à
la souris. Cette approche est toutefois limitée par le fait que l’ajout
de nouveaux comportements doit se faire par la classe de base.
Cette limite a conduit les chercheurs à développer diverses tech-
niques pour attribuer des comportements à la volée. Scotty [18] per-
met par exemple d’analyser la structure des composants d’interaction
d’une application Cocoa existante et d’y injecter du code pour en
modi￿er les comportements. Bien que spectaculaire et e￿cace pour
le prototypage rapide de nouveaux comportements interactifs dans
des applications existantes, cette approche présente des défauts de
robustesse et de persistance qui ne permet pas de l’utiliser à plus
grande échelle que pour du “hacking” temporaire. Ivy [12] est un
bus de messagerie sur lequel des agents peuvent envoyer du texte
et s’enregistrer pour écouter des messages (sélectionnés par expres-
sions régulières). De cette manière, de nouveaux comportements
sont ajoutés par le biais de nouveaux agents, et les agents se rempla-
cent en envoyant des messages compatibles. Amulet [32] propose
un modèle de programmation orienté Prototype au dessus de C++,
dans lequel les objets peuvent ajouter, remplacer ou supprimer
des variables et méthodes à tout moment. Notre implémentation
basée sur ECS se rapproche beaucoup de ce travail, cependant
nous étendons la notion d’Entités aux périphériques d’interaction
ainsi qu’aux Systèmes, a￿n de fournir une plus grande ￿exibilité à
l’exécution dans l’ordonnancement des comportements.
4.3 Orchestration des comportements
Le déclenchement et l’ordre d’exécution des fonctions sur des élé-
ments interactifs est important. Il peut s’agir d’exécuter une fonc-
tion systématiquement avant/après une autre, après un change-
ment d’état donné, ou bien sur réception d’événements d’un ou
plusieurs périphériques d’entrée. La conception d’IHM regorge de
tels cas d’utilisation complexes. Par exemple, le rendu graphique
des éléments d’une interface Web met en œuvre le dessin d’arrière-
plans, de bordures, de texte, voire d’ombres portées. En utilisant
l’algorithme du peintre, les étapes de rendu pour chaque élément
doivent s’exécuter dans un ordre précis: l’arrière-plan avant la bor-
dure et le texte, et l’ombre portée avant l’arrière plan. Autre exem-
ple, certaines techniques d’interaction s’appuient sur des séquences
d’actions, provenant potentiellement de plusieurs périphériques
d’entrée, et pouvant mettre en œuvre des délais de pause (comme
CTRL + clic de souris + attente de 500ms).
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Là encore, les langages et bibliothèques ont un support limité
de ces besoins. Les appels de fonctions o￿rent une orchestration
séquentielle et statique des di￿érents blocs de code, et les mécan-
ismes de callbacks enregistrent des centaines, voire des milliers de
liens pour des interfaces “réalistes” [31].
Pour palier à ces limitations, di￿érents modèles ont été proposés.
Les modèles basés sur le formalisme états-transitions (machines
à états) de HsmTk [10] et SwingStates [2] permettent de limiter
“l’éclatement” du code dé￿nissant les comportements interactifs,
tout en o￿rant une représentation de l’interaction proche de celle
des concepteurs et des programmeurs. Des modèles en ￿ot de don-
nées ont aussi été proposés, qui exécutent des blocs de code lorsque
toutes les données dont ils dépendent sont disponibles. Parmi ceux-
ci, ICon [16] réi￿e les liens de dépendances en des arcs représentés
graphiquement, que les utilisateurs peuvent manipuler directement,
par exemple pour ajouter ou remplacer un périphérique d’entrée.
Les deux paradigmes ont même été unis dans FlowStates [3] a￿n de
tirer partie des deux formalismes aux niveaux où ils sont les plus
adaptés. Dans le contexte des séquences d’actions, Proton [25] est
notable pour l’utilisation d’expressions régulières pour représenter
des gestes complexes, et ainsi épargner la dé￿nition de chaînes de
fonctions dépendantes.
Dans ECS, l’orchestration des comportements de fait à haut
niveau, non sur les données mais sur les processus. Le modèle
s’aligne sur le fonctionnement des algorithmes liés aux jeux vidéos
(rendu 3D, simulation physique), qui traitent de grands volumes
de données à répétition. Il invite à considérer les comportements
comme des processus transformant des événements d’entrée en
événements de sortie. Ainsi que l’écrivent Chatty et al. pour présen-
ter djnn, “Like computations can be described as the evaluation of
lambda expressions, interactions can be described as the activation of
interconnected processes” [13]. Polyphony se distingue des travaux
présentés en attachant des attributs (Composants) aux processus
(Systèmes), a￿n de traiter explicitement l’inversion de contrôle à
l’aide des Méta-Systèmes, sans toutefois contraindre le choix des
attributs à donner. L’orchestration d’une application peut ainsi être
rendue plus complexe par l’introduction de nouveaux Composants
et Méta-Systèmes.
5 CONCLUSION
Nous avons discuté dans cet article de la conception d’une bib-
liothèque d’interaction basée sur le modèle Entité-Composant-
Système. Nous avons clari￿é cemodèle, détaillé un exemple d’application
de dessin vectoriel basé dessus, et énuméré les aspects di￿érenciants
de son utilisation en pratique. Nous avons ensuite analysé les choix
de conception d’une implémentation d’ECS selon trois variantes ma-
jeures, et détaillé nos choix pour la conception d’une boîte à outils
pour l’IHM, Polyphony. En￿n, nous avons comparé notre approche
à des travaux de référence, en nous attachant particulièrement à la
gestion des comportements dans une application interactive.
Les apports de ce modèle pour la programmation d’interactions
sont le polymorphisme des éléments grâce aux Entités, un mécan-
isme puissant de Sélections grâce aux Composants, et une gestion
poussée des comportements interactifs grâce à une programmation
“orientée Systèmes”. Cependant la ￿exibilité de ce modèle est à dou-
ble tranchant, beaucoup de comportements de haut niveau peuvent
y être exprimés de plusieurs manières, et nous manquons encore
de recul pour les distinguer.
5.1 Limites et travaux futurs
Parmi les atouts suggérés du modèle ECS pour concevoir des IHM,
il en reste un certain nombre que nous n’avons pas implémentés
pour cet article. Ce sont en particulier l’utilisation de périphériques
multiples et changeant dynamiquement, la gestion de contraintes
de positionnement linéaires, et l’utilisation d’un moteur de rendu
graphique hardware implémenté avec plusieurs Systèmes. En outre
Polyphony étant une preuve de concept implémentée dans un lan-
gage peu compatible avec ECS, sa syntaxe est verbeuse à l’utilisation.
L’implémentation d’un langage dédié à ECS est une piste que nous
considèrerons.
En￿n, bien que nous ayons détaillé ECS et présenté une implé-
mentation fonctionnelle pour la programmation d’IHM dans cet
article, cette approche manque encore de validation quant à son
utilisation pratique face aux boîtes à outils existantes. Nos pistes
de validation pour le futur sont :
• la conception desmêmes applications interactives canoniques
dans di￿érentes boîtes à outils, selon les styles de program-
mation recommandés, a￿n de comparer quantitativement
les codes obtenus;
• le prototypage de techniques d’interaction novatrices tirant
parti des atouts du modèle ECS;
• l’observation qualitative d’utilisateurs programmant un en-
semble d’exercices à l’aide de Polyphony.
Nous espérons aussi que ce travail inspirera le développement
de boîtes à outils “hybrides” complémentant la programmation par
widgets avec les mécanismes de Systèmes et Sélections issus d’ECS.
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