Chinese window system with distributed fonts. by Cheang, Sio Man. & Chinese University of Hong Kong Graduate School. Division of Computer Science.
CHINESE WINDOW SYSTEM WITH DISTRIBUTED 
FONTS 
Supervisor : Dr. Y.S. Moon 
Student : Cheang Sio Man 
Date : May, 1990. 
Master Degree of Philosophy 
Department of Computer Science 
The Chinese University of Hong Kong 
316230 
0 8 oa i/it ’ 
^ .、 -輪 y 
V、、： . . /令// Vx。《，.. •、？ // 
� i < v.. ‘ ‘ ��._� . -
�.->•»:. "‘ pi-
Acknowledgement 
At this moment, when I am going to complete my MPhil research in the Computer 
Science Department, The Chinese University of Hong Kong, I would like to give zealous 
thanks to Dr. Y.S. Moon, my supervisor for he has given me so much advices, helps and 
cooperations during these two years. 
It is my pleasure to have Mrs. Lee, Clara Chan, Information & General Affairs, and 
Mr. Luen, Chih Biau, Academic Exchange Activities, Secretariat, The Chinese University 
of Hong Kong, lend me many Chinese articles used for the testing of my research. Here, 
I should give them many words of thanks. 
I am also grateful that Mr. Y.R Szeto have developed a good foundation of outline 
fonts upon which portions of my MPhil research base. 
Lastly，I want to praise all the staff of our Computing Laboratory for their continuous 
support and encouragement in these two years. 
CHINESE WINDOW SYSTEM WITH DISTRIBUTED 
FONTS 
Supervisor: Dr. Y.S. Moon 
Student: Cheang Sio Man 
Date: May, 1990. 
Department of Computer Science 
The Chinese University of Hong Kong 
Abstract 
Although many powerful English window systems have become available, a 
successful Chinese one still has not emerged. The major problem lies in the storage 
requirement to support huge-sized Chinese fonts. This thesis suggests that an application 
running on top of an existing window system can obtain Chinese fonts from a global font 
database which is shared by a number of workstations over the network. A Network Font 
Server which manipulates the global font database serves network clients through high 
speed communication line. A local Font Server, in contrast, uses local font database to 
serve client applications to speed up font access. Only frequently used fonts are located 
in the local font database where the rest reside in the global font database to allow storage 
minimization. 
Outline fonts are adopted in this system for storage minimization, high resolution 
display and printing. An algorithm is developed to convert the outline descriptions into 
bitmaps of varying sizes with little distortion. 
Font caching is employed in this system to enhance font access speed. Different 
caching algorithms will be described and their advantages and disadvantages compared. 
Different techniques for retrieving characters in the cache will also be discussed. 
Explanation of an experimental implementation of this Font Server System and its 
statistical results will be provided at the end of this thesis, accompanied by discussions. 
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THE EMERGENCE OF WINDOW SYSTEMS 
In recent years, there is a trend that many application programs and packages, and 
even operating systems tend to provide graphical user interfaces instead of, or in addition 
to, text-oriented interface. Users find it very convenient to use such a kind of interface 
because it presents more pleasant outlook, gives more visual information and is more 
intuitive to use. 
The emergence of window systems[8，30，32，34] suggests a new and convenient way 
for applications to support graphical interface rather than entirely coding by themselves 
or using some standard graphics packages. In addition to pure graphics utilities, window 
systems give more concern on the interaction between an application and a user. They 
usually provide higher-level tools and utilities, such as pop-up and push-down menus, 
dialogue boxes, option choosing buttons, etc. The resulting user-interface is easy to learn, 
use and remember[5]. 
They also provide an environment that multiple applications can share the same 
display monitor, each opening one or more "windows". A user can invoke one editor 
window for text editing and another command window to compile and run the program 
he is editing. Some window systems also enable applications running on text-oriented 
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terminals to have a shared graphics terminal to display its graphical output. It is also 
possible for an application to send its output to a remote window system for 
display[30,34]. 
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2. THE NEED OF A CHINESE WINDOW SYSTEM 
W e can say that the current window systems are so successful that they have gained 
the acceptance of many software manufacturers and computer end users. However, most 
prevailing window systems are built upon the English language or other English-like 
languages. Window systems for Chinese and other oriental languages have not yet 
emerged or are only in their infancy period. 
Although in mainland China, computers have not achieved widespread usage at now, 
there are still other countries or districts using Chinese, for example, Singapore, Taiwan 
and Hong Kong, etc. Moreover, the long term perspective of computer utilization in 
China, the most populous country, cannot be overlooked. As we can see, the topics of 
Chinese computing have triggered many researches at recent years[38]. 
Furthermore, window systems for other Chinese-like languages, like the Japanese 
and Korean, can apply similar principles underlying Chinese window systems. Therefore, 
the development of Chinese window systems does not mean to support Chinese language 
only just as English window systems can be modified to support other English-like 
languages. 
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3. REQUIREMENTS AND DIFFICULTIES OF 
DEVELOPING A CHINESE WINDOW SYSTEM 
The basic concepts of Chinese and English window are not radically different. Many 
functions, such as graphics capabilities, resource handling, interaction tools, remain the 
same. The biggest difference lies upon the discrepancy of the language characteristics 
between Chinese and English. It is desirable to isolate those functions concerning 
language characteristics from other window functions as much as possible so that any 
other languages, not limited to Chinese or English, can be adopted. 
In this chapter, three main issues concerning the support of Chinese language in a 
window system will be discussed. There are other additional issues concerning Chinese 
computing. However, they do not directly relate to window properties and hence are not 
included here. 
3丄 Input Method and Character Encoding 
Unlike English characters, it is not feasible to use one key on a keyboard to represent 
one Chinese character because there are thousands of characters in the Chinese character 
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set. Prevailing Chinese input methods, such as the cangjie, simple, dayi, and 
five-key-stroke input method, most use the combination of one or more keys, each 
representing a Chinese radical, to represent a Chinese character. 
In a window system environment, it is flexible and efficient to build a special 
application window, an input window, rather than embedding routines to process input 
in each application. The input window can accept the keystrokes from keyboard (or from 
any other input devices )，process them and generate Chinese character codes. The 
resulting character codes will be sent to other applications requiring Chinese character 
input in the window system. 
Though the application program may have to take up extra overhead due to the 
inter-process communication in the window system, the relative slowness of human 
typing speed can justify this approach. Moreover, conversion between different Chinese 
character coding systems, e.g., the IBM Host DBSC, Big-5 Code, Computer Association 
Code[38], etc., can be easily achieved using the input window. This approach is claimed 
flexible since we can substitute or include other kinds on input methods and character 
code conversion schemes in the input window or even use an alternate input application 
window rather than using the hard-coded ones in the window system. 
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3.2. Layout Direction and Formatting Mechanism 
The formatting and layout features are relatively simple when compared to English 
ones. Although Chinese passages can have four different layout directions, horizontally 
left to right or right to left and vertically left to right or right to left, the monospacing 
Chinese characters make the justification process easy. Algorithm have already been 
developed to handle the problem of justification and multiple direction of Chinese 
passages[24]. These algorithms can be provided as basic functions of a window system 
or in its accompanying toolkit library. 
3.3. Fonts 
Font handling is an interesting topic in the field of window systems. The capability 
of a window system in displaying graceful fonts in reasonable speed is one of the most 
important factors that affects the user satisfaction and performance on reading[16]. For 
example，X Window, Microsoft Windows, N e W S , etc., provides a variety of typefaces 
such as the Times-Roman, Courier, and Helvetica, etc., in several font sizes. 
Chinese font handling is difficult because of the large size of the Chinese character 
set and complex character shapes. English words can be formed by concatenation of 
alphabetic characters. In Chinese, it is not the case. Each Chinese character is formed 
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pictorially and has a distinct description in the font library although some common 
character strokes or radicals can be shared among different characters with slightly 
different appearance. Usually there are about 3000-5000 commonly used Chinese and 
about 3000-8000 less commonly used Chinese character in current Chinese Coding 
Schemes[31，38’40]. Besides those commonly used ones, there can be more than 
thousands of rarely used Chinese characters. 
The hugh size of the character set forces us to make careful considerations on the 
storage optimization of fonts. Different methods have been developed to compress the 
character representations of fonts[38]. There must also exist methods to build the 
representation of rarely used Chinese characters when they are used rather than including 
them in a library or disallow a user to use such characters. Many Chinese systems have 
included such kind of utilities, e.g., the K C and E T Chinese systems. 
Two kinds of character representation formats can be used to portray the layout of a 
character : bitmap and outline format. 
3.3.1. Bitmap font 
In bitmap fonts, each character is usually represented as a matrix of on- off values ( 
0 or 1 )，controlling the black and white space among a square or rectangular grid of dots 
on raster display screen or in printer. Those discrete on dots are used to approximate the 
continuous strokes of a character. 
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W e can think that a continuous straight line plotted by using a pencil and a ruler is 
of infinity resolution. In reality, it can be said to have resolution at molecular level. 
Whatsoever, as long as our eyes cannot distinguish such discontinuity, we won't care 
what the resolution is. So if the resolution of the printer or the screen is large enough, say 
over 2400 dpi (dots per inch) the resolution provided by professional typesetters, we 
cannot notice such discontinuity or raggedness. However, there exists trade-offs between 
output quality and storage requirement induced from enhanced resolution as many more 
dots are required for a bitmap matrix representing a font in high resolution. However, in 
window systems, we work with screens which have far inferior resolutions when 
compared to the typesetters. 
The dots of a bitmap matrix can be directly mapped to screen or printer one dot per 
pixel. This process is generally very simple and fast. However, if we need to use a font 
size other than those provided by the default bitmap font library in a window system, we 
must either have another bitmap font library, or use bitmap scaling to remedy the 
unavailability. The alternative of using one bitmap font library per font size does not 
sound possible because the resulting storage usage will be intolerable, especially for large 
Chinese character set and/or large font size. 
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Table 3.1. The storage space required for different combinations of bitmap size and no. 
of characters included in a font library for one point size of a typeface 
(Note : All storage is measured by bytes ) 
A more appropriate solution is to only maintain bitmap libraries of a few number of 
font sizes, usually the most commonly used ones. Bitmaps of other font sizes are 
generated, when used, from the available bitmaps by using scaling algorithms[29]. The 
problem of this approach is that ragged effects, or called staircase effects, will appear on 
the slant edges of a character when bitmaps are enlarged. When the bitmaps are scaled 
down，strokes may jam together. Worst of all, the widths of some thin strokes may be 
rounded down to zero so that they simple disappear. In general, line width inconsistency 
caused by rounding up/down will also occur. Correction algorithms must be employed 
to reduce the raggedness and maintain the clarity and completeness of the characters[4]. 
3.3.2. Outline font 
Outline fonts appear to be superior than bitmap fonts because they describe the edges 
of characters in terms of such continuous functions as lines, arcs and curves. Thus a 
character can be scaled to any size without loss of smoothness and completeness as long 
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as the output device can interpret such continuous descriptions. An outline description is 
independent of the font size used so that only one set of outline needed to be maintained 
for each kind of typefaces. 
One thing to note is that if an outline description is complicated, as in the case of 
Chinese characters, its size is not necessarily smaller than that of small sized bitmap fonts. 
Whether an outline font can save much space depends upon the complexity of the 
character outline and the level of compression. 
When an outline font is used in raster output, the outline descriptions must be 
ultimately converted into bitmaps to map onto the device's output pixels. The process of 
conversion introduces inefficiency especially when many arcs and curves are consisted 
in the descriptions, since their conversions involve large amounts of computation. The 
need to decompress the outline description from compressed format also introduce 
overhead in processing time. Hence, we must trade-off between the output quality and 
amount of storage saved, and the processing time needed for conversion and 
decompression. 
PostScript[l], a page description language used to present output to output devices 
on a device independent manner, is one that encourages users to use outline fonts. 
Although it has been complained for its slowness in interpretation[28], its font output 
speed is satisfactory because it uses cache memory to cache the bitmaps generated from 
outline descriptions for further use. It is claimed that the use of such a cache can be more 
than a thousand times faster[l]. In Chinese, the font caching strategy is not very 
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straightforward because the character repetition rate is much less than English. 
Nevertheless, we believe that the use of cache memory can help a lot. 
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4. A TRIAL TO OVERCOME THE DIFFICULTIES IN 
SUPPORTING CHINESE FONTS - OVERVIEW OF A 
CHINESE FONT SERVER SYSTEM 
As we consider a Chinese window system in comparison to an English one, we will 
find that the differences between the two are not drastic. The very difference exists in 
how the two systems manipulate the Chinese language and English language characters, 
and thus mainly in how they manipulate fonts. Many other window system functions 
remain the same, e.g., graphics drawing, window management, and keyboard input, etc. 
It is obvious that handling thousands of Chinese characters is much more difficult 
than manipulating 52 English characters plus some special characters, totally no more 
than 128 characters. The 2- (or 3-) byte representation of Chinese characters instead of 
one byte English characters and the huge size of the Chinese font database constitute the 
most problem. 
Therefore, we decided to develop a Chinese font server which supports Chinese 
character display rather than to build a Chinese window system as a whole. Applications 
running on top of any currently available window system can call the font server to obtain 
Chinese display characters. 
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The conceptual model of the Chinese font server, named as LR Font Server, is 
depicted in Figure 4.1 ： 
C l i e n t 
A p p l i c a t i o n 
“ — C h i n e s e 
C h i n e s e c h a r a c t e r c o d e ^ ^ 
T o o l k i t • F o n t 
S e r v e r 
‘ C h a r a c t e r d i s p l a y 
r e p r e s e n t a t i o n "“ 
L _ 
W i n d o w S y s t e m S e r v e r 
o r 
S c r e e n D i s p l a y R o u t i n e s 
Figure 4.1. Conceptual Model of an LR Font Server 
In the model, an application running on top of a window system requests the window 
system to display a Chinese character by sending a character code to the window system. 
Actually, the character code is not directly sent to the window server because the window 
system may not be able to handle Chinese characters. Instead, the Chinese Toolkit sends 
the character code to the LR Font Server which in turn returns the display representation, 
say a bitmap, for this designated character. What eventually sent to the window server is 
the bitmap. 
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Here, we assume a client-server model is used in the window system for screen 
display. Nevertheless, any graphics packages or window systems can be used provided 
that they support, at least, the display of the Chinese character representation, the bitmap. 
4.1. Network Font Server 
As we have seen, the necessity to support various fonts for Chinese window 
applications constitutes large disk storage requirements. Hence, it is not economic to store 
duplicate sets of Chinese font database in each workstation to support Chinese 
applications. A Network Font Server is consequently designed to resolve the storage 
problem. 
Associated with the font database, the Network Font Server can serve remote 
applications on several workstations running on their own window systems through 
network communication software. This type of Network Font Server is especially suitable 
for diskless applications. The fast communication speed of local area networks, e.g., 
through Ethernet, justifies this type of network access. 
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4.2. Local Font Server 
Although the reduction in disk storage requirement makes the Network Font Server 
sound attractive, the delay resulted in network communication brings about a trade-off. 
A Local Font Server is therefore introduced to reduce such communication overhead. 
The Local Font Server keeps the frequently used Chinese fonts in local disk and uses 
these fonts to support client application generally. When applications request fonts that 
are not located in local storage, it then requests the Network Font Server to obtain desired 
font characters. Because of the,local and remote characteristics of our font servers, we 
call them LR Font Servers if they are neither specified as a Local Font Server nor as a 
Network Font Server. 
c l i e n t L o c a l N e t w o r k ( R e m o t e ) 
a p p l i c a t i o n • / o n t F o n t 
S e r v e r ^ S e r v e r 
l o c a l f o n t g l o b a l f o n t 
d a t a b a s e d a t a b a s e 
Figure 4.2. Relation of LR Font Servers and Font Databases 
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4.3. Fonts 
As we have discussed in the previous chapter, Chinese fonts can usually be 
represented in two formats : bitmap fonts and outline fonts. W e adopt both of these two 
formats in our L R Font Server System. 
4.3.1. Bitmap font 
Bitmap fonts are adopted simply for its greatest advantage, efficiency. A bitmap can 
be read from disk and then be directly displayed to screen with minimum manipulation. 
For an application requiring fast display speed but not different typefaces and font sizes, 
such as an command window, the bitmap font is an excellent way to provide such a 
service. 
4.3.1. Outline font 
In addition to bitmap Chinese fonts, outline fonts are also adopted in our LR Font 
Server system. The advantage of outline fonts is that only one set of outline descriptions 
is needed for all font sizes of a typeface. This is especially important for storage 
minimization for Chinese fonts. Outline fonts can also be converted into bitmaps of 
different sizes ( measured in pixels )，to fit required point size ( physically measured, 1 
point approximately equals 1/72 inch ) on displays and printers of varying resolutions. 
A Trial to Overcome the Difficulties in Supporting 4_1 
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The drawback of outline fonts is the time required to generate bitmaps from outline 
descriptions so as to display on raster display screen. Hence, outline fonts should be used 
only when ultimate quality of display fonts is needed; otherwise, bitmap fonts with scaling 
should be used for display speed-up. However, consistency must be ensured among the 
outline fonts and the substituted bitmap fonts. For example, we may use bitmaps 
generated from an outline font for screen display and the same outline font for quality 
printing. 
4.4. Caching 
To accelerate the retrieval of font characters, the LR Font Server also provides 
caching to retain bitmaps generated from outline descriptions, read from disk and/or 
loaded from Network Font Server in main memory. 
The power of the caching function can be demonstrated by the high probability that 
a Chinese application references only a small portion of the Chinese character set[40]. 
For example, the occurrence probability of the first 200 most frequently used simplified 
Chinese characters is 54.95% among that of all Chinese characters. The occurrence 
probability of the first 500 most frequently used ones is even 77.42%[40；. 
Moreover, the font characters cached by an LR Font Server can be shared by several 
applications. This is a reason that why we use a font server rather than letting each 
application to access the font database individually. Another reason is that there is only 
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one network connection between the Local Font Server and the Network Font Server 
instead of a number of connections between each application and the Network Font 
Server. 
Applications are also uninfected to the structure and representation of fonts in the 
font databases since only the LR Font Servers need to access them. The same argument 
also holds for the Local Font Server to the network font database. 
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5. ORGANIZATION OF THE CHINESE FONT SERVER 
SYSTEM 
A A 
client client communication channels 
connection 
request 
channel … • 
network server 
connection channel 
I _ _ i l _ _ t I l i 
communication module 





Figure 5.1. Functional Components of an LR Font Server 
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When we turn to the internal structure of an LR Font Server, we will find that all the 
LR Font Servers, whether network or local, are conceptually and functionally equivalent. 
It is only the responsibility of an LR Font Server in the LR Font Server system which 
distinguish it as network or local. Therefore, we need to develop only one LR Font Server 
program and configure its capabilities of whether it can support local and/or remote 
clients, and whether it can access another LR Font Server to obtain fonts it lacks as the 
actual situation allows. 
Figure 5.1. depicts the functional point of view of a proposed experimental LR Font 
Server. 
5.1. Communication Module 
The communication module, as its name implies, handles all communications that 
an L R Font Server involves. It takes over the job of managing client application's request 
for connection, receiving and replying client requests after connection is established, and 
maintaining connection to a network server if exists. Therefore, it handles three kinds of 
communication channels. 
The L R Font Server starts waiting a client's request for connection. When it receives 
a connection request from the client connection request channel, it checks whether the 
request client is a valid one and whether the server has enough resources, e.g., memory 
space and communication channels, to support this client. If everything is all right, It then 
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opens one two-way or two pipeline communication channels for communication to the 
requesting client. Thereafter, any subsequent client requests will be sent through this 
channel(s). 
5.1.1. Client connection request channel 
A client, before it can make any request of font access to an L R Font Server, must 
first ask the L R Font Server to establish a connection for subsequent requests and replies. 
The client connection request channel is the one that an L R Font Server waits for requests 
from new clients asking for establishment of connections. 
5.1.2. Client communication channels 
When an L R Font Server accepts a client's connection request, it opens one or two 
channels for this requesting client. Any subsequent requests and replies from and to this 
client will be sent through these channel(s). There may be one or two channels for each 
client depending on the capability of the used channels. If the channels provided by the 
system that the L R Font Server runs on support bi-directional communications, only one 
such channel is adequate. Otherwise, if the channels support only single direction 
communication, two of them must be used，one for request and the other for reply. 
At this point, we can note that an LR Font Server does not distinguish between 
application clients and font server clients. A Local Font Server and an application just do 
the same to connect to a Network Font Server. The Network Font Server regards these 
two kinds of clients, likewise, as the same. 
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5.1.3. Network server connection channel 
The network server connection channel is the channel that a Local Font Server 
establishs for connection to a Network Font Server. This channel can either be established 
at the time whenever the Local Font Server starts up or at the time when the first request 
to Network Font Server is desired. The Local Font Server will forward those client 
requests that it cannot satisfy to the Network Font Server it has connected through this 
channel and obtain the corresponding reply. 
All server, no matter local or network, has one end to accept client connections and 
one end to connect to another Network Font Server. It is not the structure of an L R Font 
Server that distinguishes it as a Local Font Server or as a Network Font Server, but rather 
its function. W e can observe from the view point of a client, that a server it locally connects 
to as a Local Font Server. A server that a client directly connects to, or which is connected 
to by a Local Font Server that the client connects to through network, can be regarded as 
a Network Font Server. 
A Network Font Server can even further connect to another Network Font Server, 
i.e., L R Font Servers can be cascaded into arbitrary levels. A client application requests 
a character from a Local Font Server which in turn requests it from the Network Font 
Server it attached, where the request is further forwarded to another Network Font Server, 
and then a third one, and so on. However, multi-level connections involves multiple 
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communication overheads. A two-level connection is hence recommended - a Local Font 
Server connected to a Network Font Server only. 
In current design and implementation，an LR Font Server can be connected to only 
one Network Font Server. It is also possible for the L R Font Server system to be extended 
to have multiple connections to several Network Font Servers, thereby constituting a 
distributed font system. 
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Figure 5.2. A Cascaded and Distributed Font System 
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5.2. Client Service Module 
The client service module keeps all information concerning clients and provides all 
kinds of font access services. When the communication module receives a new client's 
request for connection, it must determine whether it has enough resource to serve this 
client. If the connection request is accepted, the client service module will set up a new 
client record to maintain all relevant information, including the communication channels 
and all the fonts that this client opens, for future usage. 
If the communication module receives a request from a client after connection is 
established, it will find out the corresponding client record of this client and call for the 
cache module and the font manipulation module to handle the request using the 
information kept in the client record. 
5.2.1. Font manipulation module 
The font manipulation module handles all font file manipulations, including opening 
and closing of font files, reading bitmaps and outline descriptions, and also performing 
the task of generating bitmaps from outline descriptions. 
Because the font files, as well as the cache associating with them, are shared by 
multiple clients, all information concerning a font file must be separated from the 
information of clients. All clients sharing the same font have links from their client records 
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to the font record of this font, as depicted in Figure ？. When the client service module 
passes font request to the font manipulation module, it may pass this link to signify which 
font record is to be operated on. 
5.2.1.1. Request to open a new font 
When a client requests to open a new font, the font manipulation module will try to 
find an already opened font, in the font list it keeps, that matches the characteristics of 
the requested font in typeface, font size，etc. If it finds a match，it will return a link to the 
font record of this opened font back to the client service module to be kept in the 
corresponding client record for further usage. 
If the font manipulation module cannot find an opened font that matches, it will first 
try to open a new font file in the local font database. If it cannot find such a font in local 
font database, it will then send a request to open this font in the Network Font Server, if 
any, that this font server connects to. If the font manipulation module can open a font file 
either from local font database or from a Network Font Server, it will set up a new font 
record to keep associating information to access this font file. A link to this new font 
record will be passed back to the client service module. Otherwise, the font manipulation 
module will reject the client's request. 
5.2.1.2. Request to close an opened font 
If a client finishes its use of a font, it sends a request to close this font. The link to 
the font record of this font will be passed by the client service module to the font 
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manipulation module. The font manipulation module will then delete this link and check 
if there are still other clients using this font. If no more client is using this font, it will 
close this font file and remove the font record. If this font is opened in a Network Font 
Server, it will further send a request to the Network Font Server to close this font. 
5.2.1.3. Request to load a font character 
The type of request that the font manipulation module receives at most time is to 
load a font character from an opened font file. The font manipulation module will first 
find this character from the cache module. If the character cannot be found in cache, the 
font manipulation will try to load it from the font file. 
If the font file has been opened in Network Font Server, the font manipulation module 
will send the request to the Network Font Server. When the Network Font Server gives 
back reply, the font manipulation module will forward the reply to the client. If the font 
file is a bitmap font in local font database, the font manipulation module just read the 
bitmap for the requested character from file. If it is an outline font, the font manipulation 
module will read the corresponding outline description from disk and generates a bitmap 
from this description. The procedure for generating bitmaps from outline descriptions 
will be further discussed in Chapter 7. 
The resulting bitmap obtained either from local or network font database will be kept, 
if necessary, by the cache module if there is a cache associating with this font file. 
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5.2.2. Cache module 
The caching module, as its name implies, caches font characters into memory so as 
to accelerate access speed. The cache module, when requested by a client, will allocate a 
specific sized cache in memory. Frequently used font characters, after they have been 
read from disk or from a Network Font Server, will be kept in the cache so that subsequent 
requests of these characters can be satisfied by finding them in memory, which requires 
far less access time. 
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6. FROM THE CHINESE FONT SERVER SYSTEM TO A 
CHINESE WINDOW SYSTEM 
W e will now first briefly explain how existing window systems handle fonts, using 
Macintosh as an example. The font manager of Macintosh window system resides within 
the window system. Therefore, the window system need only call the font manager to 
retrieve a character and display it on screen. 
Dialog Manager 
(Control Meinsger Menu Manager TextEdit 
Windov/ 门8ger 
Toolbox Utilities 
Toolbox Event Manager 
Peak Manager Scrap Manager 
QuickDraw 
Package Manager Font Manager 
Resource Manager 
Figure 6.1. Hierarchy of Macintosh Window System[2] 
When we compare our LR Font Server system with that of Macintosh, we see that 
our system has at least one significant drawback : the character bitmaps must be 
transferred from the LR Font Server to the client applications and then to the window 
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system. This transfer of bitmaps causes large overhead. Hence, we suggest two possible 
models as remedies. 
1. In the first model, the process of font requesting is handled by the window system 
instead of by an application itself. 
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Figure 6.2. Font Request by Window System 
The bitmap is transferred only once from the font server to the window system. 
2. This model, as shown in Figure 7.3, involves the least overhead since the font 
server is built inside the window system. Only the character code, optionally accompanied 
with a few request headers, is sent from the application to the window system. 
w i n d o w 
, . ‘ ^ s y s t e m 
c l i e n t • 
a p p l i c a t i o n 
f o n t ^ N e t w o r k F o n t 
s e r v e r " ^ ― S e r v e r 
Figure 6.3. Font Server Embedded in Window System 
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As the two models appear more efficient than our LR Font Server system, why do 
we design the LR Font Server system? There are two main reasons for making such a 
choice. 
Firstly，as an experimental system, an LR Font Server is easy to implement. W e do 
not need to build a window system ourselves and thus eliminating the effort to write 
duplicate window system functions as in English window systems. It is not even necessary 
to modify the existing window system to accommodate Chinese fonts. 
Moreover, the LR Font Server system possesses high portability. The LR Font Server 
system is separated from the window system and incorporates few window system 
idiosyncrasies. Thus, virtually any window system can be used. However, special 
considerations must be made about the incompatibility between different bitmap 
representations of various window systems, e.g., the origin of x,y co-ordinate at 
bottom-left or top-left corner, and the Most Significant Bit or the Least Significant Bit 
of a byte/word/longword as the first bit used in the bitmap. This involves the need of 
some conversion routines in the Chinese Toolkit portion of the L R Font Server system. 
The design of the L R Font Server system is, however, not satisfactory in a practical 
window system where ultimate efficiency is desired. In such a situation, we suggest that 
model 2 be used in that the LR Font Server is added to or replaces the font handling 
module of an existing window system. Building a new window system dedicated to 
Chinese application involves fewer conflicts in an existing window system but requires 
much more effort. Model 1 is not recommended because it is not as efficient as model 2 
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although it requires fewer modifications, involving mainly addition of font requesting 
routines. W e will not go into details of how to implement those modifications and 
developments because it is not the subject of our LR Font Server system. 
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7. SCREEN FONTS 
Although outline fonts appear more graceful than bitmap fonts, the slowness of 
display response makes screen fonts unsuitable for general screen display using today's 
hardware technology. Many window systems thus use bitmap fonts for screen display 
while other large bitmap fonts or outline fonts for printing. The Macintosh computer is 
a typical example which utilizes screen fonts where only specific font sizes are provided 
for each typeface[29]. 
The very problem of using screen font is the compatibility between the screen fonts 
and the fonts used in a printer, especially a laser printer. If bitmap font is used in both 
cases，we need very large bitmaps to represent a particular font size for printing since the 
screen resolution is several times less than that of a laser printer. For example, the 24*24 
font used for font size 24 on a 72 dpi (dots per inch) monitor of a Macintosh computer 
can only be used as font size 12 on the Apple ImageWriter with 144 dpi resolution. 
If an outline font is used for printing, we must make sure that the same shape is 
available in the bitmap fonts for screen display in order to achieve the W Y S I W Y G (What 
You See Is What You Get) effect. The most obvious solution seems that the bitmap fonts 
used on screen should be generated from outline fonts. 
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The first question of using screen fonts, or more broadly, fonts, comes about how 
can we create or obtain them. In the following subsections, we will discuss three typical 
methods for screen bitmap font generation. 
The primary goal of font generation for a particular typeface is to preserve the correct 
styles or characteristics of individual strokes as well as the structures of different 
components and the whole character. Things to be observed include the smoothness of 
strokes edges, symmetry of character component and the whole character, width 
consistency of different strokes, and comer characteristics, etc. 
Since the resolution of screen display is relatively low, e.g., 72 dpi on Macintosh, 
the bitmap sizes for screen fonts are small in comparison to those of the high resolution 
laser printers. To represent the large number of strokes and complicated structure of the 
Chinese characters, the font sizes used for printing and publishing are too small and 
difficult to show all the characteristics of a font because of the smaller number of pixels 
contained in screen bitmaps. W e need to minimize the style distortion of small fonts, and 
at the same time we must make sure that individual strokes as well as the spaces between 
the strokes are clearly represented. In short, we want to allow anyone being able to 
distinguish characters while maintain the right typeface with most effort. 
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7.1. Hand-edit 
Manual edition of font libraries generates good quality fonts since man can adjust 
the resulting bitmap visually. However, it involves too much work labour, which is very 
expensive. Moreover, the processing is time- consuming because the Chinese character 
set is so large that it is not very possible to have only a single worker to manipulate one 
complete font library. The larger the required bitmap size is, the more manpower is 
needed. Lastly, the inconsistency among workers may affect the quality of the fonts. 
1.2. Bitmap Scaling 
The second method to obtain screen fonts is to scan in bitmaps from photo-
typesetting print-outs of fonts and scale such bitmaps. Another alternative is to manually 
edit a library of one font size and then scale it for different sized fonts. As we have 
discussed above, scaling of bitmaps will causes distortion, and hence, different techniques 
are used to improve the resulting bitmaps. 
For example, in [4] a scaling method was introduced to "suppress distortion and 
maintain essential features of the characters, including smoothness of contours, 
symmetries, uniformity of stroke widths, and square comers". In this method, symmetry 
is maintained by processing only one half of a symmetric patterns, both for disjoint 
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components and the whole character. The other half can be reflected from the processed 
part. Smoothness and uniformity is enforced by matching the edge and corner directions 
of the resulting bitmap to the original in order to find out the discrepancies and make 
appropriate corrections. 
This method can be used for general bitmap scaling in addition to font scaling. 
However, it aims at enlarging bitmaps while paying not enough attention to the congestion 
problem when scaling down bitmaps. Moreover, the uniformity of slant lines and 
symmetries of a character component overlapping with other components of the character 
have not been studied. 
Another approach is adopted in [18] scaling bitmap fonts using template matching. 
The heart of this method is to match an original character bitmap against a number of 
pre-defined templates. If a match is found, a scaled pattern of the matched templates, 
representing either strokes segments or typical comers, etc., are placed in the target 
bitmap. The main difficulty of this approach lies in handling the discrepancies among the 
matched patterns of different segments broken down from the same stroke for 
independent template matching. 
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Figure 7.1. (a) The original scanned character bitmap 
(b) The templates used 
(c) The scaled down bitmap 
(Figure From [18]) 
7.3. Outline Scaling 
Outline scaling seems more attractive since an outline itself will not lose any 
characteristics after scaling. Outline descriptions can also be used for arbitrary resolution 
printer output, e.g., in PostScript format, without the need to cater the incompatibility 
between screen and printer resolutions. 
However, we find problems when we map the outline to screen bitmap fonts. 
Although the ragged effect of slant edges may not occur, because of rounding errors, line 
width consistencies, corner characteristics and symmetries may deteriorate to at most one 
pixels. 
Moon and Szeto describes in [23] a method to automatically trace the outline from a 
scanned character bitmap. This method succeeds in automatic outline generation with 
Screen Fonts 7-10 
^^^^^^^^^^^^^^^^^^^ Chinese Window System with Distributed Font Database 
least human interaction. However, it produces pure outline only (lines, arcs and curves 
)without any information on the strokes and components of the character. 
The author has tried to generate bitmaps back from an outline font library constructed 
using this method. At first, the arcs and curves are converted into lines, scaled all the 
resulted lines according to the size of the required bitmap, and rounded the line ends into 
their nearest integer co- ordinate. Then a scan line polygon fill algorithm[10] was 
employed to fill the interior areas. 
The result was not satisfactory because the integer rounding of line ends will 
somehow affect the overall slope of a line and hence some of the pixels along a straight 
line are misplaced. Moreover, a stroke with its left edge at X co-ordinate 3 and right edge 
at X co-ordinate 6 should be 3 pixels wide only, but not as we usually plot a line between 
3 and 6 to include the pixels with co-ordinates 3’ 4，5 and 6，i.e., four pixels wide. When 
the size of the bitmap is small, the inclusion of one more pixel constitutes a large 
percentage error. When the number of strokes is large and/or the space between strokes 
is little, the strokes will jam together. 
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Figure 7.2. (a) The current width between co-ordinates 3 and 6 - - 3 pixels 
(b) Incorrect inclusion of the fourth pixel 
Therefore, a scan line algorithm using real numbers is derived to handle such 
problems. Real number arithmetic is used to preserve the very detail of the outline 
descriptions and to reduce round-off errors. Nevertheless, if this algorithm is used on a 
computer without any floating point processor, integer co-ordinates, as large multiples 
of the orginal real co- ordinates, can be used for calculations. Integer arithmetic, 
moreover, is especially useful when this algorithm is used to on-line generate bitmaps 
from outline descriptions. 
A set of scan lines is "drawn" at the middle of each row in the bitmap, i.e., scan lines 
along the Y axis. If a scan line cuts across any lines of the character outline, a set of scan 
line segments is included between each pair of cross points for that scan line and the 
segments will then be converted into pixels into the bitmap. When the central point a 
pixels in a particular row is larger than the starting point and smaller than the ending point 
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of one of the scan line segments associated with that row, the pixel is on. The entire 
algorithm is shown in Appendix. 
Eventually, if the center of a pixel is bounded by an outline, this pixel will be set on 
in the bitmap. To avoid the disappearance of thin lines because of the small size of the 
required bitmap, we force all those scan line segments to be converted into at least one 
pixel in order to preserve the width of vertical strokes. If the starting and ending points 
of a segment are in the same pixel, then that pixel is on; otherwise, the pixel containing 
the larger part of the segment than the other one will be on. 
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Figure 7.3. (a) A scan converted character 
(b) An enlarged view of one part 
(Note : The dash lines represent the scan lines. The circles represents the 
intersection point of the character outline and the scan lines.) 
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Figure 7.4. (a) When both point lie in the same pixel 
(b) The left pixel contains the larger part 
(c) The right pixel contains the larger part 
To handle the horizontal strokes, the (x，y) co-ordinates of the line ends are inverted 
to be (y,x) and the scan line algorithm is performed once again, but along the X axis this 
time. Since this algorithm is so simple and fast, doubling of the processing time does not 
seem to matter. 
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Figure 7.5. Scan conversion in X co-ordinate 
(Note : The black circles represents the intersection point of the character 
outline and the X scan lines.) 
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Although this algorithm appears to be capable of generating more accurate output 
than the simple filling algorithm using integer co-ordinates, see Figure 7.6 and 7.7, many 
undesirable effects still remain and further enhancements need to be made. For example, 
when the upper edge of horizontal line is slightly higher than the scan line of a particular 
row at one column while it is just below the same scan line by a small distance at the next 
column, a pit will be formed although the difference is not so large as of one pixel, see 
Figure 7.8. 
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Figure 7.6. (a) Bounding lines produced by the first algorithm with integer co-ordinates 
for a 24x24 bitmap 
(b) The character bitmap filled from (a) 
(c) The character bitmap generated by the second algorithm with real 
co-ordinates 
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Figure 7.7. (a) Comparison of the bitmap generated from the second algorithm and the 
bitmap generated by using PostScript outline commands in 24x24 bitmap 
size 
(b) Comparison in 64x64 bitmap size 
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Figure 7.8. A pit at the upper edge of a stroke 
Another problem is that even if a large percentage of the area of a pixel is bounded 
by an outline, say over 50%, the pixel will not be on, if the pixel's central point is not 
bounded within the boundary. 
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Figure 7.9. The exclusion of a pixel where over 50% of whose area is covered by an 
outline 
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This problem cannot be solved by simply weighting whether over a certain portion, 
say, over a half, of the pixel area is covered by the outline to determine whether to set 
that pixel on. It is because this strategy will cause (i) two strokes, which together cover 
more than a half of a pixel, jam together or, a small white "hole" among a bounded black 
area disappears. 
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Figure 7.10.(a) Thin spaced between two strokes 
(b) A small hollow hole 
One more thing to note is that this simple algorithm can result in inconsistent line 
width. For instance, if the width of a stroke crosses the central point of two pixels, two 
pixels will be on even if the actual width of the complete stroke does not exceed one pixel 
and a half. In other cases, if the edge of the stroke is at a pixel boundary rather than near 
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pixel's central point as in Figure 7.11, the line width becomes only a pixel as it should 
be. 
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Figure 7.11.(a) A stroke with 1.2 pixel width in outline results in two pixels width in 
bitmap 
(b) The same stroke with correct width 
An algorithm described in [39] solves the line width consistency problem by 
maintaining width information of regular strokes explicitly instead of the implicit width 
between two opposite edges of a stroke. Therefore, strokes with the same width code will 
be controlled to have equal widths after scaling. 
This method of adjustment involves the prior knowledge of strokes which can be 
included manually or by tracing algorithms. W e can either trace strokes in addition to 
pure edges at the stage of outline construction or at time of bitmap generation. The former 
is a better choice since if we can represent a component code and associated 
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characteristics to store a stroke or even a character component, instead of a series of lines， 
arcs, and curves, we can reduce storage needs. Without such kind of information, 
however, local adjustment of the filling algorithm can still be made. The scan line segment 
of a stroke can be rounded to the nearest pixel boundary so that a stroke with less than 
one and a half pixel width cannot cross the central points of two pixels. However, the 
continuity between consecutive scan line segments of the same strokes must be 
considered. 
Moreover, the pit problem can be alleviated by differentiating the width of two 
consecutive scan line segments of a stroke by one pixel only if their width difference is 
over a certain threshold, instead of basing upon whether their width exceeds a threshold. 
Also, if the pixel is covered by the outline by more than a certain portion, the pixel should 
be set on in case we detect that it is not a hole or space between lines. 
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Figure 7.12.Translation of a horizontal stroke to the nearest pixel boundary. The translated 
stroke has correct width of one pixel. Note that other parts of the character 
connected to that stroke also need to be translated. 
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7 A Manual Refinement 
The resulting bitmaps generated either by outline scaling or bitmap scaling still need 
to be refined manually, not only because of the imperfectness of the algorithms, but also 
because the size of a character may affect one's feeling. For example, the spacing of 
English characters for large font sizes must be reduced to avoid the feeling of 
discontinuity[9]. Our aim is to minimize such manual adjustments needed. 
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8. FONT CACHING 
As we have mentioned earlier, font caching is adopted in this system to accelerate 
the retrieval speed of font characters. This involves loading Chinese characters into a font 
cache which is allocated in main memory or in virtual memory. 
The most intuitive strategy of font caching is to load the most frequently used Chinese 
characters into cache when the cache is allocated. Later on, we will discuss some 
additional strategies of font caching and compare their advantages and disadvantages. 
8.1. Font Caching Strategies 
8.1.1. Pre-loading 
The pre-loading strategy is easy to implement. When an application requests an LR 
Font Server to open a new font and allocate a cache, the LR Font Server will load the 
most frequently used characters into cache. The character codes of the cached characters 
are kept in the corresponding entries of these characters for matching. Thereafter, the LR 
Font Server will search through the cache to find out whether a font character requested 
by the client exists in cache or not. If the character is available in cache, the LR Font 
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Server will use it to satisfy the request; otherwise, the LR Font Server must read the font 
character from disk. The method which is employed by the LR Font Server to locate a 
font character in cache will be discussed later. 
The following table shows the number of disk reads required with respect to the 
number of characters used. It counts for both the number of disk reads required to pre-load 
a font cache of specific size plus the number of disk reads required to read characters 
which cannot be found in the cache after the cached is loaded. 
The unit used in this table is the number of times the font server needs to read a 
bitmap, regardless of the size of a bitmap. W e use this unit for comparison purpose rather 
than the time required for reading bitmaps from disks because the number of disk reads 
is the chief factor of determining the time needed to retrieve a bitmap from either the font 
cache or from disk. The extra efforts required to operate different font caching strategies 
are neglected here since they refer to data manipulation in memory which is 
comparatively much faster than data manipulation in disk. 
Number of disk reads is used instead of the hit ratio of caching strategies in order to 
count for both the effort to fill up the cache and the effort to load bitmaps not existing in 
cache rather than the hitting probabilities of cached characters after the cache is 
pre-loaded. This figure is useful when the number of characters used is small, say, less 
than 100 characters used as a major title of a Chinese passage. 
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N o . of I N o . of C a c h e d C h a r a c t e r s 
U s e d I 
C h a r a c t e r s | 10 | 50 | 100 | 200 | 5 0 0 | 1000 
10 I 1 8 . 8 6 I 57.24 丨 106.07 丨 2 0 4 . 5 1 丨 5 0 2 . 2 6 | 1 0 0 0 . 9 2 
5 0 丨 5 4 . 3 0 丨 8 6 . 1 9 | 1 3 0 . 3 7 丨 2 2 2 . 5 2 | 5 1 1 . 2 9 | 1 0 0 4 . 5 9 
100 I 9 8 . 6 0 I 122.38 | 160.73 | 2 4 5 . 0 5 | 5 2 2 . 5 8 | 1 0 0 9 . 1 8 
2 0 0 丨 1 8 7 . 2 1 丨 1 9 4 . 7 6 丨 2 2 1 . 4 6 | 2 9 0 . 1 0 | 5 4 5 . 1 6 丨 1 0 1 8 . 3 6 
500 I 4 5 3 . 0 2 丨 4 1 1 . 9 1 | 4 0 3 . 6 6 | 4 2 5 . 2 5 丨 6 1 2 . 9 1 丨 1 0 4 5 . 9 0 
1 0 0 0 丨 8 9 6 . 0 5 I 773.82 | 707.32 丨 6 5 0 . 5 0 | 7 2 5 . 8 1 丨 1 0 9 1 . 8 1 
2 0 0 0 I 1 7 8 2 . 1 0 I 1497.64 | 1314.64 | 1 1 0 1 . 0 0 | 9 5 1 . 6 2 | 1 1 8 3 . 6 2 
5 0 0 0 I 4 4 4 0 . 2 5 | 3669.10 | 3 1 3 6 . 6 0 | 2 4 5 2 . 5 0 | 1 6 2 9 . 0 5 | 1 4 5 9 . 0 5 
1 0 0 0 0 I 8 8 7 0 . 5 0 | 7 2 8 8 . 2 0 | 6 1 7 3 . 2 0 | 4 7 0 5 . 0 0 | 2 7 5 8 . 1 0 | 1 9 1 8 . 1 0 
Table 8.1. The number of disk reads required for pre-loading strategy, with respect to 
different cache size and different number of characters used after the cache 
is loaded 
Data From Frequency table[4()] 
The next tables concerning font caching strategy accord to the same philosophy. 
Obviously, the less the number of disk reads, the better the font caching strategy and 
hence the faster font character access time. 
Each entry in this table is calculated by adding the number of characters pre-loaded 
and the number of times that the requested characters cannot be found in cache. The 
probability that a character is found in cache accords to the character occurrence table in 
40]. This table is used in all the tests to obtain the cumulative occurrence frequency of 
the first n most frequently used Chinese characters, and the character codes of these 
characters. 
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The drawbacks of the pre-loading strategy come from the fact that there must be 
significant delay during the period the pre-loaded characters are loaded into cache when 
a new font is opened. The fact that some of the cached characters may never be used 
makes the pre-loading strategy become time-wasting, especially when the client uses just 
a small number of characters after requesting to load a large number of font characters. 
The E T and K C [42,43] Chinese systems also use this strategy to load the basic 15x16 
font into cache at the time the Chinese systems are started up. It seems practical since, at 
most time, the 15x16 font is used exclusively in command input, program output and 
text-editing. W e can learn from the previous table that the larger the number of character 
used, the smaller the portion of unused characters that the Chinese system loads. 
However, in a window system environment, we may not expect that a client will use 
a large number of characters in a font that it has allocated a cache. The client application 
may use several kinds of fonts for book title, chapter heading, section heading, etc., which 
consist of relatively small number of characters. Although an application should only 
allocate a small size cache or may not use cache at all in these cases, the window system, 
yet, should have some mechanism to protect itself from pre-loading too much cache 
characters that will never be used afterward. 
8.1.2. Fix-loading 
The next caching strategy, the fix-loading strategy, provides the simplest method to 
remedy this problem. W e include an additional flag for each cache entry to indicate 
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whether a font character is already in cache or not. At the time the cache is allocated，the 
L R Font Server puts only the character codes of the most frequently used characters into 
the cache and set all the flags to false to signal that the characters have not yet been loaded. 
When a client requests a character which has an entry in the cache, the L R Font Server 
will read the font character from disk if the character has not been loaded and set the flag 
to true so that subsequent requests for this character do not need disk read. 
N o . o f I N o . o f C a c h e d C h a r a c t e r s 
U s e d I 
C h a r a c t e r s 丨 10 | 50 | 100 丨 2 0 0 丨 5 0 0 丨 1 0 0 0 
10 I 9 . 8 0 I 1 0 . 0 0 I 9 . 8 0 | 9 . 9 0 | 9 . 9 0 | 9 . 7 0 
5 0 I 4 8 . 5 0 I 4 6 . 5 0 | 4 6 . 3 0 | 4 6 . 3 0 | 4 6 . 5 0 | 4 5 . 1 0 
1 0 0 I 9 3 . 4 0 I 9 0 . 0 0 丨 9 0 . 6 0 丨 8 8 . 6 0 丨 8 7 . 3 0 丨 8 6 . 5 0 
2 0 0 丨 1 8 5 . 2 0 I 1 7 1 . 7 0 | 1 7 0 . 3 0 | 1 6 6 . 6 0 丨 1 6 0 . 3 0 | 1 6 1 . 6 0 
5 0 0 丨 4 5 1 . 6 0 I 4 0 5 . 7 0 | 3 8 0 . 7 0 丨 3 5 2 . 2 0 | 3 3 5 . 0 0 丨 3 3 2 . 3 0 
1 0 0 0 I 8 9 7 . 9 0 I 7 6 4 . 3 0 | 6 9 9 . 4 0 | 6 1 9 . 7 0 丨 5 5 7 . 6 0 | 5 3 2 . 0 0 , 
2 0 0 0 I 1 7 7 4 . 2 0 丨 1 5 1 7 . 6 0 丨 1 3 1 1 . 2 0 | 1 0 8 9 . 5 0 丨 8 6 7 . 7 0 | 8 0 4 . 3 0 
5 0 0 0 I 4 4 4 0 . 0 0 | 3 6 5 5 . 8 0 | 3 1 2 3 . 1 0 | 2 4 6 4 . 2 0 | 1 6 1 9 . 7 0 | 1 3 0 4 . 0 0 
1 0 0 0 0 I 8 8 6 9 . 5 0 | 7 2 9 0 . 6 0 | 6 1 5 3 . 6 0 | 4 7 0 5 . 3 0 | 2 7 6 3 . 2 0 | 1 8 7 4 . 1 0 
Table 8.2. The number of disk reads required for fix-loading strategy, with respect to 
different cache size and different number of characters used 
Data from frequency table 
From Table 8.2，which is calculated by a simulation program, we can find out the 
fix-loading strategy has eliminated the excess disk reads resulting in the pre-loading 
strategy. The reduction of disk reads is significant when the number of characters used 
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is small. When the number of characters used is large, the numbers of disk reads of these 
two strategies converge to the same number.】 
Theoretically, the fix-loading strategy is a good caching strategy that bears the least 
false-hitting percentage if the characters used by an applications completely follows the 
pre-set character occurrence table. However, in practical situation, a client application 
using the cache may tend to use a small subset of the Chinese characters, e.g., technical 
terms, which are not in the pre-load set. The duplication of disk reads of these characters 
will delay the font access time. The reason is that the frequency table is obtained as an 
average from passages of various subjects and topics[40J. In a particular application, the 
characters used may not follows the frequency table perfectly. 
Because the character occurrence frequencies differ in different applications, we 
cannot use the occurrence of a particular application concerning a specific subject. The 
average frequency table is still a good indication. On average it performs well and a 
Chinese passage will more or less follows the frequency table although it is not perfect. 
8.1.3. Demand loading 
The third caching strategy, the demand loading strategy, differs from pre-loading and 
fix-loading strategy in that it caches characters only when they are referenced. This 
1. The slight difference in the number of disk reads results from the approximation 
employed by the simulation program to randomly obtain characters from the character 
occurrence table. 
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strategy tries to find out the character occurrence frequencies inherited in a client 
application rather than obtaining them from a pre-defined table. 
The philosophy of the demand loading strategy follows from the fact that users of 
the fonts at most time tend to repeatedly use a small set of characters, some of which do 
not appear in the frequency table as the most frequently used ones. The following reasons 
can partly answer why this situation happens : 
1) a person's writing idiosyncrasies; 
2) the use of technical terms; 
3) scrolling up and down in a text-editor; 
All of these, and possibly many other, reasons constitute to the idea of using the 
demand loading strategy instead of the fix-loading strategy despite of its weakness when 
compared to the fix-loading strategy when used with theoretical data. 
On contrary to the fix-loading strategy, in which once a font character is loaded into 
cache, it will never be thrown away until the cache is disposed, the demand loading 
strategy needs to remove old entries from the cache and load new ones which are 
requested by an application. Two different replacement strategies have been considered 
for use. 
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N o . o f I N o . of C a c h e d C h a r a c t e r s 
U s e d I . 
C h a r a c t e r s 丨 10 丨 50 丨 100 丨 200 | 500 丨 1 0 0 0 
10 I 9 . 9 0 I 9 . 9 0 I 1 0 . 0 0 丨 9 . 9 0 丨 9 . 9 0 丨 9 , 8 0 
5 0 丨 4 7 . 8 0 丨 4 6 . 7 0 丨 4 7 . 8 0 | 4 5 . 8 0 | 4 5 . 0 0 | 4 7 . 0 0 
100 I 9 5 . 6 0 I 8 8 . 1 0 | 8 7 . 2 0 | 8 8 . 1 0 | 8 7 . 4 0 | 8 6 . 9 0 
200 丨 1 9 2 . 6 0 I 1 7 4 . 8 0 | 1 6 7 . 4 0 丨 1 6 1 . 5 0 | 1 6 2 . 6 0 | 1 6 0 . 3 0 
5 0 0 丨 4 8 0 . 6 0 丨 4 3 2 . 0 0 丨 3 9 6 . 2 0 | 3 5 3 . 4 0 丨 3 3 1 . 1 0 丨 3 2 8 . 2 0 “ 
1 0 0 0 I 9 6 0 . 5 0 I 8 6 0 . 4 0 丨 7 7 9 . 9 0 | 6 7 0 . 1 0 丨 5 3 6 . 2 0 丨 5 3 2 . 1 0 
2 0 0 0 丨 1 9 2 5 . 7 0 丨 1 7 2 4 . 2 0 | 1 5 4 4 . 9 0 丨 1 2 9 0 . 3 0 丨 8 7 0 . 6 0 | 7 9 1 . 8 0 
5 0 0 0 I 4 8 0 6 . 0 0 | 4 3 0 4 . 9 0 | 3 8 5 2 . 2 0 | 3 1 6 5 . 2 0 | 1 9 5 4 . 0 0 | 1 2 8 1 . 9 0 
1 0 0 0 0 I 9 6 1 7 . 7 0 I 8 5 8 7 . 1 0 | 7 6 8 4 . 2 0 | 6 2 9 8 . 6 0 | 3 7 3 0 . 7 0 | 2 0 5 1 . 6 0 
Table 8.3. The number of disk reads required for demand loading strategy, with respect 
to different cache size and different number of characters used 
L R U replacement used 
Data from frequency table 
N o . o f I N o . of C a c h e d C h a r a c t e r s 
U s e d I 
C h a r a c t e r s | 10 | 50 丨 lOO | 200 丨 500 | 1 0 0 0 
10 I 9 . 8 0 I 9 . 6 0 I 9 . 8 0 丨 9 . 9 0 | 9 . 8 0 | 9 . 8 0 
5 0 I 4 8 . 9 0 I 4 6 . 6 0 丨 4 5 . 8 0 | 4 6 . 0 0 | 4 6 . 5 0 丨 4 5 . 7 0 
100 I 9 4 . 4 0 I 8 7 . 9 0 | 8 5 . 6 0 | 8 8 . 2 0 | 8 6 . 3 0 | 88 . 6 o " . . 
200 I 1 8 8 . 2 0 I 1 7 5 . 5 0 | 1 6 4 . 3 0 | 1 6 0 . 8 0 丨 1 6 0 . 4 0 | 1 6 3 . 6 Q 
500 I 4 6 5 . 5 0 I 4 2 2 . 7 0 | 3 8 9 . 0 0 丨 3 5 0 . 2 0 丨 3 3 2 . 6 0 | 3 3 4 . 4 0 •、-• 
1 0 0 0 丨 9 2 8 . 0 0 I 8 3 1 . 9 0 丨 7 4 2 . 2 0 丨 6 4 1 . 3 0 | 5 2 7 . 9 0 丨 5 4 0 . 7 0 
2 0 0 0 丨 1 8 4 0 . 7 0 丨 1 6 2 6 . 0 0 丨 1 4 3 2 . 3 0 丨 1 1 9 5 . 1 0 丨 8 7 6 . 5 0 | 7 9 2 . 7 0 
5 0 0 0 I 4 5 7 7 . 7 0 | 3 9 4 8 . 6 0 | 3 4 5 4 . 5 0 | 2 7 6 1 . 6 0 | 1 7 6 4 . 1 0 | 1 2 8 2 . 7 0 
1 0 0 0 0 I 9 1 5 5 . 7 0 I 7 8 5 2 . 7 0 | 6 8 0 9 . 9 0 | 5 3 1 6 . 5 0 | 3 1 4 5 . 0 0 | 1 9 5 0 . 4 0 
Table 8.4. The number of disk reads required for demand loading strategy, with respect 
to different cache size and different number of characters used 
LFU replacement used 
Data from frequency table 
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8.1.3.1. Least Recently Used (LRU) replacement 
The L R U replacement is easy to implement. W e have to maintain a linked list of 
cached characters in reference time sequence in which the one referenced last is located 
at the end of the list. Replacement of characters is thereby performed at the head of the 
list. Newly loaded characters will be inserted into the end of the list. Hit characters in the 
list is first removed and then inserted the list end again to show the order of reference 
time. 
l e a s t r e c e n t l y u s e d - r e p l a c e 
• h e r e 
__！ 
m o s t r e c e n t l y u s e d -
i n s e r t 
h e r e 
Figure 8.1. L R U Replacement List 
8.1.3.2. Least Frequently Used (LFU) replacement 
To implement LFU replacement is a little bit more complex than L R U replacement. 
An additional frequency count contains the number of times that a font character is 
referenced. The font character in the cache that has the smallest frequency count in the 
replacement list is replaced. Newly loaded characters will have frequency counts started 
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from zero. Hit characters in list will increment their frequency count by one. A linked list 
is used to keep the cached characters in ascending order of frequency count so that 
replacement is also made at the list head. 
l e a s t f r e q u e n t l y u s e d - 0 r e p l a c e 
J a n d 
i n s e r t 
0 h e r e 
T • 
m o s t f r e q u e n t l y u s e d - 15 
Figure 8.2. LFU Replacement List 
Among the cache entries having the same frequency count, we adopt the Least 
Recently Used replacement strategy. Otherwise, the cache will repeatedly replace newly 
loaded characters at the head until a newly loaded character occurs twice continuously 
and promote to a higher position in the list. 
l e a s t f r e q u e n t l y u s e d . - 0 r e p l a c e 
I h e r e 
〇 




m o s t f r e q u e n t l y u s e d - 15 
Figure 8.3. LFU Replacement with Equal Frequency Count - L R U 
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However, as the frequency counts of all the cached characters increase, particularly 
when all the entries have frequency counts far larger than zero, it is not very possible for 
a newly loaded character to promote to a higher position in the list before it is replaced. 
So is for the one that replaces it. The cache will then repeatedly replace at only one entry, 
while the others remain unchanged. The demand loading cache will hence become a 
fix-loading cache and always replace at one cache entry, the one at list head. In this case, 
the cache cannot adapt new needs of a client application, e.g., a user loads a new passage. 
Therefore, we choose to assign the frequency count of the second least frequently 
used character, as the initial frequency of the newly loaded character, which replaces the 
font character with smallest frequency count, rather than zero. 
l e a s t f r e q u e n t l y u s e d - 2 r e p l a c e 
I h e r e 
3 
w i n s e r t h e r e 
‘ w i t h f r e q u e n c y 
c o u n t 3 
I 
• 
m o s t f r e q u e n t l y u s e d - 1 5 
Figure 8.4. LFU Replacement with Frequency Count Adjusted 
In addition, we must keep in mind that physical memory variables have maximum 
values that they can represent. Therefore, when the largest count in the reaches the 
maximum, it should be decreased so that later increment to this count should not lose 
Font Caching Q_-jy 
Chinese Window System with Distributed Font Database 
significance. The frequency counts of the whole list need also be decreased to maintain 
original frequency order. The current implementation tries to halve the frequency counts 
so that next occurrence of the previous two situations will not occur so fast. Happily, this 
maximum will not be met frequently.^  
As we can see from the two replacement strategies suggested above, we have to 
maintain some order of reference for the demand loaded characters. Therefore, additional 
storage must be required to cache a specific number of font characters when compared 
to the fix-loading strategy. That is, if we use a specific memory storage to load 100 demand 
loading characters, we can possibly use the same memory to load, e.g., 120 fix-loading 
characters. 
Fortunately, even if the additional storage requirement is required by the demand 
loading strategy, practical experiments show that it is still superior than the fix-loading 
strategy. The practical data are obtained from the University Secretariat, The Chinese 
University of Hong Kong, including 183 articles, totally 66610 Chinese characters. 
Firstly, we will show the results of the fix-loading strategy when used with practical 
data. W e also take into account that the cache size used with the fix-loading strategy 
should be larger than that used by the demand loading strategy. An additional 20% cache 
is roughly estimated for caching 16x16 bitmap font characters.^  
1. Typically, an unsigned two-byte count is used with maximum no. of occurrence 65535. 
2. All the data taken from the current implementation of the LR Font Server. 
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Fix-loading strategy : each cache entry consists of 
16x16 bitmap = 32 bytes 
character code (for matching) 二 2 bytes existing flag = 1 byte 
total = 32 + 1 + 2 = 35 bytes 
Demand loading strategy with L R U replacement, each cache entry consists of 
16x16 bitmap = 32 bytes 
hash code = 1 byte^ 
existing flag = 1 byte 
replace links = 4 bytes 
hash links = 4 bytes 
total = 3 2 + 1 + 1+ 4 + 4 = 42 bytes 
overhead percentage = (42 bytes - 35 bytes) / 35 bytes = 20% 
Since the overhead of the cache linked list is independent on the size of the bitmaps, 
the large the bitmap is, the smaller the percentage of the caching overhead for the demand 
loading strategy. 
1. Assuming the demand loading strategy is used with a hash table described in Section 
8.2. 
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N o . o f I N o . o f C a c h e d C h a r a c t e r s 
U s e d I 
C h a r a c t e r s 丨 12 丨 60 丨 1 2 0 | 2 4 0 | 6 0 0 | 1 2 0 0 
10 I 9 . 9 8 I 9 . 9 3 I 9 . 9 2 | 9 . 8 9 | 9 . 8 4 | 9 . 8 1 
5 0 丨 4 8 . 8 3 丨 4 7 . 0 5 丨 4 6 . 3 9 丨 4 4 . 8 4 丨 4 3 . 1 3 丨 4 2 . 1 3 
1 0 0 丨 9 6 . 1 5 I 9 0 . 5 3 丨 8 8 . 3 3 丨 8 3 . 8 6 | 7 8 . 4 7 | 7 5 . 0 7 
2 0 0 丨 1 8 8 . 8 1 丨 1 7 2 . 5 9 丨 1 6 5 . 9 8 丨 1 5 4 . 0 3 | 1 3 8 . 8 8 | 1 2 9 . 7 6 
5 0 0 丨 4 5 6 . 5 7 | 3 9 5 . 3 0 | 3 7 0 . 8 9 | 3 3 3 . 1 0 丨 2 8 3 . 5 6 丨 2 5 9 . 1 7 
1 0 0 0 I 8 9 8 . 1 2 丨 7 4 8 . 1 2 | 6 8 8 . 1 9 丨 6 0 9 . 3 8 | 5 0 0 . 5 6 | 4 5 7 . 0 6 
2 0 0 0 I 1 7 5 7 . 6 0 丨 1 4 0 5 . 4 0 | 1 2 5 6 . 4 0 丨 1 ( M 6 . 8 0 | 7 8 8 . 2 0 丨 6 9 1 . 2 0 
Table 8.5. The number of disk reads required for fix-loading strategy, with respect to 
different cache size and different number of characters used 
Additional cache size used when compared to demand loading strategy 
Data from articles 
Then we will show the results of using the demand loading strategy with the same 
set of practical data and smaller cache size. Table 8.6 and 8.7 correspond to the results 
of using the demand loading strategy with the L R U and LFU replacement strategy 
respectively. 
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N o . of I N o . of C a c h e d C h a r a c t e r s 
U s e d I 
C h a r a c t e r s | 10 丨 50 | 100 丨 200 丨 500 丨 1000 
10 丨 9 . 7 9 I 9 . 7 9 丨 9 . 7 9 丨 9 . 7 9 丨 9 . 7 9 | 9 . 7 9 
5 0 丨 4 5 . 7 1 丨 4 0 . 4 2 丨 4 0 . 4 2 | 4 0 . 4 2 | 4 0 . 4 2 | . 4 0 . 4 2 
100 I 9 1 . 6 7 丨 7 1 . 8 4 丨 6 9 . 9 0 丨 6 9 . 9 0 | 6 9 . 9 0 . |. 6 9 . 9 0 
200 I 1 8 2 . 3 3 I 1 3 3 . 5 2 | 1 1 8 . 3 7 | 1 1 7 . 1 8 | 1 1 7 . 1 8 | .117.18 
500 I 4 6 0 . 6 7 ‘I 3 3 0 . 0 1 丨 2 6 7 . 3 4 丨 2 2 9 . 8 9 丨 2 2 7 . 2 3 丨 - 2 2 7 . 2 3、 -
1 0 0 0 I 9 3 0 . 0 6 I 6 6 7 - 1 2 | 5 3 7 . 2 5 丨 4 2 1 . 5 0 丨 3 6 7 . 6 2 | 3 6 7 . 6 2 
2 0 0 0 I 1 8 6 3 . 2 0 | 1 3 1 2 . 0 0 | 1 0 3 7 . 6 0 | 7 5 6 . 0 0 | 5 1 9 . 0 0 | 5 1 5 . 2 0 
Table 8.6. The number of disk reads required for demand loading strategy, with respect 
to different cache size and different number of characters used 
L R U replacement is used 
Data from articles 
N o . of I N o . of C a c h e d C h a r a c t e r s 
U s e d I 
C h a r a c t e r s 丨 10 | 50 | lOO | 200 | 5 0 0 丨 1000 
1 0 I 9 . 7 9 I 9 . 7 9 I 9 . 7 9 | 9 . 7 9 | 9 . 7 9 | 9 . 7 9 
50 I 4 5 . 4 8 I 4 0 . 4 2 丨 4 0 . 4 2 丨 4 0 . 4 2 丨 4 0 . 4 2 | 4 0 . 4 2 
1 0 0 I 9 0 . 2 7 丨 7 1 . 5 8 丨 6 9 . 9 0 | 6 9 . 9 0 丨 6 9 . 9 0 | 6 9 . 9 0 
200 I 1 7 8 . 3 7 I 1 3 1 . 0 9 | 1 1 8 . 3 6 | 1 1 7 . 1 8 | 1 1 7 . 1 8 | 1 1 7 . 1 8 
5 0 0 丨 4 4 8 . 3 6 | 3 1 9 . 6 6 丨 2 6 2 . 3 1 丨 2 2 9 . 7 1 丨 2 2 7 . 2 3 丨 2 2 7 . 2 3 
1 0 0 0 I 9 0 1 . 6 9 I 6 5 0 . 6 9 | 5 1 6 . 8 7 | 4 1 3 . 6 9 | 3 6 7 . 6 2 | 3 6 7 . 6 2 
2 0 0 0 丨 1 7 8 1 . 0 0 I 1 3 1 0 . 0 0 丨 1 0 1 1 . 2 0 丨 7 1 8 . 6 0 丨 5 1 8 . 0 0 | 5 1 5 . 2 0 
Table 8.7. The number of disk reads required for demand loading strategy, with respect 
to different cache size and different number of characters used 
LFU replacement is used 
Data from articles 
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No. of Characters Used ; 50 
5 0 - | 
49 \ . 
4 8 -
4 7 -
4 6 : ^ ^ ^ ^ 
5 : \ 
4 1 - \ 






3 5 - J , , , - 1 
1 0 . 0 0 5 0 . 0 0 1 0 0 . 0 0 2 0 0 . 0 0 5 0 0 . 0 0 1 0 0 0 . 0 0 
No. of C a c h e d C h a r a c t e r s 
口 + D e m a n d - L R U • D e m a n d - L F U 
‘ No. of Characters Used : 100 
100 
7 0 - ‘ « $ _ — — 
5 5 -
6 0 - J 1 — r 1 , 
1 0 . 0 0 5 0 . 0 0 1 0 0 . 0 0 2 0 0 . 0 0 5 0 0 . 0 0 1 0 0 0 . 0 0 
No. of C a c h e d C h a r a c t e r s 
口 Fix + D e m a n d - L R U • O e m o n d - L F U ‘ 
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‘ No. of Characters Used : 200 
2 0 0 - ] 
1 1 0 -
100 H , , — , , 
1 0 - 0 0 5 0 . 0 0 1 0 0 . 0 0 2 0 0 . 0 0 5 0 0 . 0 0 1 0 0 0 . 0 0 
No. of C a c h e d C h a r a c t e r s 
• Fix + D e m a n d - L R U o D e m a n d - L F U 
No. of Characters Used : 500 
5 0 0 
4 8 0 -
„ 柳 - \ 
羞 ： \ 
！ : 
280 - X X 
26。-
2 4 0 -
220 - “ ^ '' 
200 -I , • , , 
1 0 . 0 0 5 0 . 0 0 1 0 0 . 0 0 2 0 0 . 0 0 5 0 0 . 0 0 1 0 0 0 . 0 0 
No. of C a c h e d C h a r a c t e r s 
• Fix + D e m a n d - L R U o D e m a n d - L F U 
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• No. of Charac ters Used : 1000 
1 
0 . 9 - f l \ — 
if i 
0 . 4 -
0.3 H —1 , , , 
1 0 . 0 0 5 0 . 0 0 1 0 0 . 0 0 2 0 0 . 0 0 5 0 0 . 0 0 1 0 0 0 . 0 0 
No. of C a c h e d C h a r a c t e r s 
a f^x + D e m a n d - L R U • D e m a n d - L F U 
No. of Charac ters Used : 2 0 0 0 
2 -n 
1 . 9 -
0 . 5 - ^ 
0.4 
^ I -T 1 1 1 
1 0 . 0 0 5 0 . 0 0 1 0 0 . 0 0 2 0 0 . 0 0 5 0 0 . 0 0 1 0 0 0 . 0 0 
No. of C a c h e d C h a r a c t e r s 
口 � + O e m o n d - L R U • D e m a n d - L F U 
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From Table 8.6 and 8.7, we can find out that LFU replacement performs better than 
L R U replacement. Although the LFU replacement needs an additional frequency count, 
the storage requirement of this count is small and the LFU replacement strategy is still 
worth implementing. 
8.1.4. Hybrid loading 
The hybrid loading strategy is simply a mixture of the fix-loading strategy and the 
demand loading strategy. It allows a client application to request some portion of the 
cache for fixed cache character and the rest for demand loaded characters. 
Although the demand loading strategy shows its superiority to the fix loading strategy 
in test data obtained from a number of articles, there are still cases where fix-loading has 
its applicability. 
For example, a Chinese input window using the "simple" input method should better 
use more fixed cache character than demand loaded ones. The reason is that the "simple" 
input method will display a list of Chinese characters, among which some are not 
frequently used characters, for a user to choose. On the other hand, the "cangjie" input 
method will display only the one that a user desires after the user has input the composing 
keys. More demand loaded characters should be used[42,32]. 
In addition, in a window system, there may be multiple clients using the same font. 
Instead of keeping the same font information in each client, the LR Font Server make the 
clients to share the font information kept in a font pool, including the information for 
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accessing a font file in the font database. The cache for a font, which requires much more 
memory storage than the font information record should, of course, be shared. 
The font cache is sometimes shared by clients with varying needs, e.g., one requires 
more fixed cache characters and the other requires more demand loaded characters. It is 
not reasonable to allocate cache for both the number of required fixed cache characters 
and the number of demand loaded characters. It is more reasonable to allocate a cache of 
the a fixed total, the maximum required by all clients, and then partition the cache into 
two parts, one for fixed cache characters and the other for demand loaded characters. 
Clients with different needs will be satisfied moderately although not to the optimal. A 
large saving in memory storage is resulted. 
I (F) F i x L o a d e d C h a r a c t e r s (D) D e m a n d L o a d e d C h a r a c t e r s 
N o . o f I 
U s e d I 5 ( F ) I 2 5 ( F ) | 5 0 ( F ) | 1 0 0 ( F ) | 2 5 0 ( F ) | 5 0 0 ( F ) 
C h a r a c t e r s | 5 ( D ) | 2 5 ( D ) 丨 5 0 ( D ) | 1 0 0 ( D ) | 2 5 0 ( D ) | 5 0 0 ( D ) 
10 I 9 . 8 4 I 9 . 7 9 I 9 . 7 9 | 9 . 7 9 丨 9 . 7 9 丨 9 . 7 9 
50 I 4 7 . 8 0 I 4 1 . 1 3 丨 4 0 . 4 2 丨 4 0 . 4 2 | 4 0 . 4 2 | 4 0 . 4 2 
1 0 0 丨 9 5 . 0 7 丨 7 7 . 7 2 | 7 0 . 2 9 丨 6 9 . 9 0 | 6 9 . 9 0 丨 6 9 . 9 0 
2 0 0 丨 1 8 7 . 4 5 丨 1 4 6 . 4 6 丨 1 2 4 . 0 0 丨 1 1 7 . 1 8 | 1 1 7 . 1 8 | 1 1 7 . 1 8 -
5 0 0 I 4 5 9 . 9 9 | 3 5 3 . 4 6 | 2 8 2 , 8 7 | 2 3 8 . 1 9 | 2 2 7 . 2 3 | 2 2 7 . 2 3 .::、-
1 0 0 0 丨 9 1 2 . 2 5 丨、691.06 I 5 4 5 . 3 7 丨 4 3 7 . 6 9 丨 3 6 7 . 8 7 丨 3 6 7 . 6 2 
2 0 0 0 I 1 8 0 3 . 4 0 I 1 3 3 0 . 8 0 | 1 0 1 3 . 2 0 丨 7 5 9 . 2 0 | 5 2 4 . 2 0 丨 5 1 5 . 2 0 
Table 8.8. The number of disk reads required for hybrid loading strategy, with respect 
to different cache size and different number of characters used 
50% fix-loading, 50% demand loading 
L R U replacement is used 
Data from articles 
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I (F) Fix L o a d e d C h a r a c t e r s (D) D e m a n d L o a d e d C h a r a c t e r s 
N o . of I 
U s e d I 5(F) I 25(F) | 50(F) | 100(F) | 2 5 0 ( F ) | 500(F) 
C h a r a c t e r s | 5(D) | 25(D) | 50(D) | 100(D) | 250(D) | 500(D) 
10 I 9.84 I 9.79 I 9.79 | 9.79 | 9.79 丨 9.19 
50 I 4 7 . 6 5 I 4 1 . 1 0 丨 40.42 丨 40.42 | 40.42 | 40.42 
100 I 9 4 . 1 3 丨 76.79 | 7 0 . 2 5 | 69.90 | 69.90 | 69,90 
200 I 1 8 5 . 2 3 I 143.03 | 123.09 | 117.18 丨 117.18 | 117.18 
5 0 0 丨 4 5 3 . 7 0 丨 3 4 5 . 3 9 丨 2 7 7 . 3 3 | 2 3 6 . 8 0 丨 2 2 7 . 2 3 丨 2 2 7 . 2 3 
1 0 0 0 丨 8 9 9 . 8 1 丨 6 7 4 . 6 2 丨 5 3 9 . 1 9 | 4 2 7 . 8 1 | 3 6 7 . 8 1 | 3 6 7 . 6 2 
2000 I 1 7 5 4 . 0 0 I 1 3 2 4 . 8 0 丨 1 0 0 7 . 8 0 丨 7 4 5 . 4 0 | 5 2 2 . 6 0 | 515.20 
Table 8.9. The number of disk reads required for hybrid loading strategy, with respect 
to different cache size and different number of characters used 
50% fix-loading, 50% demand loading 
LFU replacement is used 
Data from articles 
Table 8.8 and 8.9 shows that a half to half partition of the cache sounds practical. 
Although it is still slightly inferior to pure demand caching, it already improves a lot from 
pure fix-loading. It can adapt to different character occurrence frequencies across multiple 
articles. Moreover, allowing some portion of the cache characters to be fixed also reduces 
cache manipulation effort because these characters need not be moved up and down in 
the replacement list when hit. 
To implement hybrid loading, we only need to modify the demand loading strategy 
slightly to adapt the fix-load cache characters. W e can partition the cache into two 
different portions, one for fixed cache characters, the other for demand loaded characters. 
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The fixed characters are not placed into the replacement list so that when they are hit, no 
operation on the replacement list is needed. 
The size of font caches, as well as the proportions of the fixed cache characters and 
the demand loaded characters are designed to be flexible. Therefore, client applications 
can adjust the total cache size and the individual proportions according to their particular 
needs. For example, a word processing application may need to allocate a large cache for 
the font that is used to display body text of an article while it does not require any cache 
for title font. 广 
8.2. Retrieval Method 
After discussing the caching strategies and replacement strategies, we will now turn 
to the topic of the how the cache eWries are organized to have fast retrieval of font 
characters in the cache. Considerations\^st also be made concerning whether the cache 
organization suits a particular caching strategy.一 
8.2.1. Binary searching 
Binary searching is simple and straight-forward. The cache entries are loaded into a 
cache array in ascending order of the character codes of the cached characters. Thereafter, 
binary searching is applied to the cache array to find the one that matches the requested 
character code. 
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However, binary search is only suitable for pre-loading or fix-loading cache 
strategies. Any replacement needed by demand loading strategy may cause movement of 
the cache entries to maintain the character code order and hence will be time-consuming. 
The cache array cannot easily expand due to the contiguous array structure. The 
memory area following the cache array may already be allocated for other uses and hence 
a second cache array, not contiguous to the first, will be allocated. Searching through 
multiple tables will be required. Even the original cache array can be expanded in memory 
contiguously, the newly added entries must be inserted in the middle of array and 
movement of cache characters are then needed. 
Although binary search is a fast searching algorithm, taking 0(log2 n) where n is the 
number of cache entries, it does not take advantage on the character occurrence frequency 
of the Chinese character. That is, the search time for the 1st and the n-th most frequently 
Chinese characters bears the same search order, the order of binary search, but not accords 
to their character occurrence orders. Moreover, considerable time must be spent to 
initially sort the cache characters into order. 
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N o . o f T e s t s : 1 0 0 0 0 
C a c h e S i z e | S e a r c h S t e p | A v e r a g e S t e p 
10 I 3 7 7 6 5 I 3 . 7 7 6 
5 0 I 5 5 0 5 2 I 5 . 5 0 5 
1 0 0 I 6 3 9 5 4 I 6 . 3 9 5 
2 0 0 I 7 1 8 1 5 I 7 . 1 8 1 
5 0 0 ‘ I. 8 2 5 5 9 | 8 . 2 5 6 
1 0 0 0 I 9 0 7 8 7 I 9 . 0 7 9 
2 0 0 0 I 1 0 1 1 6 9 I 1 0 . 1 1 7 
4 0 0 0 I 1 0 9 5 9 2 | 1 0 . 9 5 9 
Table 8.10. Searching steps needed to retrieve a character in cache using binary searching 
method for different cache sizes 
Data from frequency table 
8.2.2. Tree searching 
W e build a binary tree with the 1st most frequently used Chinese character as the 
root and make the 2nd one as its child, and the 3rd one as the child of the 1st or 2nd one, 
and so on. The binary tree is also built into order in that in-order traversal of it produces 
an ascending order of the Chinese character code so as to facilitate character retrieval. 
The resulting binary tree will then have most frequently used characters clustered as 
inner nodes near the root of tree and the less frequently used characters dispersed as the 
outer nodes and leaves. This structure will enable the retrieval of most frequently used 
characters with fewer steps then the less frequently ones. 
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A A B A 
(3.834) 
— z � 
z AC4F 
A440 (0.978) 
(1.251) \ Z \ \ 這 
Z 在 B36F 
(0.639) 
… A662 \ 
(0.944) 
7 ^ \ 和 
A4 4 6 A94D 
(0.819) (0.747) 
z \ z \ 不 有 
,，，3 A6B3 … 
剛 ） (0.693) 
大 Z \ 
A4 6A 
(0.686) 
• • • 
• • • 
Figure 8.5. The Top of a Binary Searching Tree with the Most Frequently Used Chinese 
Character as the root. 
The hexidecimal numbers under the Chinese characters are their Big-5 
character codes. 
Numbers shown in parentheses denote their occurrence frequencies. 
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C a c h e S i z e | S e a r c h S t e p | A v e r a g e S t e p 
1 0 I 3 6 8 1 9 I 3 . 6 8 2 
50 I 6 5 4 8 3 I 6 . 5 4 8 
1 0 0 I 7 5 1 2 4 I 7 . 5 1 2 
2 0 0 I 8 5 4 7 7 | 8 . 5 4 8 
5 0 0 I 9 4 3 8 8 | 9 . 4 3 9 
1 0 0 0 I 9 8 6 4 2 I 9.864 
2 0 0 0 I 9 9 2 2 6 | 9 . 9 2 3 
4 0 0 0 I 9 9 8 4 4 | 9 . 9 8 4 
Table 8.11. Searching steps needed to retrieve a character in cache using tree searching 
method for different cache sizes 
Data from frequency table 
However, the results shown in Table 8.11 does not show significant improvement to 
the binary searching method. The reason is that the binary tree must be built in order of 
character codes but not direct order of occurrence frequency. The resulting binary tree is 
not sufficiently balanced. The searching paths of less frequently used characters entries 
becomes longer although those of the most frequently used one are shorter. The additional 
storage and manipulation of the binary tree is hence not worth-while. 
8.2.3. Hash searching 
Since both the binary searching and tree searching methods are not satisfactory 
enough in either efficiency and expandability, we try a third method, the hash searching 
method. 
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The hash searching method uses a hash function to derive a hash index from a 
character code. It then uses the hash index as an array index to find the font character in 
a hash table. In each entry of the hash table, we use a sequential linked list to solve the 
collision problem incurred from the fact that multiple character codes may correspond to 
the same hash entry. Retrieval of characters is hence by first computing the hash index 
and then matching the character code through the linked list associated with the 
corresponding hash entry. 
• … 
hash ^ ^ 
index ~ ~~•“ • … 
• 




Figure 8.6. Cached Characters are Hashed into Linked Lists 
The hash table is inherently easy to expand as a result of the linked list structure. 
Newly added font characters can be inserted into the linked without moving the others. 
However, additional storage is required to handle the links. 
In the following, we will describe a hash scheme which has three desirable features 
:fast hash function computation, fairly even distribution of the characters into the hash 
entries and one byte storage reduction. 
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W e have considered to use the first or the second byte of a two-byte Chinese character 
code】 as the hashing index. The advantage of this choice is efficiency, i.e., no calculation 
is need to find the hash index of a specific character. A side effect of such a hash function 
is that we need only to store the other byte of the character code, which is not used as 
hash index, in each entry of a hash table linked list. For example, if we use the first byte 
as hash index for a request character code, then all the entries in the linked list in the hash 
entry pointed by the hash index must have the same first byte. Therefore, we need only 
to match the second byte. 
The maximum number of hash table entries, and the number of characters per table 
entry are both no more than 256, the maximum number represented by a single byte. The 
actual number will be less than 256 since some of the numbers in between 0 and 255 are 
not used in Chinese character code representation, e.g. in Big5 code. 
This hashing function cannot not guarantee perfectly even distribution among the 
hash table entries. However, if the frequently used Chinese characters are distributed 
"randomly" enough in the character code representation, then the hash table entries will 
not be severely biased. 
1. Big5 Code is used for all the experiments 
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F i r s t F i r s t F i r s t F i r s t 
B y t e F r e q . B y t e F r e q . B y t e F r e q . B y t e F r e q . 
( H e x . ) ( c h a r s ) ( H e x . ) ( c h a r s ) (Hex.) ( c h a r s ) ( H e x . ) ( c h a r s ) 
A 4 60 B A 8 DO 0 .. E6 0 
A 5 39 B B 7 D 1 0 E7 0 
A 6 36 B C 1 1 D2 0 E 8 0 
A 7 2 1 B D 6 D3 0 E 9 0 
A 8 2 9 B E 9 D4 0 E A 0 
A 9 1 5 B F 5 D5 1 E B 0 
A A 2 5 C O 4 D6 0 E C 0 
A B 16 C I 3 D7 0 E D 0 
A C 14 C 2 6 D8 0 E E 0 
A D 15 C 3 8 D9 1 E F 0 
A E 14 C4 4 DA 0 FO 0 
A F 8 C 5 6 D B 0 F 1 0 
BO 15 C 6 1 DC 0 F2 0 
B 1 12 C 7 0 DD 0 F3 0 
B2 14 C 8 0 DE 0 F4 0 
B3 20 C 9 0 DF 0 F 5 0 
B4 6 C A 0 EO 0 F 6 0 
B 5 9 C B 0 E l 0 F7 0 
B6 14 C C 0 E2 0 F8 0 
B7 12 C D 0 E3 0 F9 0 
B8 15 C E 1 E4 0 
B9 10 C F 0 E5 0 
Table 8.12. The distribution of the most frequently used 500 Chinese characters into the 
first byte of Chinese character codes 
Note : 00-A3 and FA-FF are not used as the first byte in Big-5 code for 
Chinese characters. 
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S ^ c ^ n d S e c o n d ‘ S e c o n d S e c o n d 
j y t e F r e q . B y t e F r e q . B y t e F r e q . B y t e Freer 
(Hex.) ( c h a r s ) (Hex.) (chars) (Hex.) (chars) ( h L . ) (ch!rs) 
” 5 68 5 B2 3 D A 4 
” 3 69 5 B3 5 DB 4 
42 4 6A 2 B4 2 DC 5 
” • 6B 1 B5 3 DD 4 
5 6 C 2 B6 0 DE 3 
4 5 1 6 D 1 B7 2 D F 3 
” ^ 6E 4 . B8 2 EO 3 
47 3 6F 4 B9 6 E l 2 
48 3 70 5 BA 3 E2 5 
^ ^ 2 7 1 5 BB 2 E3 4 
” 2 72 0 BC 0 E4 4 
3 73 7 BD 3 E5 2 巧 f 74 5 BE 2 E6 5 
冗 • 7 5 6 BF 1 E7 2 冗 】 76 6 CO 3 E8 3 冗 f 77 4 CI 3 E9 2 
• ？ i 78 1 C2 0 EA 4 雪i 5 79 2 C3 0 EB 3 ，3 1 7A 2 C4 4 EC 5 
" ^ 3 C5 3 ED 3 5二 t 7C 3 C6 5 EE 2 
55 3 7 D 3 C7 3 E F 3 
^^  2 7E 5 C8 2 FO 1 還Z t t i 7 C9 4 F 1 3 
58 3 A2 0 CA 3 F2 5 二 2 A3 8 CB 2 F3 3 
5 A 0 A 4 4 CC 4 F4 3 
5 B 2 A 5 3 C D 1 F5 2 二 1 A 6 2 CE 7 F6 3 
〒 二 2 CF 4 F7 3 
• 5 i A 8 2 DO 3 F8 6 
5F 3 A 9 0 D 1 7 F9 3 
S AA 1 D2 4 FA 5 
61 3 AB 4 D3 7 FB 3 
• 5 3 AC 5 D4 2 FC 4 
• 3 i A D 4 D5 6 F D 2 二 3 AE 1 D6 1 fE 2 
65 3 AF 0 D7 3 
66 2 BO 4 D8 4 
67 2 B1 2 D9 2 
Table 8.13. The distribution of the most frequently used 500 Chinese characters into the 
second byte of Chinese character codes 
Note : 00-3F，7F-A0 and FF are not used as the second byte in Big-5 code 
for Chinese characters 
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Table 8.12 shows the distribution pattern of the first 500 most frequently used 
Chinese characters using the first bytes of the character codes as hash indexes. Table 8.13 
shows the distribution pattern of the same 500 characters using the second bytes of the 
character codes as has indexes. 
The use of the second byte of a Chinese character code is preferred to the first byte 
because the design of the character code representation methods tend to assign commonly 
used Chinese characters small character codes and less commonly used ones large 
character codes. This phenomenon causes congestion in the lower table entries and 
scarceness in higher table entries. 
N o . o f T e s t s : 1 0 0 0 0 
C a c h e S i z e | S e a r c h S t e p | A v e r a g e S t e p 
10 I 1 7 9 8 I 0 . 1 8 0 
5 0 1 5 3 4 7 I 0 . 5 3 5 
1 0 0 I 8 3 0 6 I 0 . 8 3 1 
2 0 0 I 1 3 2 5 0 I 1 . 3 2 5 
5 0 0 I 2 1 3 4 3 I 2.134 
1 0 0 0 I 2 7 0 7 0 I 2 . 7 0 7 
2 0 0 0 I 3 1 3 3 8 I 3.134 
4 0 0 0 I 3 2 2 8 9 | 3 . 2 2 9 
Table 8.14. Searching steps needed to retrieve a character in cache using hash searching 
method for different cache sizes 
Data from frequency table 
W e can find out from Table 8.14 that the average searching steps of hash searching 
are fewer than that of the binary searching and tree searching. W e can explain this 
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phenomenon in two cases. Both two cases assume that the cache entries are distributed 
fairly evenly into hash entries which is justified previously. 
a) when the cache size is small, since the maximum font characters in each hash 
entries is on average no. of cached characters / no. of hash entries. In the current 
implementation, if the number of cached characters is, for example, 500 characters, 
distributed fairly evenly over 157 hash entries \ the maximum searching path is 
approximately no more than 4. 
b) when the cache size is large, each hash will be associated with a linked list with 
considerable length. For example, a cache with 2000 characters averaging over 157 
entries results at 25.5 cached characters in each hash entry. The average searching step 
is hence 25.5/2 = 12.8 which is larger than that required by the binary searching method. 
However, we can intentionally manipulate the linked list in each hash entry such that 
most frequently used characters are located at the beginning of the hash list. The retrieval 
at most time stops with short steps at the beginning of the hash list and hence a good 
average is resulted. 
1. The second byte of Big5 code only uses hexidecimal 40-7E, Al-Fe, totally 157 distinct 
values. 
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8.3. Cache Expansion and Retraction 
In a single tasking environment, the manner of how the solitary task uses a font cache 
may concern only loading a fixed size cache, retrieving and cached characters, and at last 
unloading the cache. In a window system where there may be several clients sharing a 
single cache, the situation is different. 
Different clients may have different needs of cache sizes when they use the same 
font. One may use the font for displaying the body text of a passage while another may 
use it as only chapter titles. The cache size of a font is solely determined by client 
applications but not by the L R Font Server. 
It is not desirable to fix the cache size as requested by the first client using that font 
when later clients requires large cache sizes. It is also wasteful if a large sized cache is 
allocated when no later client uses the same cache. A dynamically expandable font cache 
is hence more desirable. This also enables a client to expand its need of cache size although 
this situation does not often happen. 
As we have discussed before, the hash organization of the cache is favorable in this 
manner. However, we must consider not only on the expansion of the cache but also on 
the retraction of the cache after some of the clients have finished using the cache. Although 
it is also easy to remove entries from the linked lists of the hash table, we must determine 
the right cache size which is still needed by other clients to retract to. 
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A simple method to solve this problem is to save the current cache size onto a cache 
size stack when a new and larger cache size is needed. When the cache is retracted, the 
previous cache size is popped out from the stack for use. Nevertheless, this method fails 
in that cache size needs in between the previous one and the current one will not be 
captured because they do not cause cache expansion. 
Instead, we now keep a linked list of client needs of cache sizes. When the client 
which requests the largest cache size has finished using the cache, we can retract the cache 
size to the second largest cache size need by other clients which is kept in the list. 
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9. AN EXPERIMENTAL CHINESE FONT SERVER 
SYSTEM - CAPABILITIES AND RESTRICTIONS 
9.1. Experimental Servers 
In order to test the practical feasibility of the LR Font Server system and to provide 
a platform for building Chinese window applications, three experimental servers are built 
on top of V A X and S U N machines. 
A network server is first built upon a VAX780 minicomputer running the V M S 
operating system. This network server manipulates a font database with different 
typefaces and font sizes. It is capable of supporting both local clients and network clients. 
A local server is then located on Micro V A X workstations including Micro V A X G P X 
II and Micro V A X 2000 running the MicroVMS operating system. The source and 
execution code of the VAX780 network server and the Micro V A X local servers are 
essentially the same because they run on top of compatible hardware architecture and 
operating systems. The prime difference lies in that the local servers are configured to 
support local clients only. 
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After the network server and local servers were set up on V A X machines，we 
established a local server on S U N 3 machines to test the portability of the LR Font Server 
System. This action takes only a short period of time because the servers bear source code 
compatibility in C programming language, which is supported both by the V A X / V M S 
and SUNOS. System dependencies of the LR Font Server System, which requires 
modifications are intentionally kept to be minimum. 
Only two important modifications are made to port the font server from V A X / V M S 
to SUNOS. The first is the communication module. Clients and servers on V A X / V M S 
uses mailbox system services for local communications and DECnet software for network 
communications[7] through Ethernet cable. Client applications as well as the local server 
on S U N O S uses SunLink DNA[33] to connect to the network server on VAX/780 while 
using UNIX socket for local communications. The second one is the file manipulation 
module. The V M S file structure on V A X and the UNIX file structure on S U N are different 
and separate sets of file accessing routines must be built to handle them individually. 
To invoke a network server, a client can send a request to the designated host, 
currently the VAX780 machine, to invoke the network server. Subsequent requests for 
connection to the network server will be directed to the invoked server. It is also possible 
for a user to manually invoke the network server first although it is not necessary to do 
so. 
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The local servers, on the other hand, must be invoked, usually by a user before an 
application can connect to it. It is similar to the case that a window system, essentially 
its server, is usually invoked first before an application can run on top of it. 
If a local server has been invoked, a client application will tests for its existence and 
automatically connected to the local server. Otherwise, it will try to connect to a network 
server. The current implementation fixes the network server to connect to for reason of 
simplicity. Later versions will allow the client to choose when more servers are built. 
The current version of the LR Font Server System supports both bitmap fonts and 
outline fonts. There are several fonts with different typefaces and font sizes for testing 
purpose. The current system adapts the hybrid loading strategy with hash searching 
method in handling cache. Both Least Recently Used and Least Frequently Used 
replacement algorithm have been implemented and their performances are compared. 
9.2. Programming Interfaces 
The experimental implementation of the LR Font Server System has developed a 
primitive set of utility routines for a client application to communicate with a server. 
9.2.1. Connection request 
When a client needs to use any service from a LR Chinese Font Server, it must first 
make a call to connect to a LR Font Server. If a client has not specified, it will first try to 
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connect to a local server. If it fails to connect to a network server, it then tries to connect 
to the network server. 
When the client finishes using the font server, it can send a request to disconnect 
from the server and release all the resources it uses in the font server. If a client aborts 
unexpectedly, the server will detect this fact and release the resources by itself. 
9.2.2. Open and close fonts 
When a client needs to use a font, it can send a request to the server specifying the 
typeface, font size and other characteristics related to the requested font. The font server 
connected to the client will then check whether this font has already been loaded, by other 
clients. If it is, the server will increment the reference count of this font and allows the 
requesting client to share this font will other clients. If the designated font has not been 
loaded, the server will try to open a new font on behalf of the client, either by opening a 
font file locally or forward the request to a network font server it has connected. 
There are several cases that a server will reject the client's request to open a new 
font: 1) the client has allocated too many fonts; 2) the server cannot find the font in the 
local font database and either it has not connected to a network font server or the network 
font server cannot find the font also; 3) there are not enough resources to open a new font, 
e.g., not enough memory or no more file slot available. 
When a client finishes using a font, it should close that font to release resources. All 
the fonts that a client uses will be automatically released before a client's record is 
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removed from the server when the client disconnects or aborts. The reference count of a 
released font will be decremented. A font in the font server with reference count 
decremented to zero, i.e., no more client is using it, will be closed. 
9.2.3. Request to load cache 
A client, after its request to open a font is satisfied, can request the font server to load 
a number of font characters into cache. The client can either specify both the number of 
fixed cache characters and the number of demand loaded character, or specify a total 
number of characters to load, which will be partitioned reasonably by the font server 
system. If the server has not enough resource, the cache loading request will be rejected. 
9.2.4. Change the current font 
The L R Font Server System allows a client application to open multiple fonts 
simultaneously. A client must indicate which one among those will be used when a client 
request a font character. The dedicated one will be assigned as the current font of this 
client and any subsequent request for font characters will be satisfied by using this font. 
A special request is provided to allow a client to switch using among the fonts it has 
opened. 
9.2.5. Request a font character 
A client can request the font server to load a font character by sending its character 
code to the font server. The font server will first try to find the character in cache, if exists. 
If this fails, the font server will try to load the character from local font database or from 
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a network font server it has connected and takes appropriate action to update the font 
cache. 
9.3. Testing Applications 
Three applications are developed using the functions provided by the LR Font Server 
Systems. These applications aim at testing the functionability and performance of the LR 
Font Server System and providing a basis for developing utility routines for using the LR 
Font Server System. 
Applications on Micro V A X workstations use the Micro V M S workstation graphics 
software for displaying Chinese characters while applications on S U N workstations use 
X Window. The LR Font Server demonstrates, in these applications, its applicability to 
different window systems. 
One of the three testing applications is a demo program that opens several fonts 
simultaneously and display the characters in these fonts. It is capable to switch among 
the several fonts and load arbitrary sized cache requested by a user. 
The second application is a typing program that sequentially displays the content of 
a file. Special codes are inserted into the typed files to direct the program to use different 
fonts. Mixture of Chinese and English character display is also handled. 
An Experimental Chinese Font Server System - g.-j 4 
Capabilities and Restrictions 
Chinese Window System with Distributed Font Database 
nBCDEFGHIJKLMNOPQRSTUVUJXYZ 




A B C D E F G H 工 J K L MN OPORST U VUJXYZ 




Figure 9.1. A Typing Program Showing the Mixture of Different Chinese and English 
Fonts 
The third application is a program that emulates a Chinese terminal supporting both 
input and output of Chinese characters. Three input methods are provided in this terminal 
emulation program, including the cang? input method, the simple input method and 
character input using internal character codes. 
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9.4. Statistics 
After accomplishing the experimental implementation of the LR Font Server System, 
we have gathered statistics concerning the performance on different issues of the system. 
Comparisons and comments will be made on these experimental results. 
9.4.1. Cache performance 
9.4.1.1. Tests 
The cache performance tests compare the practical performance of different caching 
strategies on the experimental LR Font Server System. The pure fix-loading and demand 
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loading strategies are achieved by requesting only fixed cached characters and demand 
loaded characters, respectively, in the hybrid loading strategy supported by the system. 
Hash searching is used for all these three cases. Least Recently Used (LRU) and Least 
Frequently Used (LFU) algorithms are also compared for the demand loading strategy. 
All the tests are performed using a Local Font Server on a VAX2000 workstation 
running Micro V M S . Each data entry denotes the total time, in seconds, required to obtain 
totally 4507 characters for 10 articles, which are randomly chosen from the 183 articles 
used in Chapter 8，from the Local Font Server. 16x16 bitmaps are used for each character. 
Test 1 denotes the first time that a passage is loaded by the Typing program described 
in section 9.3 when the cache is initialized. Test 2 denotes then second time the same 
passage is loaded after the cache is initialized, i.e., the cached characters have already 
been read from disk. 
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9.4.1.2. Results 
C a c h i n g | T e s t | N o . of C a c h e d C h a r a c t e r s 
M e t h o d I N o - I 0 I 50 I 100 | 2 0 0 | 5 0 0 | 1 0 0 0 
N o C a c h e | | 1 8 2 . 8 6 | | I I i 
F i x 1 1 1 I 1 5 1 . 0 3 I 1 4 6 . 3 4 | 1 3 5 . 9 8 | 1 2 2 . 9 3 | 1 1 6 . 8 5 
L o a d i n g 丨 2 丨 丨 1 4 2 . 5 4 | 1 3 1 . 5 6 丨 1 1 1 . 6 1 | 8 2 . 6 9 | 6 4 . 5 3 
D e m a n d i 1 | 1 1 3 7 . 3 5 | 1 1 9 . 4 7 | 1 0 8 , 2 0 | 1 0 3 . 3 9 | 1 0 3 . 2 7 
L o a d i n g ( L R U ) | 2 | 丨 1 3 5 . 2 6 | 1 1 1 . 3 1 丨 6 9 . 7 6 丨 3 9 . 8 6 丨 3 9 . 3 5 
D e m a n d | 1 | I 2 2 2 . 1 0 | 1 9 1 . 5 1 | 1 1 8 . 8 0 | 1 6 6 . 9 2 | 1 8 8 . 8 1 
L o a d i n g ( L F U ) | 2 丨 丨 1 8 4 . 2 8 丨 1 2 9 . 1 9 | 6 5 . 3 3 丨 4 5 . 3 9 丨 4 5 . 2 0 
H y b r i d I 1 I i 1 4 4 . 0 1 I 1 2 3 . 8 8 | 1 1 0 . 2 8 | 1 0 3 . 5 5 | 1 0 3 . 7 6 
L o a d i n g ( L R U ) | 2 | | 1 3 5 . 6 4 | 1 1 3 . 3 8 | 8 7 . 3 8 | 4 5 . 8 0 | 3 9 . 5 6 
H y b r i d 1 1 1 i 2 0 2 . 0 3 I 1 6 0 . 9 7 | 1 7 3 . 7 0 | 1 1 2 . 1 9 | 1 1 6 . 5 1 
L o a d i n g ( L F U ) | 2 | 丨 2 0 0 . 6 0 | 1 2 7 . 6 0 丨 1 1 1 . 5 6 丨 4 7 . 5 9 丨 4 0 . 3 4 
Table 9.1. Experimental time delay of requesting Chinese characters using no cache, 
fix-loading cache, demand loading cache with L R U and LFU replacement, 
and 50% to 50% hybrid loading cache with various cache sizes on a Local 
Font Server 
Cache sizes 60，120, 240，600 and 1200 are used for testing the 
fix-loading strategy. 
9.4.1.3. Discussion 
From Table 9.1, we can observe that the comparison between the fix loading strategy 
and the demand loading strategy conforms to which shown in Section 8.1.3. The fix 
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loading strategy, even with enlarged cache size, is still inferior to the demand loading 
strategy. 
The demand loading strategy with L R U replacement, has yielded approximately 40% 
cut-off of access time with cache of only 200 characters at Test 1. Approximate 60% 
cut-off of access time is achieved at Test 2 for cache of 200 characters, after the cache is 
loaded. 
The loading of 500 font characters improves only a little at Test 1 because a large 
portion of access time contributes to the initialization of the font cache, i.e., loading 
characters from disk to an empty cache, like the situation in using cache of 200 characters. 
However, using a cache of 500 characters at Test 2 can further decrease the accessing 
time to approximately 1/4, after the cache has been initialized. 
Unfortunately, the loading of 1000 cache characters has improved a little or even 
does not improve from loading 500 cache characters. These data are consistent with those 
shown in Section 8.1.3. The reason is that a passage at most time uses characters in the 
500 cache character set and only use characters outside this set very occasionally. Extra 
effort required to handle a larger cache size is hence not worthwhile. 
When we compare the result of L R U and LFU replacement for the demand loading 
strategy, we find out it is not as predicted in section 8.1.3. The LFU replacement, although 
with its theorectical superiority, involves too much overhead in handling the replacement 
list. It is only worthwhile when this overhead is far less than the access time of the font 
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characters read from disk or be generated from outline descriptions. In our cases, L R U 
replacement is preferred. 
9.4.2. Local Server Vs. Network Server 
9.4.2.1. Tests 
After testing the performance of various caching strategies, we turn to compare the 
preformance of accessing font characters from local servers and from network servers. 
The testing sample is the same as in section 9.4.1 on the same typing program. These 
tests are performed on a S U N 3 machine running SUNOS. Demand loading strategy with 
L R U replacement is used for caching. “ 
W e have tested the time required to obtain Chinese characters located in local font 
database from a Local Font Server on S U N and time required to obtain Chinese characters 
directly from a Network Font Server on VAX780 with various sizes of caches. W e finally 
tests for the time required to obtain characters from the Local Font Server on S U N which 
in turn requests these characters from the Network Font Server on VAX780. The font 
caches here are allocated in the Local Font Server on SUN. 
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9.4.2.2. Results 
S e r v e r | T e s t | ‘ N o . o f C a c h e d C h a r a c t e r s 
T y p e I N o . I 0 I 50 | 100 | 200 丨 5 0 0 丨 1 0 0 0 
L o c a l I 1 I 3 2 . 2 0 | 2 7 . 5 2 | 2 6 . 1 4 | 2 4 . 7 4 | 2 4 . 7 4 | 2 5 . 2 4 
S e r v e r | 2 | | 2 7 . 0 8 | 2 5 . 0 0 | 2 0 . 4 0 | 1 7 . 2 0 | 1 7 . 9 4 
N e t w o r k | 1 | 1 3 7 . 2 0 | 1 1 7 . 3 8 | 1 0 9 . 0 2 | 1 0 2 . 0 0 | 9 9 . 1 8 | 9 9 . 5 6 
S e r v e r | 2 | | 1 1 5 . 4 4 | 1 0 3 . 6 4 | 8 2 . 8 0 | 6 7 . 5 8 | 6 7 . 9 2 
L o c a l S e r v e r ! 1 | 1 5 3 . 0 2 | 1 1 0 . 9 8 | 9 3 . 9 6 | 8 3 . 1 0 | 7 8 . 3 6 | 7 8 . 7 6 
t o N e t w o r k | 2 | | 1 0 9 . 0 0 | 8 6 . 5 2 | 4 6 . 2 4 | 1 8 . 4 0 | 1 8 . 6 6 
S e r v e r 丨 | | 丨 | 丨 | 
Table 9.2. Experimental time delay of requesting Chinese characters from a local server, 
directly from a network server, and through a local server to obtain Chinese 
characters from a network server. 
9.4.2.3. Discussion 
The accessing time to the Network Font Server is longer than accessing time to the 
Local Font Server, but still sounds acceptable. 
Without caching, the accessing time to fonts located only in the Network Font Server 
through the Local Font Server appears longer than the time required to directly obtain 
font characters from the Network Font Server. The reason is, obviously, the duplicate 
communication overhead between a client and the Local Font Server, and the 
communication overhead between the Local Font Server and the Network Font Server. 
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However, the use of font cache in the Local Font Server does reduce, rather than increase, 
the requirement of network communications. Therefore, it is worthwhile to use a Local 
Font Server and font cache to access fonts from a Network Font Server instead of 
accessing the fonts directly from the Network Font Server. 
9.4.3. Outline Font 
9.4.3.1. Tests 
Section 9.4.1 and Section 9.4.2 show experimental results for bitmap fonts only. The 
following tests show the accessing time required to request 16x16 bitmap characters 
which are on-line generated from outline descriptions. These tests are performed using 
the Local Font Server on VAX20()0. Demand loading strategy with L R U replacement is 
used for caching. 
9.4.3.2. Results 
Test I N o . o f C a c h e d C h a r a c t e r s 
NO. I 0 I 50 I 100 I 200 丨 500 丨 loOO 
1 I 2 0 9 3 . 2 6 I 1 5 4 2 . 6 0 丨 1 2 9 7 . 6 2 | 1 1 4 9 . 8 4 丨 1 0 7 0 . 5 2 丨 1 0 7 3 . 4 4 
2 丨 N / A I 1 4 9 0 . 5 2 I 1 1 6 6 . 3 9 | 5 4 3 . 1 7 丨 5 8 . 7 5 丨 5 7 . 8 8 
Table 9.3. Experimental time delay of requesting Chinese character bitmaps on-line 
generated from outline descriptions on local server, with or without cache 
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9.4.3.3. Discussion 
The accessing time of the outline fonts sounds somewhat intolerable for on- line 
screen font generation. Fortunately，the use of cache actually improves this factor more 
drastically, especially with large cache size and after the font cache is fully loaded. 
Caching of bitmap characters cannot achieve such an improvement because of the fix 
overhead of communication and manipulation of the font cache. 
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10. EPILOGUE 
10.1. Conclusion 
After two years'research, we have accomplished the design and trial implementation 
of using a font server system to enable applications to use Chinese fonts upon prevailing 
English-based window system to achieve the effect of a Chinese window system. 
At this moment, we can say that we have achieved moderate success ih the LR Font 
Server system. W e have successfully used the network font server to support remote 
clients through network connections. The use of font cache to accelerate the font accessing 
speed sounds satisfactory. 
The defects of our system chiefly fall into the performance of speed. Although font 
caching has improved accessing speed of font characters, there are still communication 
overheads between the font server and a client, and between the client and a window 
system. Moreover, although outline fonts appear superior to bitmap fonts in flexibility 
and storage requirement, its slow bitmap generation speed constitutes a large delay at 
font display. W e need improvement on both the bitmap generation algorithm, and the 
representation and generation of the outline font[23]. For example, Apple's Royal outline 
Epilogue 10-I 
Chinese Window System with Distributed Font Database 
font format uses only lines, arcs and quadratic Bezier curves, and H P Intelligent Font 
even uses lines and arcs only[3,17]. These kinds of outline formats can have much faster 
rasterization speed. Nevertheless, outline fonts are useful for printing high quality 
outputs. 
The second problem is that the client of the LR Font Server System must be aware 
of the font characters, the character bitmaps. Instead of manipulation only Chinese text 
strings, it must handle bitmap display, one at a time. There should be some utilities, a 
Chinese Toolkit, to hide this detail from a client application. 
10.2. Future Extension 
As depicted above, our LR Font Server still needs improvement to make it more 
acceptable for practical use. Several kinds of extensions are suggested here. Others may 
also be added while the system evolves. 
The first refinement comes from the primitive programming interface of the 
experimental system. More precise interface should be established in order to allow 
applications to gain easy and powerful control of Chinese font display. The testing 
programs described in Chapter 9 may somewhat provide a basis for displaying mixed 
Chinese and English character strings. Other window system utilities such as pull-down 
menu and dialogue box for Chinese characters, etc., may also be introduced. 
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In addition to Chinese character display, we may need tools to input Chinese 
characters. The codes currently embedded in the Chinese terminal emulation program 
can be separated as a input process operating on an input window. Every applications 
requiring Chinese character input should connect to this input process to obtain Chinese 
characters. 
The next enhancement of the L R Font Server System deals with how to accelerate 
screen font generation speed and improve the appearance of the bitmaps generated from 
outline descriptions as described in Chapter 7. 
The final extension suggested here is to embed the L R Font Server into a real window 
system as proposed in Chapter 6 for ultimate font access speed. 
10.3. Remark 
The thesis title printed in the cover of this thesis may probably introduce some 
misunderstanding that one will look for a Chinese window system which does not exist 
in the design or implementation of my research. However, this thesis title was confirmed 
long before I submit the thesis and cannot be modified now. Here, I suggest that the thesis 
title be named as "Distributed Chinese Font Database for Heterogeneous Window 
Systems". I regret for any inconvenience caused. 
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APPENDIX ： 
The algorithm for converting an outline font into a bitmap 
font is listed below : 
var i,j : integer; 
/* size is the size of bitmap */ 
pixel : array [0..size-1,0..size-1] of boolean; 
convert all the curves and arcs into lines; 
scale all the lines according to the required bitmap size; 
/* scan in Y co-ordinate •/ 
for each line do 
/* if line cut across at least one scan line at the */ 
/* center of a row (row number + 0.5) then */ 
/* startp.y 一 Y co-ordinate of start point of line */ 
/* endp.y - Y co-ordiante of end point of line */ 
if round(startp.y) <> round(endp.y) then 
/* calculate intersection points of this line and */ 
/* all scan lines it cuts across */ 
slope = (x2-xl) / (y2-yl); 
for any i, startp.y < i+0.5 <= endp.y do 
X = xl + slope * (i+0.5-yl); 
add X into the point list i,-
/* special case when the start point has decimal */ 
/* fraction 0.5 which may cause duplicate */ 
/* intersection points in the same scan line */ 
if yl - trunc(yl) = 0.5 then 
/* line direction : */ 
/* up - to higher Y co-ordinate */ 
/* down - to lower Y co-ordinate */ 
if y2 > yl then 
new一updown = up 
else new—updown = down； 
/* if current line and previous line differ in */ 
/* direction then add an addition cut point */ 
if new_updown <> old一updown then 
add xl to the point list trunc(yl); 
old—updown = new—updown; 
/* fill scan segments */ 
/* for each scan line */ 
for each scan line i do 
sort point list i in ascending order 
/* for each scan line segment */ 
for each pair of points in point list i do 
/* fill pixel between first point xl and second */ 
/* point x2 */ 
for any j, xl <= j+0.5 <= x2 do 
set pixel[j,i] of bitmap to true; 
/* if no such j exists */ 
if trunc(xl+0.5) > trunc(x2-0.5) then 
/* if both xl and x2 lie in same pixel */ 
if trunc(xl) = trunc(x2) then 
set pixel[trunc(xl),i] to true 
/* left pixel has larger portion */ 
else if trunc(x2)-xl > x2-trunc(x2) then 
set pixel[trunc(xl),i] to true 
/* right pixel has- larger portion */ 
else set pixel[trunc(x2),i] to true 
/* scan in X co-ordinate */ 
swap the X and Y co-ordinates of points and do the same 
steps again 
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