In this paper, we propose to solve the linear multicommodity flow problem using a partial Lagrangian relaxation. The relaxation is restricted to the set of arcs that are likely to be saturated at the optimum. This set is itself approximated by an active set strategy. The partial Lagrangian dual is solved with Proximal-ACCPM, a variant of the analytic center cutting plane method. The new approach makes it possible to solve huge problems when few arcs are saturated at the optimum, as it appears to be the case in many practical problems.
Introduction
The instances of the linear multicommodity flow problem, in short LMCF, that are encountered in real applications are often of such large a size that it is impossible to solve them as standard linear programming problems. To get around the challenge of dimension, one often resorts to Lagrangian relaxation. One has then to solve the Lagrangian dual problem, a non-differentiable concave programming problem of much smaller size. We propose an efficient way to handle the dual problem and get a primal feasible solution with guaranteed precision.
The literature on the linear multicommodity flow problem proposes many different solution methods. Direct approaches consist in solving the large linear programming problem with a linear programming code exploiting the special block-network structure of the constraint matrix. The solver can be either simplex-based, e.g. [13] , or use interior point methodology, e.g. [1] . The other popular approach is based on price-directive decomposition, i.e., a Lagrangian relaxation approach, or equivalently, a column generation scheme. The standard way to solve the Lagrangian dual problem is Kelley's method [10] , or its dual, the Dantzig-Wolfe decomposition scheme [3] . Farvolden et al. [6] apply Dantzig-Wolfe decomposition to solve an arc-chain formulation of the multicommodity flow problem. In [2] , P. Chardaire and A. Lisser compare Dantzig-Wolfe decomposition with direct approaches and also with ACCPM [9] on oriented multicommodity flow problems. They conclude that using a fast simplex-based linear programming code to solve the master program in Dantzig-Wolfe decomposition is the fastest alternative on small and medium size problems. The bundle method [12] can also be used to solve the Lagrangian dual. A. Fragioni and G. Gallo [7] implement a bundle type approach. In a recent contribution, Larsson and Yuang [11] apply an augmented Lagrangian algorithm that combines Lagrangian relaxation and nonlinear penalty technique. They introduce nonlinear penalty in order to improve the dual convergence and obtain convergence to a primal solution. They are able to find solutions with reasonable precision on very large problem instances. They also compare their method to Dantzig-Wolfe decomposition and to bundle method.
In this paper, we apply the analytic center cutting plane method [9] to solve the Lagrangian dual problem. Following [5] , we add a proximal term to the barrier function of the so-called localization set. We further speed up the solution method by using an active set strategy. This is motivated by our observation that on practical problems, the number of congested arcs in an optimal solution is but a small fraction of the total number of arcs in the graph. In [2] , P. Chardaire and A. Lisser claim that in real transmission networks the number of saturated arcs is usually no more than 10 percent of the total number of arcs. T. Larsson and Di Yuan in [11] make the same observation on their test problems. In other words, for a large majority of arcs, the total flow in the optimal solution is strictly less than the installed capacity. Consequently, the Lagrangian dual variables associated with these arcs must be null at the optimum. If this (large) set of null optimal dual variables were known in advance, one could perform a partial Lagrangian relaxation restricted to the saturated arcs. This would considerably reduce the dimension of the Lagrangian dual and make it much easier to solve. In practice, the set of saturated arcs at the optimum is not known, but can be dynamically estimated as follows. An arc is added to the active set as soon as the flow associated with the current primal solution exceeds the capacity of this arc. The strategy to remove an arc from the active set is more involved. The arcs to be discarded are selected among those whose capacity usage by the current solution is below some threshold, but a dual-based safeguard is implemented to decrease the chances that a deleted arc be later reinserted in the active set.
The new method is applied to solve a collection of linear multicommodity problems that can be found in the open literature. As in [11] , we focus on problems with many commodities, each one having one origin and one destination node. The subproblems are simple shortest paths problems, possibly very numerous. We use four categories of problems. The first two categories, planar and grid, gather artificial problems that mimic telecommunication networks. Some of them are very large. The third category is made of four small to medium size telecommunication problems. The last category includes six realistic traffic network problems; some of them are huge, with up to 13,000 nodes, 39,000 arcs and over 2,000,000 commodities. We are able to find an exactly feasible solution for all problems including the larger ones, and an optimal solution with a relative optimality gap less that 10 −5 (except for one large problem solved with 10 −4 optimality gap). The paper is organized as follows. In Section 2 we give formulations of the linear multicommodity flow problem. Section 3 presents Lagrangian relaxations. In Section 4 we define our so-called active set that amounts a partial Lagrangian relaxation. Section 5 deals with a brief summary of ACCPM and its variant with a proximal term. Section 6 details our algorithm and provides information on its implementation. Section 7 is devoted to the numerical experiments.
The linear multicommodity flow problem
Given a network represented by the directed graph G(N , A), with node set N and arc set A, the arc-flow formulation of the linear multicommodity flow problem is the following linear programming problem
Here, N is the network matrix; t a is the unit shipping cost on arc a; d k is the demand for commodity k; and δ k is vector with only two non-zeros components: 1 at the supply node and −1 at the demand node. The variable x k is the flow of commodity k on the arcs of the network. The parameter c a represents the capacity on arc a ∈ A to be shared among all commodity flows x k a . Problem (1) has |A| × |K| variables and |A| + |N | × |K| constraints (plus the bound constraints on the variables). Let us mention that problem (1) can be formulated in a more compact way. Consider the set of commodities that share the same origin node. If we replace the constraints (1c) associated with those commodities with their sum, we obtain a new formulation with less constraints and variables. It can be easily checked that this new formulation is equivalent to (1) . This transformation may be useful for direct methods, particularly on problems with many more commodities than nodes, because it drastically reduces the problem dimension. If the solution method is a Lagrangian relaxation, as it is the case in this paper, the transformation is irrelevant: the complexity of the problem remains unchanged.
The linear multicommodity flow problem can be also formulated using path-flows instead of arc-flows. Though we shall not really use this formulation, it may prove useful to remind it for the sake of illustration. Let us denote π a path on the graph from some origin to some destination. A path is conveniently represented by a Boolean vector on the set of arcs, with a "1" for arc a if and only if the path goes through a. For each commodity k, we denote {π j } j∈J k the set of paths from the origin of demand d k to its destination. Finally, the flow on path π j is denoted ξ j and the cost of shipping one unit of flow along that path is γ j . The extensive path-flow formulation of the problem is
The path-flow formulation is compact but the cardinality of the set of paths is exponential with the dimension of the graph. Therefore, it cannot be worked out explicitly, but on very small problems. It is nevertheless useful, since the solution method to be discussed later can be interpreted as a technique of generating a few interesting paths and use them to define a restricted version of problem (2).
Lagrangian and partial Lagrangian relaxations
In the standard Lagrangian relaxation of (1), one relaxes the coupling capacity constraint k∈K x k a ≤ c a and assigns to it the dual variable u ≥ 0. The Lagrangian dual problem is
where
and L(x, u) is the Lagrangian function
Since the Lagrangian dual is the minimum of linear forms in u, it is concave. Moreover, it is possible to exhibit an element of the anti-subgradient of L atū if we know an optimal solutionx of (3) atū. Indeed, for any u, we have from the definition of L
Inequality (4) clearly shows that −c + k∈Kx k is an anti-subgradient. Inequality (4) is sometimes referred to as an optimality cut for L. Note that the minimization problem in (3) is separable into |K| shortest path problems. We also recall that the optimal solutions u * of the Lagrangian dual problem are also optimal solutions of the dual of the linear programming problem (1) .
The dimension of the decision variable in L(u) is |A|. We now investigate the possibility of reducing the problem size. From the strict complementarity theorem, we know that there exists at least a pair (x * , u * ) of strictly complementary primal and dual solutions of (1). Actually we know more: there exists a unique partition A = A * This partition is sometimes called the optimal partition. If this partition were known in advance, it would possible to drop all constraints
in (1). This information would also be very useful in solving a Lagrangian relaxation of (1). If |A * 1 | is much smaller than |A|, the associate Lagrangian dual also has much smaller dimension. Since in practical problems it is generally observed that the number of inactive constraints is large, the strict complementarity theorem suggests that the dimension of the Lagrangian dual function can be dramatically reduced, and thus the problem made easier. In view of the above partition, we define the partial Lagrangian as
The Lagrangian dual problem is
with
Note that one can obtain an anti-subgradient of M A * 1 in the exact same manner as described for the full Lagrangian dual function (see (4) ).
Active set strategy
Obviously, the optimal partition A = A 1 ∪ A 2 is not known in advance. We shall now discuss ways of dynamically estimate it. The scheme is based on the fact that it is always possible to construct flows that meet all the demands. If the resulting total flow does not meet the capacity constraint on some arc in A 2 , then this arc is potentially binding at the optimum and should be moved to A 1 . A more complex scheme shifts arcs from A 1 to A 2 . Before entering the detail of the updating schemes, let us see how one can obtain the above-mentioned vector of total flows.
The Lagrangian relaxation scheme substitutes to problem (1) the dual problem (3) that is solved by a cutting plane method based on (4) . In this inequality,Π = k∈Kx k is the total flow resulting from shipping the individual commodities along appropriate paths. Let us also denoteΓ = k∈K a∈A t ax k a the cost associated with that flow. Suppose that our iterative procedure has generated Π t , t = 1, . . . T , such vectors with associated costs Γ t . Any convex combination of such vectors, defines flows on the arcs
that can be associated with individual commodity flows that satisfy the demands. The issue is to check whether this total flow is compatible with the capacity constraints. We partition A with respect to this y to get A 1 = {a | y a ≥ c a } and A 2 = {a | y a < c a }. The set A 1 could be used to estimate A * 1 . In the sequel, we shall name it the active set. The discussion raises the issue on how to find the above-mentioned convex combination vector. In the Lagrangian relaxation, the problem can be seen as the one of finding appropriate prices where to query the oracle. The constraints set consists in a set of inequalities generated by the oracle. The dual view of the problem consists in finding a convex combination of path-flow columns. This defines the cuts, or, in a column generation framework, a restricted version of the original path-flow formulation (2) . It is easy to see that µ can be identified with a primal variable for the master program. It appears to be a by-product in Kelley's method when solving the master program. Proximal-ACCPM and others methods also generate this information. We thus can use it to form a convex combination of the cuts generated by the oracle.
We conclude this section by presenting a heuristic rule to update the active set in the course of the maximization of the Lagrangian dual function. Assume we are given a set of paths as described above and a current partition of A = A 1 ∪ A 2 into an active set and its complement. Assume also we are given a dual variable u, with u A1 ≥ 0 and u A2 = 0, and a set of non-negative variable µ t summing to one. These variables form a primal dual pair of solutions in the restricted path-flow problem
The µ variable is feasible for the original path-flow problem if (6b) also holds for all a ∈ A 2 . If not, any arc in A 2 such that ( T t=1 µ t Π t ) a > c a should be moved into the active set.
The rule to remove an arc from the active set is heuristic. Assume that the pair (µ, u) is reasonably closed to an optimal solution of (6). There are two obvious necessary conditions for an arc to be moved to the inactive set. First, the current flow on the arc should be sufficiently far away from the available capacity. Second, the Lagrangian dual variable u a should be closed enough to zero. We have thus two threshold values η 1 > 0 and η 2 > 0 and the conditions u a ≤ η 1 and (
Those two conditions turn out to be insufficient in practice to guarantee that an arc that is made inactive will not become active later on in the process. To increase our chance to have the newly made inactive arc remain inactive, we look at the contribution of the dual variable u to the linear component of the Lagrangian dual, namely the product u a c a (see (5)). If this product is small and contributes for little to the total sum a∈A1 u a c a , setting u a to zero will not affect much the linear part of the Lagrangian function and plausibly not call for a serious readjustment in the second component M A1 (u A1 ). We thus have a last condition
where η 3 is a positive small enough number.
To summarize the above discussion, we have introduced two heuristic rules that move elements between A 1 and A 2 :
Move from A 2 to A 1 all arcs such that (
Note that the rules assume there exists µ ≥ 0 feasible to (6).
Proximal-ACCPM to solve the dual Lagrangian
As discussed in Section 3, the dual Lagrangian (5) is a concave optimization problem. We present below a solution method for this class of problems, whose canonical representative can be written as
where f is a concave function revealed by a first order oracle. By oracle, we mean a black-box procedure that returns a support to f at the query pointū. This support takes the form of the optimality cut
where the vector a ∈ R n is an element of the anti-subgradient set
The hypograph of the function f is the set {(z, u) | z ≤ f (u)}. Problem (9) can be written in terms of the hypograph variable z as
Optimality cuts (10) provide an outer polyhedral approximation of the hypograph set of f . Suppose that a certain number query points u t , t = 1, . . . , T have been generated. The associated anti-subgradients a t are collected in a matrix A. We further set
The polyhedral approximation of the hypograph is γ ≥ ze − A T u, where e is the all-ones vector of appropriate dimension. Finally, let θ be the best recorded value:
. In view of the above definitions, we can define the so-called localization set, which is a subset of the hypograph of f
Clearly, the set always contains all optimal pairs (u * , f (u * )). Thus, the search for a solution should be confined to the localization set.
The solution method we use is a cutting plane scheme in which each query point is chosen to be the proximal analytic center of the localization set. For the sake of clarity, let us first briefly sketch the basic step of a generic cutting plane method.
1. Select a query point in the localization set.
2. Send the query point to the oracle and get back the optimality cut.
3. Update the lower and upper bounds and the localization set.
Test termination.
The proximal analytic center cutting plane is defined as the unique minimizer of a logarithmic barrier for the localization set, augmented with a proximal term
with s > 0 defined by
In this formula, the proximal center u is chosen as the query point u t that achieves the best recorded value θ, i.e., u = arg max t {f (u t ) − c T u t }. The proximal analytic center method defines the next query point as the u component of the solution (u, z) to the minimization problem min
The quadratic term ensures that the augmented logarithmic barrier always has a minimum value.
In the next few paragraphs, we shall use the following notation. Given a vector s > 0, S is the diagonal matrix whose main diagonal is s. We also use s −1 = S −1 e to denote the vector whose coordinates are the inverse of the coordinates of s. Similarly, s −2 = S −2 e. With this notation, the first order optimality conditions for Problem (13) are
The algorithm that computes the analytic center is essentially a Newton method applied to (14)- (17). (A closely related method is described in [5] .) To write down the formulae, we introduce the residuals
The Newton direction is given by
Let v = (u, z). The steplength α > 0 along the search direction dv = (du, dz) must ensure u + αdu > 0. In general, we take α to be a fixed fraction ofᾱ = arg max{α | u + αdu > 0}. If r s0 = 0 and r s = 0, then the step can be determined by solving the one-dimensional problem α opt = arg min
The Newton method can be summarized as
• Select an initial point v 0 .
• Basic iteration Upper bound on the optimal value We propose here a general technique to compute an upper bound. Since the constraints −A T u + ze ≤ γ define a relaxation of the hypograph of the function to f , one obtains an upper bound by solvinḡ
or, by duality,θ = min
Assume that we have at hand a nonzero vectorμ ≥ 0. Without loss of generality, we assume e Tμ = 1. Let r = c − Aμ. Clearly,μ is feasible tō
where r = r + − r − is the decomposition of r into a positive and a negative part. In view of the dual of (22)
we conclude that for all u feasible to (20)
In particular,
where u * is an optimal solution of (9). The quality of the bound depends on the choice ofμ. We certainly wish to have the first term in the right-hand side of (23) be small. Besides, since u * is not known, it is also desirable to have r − as small as possible. We now propose a heuristic to choosē µ which satisfies those requirements. The heuristic uses the information collected in the computation of the analytic center. More precisely, assume that (u c (16) and (17), are strictly positive, and the equations (14) and (15) are approximately satisfied. Let
If (15) is satisfied, then e T µ c = 1. Otherwise, we scale µ c to meet the condition. It is easy to relate r = c − Aµ c to the residual in (14) . If we are getting close to an optimal solution of the original problem, i.e., ||u c − u * || is small, we can reasonably hope that r − is small. We have the chain of inequalities
The last inequality follows from Cauchy-Schwarz and δ ≥ ||u * − u c || is an upper bound on the distance of the current point u c to the optimal set. Note that if r − = 0, then (25) gives an exact bound. It turns out that for the linear multicommodity flow problems the condition r − = 0 is often met. Since the oracle generates true lower bounds, the difference between the two bounds provides a reliable optimality gap that is used to terminate the cutting plane algorithm.
The algorithm
We first review the main items in the implementation of our solution method.
Oracle To solve the shortest path problems, we use Dijkstra's algorithm [4] . This algorithm computes all the shortest paths from a single node to all other nodes in a directed graph. We partition the commodities according to the origin node of the demand and solve |S| Dijkstra's algorithms, one per source node, where S ⊂ N is the set of all origin nodes. To improve computational time, we have implemented special data structures for the updating of the distance value of adjacent nodes and for the search of the node with the lowest distance measure. We also exploit the sparsity of the graph and the fact that the oracle solves Dijkstra's algorithm on the same graph at each iteration.
Bounds on the objective The oracle computes a solution for the dual problem by solving shortest path problems. It thus produces a lower bound θ for the original problem.
The upper boundθ is computed with (25). Let us interpret it in the context of linear multicommodity flow problem. Recall that a column of A can be interpreted as the result of a flow assignment that meets all demands (but not necessarily the capacity constraints).
In
Termination criterion
The standard termination criterion is a small enough relative optimality gap:
whereθ is the best exact upper bound obtained so far. In our experiments we use = 10 −5 .
Proximal center The initial proximal center is the first query point. Thereafter, the proximal center is updated to the current query point whenever the oracle returns an objective function value that improves upon the best upper bound.
Proximal parameter We used a fixed value for ρ, e.g. ρ = 10 −2 . For problems with high tolerance requirement, say = 10 −5 , we need not update this value. Indeed, when approaching the optimal solution, (25) keeps generating exact upper bounds. If a lower precision is required, say 10 −3 , it may happen that (25) only generates approximate upper bounds. Instead of iterating with the same ρ until (25) delivers an exact upper bound with the required precision, we find it convenient to use the approximate upper bound to signal closeness to the solution. We then switch to ρ = 10 −10 . By lowering the impact of the proximal term, it makes it easier for Proximal-ACCPM to find a primal feasible solution, i.e., an exact upper bound.
Weight on epigraph cut The localization set is bounded below by a special constraint on the objective. We named it the epigraph cut. It is easily checked that the epigraph cut makes a negative angle with the optimality cuts. When the number of optimality cuts increases, their total weight dominates the weight of the epigraph cut in (13) . Thus, the epigraph cut tends to become active at the analytic center, with the possible effect of slowing the global convergence. To counteract this negative effect, we assign a weight to the epigraph cut equal to the total number of generated cuts. If we aim to a low precision, say 10 −3 , we found that setting the weight to 50 times the total number of optimality cuts is more efficient.
Column elimination It is well-known that column generation techniques are adversely affected by the total number of generated columns. This is particularly true with ACCPM, since the Newton iterations in the computation of the analytic center have a complexity that is roughly proportional to the square of the number of generated columns. It is thus natural to try to reduce the total number of columns by eliminating irrelevant elements. Our criterion to eliminate columns is based on the contribution of a column to the primal flow solution. Let µ be defined by equation (24). (We assume without loss of generality that e T µ = 1.) Then Aµ is the total flow on the network. If µ i is much smaller than the average of µ, then column i contributes little to the solution (dually, the distance s i between the analytic center and the cut is high). Such column is a good candidate for elimination. To make the elimination test robust, we use the median of µ and eliminate the columns whose coefficient µ i is less than 1/κ times the median. In practice, we choose κ = 4. We also perform the test once every τ iterations. A good value, is τ = 20. (For the largest problem, we took τ = 100.)
The algorithm is best described using a concept of a coordinator acting as a mediator between the oracle that produces shortest paths and the query point generator (Proximal-ACCPM) that produces analytic centers. The coordinator keeps a repository of generated shortest paths and is responsible for managing the active set (Section 4). The coordinator also computes the relative optimality gap (26) and tests termination.
The coordinator queries the oracle at the current point u (with u A2 = 0), and transmits to Proximal-ACCPM the part of the shortest path that corresponds to the active set A 1 . It retrieves from Proximal-ACCPM a pair of primal-dual (approximate) analytic center (u A1 , µ). The latter is used to compute a convex combination of all shortest paths yielding an upper bound and a test for updating the active set.
The initialization phase and the basic step that compose the algorithm are described below.
Initialization
At first, all arcs are declared inactive. Solve the shortest path problems (corresponding to u = 0).
Create the partition A = A 1 ∪ A 2 using the solution x k according to
Then, we initiate the algorithm with u A1 > 0 (in practice, take u a = 10 −3 ).
Basic step
1. The oracle solves shortest path problems M A1 (u A1 ) and returns the objective function L(u A1 ), a new anti-subgradient vector a ∈ −∂(−L(u A1 )) and a path flow vector Π j (a = Π j − c). This information defines a new cutting plane
2. Proximal-ACCPM computes a new query point u A1 , the dual variable µ (and the associated flow y = T t=1 µ t Π t ) and an upper boundθ (exact or estimated). 3. Update the lower bound with θ = max(θ, L(u A1 )).
If the termination criterion (relative optimality gap criterion with a primal feasible solution) is reached, then STOP
5. Update the partition A = A 1 ∪ A 2 using the flow vector y and the dual variables u A1 .
• All inactive arcs a ∈ A 2 such that y a ≥ c a are declared active.
• All active arcs a ∈ A 1 such that u a ≤ η 1 , y a ≤ η 2 c a and
are declared inactive.
7 Numerical results
Test problems
We used four sets of test problems. The first set, the planar problems, contains 10 instances and has been generated by Di Yuan to simulate telecommunication problems.
Nodes are randomly chosen as points in the plane, and arcs link neighbor nodes in such a way that the resulting graph is planar. Commodities are pairs of origin and destination nodes, chosen at random. Arc costs are Euclidean distances, while demands and capacities are uniformly distributed in given intervals. The second set, the grid problems, contains 15 networks that have a grid structure such that each node has four incoming and four outgoing arcs. Note that the number of paths between two nodes in a grid network is usually large. The arc costs, commodities, and demands are generated in a way similar to that of planar networks. These two sets of problems are solved in [11] . The data can be downloaded from http://www.di.unipi. it/di/groups/optimize/Data/MMCF.html.
The third collection of problems is composed of telecommunication problems of various sizes. The cost functions for these problems are originally non-linear. To make them linear, we use different techniques depending on the type of non-linear cost function that was used. In the small ndo22 and ndo148 problems, the cost functions have a vertical asymptote. We use this asymptote as a natural capacity bound. Problem 904 is based on a real telecommunication network. It has 904 arcs and 11130 commodities and was used in the survey paper [14] .
The last collection of problems is composed of transportation problems. The problems Sioux-Falls, Winnipeg, Barcelona are solved in [11] ; there the demands of Winnipeg and Barcelona are divided, as in [11] , by 2.7 and 3 respectively, to make those problems feasible. The last three problems, Chicago-sketch, Chicago-region and Philadelphia can be downloaded from http://www.bgu.ac.il/~bargera/tntp/. The data include an increasing congestion function that is not adapted to our formulation. This function uses capacity and "free flow time". We use this free flow time as unit cost. To turn those problems into linear ones we use the following strategy. For each problem, we divide all the demands by a same coefficient. We increase this coefficient until the problem becomes feasible with respect to the capacity constraints. We end up using coefficients 2.5, 6 and 7 for problems Chicago-sketch, Chicago-region and Philadelphia, respectively. Table 1 displays data on the four sets of problems. For each problem instance, we give the number of nodes |N |, the number of arcs |A|, the number of commodities |K|, the cost value z * of an optimal solution to (1) with a relative optimality gap less than 10 
Numerical experiments
The goals of the numerical study are fourfold. First, we compare Proximal-ACCPM with the standard ACCPM. The later method has no proximal term but uses artificial bounds on the dual variables u to ensure compactness of the localization set. In this comparison we do not use the active set strategy. In a second set of experiments, we use Proximal-ACCPM endowed with the active set strategy and solve all problem instances with a relative optimality gap less than 10 −5 (except for two large problems). Third, we combine column elimination and the active set strategy to achieve the fastest computing time. Finally, in the last experiment, we compare our solution method with the augmented Lagrangian algorithm of T. Larsson and Di Yuan [11] .
For all results using Proximal-ACCPM and ACCPM, the tables give the number of outer iterations, denoted Outer, the number of Newton's iteration, or inner iterations, denoted Inner, the computational time in seconds CPU and the percentage of CPU time denoted %Or spent to compute the shortest path problems. When the active set strategy is activated, the working space of Proximal-ACCPM is reduced to the active arcs only. Thus, we also give the percentage of arcs in the active set, % |A| , at the end of the solution process. The Proximal-ACCPM code we use has been developed in Matlab at the Logilab laboratory, while the shortest path algorithm is written in C. The tests were performed on a PC (Pentium IV, 2.8 GHz, 2 Gb of RAM) under Linux operating system.
Proximal-ACCPM vs. ACCPM
In this subsection Proximal-ACCPM and ACCPM are implemented without using the active set strategy. The ACCPM code we use is essentially the same as the Proximal-ACCPM code in which we just set the proximal parameter to zero and introduce instead upper bounds on the variables to enforce compactness in the initial phase. In our experiments, the default upper bounds are chosen to be quite large, say 10 6 , to be inactive at the optimum. All problems, but three, are solved with a relative gap of 10 −5 . None of the two algorithms could solve planar2500, Chicago-region and Philadelphia, partly because too many cuts in the localization set jammed the memory space. Table 2 shows that the results with Proximal-ACCPM and ACCPM are quite similar. The number of basic steps and the computational times are more or less the same. For this class of problems, the two methods appear to be equivalent. However, we will use Proximal-ACCPM in all further experiments, because it is easier to manipulate the unique parameter ρ than implementing individual strategies to move the upper bounds on the variables.
Active set strategy
In this subsection, Proximal-ACCPM solves the linear multicommodity flow problems with the active set strategy. Table 3 shows the results with a relative optimality gap of 10 −5 . Chicago-region needs too much memory space to be solved with the given precision, whereas planar2500 is solved with a relative gap of 1.2 × 10 −5 . In the last column of the table, we give the improvement ratio of the CPU time of Proximal-ACCPM without using active set strategy (see Table 2 ), and with the active set strategy (see Table 3 ). Table 3 shows that the active set strategy reduces the CPU time with a factor around 2 to 4 on most problems. The reduction is achieved in the computation of the analytic center. Indeed, the complexity of an inner iteration is roughly proportional to the square of the dimension of the working space. As shown in the second column of Table 3 , the dimension of the working space -measured by |A 1 | at the end of the iterations-is a small fraction of the total number of arcs. It is also interesting to note that the active set strategy leads to a satisfactory estimate of the set of saturated arcs at the optimum. Table 3 shows that the percentage of arcs in the active set % |A1| |A| and the percentage of saturated arcs % |A * 1 | |A| are very close. Last but not least, the active set strategy has a favorable, though nonintuitive, influence on the total number of outer iterations.
Column elimination
In this set of experiments, we combine column elimination and the active set strategy. The results are displayed on Table 4 . Column Nb cuts displays the number of remaining cuts at the end of the process. The last two columns display CPU ratios. The next to the last column gives the ratio between the CPU times in Table 3 and Table 4 . The last column does a similar comparison between Table 2 and Table 4 . It thus compare a base implementation of Proximal-ACCPM with one using the active set strategy and column elimination. As expected, column elimination is efficient, not only because it decreases the time spent in computing analytic center, but also because it often permits a reduction of the total number of outer iterations. This last is surprising. Table 4 : Proximal-ACCPM with active set strategy and column elimination.
Proximal-ACCPM vs. ALA
In [11] , the authors propose an augmented Lagrangian algorithm (ALA) to generate feasible solutions with a reasonable precision. In this section, we compare Proximal-ACCPM to their algorithm. In [11] , the authors introduce the concept of "near optimal solution" to designate feasible solutions with a relative optimality gap around 10 −3 (actually, ranging from 6.10 −4 to 6.10 −3 ). Their solution method consists in running twice their algorithm, a first pass to compute a lower bound and a second pass to compute an upper bound. The total CPU time that is reported in Table 5 , is the sum of the two CPU times. To make a valid comparison, we aimed to results with a similar precision. Since the precision is moderate, we had to resort to the strategy defined in Section 6. Table 5 displays the comparative results on the instances used in [11] . We report original computing times. Since the machines are different (a Pentium IV, 2.8 GHz with 2 Gb of RAM and a Sun ULTRASparc with 200 MHz processor and 2 GB of physical RAM), we used an artifact to estimate the speed ratio. We solved a large set of problems on the Pentium IV and on a Sun ULTRASparc with 500 MHz processor, the only Sun ULTRASparc we have at our disposal. We found a ratio of 4 between the Pentium IV and the Sun ULTRASparc 500, and we propose a 2.5 ratio between the two SUN's. Finally, we retain a factor of 10 between our machine and the one used in [11] . The last column of Table 5 gives a CPU ratio between the CPU times of Proximal-ACCPM and the CPU times of ALA. This CPU ratio includes the speed ratio between the two computers. Of course, those ratios are just indicative. Table 5 shows that ALA is more efficient on the smaller instances 2 while the reverse holds for the larger ones 3 . In view of the active set strategy discussed in the subsection (7.2.2), we propose the following explanation for the behavior of Proximal-ACCPM on small problems. Note that the percentage of time spent in the oracle vs. the master program steadily increases with the problem dimension. This suggests a possible computing overhead in Proximal-ACCPM. Indeed, Proximal-ACCPM is written in Matlab, while the oracle is implemented in C. Moreover, Proximal-ACCPM is a general purpose code that is designed to handle a very large variety of problems. Consequently, the code contains a lot of structures that are costly to manipulate. However, on the large instances, the linear algebra operations dominate and Matlab is very efficient in performing them. An implementation of Proximal-ACCPM in C would presumably improve the performance, essentially on the smaller instances. Table 6 displays the results for the other instances that are not considered in [11] . We solve them with a precision of 10 −3 . For the two larger problems (Chicago-region and Philadelphia) we also give the results to obtain the first feasible solution without any condition on the relative gap. The reader will observe that our solution method is able to solve very large instances with a reasonable precision, though possibly, with large CPU. However, a feasible solution is computed in a very small amount time and the relative optimality gap is around 10 −2 . Most of the time is spent to gain one order of magnitude only.
Conclusion
In the present study, we used a special version of the proximal analytic center cutting plane method to solve the linear multicommodity flow problem. The main new feature is the use of an active set strategy that cuts down computational times by a factor from 2 to 4. We also test the ability of our method to produce fast "near optimal solutions" in the sense of [11] . In that paper, the authors used an augmented Lagrangian algorithm (ALA). We also compare our results to theirs and observe an acceleration factor from 2 to 11, on the large problem instances. We did not compare our method with others, e.g., the Dantzig-Wolfe algorithm and the Bundle method, but we have noted in [11] that ALA is competitive with those two algorithms in computing near optimal solutions. Let us review some directions for future research. First, we believe that the method can be accelerated by exploiting the fact that the objective is the sum of independent components. In previous studies on the nonlinear multicommodity flow problem [8, 14] , the implementation exploited the fact that the function f in (9) is the sum of |K| independent functions. It associates with each one of them an epigraph variable and optimality cuts. A much richer information is thus transferred to the master program that enables convergence in very few outer iterations (often less than 15 on large problems). In the meantime, the computation time of the analytic centers dramatically increases. As a result, 95% of the time is spent in the master program that computes analytic centers [8, 14] . In the present paper, the proportion is just reverse: we observe that 95% of the time is spent in solving shortest path problems on the largest problem instances. If we could achieve a better balance between the two components of the algorithm, we would improve performance.
Second, it will be interesting to see whether our method performs well on other formulations of the LMCF. There exist at least two different versions of LMCF. In the formulation used in this paper, the flows of all commodities compete equally for the capacity on the arcs. In other formulations, often motivated by road traffic considerations, the commodities belong to families. The unit shipment cost on an arc depends on the commodity, and all commodities can compete for the mutual or/and individual capacity. For each family of commodities, flows may be further restricted to a subnetwork, see e.g. [1, 7] . In the Lagrangian relaxation, the subproblems are min cost flow problems that must be solved by an algorithm that cannot reduce to the shortest path. Since the two formulations yield different implementations the papers in the literature deal, with either one of them, but not with both simultaneously.
