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Bakalářská práce se zabývá generováním písemných testů z matematiky pro střední a zá-
kladní školy. Ke generování je využita efektivita genetického algoritmu. V prácí jsou im-
plementovány dva typy příkladů: lineární rovnice s neznámou v čitateli a slovní úlohy o
pohybu. U každého z těchto typů příkladů je možno nastavit specifické požadavky. Výstup
je tvořen dvěma soubory ve formátu pdf, kdy jeden soubor obsahuje zadání testu a druhý
řešení tohoto zadání.
Abstract
This thesis is considering genetic algorithms as a means for generating math exam exerci-
ses for elementary and high schools. There are two kinds of exercises implemented: linear
equations with variable in numerator and verbal rider about movement. Each of of these
exercises offer several options to tune. Output generated by this implementation consists
of two pdf files - one with plain exercises and one with solutions to each one of them.
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Úkolem této práce bylo vytvořit program generující písemné testy z matematiky. K těmto
testům jsou generovány výsledky jednotlivých příkladů spolu s postupy řešení, jež jsou oče-
kávány od studentů. Zadání testu a řešení jsou ukládány do souborů typu PDF, se kterými
je jednoduchá manipulace při tisku zadání. Vyučující tak ušetří hodně času pří přípravě
na hodinu. Vyučující má možnost modifikovat nastavení pro generování jednotlivých typů
příkladů podle specifikace pro daný typ úlohy. Může však také využít i možnosti nastavení
velikosti textu pro výsledky a test zvlášť. Tato možnost je vítána, pokud je ve třídě zrakově
postižený student, který potřebuje mít zadání větším písmem než ostatní studenti.
Pro generování jednotlivých příkladů jsou využity genetické algoritmy, o nichž se dozvíme
více v kapitole Evoluční algoritmy 3.
V kapitole Analýza a návrh aplikace 4 jsou popsány jednotlivé typy příkladů a požadavky
kladené na tyto příklady. Jsou zde také uvedeny použité knihovny a popis implemento-
vaných tříd. Popis implementovaných tříd je detailně popsán v kapitole 5. Kapitola 6 se





Binární strom je jedna z významných datových struktur používaných při programování.
Algoritmy postavené na této datové struktuře mohou být zapsány rekurzivním nebo nere-
kurzivním způsobem. Každý uzel tohoto stromu obsahuje svoji hodnotu a ukazatel na levý
a pravý podstrom [9].
• kořen stromu je počáteční prvek tohoto stromu.
• list je prvek stromu, který nemá ukazatel na levý a pravý podstrom.
• levý podstrom je tvořen všemi uzly dostupnými přes levou hranu některého uzlu.
• pravý podstrom tvoří všechny uzly dostupné přes pravou hranu některého uzlu.
2.1 Průchod stromem
Inorder je jeden z možných typů průchodů stromem. Princip této metody je znázorněný na
obrázku 2.1. Strom je procházen až k jeho nejlevějšímu uzlu a pří návratu zpět je zobrazena
hodnota otcovského uzlu a pokračuje se v pravém podstromu tohoto uzlu [9].





Evoluční algoritmy (dále jen EA) jsou v poslední době hodně využívány pro řešení mnoha
optimalizačních problémů. Jejich podstata vychází z Darwinovy evoluční teorie, kterou pu-
blikoval v roce 1859 v knize s názvem O vzniku druhů přirozeným výběrem čili zachování
vhodných odrůd v boji o život. Hlavní Darwinovou myšlenkou bylo, že populace rostlin
a živočichů se vyvíjí po mnoho generací díky přirozenému výběru a přežití nejsilnějších
jedinců. Tento proces se snažila napodobit řada vědců. Snahy o napodobení toho procesu
končí v 50. letech dvacátého století, díky počátečním metodologickým nedostatkům a sla-
bému výpočetnímu výkonu. Opětovný zájem o tyto stochastické optimalizační metody je
vyvíjen v posledním desetiletí dvacátého století. Kdy je vědci využívají k řešení řady pro-
blémů z nejrůznějších oborů. Obecný pojem EA se zaobírá čtyřmi hlavními metodologiemi:
genetické algoritmy, genetické programování, evoluční strategie a evoluční programování.
[4]




• vznik nové populace
• ukončení
Tento princip je také zřejmý z obrázku 3.1.
3.2 Genetické algoritmy
Největším průkopníkem genetických algoritmu se stal John Holland, který studoval ele-
mentární děje v populacích, a na jejichž základě navrhl genetický algoritmus (dále jen GA)
jako abstrakci těchto biologických událostí. Princip Hollandova algoritmu je založen na ná-
sledujícím procesu, který odhalil Darwin v živé přírodě. V přírodě jedinci v rámci dané
populace soupeří o zdroje potravy a brání se před predátory. Jedincí, kteří obstojí, si na-
jdou vhodného partnera, se kterým mají nové potomky, jejichž vlastnosti jsou kombinací
vlastností obou rodičů. Stávají se tedy lepšími jedinci než rodiče. Jedincí, kteří neobstojí,
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Obrázek 3.1: Vývojový diagram EA.
jsou z evoluce vyřazeni, proto se evoluce vyvíjí správným směrem. Proto Hollandův GA vy-
tváří jedince, kteří jsou řazeni do populace. Každý jedinec vhodným způsobem reprezentuje
zakódované řešení daného problému. Pro napodobení principu přežití nejlepší jedinců je ka-
ždému přirazena nezáporná hodnota vyjadřující míru jejich vlastností vedoucích k řešení
daného problému. Na nejlepší jedince jsou aplikovány genetické operátory, o kterých bude
dále řeč, tím vznikne nová populace a jeden generační cyklus je ukončen.
3.3 Genetické programování
Genetické programování (dále jen GP) na rozdíl od GA, který pracuje s individui, jež jsou
reprezentována chromozomy pevné délky, je rozšířením GA v tom smyslu, že GP je tvořeno
programy, které po spuštění mohou představovat řešení daného problému. Za pomyslného
otce GP je považován profesor John Koza. Byl to právě on, kdo vytvořil metodologii, která
umožňovala pěstovat počítačové programy pomocí principů, které využívají GA. Výsled-
kem je tedy program, který úplně či přibližně řeší konkrétní problém. Na základě této
metodologie byly vyvinuty nové vynálezy, a nebo zdokonaleny, již patentované vynálezy.
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3.4 Základní pojmy
Veškeré následující pojmy budou vysvětleny na datech v binární podobě (reprezentace
pomocí 1 a 0) z důvodů lepší názornosti a představě.
• Jedinec je též nazýván fenotypem, představuje jednoho člena populace a má své
specifické vlastnosti uložené v chromozomu.
• Genotyp reprezentace vlastností jedince. Při větší míře abstrakce je genotyp totožný s
chromozomem. Toto může být částečně matoucí, protože ve skutečnosti každá buňka
daného organizmu obsahuje určitý počet chromozomů, který je zpravidla větší než
jedna.
• Chromozom reprezentace vlastností jedince. Chromozom se dále dělí na geny, přičemž
platí: Jsou-li dva chromozomy stejného typu potom i-tý gen v prvním chromozomu
reprezentuje stejnou vlastnost jako i-tý gen v druhém chromozomu. Chromozom bývá
nejčastěji reprezentován jedničkami a nulami, tedy celým číslem. Může být však také
reprezentován reálným číslem, maticí, vektorem, křivkou, atd. .
• Gen určuje konkrétní vlastnost, a proto nabývá různých hodnot (nachází se v různých
stavech), které se nazývají alely. (jedná-li se o binární reprezentaci genu, bude gen
nabývat hodnot 0 nebo 1) .
• Populace je skupina jedinců popsána svými chromozomy v rámci jedné generace.
• Mutace provádí náhodný výběr genů v chromozomu, které budou invertovány. Princip
mutace je patrný na obrázku 3.2. Vlastností mutace je, že náhodným výběrem genu
a jeho inverzí může vzniknout nová vlastnost, která se doposud nevyskytla. Mutace
se však provádí s velmi malou pravděpodobností, tato pravděpodobnost je většinou
od 0,001 do 0,05.
Obrázek 3.2: Princip mutace.
• Křížení je operace, při které docháczí k vzájemné záměně částí chromozomu. Princip
křížení je následující: je vybrán náhodně jeden gen v chromozomu (tzv. bod křížení)
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a počínaje od tohoto genu se vymění zbylé části chromozomu mezi oběma rodiči.
3.3 Křížení se provádí s docela vysokou pravděpodobností, tato pravděpodobnost je
většinou od 0,60 do 0,95. V ostatních případech jsou potomci přímými kopiemi rodičů.
Obrázek 3.3: Princip křížení.
• Fitness je míra kvality, vhodnosti, nebo reprodukční schopnosti individua. Tato míra
je reprezentována kladným číslem, čím vyšší hodnota tím je daný jedinec vhodnější
pro další generaci. Tuto hodnotu vrací tzv. fitness funkce, která provádí ohodnocení
vlastností daného jedince pro řešení dané úlohy.
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Kapitola 4
Analýza a návrh aplikace
4.1 Analýza
V této kapitole budou rozebrány dva typy příkladů, jenž jsou vyučovány na středních a
základních školách. Řeč bude také o požadavcích, kladených na jednotlivé typy příkladů.
Pozornost bude věnována i výstupnímu formátu zadání.
4.1.1 Typy příkladů
K nejzákladnějším typům příkladů, které jsou vyučované na středních a základních školách
patří lineární rovnice se zlomky, závorkami a neznámou v čitateli, slovní úlohy o pohybu,
kvadratické rovnice a mocniny s přirozeným mocnitelem a operace s nimi. Nyní se zaměříme
na očekávané postupy řešení výše uvedených typů příkladů.
• Očekávaný postup řešení lineární rovnice s neznámou v čitateli je následující [1]:
1. Jako první je provedeno odstranění závorek dle matematických zásad a to, že
je-li před závorkou mínus jsou invertována všechna znaménka před jednotlivými
členy v závorce. Vyskytuje-li se pře závorkou plus, odstraní se pouze závorka a
všechna znaménka uvnitř této závorky jsou zachována.
2. V následujícím kroku jsou odstraněny zlomky. K jejich odstranění je zapotřebí
vypočítat nejmenší společný násobek všech jmenovatelů a tímto společným ná-
sobkem potom vynásobit celou rovnici.
3. Nyní je zapotřebí roznásobit všechny členy tak, aby se v rovnici vyskytovaly
pouze operace sčítaní a odčítání, jedinou výjimku tvoří násobení konstanty a
neznámé tzv. koeficienty u neznámé (např. 2x).
4. Na levou stranu jsou převedeny všechny hodnoty s neznámou a na pravou stranu
od rovnítka jsou převedeny všechny konstanty. Převod se provádí opět za do-
držení matematických zásad. Pokud je hodnota převedena přes rovnítko je in-
vertována hodnota znaménka vyskytujícího se před ní.
5. V dalším kroku se provede součet/rozdíl všech hodnot vyskytujících se na kon-
krétní straně rovnítka.
6. V posledním kroku je provedeno vydělení rovnice hodnotou, kterou je násobena
neznámá tak, aby byla násobena pouze jedničkou. Výsledný zlomek je potom
zkrácen.
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• Očekávaný postup řešení slovní úlohy [2]:
1. Nejdříve je nutné sestavit správnou rovnici (soustavu rovnic) pro výpočet, které
odpovídají problému, jež je uveden v zadání řešené úlohy.
2. Vytvořenou rovnici (soustavu rovnic) je nutno vyřešit obecně. Výsledkem tohoto
kroku bude tedy obecné vyjádření výpočtu hledané hodnoty.
3. V předposledním kroku jsou do vyjádřeného obecného řešení hledané hodnoty
dosazeny konkrétní čísla, která jsou uvedena v zadání.
4. Jako poslední krok je proveden číselný výpočet dosazených hodnot.
• Očekávaný postup řešení kvadratické rovnice: [1]
1. Před řešením příkladu musí být stanoveny podmínky řešitelnosti, pokud pro dané
zadání mají smysl.
2. Pomocí ekvivalentních úprav musí byt rovnice převedena do tvaru ax2+bx+c =
0.
3. Předposledním krokem je výpočet diskriminantu podle vzorce D = b2 − 4ac.








• Očekávaný postup řešení mocnin s přirozeným mocnitelem: [3]
1. Podmínky řešitelnosti pro danou úlohu jsou již stanoveny, student je neurčuje.
2. Základy mocnin jsou rozloženy na součin tak, aby bylo možno sčítat/odečítat
exponenty u stejných základů.
3. Součet/rozdíl příslušných základů mocnin.
4.1.2 Podmínky kladené na zadání příkladů
Podmínkami kladenými na zadání se rozumí, jaké náležitosti musí splňovat daná úloha,
aby byla řešitelná v rámci dosavadních studentových znalostí. Uživatel programu musí
mít možnost některé parametry nastavit. Přejděme k jednotlivým výše uvedeným typům
příkladů a jejich náležitostem.
• Lineární rovnice s neznámou v čitateli
Mezi pevně nastavené podmínky patří následující vlastnosti příkladu. Všechny koefi-
cienty u lineárního členu v úloze musí být z oboru celých čísel. Ostatní čísla spolu s
kořenem této rovnice musí být taktéž z oborou celých čísel. Volitelným nastavením
pro danou úlohu je rozsah číselných hodnot vyskytujících se v zadání a v průběhu
celého výpočtu. Další možností nastavení musí být počet členů v zadané rovnici. V
následující ukázce příkladu jsou zohledněny všechny náležitosti týkající se postupu
řešení a podmínek kladených na zadání toho příkladu [1].
Ukázka příkladu:
−38+35x6 − 23−28x12 − (x4 − 4x) = 0
−38+35x6 − 23−28x12 − x4 + 4x = 0
−2 · (38 + 35x)− 23 + 28x− 3x+ 12 · 4x = 0
−76− 70x− 23 + 28x− 3x+ 48x = 0





U toho typu příkladu patří mezi pevně nastavené podmínky následující dvě. Musí
platit, že hodnoty v zadání jsou z oboru celých čísel. Také musí platit, že výsledná
hodnota je taktéž z oboru celých čísel, avšak v příkladech podobných typu volnému
pádu musí být tato hodnota z oboru přirozených čísel. Volitelným parametrem tohoto
typy úlohy je opět rozsah číselných hodnot vyskytujících se v zadání a v průběhu
celého výpočtu. V následující ukázce příkladu jsou zohledněny všechny náležitosti tý-
kající se postupu řešení a podmínek kladených na zadání toho příkladu [2].
Ukázka příkladu:
Ze dvou míst vzdálených od sebe o vzdálenost s > 0, vyjedou současně za sebou dvě
tělesa. Těleso A rychlostí vA > 0, těleso B rychlostí vB > 0, vB > vA. Za jakou dobu
t dožene těleso B těleso A? vA = 5ms ; vB = 7
m
s ; s = 10m;
s = vB · t− vA · t





Pevně stanoveným požadavkem pro tento typ úlohy je hodnota diskriminantu, ta musí
být takové přirozené číslo, jehož odmocnina je opět přirozeným číslem a odmocnění
je proveditelné bez pomoci kalkulátoru. Volitelná nastavení se týkají počtu desetin-









Podmínky: x 6= −1; x 6= −3; x 6= 2
3 · (x+ 3) · (x− 2) = 2 · (x+ 1) · (x− 2) + (x+ 1) · (x+ 3)
3x2 + 3x− 18 = 2x2 − 2x− 4 + x2 + 4x+ 3
3x2 + 3x− 18 = 3x2 + 2x− 1
x = 17
• Mocniny s přirozeným mocnitelem
Koeficienty u proměnných musí mít společný násobek, aby byly rozložitelné na součiny
ve kterých budou společné hodnoty. Rozsahy hodnot exponentů a číselných koefici-
entu vyskytujících se v těchto úlohách musí být možno nastavit. V následující ukázce
příkladu se vyskytují všechny zněměné požadavky kladené na tuto úlohu.
Ukázka příkladu:











Výstupní soubory by měly být dva a to jeden se zadáním písemného testu a druhý s řešením
k tomuto testu. Každá varianta testu by měla být oddělena, v nejlepším případě ve zvlášt-
ním souboru. Soubor s testem by měl obsahovat variantu testu a zadaní příkladu spolu s
volným místem pro řešení. V souboru s výsledky bude toto volné místo nahrazeno řešením
dle požadavků uvedených v předchozích kapitolách.
4.2 Návrh aplikace
4.2.1 Volba operačního systému a programovacího jazyka
Aplikace by měla být spustitelná na operačních systémech vyskytujících se na školách.
Nejčastěji se vyskytujícím operační system na školach je Windows. Jelikož se jedná o rozsáh-
lou aplikaci, je vhodné použít objektově orientovaný programovací jazyk, pro přehlednější
programování. Pro programování jsme zvolil jazyk C++, stejně tak by mohl být zvolený i
jiný objektově orientovaný programovací jazyk jako je Java nebo C#.
4.2.2 Návrh řešení a použití knihoven
Jelikož je požadována možnost nastavení určitých parametrů, bude konfigurace načítána ze
souboru. V tom by měla být uložena nastavení jednotlivých příkladů diskutovaných v ka-
pitole 4.1.2. Soubor bude uložen ve formátu XML. Pro načítání tohoto souboru jsem zvolil
knihovnu Mini-XML, takto knihovna je použita pro její malou velikost. Obsahuje základní
funkce pro práci s XML soubory a to pro tyto účely postačuje. Tato knihovna je licencována
pod licencí LGPL. Načítání vstupních nastavení bude reprezentováno jednou třídou.
Výstupní soubory jsou očekávány ve formátu PDF, proto na tvorbu těchto souborů jsem
zvolil knihovnu PoDoFo. Tuto knihovnu jsem si vybral, protože umožňuje zápis textu a kres-
lení čar na zvolené souřadnice a jednoduché vytváření dokumentu s mnohýmu možnostmi
nastavení. Knihovna PoDoFo je licencována pod licencí LGPL. Práce s touto knihovnou
bude implementována do jedné třídy.
Základní datová struktura pro reprezentaci jednoho řádku výpočtu bude tvořena binárním
stromem. Tato datová struktura je vhodná, protože matematické operace mají maximálně
dva členy stejně, tak jako prvek binárního stromu ukazuje maximálně na dva další pod-
stromy. Jednotlivé prvky stromu budou obsahovat operátor nebo operand. Každý typ úlohy
bude reprezentován vlastní třídou, která bude schopna vygenerovat příklad daného typu a
tento příklad také spočítat.
Pro generování zadání bude využito evolučních algoritmů, tedy genetický algoritmus. Proto
bude nutno k programu přidat další knihovnu zabývající se touto problematikou. Pro práci
s genetickými algoritmy jsme zvolil knihovnu GAlib na základě mnohých doporučení. Tato
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knihovna je licencována pod licencí MIT.
Veškeré textové řetězce vyskytující se v dokumentu se zadáním nebo řešením testu budou
načítány z textového souboru. Načítání těchto dat bude implementováno jednou třídou,
která načte vždy konkrétní řetězec ze souboru. Jelikož jsou textové řetězce načítány ze
souboru nabízí se možnost rozšíření programu spočívajícího ve vytvoření více jazykových




V této kapitole jsou popsány třídy vyskytující se v aplikaci. Způsob jakým jsou použity jed-
notlivé knihovny, PoDoFo, GAlib a Mini-XML. Je zde popsána základní struktura reprezen-
tace dat a přiblíženy metody pro řešení a generování příkladů zmiňovaných v předcházející
kapitole.
5.1 PoDoFo knihovna
PoDoFo je C++ knihovna zprostředkovávající práci s PDF soubory. V této prací je využita
pro vyváření PDF souborů se zadáním a výsledky. Použití datových struktur a jednotli-
vých metod, které tato knihovna obsahuje, a jenž jsou použity v aplikaci, bude popsáno v
pozdější kapitole zabývající se popisem jednotlivých tříd. Veškeré informace o této knihovně
jsou čerpány z její dokumentace.[5]
Při práci s touto knihovou se vyskytli dva problémy, které bylo nutné bezpodmínečně vy-
řešit. První nastal při vytváření většího počtu stránek v pdf souboru. K tomuto problému
bylo nalezeno řešení [8]. Pomocí něhož se dal tento problém opravit. Další se vyskytnul
při zjišťování délky řetězce, který obsahuje diakritiku. Implementované metody v PoDoFo
knihovně vracely nesprávnou šířku vysázeného písma, tudíž se nedalo korektně zapisovat
do souboru. Tato chyba byla odstraněna opravením zdrojového kódu knihony.
5.2 GAlib knihovna
GAlib je C++ knihovna obsahující komponenty pro tvorbu genetických algoritmů. Obsahuje
také nástroje pro optimální použití genetických algoritmů v různých C++ programech,
které mohou používat jakoukoliv reprezentaci chromozomu a genetické operátory. Jednotlivé
metody a datové struktury použité z této knihovny budou popsány později při popisu
jednotlivých tříd. Podrobný popis celé knihovny je v její dokumentaci [6].
5.3 Mini-XML knihovna
Mini-XML je malá knihovna umožňující práci s XML soubory. Obsahuje základní prací s
XML soubory což je pro cílovou aplikaci postačující. Knihovna je implementovaná v jazyce
C, proto je použitelná v C nebo v C++ aplikacích. XML soubor je uchováván ve stromové
struktuře, se kterou je možné snadno pracovat pomocí vestavěných funkcí. Informace o
knihvně jsou čerpány z dokumentace [7].
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5.4 Konfigurační soubor
Obrázek 5.1: Ukázka konfiguračního souboru.
Konfigurace je uložena jako XML soubor, který se jmenuje config.xml. Ukázka tohoto
konfiguračního souboru je na obrázku 5.1. Nyní následuje popis jednotlivých tagů a vý-
znamu jejich dat.
Hlavním tagem je config, který obsahuje elementy pro konfiguraci všech částí aplikace.
Popisu jednotlivých podelementů se budeme věnovat posléze. V elementu pdf jsou popsána
nastavení výstupních souborů. Element exercise obsahuje nastavení testů a v jeho podele-
mentu countversion je uveden počet skupin testů, které mají být vygenerovány. Elementy
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linequationbasic a verbalrider obsahují nastavení vlastností pro konkrétní typy pří-
kladů dle specifikace. Nyní následuje popis jednotlivých podelementů ve výše uvedených
elementech.
• Výstupní soubory
Element pdf obsahuje podelement fontsizeresult, který určuje velikost písma v
dokumentu s výsledky, naproti tomu podelement fontsizetest obsahuje velikost
písma v dokumentu s vygenerovaným zadáním testu. languagefile je podelement s
cestou k souboru, nebo názvem souboru v aktuálním adresáři, který obsahuje texty
vypisované do jednotlivých souboru v požadovaném jazyce.
• Lineární rovnice
– Nastavení příkladu
Tag linequationbasic obsahuje podelementy: countexercise, který udává
počet příkladů v testu, tedy počet lineárních rovnic. Vlastnosti číselných hodnot
jsou nastaveny v podelementech: decimalcount, maxvalue a minvalue, které ob-
sahují nastavení počtu desetinných míst, maximální a minimální hodnotu čísla,
která se může vyskytnout v zadání lineární rovnice. Rozsahy těchto hodnot jsou
zadávány v absolutní hodnotě, ale ve výsledném zadání se vyskytnou i záporné
hodnoty. Podelement countmembers obsahuje počet členů v lineární rovnici, mezi
tyto členy jsou počítány zlomky, proměnné a konstanty. Nejsou zde zahrnovány
konstanty a proměnné nacházející se v čitateli, nebo jmenovateli zlomku, celý
zlomek je tedy počítán jako jeden člen.
– Nastavení genetického algoritmu
gasettings obsahuje další podelemnty nastavující genetický algoritmus pro ge-
nerování zadání lineárních rovnic s neznámou v čitateli. Element generationsize
udává počet jedinců v generaci a countgeneration reprezentuje počet těchto ge-
nerací. Další element probabilitymutation udává pravděpodobnost mutace da-
ných jedinců a element probabilitycrossover udává pravděpodobnost křížení
jedinců, jak bylo popsáno v kapitole o genetických a algoritmech 3.
• Slovní úlohy
– Nastavení úlohy
Základními konfiguračními podelementy verbalrider jsou countexercise je-
hož hodnota určuje počet slovních úloh generovaných do testu, dále pak po-
delement decimalcount, který stanovuje počet desetinných míst pro jednotlivé
hodnoty. Podelementy maxvalue a minvalue nastavují maximální a minimální
hodnotu generovaných čísel jak je stanoveno v požadavcích na příklad. Další
podelement vyskytující se v nastavení slovních úloh je countoftypes, pomocí
něhož je stanoven počet typů slovních úloh. Párové podelementy typestartline
a typecountlines obsahují atribut id, kterým je stanoveno o jaký typ slovní
úlohy se jedná. Podelement typestartline určuje na kterém řádku v souboru s
texty je slovní zadání s textem úlohy pro konkrétní typ, který stanovuje atribut
id. Počet slovních zadání stejného typu slovní úlohy je uložen v podelementu
typecountlines.
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– Nastavení genetického algoritmu
gasettings obsahuje také elementy generationsize nastavující velikost gene-
race, countgeneration slouží pro nastavení počtu generací, probabilitymutation
je element, který nastavuje pravděpodobnost mutace a probabilitycrossover
je element, pomocí kterého je nastavena pravděpodobnost křížení prvků.
5.5 Popis jednotlivých tříd
Obrázek 5.2: Diagram tříd.
Tato kapitola bude věnovaná popisu jednotlivých tříd, bude zde rozebrána jejich funkč-
nost spolu s popisem metod a jejich způsob použití. V případě dědičnosti budou popsány
základní třídy a ty, jež tuto základní třídu dědí, zvlášť. Jednotlivé třídy jsou uloženy ve
zvláštním souboru, kde název tohoto souboru je totožný s názvem dané třídy. Schéma zá-
vislostí jednotlivých tříd a seznam všech implementovaných tříd v programu je znázorněn
v diagramu tříd uvedeném na obrázku 5.2.
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Nejprve bude popsán soubor types.h, který je nutno znát k popisu jednotlivých tříd. Tento
soubor obsahuje výčtové typy popisující druhy některých objektů. Jedná se o následující
typy:
ETypeItem, který udává typ prvku v základní datové struktuře a je popsán v následu-
jící kapitole. Výčtový typ obsahuje prvky: NilItem, Operator, OperandVar, OperandNum,
OperandFrac. Přičemž význam jednotlivých prvků je následující. NilItem je prvek slou-
žící pro inicializaci objektu a tento prvek reprezentuje základní třídu. Operator pomocí
tohoto prvku je řečeno, že daný objekt je typu operátor (znaménko v příslušné rovnici).
OperandVar slouží pro identifikaci objektu reprezentující proměnnou. OperandNum udává,
že daný objekt reprezentuje číselnou hodnotu. OperandFrac je posledním prvkem v tomto
výčtovém typu, pomocí nějž jsou označeny objekty reprezentující zlomek.
ETypeOperator je výčtový typ pro bližší specifikaci objektu reprezentující operátor. Je
tvořen prvky: NilOperator, Equal, Add, Sub, Mul, Div, Power, Sqrt, LParenthesis,
RParenthesis jejichž význam je následující. NilOperator představuje, podobně jako v
předcházejícím typu, prvek sloužící pro inicializaci objektu, případně určuje, že daný ob-
jekt nepředstavuje žádnou matematickou operaci. Equal říká, že daný objekt je typu mate-
matické rovnítko. Add představuje jednu ze základních matematických operací a to součet
a Sub je o rozdíl. Mul a Div označení pro operace součin a podíl. Objekt ozančený jako
Power zastřešuje mocninu, oproti tomu objekt s označením Sqrt představuje odmocninu.
LParenthesis a RParenthesis, jsou párové typy, reprezentují kulaté závorky.
Objekty, představující konkrétní typ úlohy, jsou označovány prvky z výčtového typu
ETypeExercise. Prvek LinEquationBasic je označení objektu pro lineární rovnice s ne-
známou v čitateli. Objekty označené VerbalRider reprezentují slovní úlohy.
5.5.1 Třída BaseItem
Jedná se o základní třídu pro tvorbu prvků základní struktury. Obsahuje ukazatele na své
následníky a typ daného objektu. Tento typ je reprezentován výčtem ETypeItem. Kromě
těchto proměnných obsahuje také metody, kterými se zmíněné atributy nastavují a čtou.
Další metody jsou virtuální, jsou implementované až v odvozené třídě. Jsou to metody pro
převod reprezentovaného prvku na řetězec, porovnání s jiným prvkem stejného typu na
shodu a metoda pro vytváření kopie sebe sama.
5.5.2 Třída OperatorItem
OperatorItem je odvozená třída od třídy BaseItem reprezentující jakýkoliv operátor v
rovnici nebo zadání. Kromě zděděných atributů a metod obsahuje atribut pro uchování
typu operátoru, který je reprezentován datovým typem ETypeOperator jež byl podrobně
rozebrán na počátku kapitoly. Opět jsou definovány metody pro nastavení zjištění této




Tato třída reprezentuje všechny číselné hodnoty v zadání nebo v průběhu výpočtu a jedná
se opět o odvozenou třídu ze třídy BaseItem jak je vidět v diagramu tříd. Třída obsahuje
atributy pro uložení číselné hodnoty a počtu desetinných míst a také metody pro nastavení
a získání hodnot těchto atributů. Obsahuje 4 konstruktory pro vytvoření tohoto objektu.
Doimplementovány jsou virtuální metody z rodičovské třídy. Metoda pro získání řetězce
vrací číslo s požadovaným počtem desetinných míst, i když číselná hodnota obsahuje více
desetinných míst. Dále třída obsahuje dvě statické metody pro stanovení nejmenšího spo-
lečného násobku a největšího společného dělitele. Parametry těchto metody jsou dvě čísla
v číselném formátu typu double a výsledná hodnota je navrácena taktéž v tomto typu.
5.5.4 Třída OperandItemVar
Třída je taktéž odvozena od základní třídy prvku BaseItem. Tato třída vyjadřuje repre-
zentaci proměnných v jednotlivých úlohách. Kromě definic virtuálních metod obsahuje také
nové metody pro získávání a nastavování hodnot nových atributů. Jedná se o atribut pro
uložení názvu proměnné a indexu, který tato proměnná má. Oba dva atributy jsou repre-
zentovány řetězci.
5.5.5 Třída OperandItemFraction
OperandItemFraction je poslední třída odvozená od základního prvku a to třídy BaseItem.
Objekty této třídy reprezentují zlomky v daných úlohách. Obsahují nové atributy pro
uložení čitatele a jmenovatele zlomku a metody pro uložení a načtení těchto ukazatelů. Atri-
buty čitatel a jmenovatel jsou reprezentovány objekty třídy TreeEquation o níž bude řeč
záhy. Je implementována i metoda pro krácení zlomků do základního tvaru, která umožňuje
krátit pouze číselné zlomky bez proměnných.
5.5.6 Třída TreeEquation
Třída TreeEquation reprezentuje základní datovou strukturu, jedná se zpravidla o jeden řá-
dek výpočtu. Základní datovou strukturou je strom, tato struktura bude popsána v kapitole
5.6, proto jediným atributem této třídy je ukazatel na tento strom a metody pro nastavení
a získání tohoto ukazatele. Dále obsahuje metodu pro uvolnění paměti, kterou tento strom
alokoval a statické metody. Tyto statické metody jsou určeny pro vytváření kopie aktu-
álního stromu a porovnání dvou stromů kdy návratovým typem je hodnota bool, která
určuje shodu/neshodu dvou porovnávaných stromů. Metoda TreeLevels zjišťuje zda-li se
ve stromu vyskytuje zlomek a případně kolika dalšími zlomky je tvořen čitatel a jmenovatel
nalezeného zlomku. Tato metoda je podstatná pro zápis stromu do souboru. Poslední static-
kou metodou je metoda umožňující zápis stromu do souboru. Této metodě je v parametrech
předán strom určený k zapsání a ukazatel na objekt třídy Pdf, reprezentujícho dokument,
do kterého se bude zapisovat. Zápis stromu se provádí až na výjimky pomocí průchodu
inorder, kdy nad každým prvkem stromu je zavolána příslušná vykreslovací metoda. Ty
budou popsány ve třídě Pdf.
5.5.7 Třída BaseMathExercise
Jak je z diagramu tříd patrné, jedná se o základní třídu. Ta je základem pro vytváření
tříd jednotlivých matematických typů příkladů, jak bylo uvedeno ve specifikaci. Atributy
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této třídy jsou tvořeny seznamem stromů, který reprezentuje jednotlivé řádky postupu
řešení, dále pak typ úlohy, který je reprezentován výčtovým type ETypeExercise. Dalšími
atributy jsou maximální a minimální hodnota, počet desetinných míst a cesta k souboru s
jednotlivými texty vypisovanými do pdf souboru. K těmto atributů jsou implementovány
příslušné metody pro uložení a získání hodnot. Třída obsahuje také hlavičky virtuálních
metod určených pro inicializaci objektu, vygenerování zadání, vyřešení příkladu, kontrolu
nastavených požadavků a zápis příkladu do souboru.
5.5.8 Třída ELinEquationBasic
ELinEquationBasic je třída odvozená od třídy pro příklady BaseMathExercise. Jelikož se
jedná o lineární rovnice, přibývá zde další atribut dle specifikace a to počet členů v rovnici.
Krom tohoto atributu je zde provedena definice virtuálních metod ze základní třídy. Metoda
Init sloužící pro inicializaci objektu, využívá objektu třídy LoadSettings, k získání základ-
ních nastavení. Metoda Generate zase využívá objekt třídy GenerateELinEquationBasic
pro vygenerování zadání příkladu. K vyřešení zadání slouží metoda Solve využívající objekt
třídy SolveELinEquationBasic. Dále je přítomna metoda WriteToPdf, která nejdříve za-
píše zadání příkladu spolu s jeho pokyny pro řešení a potom případně na základě parametru
solve provede případný zápis řešení příkladu.
5.5.9 Třída EVerbalRider
EVerbalRider je také odvozená od třídy BaseMathExercise. Tato třída je určena pro
práci se slovními úlohami. Jelikož mohou být více typů je v této třídě nezbytný atri-
but reprezentující typ úlohy, který je náhodně vygenerován při inicializaci objektu. Da-
lšími atributy jsou číslo řádku s prvním slovním zadáním konkrétního typu úlohy a počet
řádků se zadáním odpovídající témuž typu. K těmto atributů jsou opět implementovány
příslušné metody pro načtení a uložení hodnot. Metoda Init provádí inicializaci objektu
podobně jako v předchozí třídě a navíc generuje typ úlohy tak, aby bylo možno vybrat
slovní zadání, které se v konkrétním testu ještě nevyskytuje. Metoda WriteToPdf je také
obdobná jako v popisu předchozí třídy. Metoda Generate však pro vygenerování zadní vy-
užívá objekt třídy GenerateEVerbalRider a metoda pro řešení úlohy využívá objekt třídy
SolveEVerbalRider.
5.5.10 Třída SolveELinEquationBasic
Tato třída je určená pro řešení lineárních rovnic dle postupu a pořadí kroků stanovených
ve specifikaci. Metoda RemoveParenthesis provádí odstranění závorek dle matematických
pravidel. Metoda v podstatě prochází strom a jakmile narazí na levou otevírací závorku,
provede odstranění této závorky a případnou inverzi znamének v ní. RemoveFraction je
metoda určená k odstranění zlomků, tedy vynásobením rovnice společným jmenovate-
lem. Nežádoucích součinů, vzniklých po odstranění zlomků, se zbavíme za pomoci metody
Multiplication, která provede roznásobení jednotlivých členů. Dle specifikace je dalším
krokem převod neznámé na levou stranu a číselných konstant na pravou stranu rovnice. K
tomuto účelu souží metoda SeparateVar. ReduceVar je metoda provádějící součet hodnot
na jednotlivých stranách od rovnítka. Pro zajištění, aby neznámá byla násobena konstantou
1, tedy dořešení rovnice, slouží metoda IsolateVar. Ve třídě jsou implementovány další
privátní metody a atributy, které využívají výše zmíněné metody ke správnému řešení.
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5.5.11 Třída SolveEVerbalRider
SolveEVerbalRider je třída pro řešení slovních úloh. Ve třídě jsou metody pro získání obec-
ného a číselného řešení. Pro obecné řešení jsou slouží následující metody, kdy každá provádí
řešení pouze konkrétního typu úlohy. Metoda GeneralSolutionType1 provádí obecný vý-
počet úlohy o pohybu, kdy daná dvě tělesa se pohybují ze dvou různých míst směrem k
jednomu a zjišťuje se, za jak dlouho se potkají. Úlohu o dvou objektech pohybujících se proti
sobě a zjištění času, kdy se budou dané objekty míjet, řeší metoda GeneralSolutionType2.
Poslední metodou pro obecné řešení je metoda GeneralSolutionType3, která provádí vy-
počet vzdálenosti jednoho bodu a místa střetu dvou proti sobě se pohybujících těles. Pro
číselné dořešení těchto obecných výpočtů je určena metoda NumberSolve.
5.5.12 Třída BaseMathExerciseGenerate
BaseMathExerciseGenerate je základní třída pro generování zadání příkladů. Tato třída
implementuje virtuální metody pro inicializaci objektu, vygenerování prázdného stromu
(stromová struktura bez číselných hodnot), dále pak metody pro generování čísel, dosazení
vygenerovaných čísel do stromové struktury a metodu pro ohodnocení tzv. fitness. Pro jed-
nodušší prácí obsahuje třída seznam ukazatelů na prvky stromu, do kterých mají být dosa-
zena vygenerované číselné hodnoty, aby se zabránilo zbytečnému opětovnému průchodu při
nově vygenerovaných číslech. Třída zahrnuje metody pro vytvoření nových prvků stromu,
které se využivají při vytváření prázdných stromů.
5.5.13 Třída GenerateELinEquationBasic
Tato třída slouží pro generování zadání lineárních rovnic, ve třídě jsou implementovány
virtuální ze zděděné třídy. Metoda Init slouží k inicializaci objektu, tato metoda načte
pomocí objektu třídy LoadSettings konfigurační údaje o příkladu a nastavení genetického
algoritmu. Metoda GenerateEmptyTree vytváří strom se zadáním příkladu, ve kterém ob-
jekty reprezentující číselnou konstantu nemají však zatím žádnou konkrétní hodnotu. Tento
strom je ohodnocen metodou FitnessEmptyTree, jejímž návratovým type je typ bool, který
udává, zda vytvořený strom, splňuje nastavené požadavky. Pro vygenerování konkrétních
číselných hodnot slouží metoda GenerateValues, která k tomuto účelu vyžívá genetického
algoritmu. Genetický algoritmus je inicializován načtenými hodnotami a následně spuštěn,
pro ohodnocení vygenerovaných jedinců je implementována metoda Fitness. Tato metoda
provede vložení vygenerovaných čísel do zadání příkladu, toto zadání vypočítá a provádí
ohodnocení tohoto příkladu na základě zadaných vstupních požadavků na příklad. Gene-
tický algoritmus si potom uchovává nejlépe ohodnocenou generaci, která je na konci jeho
běhu vybrána jako nejlepší zadání.
5.5.14 Třída GenerateEVerbalRider
Generování zadání slovních úloh je realizováno ve třídě GenerateEVerbalRider, která je
odvozena od základní třídy pro generování zadání BaseMathExerciseGenerate. Inicializací
metodou Init jsou načtena konfigurační data pomocí objektu třídy LoadSettings. Pro vy-
generování stromu pro obecné řešení je určena metoda GeneralSolutionEmptyTree. Jí je
podobná metoda GenerateEmptyTree, která vytváří prázdný strom, do kterého jsou po-
mocí metody InsertValuesToTree vložena vygenerovaná čísla. To je realizováno metodou
GenerateValues, která k tomuto účelu využívá genetický algoritmus. Vygenerovaní jedinci
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jsou ohodnoceni metodou Fitness. Tato metoda vrací hodnocení daného jedince v závislosti
na zvoleném počátečním nastavení úlohy.
5.5.15 Třída StringDescription
Objekty této třídy slouží k načítání jednotlivých textových řetězců, které jsou následně
zapisovány do PDF souboru ať už se zadám testu nebo výsledky řešení. Konstruktoru této
třídy je v parametru předána cesta k souboru s texty, která také obsahuje název tohoto
souboru. Aby byly textové řetězce s diakritikou korektně zapsány do výstupního souboru,
musí být textový soubor, z něhož jsou data načítána, v kódování UTF 8. Třída obsahuje
svůj buffer do něhož je textový soubor načten, aby se předešlo zbytečně častému otevírání
souboru a načítání dat. Pomocí metody GetLegend, která má jako parametr číslo řádku,
jsou zpřístupněna načtená data.
5.5.16 Třída LoadSettings
Tato třída umožňuje načtení konfiguračních nastavení ze souboru config.xml. K tomuto
účelu využívá knihovnu Mini-XML, protože konfigurační soubor má podobu XML souboru.
Ve třídě jsou implementovány následující metody, které mají návratový typ bool, pomocí
něhož je signalizováno úspěšné/neúspěšné načtení požadovaných dat. Ta jsou předána v pa-
rametru, jehož typ odpovídá typu dat. Zda-li se jedná o konfigurační data lineárních rovnic
nebo slvoních úloh je pomocí dalšího parametru sděleno příslušné metodě. Mezi metody pro
obecná nastavení patří metody GetFontSizeResult a GetFontSizeTest, pomocí kterých
jsou načteny velikosti fontu pro zadání testu a řešení. Cesta k souboru s textovými řetězci
je načítána pomocí metody GetLanguageFile. Počet variant testu je získán pomocí me-
tody GetCountVersion. Následující metody pro načtení nastavení konkrétních typů úloh.
Minimální a maximální hodnota čísla je načtena metodami GetMaxValue a GetMinValue
a počet desetinných míst metodou GetDecimalCount. Počet příkladu stejného typu, který
má být vygenerován je načten metodou GetMembersCount. Hodnoty pro nastavení gene-
tických algoritmů jsou načítány metodami GetGAGenerationSize, GetGAPopulationSize,
GetGAPMutation a GetGAPCrossover. Metoda GetTypesCount udává počet typů slovních
úloh. Řádek s prvním zadání a počet řádků se zadáním je načten metodami GetStartLine
a GetCountLines.
5.5.17 Třída Pdf
Třída Pdf je určena pro zápis do pdf souboru. K tomuto účelu je vyžuita knihovna PoDoFo.
Pro orientaci v zapisovaném PDF souboru počítá třída aktuální souřadnice kurzoru. Toto je
nutné protože knihovna PoDoFo tuto funkci nepodporuje na požadované úrovni. Týká se to
zejména problematiky vykreslení zlomků. Dříve než jsou použity jakékoliv metody je nutné
inicializovat objekt metodou InitDocument, která vytvoří nový dokument, první stránku,
inicializuje objekt painter z PoDoFo knihovny a vytvoří font. Pro korektní ukončení práce
s objektem této třídy je nutné použít metodu EndDocument, která korektně uloží vytvořený
PDF soubor. Pro zápis textu je určena metoda DrawText. K přesunutí na nový řádek
je implementována metoda NewLine. Zápis proměnné s příslušným indexem je prováděn
pomocí metody DrawVar. K vytvoření zlomků jsou určeny metody InitLineWithFrac,
DrawFrac a DrawFracEnd. Metody jsou používány v pořadí, jak jsou uvedeny.
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5.5.18 Třída Generate
Třída Generate je hlavní třída pro řízení programu. Obsahuje jednu veřejnou metodu a
to metodu Run, která spouští celý program. Metoda nejdříve provede načtení základního
nastavení, zejména počet variant testů a počet jednotlivých typů příkladů. Následně je vy-
generována hlavička výstupních souborů a jednotlivé příklady v požadovaném počtu. Hlavní
metoda informuje uživatele o aktuálním stavu výpisem do příkazové řádky. Tato informace
jreprezentuje procentuální vyjádřením poměru počtu všech požadovaných příkladu a počtu
příkladům již vygenerovaných.
5.6 Základní datová struktura
Základní datovou strukturu představuje binární strom. Prvkem tohoto stromu je objekt
třídy BaseItem nebo zděděné třídy. Jedná se tedy o objekty tříd OperatorItem,
OperandItemVar, OperandItemNumber a OperandItemFraction. Tento strom reprezentuje
jeden řádek řešení a to v následujícím formátu. Znázornění formátu je na obrázku 5.3,
kterému odpovídá rovnice 5.1. V principu jde o to, že strom musí být sestaven tak, aby při
průchodu tohoto stromu metodou inorder byl získán opět zadaný řádek. Výjimku tvoří
závorky, jak je patrné z obrázku, které mají jako první prvek otevírací závorku. Tento prvek
ukazuje na objekt s pravou uzavírací závorku a na podstrom s obsahem závorky ukazuje
levý ukazatel tohoto prvku.
2 · (−x+ 4) = 0 (5.1)
5.7 Lineární rovnice s neznámou v čitateli
• Generování příkladu
Lineární rovnice jsou vytvářeny pomocí objektu třídy GenerateELinEquationBasic.
Nejdříve je vygenerována prázdná stromová struktura, která neobsahuje konkrétní
číselné hodnoty. Stromová struktura je vytvářena za pomocí generátoru náhodných
čísel, kde každé číslo představuje jeden možný prvek vyskytující se ve stromu. Po
vygenerování této struktury je celý strom zkontrolován, zda vyhovuje nastaveným
požadavkům a kritériím, jež se váží na tento typ úlohy. Pokud vytvořený strom ne-
vyhovuje požadavkům je toto generování opakováno a opakuje se tak dlouho, dokud
strom nebude splňovat veškeré požadavky. Po vytvoření prázdného stromu jsou do
něj vygenerovány konkrétní číselné hodnoty. Tyto hodnoty jsou vygenerovány po-
mocí knihovny GAlib, která zprostředkovává využití genetického algoritmu. Fenotyp
je reprezentován typem GABin2DecPhenotyp, který je inicializován hodnotami z po-
voleného rozsahu čísel. V dalším kroku se provede nastavení gentického algoritmu
dle konfiguračního souboru. Následně je započata evoluční operace, jejímž výsledkem
jsou číselné konstanty, které jsou vloženy do stromu. Celý strom je poté zkontrolován,
zda vyhovuje všem požadavkům uvedeným v kapitole 4.1.2. V případě neúspěchu je
generování čísel započato znovu. Pokud i na podruhé nejsou vygenerovány vyhovující
číselné konstanty je vytvořen znovu prázdný podstrom a proces se opakuje.
• Řešeni příkladu
K řešení lineárních rovnic je využit objekt třídy SolveELinEquationBasic. Třída
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Obrázek 5.3: Použití základní datové struktury.
obsahuje metody pro provedení jednotlivých výpočetních kroku, které jsou popsány v
analýze tohoto typu příkladu. Je tedy logické, že pro vyřešení zadané rovnice posta-
čuje zavolat konkrétní metody v pořadí, jak je uvedeno analýze. Jelikož jsou metody
implementovány podle uvedených požadavků, není je tedy možné volat v libovolném
pořadí, protože předpokládají, že vstupní strom se nachází v určité fázi výpočtu. Ne-
respektování tohoto pořadí by mohlo mít za následek špatný výpočet zadané rovnice.
5.8 Slovní úlohy
• Generování úlohy
Slovní zadání slovní úlohy není vytvářeno automaticky, ale je načítáno z textového
souboru. Vytvářeny jsou pouze číselné hodnoty konkrétního zadání. K tomu účelu je
opět využita knihovna GAlib a genetický algoritmus, které jsou zapouzdřeny do třídy
GenerateEVerbalRider, a pro vygenerování je využit objekt této třídy. Na počátku
je vytvořen opět prázdný strom, který zde není generován pomocí náhodného vý-
běru, ale jeho struktura je pevně dána na základě daného typu slovní úlohy. Typ
GABin2DecPhenotyp reprezentuje fenotyp, který je inicializován hodnotami z povole-
ného rozsahu čísel. Z konfiguračního souboru jsou načtena další nastavení genetického
algoritmu. Po skončení evolučního běhu jsou známy číselné konstanty, které jsou do-
sazeny do prázdného stromu. Posledním krokem je ověření všech požadavků, které
jsou kladeny na řešení. Tyto požadavky jsou popsány v kapitole 4.1.2. V případě, že
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strom nevyhovuje některému z požadavků, je generování prováděno znovu a to tak
dlouho, dokud není vytvořen strom splňující všechny náležitosti.
• Řešení úlohy
Řešení úloh je realizováno instancí třídy SolveEVerbalRider. Pro obecné vyjádření
řešení dané úlohy, je zavolána metoda pro konkrétní typ zadání. Číselný výpočet pak




V této kapitole budou diskutovány možnosti nastavení genetického algoritmu. Výsledkem
nejlepšího nastavení by měla byt aplikace, která umožní vygenerování testu co nejrych-
leji. Aby nedocházelo ke skreslení výsledků testů, jsou testovány vždy zvlášť nastavení pro
generování lineárních rovnic a zvlášť pro generování slovních úloh.
6.1 Lineární rovnice
Při testování generování lineárních rovnic byl jejejich počet nastaven na 5 a je vytvořena
pouze jedna varianta testu. Počet členů v rovnici byl nastaven na 5, minimální hodnota na
1 a maximální na 100. Toto nastavení odpovídá běžně počítaným příkladům ve škole. Dále
byly změněny pouze nastavení genetického algoritmu a to počet jedinců v populaci, velikost
populace, pravděpodobnost mutace a pravděpodobnost křížení. Vygenerování testu pro
jedno nastavení bulo vždy spuštěno 10 krát a do grafu byla vyznačena průměrná hodnota
doby běhu aplikace pro dané nastavení.
Z grafu na obrázku 6.1 je patrné, že nejrychleji byly vygenerovány příklady s nastavením
označeným čísly 21-25. Tato nastavení pro genetický algoritmus jsou následující:
• Konfigurace číslo 21: velkost populace 40, počet populací 90, pravděpodobnost křížení
0.7, pravděpodobnost mutace 0.01
• Konfigurace číslo 22: velkost populace 20, počet populací 100, pravděpodobnost křížení
0.7, pravděpodobnost mutace 0.01
• Konfigurace číslo 23: velkost populace 30, počet populací 100, pravděpodobnost křížení
0.7, pravděpodobnost mutace 0.01
• Konfigurace číslo 24: velkost populace 40, počet populací 100, pravděpodobnost křížení
0.7, pravděpodobnost mutace 0.01
• Konfigurace číslo 25: velkost populace 20, počet populací 110, pravděpodobnost křížení
0.7, pravděpodobnost mutace 0.01
Rozdíly mezi ostatními časy pro jednotlivá nastavení byly sice malé, ale dosti podstatné,
protože se tyto rozdíly zvětší, jakmile bude požadováno vygenerování více variant testů a
ne pouze jedna.
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Obrázek 6.1: Závislost času běhu aplikace a konfigurace genetického algoritmu pro lineární
rovnice.
6.2 Slovní úlohy
Slovní úlohy byly testovány s neměnným nastavením pro počet úloh, který bul roven 10 a
počet variant testu, který byl roven 1. Rozsah číselných hodnot pro výpočty byl nastaven
na 1 pro minimální hodnotu a 100 pro maximální hodnotu. Toto rozmezí bylo nastanoveno
na tyto hodnoty, protože se jedná o běžné číselné rozsahy pro tento typ úlohy. V konfigu-
raci byly měněny pouze nastavení genetického algoritmu. Měření doby běhu aplikace bylo
prováděno vždy 10 krát pro konkrétní konfiguraci a za výsledek byla považována průměrná
hodnota těchto časů. Naměřené hodnoty byly vloženy do grafu 6.2.
Na základě grafu 6.2, jsou jako nejlepší konfigurace vyhodnoceny nastavení s čísly 6,7,61,62.
• Konfigurace číslo 6: velkost populace 10, počet populací 40, pravděpodobnost křížení
0.6, pravděpodobnost mutace 0.01
• Konfigurace číslo 7: velkost populace 15, počet populací 40, pravděpodobnost křížení
0.6, pravděpodobnost mutace 0.01
• Konfigurace číslo 61: velkost populace 10, počet populací 30, pravděpodobnost křížení
0.6, pravděpodobnost mutace 0.11
• Konfigurace číslo 62: velkost populace 15, počet populací 30, pravděpodobnost křížení
0.6, pravděpodobnost mutace 0.11
Časové rozdíly ostatních nastavení byly nepatrné a to z toho důvodu, že byla generována
pouze jedna varianta testu. A protože slovní úlohy obsahují pouze 3 číselné konstanty se
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Obrázek 6.2: Závislost času běhu aplikace a konfigurace genetického algoritmu pro slovní
úlohy.
kterými nejsou prováděny složité matematické operace. Z tohoto důvodu je jednodušší a
tedy rychlejší najít příslušnou kombinaci čísel, která bude vyhovovat všem požadavkům.
28
Kapitola 7
Možné směry budoucího vývoje
7.1 Grafické rozhraní
Jednou z možností dalšího vývoje je vytvoření grafického uživatelského rozhraní. Toto roz-
hraní by umožnilo učiteli nastavení svých požadavků na konkrétní příklad podle specifikace.
Učítel by také mohl nastavit počty vytvářených testů a počty jednotlivých příkladů obsaže-
ných v těchto testech. Dále by mohl mít možnost výběru umístění vygenerovaných souborů
a tak mít lepší přehled o vytvořených jednotlivých zadání. Rozhraní by mohlo umožňo-
vat, náhled na vygenerovaný soubor a jeho případný tisk bez dalšího, zbytečného hledání
a otevíraní uloženého souboru.
7.2 Další typy příkladů
Program by mohl být rozšířen také o nové typy příkladů, jako jsou lineární rovnice s nezná-
mou ve jemnovateli rovnice nebo příklady z analytiky, mezi které patří průnik dvou přímek
a vzdálenost bodu od přímky. Tyto patří taky mezi základní typy příkladu vyučovaných
na středních a základních školách. Mohly by být přidány další textové varianty již existu-
jících typů slovních úloh, a nebo implementovány nové typy. Mezi tyto typy patří slovní





Cílem bakalářské práce bylo implementovat program pro generování matematických pří-
kladů pro základní a střední školy. Aby bylo možno program implementovat, bylo nutné
se nejdříve seznámit s těmito příklady. Pro generování příkladů byly použity genetické al-
goritmy, proto bylo nutné se s nimi nejdříve seznámit a také s knihovnou GAlib, která
umožňuje jejich použití. Další knihovny, které bylo nutno nastudovat a seznámit se s je-
jich používáním, byla knihovna PoDoFo, což je knihovna umožňující prácí s pdf soubory a
knihovna MiniXML pro práci se soubory typu XML.
Výsledkem práce je program, který dokáže vygenerovat zadání a řešení písemného testu s
lineárními rovnicemi s neznámou v čitateli a slovními úlohami o pohybu. Zadání testu je
vytvořeno na základě nastavených požadavků uživatele a uloženo do PDF souboru. Nejsou
však implementovány ostatní typy příkladů, které byly uvedeny v 4. Díky této práci jsem
se dověděl řadu informaci o genetických algoritmech a způsobu jejich využití a získal jsme
zkušenosti jak vytvářet PDF soubory. Program je až na drobné výhrady zcela použitelný a
očekává se jeho využítí na některých školách.
Byly provedeny testy časové náročnosti programu pro různé kombinace nastavení. Vyhod-
nocení těchto testů je popsáno v kapitole 6.
Další možnosti vývoje aplikace jsou popsány v kapitole 7.
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K této práci je přiloženo CD s následujícím obsahem adresářů:
bin - spustitelný program se všemi potřebnými knihovnami a soubory, konfigurační soubor
s ukázkovým nastavením programu.
src - zdrojové kódy programu.
tex - obsah práce v LATEX.
doc - obsah práce v pdf souboru.
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