The recent years have witnessed an enormous growth of mobile services for energy management in buildings. However, these solutions are often proprietary, non-interoperable, and handle only a limited function, such as lighting, ventilation, or heating. To address these issues, we have developed an open platform that is an integrated energy management solution for buildings. It includes an ecosystem of mobile services and open APIs as well as protocols for the development of new services and products. Moreover, it has an adapter layer that enables the platform to interoperate with any building management system (BMS) or individual device. Thus, the platform makes it possible for third-party developers to produce mobile energy efficiency applications that will work independently of which BMS and devices are used in the building. To validate the platform, a number of services have been implemented and evaluated in existing buildings. This has been done in cooperation with energy companies and property owners, together with the residents and other users of the buildings. The platform, which we call Elis, has been made available as open source software under an MIT license.
Introduction
The growing demand for energy efficiency is a global trend in many areas, not least in buildings. With increased urbanization, which in many countries coincides with a strong population growth, the energy demands in cities are difficult to meet unless action is taken [1] . Added to this are the well-known environmental problems of energy production and consumption. Politicians are well aware of this and therefore take various measures. For example, the city of Malmö, Sweden, has set a target to halve the energy consumption of its buildings by the year 2020. Since its inception in 2001, it has reached the halfway mark by taking simple measures such as additional insulation and timer control of lighting. However, moving forward requires more advanced solutions. Many other cities are in a similar situation. The existing energy efficiency potential in Swedish publicly-owned properties has been estimated to amount to SEK 3.7 billion (approximately USD 600 million) per year [2] . Obviously, there is a similar opportunity/challenge also for private property.
In the work presented here, we have developed a solution for how the intelligent use of ICT at the individual level can save energy in existing buildings. However, this is not its limitation. If a solution works in existing buildings, one can also implement it in new buildings, often even at a lower price. There is an intensive development in the energy efficiency of buildings, where new products are launched continuously. However, these solutions are often proprietary, non-interoperable, and handle only a limited range of functions, such as lighting, ventilation, or heating. To address future challenges and the interoperability of smart grids and micro-grids, as well as to make buildings and neighborhoods ready to interact with energy supply, solutions need to be multidisciplinary. In the future, more open energy markets will increase the need for decision support, to change energy provider, and the ability to commercially sell back energy, both on the M2M (machine-to-machine), the individual, and the organizational level.
To address these issues, we have developed an open platform that is an integrated energy management solution for buildings. It includes an ecosystem of services and open APIs and protocols for the development of new services and products. In our case, we have used mobile services for end-user validation, but non-mobile services may just as well be used. Our focus on mobile services was a result of the requirements of the end-users we had access to and what was relevant for them. Therefore, we maintain mobile services as our point of reference throughout this paper, even if the platform is not limited to this. Moreover, it has an adapter layer that enables the platform to interoperate with any building management system (BMS) or individual device. The purpose of the platform is not to replace BMSs but rather to 1. make it possible for third-party developers to produce mobile energy efficiency applications that will work independently of which BMS and devices are used in the building, and 2.
integrate arbitrary BMSs and other relevant systems and devices in the building so that these can be seen as one system from the application developer's and the user's perspective.
To validate the platform, a number of services have been implemented and evaluated in existing buildings. This has been done in cooperation with energy companies such as E.On and Schneider Electric; ICT companies such as Ericsson, Sony, and IBM; property owners such as the City of Malmö; and together with the residents and other users of the buildings. The platform, which we call Elis, has been made available as open source under an MIT license. E.On and Schneider Electric supplied the project with knowledge on and access to BMS solutions, while the ICT companies provided feedback on mobile service design, expert reviews of architecture, and hands-on code inspection. The City of Malmö provided us with a suitable school for the co-development of end-user services and access to the BMS and through the municipality property owner MKB we were granted access to apartment owners willing to have their apartments retrofitted and take part in the study.
In the next section, we provide a review of some related work. We then describe the platform and the main issues that were considered during the different stages of its development. This is followed by the validation of the platform and some concluding remarks.
Related Work
There is a substantial amount of research and development performed in the area of using modern ICT for energy efficiency in buildings. Ref. [3] provide an extensive review of such work including a list of functional and non-functional requirements for BMSs. Another comprehensive review is provided by [4] , where different aspects are discussed, including context-sensing, activity and context inference, and energy-aware service-based middleware, etc. A number of reviews have been conducted but none for platforms/systems which provide mobile services to users. These include a review of advanced control systems engineering for energy management [5] ; the design, management, and operation of intelligent buildings [6] ; of ICT for energy efficiency [7] ; of context-aware tools for smart home development [8] ; of smart homes and future challenges [9] ; of smart environments [10] ; of user activities in energy intelligent buildings [11] ; and of measuring and evaluating intelligent buildings and their sustainability [12] .
From our analysis of research describing existing ICT systems and platforms for energy efficiency in buildings, we conclude that they typically It is further noteworthy that commercial home automation platforms such as Amazon Echo, Apple HomeKit, and Google Home, as well as open source alternatives like Calaos, Domoticz, and MisterHouse, do not compare with the type of platform discussed in this paper as they (1) are for home automation only, (2) serve a convenience purpose rather than hold a thorough focus on energy efficiency, and (3) emphasize integration of smaller individual devices rather than full BMSs.
Materials and Methods
Methodologically, this study relies on the well-defined steps within design research [13] .
Step one is the motivation for the study, and, in our case, it is triggered by the gap in the existing research identified. Ref. [13] describe such gaps as a natural starting point for design research with objective-centered solutions. This typically results in the development of an artifact that strives to explore hitherto unaddressed solutions by including knowledge from the problem domain and current solutions.
Step two is the design and development of our platform. This corresponds with the argument by [13] for including new properties in such artifact studies, such as the desired functionality and architecture for the identified gap.
In the third step, we provide three service implementation examples to demonstrate how the artifact contributes to reaching our objective of making it possible for third party developers to produce mobile applications independently of which BMSs and devices are used in a building.
Finally, the validity of our evaluation strategy in step four is in line with [14] . We support this by providing an observational qualitative evaluation, an analytical evaluation, and a descriptive evaluation.
Results
Before describing the resulting platform, we will discuss the basic requirements and quality attributes considered, as well as the main design choices made as a consequence of this.
Main Design Choices
As simplicity and interoperability of the public API were priorities, we adopted the representational state transfer (REST) software architecture style [15] . REST consists of guidelines and best practices for creating scalable web services. As a consequence, we had to accept that not all proprietary services of, e.g., BMSs and devices are supported and made available to third party developers.
As modifiability, scalability, and cost for infrastructure are important aspects, we followed the OSGi specification [16] for implementing the platform. As a consequence, we had to accept that this means translating device and vendor services to and from Java within the platform.
Moreover, to further minimize cost, it is always assumed that it must be possible to use existing infrastructure and devices, and to support openness, the platform has been made available as open source under an MIT license at GitHub [17] (see Supplementary Materials).
Finally, to further support usability, interoperability, and scalability, the architecture adheres to the IoT-A [18] architectural reference model (ARM), where applicable.
The Platform Architecture
The architecture of the Elis platform can be described according to different views. We will begin with the logical view.
The Logical View
The main role of the platform is to serve as middleware between the BMS, device services, external web services, etc., and the (generic) mobile service applications. The platform contains a number of internal services that provide support for, e.g., monitoring, data management, and control. Figure 1 shows the design dependencies from the platform to the proprietary building and house management systems and down to the physical devices included in the latter systems. The key aspect for third-party developers is the consistency of the open API (the red line) over different systems, enabled by the platform API adapter layer. The key aspect for developing the Elis platform, on the other hand, is the infrastructure adapter layer. A third type of adapter, the web service adapter, allows platform services access to web services outside the building system, e.g., weather services. These adapter layers and the internal services of the platform are developed within the OSGi framework, which supports modifiability, scalability, and independence from the hardware on which the platform runs.
The Deployment Configuration View
On the right in Figure 2 , the general deployment configuration for resources, services, and users is shown. In this case, the users can be, e.g., a web application or a mobile app. The HTTP API used between the user and the service conforms with REST principles level 2 of the REST maturity model [19] . Figure 2 also shows the unequivocal deployment of the logical elements of the platform and how they are deployed to running software. The platform services are shown as cloud deployed to indicate the independence from the hardware on which it is executed. The key aspect for third-party developers is the consistency of the open API (the red line) over different systems, enabled by the platform API adapter layer. The key aspect for developing the Elis platform, on the other hand, is the infrastructure adapter layer. A third type of adapter, the web service adapter, allows platform services access to web services outside the building system, e.g., weather services. These adapter layers and the internal services of the platform are developed within the OSGi framework, which supports modifiability, scalability, and independence from the hardware on which the platform runs.
On the right in Figure 2 , the general deployment configuration for resources, services, and users is shown. In this case, the users can be, e.g., a web application or a mobile app. The HTTP API used between the user and the service conforms with REST principles level 2 of the REST maturity model [19] . Figure 2 . Deployment of the structural elements to various types of running software and how they interact.
The Physical View
As illustrated in Figure 3 , a number of electrical devices in the building are typically connected (e.g., via smart-plugs) to a local gateway that consists of a communication function and possibly a local server with processing and storage capabilities. The gateway enables IP-based communication with external units. The local server may include intelligence useful for implementing energy management services. This intelligence and the data storage could also reside in a remote cloud server.
The users interact with the system via a personal computer or a mobile device, e.g., a smartphone or a tablet computer, which then communicates with either the cloud server or the communication gateway in the building. The intelligence and data storage may also reside on the PC or mobile device. There are at least three different ways the deployment configuration elements are allocated to a physical system, the main difference being how the vendor and platform services are deployed; either locally to the building/home or deployed to a cloud server. In Figure 4 -6, these alternatives are illustrated. 
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There are at least three different ways the deployment configuration elements are allocated to a physical system, the main difference being how the vendor and platform services are deployed; either locally to the building/home or deployed to a cloud server. In Figures 4-6, these alternatives are illustrated. . Deployment according to which both the vendor services and the Elis platform services run on a cloud server.
Platform Services
The Elis platform and its internal services can be represented in a model of successive shells encompassing each other (see Figure 7) . These shells represent two things:
• the stages of how the system is built; i.e., each shell (including elements inside) can be a standalone system not depending on the outer shells.
• the levels of abstraction between the services and also what services are fundamental to running the platform. The services in the core services layer represent the lowest level of the Elis platform, that is, the services and packages that are required to instantiate the platform. The services in this layer are:
• persistent storage service: handles persistence in the platform. 
• the levels of abstraction between the services and also what services are fundamental to running the platform. 
• persistent storage service: handles persistence in the platform. The services in the core services layer represent the lowest level of the Elis platform, that is, the services and packages that are required to instantiate the platform. The services in this layer are:
• persistent storage service: handles persistence in the platform. Outside the core services shell is the publisher/consumer shell. This shell is divided into two areas: the top half, called the publisher shell, publishes functionality in the platform through an API. The lower half, the consumer shell, consumes services from e.g., a BMS and repurposes information from such services in another API.
The services in the publisher shell are:
• web publisher services: handle third-party developers in the platform.
• API publisher service: publishes services as resources for third-party developers through an API.
• access control service: handles all the role-based access in the platform (not implemented yet).
The services in the consumer shell are:
• device service: maps capabilities from the various BMSs to the Elis platform. It effectively describes the capabilities of each BMS and its connected peripherals.
• structure service: used to represent the structure of a physical building, i.e., rooms, apartments, etc.
Outside the publisher/consumer shell is the analytics and automation shell. It contains the following services, which both utilize and modify existing data, but also receive new data from external sources:
• external consumer service: fetches information from external service providers, for example, weather information from weather APIs or current energy prices from, e.g., Nord Pool Group [20] (not implemented yet).
• statistics service: utilizes data in the platform to aggregate data and create statistics (not implemented yet).
• automation service: is used to modify/change state on devices connected to a BMS based upon input. This input can be either a third-party application requesting to turn off a light at a specific time during the day or through monitoring a change in value from an external provider (not implemented yet).
The Process View
The process, or run-time, view is constituted of a set of scenarios that detail the system behavior. We here describe the most important scenario through a sequence diagram with elements from the deployment configuration view.
The scenario concerns how a proprietary device in a BMS for homes, or home management system (HMS), is controlled. This includes the handling of timeouts and other errors. Errors in the system are usually seen as delays or omitted responses from the devices. The scenario in Figure 8 illustrates how the platform acts when an error occurs while controlling a device. The process may differ somewhat depending on the underlying service as each service may hold different assumptions, some allowing for subscriptions to updates while others may expect acknowledgments to be returned. Figure 8 is based on an E.On HMS, which assumes that a request from the platform to, for example, turn on a light is something that the platform continuously asks for until the HMS replies that it has been done. The error reply could contain where the error happens, i.e., how far did the request get. Inconsistencies between the user and the platform may be resolved by a device refresh. The error reply could contain where the error happens, i.e., how far did the request get. Inconsistencies between the user and the platform may be resolved by a device refresh.
Validation and Discussion
To validate the Elis platform, we have implemented a number of mobile services for energy efficiency as well as a set of adapters to BMS/HMS and device services. Moreover, the energy efficiency services have been developed and tested in a living labs-based setting [21] .
Services Implemented

Elis Crowdis
This prototype investigates services specifically targeted to public buildings, which are represented by schools in the Elis project. One of the services is concerned with how, through crowdsourcing, it is possible to allow the people currently in the building to vote on issues that are directly related to the current energy consumption. In the prototype, we focused on the state of the classroom in terms of airflow, air quality, or temperature. During testing of the first prototype it was realized that the service should limit voting on room conditions to people that were currently in the room. As Figure 9 shows, we used web-based geolocation to determine the current location of the device and then displayed voting options if the device was within a certain area, also known as a geofence.
Sustainability 2019, 11, x FOR PEER REVIEW 10 of 15
Validation and Discussion
Services Implemented
Elis Crowdis
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Elis Mobile
Elis Mobile is the main prototype that was designed and evaluated with users. Elis Mobile aims to make users understand their energy usage and how their behavior affects energy consumption. The design paradigm used is that of cards (see Figure 10 ). This was inspired by the Google Now card flow found in their mobile application for both iOS and Android. The paradigm was tested through paper prototyping with users and the prototype was developed based on this input. The prototype was built using the Ionic framework and AngularJS in unison with Node.js to create an application on only web-based technologies (HTML5). 
The ELIS Game
In terms of game mechanics, this is a simple Flappy Bird [22] clone. It is built using HTML5 and runs on mobile devices as well. What sets this apart from a regular Flappy Birds clone game is that the mechanics can be manipulated in real-time and that the difficulty of the game depends on the current energy consumption. A web interface makes it possible for the game administrator to change values that directly influence the gameplay for the player(s). This is done through three-way data binding using AngularJS and Firebase.io for database storage of the values across multiple clients. This interface also has a setting that can set the values automatically. The way this is done is through fetching the current energy consumption for a specific user's apartment through the Elis publisher API. The value fetched from the API is then used to set the level of difficulty in the game. This is done every 5 seconds or until the admin turns off the automatic settings.
Core Requirements Validation
In relation to the list of suitable evaluation forms for practical design-oriented research outlined by [14] , we followed one or more of these strategies:
1. An observational qualitative evaluation through a number of limited case studies; we studied the platform in the intended business environment, however, in some cases with some artificial constraints compared to a commercial system. 2. An analytical evaluation through static analysis where we examined the structure of the platform for static qualities, e.g., complexity. We also studied the fit of the platform into the technical architecture together with other systems. 3. A descriptive evaluation through an informed argument: We used information based on our knowledge base, e.g., relevant research, to help building the argument for the platform's properties.
The quality attribute of openness of was demonstrated by the ease of implementation of the mobile services described above, i.e., strategy 1. It was possible for a single programmer to implement these to a status usable for beta-testing with end-users that allowed this programmer to focus on front-end design and experiences from users rather than platform integration and data access. The API in the platform adapter was also analyzed (strategy 2 above) to establish to what level of conformity to REST it had, which is considered an established standard to support openness in web APIs [23] .
Interoperability was demonstrated by the number of diverse architectures for BMSs that the infrastructure adapter supports, thus demonstrating the property by using strategy 1. Specifically, in order to validate the proposed adapter approach, the following concrete adapters were implemented: 
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A descriptive evaluation through an informed argument: We used information based on our knowledge base, e.g., relevant research, to help building the argument for the platform's properties.
Interoperability was demonstrated by the number of diverse architectures for BMSs that the infrastructure adapter supports, thus demonstrating the property by using strategy 1. Specifically, in order to validate the proposed adapter approach, the following concrete adapters were implemented: E.On Smart Home HMS, Ninja Blocks, Schneider Electric Enterprise Server, Sensegate by Sigma Connectivity, Philips Hue, and Nexa Sunrise.
Modifiability was demonstrated by evaluation strategy 1 throughout the project lifetime of 2 years, with the platform being extended with additional services based on discussions with various project stakeholders. We were also able to see that design of the platform architecture in different shells also helped in confining changes when adding new services.
We have not demonstrated security and privacy to the desired extent since all necessary services for this had not been implemented in the platform. We made provisions for where these services should be implemented (see access control in the publisher shell). Although the access control service has not yet been implemented, a thorough risk exposure and security analysis of the Elis platform has been carried out [24] . It was concluded that out of 32 examined risks, 9 were classified as low and 4 as high; that is, most of the identified risks were considered moderate. The risks classified as high were either related to the human factor or to software. Moreover, the results indicated that with the implementation of standard security features, most of the risks could be minimized to acceptable levels. However, the most serious risks, i.e., those derived from the human factor, need more careful consideration as they are inherently complex in nature.
The main cost of a smart home automation system based on the Elis platform comes from the physical devices and connecting them to the servers running the Elis platform. The platform itself was demonstrated to be moved easily to the servers at Malmö University IT department with minimal server cost. The platform was also easy to move between servers, due to the use of OSGi, which also minimized the operational costs in the project.
The usability of the platform API was tested through prototype development of external services. For example, the Flappy Elis game relied upon the simplicity of the API in order to allocate the majority of development time to the gamification aspects of the application. Prototypes were developed and tested in a living labs setting [21] and were thus validated through strategy 1.
The testing of scalability as well as performance was done from a pragmatic perspective, relying on user testing to report any issues. Thus, these two quality attributes should be assessed for any further end-user services as well as BMS/HMS integrations to ensure that performance meets the needs of each such scenario. Our reliance on strategy 1 for validation should thus be complemented in future work.
Conclusions and Future Opportunities
Current mobile services for the energy management in buildings are often proprietary, non-interoperable, and handle only a limited range of functions, such as lighting, ventilation, or heating. To address these issues, we have developed an open platform called Elis that includes an ecosystem of mobile services and open APIs as well as protocols for the development of new services and products. Moreover, it has an adapter layer that enables the platform to interoperate with any building management system or individual device. The Elis platform makes it possible for third-party actors to develop mobile energy efficiency applications that will work independently of which BMSs and devices are used in the building. We have validated the openness, interoperability, modifiability, and usability of the platform, through the implementation of a number of services and applying them in existing buildings. This validation was done in cooperation with energy companies and property owners, together with the residents and other users of the buildings.
The Elis platform is available as open source under an MIT license, and we welcome involvement and extensions in accordance with this license. Future work may, e.g., include further validation of scalability and performance, implementing security mechanisms, and developing the built-in analytics and automation services. In the version of the platform available as open source, the product-specific dependencies and adaptations that were made during the project have been removed. The platform is a minimal viable product in order to promote flexibility for deployment and the integration with existing BMSs and as described in the provided documentation. Further steps to develop the platform into a commercial product are not intended as part of our research, which is why we have selected MIT as license, since it gives particularly generous means for further development to those with such interests.
We see three main uses of the platform in its publicly available version. First, it could be used in its entirety, which implies integrating it with one or several existing building and/or home management systems by developing an adapter according to the platform specification and developing end-user services based on the open API that the platform defines. Second, it could be used in parts, which implies that selected elements of the platform are used as components in another platform-potentially even copyrighted closed-source, as this is part of why an MIT license was used. For the project partners, this approach was key, as several of our collaborating organizations have their own building and/or home management systems but may for instance see particular value in the API for third-party developers, which follows consistent and well-documented state-of-the-art principles. Finally, the platform may be used as point of reference, such as in decision making processes for organizations that are considering developing their own platform. As platform development brings considerable risk for lock-in to early design choices, having an openly available platform that strives to integrate services and devices from any product ecosystem may serve as a useful starting point for risk assessment and complexity reviews. Our mapping towards the IoT-A reference architecture (available in the open source documentation) also provides an illustration of how to relate to such architecture descriptions, as they in themselves are not intended to be used in full but rather to aid in the decision making of what to focus on and why in specific implementations. 
