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ABSTRAKT
Cílem diplomové práce je navrhnout propojení vývojového kitu obvodu rozhraní účastnic-
kého vedení Si3220 s vývojovým kitem signálového procesoru DSP56858EVM a imple-
mentovat testovací aplikaci, která umožní vývojový kit využít jako malou lokální telefonní
ústřednu.
Aplikace umožňuje obsluhovat až deset telefonních přístrojů a disponuje základními funk-
cemi telefonní ústředny – generování tónů do sluchátka, detekce DTMF volby, generování
vyzvánění a hlasové spojení účastníků.
KLÍČOVÁ SLOVA
obvod rozhraní účastnického vedení, digitální signálový procesor, lokální telefonní
ústředna, sériové periferní rozhraní, tónová volba
ABSTRACT
The aim of this thesis is to design a connection of the development kit for the subscriber
line interface circuit Si3220 with the development kit for the digital signal processor
DSP56858EVM and implement a test application, which will allow us to use the deve-
lopment kit as a small private branch exchange.
The application allows us to operate up to ten telephone machines and it disposes of
basic telephone exchange functions – generating tones to the headphone, detecting the
DTMF dialing, generating the ringing and the voice connection of the subscribers.
KEYWORDS
subscriber line interface circuit, digital signal processor, private branch exchange, serial
peripheral interface bus, phone, dual-tone multi-frequency
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ÚVOD
Cílem diplomové práce je seznámení se s vývojovým kitem obvodu rozhraní účastnic-
kého vedení Si3220, navržení propojení tohoto kitu s vývojovým kitem signálového
procesoru DSP56858 a implementace testovací aplikace, která umožní vývojový kit
využít jako malou lokální telefonní ústřednu.
Obvod rozhraní účastnického vedení (Subscriber Line Interface Circuit, SLIC)
poskytuje rozhraní mezi telefonní analogovou linkou účastníka a přístupovou teleko-
munikační sítí. Obvod je určen k obsluze účastnického vedení, generuje a rozpoznává
signály DTMF, disponuje tónovým a vyzváněcím generátorem a je vybaven kodekem
k převodu digitálních dat na analogová a zpět.
Použitý integrovaný obvod Si3220 firmy Silicon Laboratories obsahuje dva ob-
vody rozhraní účastnického vedení na čipu. Obvod je vybaven dvěma číslicovými
rozhraními: SPI a PCM. Řídicí rozhraní SPI slouží k řízení a diagnostice obvodu
a rozhraní PCM je určeno k přenosu digitálních hlasových vzorků. Cílem je tato
rozhraní propojit s rozhraními digitálního signálového procesoru DSP56858.
Signálový procesor je mikroprocesor nebo mikroprocesorový systém, který je ur-
čen k rychlému zpracování signálu v reálném čase. Jeho architektura je optimalizo-
vána pro matematické operace, které se uplatňují ve zpracování signálů, jako např.
rychlá Fourierova transformace FFT, konvoluce, korelace apod.
Úkolem práce je implementace testovací aplikace k řízení obvodu účastnického
rozhraní SLIC pomocí signálového procesoru fungující jako jednoduchá lokální tele-
fonní ústředna. Aplikace by měla disponovat základními funkcemi telefonní ústředny
– generování tónů do sluchátka, detekce DTMF volby, generování vyzvánění a hla-
sové spojení účastníků.
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1 OBVOD SI3220
Obvod Dual ProSLIC Si3220 obsahuje obvod rozhraní účastnického vedení, ko-
dek, detekci a dekódování signálu DTMF (Dual Tone Multi Frequency) na jed-
nom čipu [1]. Disponuje tak dvěma duplexními kanály analogového telefonního roz-
hraní v souladu s mezinárodními specifikacemi ITU (International Telecommunicati-
ons Union) a ETSI (European Telecommunications Standards Institute). Blokové
schéma obvodu ukazuje obrázek 1.1. Základní vlastnosti tohoto obvodu jsou:
• Provádí kompletní funkce uživatelské linkové skupiny (BORSCHT).
• Obsahuje integrovaný generátor vyzvánění a dvojitý tónový generátor.
• Je vybaven DTMF generátorem a dekodérem.
• Umožňuje kódování PCM vzorků kompresí A-Law/µ-Law.
• Napájecí napětí 3,3 nebo 5 V.
SPI
řídicí
rozhraní
SPI
a
GCI
rozhraní
PLL
kodek,
DTMF,
tón. generátor
kodek,
DTMF,
tón. generátor
SLIC
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LINEFEED
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Si3200
LINEFEED
rozhraní
Si3200
LINEFEED
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SLIC
a
LINEFEED
monitor
TIP
RING
RING
TIP
CS
SDI
SCLK
SDO
DTX
DRX
PCLK
FSYNC
Si3220
Obr. 1.1: Blokové schéma obvodu Si3220.
1.1 Rozhraní obvodu
Obvod SLIC je možno připojit dvěma možnými způsoby: připojením sériového řídi-
cího rozhraní SPI (Serial Peripheral Interface) a datového rozhraní pro přenos vzorků
PCM (Pulse-Code Modulation), nebo jedním kombinovaným rozhraním GCI (Ge-
neral Circuit Interface) pro řízení i přenos dat.
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1.1.1 Sériové periferní rozhraní SPI
Rozhraní SPI je čtyřvodičové řídicí sériové rozhraní určené k ovládání obvodu SLIC
mikrokontroléry. Rozhraní je vyvedeno na pinech: SCLK, CS, SDI, SDO a SDITHRU.
SCLK je hodinový signál (vstup hodinového signálu z mikroprocesoru), signál
CS slouží k výběru čipu, SDI je vstupní datový kanál a SDO je výstupní datový ka-
nál. Dále obvod obsahuje výstup SDITHRU, který slouží jako vstupní signál SDI pro
další obvod. To umožňuje zapojit ve formě řetězce (tzv. Daisy-Chain Mode) až osm
obvodů s šestnácti kanály (obvod je dvojitý) na jedno SPI rozhraní mikrokontroléru.
Zapojení ukazuje obrázek 1.2.
CS
SDI
SCLK
SDO
SDITHRU
KANÁL 0
KANÁL 1
SLIC 1
CS
SDI
SCLK
SDO
SDITHRU
KANÁL 2
KANÁL 3
SLIC 2
CS
SDI
SCLK
SDO
SDITHRU
KANÁL 14
KANÁL 15
SLIC 8
CS
SDI
SCLK
SDO
DSP
SDI0
SDI2
SDI1
SDI3
SDI4
SDI14
SDI15
Obr. 1.2: Zapojení obvodů do řetězce.
15
Výstup SDITHRU posledního obvodu nesmí být uzemněn, jinak by pracoval
v CGI módu.
Obvod pracuje s 8bitovým i 16bitovým SPI rozhraním. Každý datový přenos
se skládá z řídicího slova, adresy registru nebo paměti RAM a jednoho nebo dvou
datových slov, podle toho, zda se přistupuje k registru (8bitový registr) nebo paměti
RAM (16 bitů).
Strukturu řídicího slova ukazuje tabulka 1.1. Nastavení bitu BRDCST na log. 1
indikuje přenos všem připojeným obvodům SLIC, bit R/W určuje, zda se jedná o zápis
nebo čtení (0 = zápis, 1 = čtení) a bit REG/RAM udává přístup k registru (log. 1) nebo
paměti RAM (log. 0). Bity CID[0:3] určují adresu cílového obvodu SLIC (adresa 0
je určena obvodu nejblíže mikrokontroléru). Na výstupu každého obvodu SDITHRU
je hodnota CID dekrementována a pokud je hodnota CID na vstupu dalšího obvodu
SDI rovna nule, jsou data určena tomuto obvodu.
Tab. 1.1: Řídicí slovo.
7 6 5 4 3 2 1 0
BRSCST R/W REG/RAM - CID[0] CID[1] CID[2] CID[3]
Obrázek 1.3 ukazuje zápis a čtení registru po 8bitovém SPI rozhraní. Tyto ope-
race jsou realizované 3bytovým přenosem, signál CS musí být v log. 0 po celou dobu
přenosu každého bytu. U zápisu a čtení paměti RAM se používá navíc další datový
byte (4bytový přenos), kde první datový byte obsahuje horních 8 bitů a druhý dol-
ních 8 bitů šestnáctibitového datového slova.
CS
SCLK
SDI
SDO
SDI
SDO
ZÁPIS:
ČTENÍ:
ŘÍDICÍ SLOVO ADRESA DATA[7:0]
STAV VYSOKÉ IMPEDANCE
XXXXXXXXŘÍDICÍ SLOVO ADRESA
DATA[7:0]
Obr. 1.3: Komunikace po 8bitovém SPI rozhraní.
Při přenosu dat po 16 bitovém SPI rozhraní je pro zápis použit pouze první
datový byte, druhý je ignorován (obr. 1.4). Při čtení dat obvod SLIC pošle dva
totožné datové byty. Zápis a čtení paměti RAM probíhá obdobně, s tím rozdílem,
že jsou využity oba datové byty.
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CS
SCLK
SDI
SDO
SDI
SDO
ŘÍDICÍ SLOVO ADRESA DATA[7:0]
STAV VYSOKÉ IMPEDANCE
XXXXXXXXŘÍDICÍ SLOVO ADRESA
DATA[7:0]DATA[7:0]
XXXXXXXX
XXXXXXXXZÁPIS:
ČTENÍ:
Obr. 1.4: Komunikace po 16bitovém SPI rozhraní.
1.1.2 Rozhraní PCM
Obvod SLIC disponuje programovatelným rozhraním k přijímání a vysílaní digitál-
ních hlasových vzorků PCM. K přenosu se používají signály PCLK, FSYNC, DTX
a DRX, kde PCLK je hodinový signál, FSYNC je synchronizační signál, signál DTX
slouží k vysílání a DRX k příjmu PCM dat.
PCM rozhraní podporuje přenos se 4 až 128 osmibitovými časovými intervaly (ti-
mesloty) v každém rámci při hodinovém signálu o kmitočtu od 256 kHz do 8,192 MHz
(v násobcích 2). Pro každý z obou kanálů je možné nastavit nezávisle interval pro vy-
sílání a příjem pomocí registrů PCMTXHI, PCMTXLO, PCMRXHI a PCMRXLO, kde hodnota
uložená do registru určuje počet bitů od náběžné hrany signálu FSYNC. Příklad
přenosu PCM vzorku pro krátký synchronizační impuls signálu FSYNC v prvním
časovém intervalu (posun o jeden bit nastavením registrů PCMRX, PCMTX = 1) ukazuje
obrázek 1.5.
PCLK
FSYNC
čítač PCLK
DRX
DTX
STAV VYSOKÉ IMPEDANCE
0 1 765432 1615141312111098 1817
MSB LSB
MSB LSB
X X X X X X X X XX X X
Obr. 1.5: Přenos PCM dat pro krátký impuls FSYNC (PCMRX, PCMTX = 1).
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Přenos dat ve druhém časovém intervalu (timeslotu) ukazuje obrázek 1.5 (posun
o 9 bitů nastavením registrů PCMRX, PCMTX = 9).
PCLK
FSYNC
čítač PCLK
DRX
DTX
STAV VYSOKÉ IMPEDANCE
0 1 765432 1615141312111098 1817
MSB LSB
MSB LSB
X X X X X X X X X X X X
Obr. 1.6: Přenos PCM dat pro krátký impuls FSYNC (PCMRX, PCMTX = 9).
Komprese PCM vzorků
Obvod Si3220 podporuje kompresi PCM vzorků A-Law a µ-Law. Jde o logaritmickou
kompresi hovorového signálu, kdy je třináctibitový signál převáděn na osmibitový
signál, v Evropě a Austrálii se používá komprese A-law, v severní Americe a Japon-
sku µ-Law. U komprese A-Law obvod umožňuje invertovat sudé, liché nebo všechny
bity.
Komprese se aktivuje a nastavuje hodnotou registru PCMMODE (část 1.4.16 na
straně 27).
1.1.3 Rozhraní LINEFEED
Linefeed je rozhraní dvouvodičového účastnického telefonního vedení na vývodech
obvodu TIP a RING. Rozhraní se může nacházet v jednom z osmi stavů nastavi-
telných hodnotou registru LF[2:0] (popsáno v části 1.4.4 na straně 23). Přehled
možných stavů a jejich popis je zobrazen v tabulce 1.2.
Tab. 1.2: Stavy rozhraní Linefeed.
Open (LF[2:0] = 000)
Výstup obvodu se nachází ve stavu vysoké impedance. Do tohoto stavu se obvod přepne
automaticky při detekci překročení proudových limitů.
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Forward Active (LF[2:0] = 001)
Rozhraní Linefeed je v aktivním stavu, ale přenos hlasu je vypnut, dokud není
detekováno vyvěšení sluchátka.
Forward On-Hook Transmission (LF[2:0] = 010)
Stav, který umožňuje přenos dat během zavěšeného sluchátka (např. přenos iden-
tifikačního čísla volajícího).
Tip Open (LF[2:0] = 011)
Vývod účastnického vedení TIP je ve stavu vysoké impedance.
Ringing (LF[2:0] = 100)
Obvog generuje vyzváněcí signál na účastnickém vedení.
Reverse Active (LF[2:0] = 101)
Rozhraní Linefeed je v aktivním stavu, ale přenos hlasu je vypnut, dokud není
detekováno vyvěšení sluchátka.
Reverse On-Hook Transmission (LF[2:0] = 110)
Stav, který umožňuje přenos dat během zavěšeného sluchátka.
Ring Open (LF[2:0] = 111)
Vývod účastnického vedení RING je ve stavu vysoké impedance.
1.2 Systémové časování
Obvod Si3220 generuje vnitřní hodinový kmitočet z hodinového signálu PCLK roz-
hraní PCM. Kmitočet PCLK musí být synchronní s kmitočtem je synchronizačního
signálu FSYNC (8 kHz) a musí být roven jedné z následujících hodnot: 256 kHz,
512 kHz, 786 kHz, 1024 MHz, 1536 MHz, 2048 MHz, 4096 MHz nebo 8192 MHz.
Poměr kmitočtů PCLK a FSYNC je odvozený z čítače impulsů hodinového sig-
nálu PCLK. Tato 3bitová hodnota je přenesena do interního registru PLL MULT po
resetování obvodu. Registrem PLL MULT je řízena vnitřní smyčka fázového závěsu
PLL (Phase-Locked Loop), která násobí kmitočet signálu PCLK a generuje kmito-
čet vyžadovaný vnitřními filtry a jinými obvody.
Syntezátor PLL je ustálen přibližně po době 5 ms od přivedení log. 1 na vstup
RESET. Ustálení syntezátoru PLL je indikováno nastavením bitů PLOCK a FSDET
v registru MSTRSTAT na log. 1.
1.3 Detekce tónové volby
Obvod Si3220 je vybaven funkcí detekce tónové volby DTMF.
DTMF (Dual-tone Multi Frequency) je tón, který je složen ze dvou sinusových
signálů o přesně dané frekvenci. Hodnoty jednotlivých kmitočtů jsou voleny tak, aby
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nebylo příliš náročné vytvořit frekvenční filtry a zároveň, aby bez problémů prošly
telekomunikačními telefonními cestami, kde je zaručena maximální šířka pásma cca
300 Hz - 3,4 kHz. Kmitočet každého signálu nabývá jedné ze čtyř možných hodnot,
to dává celkově 16 možných DTMF tónů. Složení tónů je zobrazeno v tabulce 1.3
Tab. 1.3: Složení tónů DTMF.
697 Hz 1 2 3 A
770 Hz 4 5 6 B
852 Hz 7 8 9 C
941 Hz * 0 # D
1209 Hz 1336 Hz 1477 Hz 1633 Hz
Obvod Si3220 využívá k detekci tónové volby modifikovaný Goertzelův algorit-
mus. Goertzelův algoritmus je metoda, pomocí které se dá identifikovat výskyt určité
frekvence v signálu. Zatímco rychlá Fourierova transformace (FFT) provádí výpočty
rovnoměrně v celém frekvenčním pásmu vstupního signálu, Goertzelův algoritmus
se věnuje pouze určitým předem definovaným frekvencím.
Detekce DTMF tónu probíhá ve dvou po sobě jdoucích testech, každý po dobu
45 ms. Pokud je detekována pulsní volba a v obou testech je rozpoznán stejný tón, je
hodnota DTMF tónu uložena do registru TONDTMF a zároveň je nastaven bit VALTONE
v registru TONDTMF na log. 1.
V tabulce 1.4 jsou zobrazeny DTMF tóny a odpovídající hexadecimální hodnota
uložená v registru TONDTMF.
Tab. 1.4: DTMF tóny.
DTMF tón hex. hodnota DTMF tón hex. hodnota
1 0x1 9 0x9
2 0x2 0 0xA
3 0x3 * 0xB
4 0x4 # 0xC
5 0x5 A 0xD
6 0x6 B 0xE
7 0x7 C 0xF
8 0x8 D 0x0
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1.4 Registry obvodu
V této části jsou popsány některé vybrané registry obvodu SLIC, jejich adresy,
funkce a výchozí hodnoty. Prostřednictvím registrů lze nastavit parametry obvodu
a řídit jeho funkce. K zápisu a čtení dat registrů slouží sériové řídicí rozhraní SPI
(viz část 1.1.1)
V tabulce 1.5 jsou vypsány nejdůležitější registry použité v testovací aplikaci,
následuje popis jednotlivých registrů.
Tab. 1.5: Registry obvodu Dual ProSLIC Si3220.
Adr. Registr Bit 7 Bit 6 Bit 5 Bit 4 Bit 3 Bit 2 Bit 1 Bit 0
Audio
21 AUDGAIN ATXMUTE ARXMUTE
ID čipu
0 ID PARTNUM[2:0] REV[3:0]
Ovládání rozhraní LINEFEED
9 LCRRTP LCR
6 LINEFEED LFS[2:0] LF[2:0]
SPI
3 MSTRSTAT SRCLR PLOCK FSDET
Oscilátory
59 OCON ENSYNC2 OSC2TAEN OSC2TIEN OSC2EN ENSYNC1 OSC1TAEN OSC1TIEN OSC1EN
58 OMODE ZEROEN2 ROUT2[1:0] ZEROEN1 ROUT1[1:0]
61 O1TAHI OSC1TA[15:8]
60 O1TALO OSC1TA[7:0]
63 O1TIHI OSC1TI[15:8]
62 O1TILO OSC1TI[7:0]
65 O2TAHI OSC2TA[15:8]
64 O2TALO OSC2TA[7:0]
67 O2TIHI OSC2TI[15:8]
66 O2TILO OSC2TI[7:0]
Ovládání PCM
53 PCMMODE PCMTRI PCMEN ALAW[1:0] PCMF[1:0]
57 PCMRXHI PCMRX[9:8]
56 PCMRXLO PCMRX[7:0]
55 PCMTXHI PCMTX[9:8]
54 PCMTXLO PCMTX[7:0]
Přístup k paměti RAM
103 RAMADDR RAMADDR[7:0]
102 RAMDATHI RAMDAT[15:8]
101 RAMDATHO RAMDAT[7:0]
4 RAMSTAT RAMSTAT
Softwarový reset
1 RESET RESETB RESETA
Generátor vyzvánění
23 RINGCON ENSYNC TAEN TIEN RINGEN
25 RINGTAHI RINGTA[15:8]
24 RINGTALO RINGTA[7:0]
27 RINGTIHI RINGTI[15:8]
26 RINGTILO RINGTI[7:0]
Detekce DTMF
23 TONDTMF VALID VALTONE DTMFDIGIT[3:0]
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Všechny registry umožňují zápis i čtení, pouze registry ID a MSTRSTAT, RAMSTAT,
LCRRTP a TONDTMF slouží jen ke čtení.
1.4.1 AUDGAIN: Audio Gain Control
Adresa Bit 7 Bit 6 Bit 5 Bit 4 Bit 3 Bit 2 Bit 1 Bit 0
21 ATXMUTE ARXMUTE
ATXMUTE – Analog Transmit Path Mute
Ztlumení výstupní analogové linky (log. 1 – signál ztlumen).
ARXMUTE – Analog Receive Path Mute
Ztlumení vstupní analogové linky (log. 1 – signál ztlumen).
1.4.2 ID: Chip Identification
Adresa Bit 7 Bit 6 Bit 5 Bit 4 Bit 3 Bit 2 Bit 1 Bit 0
0 PARTNUM[2:0] REV[3:0]
PARTNUM[2:0] – Part Number Identification
Identifikace typu zařízení (pouze pro čtení):
000 – Si3220.
001 – Rezervováno.
010 – Si3225.
011-111 – Rezervováno.
REV[3:0] – Revision Number Identification
Identifikace revize zařízení (pouze pro čtení):
0001 – Revize A.
0010 – Revize B.
0011 – Revize C.
0100 – Revize D.
0101 – Revize E.
0110 – Revize F.
0111 – Revize G.
1.4.3 LCRRTP: Loop Closure/Ring Detection
Adresa Bit 7 Bit 6 Bit 5 Bit 4 Bit 3 Bit 2 Bit 1 Bit 0
9 LCR
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LCR – Loop Closure Detect Flag
Bit LCR je příznak uzavření smyčky (vyvešení telefonního přístroje). Hodnota „0ÿ
indikuje detekováno uzavření smyčky.
1.4.4 LINEFEED: Linefeed Control
Adresa Bit 7 Bit 6 Bit 5 Bit 4 Bit 3 Bit 2 Bit 1 Bit 0
6 LFS[2:0] LF[2:0]
LFS[2:0] – Linefeed Shadow
Tento registr zobrazuje aktuální stav účastnické linky (registr je pouze pro čtení).
Automaticky prováděné operace mohou aktuální stav linky měnit bez ohledu na
nastavení registru Linefeed (např. během vyzvánění má stav registru hodnotu Rin-
ging, ale během periodických přestávek při vyzvánění má hodnotu OHT). Možné
stavy linky:
000 = Open.
001 = Forward Active.
010 = Forward On-hook Transmission (OHT).
011 = TIP Open.
100 = Ringing.
101 = Reverse Active.
110 = Reverse On-hook Transmission.
111 = RING Open.
LF[2:0] – Linefeed
Zápisem do tohoto registru se nastaví stav linky. Možné stavy (popsány v části 1.1.3
na straně 18):
000 = Open.
000 = Open.
001 = Forward Active.
010 = Forward On-hook Transmission (OHT).
011 = TIP Open.
100 = Ringing.
101 = Reverse Active.
110 = Reverse On-hook Transmission.
111 = RING Open.
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1.4.5 MSTRSTAT: Master Initialization Status
Adresa Bit 7 Bit 6 Bit 5 Bit 4 Bit 3 Bit 2 Bit 1 Bit 0
3 SRCLR PLOCK FSDET
SRCLR – SRAM Clear Status Detect
Bit indikuje proces mazání paměti RAM při inicializaci obvodu (log. 0), dokončenou
operaci značí hodnota log. 1.
PLOCK – PLL Lock Detect
Bit značí, zda vnitřní fázový závěs PLL je vázán ke kmitočtu synchronizačního
signálu FSYNC (log. 1).
FSDET – FSYNC to PCLK Ratio Detect
Signalizuje platný poměr kmitočtů signálů FSYNC a PCLK (log. 1).
1.4.6 OCON: Oscillator Control
Adresa Bit 7 Bit 6 Bit 5 Bit 4 Bit 3 Bit 2 Bit 1 Bit 0
59 ENSYNC2 OSC2TAEN OSC2TIEN OSC2EN ENSYNC1 OSC1TAEN OSC1TIEN OSC1EN
ENSYNC2 – Oscillator 2 Present Flag
Bit odráží aktuální stav oscilátoru č. 2:
1 = oscilátor běží,
0 = oscilátor je zastaven.
OSC2TAEN – Oscillator 2 Active Timer Enable
Nastavením bitu OSC2TAEN na log. 1 je spuštěn časovač doby běhu oscilátoru č. 2.
OSC2TIEN – Oscillator 2 Inactive Timer Enable
Nastavením bitu na log. 1 je spuštěn časovač doby nečinnosti oscilátoru č. 2.
OSC2EN – Oscillator 2 Enable
Nastavením bitu na log. 1 je spuštěn oscilátor č. 2
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ENSYNC1 – Oscillator 1 Present Flag
Bit odráží aktuální stav oscilátoru č. 1:
1 = oscilátor běží,
0 = oscilátor je zastaven.
OSC1TAEN – Oscillator 1 Active Timer Enable
Nastavením bitu OSC1TAEN na log. 1 je spuštěn časovač doby běhu oscilátoru č. 1.
OSC1TIEN – Oscillator 1 Inactive Timer Enable
Nastavením bitu na log. 1 je spuštěn časovač doby nečinnosti oscilátoru č. 1.
OSC1EN – Oscillator 1 Enable
Nastavením bitu na log. 1 je spuštěn oscilátor č. 1
1.4.7 OMODE: Oscillator Mode Select
Adresa Bit 7 Bit 6 Bit 5 Bit 4 Bit 3 Bit 2 Bit 1 Bit 0
58 ZEROEN2 ROUT2[1:0] ZEROEN1 ROUT2[1:0]
ZEROEN2 – Zero Voltage Turn Off
Tento bit řídí vypínání oscilátoru 2. Nastavením log. 0 je oscilátor zastaven okamžitě,
při log. 1 je zastaven při průchodu generovaného napětí nulou.
ROUT2[1:0] – Oscillator 2 Path
Bity ROUT2[1:0] je směrován výstup oscilátoru 2:
00 = Výstup oscilátoru 2 není směrován do žádného rozhraní.
01 = Výstup oscilátoru 2 je směrován do rozhraní PCM.
10 = Výstup oscilátoru 2 je směrován do rozhraní Linefeed.
11 = Výstup oscilátoru 2 je směrován do rozhraní PCM i Linefeed.
ZEROEN1 – Zero Voltage Turn Off
Tento bit řídí vypínání oscilátoru 1. Nastavením log. 0 je oscilátor zastaven okamžitě,
při log. 1 je zastaven při průchodu generovaného napětí nulou.
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ROUT1[1:0] – Oscillator 1 Path
Bity ROUT2[1:0] je směrován výstup oscilátoru 1:
00 = Výstup oscilátoru 1 není směrován do žádného rozhraní.
01 = Výstup oscilátoru 1 je směrován do rozhraní PCM.
10 = Výstup oscilátoru 1 je směrován do rozhraní Linefeed.
11 = Výstup oscilátoru 1 je směrován do rozhraní PCM i Linefeed.
1.4.8 O1TAHI: Oscillator 1 Active Timer – High Byte
Adresa Bit 7 Bit 6 Bit 5 Bit 4 Bit 3 Bit 2 Bit 1 Bit 0
61 OSC1TA[15:8]
OSC1TA[15:8] – Oscillator 1 Active Timer
Registr obsahuje horních 8 bitů z 16bitového koeficientu pro časovač doby běhu
oscilátoru č. 1.
1.4.9 O1TALO: Oscillator 1 Active Timer – Low Byte
Adresa Bit 7 Bit 6 Bit 5 Bit 4 Bit 3 Bit 2 Bit 1 Bit 0
60 OSC1TA[7:0]
OSC1TA[7:0] – Oscillator 1 Active Timer
Registr obsahuje spodních 8 bitů z 16bitového koeficientu pro časovač doby běhu
oscilátoru č. 1.
1.4.10 O1TIHI: Oscillator 1 Inactive Timer – High Byte
Adresa Bit 7 Bit 6 Bit 5 Bit 4 Bit 3 Bit 2 Bit 1 Bit 0
63 OSC1TI[15:8]
OSC1TI[15:8] – Oscillator 1 Active Timer
Registr obsahuje horních 8 bitů z 16bitového koeficientu pro časovač doby nečinnosti
oscilátoru č. 1.
1.4.11 O1TILO: Oscillator 1 Inactive Timer – Low Byte
Adresa Bit 7 Bit 6 Bit 5 Bit 4 Bit 3 Bit 2 Bit 1 Bit 0
62 OSC1TI[7:00]
OSC1TI[7:0] – Oscillator 1 Active Timer
Registr obsahuje spodních 8 bitů z 16bitového koeficientu pro časovač doby nečin-
nosti oscilátoru č. 1.
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1.4.12 O1TAHI: Oscillator 1 Active Timer – High Byte
Adresa Bit 7 Bit 6 Bit 5 Bit 4 Bit 3 Bit 2 Bit 1 Bit 0
65 OSC1TA[15:8]
OSC1TA[15:8] – Oscillator 1 Active Timer
Registr obsahuje horních 8 bitů z 16bitového koeficientu pro časovač doby běhu
oscilátoru č. 2.
1.4.13 O1TALO: Oscillator 1 Active Timer – Low Byte
Adresa Bit 7 Bit 6 Bit 5 Bit 4 Bit 3 Bit 2 Bit 1 Bit 0
64 OSC1TA[7:0]
OSC1TA[7:0] – Oscillator 1 Active Timer
Registr obsahuje spodních 8 bitů z 16bitového koeficientu pro časovač doby běhu
oscilátoru č. 2.
1.4.14 O1TIHI: Oscillator 1 Inactive Timer – High Byte
Adresa Bit 7 Bit 6 Bit 5 Bit 4 Bit 3 Bit 2 Bit 1 Bit 0
67 OSC1TI[15:8]
OSC1TI[15:8] – Oscillator 1 Active Timer
Registr obsahuje horních 8 bitů z 16bitového koeficientu pro časovač doby nečinnosti
oscilátoru č. 2.
1.4.15 O1TILO: Oscillator 1 Inactive Timer – Low Byte
Adresa Bit 7 Bit 6 Bit 5 Bit 4 Bit 3 Bit 2 Bit 1 Bit 0
66 OSC1TI[7:00]
OSC1TI[7:0] – Oscillator 1 Active Timer
Registr obsahuje spodních 8 bitů z 16bitového koeficientu pro časovač doby nečin-
nosti oscilátoru č. 2.
1.4.16 PCMMODE: PCM Mode Select
Adresa Bit 7 Bit 6 Bit 5 Bit 4 Bit 3 Bit 2 Bit 1 Bit 0
53 PCMTRI PCMEN ALAW[1:0] PCMF[1:0]
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PCMTRI – PCM Tristate
Určuje počátek vysílání signálu DTX. Nastavením log. 0, je počátek při náběžné
hraně PCLK, log. 1 při sestupné.
PCMEN – PCM Enable
Zapnutí rozhraní PCM (log. 0).
ALAW[1:0] – A-Law Bit Inversion Format
Nastavení inverzního formátu při použití komprese A-Law:
00 = Bez inverze.
01 = Inverze sudých bitů.
10 = Inverze lichých bitů.
11 = Inverze všech bitů.
PCMF[1:0] – PCM Format
Výběr formátu a komprese PCM:
00 = 8bitový vzorek, komprese A-Law.
01 = 8bitový vzorek, komprese µ-Law.
10 = 8bitový vzorek, bez komprese.
11 = 16bitový vzorek, bez komprese.
1.4.17 PCMRXHI: PCM Recieve Slot – High Byte
Adresa Bit 7 Bit 6 Bit 5 Bit 4 Bit 3 Bit 2 Bit 1 Bit 0
57 PCMRX[9:8]
PCMRX[9:8] – PCM Highway Receive Clock Slot
Tento registr obsahuje horní dva bity z 10bitové hodnoty určující počátek časového
intervalu pro příjem dat na rozhraní PCM.
1.4.18 PCMRXLO: PCM Recieve Slot – Low Byte
Adresa Bit 7 Bit 6 Bit 5 Bit 4 Bit 3 Bit 2 Bit 1 Bit 0
56 PCMRX[7:0]
PCMRX[7:0] – PCM Highway Receive Clock Slot
Spodních osm bitů z 10bitové hodnoty určující počátek časového intervalu pro příjem
dat na rozhraní PCM.
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1.4.19 PCMTXHI: PCM Transmit Slot – High Byte
Adresa Bit 7 Bit 6 Bit 5 Bit 4 Bit 3 Bit 2 Bit 1 Bit 0
55 PCMTX[9:8]
PCMTX[9:8] – PCM Highway Transmit Clock Slot
Tento registr obsahuje horní dva bity z 10bitové hodnoty určující počátek časového
intervalu pro vysílání dat na rozhraní PCM.
1.4.20 PCMTXLO: PCM Transmit Slot – Low Byte
Adresa Bit 7 Bit 6 Bit 5 Bit 4 Bit 3 Bit 2 Bit 1 Bit 0
54 PCMTX[7:0]
PCMTX[7:0] – PCM Highway Transmit Clock Slot
Spodních osm bitů z 10bitové hodnoty určující počátek časového intervalu pro vy-
sílání dat na rozhraní PCM.
1.4.21 RAMADDR: RAM Address
Adresa Bit 7 Bit 6 Bit 5 Bit 4 Bit 3 Bit 2 Bit 1 Bit 0
103 RAMADDR[7:0]
RAMADDR[7:0] – RAM Address
Adresa pro přístup k paměti RAM pomocí registrů. Čtení paměti RAM se provede
zapsáním požadované adresy do registru RAMADDR a následným přečtením datových
registrů RAMDATHI a RAMDATLO.
Při zápisu do RAM se nejprve zapíšou data do registrů RAMDATHI a RAMDATLO,
poté se do registru RAMADDR zapíše požadovaná adresa paměti RAM.
Před každým přístupem do RAM je třeba zkontrolovat registr RAMSTAT, zda je
paměť připravena.
1.4.22 RAMDATHI: RAM Data – High Byte
Adresa Bit 7 Bit 6 Bit 5 Bit 4 Bit 3 Bit 2 Bit 1 Bit 0
102 RAMDAT[15:8]
RAMDAT[15:8] – RAM Data – High Byte
Horní datový byte pro přístup k paměti RAM pomocí registrů.
1.4.23 RAMDATLO: RAM Data – Low Byte
Adresa Bit 7 Bit 6 Bit 5 Bit 4 Bit 3 Bit 2 Bit 1 Bit 0
101 RAMDAT[7:0]
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RAMADDR[7:0] – RAM Data – Low Byte
Spodní datový byte pro přístup k paměti RAM pomocí registrů.
1.4.24 RAMSTAT: RAM Address Status
Adresa Bit 7 Bit 6 Bit 5 Bit 4 Bit 3 Bit 2 Bit 1 Bit 0
4 RAMSTAT
RAMSTAT – RAM Address Status
Registr indikuje stav paměti RAM. Pokud má registr hodnotu log. 0, je možno číst
a zapisovat do paměti RAM. Hodnota log. 1 indikuje nevyřízené operace s pamětí
– není možno přistupovat k RAM.
1.4.25 RESET: Soft Reset
Adresa Bit 7 Bit 6 Bit 5 Bit 4 Bit 3 Bit 2 Bit 1 Bit 0
1 RESETB RESETA
RESETB – Soft Reset, Channel B
Zapsáním log. 1 do tohoto registru se hodnoty všech registrů pro kanál B nastaví
na výchozí hodnoty.
RESETA – Soft Reset, Channel A
Zapsáním log. 1 do tohoto registru se hodnoty všech registrů pro kanál A nastaví
na výchozí hodnoty.
Zapsáním log. 1 do obou registrů RESETA i RESETB dojde navíc k vymazání paměti
RAM.
1.4.26 RINGCON: Ringing Configuration
Adresa Bit 7 Bit 6 Bit 5 Bit 4 Bit 3 Bit 2 Bit 1 Bit 0
23 ENSYNC TAEN TIEN RINGEN
ENSYNC – Ringing Waveform Present Flag.
Stavový bit odráží aktuální stav oscilátoru generátoru vyzvánění:
1 = oscilátor běží,
0 = oscilátor je zastaven.
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TAEN – Ringing Active Timer Enable
Nastavením bitu TAEN na log. 1 je spuštěn časovač doby běhu oscilátoru generátoru
vyzvánění.
TIEN – Ringing Inactive Timer Enable
Nastavením bitu na log. 1 je spuštěn časovač doby nečinnosti generátoru vyzvánění.
RINGEN – Ringing Oscillator Enable
Nastavením bitu na log. 1 je spuštěn oscilátor generátoru vyzvánění.
1.4.27 RINGTAHI: Ringing Oscillator Active Timer – High
Byte
Adresa Bit 7 Bit 6 Bit 5 Bit 4 Bit 3 Bit 2 Bit 1 Bit 0
25 RINGTA[15:8]
RINGTA[15:8] – Ringing Oscillator Active Timer
Registr obsahuje horních 8 bitů z 16bitového koeficientu pro časovač doby běhu
oscilátoru generátoru vyzvánění.
1.4.28 RINGTALO: Ringing Oscillator Active Timer – Low
Byte
Adresa Bit 7 Bit 6 Bit 5 Bit 4 Bit 3 Bit 2 Bit 1 Bit 0
24 RINGTA[7:0]
RINGTA[7:0] – Ringing Oscillator Active Timer
Registr obsahuje spodních 8 bitů z 16bitového koeficientu pro časovač doby běhu
oscilátoru generátoru vyzvánění.
1.4.29 RINGTAHI: Ringing Oscillator Inactive Timer – High
Byte
Adresa Bit 7 Bit 6 Bit 5 Bit 4 Bit 3 Bit 2 Bit 1 Bit 0
27 RINGTI[15:8]
RINGTI[15:8] – Ringing Oscillator Active Timer
Registr obsahuje horních 8 bitů z 16bitového koeficientu pro časovač doby nečinnosti
oscilátoru generátoru vyzvánění.
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1.4.30 RINGTILO: Ringing Oscillator Inactive Timer – High
Byte
Adresa Bit 7 Bit 6 Bit 5 Bit 4 Bit 3 Bit 2 Bit 1 Bit 0
26 RINGTI[7:0]
RINGTI[7:0] – Ringing Oscillator Active Timer
Registr obsahuje spodních 8 bitů z 16bitového koeficientu pro časovač doby nečin-
nosti oscilátoru generátoru vyzvánění.
1.4.31 TONDTMF: DTMF Detection
Adresa Bit 7 Bit 6 Bit 5 Bit 4 Bit 3 Bit 2 Bit 1 Bit 0
69 VALID VALTONE DTMFDIGIT[3:0]
VALID – Valid DTMF
Příznak indikuje detekci DTMF tónu.
VALTONE – Validated DTMF Digit
Log. 1 značí potvrzenou detekci DTMF tónu. Zároveň je dekódovaná hodnota ulo-
žena na pozici DTMFDIGIT[3:0].
DTMFDIGIT[3:0] – DTMF Digit
Obsahuje dekódovaný DTMF tón.
1.5 Paměť RAM
Prostřednictvím paměti RAM lze nastavit a diagnostikovat další parametry obvodu
SLIC, např. parametry filtrů a oscilátorů, proudové limity a hodnoty napětí. Struk-
tura paměti RAM je popsána v [2].
K paměti lze přistupovat dvěma různými metodami – pomocí trojice registrů
RAMADDR, RAMDATHI a RAMDATLO, nebo přímo 4bytovým přenosem po rozhraní SPI.
Po resetování obvodu je veškerá paměť vynulována.
1.5.1 Přímý přístup k paměti
Před čtením nebo zápisem do paměti je nutno otestovat registr RAMSTAT, který
indikuje dokončenou předchozí operaci s pamětí RAM. Poté lze k paměti přistupovat
po rozhraní SPI 4bytovým přenosem složeným z řídicího slova, adresy paměti a dvou
datových slov (popsáno v části 1.1.1).
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Adresa pro zápis i čtení dat je vždy určena předchozím přístupem, proto první
přístup vrátí nepoužitelná data a všechna další čtení nebo zápisy jsou vykonány
s adresou předchozího přenosu.
1.5.2 Přístup k paměti pomocí registrů
Alternativní přístup k paměti umožňují registry RAMADDR, RAMDATHI a RAMDATLO.
Před čtením paměti je nutné kontrolovat bit RAMSTAT. Až bude paměť připra-
vena, zápisem požadované adresy do registru RAMADDR je bit RAMSTAT nastaven na 1.
Jakmile bude bit vynulován (paměť je připravena), je možné číst hodnoty z registrů
RAMDATHI a RAMDATLO.
Bit RAMSTAT je nutné kontrolovat i před zápisem do paměti. Pokud je paměť
připravena, zapíší se data do registrů RAMDATHI a RAMDATLO. Nakonec se zapíše
adresa do registru RAMADDR.
Tento způsob přístupu k paměti je efektivnější než přímá metoda.
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2 SIGNÁLOVÝ PROCESOR DSP56858
K ovládání obvodu rozhraní účastnického vedení Si3220 byl vybrán signálový pro-
cesor DSP56858 firmy Freescale [5].
DSP56858 je 16bitový signálový procesor s pevnou řádovou čárkou určený pro
použití v multimédiích, telekomunikacích, mobilních zařízeních apod. Je založen
na CMOS technologii minimalizující spotřebu obvodu při zachování velké rychlosti
výpočtů. Architektura vychází z typové řady Motorola DSP56800E a je zpětně kom-
patibilní. Nejdůležitější vlastnosti procesoru jsou:
• Dvojitá Harvardská architektura.
• 120 miliónů instrukcí za vteřinu (MIPS).
• 40K 16bitových slov programové paměti RAM.
• 24K 16bitových slov datové paměti EEPROM.
• 2 sériová rozhraní SCI.
• Sériové periferní rozhraní SPI.
• 2 synchronní sériová rozhraní ESSI.
Signálový procesor DSP56858 kombinuje výpočetní výkon signálových procesorů
(DSP) a funkcionalitu mikrokontrolérů s velkými možnostmi nastavení a využití
periferií.
Jádro procesoru 56800E založeno na Harvardské architektuře s paralelním zpra-
cování instrukcí umožňuje provádění až šesti operací v instrukčním cyklu. Instrukční
sada procesoru je velice efektivní při použití kompilátorů jazyka C umožňující rychlý
vývoj aplikací.
2.1 Sériové periferní rozhraní SPI
Signálový procesor DSP56858 obsahuje sériové periferní rozhraní SPI (Serial Peri-
pheral Interface). Rozhraní se používá pro synchronní vysokorychlostní komunikaci
mezi řídícím mikroprocesory a ostatními integrovanými obvody (EEPROM, A/D
převodníky, displeje. . .).
Mezi nejdůležitější vlastnosti rozhraní patří:
• Plně duplexní operace.
• Režim Master a Slave.
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• Nezávislé registry pro vysílání a příjem s dvojitým zásobníkem.
• Programovatelná délka přenášeného slova (2 až 16 bitů).
• Programovatelná fáze a polarita hodinového signálu.
• Nastavitelné pořadí vysílaných a přijímaných bitů.
Jedno zařízení musí pracovat v režimu Master, ostatní jako Slave. Rozhraní vy-
užívá tyto signály:
MISO: Master In/Slave Out – slouží jako vstup procesoru nakonfigurovaného
jako Master nebo jako výstup pro Slave.
MOSI: Master Out/Slave In – výstup procesoru v pozici Master nebo jako vstup
procesoru v módu Slave.
SCK: Serial Clock – vstup hodinového signálu pro Slave nebo generovaný hodi-
nový signál, pokud je procesor v režimu Master. Zařízení v režimu Slave tento signál
ignoruje, dokud není aktivován nastavením signálu SS na log. 0.
SS: Slave Select – Tímto signálem zařízení Master vybere zařízení Slave k přenosu
dat (log. 0). Signál musí být nastaven po celou dobu přenosu dat.
2.2 Sériové rozhraní ESSI
Pro přenos PCM vzorků mezi signálovým procesorem a obvodem SLIC bude po-
užito synchronní sériové rozhraní ESSI (Enhanced Synchronous Serial Interface).
Rozhraní ESSI je plně duplexní sériové rozhraní, které je určeno ke komunikaci
s různými druhy sériových zařízení, kodeky, dalšími signálovými procesory, mikro-
procesory a periferními zařízeními. ESSI se skládá z nezávislého vysílače a přijímače
s nezávislým generátorem hodinového kmitočtu a synchronizačního signálu. Hlavní
vlastnosti rozhraní ESSI jsou:
• Asynchronní nebo synchronní vysílač a přijímač s generátory synchronizačního
signálu a generátoru hodinového signálu, které mohou být interní nebo externí.
• Normální režim přenosu používající synchronizační signál.
• Síťový režim dovolující více zařízením sdílet port s až 32 časovými intervaly
(time sloty).
• Mód Gated clock, který nevyžaduje synchronizační signál.
• Programovatelná dělička vnitřního hodinového signálu.
• Programovatelná délka přenášeného slova (8, 10, 12 nebo 16 bitů).
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3 PŘIPOJENÍ KITU OBVODU SLIC KE KITU
SIGNÁLOVÉHO PROCESORU
Cílem diplomové práce je navrhnout propojení vývojového kitu rozhraní účastnic-
kého vedení Si3220EVM [3] s vývojovým kitem signálového procesoru DSP56858EVM
[7] a následně obvod rozhraní pomocí procesoru ovládat.
K řízení obvodu je třeba propojit periferní rozhraní SPI, kterým oba kity dispo-
nují, a připojit PCM rozhraní obvodu SLIC k sériovému rozhraní ESSI0 signálového
procesoru.
3.1 Připojení rozhraní SPI
Sériové periferní rozhraní SPI vývojového kitu procesoru je vyvedeno na konektoru
JG10 a kabelem je propojeno s konektory JS1 a JS2 na vývojovém kitu obvodu SLIC,
kam je vyvedeno rozhraní SPI. Protože na rozhraní SPI není vyvedená zem, je navíc
propojen signál GND na konektoru JS1 se signálem GND signálového procesoru
vyvedeným na konektor rozhraní JTAG (J3).
Vývojové kity Si3220EVM je možno propojit skládáním na sebe – tím budou
obvody řazeny v tzv. Daisy Chain módu (popsáno na straně 14). V tomto případě
bude propojovací kabel připojen k prvnímu (spodnímu) kitu.
Na obrázku 3.1 je schéma zapojení propojovacího kabelu a v tabulce 3.1 zapojení
odpovídajících pinů mezi kitem signálového procesoru a kitem obvodu SLIC.
Tab. 3.1: Propojení konektorů rozhraní SPI.
DSP56858EVM Si3220EVM
Kon. Pin Signál Význam Kon. Pin Signál Význam
JG10 1 SS Slave Select JS1 7 CS Chip Select
JG10 3 MISO Master In/Slave Out JS1 3 SDO Serial Data Output
JG10 5 MOSI Master Out/Slave In JS2 1 SDI Serial Data Input
JG10 7 SCK Serial Clock JS1 5 SCLK Serial Clock
J3 2 GND Ground JS2 4 GND Ground
3.2 Připojení rozhraní PCM
Rozhraní PCM slouží k přenosu hlasových vzorků mezi obvody SLIC nebo mezi
SLIC a signálovým procesorem. Připojení k rozhraní procesoru ESSI0 je nutné pro
generování hodinového signálu PCLK a synchronizačního signálu FSYNC, které
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Obr. 3.1: Propojení kitu procesoru s kitem SLIC.
jsou nezbytné pro správnou funkci obvodu. Datové signály mezi obvodem SLIC
a signálovým procesorem není třeba propojovat, přenos hlasových PCM dat probíhá
pouze mezi obvody SLIC, proto stačí pouze propojit signály pro vysílání a příjem
dat – DTX a DRX. Na rozhraní PCM je navíc vyveden signál RESET, který je
propojen s pinem 4 rozhraní signálového procesoru GPIO D.
Propojení PCM rozhraní na kitu obvodu SLIC a rozhraní ESSI0 signálového
procesoru ukazuje obrázek 3.1 a zapojení pinů na konektorech je v tabulce 3.2.
Tab. 3.2: Propojení konektorů rozhraní ESSI0 a PCM.
DSP56858EVM Si3220EVM
Konektor JG6 Konektor JS5
Pin Signál Význam Pin Signál Význam
5 SCK0 Serial Clock 1 PCLK Input Clock
7 SC02 Serial Frame Sync 7 FS Frame Sync Input
9 PC4 GPIO D 9 RESET Reset
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4 APLIKACE PRO ŘÍZENÍ OBVODU SLIC SIG-
NÁLOVÝM PROCESOREM
V této části práce je popsána testovací aplikace řízení obvodu účastnického roz-
hraní SLIC pomocí signálového procesoru fungující jako jednoduchá lokální telefonní
ústředna. Aplikace je vytvořena ve vývojovém prostředí Freescale CodeWarrior a je
napsána v jazyce C.
Software umožňuje obsluhovat až deset telefonních přístrojů připojených k pěti
obvodům SLIC. Obslužný software disponuje základními funkcemi telefonní ústředny
– při vyvěšení připojeného telefonu generuje do sluchátka oznamovací tón a čeká na
detekci tónové volby (DTMF), která je následně dekódována a volaný přístroj začne
vyzvánět. Při vyvěšení volaného telefonu aplikace vytvoří spojení obou hlasových
kanálů. V případě, že volaný kanál nebude volný, do sluchátka volajícího telefonu
bude generován obsazovací tón.
4.1 Soubory
Blokový diagram na obrázku 4.1 ukazuje strukturu souborů použitých v aplikaci
a jejich funkci.
slic.c
HARDWARESOFTWARE
io.cmain.c
countries.c
SPI rozhraní
ESSI rozhraní
Si3220
registers.h
sram.h
Obr. 4.1: Blokový diagram aplikace.
Soubor io.c (s přidruženým hlavičkovým souborem io.h) obsahuje funkce k inici-
alizaci signálového procesoru s jeho rozhraními a nízkoúrovňové ovladače ke komu-
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nikaci procesoru s obvodem SLIC po rozhraní SPI – zápis a čtení registrů a paměti
RAM.
V souboru slic.c (s přidruženými hlavičkovými soubory slic.h, registers.h, sram.h)
jsou základní datové struktury a funkce k inicializaci obvodu SLIC a základní funkce
telefonní ústředny. Hlavičkové soubory registers.h, sram.h obsahují adresy registrů
a paměti RAM.
Soubor main.c (s přidruženým hlavičkovým souborem main.h) obsahuje hlavní
smyčku programu, fungující jako lokální telefonní ústředna.
V souboru countries.c jsou uloženy hodnoty pro nastavení parametrů oscilátorů
tónových a vyzváněcích generátorů specifické pro jednotlivé země.
4.2 Inicializační funkce a nízkoúrovňové ovladače
K inicializaci signálového procesoru DSP56858, nastavení komunikace a komuni-
kaci po sběrnici SPI slouží několik funkcí v jazyce C, které používají volání funkcí
v assembleru. Funkce jsou obsaženy v souboru io.c.
4.2.1 Nastavení kmitočtu hodinového signálu procesoru
První funkcí je pll init(), která slouží k nastavení kmitočtu hodinového signálu
procesoru DSP56858 na 98,304 MHz při použití externího krystalu s kmitočtem
12,288 Mhz. Nastavení je provedeno registry CGMDB, CGMTOD, CGMCR (popsáno v [5]):
asm void pll init(void)
{
move.w #15, X:CGMDB; // 98,304 MHz
move.w #197, X:CGMTOD;
bfclr #$0001, X:CGMCR; // PDN
bfset #$0002, X:CGMCR; // TOD SEL
bfset #$0800, X:CGMCR;
rts;
}
4.2.2 Inicializace rozhraní
Druhou funkcí, která je také volaná v assembleru, je io init(). Funkce slouží k ini-
cializaci a nastavení režimů rozhraní procesoru:
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asm void io init(void)
{
bfclr #$0020, X:SPSCR; // SPI disable
bfclr #$0010, X:ESSI0 SCR2; // ESSI disable
move.w #$A1C0, X:SPSCR; // SPI 768 kHz
move.w #$000F, X:SPDSCR; // SPI 16bit
bfset #$108A, X:ESSI0 SCR2; // ESSI syn, network
bfset #$8000, X:ESSI0 SCR3; // DIV4DIS disable
bfset #$0030, X:ESSI0 SCR4; // Clock out, SC2 out
bfset #$0F0E, X:ESSI0 STXCR; // 16 TS, 1024 kHz
bfclr #$0010, X:GPIO C PER; // GPIO C pin4 - Reset
bfset #$0010, X:GPIO C DDR; // GPIO C output
bfclr #$0008, X:GPIO F PER; // GPIO F pin3 - CS
bfset #$0008, X:GPIO F DDR; // GPIO F output
bfclr #$0010, X:GPIO C DR; // Reset -> 0
bfset #$0008, X:GPIO F DR; // CS -> 1
bfset #$0010, X:ESSI0 SCR2; // ESSI enable
bfset #$0020, X:SPSCR; // SPI enable
rts
}
Rozhraní SPI, sloužící jako řídicí rozhraní, je řízené registry procesoru SPSCR
a SPDSCR (popsáno v [5]). Před samotným nastavením registrů je rozhraní deak-
tivováno, poté je rozhraní nastaveno – procesor pracuje v režimu Master, obvod
účastnického rozhraní jako Slave, počet vysílaných a přijímaných bitů je nastaven
na 16 a data jsou vysílána a přijímána při náběžné hraně hodinového signálu o kmi-
točtu 768 kHz.
Sériové rozhraní ESSI slouží k přenosu PCM vzorků mezi obvody SLIC. Před na-
stavením je rozhraní rovněž deaktivováno a poté podle [5] nastaveno pomocí registrů
ESSI0 SCR2, ESSI0 SCR3, ESSI0 SCR4 a ESSI0 STXCR. Rozhraní pracuje v synchron-
ním síťovém módu s kmitočtem hodinového signálu 1,024 MHz, s krátkým synchro-
nizačním impulsem a používá 16 osmibitových časových intervalů (timeslotů) pro
přenos dat.
Dále je nastaven pin 4 portu C (připojen ke vstupu Reset obvodu SLIC) a pin 3
portu F (připojen ke vstupu CS obvodu SLIC) jako výstup rozhraní GPIO.
Nakonec jsou rozhraní SPI a ESSI spuštěna.
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4.2.3 Komunikace přes rozhraní SPI
Třetí funkcí, která je také volaná v assembleru, je byteToSpi(unsigned short).
Ta slouží k samotnému vysílání a příjmu dat. Proměnná v parametru funkce je
v assembleru předaná v registru Y0. Po kontrole bitu SPTE v registru SPSCR (buffer
pro vysílaná data je prázdný) je všech 16 bitů z tohoto registru vysláno po rozhraní
SPI. Při naplnění přijímacího bufferu (bit SPRF v registru SPSCR nastaven na log. 1)
jsou přijatá data uložena zpět do registru Y0, který je vrácen jako návratová hodnota
funkce:
asm unsigned short byteToSpi(unsigned short)
{
loop1:
bftsth #$0001, X:SPSCR; // test SPTE
bcc loop1
bfclr #$0008,X:GPIO F DR; // CS -> 0
move.w Y0, X:SPDTR; // data write
loop2:
bftsth #$0008, X:SPSCR; // test SPRF
bcc loop2
move.w X:SPDRR, Y0; // data read
bfset #$0008, X:GPIO F DR; // CS -> 1
rep #60; // delay
nop;
rts;
}
4.2.4 Zápis a čtení registrů
Funkce writeReg() a readReg() jsou určeny ke čtení a zápisu dat z a do registru.
Funkce writeReg() má jako parametr tři hodnoty – číslo kanálu obvodu SLIC (cid),
adresu registru a data. Po sběrnici SPI se pomocí funkce byteToSpi() vysílají dvě
16bitová slova. Prvních 8 bitů je řídicí slovo dané logickým součtem proměnné cid
a hodnoty 0x20 (kterou je určen zápis do registru), dalších 8 bitů určuje adresu
registru. Druhé 16bitové slovo obsahuje v prvních osmi bitech data určená k zápisu
do registru. Funkce readReg() pracuje podobně, liší se v hodnotě řídicího slova
(0x60 určuje zápis do registru) a navíc vrací přečtená data – návratovou hodnotu
posledního bytu funkce byteToSpi().
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void writeReg(unsigned char cid,unsigned char addr,unsigned char data)
{
byteToSpi(((cid | 0x20)<<8) | (addr)); // control, address
byteToSpi(data<<8); // data
}
unsigned char readReg(unsigned char cid,unsigned char addr)
{
byteToSpi(((cid | 0x60)<<8) | addr); // control, address
return (byteToSpi(0) & 0xFF); // return data
}
4.2.5 Zápis a čtení paměti RAM
Funkce writeRam() a readRam() vychází z funkcí pro čtení a zápis registru. Funkce
se liší v hodnotách řídícího slova (0x00 pro čtení a 0x40 pro zápis RAM) a ve
velikosti datového slova (zde 16 bitů). Obě funkce navíc před datovým přenosem
testuje registr RAMSTAT obvodu SLIC, který určuje, zda je možno zapisovat do paměti
RAM.
void writeRam(unsigned char cid,unsigned char addr,unsigned short data)
{
while (readReg (cid, RAMSTAT) & 0x01); // test RAM status
byteToSpi((cid<<8) | (addr)); // control, address
byteToSpi(data<<8); // data
}
unsigned short readRam(unsigned char cid,unsigned char addr)
{
while (readReg (cid, RAMSTAT) & 0x01); // test RAM status
byteToSpi(((cid | 0x40)<<8) | addr); // control, address
return byteToSpi (0); // return data
}
4.3 Základní funkce lokální telefonní ústředny
Soubor slic.c obsahuje základní datové struktury a funkce k inicializaci obvodu SLIC
a základní funkce telefonní ústředny – nastavení účastnického vedení, generování vy-
zvánění a tónu sluchátka, detekce a dekódování DTMF signálů a funkce pro spojení
dvou účastníků.
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4.3.1 Funkce pro nastavení účastnického vedení
Pro nastavení linky účastnického vedení slouží několik funkcí, které využívají registr
LINEFEED (viz část 1.4.4). Všechny funkce mají jediný parametr – cid, který určuje
adresu obvodu SLIC.
První funkce goOpen(cid) nastaví rozhraní LINEFFED do stavu vysoké impe-
dance (používá se např. při kalibraci obvodu SLIC):
void goOpen(unsigned char cid)
{
writeReg(cid, LINEFEED, OPEN); // set LINEFEED to OPEN
sleep(100);
}
Funkce goActive(cid) nastaví účastnické vedení do aktivního stavu (všechny
běžné operace):
void goActive(unsigned char cid)
{
writeReg(cid, LINEFEED, FORWARD ACTIVE); // set to ACTIVE
sleep(100);
}
Ke spušťení generování vyzvánění do připojeného telefonního přístroje slouží
funkce activateRinging(cid). Před samotným nastavením účastnického vedení
jsou funkcí initializeRinging(cid) nastaveny oscilátory generátoru vyzvánění
(popsáno v části 4.3.4):
void activateRinging(unsigned char cid)
{
initializeRinging(cid);
writeReg(cid, LINEFEED, RING);
}
Funkce getLoopStatus(cid) vrací stav účastnického vedení: „zavěšenoÿ (0)
nebo „vyvěšenoÿ (1). Stav linky určuje bit LCR v registru LCRRTP:
unsigned char getLoopStatus(unsigned char cid)
{
return readReg(cid, LCRRTP)&1; // return offhook or onhook
}
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4.3.2 Funkce pro inicializaci obvodu SLIC
K inicializaci každého kanálu obvodu SLIC slouží funkce channelInit(cid) s pa-
rametrem cid, určujícím adresu obvodu SLIC:
void channelInit(unsigned char cid)
{
waitForChannel(cid);
goOpen(cid); // SLIC in open state
initializeSRAM(cid); // initialize RAM
initializeReg(cid); // initialize registers
//initial timeslots
writeReg(cid, RXSTLO, (unsigned char) (cid*8 & 0x00FF));
writeReg(cid, TXSTLO, (unsigned char) (cid*8 & 0x00FF));
writeReg(cid, CALR2,0x38); // initial calibration
writeReg(cid, CALR1,0xBF);
while(readReg(cid, CALR1)); // wait for calibration
sleep(100); // wait 100 ms
goOpen(cid);
unlock lock protectedRegister(cid);
writeReg(cid, THERM,0x05);
unlock lock protectedRegister(cid);
sleep(100);
goActive(cid);
sleep(10); // wait 10 ms
writeRam(cid, VOC, 0); // phone discharge
writeRam(cid, VCM,0);
//wait for phone discharge.
while ((readRam(cid, VTIP)!=0) || (readRam(cid, VRING)!=0));
goOpen(cid); // final calibration
writeRam(cid, VOC,initVOC);
writeRam(cid, VCM,initVCM);
//Longitudial Calibration
writeReg(cid, CALR2,0x07);
writeReg(cid, CALR1,0x80);
while(readReg(cid, CALR1)); // wait for calibration
sleep(50); // wait 50 ms
goActive(cid);
}
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Na počátku inicializace je volána funkce waitForChannel(cid), která čeká, až
bude obvod SLIC detekovat správný poměr kmitočtu hodinového kmitočtu PCLK
a kmitočtu synchronizačního impulsu signálu FSYNC na rozhraní PCM. Poměr
PCLK a FSYNC musí být stálý a násobkem osmi:
void waitForChannel(unsigned char cid)
{
while ((readReg(cid, MSTRSTAT) 0x001C) != 0x001C);
}
Následně jsou jsou volány funkce initializeSRAM(cid) a initializeReg(cid)
které zapíší do registrů a paměti RAM počáteční hodnoty proudových limitů, na-
pětí naprázdno a impedanční koeficienty rozhraní LINEFEED pro telefonní přístroj
s impedancí 600 Ω. Tyto hodnoty jsou uloženy v polích initSram[ ] a initReg[ ][ ]
a jsou převzaty z [2]:
void initializeSRAM(unsigned char cid)
{
unsigned char i;
unsigned short ramTemp;
for (i=0;i<LASTSRAM;i++)
{
if (initSram[i] != 0)
writeRam (cid, i, initSram[i]);
}
}
void initalizeReg(void) {
unsigned char i=0;
while (initReg[i][0])
{
writeReg (initReg[i][0], initReg[i][1]);
i++;
}
}
Dále je nastaveno počáteční číslo časového intervalu (timeslotu) pro vysílání
a příjem PCM dat registry TXSTLO a RXSTLO. Časový interval pro příjem zůstane
stejný, pro vysílání se bude měnit při vytvoření spojení s dalším kanálem.
Nakonec je provedena kalibrace obvodu SLIC s využitím registrů CALR1 a CALR2.
Postup kalibrace je popsán v [2].
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4.3.3 Generování vyzvánění
Funkce initializeRinging(cid), kterou vyžívá funkce activateRinging(cid),
je určena k nastavení koeficientů oscilátorů generátoru vyzvánění.
Proměnná ringTones[ ] je pole struktur typu oscillator, ve kterém jsou ulo-
ženy koeficienty specifické pro národní nastavení jednotlivých zemí. Datový typ
oscillator je struktura obsahující kmitočet, amplitudu, počáteční fázi signálu
a dvojici bytů určujících dobu trvání jednotlivých zvonění a dobu prodlev mezi
zvoněními (v České republice je to 1 a 4 vteřiny). Hodnoty v poli RingTone[ ] jsou
brány ze souboru countries.c, který je převzat z testovací aplikace pro řízení obvodu
SLIC z PC [4].
void initializeRinging(unsigned char cid)
{
disableOscillators(cid);
// Active Timer
writeReg(cid, RINGTALO, ringTones[COUNTRY].on low byte);
writeReg(cid, RINGTAHI, ringTones[COUNTRY].on hi byte);
// Inactive Timer
writeReg(cid, RINGTILO, ringTones[COUNTRY].off low byte);
writeReg(cid, RINGTIHI, ringTones[COUNTRY].off hi byte);
// Enable timers
writeReg(cid, RINGCON, 0x18);
}
4.3.4 Generování tónů
Ke generování tónů do sluchátka připojeného telefonního přístroje jsou určeny ná-
sledující funkce:
genBusyTone(cid) – generuje obsazovací tón,
genRingTone(cid) – generuje vyzváněcí tón,
genDialTone(cid) – generuje oznamovací tón.
Zde je zobrazena struktura funkce genBusyTone(cid), ostatní funkce se liší
pouze ve druhém parametru předávaném funkci genTone(cid, tone), který udává
typ generovaného tónu:
void genBusyTone(unsigned char cid)
{
genTone(cid, tones[COUNTRY][BUSYtype]);
}
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Dvourozměrné pole tones[ ][ ] typu tone struct obsahuje koeficienty oscilá-
torů pro různé národní normy. Datový typ tone struct je struktura složená ze dvou
datových typů oscillator.
Funkce genTone(cid, tone) obstarává samotné nastavení a spuštění obou os-
cilátorů generátoru tónů. Podle parametrů předaných funkci je nastaven kmitočet,
amplituda, počáteční fáze signálu a čas aktivity a nečinnosti obou oscilátorů. Nako-
nec je generování tónu aktivováno registry OCON a OMODE:
void genTone(unsigned char cid, tone struct tone)
{
unsigned char oConTemp, oModeTemp;
disableOscillators(cid);
// Setup OSC 1
writeRam(cid, OSC1FREQ, tone.osc1.coeff);
writeRam(cid, OSC1AMP, tone.osc1.x);
writeRam(cid, OSC1PHAS, tone.osc1.y);
oConTemp = 0x70;
oModeTemp = 0x20;
// Active Timer
writeReg(cid, O1TALO, tone.osc1.on low byte);
writeReg(cid, O1TAHI, tone.osc1.on hi byte);
// Inactive Timer
writeReg(cid, O1TILO, tone.osc1.off low byte);
writeReg(cid, O1TIHI, tone.osc1.off hi byte);
if (tone.osc2.coeff != 0) {
// Setup OSC 2
writeRam(cid, OSC2FREQ, tone.osc2.coeff);
writeRam(cid, OSC2AMP, tone.osc2.x);
writeRam(cid, OSC2PHAS, tone.osc2.y);
oConTemp |= 0x7;
oModeTemp |= 0x2;
// Active Timer
writeReg(cid, O2TALO, tone.osc2.on low byte);
writeReg(cid, O2TAHI, tone.osc2.on hi byte);
// Inactive Timer
writeReg(cid, O2TILO, tone.osc2.off low byte);
writeReg(cid, O2TIHI, tone.osc2.off hi byte);
}
writeReg(cid, OCON, oConTemp);
writeReg(cid, OMODE, oModeTemp);
}
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4.3.5 Detekce a dekódování tónů DTMF
Detekci tónové volby zajišťuje funkce getDTMFstatus(cid), která vrací hodnotu 1,
je-li nastaven bit VALTONE v registru TONDTMF na log. 1. Tento bit je nastaven při
rozpoznání tónové volby obvodem SLIC:
unsigned char getDTMFstatus(unsigned char cid)
{
return readReg(cid, DTMF) & 0x10;
}
Následné určení číslice z DTMF tónu obstarává funkce getDTMFdigit(cid),
která vrací dekódovanou hodnotu získanou z bitů DTMFDIGIT[3:0] v registru TONDTMF:
unsigned char getDTMFdigit(unsigned char cid)
{
return readReg(cid, DTMF) & 0x0f;
}
4.3.6 Sestavení a zrušení spojení dvou účastníků
K sestavení spojení dvou hlasových kanálů slouží funkce makeConnection(cid1,
cid2) se dvěma parametry – s čísly kanálů, mezi kterými má být sestaveno spojení.
Funkce mění časový interval pro vysílání PCM dat obou kanálů na číslo druhého
kanálu. Časový interval pro příjem PCM dat se nemění a odpovídá číslu kanálu.
Nakonec je nastaven bit PCMEN registru PCMMODE – spuštěním rozhraní PCM
dojde k přímému propojení hlasových kanálů.
void makeConnection(unsigned char cid1, unsigned char cid2)
{
unsigned char timeslot1, timeslot2;
timeslot1=cid1*8;
timeslot2=cid2*8;
disableOscillators(cid1);
disableOscillators(cid2);
writeReg(cid1, TXSTLO, timeslot2);
disableOscillators(cid1);
writeReg(cid1, PCMMODE, 0x10);
writeReg(cid2, TXSTLO, timeslot1);
disableOscillators(cid2);
writeReg(cid2, PCMMODE, 0x10);
}
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Ke zrušení spojení je určena funkce breakConnection(cid1, cid2), která vy-
pne rozhraní PCM a nastaví vysílací a přijímací časové intervaly na nulu:
void breakConnection(unsigned char cid1, unsigned char cid2)
{
writeReg(cid1, PCMMODE, 0);
writeReg(cid1, TXSTLO, 0;
writeReg(cid2, PCMMODE, 0);
writeReg(cid2, TXSTLO, 0;
}
4.4 Lokální telefonní ústředna
V této kapitole je popsána testovací aplikace fungující jako jednoduchá lokální tele-
fonní ústředna umožňující obsluhovat až deset telefonních přístrojů.
Hlavní smyčka programu obsluhuje postupně všech deset kanálů. Pro každý ka-
nál je vytvořena datová struktura obsahující stav, ve kterém se tento kanál právě
nachází, číslo kanálu, se kterým je případně navázáno spojení, a počet zvonění (po-
užito pro omezení doby vyzvánění):
typedef struct {
enum {INACTIVE, ONHOOK, OFFHOOK, RINGBACK, RINGING, DTMF,
CONNECTED, WAITFORONHOOK} state;
unsigned char connectionWith;
unsigned char ringCount;
} channelStruct;
Po spuštění aplikace jsou volány výše popsané funkce pll init() a io init()
k inicializaci signálového procesoru a jeho sériových rozhraní. Poté je v cyklu tes-
tována přítomnost jednotlivých obvodů SLIC – aplikace se pokouší na každém ka-
nálu získat ID obvodu. V případě odpovědi ID s hodnotou „7ÿ, která značí obvod
Si3220 revize G, je tento kanál obvodu pomocí funkce channelInit(cid) iniciali-
zován a zkalibrován a jeho status je nastaven na hodnotu ONHOOK (zavěšeno). Při
spuštění aplikace musí být všechny připojené telefonní přístroje zavěšeny, aby došlo
ke správné počáteční kalibraci obvodu. V případě žádné nebo jiné odpovědi je stav
kanálu nastaven na hodnotu INACTIVE:
49
for (cid=0; cid<CHANNELS; cid++)
{
if (readReg(cid,ID) == 7)
{
channelInit(cid);
channel[cid].state = ONHOOK;
}
else
channel[cid].state = INACTIVE;
}
Nakonec následuje hlavní smyčka programu, kde aplikace na základě aktuálního
stavu kanálu testuje stavové registry obvodu SLIC (např. vyvěšení nebo zavěšení
přístroje, detekce tónové volby. . .) a podle zjištěných událostí mění stavy kanálu.
Stavy a přechody aplikace ukazuje obr. 4.2
OFFHOOK
RINGING
ONHOOK
WAITFORONHOOK CONNECTED
RINGBACK
DTMF
BUSY
Obr. 4.2: Stavový diagram aplikace.
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4.4.1 Stavy kanálů obvodu SLIC
INACTIVE
Pokud je kanál ve stavu INACTIVE, není tento kanál aplikací dále obsluhován.
ONHOOK
Ve stavu ONHOOK (zavěšeno) aplikace testuje pouze stav účastnického vedení pomocí
funkce getLoopStatus(cid). V případě vyvěšení telefonu (getLoopStatus(cid)
vrátí hodnotu 1) je volána funkce genDialTone(cid) – do sluchátka je generován
oznamovací tón a stav kanálu je změněn na OFFHOOK
OFFHOOK
Ve stavu OFFHOOK (vyvěšeno) je pomocí funkce getDTMFstatus(cid) kontrolována
přítomnost tónové volby. Pokud je detekována je změněn stav na DTMF. Při zavěšení
sluchátka je zastaven generátor tónů a nastaven stav ONHOOK.
DTMF
Po detekování tónové volby je funkcí getDTMFdigit(cid) získáno číslo volaného
účastníka odpovídající kanálu, se kterým má být vytvořeno spojení. To je uloženo
do položky struktury kanálu channel[cid].connectionWith.
Aplikace testuje, zda je volaný kanál ve stavu ONHOOK (zavěšeno) a v případě,
že ano, je uloženo číslo volajícího kanálu do položky struktury volaného kanálu
channel[cid].connectionWith. Zároveň je do sluchátka volajícího generován vy-
zvánění tón, jeho stav je nastaven na RINGBACK a na volaném kanálu je spuštěn
generátor vyzvánění a změněn stav na RINGING.
Pokud není volaný kanál volný, je do sluchátka generován obsazovací tón a změ-
něn stav na WAITFORONHOOK (aplikace čeká na zavěšení sluchátka):
channel[cid].connectionWith = getDTMFdigit(cid);
if (channel[channel[cid].connectionWith].state == ONHOOK)
{
channel[channel[cid].connectionWith].connectionWith = cid;
genRingTone(cid);
channel[cid].state = RINGBACK;
activateRinging(channel[cid].connectionWith);
channel[channel[cid].connectionWith].state = RINGING;
}
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else
{
genBusyTone(cid);
channel[cid].state = WAITFORONHOOK;
}
RINGBACK
Ve stavu RINGBACK aplikace testuje stav účastnického vedení. Při detekováno zavě-
šení sluchátka je změněn stav kanálu na ONHOOK a na volaném kanálu je zastaven
generátor vyzvánění.
Aplikace také testuje počet zvonění – pokud překročena přednastavená hodnota,
je vygenerován obsazovací tón, změněn stav na WAITFORONHOOK a na volaném kanálu
je zastaven generátor vyzvánění.
RINGING
Ve stavu RINGING aplikace čeká na zvednutí sluchátka aktuálního kanálu a v případě,
že se tak stane, je funkcí makeConnection(cid1, cid2) sestaveno hlasové spojení
s volajícím kanálem a stav obou kanálu je změněn na CONNECTED.
CONNECTED
V tomto stavu jsou spojeny hlasové kanály a aplikace pouze testuje zavěšení slu-
chátka. Pokud dojde k zavěšení, je funkcí breakConnection(cid1, cid2) zrušeno
spojení kanálů a nastaven stav obou kanálů na ONHOOK.
WAITFORONHOOK
Ve stavu WAITFORONHOOK aplikace generuje obsazovací tón do telefonního sluchátka
a pouze čeká na zavěšení sluchátka. Po zavěšení sluchátka jsou zastaveny oscilátory
a stav kanálu je změněn na ONHOOK (zavěšeno).
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5 ZÁVĚR
Cílem diplomové práce je seznámení se s vývojovým kitem obvodu rozhraní účastnic-
kého vedení Si3220, navržení propojení tohoto kitu s vývojovým kitem signálového
procesoru DSP56858 a implementace testovací aplikace, která umožní vývojový kit
využít jako malou lokální telefonní ústřednu.
V první kapitole diplomové práce je popsán obvod rozhraní účastnického vedení
Si3220. Jsou zde uvedeny jeho parametry, vlastnosti, popis činnosti, sériová komuni-
kace a nejdůležitější registry obvodu. Obvod rozhraní účastnického vedení poskytuje
rozhraní mezi telefonní analogovou linkou účastníka a přístupovou telekomunikační
sítí. Obvod je určen k obsluze účastnického vedení, generuje a rozpoznává signály
DTMF, disponuje tónovým a vyzváněcím generátorem a je vybaven kodekem k pře-
vodu digitálních dat na analogová a zpět.
Druhá kapitola je věnována signálovému procesoru DSP56858 firmy Freescale
a jeho sériovým rozhraním SPI a ESSI, které budou použity ke komunikaci a ří-
zení obvodu účastnického rozhraní SLIC. Rozhraní SPI je čtyřvodičové řídicí sériové
rozhraní určené k ovládání obvodu SLIC mikrokontroléry. Rozhraní PCM slouží
k přenosu hlasových PCM vzorků mezi obvody SLIC nebo mezi SLIC a signálovým
procesorem.
Ve třetí kapitole jsou popsány požadavky na fyzické propojení obou vývojových
kitů a realizace propojovacího kabelu.
V poslední kapitole je popsána testovací aplikace realizující malou pobočkovou
ústřednu. Software umožňuje obsluhovat až deset telefonních přístrojů připojených
k pěti obvodům SLIC. Obslužný software disponuje základními funkcemi telefonní
ústředny – při vyvěšení připojeného telefonu generuje do sluchátka oznamovací tón
a čeká na detekci tónové volby (DTMF), která je následně dekódována a volaný
přístroj začne vyzvánět. Při vyvěšení volaného telefonu aplikace vytvoří spojení obou
hlasových kanálů. V případě, že volaný kanál nebude volný, do sluchátka volajícího
telefonu bude generován obsazovací tón.
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SEZNAM SYMBOLŮ, VELIČIN A ZKRATEK
DSP digitální signálový procesor – Digital Signal Processor
SLIC obvod rozhraní účastnického vedení – Subscriber Line Interface Circuit
RAM paměť s libovolným (náhodným) přístupem - Random-access Memory
DTMF dvoufrekvenční tón používaný pro tónovou volbu – Dual-tone
Multi-frequency
PBX lokální (pobočková) telefonní ústředna – Private Branch Exchange
PCM pulzně kódová modulace – Pulse-code Modulation
SPI sériové periferní rozhraní – Serial Peripheral Interface Bus
ESSI rozšířené synchronní sériové rozhraní – Enhanced Synchronous Serial
Interface
GCI univerzální rozhraní obvodu – General Circuit Interface
PLL smyčka fázového závěsu – Phase-locked Loop
DFT diskrétní Fourierova transformace – Discrete Fourier Transform
FFT rychlá Fourierova transformace – Fast Fourier Transform
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