I Modelli Organizzativi Agile Scalati: il caso Tagetik Software by PENCO, MARCO
		
DIPARTIMENTO	DI	INGEGNERIA	DELL’ENERGIA,	DEI	SISTEMI,		
DEL	TERRITORIO	E	DELLE	COSTRUZIONI	
	
RELAZIONE	PER	IL	CONSEGUIMENTO	DELLA	
	LAUREA	MAGISTRALE	IN	INGEGNERIA	GESTIONALE	
	
	
I	Modelli	Organizzativi	Agile	Scalati:	il	caso	Tagetik	
Software		
	
	
	
	
RELATORI	 IL	CANDIDATO	
Prof.	Ing.	Gionata	Carmignani	 Marco	Penco	
Dipartimento	di	Ingegneria	dell’Energia,																																																														penco.marco1@gmail.com		
dei	Sistemi,	del	Territorio	e	delle	Costruzioni	
	
	
	
Sessione	di	Laurea	del	20/07/2016	
Anno	Accademico	2015/2016	
																																																																													Consultazione	consentita	
																																																						I	Modelli	Organizzativi	Agile	Scalati:	il	caso	Tagetik	Software	 	
Marco	Penco	
	
2	
	 	
																																																						I	Modelli	Organizzativi	Agile	Scalati:	il	caso	Tagetik	Software	 	
Marco	Penco	
	
3	
I	Modelli	Organizzativi	Agile	Scalati:	il	caso	Tagetik	Software	
Marco	Penco	
	
Sommario:	
Questa	tesi	di	laurea	è	frutto	di	due	tipi	di	attività:	una	ricerca	ed	analisi	di	pubblicazioni	
accademiche,	focalizzata	sui	modelli	organizzativi	utilizzati	delle	aziende	produttrici	di	
software;	ed	un	periodo	di	tirocinio	presso	Tagetik	Software	s.r.l.	
L’industria	del	software	è	caratterizzata	da	una	sempre	maggiore	rapidità	nei	cambiamenti	
dei	requisiti	degli	utenti:	la	velocità	di	risposta	rappresenta	un	fattore	determinante	per	il	
successo	delle	organizzazioni,	in	questa	direzione	i	modelli	organizzativi	Agile	hanno	
dimostrato	di	conseguire	degli	ottimi	risultati.	I	modelli	Agile	nascono	e	si	sviluppano	in	
contesti	organizzativi	di	medio-piccole	dimensioni,	ma	è	sempre	maggiore	il	numero	di	
organizzazioni	di	grandi	dimensioni	che	cerca	di	adattarli	al	proprio	contesto	per	ottenerne	i	
benefici.	Scopo	della	tesi	è	studiare	l’applicazione,	attraverso	l’utilizzo	di	modelli	specifici,	
delle	metodologie	Agile	in	organizzazioni	di	grandi	dimensioni,	determinando	le	attività	
necessarie	per	la	transizione	a	questi	modelli.		
Il	caso	di	studio	presso	Tagetik	Software,	multinazionale	operante	nel	segmento	dei	software	
CPM,	analizza	le	attività	di	una	transizione	da	un	modello	tradizionale	di	tipo	Waterfall	ad	
uno	Agile	scalato,	cambiamento	di	grossa	entità,	riguardante	il	lavoro	di	ottanta	
programmatori	e	la	creazione	di	nuovi	ruoli	manageriali.	
	
Abstract:	
This	thesis	is	the	result	of	two	types	of	work:	an	activity	of	research	and	analysis	of	academic	
papers,	focused	on	the	organizational	models	used	by	the	software	companies;	and	a	period	
of	apprenticeship	at	Tagetik	Software.	
The	software	industry	is	characterized	by	increasingly	rapid	changes	in	the	user	
requirements:	the	speed	of	response	is	a	determining	factor	for	the	success	of	organizations,	
for	this	purpose	the	Agile	organizational	models	have	demonstrated	to	achieve	excellent	
results.	Agile	models	have	been	created,	and	are	well	suited,	in	the	contexts	of	small-
medium	size	organizations,	but	it	is	increasing	the	number	of	large	organizations	trying	to	
apply	them	in	order	to	obtain	the	same	benefits.	The	aim	of	this	thesis	is	to	study	the	
application,	through	the	use	of	specific	models,	of	the	Agile	methodologies	in	large	
organizations,	and	to	determine	the	activities	necessary	for	the	transition	to	these	models.	
The	case	study	at	Tagetik	Software,	a	multinational	company	operating	in	the	CPM	software	
segment,	analyzes	the	activities	of	a	transition	from	a	traditional	Waterfall	model	to	a	Scaled	
Agile	one,	a	large	transition	interesting	the	work	of	eighty	programmers	and	the	creation	of	
specific	managerial	roles.	
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Struttura	della	tesi	
	
Questo	lavoro	di	tesi	è	diviso	in	tre	capitoli:	nel	primo	vengono	descritti	il	contesto,	
l’approccio	tradizionale	allo	sviluppo	dei	software	e	lo	stato	delle	principali	metodologie	
Agile;	nel	secondo	capitolo	viene	affrontato	il	problema	dell’applicazione	dei	modelli	Agile	in	
organizzazioni	di	grosse	dimensioni	ed	analizzate	le	soluzioni	sviluppate,	con	particolare	
attenzione	al	framework	SAFe;	nel	terzo	capitolo	si	presenta	il	caso	di	studio	della	
transizione	da	una	struttura	organizzativa	Waterfall	ad	una	Agile	presso	Tagetik	Software.	
	
	
	
Figura	1.0:	Struttura	della	tesi	
	
	
1)	Analisi	del	contesto,		
metodologie	tradizionali	e	
modelli	Agile
2)	Problema	di	applicazione	
dei	modelli	Agile	in grandi	
organizzazioni,	le	nuove	
soluzioni	emerse
3)	Caso	di	studio:
transizione	da	Waterfall	ad	
Agile	in	Tagetik
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1. 	Introduzione	
1.1. Contesto	generale	
	
L’industria	dei	sistemi	software	è	caratterizzata	da	due	fattori	in	costante	crescita,	la	velocità	
di	variazione	dei	requisiti	degli	utilizzatori	e	la	complessità	dei	software,	questi	elementi	
rendono	i	sistemi	software	sempre	più	fragili	e	difficili	da	mantenere,	le	imprese	per	
sopravvivere	devono	essere	in	grado	di	rispondere	in	maniera	flessibile	ai	cambiamenti	
richiesti	dal	mercato	(Leffinwell,	2011).	
Per	“metodologie	Agile”	si	intende	un	insieme	di	modelli	organizzativi,	basati	su	principi,	
ruoli	e	pratiche,	sviluppati	nel	settore	dell’Information	Technology	per	gestire	la	produzione	
di	software.	Le	metodologie,	inizialmente	chiamate	Lightweight	Methods,	si	sono	sviluppate	
e	diffuse	a	partire	dagli	anni	’90	come	reazione	ad	approcci	più	“pesanti”	quali	il	metodo	
tradizionale	Waterfall	(Weinberg,	2003).	
Nel	febbraio	2001	diciassette	sviluppatori,	tra	cui	persone	di	spicco	e	guru	dell’informatica,	si	
riunirono	per	discutere	dei	limiti	degli	approcci	tradizionali,	valutare	le	nuove	pratiche	e	
metodologie	emerse	ed	esplorare	modi	più	efficaci	per	produrre	software,	il	risultato	di	
questo	meeting	fu	il	Manifesto	Agile,	documento	di	riferimento	per	gli	approcci	Lean-Agile	
alla	produzione	software.	Il	Manifesto	definisce	dei	principi,	dei	valori	guida	e	degli	obiettivi	
per	le	organizzazioni,	ma	non	specifica	i	comportamenti	necessari	per	raggiungerli,	per	
questo	negli	anni	si	sono	sviluppate	metodologie	diverse	identificabili	come	Agile	in	quanto	
conformi	ai	principi	del	Manifesto.		
Sono	stati	condotti	numerosi	studi	che	hanno	dimostrato	come	le	metodologie	Agile	
riescano	a	ottenere	ottimi	risultati	in	ambienti	fortemente	dinamici	come	quello	dell’IT,	
aiutando	i	team	di	sviluppo	a	rispondere	rapidamente	al	cambiamento	e	ad	aumentare	
costantemente	il	valore	del	business	(Suprika	V.	Shrivastava,	2008;	Urvashi	Rathod).	Le	
metodologie	Agile	hanno	ottenuto	un	elevato	grado	di	diffusione	nell’industria	dei	software	
(Deemer,	2010;	Nishijima	and	Dos	Santos,	2013).	Confrontate	con	i	metodi	tradizionali	di	
sviluppo	software	queste	metodologie	presentano	vantaggi	in	termini	di	minor	Time	to	
Market,	aumento	della	produttività	delle	persone,	maggior	allineamento	del	prodotto	ai	
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requisiti	del	mercato	ed	aumento	della	flessibilità	(Jyothi	and	Rai,	2011;	Nishijima	and	Dos	
Santos,	2013;	Qumer	and	Henderson-Sellers,	2006).	Inoltre	le	metodologie	Agile	si	sono	
dimostrate	valide	opzioni	per	aumentare	la	qualità	del	software,	allineare	il	software	alle	
strategie	di	business	ed	aumentare	il	controllo	sul	budget	dello	sviluppo	(De	Avezado	Santos,	
2011;	Glaiel,	2013;	Nerur,	2005).	
Essere	agili	significa	essere	capaci	di	adattarsi	rapidamente	al	cambiamento,	atteso	o	
inatteso,	in	un	ambiente	dinamico,	mantenendo	una	struttura	semplice,	orientata	al	
risultato	economico,	applicando	una	strategia	basata	su	iterazioni	brevi	(Qumer	and	
Henderson-Sellers,	2006).	
Le	metodologie	Agile	ben	definiscono	le	strutture	ed	i	comportamenti	per	i	team	di	sviluppo,	
senza	occuparsi	però	dei	livelli	gerarchici	superiori,	lasciando	indefinito	il	problema	di	
organizzare	il	lavoro	complessivo	e	le	relazioni	tra	i	team	nel	caso	di	presenza	di	un	notevole	
numero	di	team	di	sviluppo.	L’evoluzione	attuale	dei	modelli	riguarda	l’applicazione	in	
contesti	organizzativi	di	grandi	dimensioni,	in	reparti	sviluppo	composti	da	centinaia	di	
programmatori.	È	infatti	in	costante	aumento	il	numero	di	grandi	organizzazioni	passate	ad	
un	approccio	Agile	per	aumentare	la	flessibilità	e	la	velocità	di	risposta	alle	variazioni	
richieste	dal	mercato.		
Una	serie	di	strategie	e	modelli	si	sono	sviluppati	per	risolvere	il	problema	di	adattare	le	
pratiche	Agile	in	grandi	contesti,	tra	questi	SAFe,	acronimo	per	Scaled	Agile	Framework	è	
quello	con	maggior	grado	diffusione.	In	questo	lavoro	ne	verrà	approfondito	il	
funzionamento	ed	analizzato	il	caso	di	implementazione	in	un’organizzazione	di	grosse	
dimensioni	come	Tagetik	Software,	che	conta	più	di	80	programmatori.	
	
	
1.2. Metodologia	di	sviluppo	Waterfall	
	
La	metodologia	di	sviluppo	del	software	di	tipo	Waterfall,	in	italiano	Modello	a	Cascata,	
rappresenta	l’approccio	più	tradizionale	allo	sviluppo.	Essa	prevede	che	il	processo	
complessivo	di	sviluppo	sia	scomposto	in	fasi	sequenziali,	che	in	ciascuna	fase	sia	rilasciata	
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della	documentazione	e	che	non	si	possa	passare	alla	fase	successiva	finché	non	siano	state	
svolte	tutte	le	verifiche	ed	un	riesame,	comprendente	il	riesame	della	documentazione,	della	
fase	in	corso.	Le	fasi	in	cui	viene	scomposto	il	processo	sono	le	stesse	fasi	tipiche	della	
produzione	manifatturiera,	infatti	questo	fu	il	primo	modello	utilizzato	quando	si	iniziò	a	
concepire	lo	sviluppo	software	come	attività	industriale	anziché	artigianale.		
Sebbene	vada	dato	atto	alla	metodologia	aver	giocato	un	importante	ruolo	nel	superare	i	
limiti	dell’approccio	artigianale	ed	abbia	fissato	il	concetto	che	lo	sviluppo	software	deve	
essere	soggetto	a	disciplina	e	pianificazione,	sono	state	mosse	numerose	critiche	sulla	
difficoltà	di	applicazione	del	modello	nel	contesto	dello	sviluppo	software.	
	
	
1.2.1. Le	fasi	del	processo	Waterfall	
	
Le	fasi	in	cui	viene	tipicamente	scomposto	il	processo	Waterfall	sono:	
	
	
Figura	1.1:	Le	fasi	del	processo	Waterfall	
	
• Studio	di	fattibilità:	si	tratta	di	una	fase	finalizzata	a	decidere	se	intraprendere	o	meno	il	
progetto.	Consiste	in	una	ricerca	ed	analisi	di	progetti	simili	già	esistenti,	una	stima	
approssimativa	dei	costi	e	dei	ricavi	del	progetto,	delle	risorse	necessarie	per	portarlo	a	
termine,	della	difficoltà	tecnica	e	delle	competenze	richieste.	Come	output	viene	
rilasciato	il	documento	di	avamprogetto.	
	
• Analisi	dei	requisiti:	vengono	identificati	tutti	i	requisiti	che	il	software	deve	possedere	
per	soddisfare	l’utente,	si	tratta	sia	di	requisiti	funzionali	che	prestazionali,	essi	vengono	
descritti	dettagliatamente	nel	documento	rilasciato.	In	alcuni	casi	in	questa	fase	può	
Studio di	
fattibilità
Analisi dei	
requisiti Progettazione
Sviluppo	del	
software
Integrazione
e	test	di	
sistema
Manutenzione
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essere	già	realizzato	un	piano	dei	test	preliminare,	il	cui	superamento	funga	da	requisito	
del	progetto.	
• Progettazione:	In	questa	fase	viene	prima	definita	l’architettura	di	massima	(di	alto	
livello)	del	sistema,	poi	vengono	definite	le	caratteristiche	che	avranno	i	singoli	moduli.	
	
• Sviluppo	del	software:	Gli	sviluppatori	creano	il	codice	ed	i	tester	eseguono	i	test	di	
modulo,	da	notare	che	solitamente	con	questo	approccio	il	ruolo	di	sviluppatore	e	tester	
è	separato.	
	
• Integrazione	e	test	di	sistema:	Si	controlla	che	ciascun	modulo	creato	funzioni	e	poi	si	
integrano	controllando	che	dopo	l’integrazione	continuino	a	funzionare.	Vengono	svolte	
tutte	le	verifiche	necessarie	e	la	validazione	del	prodotto	attraverso	il	cosiddetto	test	
Alpha.	
	
• Manutenzione:	consiste	in	tutte	le	attività	svolte	dal	momento	della	consegna	del	
sistema	al	cliente	fino	alla	sua	dismissione,	comprese	le	verifiche	del	software	da	parte	
dell’utente	(Beta	test),	la	risoluzione	di	bug,	il	refactoring	ed	altri	interventi.	
	
	
1.2.2. Elementi	positivi	del	modello	Waterfall	
	
Il	modello	fissa	degli	standard	di	professionalità	non	presenti	nei	precedenti	approcci	di	tipo	
artigianale	allo	sviluppo;	richiede	di	impiegare	tempo	in	attività	di	pianificazione	in	fasi	
antipate	del	ciclo,	permettendo	di	evitare	di	sostenere	costi	elevati	per	variazioni	in	fasi	
avanzate	di	sviluppo,	si	stima	che	un	problema	identificato	nelle	fasi	iniziali	del	ciclo	ha	in	
media	un	costo	ridotto	di	fattore	100	rispetto	alla	ricerca	e	soluzione	del	bug	in	stadi	
avanzati;	semplicità	nel	processo	di	controllo:	Il	modello	offre	un	approccio	strutturato,	che	
procede	attraverso	fasi	discrete,	facili	da	spiegare	e	gestire,	con	milestone	facilmente	
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identificabili.	Il	modello	si	presta	bene	a	progetti	in	cui	i	requisiti	non	variano	nel	tempo	e	la	
tecnologia	è	stabile.	
	
1.2.3. Critiche	al	modello	Waterfall	
	
Nel	tempo	sono	state	mosse	numerose	critiche	al	modello,	tutte	incentrate	sulla	difficoltà	di	
applicazione	di	un	modello	molto	rigido,	proveniente	dall’industria	manifatturiera,	nel	
contesto	dello	sviluppo	software.		
Il	modello	non	permette	di	ottenere	dei	feedback	dall’utilizzatore	finché	non	sono	state	
svolte	tutte	le	fasi	del	ciclo	ed	il	software	è	funzionante.	A	questo	punto	se	sono	stati	
identificati	male	i	requisiti	del	prodotto,	oppure	se	questi	sono	cambiati	durante	nel	tempo	il	
software	risulta	obsoleto	e	bisogna	cominciare	da	capo	tutto	il	ciclo	di	sviluppo,	sostenendo	
costi	molto	elevati.	Inoltre	il	tempo	necessario	a	percorrere	tutte	le	fasi	di	sviluppo	è	elevato,	
e	in	un	ambiente	dinamico,	questo	aumenta	la	probabilità	che	durante	il	processo	di	
sviluppo	cambino	i	requisiti	degli	utilizzatori.	
L’attività	di	testing	viene	svolta	in	una	fase	successiva	rispetto	a	quella	di	codifica,	da	
persone	diverse,	questo	porta	inevitabilmente	a	numerosi	loop	tra	le	due	fasi.	
Elevata	burocratizzazione	del	lavoro	perché	il	modello	obbliga	a	usare	standard	basati	sulla	
produzione	di	una	data	documentazione	in	determinati	momenti.	
Elevati	costi	della	fase	di	manutenzione,	sulla	quale	tipicamente	si	ripercuotono	amplificate	
tutte	le	problematiche	create	nelle	fasi	precedenti	ed	i	difetti	dovuti	ad	una	pianificazione	
rigida.	
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1.3. Le	metodologie	di	sviluppo	Agile	
		
Negli	anni	novanta	la	crescita	esplosiva	di	internet	rese	la	velocità	di	risposta	al	mercato	un	
fattore	sempre	più	determinante	il	successo,	inoltre	i	rapidi	cambiamenti	nei	requisiti	
richiesti	dai	clienti	portarono	a	dei	cicli	di	vita	dei	prodotti	più	brevi,	spesso	incompatibili	con	
i	metodi	tradizionali	di	sviluppo	software.		
In	questo	periodo	cominciarono	a	svilupparsi	delle	metodologie	di	sviluppo	cosiddette	
“lightweight”	in	contrapposizione	all’approccio	tradizionale	waterfall,	detto	“heavyweight”	a	
causa	dell’elevato	grado	di	formalizzazione	e	burocratizzazione	che	richiedeva.	Queste	
metodologie	erano	incentrate	su	una	minor	formalizzazione	delle	attività	e	minor	ricorso	alla	
documentazione,	ponendo	il	focus	invece	sulla	qualità	del	software	e	la	soddisfazione	del	
cliente	raggiungibili	attraverso	il	frequente	rilascio	di	piccoli	aggiornamenti	di	software	
funzionante.	
Dopo	la	stesura	del	Manifesto	Agile	nel	2001,	iniziò	ad	essere	usato	il	termine	Agile	per	tutte	
le	metodologie	che	ne	rispettavano	i	valori,	in	inglese	Agile	Software	Development	spesso	
abbreviato	ASD.	
Gli	obiettivi	delle	metodologie	Agile	sono:	il	raggiungimento	della	piena	soddisfazione	del	
cliente;	la	riduzione	dei	tempi	di	risposta	alle	variazioni	nei	bisogni	del	mercato;	l’aumento	
della	qualità	del	software	ed	il	miglioramento	dell’efficacia	ed	dell’efficienza	del	team,	
traducibile	in	una	riduzione	dei	costi	e	dei	tempi	di	sviluppo.	
Ci	sono	dunque	varie	metodologie	che	possono	essere	chiamate	agili,	in	quanto	conformi	gli	
11	principi	ed	i	4	valori	ispiratori	del	Manifesto:	le	più	diffuse	sono	Scrum,	Extreme	
Programming,	Features	Driven	Development,	Crystal,	Dynamic	Systems	Development	
Method,	in	generale	tutte	queste	sono	accomunate	dalle	seguenti	caratteristiche:	
	
	
1.3.1. Caratteristiche	delle	metodologie	Agile	
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• Sviluppo	iterativo:	Il	lavoro	complessivo	evolve	per	iterazioni,	cioè	brevi	timebox	la	cui	
durata	tipicamente	varia	da	due	settimane	ad	un	mese.	Questo	significa	che	il	lavoro	dei	
team	di	sviluppo	è	pianificato,	eseguito	e	controllato	su	questo	intervallo	temporale,	al	
termine	del	quale	viene	rilasciato	un	piccolo	incremento	di	software	funzionante.	
Il	processo	di	scomponimento	del	lavoro	per	sviluppo	iterativo	tenta	di	ridurre	il	rischio	
complessivo	di	un	progetto	in	rischi	di	minor	entità	legati	a	rilasci	più	piccoli,	questo	
permette	di	avere	rapidi	feedback	dal	mercato,	e	di	poter	attuare	rapidi	interventi	di	
adattamento	e	miglioramento	sul	software	realizzato.	Per	rilasciare	un	prodotto	possono	
essere	richieste	molte	iterazioni.	
													 	
Figura	1.2:	Lo	sviluppo	iterativo	
	
• Team	cross-funzionali	ed	auto-organizzati:	In	ciascuna	iterazione	il	team	deve	essere	
grado	di	svolgere	autonomamente	tutte	le	attività	necessarie	a	rilasciare	un	incremento	
del	software,	questo	significa	che	il	team	deve	avere	all’interno	le	capacità	per	poter	
svolgere	attività	di	pianificazione,	analisi	dei	requisiti,	design,	codificazione,	test	di	unità	
e	test	di	accettazione.		
Deve	quindi	avere	all’interno	almeno	competenze	organizzative,	di	programmazione,	di	
testing	e	dei	rappresentanti	della	voce	del	cliente.	I	metodi	agili	preferiscono	inoltre	la	
comunicazione	in	tempo	reale	e	faccia	a	faccia	tra	i	membri	del	team,	quindi	è	
fortemente	consigliata	la	co-localizzazione	dei	membri	del	team.	
	
• Coinvolgimento	del	cliente:	Può	avvenire	direttamente	come	in	Extreme	Programming,	
dove	il	cliente	partecipa	anche	alle	riunioni	del	team,	oppure	attraverso	rappresentanti	
della	sua	voce	come	in	Scrum.	
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• Qualità	del	codice	e	proprietà	collettiva:	Tutte	le	metodologie	agili	concordano	
sull’importanza	di	creare	codice	semplice	e	di	qualità.	Il	codice	non	deve	appartenere	allo	
sviluppatore	che	lo	ha	creato,	ma	deve	rispettare	degli	standard	di	qualità	che	
permettano	di	essere	considerato	di	proprietà	di	tutti	gli	sviluppatori.	È	fondamentale	
infatti	che	esso	sia	facilmente	leggibile	da	tutti	i	programmatori	affinché	in	fase	di	
manutenzione	ciascuno	sia	in	grado	di	comprendere	il	codice	ed	operarvici.	
	
I	vantaggi	per	i	team	di	effettuare	consegne	frequenti	sono	diversi:	possibilità	di	cominciare	
l’interazione	avendo	già	a	disposizione	un	blocco	di	codice	funzionante;	nel	caso	di	ritardi	
sugli	obiettivi	del	progetto	completo	possibilità	di	consegnare	comunque	qualcosa	con	cui	
lavorare	al	cliente;	possibilità	di	utilizzare	il	cliente	come	tester	ottenendo	informazioni	più	
precise	sui	requisiti.	
	
Test:	Le	metodologie	si	caratterizzano	anche	per	un	diverso	utilizzo	dei	test,	esistono	tre	tipi	
di	test:		
• test	funzionali,	finalizzati	a	verificare	che	il	software	svolga	la	funzionalità	pianificata;		
• test	unitari,	finalizzati	a	verificare	che	ogni	unità	o	parte	del	codice	funzioni	
correttamente;		
• test	indiretti,	effettuati	dal	cliente	su	una	nuova	versione	del	software.	
Nei	modelli	waterfall	il	testing	avveniva	in	una	specifica	fase	del	ciclo	di	sviluppo,	successiva	
a	quella	di	programmazione,	ed	era	svolto	da	persone	diverse	rispetto	al	team	di	
codificazione.	Inevitabilmente	si	generava	un	loop	tra	queste	due	fasi	formalmente	separate,	
fino	al	superamento	dei	test.	Nelle	metodologie	agili	invece	queste	due	fasi	vengono	svolte	
di	pari	passo,	o	almeno	sempre	all’interno	della	stessa	iterazione,	dando	la	possibilità	di	
effettuare	consegne	frequenti	di	piccole	parti	di	codice	già	testato.	La	condizione	ideale	alla	
quale	mirano	le	metodologie	Agile	è	che	ogni	parte	infinitesimale	del	codice	sia	testata	
nell’istante	successivo	alla	creazione.	
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1.3.2. Le	pratiche	Agile	
	
Ciascuna	metodologia	Agile	si	appoggia,	per	lo	svolgimento	quotidiano	del	lavoro	a	
numerose	pratiche,	la	maggior	parte	delle	quali	sono	comuni	alle	diverse	metodologie.	
L’organizzazione	implementante	deve	capire	quali	sono	le	pratiche	di	cui	ha	bisogno	tenendo	
conto	delle	proprie	caratteristiche,	dei	benefici	e	delle	conseguenze	che	ciascuna	di	esse	
comporta.	
Le	pratiche	possono	essere	raggruppate	in	pratiche	di	gestione,	pratiche	del	software	e	
pratiche	di	sviluppo,	vediamone	alcuni	esempi:	
• Pratiche	di	gestione:	on-site	customer,	daily	stand-up,	sprint	planning,	open	work	
area.	
• Pratiche	relative	al	software:	Simple	design,	Collective	Code	Ownership.	
• Pratiche	relative	allo	sviluppo:	Pair	programming,	unit	testing.	
	
Le	15	pratiche	più	utilizzate	dalle	organizzazioni	Agile	secondo	una	ricerca	del	2013	di	
VersionOne,	azienda	specializzata	nella	consulenza	Agile:	
	
	 Pratica	 Percentuale	di	adottanti	
1	 Daily	stand-up	 85%	
2	 Sprint	planning	 75%	
3	 Retrospettiva	di	sprint	 74%	
4	 Test	di	unità	 72%	
5	 Release	planning	 70%	
6	 Stima	di	Burndown		 69%	
7	 Velocity	 60%	
8	 Continuous	Integration	 58%	
9	 Automated	builds	 56%	
10	 Coding	standards	 55%	
11	 Product	owner	dedicato	per	team	 55%	
12	 Integrated	Development	 50%	
13	 Refactoring	 47%	
14	 Digital	task	board	 45%	
15	 Spazio	di	lavoro	aperto	 44%	
	
Figura	1.3:	Le	pratiche	Agile	più	utilizzate	
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1.3.3. Il	Manifesto	Agile	
	
“Il	movimento	Agile	non	è	contrario	all’utilizzo	di	metodologie,	piuttosto	l’obiettivo	è	quello	
di	dare	nuovamente	credibilità	alle	metodologie,	in	un	contesto	in	cui	la	burocratizzazione	
eccessiva	rende	queste	poco	efficaci	ed	efficienti	nel	raggiungere	gli	obiettivi.	
L’obiettivo	è	quello	di	restaurare	una	situazione	di	bilanciamento.	
Va	bene	utilizzare	modelli,	ma	questo	non	deve	significare	avere	diagrammi	polverosi	ed	
inutilizzati	chiusi	in	un	ufficio,	va	bene	creare	documentazione,	ma	non	centinaia	di	pagine	
che	non	potranno	essere	mantenute,	e	che	resteranno	inutilizzate.	Noi	pianifichiamo,	ma	
riconosciamo	i	limiti	di	pianificare	in	un	ambiente	turbolento”	-	Il	Manifesto	Agile-	
	
Il	Manifesto	Agile	è	il	risultato	del	lavoro	di	un	gruppo	di	progettisti	software	di	massima	
fama,	tra	cui	Kent	Beck,	Robert	C.	Martin,	Martin	Fowler	ed	altri	veri	e	propri	guru	
dell’informatica,	che	si	riunirono	nel	febbraio	del	2001	con	l’obiettivo	di	analizzare	i	limiti	
degli	approcci	tradizionali	nello	sviluppo	dei	software,	valutare	le	emergenti	metodologie	di	
sviluppo	leggere	ed	esplorare	metodi	più	efficaci	per	sviluppare	software.	I	partecipanti,	
sono	convenuti	sull’importanza	di	12	principi	ispiratori	dello	sviluppo	software	e	4	fonti	del	
valore.	
	
Figura	1.4:	Il	manifesto	Agile	in	un	reparto	sviluppo	presso	Tagetik	Software	
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I	dodici	principi	del	Manifesto	Agile:	
	
i. La	nostra	massima	priorità	è	soddisfare	il	cliente	rilasciando	software	di	valore,	fin	da	
subito	e	in	maniera	continua.	
	
ii. Accogliamo	i	cambiamenti	nei	requisiti,	anche	a	stadi	avanzati	dello	sviluppo.	I	processi	
agili	sfruttano	il	cambiamento	a	favore	del	vantaggio	competitivo	del	cliente.	
	
iii. Consegniamo	frequentemente	software	funzionante,	con	cadenza	variabile	da	un	paio	di	
settimane	a	un	paio	di	mesi,	preferendo	i	periodi	brevi.	
	
iv. Committenti	e	sviluppatori	devono	lavorare	insieme	quotidianamente	per	tutta	la	durata	
del	progetto.	
	
v. Fondiamo	i	progetti	su	individui	motivati.	Diamo	loro	l'ambiente	e	il	supporto	di	cui	
hanno	bisogno	e	confidiamo	nella	loro	capacità	di	portare	il	lavoro	a	termine.	
	
vi. Una	conversazione	faccia	a	faccia	è	il	modo	più	efficiente	e	più	efficace	per	comunicare	
con	il	team	ed	all'interno	del	team.	
	
vii. Il	software	funzionante	è	il	principale	metro	di	misura	di	progresso.	
	
viii. I	processi	agili	promuovono	uno	sviluppo	sostenibile.	Gli	sponsor,	gli	sviluppatori	e	gli	
utenti	dovrebbero	essere	in	grado	di	mantenere	indefinitamente	un	ritmo	costante.	
	
ix. La	continua	attenzione	all'eccellenza	tecnica	e	alla	buona	progettazione	esaltano	l'agilità.	
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x. La	semplicità	-	l'arte	di	massimizzare	la	quantità	di	lavoro	non	svolto	-	è	essenziale.	
	
xi. Le	architetture,	i	requisiti	e	la	progettazione	migliori	emergono	da	team	che	si	auto-
organizzano.	
	
xii. Ad	intervalli	regolari	il	team	riflette	su	come	diventare	più	efficace,	dopodiché	regola	e	
adatta	il	proprio	comportamento	di	conseguenza.	
	
	
Le	quattro	fonti	del	valore	nella	produzione	software	del	Manifesto	Agile:	
	
i. Gli	individui	e	le	interazioni	sono	più	importanti	dei	processi	e	strumenti:	l’auto-
organizzazione	e	la	motivazione	delle	persone	sono	importanti,	così	come	trovarsi	nello	
stesso	posto	(co-localizzati)	assieme	al	momento	di	programmare.	
	
ii. Software	funzionante	è	più	importante	di	avere	documentazione	esaustiva,	è	più	
importante	presentare	questo	ai	clienti	piuttosto	che	una	documentazione	esaustiva.	
	
iii. Collaborare	col	cliente	è	più	importante	di	negoziare	i	contratti,	infatti	i	requisiti	richiesti	
dal	cliente	non	sono	facili	da	individuare	all’inizio	del	ciclo	di	sviluppo,	quindi	è	
importante	un	coinvolgimento	continuo	del	cliente	e	degli	altri	stakeholders.	
	
iv. Rispondere	al	cambiamento	piuttosto	che	seguire	un	piano,	bisogna	essere	pronti	a	
rispondere	rapidamente	a	cambiamenti	in	corso	d’opera.	
	
	
Nei	prossimi	paragrafi	verranno	approfonditi	il	funzionamento	delle	due	metodologie	Agile	
più	diffuse,	Scrum	ed	Extreme	Programming,	metodologie	alla	base	del	funzionamento	di	
SAFe	e	quindi	necessarie	per	comprendere	il	funzionamento	del	caso	di	studio	Tagetik.	
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1.4. Scrum		
	
Scrum	è	ad	oggi	il	framework	Agile	più	diffuso	secondo	l’azienda	di	consulenza	specializzata	
VersionOne.	
L’origine	del	nome	è	da	ricercare	nel	mondo	del	rugby,	Scrum	infatti	in	italiano	è	tradotto	
mischia,	si	tratta	della	situazione	di	gioco	in	cui	i	giocatori	della	squadra	si	compattano	e	
spingono	come	un'unica	entità	coordinata	per	raggiungere	la	palla.	Questa	situazione	è	una	
metafora	del	comportamento	a	cui	aspira	il	modello,	un	team	affiatato	che	spinge	verso	il	
conseguimento	degli	obiettivi.	
Ken	Schwaber	e	Jeff	Sutherland,	creatori	del	framework,	descrivono	così	il	metodo	nella	
guida	ufficiale	a	Scrum:	“Scrum	è	un	framework	di	processo	utilizzato	dai	primi	anni	novanta	
per	gestire	lo	sviluppo	di	prodotti	complessi.	Scrum	non	è	un	processo	o	una	tecnica	per	
costruire	prodotti,	ma	piuttosto	un	framework	[ambiente	di	lavoro]	all’interno	del	quale	è	
possibile	utilizzare	vari	processi	e	tecniche.	Scrum	rende	chiara	l’efficacia	relativa	del	proprio	
product	management	e	delle	proprie	pratiche	di	sviluppo	così	da	poterle	migliorare”.	
Scrum	è	progettato	per	contesti	in	cui	è	difficile,	se	non	impossibile,	una	esauriente	
pianificazione	in	anticipo	di	tutto	il	progetto.	Utilizza	quindi	i	meccanismi	tipici	di	un	
processo	di	controllo	empirico,	basato	su	cicli	di	feedback,	in	opposizione	alla	gestione	
basata	sul	concetto	tradizionale	di	command	and	control.		
Il	framework	prescrive	dei	ruoli	precisi	all’interno	dei	team	di	sviluppo	interfunzionali,	dei	
comportamenti,	degli	artefatti	e	delle	cerimonie	per	assicurarsi	che	siano	condotte	le	best	
practices.	
	
1.4.1. Lo	sviluppo	di	Scrum	
	
Nel	1986	Takeushi	e	Nonaka	descrissero	in	“New	New	Product	Development	Game”	un	
nuovo	approccio	allo	sviluppo	dei	prodotti	emerso	nei	settori	del	automotive	e	
dell’elettronica,	che	mirava	a	superare	i	limiti	del	processo	tradizionale	per	fasi	sequenziali.	
L’obiettivo,	in	un	ambiente	caratterizzato	da	una	sempre	maggior	globalizzazione	dei	
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mercati,	un	aumento	della	competizione,	più	rapidi	cambiamenti	nei	requisiti	dei	clienti	e	
cicli	di	vita	dei	prodotti	più	brevi,	era	quello	di	aumentare	velocità	e	flessibilità	del	ciclo	di	
sviluppo.	Essi	chiamarono	questi	approcci	di	tipo	Olistico	o	Rugby,	in	quanto	l’intero	
processo	di	sviluppo	viene	eseguito	da	un	unico	team	interfunzionale	su	più	fasi	che	si	
sovrappongono,	dove	la	squadra	“cerca	di	raggiungere	l’obiettivo	come	unità,	passando	la	
palla	avanti	e	indietro”.	
Questi	nuovi	approcci	furono	sperimentati	nei	primi	anni	novanta	nell’industria	del	software	
per	far	fronte	alla	rigidità	di	modelli	più	strutturati	come	il	modello	waterfall.		
Ken	Schwaber	e	Jeff	Sutherland	svilupparono	il	framework	Scrum,	che	venne	presentato	
ufficialmente	per	la	prima	volta	alla	conferenza	OOPSLA	del	’95.	Nel	2001	gli	stessi	autori	
pubblicarono	il	libro	“Agile	software	development	with	Scrum”,	diventato	il	testo	di	
riferimento	per	il	framework.	
	
	
	
1.4.2. I	valori	alla	base	di	Scrum	
	
§ Trasparenza:	Gli	aspetti	significativi	del	processo	di	sviluppo	devono	essere	visibili	ai	
responsabili	del	lavoro.	La	trasparenza	richiede	quindi	di	definire	degli	standard	comuni	
in	modo	tale	che	gli	osservatori	condividano	una	comune	comprensione	di	ciò	che	viene	
visto.	
Ad	esempio:	Deve	essere	condiviso	un	linguaggio	comune	di	riferimento	al	processo;	una	
definizione	comune	della	parola	“fatto”,	in	inglese	"Definition	of	Done",	che	permetta	di	
stabilire	in	maniera	univoca	tutte	le	attività	che	sono	state	svolte	sul	codice	definito	
“fatto”.		
	
§ Ispezione:	Chi	utilizza	Scrum	deve	ispezionare	frequentemente	quanto	prodotto	ed	i	
progressi	realizzati	verso	il	conseguimento	degli	obiettivi	prestabiliti,	individuando	in	tal	
modo	precocemente	eventuali	difformità	rispetto	a	quanto	si	intende	realizzare.	La	
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frequenza	delle	ispezioni	non	deve	essere	tale	da	determinare	un'interruzione	del	lavoro	
in	corso.	Le	ispezioni	devono	essere	eseguite	diligentemente	e	da	ispettori	qualificati.	
	
§ Adattamento:	Se	chi	ispeziona	verifica	che	uno	o	più	aspetti	del	processo	di	produzione	
sono	al	di	fuori	dei	limiti	accettabili,	e	che	il	prodotto	finale	non	potrà	essere	accettato,	
deve	intervenire	sul	processo	stesso	o	sul	materiale	prodotto	dalla	lavorazione.	
L'intervento	deve	essere	portato	a	termine	il	più	rapidamente	possibile	per	ridurre	al	
minimo	l’ulteriore	scarto	rispetto	agli	obiettivi	prestabiliti.	Scrum	prescrive	quattro	
occasioni	formali	per	l’ispezione	e	l’adattamento:	Sprint	Planning	Meeting,	Daily	Scrum,	
Sprint	Review	e	Sprint	Retrospective,	si	tratta	di	meeting	detti	“cerimonie	di	Scrum”	che	
avvengono	regolarmente	ogni	Sprint,	garantendo	la	presenza	di	occasioni	formali	di	
ispezione	ed	adattamento.		
	 	
	
	
1.4.3. I	ruoli	del	team	Scrum	
	
Un	Team	Scrum	è	formato	dal	Team	di	sviluppo,	un	Product	Owner	ed	uno	Scrum	Master.	
• Team	di	sviluppo:	è	composto	dalle	tre	alle	nove	persone	ed	è	responsabile	della	
consegna	degli	incrementi	di	prodotto,	ha	competenze	cross-funzionali	di	analisi,	
progettazione,	sviluppo	del	software,	test	e	documentazione.	In	Scrum	non	esiste	una	
distinzione	formale	tra	chi	crea	il	codice	e	chi	esegue	i	test.	
	
• Product	Owner:	È	la	figura	che	rappresenta	la	voce	del	cliente	all’interno	del	team,	la	sua	
responsabilità	è	quella	di	assicurare	che	gli	incrementi	di	software	rilasciati	dal	team	
apportino	valore	al	business.	Il	suo	compito	principale	consiste	nel	comunicare	con	gli	
utenti	e	definire	i	requisiti	del	prodotto,	sotto	forma	di	User	Story.	
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Una	User	Story	rappresenta	una	descrizione	di	un	bisogno	dell’utilizzatore	finale,	oppure	di	
un	altro	stakeholder,	fatta	in	linguaggio	semplice,	per	guidare	lo	sviluppo	del	development	
team.	
	È	costruita	seguendo	una	forma	molto	semplice:	In	quanto	<ruolo>,	voglio	<…>	cosicché	
<benefici>.	Ad	esempio:	“in	quanto	utilizzatore	voglio	poter	effettuare	ricerche	dei	clienti	sul	
database	sia	per	nome	che	per	cognome”.	
Una	volta	definite	le	User	Stories	il	Product	Owner	gli	assegna	dei	valori	di	priorità	e	le	
aggiunge	al	Product	Backlog.	Infine	al	termine	dello	sprint	verifica	come	esse	siano	state	
implementate	in	una	demo	del	rilascio	del	software	e	si	assicura	che	queste	aumentino	il	
valore	di	business.	
Il	Product	Backlog	è	semplicemente	una	lista	ordinata	dei	requisiti	che	il	team	di	sviluppo	
deve	implementare	nel	prodotto.	Contiene	le	User	Story	a	cui	il	Product	Owner	ha	assegnato	
le	priorità	in	base	a	considerazioni	di	rischio,	valore	di	business	e	date	di	consegna.	Il	Product	
Backlog	rappresenta	quindi	cosa	deve	essere	fatto	ed	in	che	ordine,	è	aperto	e	modificabile	
da	tutti,	ma	il	Product	Owner	è	il	responsabile	ultimo	della	sua	gestione	e	delle	priorità,	in	
quanto	conosce	le	esigenze	dei	clienti.	
	
• Scrum	Master:	Rappresenta	un	ruolo	manageriale	all’interno	del	team,	non	rappresenta	
tuttavia	il	team	leader,	ma	piuttosto	colui	che	facilita	una	corretta	esecuzione	del	processo.	
Gerarchicamente	non	ha	maggior	potere	decisionale	rispetto	agli	altri	membri	del	team,	nel	
team	scrum	non	ci	sono	gerarchie.	
Tra	i	compiti	dello	Scrum	Master	ci	sono:	rimuovere	gli	ostacoli	che	possono	limitare	le	
capacità	del	team	di	raggiungere	gli	obiettivi	di	sprint;	assicurarsi	che	siano	applicate	le	
norme	di	Scrum;	presiedere	le	riunioni	più	importanti	e	fare	da	facilitatore;	diffondere	la	
cultura	Agile	nel	team;	ricercare	nuove	pratiche	che	migliorino	le	performance	del	team;	
tenere	degli	indicatori	di	performance	del	team;	cercare	di	migliorare	le	performance	e	porre	
sfide	ai	membri	del	team.	
Spesso	viene	descritto	come	un	servant-leader,	in	quanto	è	un	leader	gerarchicamente	non	
superiore	al	team,	ma	al	contrario	al	suo	servizio	svolgendo	una	funzione	di	cuscinetto	che	
eviti	ogni	distrazione	dal	lavoro.	
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1.4.4. Il	funzionamento	di	Scrum	
	
In	Scrum	il	lavoro	avviene	per	successioni	di	iterazione,	un	progetto	viene	diviso	in	finestre	di	
lavoro,	detti	Sprint,	della	durata	tipicamente	di	due	settimane,	alla	fine	del	quale	il	team	
rilascia	un	piccolo	incremento	di	software	funzionante.	Ogni	sprint	è	preceduto	da	una	
riunione	di	pianificazione	detta	Sprint	Planning	in	cui	si	identificano	gli	obiettivi	di	sprint,	cioè	
si	prelevano	le	le	storie	realizzabili	dal	Product	Backlog	andando	a	costruire	lo	Sprint	Backlog,	
che	rappresenta	la	lista	delle	storie	obiettivo	per	l’iterazione.		
In	scrum	non	è	permesso	cambiare	gli	obiettivi	all’interno	dello	sprint,	le	modifiche	sono	
quindi	sospese	nell’iterazione	e	possono	essere	prese	in	considerazione	solo	nel	successivo	
sprint.	Al	termine	dello	sprint	viene	svolta	una	cerimonia	detta	Sprint	Review	in	cui	il	team	di	
sviluppo	presenta	l’incremento	di	software	realizzato,	contenente	le	User	Story	portate	a	
termine,	al	Product	Owner	attraverso	una	demo	del	software.	Lo	scopo	cerimonia	è	
assicurarsi	che	le	storie	realizzate	soddisfino	il	cliente	di	cui	Il	PO	ne	rappresenta	la	voce,	ed	il	
team	possa	ottenere	dei	rapidi	feedback	su	quanto	realizzato.	La	Sprint	Review	chiude	il	ciclo	
di	Sprint,	dopo	di	questa	il	team	si	prende	un	piccolo	intervallo	di	tempo	della	durata	
timeboxed	di	due	ore	prima	di	aprire	un	nuovo	sprint	per	eseguire	una	Retrospettiva	di	
Sprint,	cioè	un’analisi	di	come	ha	lavorato	e	dei	problemi	riscontrati,	finalizzata	a	migliorare	
l’efficacia	delle	iterazioni	successive.	
	
Figura	1.5:	le	fasi	di	Scrum		
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1.4.5. Eventi	e	cerimonie	di	Scrum	
	
Gli	eventi	prescritti	dal	framework	sono	finalizzati	a	creare	regolarità	e	ridurre	al	minimo	la	
necessità	di	riunioni	straordinarie.	Tutti	gli	eventi	sono	timeboxed	in	modo	che	abbiano	una	
durata	massima	stabilita,	per	evitare	che	sforino	rubando	troppo	tempo	alle	attività	di	
produzione	del	software.		
Ogni	evento	in	Scrum	funge	da	occasione	formale	per	pianificare,	ispezionare	ed	adattare	il	
lavoro,	oltre	che	aumentare	la	trasparenza	su	quello	che	sta	avvenendo.	
§ Sprint	Planning	Meeting:	Si	tratta	di	un	incontro	che	avviene	all’inizio	dello	sprint	per	
pianificare	il	lavoro	da	svolgere	nell’iterazione,	vi	partecipa	tutto	il	Team	Scrum.	Il	
meeting	dura	generalmente	quattro	ore	per	sprint	di	due	settimane.	Si	tratta	di	una	vera	
e	propria	attività	di	pianificazione	della	produzione	adattata	al	contesto	Agile.	Il	team	
seleziona	dal	Product	Backlog	le	storie	da	sviluppare,	le	spacchetta	in	singole	task	
realizzabili	da	un	componente	del	team	in	un	tempo	inferiore	alle	otto	ore,	e	le	pone	
nello	Sprint	Backlog.	Quindi	identifica	e	crea	trasparenza	sul	lavoro	che	sarà	portato	a	
termine	nello	sprint.	
	
§ Daily	Meeting:	Si	tratta	di	un	rapido	meeting	della	durata	di	15	minuti	che	il	team	tiene	
ogni	mattina.	Ogni	componente	del	team	di	sviluppo	spiega	cosa	ha	portato	a	termine	il	
giorno	precedente	e	che	impedimenti	al	lavoro	ha	riscontrato,	che	attività	ha	in	mente	di	
portare	a	termine	oggi	e	quali	impedimenti	al	lavoro	prevede.	L’attività	permette	ai	
programmatori	di	aggiornarsi	rapidamente	sullo	stato	di	avanzamento	del	lavoro	e	di	
pianificare	le	successive	attività.	Durante	il	meeting	gli	sviluppatori	prendono	
autonomamente	in	consegna	le	task	da	realizzare	nella	giornata,	Gli	impedimenti	
vengono	documentati	dallo	Scrum	Master	per	cercare	di	essere	risolti.	
Il	meeting	svolge	sempre	nello	stesso	posto,	tipicamente	nell’ufficio	del	team	di	sviluppo,	
alla	stessa	ora	ed	inizia	puntualmente	anche	se	qualche	componente	del	team	è	assente,	
ha	durata	di	quindici	minuti.	È	anche	chiamato	“stand-up	meeting”	per	enfatizzare	il	
fatto	che	i	partecipanti	devono	alzarsi	in	piedi,	per	evitare	che	si	distraggano	alla	loro	
postazione	o	continuino	a	sviluppare,	ed	invece	si	concentrino	quindici	minuti	su	attività	
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di	pianificazione.	Possono	partecipare	anche	auditori	esterni	per	aggiornarsi	sullo	stato	
d’avanzamento	delle	attività.	
	
§ Backlog	Refinement:	Il	team	deve	impegnare	una	quantità	di	tempo	inferiore	al	10%	del	
tempo	disponibile	nello	sprint,	per	effettuare	questa	attività.		
Consiste	nel	guardare	alle	storie	presenti	nel	Product	Backlog	e	raffinarlo	aggiungendo	
dettagli,	stime,	dividendo	le	storie	in	storie	più	piccole,	cambiando	l’ordine.	Oltre	a	
questo	gli	elementi	del	Backlog	possono	essere	aggiornati	in	qualsiasi	momento	dal	
Product	Owner	a	sua	discrezione.	
Le	storie	del	Product	Backlog	più	in	alto	sono	più	chiare	e	dettagliate	rispetto	a	quelle	
che	si	trovano	in	basso,	questo	perché	più	prossime	all’implementazione,	quindi	
caratterizzate	da	un	minor	grado	di	incertezza,	le	stime	sono	più	precise	e	si	basano	su	
una	maggiore	chiarezza	e	maggior	numero	di	dettagli.	Le	storie	del	backlog	che	
impegneranno	il	team	di	sviluppo	durante	lo	sprint	sono	rifinite	a	tal	punto	da	essere	
eseguibili,	quindi	non	presentano	alcuna	incertezze	sui	requisiti.	Durante	lo	Sprint	
Planning	le	storie	del	Product	Backlog	che	possono	essere	svolte	dal	team	di	sviluppo	
sono	dichiarate	“Ready”	per	un	eventuale	selezione.	
Il	Backlog	Refinement	serve	proprio	per	assegnare	questo	maggior	grado	di	dettaglio	e	
trasparenza	alle	storie.	
Il	team	di	sviluppo	è	responsabile	per	tutte	le	stime,	poiché	sarà	lui	a	eseguire	il	lavoro.	
	
	
§ Sprint	Review:	È	un	meeting	che	si	tiene	a	fine	sprint	con	lo	scopo	di	ispezionare	
l’incremento	e	adattare,	se	necessario,	il	Product	Backlog.	
La	durata	è	tipicamente	di	due	ore	per	sprint	di	due	settimane.	Il	Product	Owner	
ispeziona	cioè	che	è	stato	realizzato	attraverso	una	demo	e	verifica	la	conformità	rispetto	
a	quanto	pianificato	nello	Sprint	Planning,	che	sia	rispettata	la	Definition	of	Done,	ed	il	
valore	per	il	cliente	di	quanto	creato.		
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L’obiettivo	è	permettere	al	team	di	sviluppo	di	ottenere	rapidi	feedback	su	quanto	
rilasciato	dal	PO,	assicurarsi	che	l’incremento	apporti	valore	agli	stakeholder,	ed	
eventualmente	adattare	il	Product	Backlog	se	alcune	storie	non	vengono	accettate.	
Formalmente	è	il	meeting	che	chiude	il	ciclo	di	Sprint.	
	
	
	
§ Sprint	Retrospective:	
Si	tratta	di	un	meeting	della	durata	di	un’ora	e	mezzo	per	Sprint	di	due	settimane.	
Avviene	dopo	la	chiusura	di	uno	sprint	attraverso	la	Sprint	Review	e	prima	dello	Sprint	
Planning	che	segna	l’inizio	di	un	nuovo	sprint.		
Si	tratta	di	un	piccolo	intervallo	di	tempo	che	il	team	si	prende	per	fermarsi	a	valutare	
come	ha	lavorato	nello	sprint,	che	impedimenti	ha	trovato,	quale	è	lo	stato	delle	
relazioni	personali	e	come	si	potrebbe	migliorare	in	termini	di	efficacia	ed	efficienza.		
È	quindi	un’occasione	per	il	Team	Scrum	per	ispezionare	sé	stesso	e	creare	un	piano	di	
miglioramento	da	attuare	nel	prossimo	Sprint.		
Lo	Scrum	Master	assicura	che	l’evento	abbia	luogo	e	che	i	partecipanti	ne	comprendano	
le	finalità,	fa	inoltre	da	facilitatore	e	guida	lo	svolgimento	facendo	assicurandosi	che	
rispetti	la	durata	massima	prestabilita.	
L’obiettivo	del	meeting	è	quello	di	esaminare	come	è	andato	l’ultimo	sprint	in	merito	a	
persone,	relazioni,	processi	e	strumenti;	identificare	e	ordinare	gli	elementi	che	sono	
andati	bene	e	le	migliorie	potenziali	e	creare	un	piano	per	attuare	i	miglioramenti;	infine	
il	team	pianifica	i	modi	per	aumentare	la	qualità	del	prodotto	adattando	la	Definition	of	
Done.	
	
	
1.4.6. Gli	Artefatti	di	Scrum	
	
Gli	artefatti	di	Scrum	servono	a	rappresentare	il	lavoro	o	il	valore	in	modo	tale	da	fornire	
trasparenza	e	opportunità	di	ispezione	e	adattamento.	Gli	artefatti	definiti	da	Scrum	sono	
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specificatamente	progettati	per	massimizzare	la	trasparenza	delle	informazioni	chiave	
necessarie	ad	assicurare	ai	Team	Scrum	il	successo	nella	realizzazione	di	un	Incremento.	
	
§ Product	Backlog:	È	un	elenco	ordinato	di	tutto	ciò	che	dovrebbe	essere	implementato	
nel	prodotto,	ed	è	anche	l’unica	fonte	di	requisiti	possibile.	Il	Product	Owner	è	
responsabile	del	suo	contenuto	e	dell’ordine	dei	suo	elementi.	In	linea	con	l’approccio	
del	miglioramento	continuo	di	prodotto	il	Product	Backlog	non	è	mai	considerabile	
completo.	
La	sua	prima	stesura	definisce	i	requisiti	inizialmente	conosciuti	o	meglio	compresi,	
evolve	poi	come	il	prodotto	al	quale	si	riferisce	e	l’ambiente	nel	quale	verrà	utilizzato,	
cambia	continuamente	per	identificare	cosa	serve	al	prodotto	per	essere	competitivo.	
Contiene	requisiti	sia	di	tipo	funzionale	che	prestazionale,	migliorie	a	requisiti	già	
presenti	e	risoluzioni	di	problemi	e	bug.	
	
§ Sprint	Backlog:	Lo	Sprint	Backlog	è	la	lista	del	lavoro	che	il	team	di	sviluppo	deve	
effettuare	nel	corso	dello	sprint.	Questa	lista	viene	generata	in	fase	di	Sprint	Planning	
selezionando	una	quantità	di	storie	a	partire	dalla	cima	del	Product	Backlog	in	modo	tale	
da	avere	una	quantità	di	lavoro	che	riempia	lo	sprint.	
Per	generare	lo	Sprint	Backlog	si	stima	prima	la	complessità	delle	prime	storie	presenti	
nel	Product	Backlog	e	poi	si	scompongono	in	task	di	cui	è	più	semplice	una	stima	dare	
una	stima	del	tempo	necessario	di	sviluppo,	infine	si	stima	la	capacità	ore/uomo	dei	
programmatori	nello	sprint	di	riferimento.	
Le	task	non	vengono	mai	assegnate,	piuttosto	vengono	prese	in	carico	dai	membri	del	
team	durante	il	Daily	scrum,	in	base	alle	priorità	predefinite	e	alle	competenze	dei	
membri	del	team.	Questo	promuove	l'auto-organizzazione	e	la	responsabilizzazione	degli	
sviluppatori.	
Lo	Sprint	Backlog	è	di	proprietà	del	Team	di	sviluppo,	e	tutte	le	stime	incluse	sono	
effettuate	dal	team	stesso.		
Spesso	viene	utilizzata	una	Task	Board	per	visualizzare	i	cambiamenti	di	stato	delle	task	
nello	sprint	corrente,	come	ad	esempio	“to	do”,	“in	progress”	e	“done”.	
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Figura	1.6:	Una	Task	Board	presso	Tagetik	Software	
	
	
1.5. Extreme	Programming	
	
Si	tratta	di	una	metodologia	di	sviluppo	focalizzata	sulla	qualità	del	software	e	la	velocità	di	
risposta	alle	variazioni	dei	requisiti	dei	clienti.	
Come	le	altre	metodologie	Agile	è	basata	sul	rilascio	frequente	di	piccoli	incrementi	di	
software	da	parte	di	un	team	inter-funzionale,	alcuni	elementi	tipici	di	Extreme	
Programming	sono	la	programmazione	in	coppia,	in	inglese	Pair	Programming,	l’uso	
massiccio	di	review	del	codice	e	di	test	di	unità,	la	riduzione	al	minimo	del	lavoro	di	
programmazione	eliminando	dal	prodotto	tutte	le	features	non	richieste	dal	cliente,	la	
ricerca	di	massima	semplicità	e	chiarezza	nel	codice,	e	la	comunicazione	frequente	tra	il	
cliente	ed	i	programmatori.	
Il	nome	della	metodologia	deriva	dall’idea	di	prendere	gli	elementi	che	apportano	beneficio	
nello	sviluppo	tradizionale	di	software	e	portarli	a	dei	livelli	di	esecuzione	“estremi”.	Ad	
esempio	le	review	del	codice	sono	considerate	pratiche	che	apportano	beneficio,	portate	ad	
un	livello	estremo	vogliamo	che	il	codice	sia	rivisto	continuamente,	dando	luogo	alla	pratica	
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del	Pair	Programming;	oppure	la	pratica	del	Test	First	portata	ad	un	livello	estremo	da	luogo	
al	Test	Driven	Development,	cioè	la	creazione	di	test	automatici	che	il	codice	dovrà	superare	
prima	ancora	di	iniziare	la	scrittura	del	codice.	
	
	
1.5.1. 	La	nascita	di	Extreme	Programming	
	
La	metodologia	è	stata	creata	da	Kent	Beck	durante	il	suo	lavoro	da	Project	Manager	alla	
Chrysler	Comprehensive	Compensation	System	(C3).	Beck	coprì	il	ruolo	manager	del	a	
partire	dal	’96,	da	quel	momento	iniziò	a	concepire	e	migliorare	la	sua	metodologia	di	
sviluppo,	che	descrisse	in	un	libro	pubblicato	nel	’99	dal	titolo	“Extreme	Programming	
Explained”.	
Beck	racconta	che	durante	il	suo	lavoro	chiese	inizialmente	al	team	di	sviluppo	di	fare	un	
poco	di	attività	che	riteneva	molto	importanti	come	test	e	review,	successivamente	iniziò	a	
dire	al	team	di	spingere	sempre	di	più	su	questi	elementi,	notando	dei	risultati	positivi,	
arrivando	infine	all’idea	di	portarli	all’estremo.	
Nei	primi	anni	duemila	XP	ha	generato	un	sempre	maggior	interesse	in	un	numero	di	
ambienti	molto	diverso	da	quello	di	origine.	L’elevato	grado	di	disciplina	richiesto	dalle	
pratiche	originali	fu	tuttavia	spesso	ridotto	di	entità	poiché	alcune	di	queste	erano	ritenute	
troppo	rigide,	ad	esempio	la	pratica	dei	test	di	integrazione	da	svolgere	entro	la	fine	della	
giornata	fu	spesso	ridotta	di	frequenza,	come	una	volta	a	settimana	oppure	entro	delle	date	
prefissate.	
	
	
1.5.2. Attività	del	processo	di	sviluppo	con	Extreme	Programming	
	
Extreme	Programming	descrive	quattro	attività	base	del	processo	di	sviluppo:	codifica,	
testing,	ascolto	e	progettazione:	
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1- Codifica:	Si	tratta	ovviamente	l’attività	più	importante	del	processo	di	produzione	
software,	senza	la	quale	non	esisterebbe	un	prodotto.	
	 	
2- Collaudo	(Testing):	L’approccio	di	Extreme	Programming	riguardo	ai	test	consiste	nel	
cercare	di	aumentare	il	più	possibile,	esistono	i	seguenti	tipi	di	test:	
	
o Test	di	unità:	Determinano	se	la	feature	realizzata	lavora	come	prestabilito.	Il	
programmatore	deve	scrivere	tutti	i	test	automatici	che	possono	garantire	che	il	codice	
funzioni.	Ogni	parte	di	codice	scritta	deve	essere	testata	prima	di	passare	alla	feature	
successiva.	
	
o Test	di	accettazione:	Verifica	che	i	requisiti	così	come	intesi	dai	programmatori	
soddisfino	i	requisiti	del	cliente.	
	
o Test	di	integrazione	a	livello	di	sistema:	furono	inizialmente	incoraggiati	come	attività	da	
svolgere	con	frequenza	giornaliera,	al	fine	di	individuare	prima	possibile	le	interfacce	
incompatibili	da	riconnettere	prima	che	le	sezioni	separate	divergessero	troppo	per	
coerenza	di	funzionalità.	Adesso	l’integrazione	a	livello	di	sistema	è	stata	ridotta	ad	una	
frequenza	settimanale	o	minore	a	seconda	della	stabilità	delle	interfacce	di	sistema.	
	
3- Ascoltare:	I	programmatori	devono	ascoltare	ciò	che	il	cliente	vuole	che	il	sistema	faccia,	
per	capire	quale	è	la	logica	di	business	necessaria.	Devono	capire	questi	bisogni	
sufficientemente	bene	da	poter	dare	al	cliente	un	feedback	sugli	aspetti	tecnici	di	come	
possa	essere	risolto	il	problema.		
	
4- Progettazione:	In	teoria	lo	sviluppo	di	sistema	potrebbe	ridursi	alle	attività	di	codifica,	
testing	e	ascolto.	Se	queste	attività	fossero	svolte	bene	il	risultato	sarebbe	sempre	un	
sistema	che	funziona.	Nella	pratica	però	questo	non	funziona,	lo	sviluppo	potrebbe	
procedere	per	molto	tempo	senza	attività	di	design	con	il	sistema	ancora	funzionante,	
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ma	ad	un	certo	punto	il	sistema	comincerebbe	ad	essere	troppo	complesso,	si	
bloccherebbe	e	le	dipendenze	tra	le	parti	andrebbero	chiarite.	Questo	può	essere	evitato	
progettando	delle	strutture	che	organizzino	il	sistema	logico,	un	buon	design	evita	molte	
dipendenze	di	sistema,	questo	significa	che	cambiando	una	parte	del	sistema	non	si	ha	
effetto	sulle	altre	parti.	
	
	
1.5.3. I	valori	di	Extreme	Programming		
	
Nella	prima	edizione	di	XP	del	’99	furono	identificati	4	valori:	comunicazione,	semplicità,	
feedback	e	coraggio.	Nella	seconda	edizione	fu	introdotto	un	quinto	valore:	Rispetto.	
§ Comunicazione:	Creare	sistemi	software	richiede	che	i	requisiti	del	prodotto	siano	
comunicati	agli	sviluppatori,	questo	nelle	metodologie	di	sviluppo	pesanti	era	
accompagnato	da	una	documentazione	sui	Requisiti	del	Prodotto.	In	XP	invece	l’obiettivo	
è	dare	a	tutti	gli	sviluppatori	una	visione	condivisa	del	sistema	che	combaci	con	la	visione	
che	ne	ha	l’utilizzatore.	A	questo	scopo	XP	fa	leva	sulla	collaborazione	tra	utilizzatore	e	
sviluppatore,	sulla	comunicazione	verbale	e	sui	feedback.	
	
§ Semplicità:	La	soluzione	più	semplice	è	sempre	incoraggiata,	le	funzionalità	in	più	
possono	essere	implementate	in	un	secondo	momento.	La	differenza	tra	questo	
approccio	e	quello	tradizionale	è	il	focus	sullo	sviluppare	codice	di	cui	c’è	bisogno	oggi	
invece	che	tra	una	settimana	o	un	mese.	Questo	spesso	è	sintetizzato	con	l’approccio	
“You	aren’t	gonna	need	it”	(YAGNI).	C’è	consapevolezza	che	un	approccio	del	genere	può	
portare	a	dei	maggiori	sforzi	in	caso	di	necessità	di	cambiare	il	sistema	domani,	però	
questi	sono	più	che	compensati	dai	vantaggi	del	non	investire	in	possibili	requisiti	futuri	
che	potrebbero	cambiare	prima	di	divenire	rilevanti.		
	
§ Feedback:	ci	sono	diversi	feedback	utilizzati:	
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Feedback	dal	sistema:	si	ottiene	scrivendo	test	di	unità	o	svolgendo	dei	test	di	
integrazione	periodici,	permettono	al	programmatore	di	ottenere	un	feedback	diretto	
sullo	stato	del	sistema	dopo	aver	implementato	dei	cambiamenti.	
Feedback	dal	cliente:	I	test	funzionali,	anche	detti	test	di	accettazione,	sono	scritti	dal	
cliente	e	dai	tester.	Essi	danno	un	feedback	concreto	sullo	stato	del	sistema.	Questi	
feedback	sono	ottenibili	ogni	due	o	tre	settimane,	cosicché	il	cliente	possa	orientare	lo	
sviluppo.	
Feedback	dal	team:	Quando	un	cliente	tira	fuori	un	nuovo	requisito	nel	planning	game	il	
team	da	una	stima	diretta	del	tempo	che	sarà	necessario	per	implementarlo.	
§ Coraggio:	Diverse	pratiche	di	XP	necessitano	di	coraggio,	una	è	quella	di	creare	sempre	il	
codice	per	oggi	e	non	per	domani,	oppure	il	fare	Refactoring	di	codice	già	creato	se	
necessario,	il	che	significa	riesaminare	il	sistema	esistente	e	modificarlo	affinché	
cambiamenti	futuri	possano	essere	implementati	più	facilmente.	Altre	situazioni	in	cui	è	
richiesto	coraggio	sono	ad	esempio	rimuovere	codice	diventato	obsoleto,	nonostante	lo	
sforzo	speso	nel	crearlo;	oppure	coraggio	di	persistere	su	un	problema	che	sembra	non	
trovare	soluzione.	
• Rispetto:	Sia	verso	gli	altri	che	verso	sé	stessi.	Ad	esempio	non	è	permesso	richiedere	del	
lavoro	che	comprometta	quello	che	stanno	facendo	i	colleghi;	rispetto	verso	sé	stessi	
mirando	sempre	ad	elevati	standard	di	qualità.	Nessuno	all’interno	del	team	deve	sentirsi	
non	apprezzato	o	ignorato	al	fine	di	garantire	un	alto	livello	di	motivazione	tra	tutti	i	
componenti	del	team.	
	
	
1.5.4. 	Le	pratiche	di	Extreme	Programming	
	
I	comportamenti	dell’organizzazione	sono	regolati	da	pratiche	raggruppabili	in	quattro	
categorie:	
	
Ø Prima	categoria:	feedback	rapid	
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Figura	1.7:	Cicli	di	Feedback	in	Extreme	Programming	
	
Pair	Programming:	Ogni	parte	del	codice	è	prodotta	da	due	persone	che	lavorano	
contemporaneamente	sulla	stessa	task	alla	stessa	postazione.	Un	programmatore	ha	il	
controllo	della	work	station	e	pensa	ai	dettagli	del	codice,	l’altro	invece	è	focalizzato	sulla	
visione	d’insieme,	e	riesamina	continuamente	il	codice	prodotto	dal	primo	programmatore,	i	
programmatori	si	invertono	di	ruolo	dopo	qualche	ora.	
Le	coppie	non	sono	fisse,	i	programmatori	cambiano	partner	frequentemente	affinché	
ognuno	sia	a	conoscenza	di	cosa	stanno	facendo	gli	altri	programmatori	e	tutti	mantengano	
una	certa	familiarità	con	ogni	parte	del	sistema.	Questo	ha	anche	la	duplice	funzione	di	
migliorare	le	capacità	comunicative	tra	i	programmatori	e	permette	la	Collective	Ownership	
del	codice.			
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Figura	1.8:	Pair	Programming		
	
Planning	game:	Si	tratta	della	principale	attività	di	pianificazione	del	lavoro,	come	per	lo	
Sprint	Planning	di	Scrum	consiste	in	un	meeting	che	avviene	una	volta	a	iterazione.	Il	
processo	di	pianificazione	è	diviso	in	due	fasi:	
	
A. Pianificazione	del	rilascio:	Serve	a	determinare	quali	requisiti	includere	in	quale	rilascio	
del	programma	a	breve	termine	e	quando	far	avvenire	questi	rilasci.	Partecipano	al	
processo	di	pianificazione	sia	il	cliente	che	gli	sviluppatori,	è	composto	a	sua	volta	dalle	
seguenti	fasi:	
	
• Fase	esplorativa:	in	cui	il	cliente	fornisce	una	breve	lista	dei	requisiti	ad	alto	
valore	del	sistema	che	verranno	poi	trascritti	in	forma	di	User	Story.	
• Fase	di	commitment:	nella	quale	gli	sviluppatori	si	auto-committano	sulle	
funzionalità	che	saranno	incluse	e	decidono	in	quali	date.	
• Fase	di	esecuzione:	nella	quale	il	piano	può	essere	aggiustato,	nuovi	requisiti	
possono	essere	aggiunti	e	gli	esistenti	possono	essere	modificati.	
	
B. Pianificazione	dell’iterazione:	si	pianificano	le	attività	che	dovranno	svolgere	gli	
sviluppatori,	in	questa	fase	non	sono	presenti	i	clienti,	anche	questa	pianificazione	è	
scomponibile	in	tre	fasi:	
• Fase	esplorativa:	si	traducono	i	requisiti	in	task	da	eseguire.	
• Fase	di	commitment:	Le	task	sono	assegnate	ai	programmatori	e	viene	
stimato	il	tempo	di	esecuzione.	
• Fase	di	esecuzione:	Le	task	sono	eseguite	ed	il	risultato	è	confrontato	con	le	
User	Story	iniziali.	
	
Test	Driven	Development:	In	Extreme	Programming	i	test	automatici	che	dovranno	superare	
le	singole	parti	di	codice	vengono	scritti	ancora	prima	della	fase	di	codificazione.	Questo	è	
fatto	per	stimolare	il	programmatore	a	pensare	alle	condizioni	in	cui	il	codice	fallirebbe	il	test	
durante	la	scrittura	del	codice.	
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Figura	1.9:	Le	fasi	del	Test	Driven	Development	
	
Il	Test	Driven	Development	è	basato	sulle	seguenti	fasi:	Per	prima	cosa	viene	scritto	un	test	
di	unità	che	non	dovrebbe	essere	passato	dal	codice	attuale	perché	la	funzionalità	non	è	
stata	implementata.	Il	programmatore	verifica	che	il	codice	effettivamente	fallisca.		
Dopo	si	inizia	a	scrivere	il	codice,	tuttavia	viene	scritta	soltanto	una	quantità	di	codice	
minima	per	passare	il	test,	si	verifica	che	effettivamente	il	codice	passi	il	test,	dopodiché	
andiamo	a	migliorare	il	codice	qualitativamente	ed	eliminiamo	tutti	i	punti	di	debolezza	che	
potrebbero	portare	a	debito	tecnico,	assicurandosi	che	il	codice	passi	sempre	i	test	
automatici.	
	
	
Ø Seconda	categoria:	processi	continui	
	
Continuous	Integration:	Il	team	di	sviluppo	dovrebbe	sempre	lavorare	sull’ultima	versione	
del	software.	
Dal	momento	che	ciascun	membro	del	team	potrebbe	avere	versioni	differenti	del	
programma	salvate	localmente	con	alcuni	cambiamenti	e	miglioramenti,	essi	dovrebbero	
caricare	la	loro	versione	nel	repository	del	codice	con	una	frequenza	di	poche	ore,	o	quando	
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sono	state	implementate	modifiche	considerevoli,	l’integrazione	continua	serve	ad	evitare	
dei	ritardi	più	avanti	nel	ciclo	di	sviluppo	causati	da	problemi	di	integrazione.	
	
	
Figura	1.10:	Continuous	Integration	
	
Design	Improvement:	Poiché	XP	chiede	di	programmare	solo	quello	necessario	per	oggi	e	di	
implementarlo	nella	maniera	più	semplice	possibile	alcune	volte	si	potrebbe	arrivare	ad	una	
situazione	in	cui	il	sistema	resta	bloccato,	un	sintomo	di	questo	è	il	bisogno	di	due	tipi	di	
manutenzione:	cambiamenti	nei	requisiti	funzionali	richiedono	cambiamenti	in	più	copie	
dello	stesso	codice.	Un	altro	sintomo	è	che	cambiamenti	in	una	parte	del	codice	vanno	ad	
interessante	diverse	altre	parti.	Extreme	Programming	prevede	in	queste	situazioni	di	fare	
refactoring	del	codice	e	cambiare	l’architettura,	rendendola	più	semplice	e	generica.	
	
	
Ø Terza	categoria:	condivisione	delle	conoscenze	
	
Standard	del	codice:	Si	tratta	di	accordi	sulle	regole	a	cui	il	team	di	sviluppo	aderisce	nel	
progetto.	Specificano	uno	standard	ed	un	formato	per	il	codice,	una	scelta	del	linguaggio	di	
																																																						I	Modelli	Organizzativi	Agile	Scalati:	il	caso	Tagetik	Software	 	
Marco	Penco	
	
40	
programmazione,	ed	alcuni	pattern	e	costrutti	che	dovrebbero	essere	evitati	per	ridurre	la	
probabilità	di	errori.	
	
Collective	Code	Ownership:	Ogni	programmatore	è	responsabile	per	tutto	il	codice,	ne	
consegue	tutti	sono	autorizzati	a	cambiare	ogni	parte	del	codice.	Questa	pratica	permette	di	
aumentare	la	velocità	di	programmazione,	perché	quando	qualcuno	individua	un	errore	può	
subito	intervenire.	Si	può	creare	il	problema	che	un	programmatore	potrebbe	inserire	degli	
errori	nel	codice,	perché	non	a	conoscenze	di	alcune	dipendenze,	i	test	di	unità	minimizzano	
questo	rischio.	
	
Simple	Design:	L’approccio	corretto	è	che	il	design	più	semplice	è	sempre	da	preferire.	Ogni	
volta	che	viene	scritto	un	nuovo	pezzo	di	codice	l’autore	si	deve	chiedere	se	esiste	una	via	
più	semplice	per	introdurre	la	stessa	funzionalità,	se	la	risposta	è	positiva	deve	utilizzare	
quella	strada.	Allo	stesso	modo	deve	essere	fatto	refactoring	del	codice	per	renderlo	più	
semplice.	
	
Ø Quarta	categoria:	salute	dei	programmatori	
	
Ritmo	di	lavoro	sostenibile:	I	programmatori	non	dovrebbero	lavorare	per	più	di	quaranta	
ore	a	settimana,	se	si	supera	questa	soglia	una	settimana	questa	non	può	essere	superata	la	
successiva.		
Infatti	il	lavoro	viene	diviso	in	piccoli	rilasci	continui,	non	può	essere	richiesto	lavoro	
straordinario	vicino	alle	scadenze,	perché	queste	non	rappresentano	un’eccezione.	
Le	persone	hanno	delle	performance	migliori	quando	riposate.	Una	chiave	per	raggiungere	
questo	obiettivo	è	la	qualità	del	codice,	codice	ben	testato,	integrato	continuamente	
minimizza	la	frequenza	di	problemi	inaspettati	che	portano	a	lavoro	extra.	
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2. Le	metodologie	Agile	in	organizzazioni	di	
grosse	dimensioni	
	
	
2.1.1. I	limiti	delle	metodologie	Agile	tradizionali	nei	progetti	di	
grosse	dimensioni	
	
I	principali	framework	Agile,	come	Scrum	ed	Extreme	Programming,	si	sono	sviluppati	in	
contesti	organizzativi	di	piccole-medie	dimensioni,	reparti	sviluppo	costituiti	da	pochi	team	
multifunzionali,	ognuno	composto	da	un	numero	limitato	di	persone.	
Sebbene	non	esista	una	definizione	puntuale	sulle	dimensioni	di	un	reparto	sviluppo	
software,	possiamo	prendere	il	valore	di	20-30	sviluppatori	come	spartiacque	tra	una	piccola	
ed	una	grande	organizzazione.	ll	70%	dei	reparti	sviluppo	nell’industria	del	software	ha	
dimensioni	inferiori	alle	dieci	persone	(Ambler,	2005),	la	quota	restante	arriva	invece	a	picchi	
di	centinaia	di	sviluppatori.	L’elevata	presenza	di	organizzazioni	di	piccole	dimensioni	
giustifica	la	diffusione	delle	metodologie	Agile,	come	visto	nel	primo	capitolo	i	benefici	
apportati	dalle	metodologie	Agile	alle	performance	aziendali	in	questi	ambiti	sono	
ampiamente	dimostrati	dalla	letteratura	scientifica.	Le	metodologie	Agile	riescono	ad	
ottenere	ottimi	risultati	anche	in	contesti	più	grandi,	la	loro	implementazione	richiede	però	
di	apportare	alcune	variazioni	ed	adattamenti	dei	modelli	al	contesto.	
Alcuni	dei	limiti	dell’applicare	le	metodologie	Agile	comuni	in	contesti	di	grosse	dimensioni	
sono:	
• Coordinamento	tra	i	team:	le	metodologie	Agile	prevedono	che,	per	ogni	iterazione,	i	
team	autonomamente	pianifichino,	svolgano	e	controllino	il	lavoro	da	realizzare,	con	una	
totale	decentralizzazione	decisionale.	Questo	approccio	è	reso	possibile	dal	fatto	che	
ciascun	team	è	specializzato	su	una	o	più	funzioni	del	programma,	sulle	quali	rilascia	
miglioramenti	continui.	L’approccio	funziona	bene	finché	il	numero	di	team	è	limitato,	al	
di	sotto	dei	tre	o	quattro.	In	queste	situazioni	è	facile	per	i	team	controllare	le	
																																																						I	Modelli	Organizzativi	Agile	Scalati:	il	caso	Tagetik	Software	 	
Marco	Penco	
	
42	
problematiche	relative	a	aree	di	lavoro	confinanti	e	trovare	il	tempo	per	pianificare	una	
roadmap	comune,	le	necessità	di	coordinamento	sono	facilmente	risolvibili	con	dei	
meeting	non	troppo	formali.		
In	situazioni	in	cui	il	numero	di	team	è	elevato	questo	approccio	risulta	invece	molto	
difficile	da	gestire:	diventano	necessari	degli	strumenti	e	dei	meeting	pianificati	finalizzati	
a	coordinare	il	lavoro	dei	diversi	team,	evitare	sovrapposizioni,	risolvere	le	dipendenze.	
Ad	esempio	sono	comuni	situazioni	in	cui	un	team	ha	le	attività	bloccate	perché	attende	
del	codice	in	ingresso	prodotto	da	un	altro	team,	risultano	necessari	degli	strumenti	per	
identificare	la	sequenza	di	attività	ed	evitare	il	crearsi	di	colli	di	bottiglia.	
	
• Allineamento:	in	situazioni	ampie	non	basta	che	ciascun	team	identifichi	da	solo	il	
proprio	backlog,	spesso	è	preferibile	che	il	team	backlog	sia	ottenuto	come	deployment	
di	un	backlog	più	grande	di	prodotto;	in	queste	situazioni	il	team	backlog	può	essere	
ottenuto	in	maniera	poco	dettagliata	da	un	product	backlog	complessivo,	e	poi	
dettagliato	più	approfonditamente	dal	Product	Owner	del	team.	In	grandi	organizzazioni	
diventa	importante	trovare	dei	meccanismi	per	allineare	il	lavoro	del	reparto	sviluppo	
con	quello	delle	altre	funzioni	aziendali.	
	
• Evoluzione	dell’architettura:	Il	manifesto	Agile	sostiene	che	le	migliori	architetture	
provengono	da	basso,	cioè	da	team	Agile	che	si	auto-organizzano,	variando	la	struttura	
esistente	e	costituendo	nuove	strutture	organizzative	solo	quando	necessario	per	
rilasciare	un	nuovo	incremento	del	software.	Questo	approccio	in	un	contesto	con	un	
numero	molto	elevato	di	team	non	può	bastare	da	solo,	portando	inevitabilmente	a	
creare	delle	ridondanze	di	risorse	ed	inefficienze,	risulta	impossibile	per	i	componenti	di	
un	team	avere	la	visione	d’insieme	sull’architettura	complessiva	dell’organizzazione.		
	
• Governance:	In	grandi	organizzazioni	è	importante	creare	un	sistema	di	controllo	delle	
prestazioni	dei	team,	di	budgeting	ed	analisi	dei	costi;	deve	essere	presente	un	sistema	di	
comunicazione	bidirezionale	con	l’alta	direzione.	
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Nell’industria	sono	presenti	un	elevato	numero	di	organizzazioni	con	team	di	sviluppo	
grandi,	che	vogliono	applicare	delle	metodologie	di	risposta	rapida	all’ambiente	per	
perseguire	un	vantaggio	competitivo.	Le	metodologie	Agile	sono	ormai	diffuse	anche	in	
questi	contesti,	la	loro	applicazione	inizialmente	vedeva	l’utilizzo	di	pratiche	di	project	
management	tradizionali	per	la	gestione	di	più	team	Agile	separati,	ottenendo	un	approccio	
Agile	nei	team	di	sviluppo	ed	uno	tradizionale	ai	livelli	gerarchici	superiori;	successivamente	
si	sono	sviluppate	alcune	pratiche	come	la	creazione	di	team	Agile	composti	da	altri	team	
per	scalare	l’organizzazione	Agile	anche	a	livelli	gerarchici	superiori;	infine	si	sono	sviluppati	
e	diffusi	alcuni	modelli	dedicati,	come	SAFe,	che	prescrivono	i	ruoli	e	le	pratiche	per	tutti	i	
livelli	gerarchici	aziendali,	con	l’obiettivo	di	ottenere	il	completo	allineamento	
dell’organizzazione.		
Questa	è	la	direzione	seguita	negli	ultimi	anni	da	molti	colossi	dell’informatica	come	Google,	
Yahoo,	Spotify,	Microsoft,	passati	ad	una	struttura	organizzativa	Agile.	
	
	
2.1.2. I	primi	tentativi	di	applicazione	delle	metodologie	Agile	in	
organizzazioni	di	grosse	dimensioni	
	
Per	mantenere	il	controllo	dei	processi	in	contesti	lavorativi	estesi	l’inclinazione	naturale	è	
quella	di	introdurre	ulteriori	strati	manageriali	e	nuovi	processi	di	controllo	(Trivellas	&	
Drimoussis,	2013),	per	questo	motivo	molte	delle	pratiche	e	strumenti	introdotti	per	gestire	
progetti	Agile	di	grandi	dimensioni	sono	gli	stessi	utilizzati	nella	gestione	tradizionale	dei	
progetti	(Papadopoulos,	2014).	Ad	esempio,	nei	primi	tentativi	di	scalare	le	metodologie	
Agile,	è	subito	emersa	l’esigenza	di	introdurre	un	team	di	architetti	di	struttura,	team	di	
integrazione	del	codice	e	gestione	della	qualità.	
La	tendenza	ad	introdurre	ulteriori	strati	manageriali	gerarchizzati	contrasta	con	la	filosofia	
alla	base	dell’Agile,	al	fine	di	rispettare	i	valori	del	Manifesto	Agile	si	deve	cercare	di	
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mantenere	la	struttura	organizzativa	la	più	piatta	possibile,	con	più	team	e	strati	gerarchici	
solo	se	strettamente	necessario	(Ambler,	2006).	
Nei	progetti	di	scala	elevata	la	differenza	più	grande	tra	l’applicare	le	metodologie	Agile	e	
l’approccio	Waterfall	è	che	quest’ultimo	prevede	uno	sviluppo	bassato	su	fasi	sequenziali,	
dove	ciascun	team	confina	la	maggior	parte	delle	attività	svolte	all’interno	di	un’unica	fase.	
Con	l’Agile	il	lavoro	complessivo	è	organizzato	su	iterazioni	continue,	nelle	quali	tutti	i	team	
lavorano.	Inizialmente	le	metodologie	sono	state	applicate	in	grandi	contesti	con	un	
approccio	tradizionale,	ovvero	i	programmatori	venivano	divisi	in	team	specializzati	ed	il	
lavoro	complessivo	scomposto	ed	assegnato	ai	team,	ognuno	dei	quali	lavorava	in	maniera	
Agile. È	nata	subito	l’esigenza	di	una	gestione	dei	requisiti	che	garantisse	maggior	
trasparenza	e	permettesse	il	coordinamento	del	lavoro	inter-team:	mentre	nei	progetti	di	
piccole	dimensioni	i	requisiti	da	implementare	possono	essere	scritti	in	maniera	semplice	in	
backlog	cartacei,	con	molti	team	è	necessario	digitalizzarli	e	gestirli	in	maniera	che	siano	
riassumibili	su	un	unico	Product	Backlog	complessivo,	contenente	alcune	stime	di	base	sullo	
sforzo	richiesto	e	le	priorità.	L’approccio	quindi	consisteva	nel	dividere	team	grandi	in	sotto-
team	più	piccoli	e	coordinarne	il	lavoro	controllando	la	coerenza	dei	backlog.	
	
	
	
2.2. Lo	sviluppo	di	modelli	specializzati	nello	scalare	le	
metodologie	Agile	
	
Sulla	base	delle	esperienze	acquisite	nell’implementazione	di	metodologie	Agile	in	contesti	
di	grandi	dimensioni,	si	sono	sviluppati	negli	ultimi	anni	dei	modelli	progettati	ad	hoc,	
finalizzati	a	garantire	l’allineamento	di	tutte	le	parti	aziendali.	
I	framework	che	hanno	raggiunto	un	elevato	grado	di	diffusione	sono:	
• SAFe:	Scaled	Agile	Framework,	di	Dean	Leffingwell	
• DAD:	Disciplined	Agile	Delivery,	di	Scott	Ambler	
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• LeSS:	Large-scale	Scrum,	di	Craig	Larman	e	Bas	Vodde	
	
Alcuni	coach	Agile	con	decenni	di	esperienza	sul	campo	e	figure	di	spicco	provenienti	dalla	
Scrum	Coach	Alliance,	tra	cui	Richard	Dolman,	Steven	Spearman,	Dave	Cornelius,	Bob	Galen,	
hanno	condotto	uno	studio	su	questi	modelli	con	lo	scopo	di	fornire	una	guida	comparativa	
basata	il	più	possibile	su	criteri	oggettivi,	facilmente	utilizzabile	dalle	organizzazioni	per	
scegliere	il	modello	che	meglio	si	addice	alla	propria	situazione.	
Lo	strumento	creato	è	una	matrice	comparativa	chiamata	ASK	(Agile	Scaling	Knowledge)	
utilizzabile	dalle	organizzazioni	per	capire	quale	modello	si	addice	di	più	alle	proprie	
caratteristiche.	
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Figura	2.1:	la	matrice	ASK	
	
La	ricerca	ha	condotto	alle	seguenti	valutazioni	su	SAFe	in	relazione	agli	altri	modelli:	si	tratta	
del	modello	che	ha	raggiunto	il	più	elevato	grado	di	diffusione;	è	caratterizzato	da	un	elevato	
grado	di	completezza,	in	quanto	regola	ed	allinea	il	funzionamento	di	tutte	le	le	gerarchie	
aziendali;	garantisce	un	elevato	coordinamento	tra	i	team,	a	discapito	però	della	flessibilità	
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che	risulta	non	alta	in	quanto	si	tratta	di	un	modello	molto	prescrittivo;	i	costi	di	
implementazione	sono	piuttosto	elevati;	risulta	adatto	ad	imprese	di	dimensioni	
particolarmente	grandi;	sono	disponibili	open	source	tutte	le	informazioni	sul	
funzionamento,	ma	è	consigliato	partecipare	a	dei	corsi	di	formazione,	rilascianti	
certificazione,	per	implementare	il	modello.	
	
	
	
2.3. Scaled	Agile	Framework	(SAFe)	
	
2.3.1. 	Introduzione	a	SAFe	
	
SAFe	è	un	acronimo	per	Scaled	Agile	Framework,	si	tratta	di	un	modello	creato	da	Dean	
Leffingwell	con	l’obiettivo	di	applicare	le	metodologie	Agile	in	organizzazioni	di	grosse	
dimensioni.	Il	suo	impiego	può	essere	opportuno	in	aziende	con	centinaia	di	programmatori,	
che	lavorano	contemporaneamente	sia	su	programmi	in	funzionamento	che	su	nuovi	
programmi.		
Le	principali	metodologie	Agile,	come	ad	esempio	Scrum,	funzionano	molto	bene	a	livello	di	
team,	ma	non	definiscono	le	attività	per	i	livelli	gerarchici	superiori.	In	progetti	di	grosse	
dimensioni,	dove	lavorano	un	elevato	numero	di	programmatori	(prendendo	come	
riferimento	un	numero	superiore	a	30)	o	situazioni	in	cui	l’organizzazione	ha	un	portafoglio	
differenziato	di	programmi,	risulta	necessario	andare	a	definire	i	comportamenti	di	tutta	
l’organizzazione	se	vogliamo	che	sia	garantito	l’allineamento	tra	i	diversi	livelli	gerarchici	
evitando	il	crearsi	di	una	situazione	caotica.		
SAFe	definisce	un	modello	organizzato	su	tre	livelli	gerarchici	aziendali:	Team,	Program	e	
Program	Portfolio.	
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Figura	2.2:	I	livelli	di	SAFe	
	
I	team	di	sviluppo	in	SAFe	sono	composti	dalle	tre	alle	nove	persone	e	si	organizzano	
esattamente	come	dei	team	Agile.	Si	tratta	quindi	di	team	interfunzionali	ed	auto-
organizzati,	che	lavorano	su	iterazioni	di	due	settimane	al	termine	delle	quali	rilasciano	un	
software	funzionante.		
Tipicamente	i	team	di	sviluppo	lavorano	seguendo	il	framework	Scrum,	ma	sono	liberi	di	
accrescere	le	loro	capacità	applicando	pratiche	provenienti	da	Extreme	Programming	o	
Kanban.	Un	singolo	team	ha	all’interno	tutte	le	competenze	necessarie	per	creare	
incrementi	di	software	in	maniera	automa:	identificazione	dei	requisiti,	scrittura	del	codice	e	
esecuzione	dei	test.		
Il	livello	dei	team	Agile	rappresenta	la	base	del	modello,	sopra	il	quale	è	costruito	il	secondo	
livello,	detto	livello	di	Program:	a	questo	livello	diversi	team	Agile	vanno	a	costituire	un	team	
dei	team,	in	SAFe	chiamato	Release	Train,	che	lavora	in	maniera	continuativa	su	un	unico	
programma.	Il	Release	Train	è	composto	dai	7	ai	15	team	ed	in	media	dai	50	ai	150	individui.	
Il	nome	si	rifà	alla	metafora	del	treno	perché	corre	ininterrottamente,	iterazione	dopo	
iterazione.	Il	terzo	livello	è	detto	il	Program	Portfolio,	ed	è	il	livello	che	gestisce	il	portafoglio	
dei	programmi-progetti	su	cui	ha	diversificato	l’azienda,	su	ciascuno	dei	quali	lavora	un	
singolo	Release	Train.	A	questo	livello	si	hanno	le	responsabilità	per	le	strategie	e	gli	
investimenti,	si	gestiscono	i	flussi	di	valore	e	si	svolgono	le	attività	di	governance.		
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Il	modello	è	stato	creato	2011	da	Dean	Leffingwell,	professionista	specializzato	da	decenni	
nell’implementazione	di	modelli	Lean	e	Agile,	assieme	ad	altri	specialisti	come	Alex	Yakyma,	
Drew	Jemilo,	Richard	knaster	e	Inban	Oren.	Ha	ottenuto	una	rapida	diffusione	nel	settore	
diventando	rapidamente	il	modello	Agile	per	organizzazioni	di	grandi	dimensioni	più	
adottato.	Tra	le	aziende	che	utilizzano	il	modello	sono	presenti:	Intel,	Lego	Digital	Solution,	
Tom	Tom,	Accenture	Technology,	Big	IT	Shop,	bmc	software,	Telstra	e	molti	altri.	SAFe	viene	
periodicamente	aggiornato	con	miglioramenti	provenienti	dalle	esperienze	di	utilizzo.	
	
		
	
2.3.2. 	Il	funzionamento	di	SAFe	
	
	
Figura	2.3:	Visione	d’insieme	del	modello	SAFe	
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Analizzando	la	struttura	di	sviluppo	con	un	approccio	top-down	abbiamo	che	l’insieme	di	
tutti	gli	sviluppatori	(intesi	in	un’ottica	allargata	comprensiva	di	tester,	Scrum	Master	e	
Product	Owner)	è	diviso	in	Release	Train	(treni	di	rilascio),	ciascuno	dei	quali	lavora	a	tempo	
pieno	su	un	singolo	programma	o	progetto.		
Un	Release	Train	è	composto	dalle	cinquanta	alle	centocinquanta	persone,	suddivise	a	loro	
volta	in	team	di	sviluppo,	ciascun	team	di	sviluppo	lavora	su	una	specifica	parte	del	
programma,	ed	è	organizzato	tipicamente	secondo	il	framework	Scrum,	anche	se	può	
accrescere	le	proprie	capacità	con	pratiche	provenienti	da	Extreme	Programming	o	altri	
framework	Agile.	
Proprio	come	in	Scrum	il	team	lavora	su	iterazioni	di	due	settimane,	chiamate	Sprint,	al	
termine	delle	quali	rilascia	un	incremento	funzionante.	
Su	questi	intervalli	della	durata	di	due	settimane	il	team	pianifica	il	lavoro	necessario	per	
rilasciare	l’incremento,	crea	il	codice	ed	esegue	il	testing,	esegue	un	riesame	ed	una	
retrospettiva.	Il	lavoro	viene	pianificato	prelevando	le	User	Story	da	un	Team	Backlog,	
ottenuto	come	deployment	di	un	backlog	più	grande	di	prodotto.		
Il	team	dei	team,	che	va	a	costituire	il	Release	Train	del	programma,	lavora	invece	su	
iterazioni	più	lunghe	chiamate	Program	Increment,	della	durata	pari	a	sei	iterazioni	dei	team.	
Al	termine	dell’iterazione	il	Release	Train	può	rilasciare	una	nuova	versione	del	programma,	
se	rilasciare	effettivamente	sul	mercato	il	software	o	meno	è	una	scelta	commerciale,	ma	il	
software	è	pronto	per	essere	rilasciato.	Vediamo	come	il	requisito	delle	metodologie	Agile	di	
sviluppare	incrementalmente	il	software	attraverso	iterazioni	viene	rispettato	sia	dai	team	
che	dal	Release	Train,	che	possiamo	considerare	come	un	vero	e	proprio	team	Agile	i	cui	
membri	sono	altri	team.	
Rispetto	ai	team	di	sviluppo	il	Release	Train	lavora	su	iterazioni	più	lunghe,	svolgendo	ogni	
iterazione	le	attività	previste	dal	ciclo	di	Deming:	Plan-Do-Check-Act,	al	fine	di	migliorare	
continuamente	le	proprie	performance.	Particolarmente	importante	è	il	meeting	di	
pianificazione	dell’iterazione	di	Release	Train	chiamato	Release	Planning,	dal	quale	deriva	il	
deployment	ai	singoli	team	Agile.	Il	Release	Planning	è	il	momento	più	importante	di	SAFe,	
rappresenta	il	cuore	su	cui	è	fondato	il	framework:	si	tratta	di	un	meeting	lungo	tipicamente	
2	giorni,	che	ha	una	duplice	funzionalità,	oltre	a	pianificare	l’iterazione	serve	anche	a	creare	
un	senso	di	appartenenza	al	treno	tra	i	membri	dei	diversi	team.		
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Allinea	gli	obiettivi	tra	i	membri	di	tutti	i	team	e	coordina	gli	sforzi	per	raggiungerli,	inoltre	
ricorda	ai	membri	dei	singoli	team,	che	tipicamente	lavorano	in	ambienti	separati,	di	
appartenere	ad	un	unico	team	più	grande.	Durante	il	meeting	tutti	i	membri	dei	team	del	
treno	si	riuniscono	rendendo	possibile	la	conversazione	faccia	a	faccia,	descritta	dal	
Manifesto	Agile	come	principale	motore	per	gli	incrementi.	
Proprio	come	un	team	Agile	il	Release	Train	comprende	un	Product	Manager	(equivalente	
ad	un	Product	Owner	del	team	Scrum)	che	si	occupa	di	gestire	il	Program	Backlog,	ed	un	
Release	Train	Engineer,	che	svolge	un	ruolo	di	Scrum	Master	del	treno.	
Il	livello	di	Program	Portfolio	svolge	le	attività	tipiche	dei	vertici	aziendali,	il	comportamento	
di	questo	livello	viene	tuttavia	incorporato	nel	modello	per	assicurarsi	che	ci	sia	
allineamento	tra	le	strategie	aziendali	ed	i	livelli	operativi,	e	che	siano	utilizzate	le	tecniche	
più	efficaci	con	un	approccio	Lean.		
	
	
2.3.3. 	I	valori	alla	base	di	SAFe	
	
Ø Allineamento:	È	importante	che	i	livelli	di	cui	si	compone	l’organizzazione	siano	allineati	
verso	il	raggiungimento	di	obiettivi	comuni.	Questo,	per	quanto	possa	sembrare	banale,	
è	un	obiettivo	molto	difficile	da	raggiungere,	specie	in	organizzazioni	grandi	e	complesse	
dove	la	tendenza	naturale	senza	un	adeguato	sistema	di	controllo	è	l’entropia.	Con	il	
passaggio	ad	una	metodologia	di	sviluppo	Agile	ed	il	decentramento	decisionale	verso	i	
team	Agile	la	tendenza	al	crearsi	di	una	situazione	caotica	può	crescere	senza	adeguati	
sistemi	di	allineamento.	
Il	primo	obiettivo	di	SAFe	è	creare	allineamento	all’interno	dell’azienda.	Il	processo	
consiste	nel	creare	una	strategia	e	poi	allineare	le	parti	verso	il	suo	raggiungimento.	
L’attività	inizia	a	livello	di	Portafoglio,	dove	il	vertice	aziendale,	collaborando	con	gli	
stakeholder	interessati,	crea	ed	aggiorna	le	Strategie	e	va	ad	alimentare	un	Backlog	di	
Portafoglio,	da	qui	si	discende	al	livello	dei	singoli	programmi	ed	analizzando	la	Roadmap	
e	la	Vision,	si	alimenta	il	Backlog	di	Programma;	per	arrivare	infine	ai	Backlog	dei	Team	di	
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sviluppo	contenenti	le	storie	da	sviluppare.	Ci	sono	dei	ruoli	che	attraverso	dei	feedback	
di	controllo	si	assicurano	che	durante	i	vari	passaggi	sia	garantito	l’allineamento,	come	i	
Product	Manager	di	programma	ed	i	Product	Owner	dei	team.	
	
Ø Codice	di	qualità:	la	capacità	di	rilasciare	nuove	funzionalità	in	tempi	ridotti	e	reagire	
rapidamente	ai	cambiamenti	dell’ambiente	dipende	molto	dalla	qualità	del	software.		
Creare	software	di	qualità	rappresenta	un	valore	portante	in	tutte	le	metodologie	Agile,	
che	acquisisce	ancora	più	importanza	nei	sistemi	di	grosse	dimensioni	dove	l’effetto	
cumulativo	di	molti	piccoli	difetti	più	dare	luogo	a	conseguenze	gravi	sull’affidabilità	del	
software.	Inoltre	la	qualità	rappresenta	un	requisito	fondamentale	per	integrare	il	codice	
a	diversi	livelli,	l’obiettivo	è	quello	di	evitare	il	costo	di	ritardi	dovuti	alla	frequente	
necessità	di	refactoring	del	codice	e	di	risoluzione	di	bug.	Creare	software	di	qualità	è	un	
problema	che	richiede	sforzo	e	formazione,	ma	l’investimento	porta	sicuramente	a	dei	
notevoli	ritorni	in	termini	di:	
• Soddisfazione	del	cliente:	Un	prodotto	con	minor	numero	di	difetti	aumenta	la	
soddisfazione	del	cliente,	con	gli	innumerevoli	benefici	che	ne	conseguono	per	il	
business.	
• Prevedibilità	dello	sviluppo:	Senza	un	controllo	di	attendibilità	sulla	qualità	del	
software	è	impossibile	pianificare	l’introduzione	di	nuove	funzionalità	o	avere	delle	
stime	sulla	velocità	di	sviluppo	dei	team,	si	è	costretti	ad	impiegare	una	notevole	
forza/lavoro	sulla	manutenzione	del	software	e	il	debug,	con	ripercussioni	sulla	
fiducia	degli	sviluppatori	e	abbassamento	del	morale.	Creare	software	di	qualità	
aumenta	la	facilità	di	manutenzione	del	software	e	la	capacità	di	aggiungere	
funzionalità	velocemente.	
• Scalabilità:	Quando	i	componenti	creati	rispettano	gli	standard	qualitativi,	e	sono	
semplici	e	chiari,	è	più	probabile	che	superino	test	di	integrazione	e	infrastrutturali.	
In	queste	situazioni	aggiungere	team	di	sviluppo	e	funzionalità	al	prodotto	porta	ad	
aggiungere	valore	al	business.	Se	al	contrario	non	sono	rispettati	gli	standard	
qualitativi	aggiungere	altri	sviluppatori	spesso	non	solo	non	aggiunge	valore,	ma	può	
anche	rallentare	l’organizzazione.	
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• Capacità	di	innovare:	Le	innovazioni	arrivano	quando	persone	motivate	lavorano	in	
un	ambiente	stimolante,	la	qualità	crea	un	terreno	fertile	ed	un	ambiente	in	cui	le	
nuove	idee	possono	essere	facilmente	prototipate	testate	e	provate.	
	
Molte	delle	pratiche	consigliate	da	SAFe	per	creare	software	di	qualità	derivano	da	
Extreme	Programming	e	sono	consigliate	in	molti	ambienti	informatici:	
• Continuous	Integration:	consiste	nel	fondere	più	volte	al	giorno	il	codice	proveniente	
da	ciascuno	sviluppatore	con	il	codice	comune,	cosicché	ogni	sviluppatore	lavori	
sempre	sull’ultima	versione	del	codice	e	gli	errori	siano	identificati	prima	possibile.		
La	frequenza	di	integrazione	consigliata	da	SAFe	è	una	volta	al	giorno,	si	tratta	
ovviamente	di	un	obiettivo	molto	difficile	da	raggiungere,	per	cui	è	consigliato	partire	
da	una	frequenza	di	due	volte	per	iterazione	per	cercare	di	aumentare	la	frequenza	
con	l’esperienza.	
L’integrazione	continua	necessita	di	particolari	strumenti	come	server	dedicati,	ma	
elemento	ancora	più	importante	è	la	cultura	degli	sviluppatori.	
• Test-First:	Una	filosofia	che	incoraggia	i	team	a	ragionare	sul	comportamento	del	
codice	e	le	ripercussioni	che	può	avere	su	altre	funzioni	prima	di	sviluppare.	Una	
metodologia	ottima	a	questo	scopo	è	il	Test	Driven	Development,	descritta	nella	
sezione	su	Extreme	Programming.	
	
• Refactoring	del	codice:	È	una	disciplina	che	consiste	nel	ristrutturare	il	codice	
esistente,	quindi	nel	modificare	la	struttura	interna	del	software	lasciando	inalterato	
il	comportamento	esterno.	Il	refactoring	del	codice	deve	essere	effettuato	con	
frequenza	al	fine	di	fornire	al	codice	una	struttura	solida	per	lo	sviluppo	futuro.	
Trascurare	il	refactoring	per	andare	a	creare	sempre	delle	funzionalità	nuove	porta	a	
creare	un	sistema	fragile	e	costoso	da	mantenere.		
• Lavoro	in	coppia:	Esistono	diverse	pratiche	di	lavoro	in	coppia,	tra	le	quali	il	Pair	
Programming	è	la	più	conosciuta.	
Il	Pair	Programming	è	una	pratica	proveniente	da	XP	che	consiste	nel	collocare	due	
programmatori	alla	stessa	postazione,	una	persona	scrive	il	codice	mentre	un’altra	
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osserva	eseguendo	una	review	continua,	ispezionando,	e	intervenendo	con	consigli	
nel	processo	di	scrittura	codice,	i	ruoli	sono	scambiati	dopo	intervalli	regolari	di	
tempo.	Prima	di	iniziare	a	scrivere	il	codice	la	coppia	discute	sui	requisiti	da	dare	al	
codice	e	come	testare	le	funzionalità.		
Il	Pair	Programming	è	una	pratica	piuttosto	controversa,	alcuni	sostengono	che	sia	
troppo	estrema	ed	aumenti	molto	i	costi	perché	due	persone	lavorano	allo	stesso	
codice.	Altre	pratiche	di	coppia	prevedono	invece	di	usare	due	programmatori	per	
ogni	storia	da	sviluppare,	oppure	il	crearsi	coppie	in	maniera	autonoma	in	caso	di	
parti	critiche	del	codice.	
	
• Proprietà	collettiva	del	codice:	è	una	chiave	per	incoraggiare	ciascuno	a	contribuire	ad	
ogni	parte	del	progetto	con	nuove	idee.	
Si	tratta	di	una	pratica	particolarmente	importante	in	SAFe	in	quanto	un	
sistema	di	grosse	dimensioni	ha	un	codice	molto	ampio	sotto,	ed	è	più	
probabile	che	i	programmatori	cambino	e	chi	ha	scritto	il	codice	non	sia	più	
presente	per	la	manutenzione,	oppure	se	fosse	presente	essere	legati	ad	una	
persona	per	effettuare	degli	interventi	è	molto	svantaggioso.	
Implementare	Collective	Ownership	per	codice	vasto	richiede	degli	accordi	su	
standard	di	programmazione,	abbracciare	la	semplicità	di	design,	costruire	
delle	interfacce	resistenti	a	cambiamenti	del	sistema.	
	
Ø Trasparenza:	Senza	trasparenza	non	si	possono	prendere	decisioni	basate	su	dati	di	
fatto,	la	trasparenza	non	permette	solo	di	prendere	decisioni	migliori,	permette	anche	di	
creare	fiducia	all’interno	dell’organizzazione,	la	fiducia	è	un	elemento	fondamentale	per	
avere	persone	motivate	e	quindi	performance	elevate.	
Deve	essere	garantita	la	trasparenza	sui	seguenti	elementi:	
I	dirigenti,	i	manager	di	portafoglio,	e	gli	altri	stakeholders	devono	poter	vedere	il	kanban	
di	portafoglio,	i	backlog	di	programma,	ed	avere	chiari	gli	obiettivi	del	Program	
Increment.	Allo	stesso	modo	ai	livelli	di	Program	deve	essere	permessa	piena	visibilità	di	
tutti	i	backlog	dei	team.		
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A	livello	di	team	e	programma	deve	essere	permesso	di	vedere	le	epiche	architetturali	e	
di	business	per	capire	a	quale	epica	stiamo	andando	incontro.	Ognuno	deve	poter	vedere	
gli	indicatori	di	prestazione	delle	altre	aree,	cosicché	le	strategie	possano	essere	
allineate.	
	
	
2.3.4. I	livelli	di	SAFe	
	
Ø Primo	livello:	Team	di	sviluppo	Agile	
I	singoli	team	di	sviluppo	lavorano	come	dei	team	Agile	Scrum,	sono	cioè	composti	da	
sviluppatori	e	tester,	Scrum	Master	e	Product	Owner,	per	il	loro	funzionamento	dettagliato	
rimando	alla	sezione	su	Scrum.	
I	team	possono	accrescere	le	loro	capacità	di	rilasciare	software	di	qualità,	utilizzando	delle	
pratiche	ormai	molto	diffuse	nell’ambiente	Agile	provenienti	da	Extreme	Programming,	
come	il	Pair	Programming	e	il	test	Driven	Development.	Ciascun	team	Agile	ha	la	
responsabilità	di	definire,	sviluppare	e	testare	le	User	Story	dal	proprio	Team	Backlog	
attraverso	gli	Sprint.	Le	cadenze	degli	sprint	dei	vari	team	sono	sincronizzate	tra	loro	per	
creare	momenti	di	integrazione	di	sistema.	
Una	differenza	rispetto	al	funzionamento	tradizionale	di	Scrum	sta	nella	gestione	dei	
backlog,	infatti	il	backlog	dei	team	viene	creato	durante	il	processo	di	Release	Planning,	su	
intervalli	temporali	della	durata	di	sei	Sprint,	cioè	la	durata	dell’iterazione	di	livello	di	
Release	Train.	Questo	serve	per	assicurare	l’allineamento	tra	le	attività	dei	diversi	team	
verso	gli	obiettivi	del	livello	di	programma.	Nel	processo	di	Release	Planning	si	crea	il	backlog	
di	programma	e	come	deployment	di	questo	si	ottengono	i	backlog	dei	singoli	team,	
successivamente	il	team	svolge	il	lavoro	su	iterazioni	più	brevi,	della	durata	di	due	settimane,	
quindi	va	a	creare	uno	Sprint	Backlog	con	le	User	Story	del	Team	Backlog	realizzabili	nello	
sprint.	
I	Team	Agile	dedicano	intervalli	prefissati	del	loro	sprint	all’esecuzione	di	cerimonie	per	
garantire	che	sia	applicato	l’approccio	della	ruota	di	Deming	allo	sviluppo.	
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Queste	cerimonie	sono	lo	Sprint	Planning,	Sprint	Review	e	Sprint	Retrospective,	descritte	
nella	sezione	su	Scrum.	
Ø Secondo	livello:	Programma	
Questo	è	il	livello	che	veramente	caratterizza	SAFe,	mentre	il	livello	di	team	opera	con	delle	
pratiche	Scrum	comuni,	il	livello	di	Program	serve	per	portare	le	pratiche	Agile	a	livello	di	
team	dei	team,	detto	Release	Train.		
Esso	lavora	in	maniera	iterativa	ed	incrementale	proprio	come	un	team	Agile,	ma	su	
iterazioni	più	lunghe,	pari	a	sei	iterazioni	dei	singoli	team,	per	ciascuna	delle	quali	vengono	
svolte	delle	cerimonie	di	pianificazione	controllo	e	adattamento,	cioè	una	Release	Planning,	
una	demo	del	software	ed	una	retrospettiva	del	metodo	di	lavoro	utilizzato.	
Il	Release	Train	è	tipicamente	è	composto	dai	7	ai	15	team	che	si	auto-gestiscono	e	
organizzano	il	lavoro,	tuttavia	il	treno	ha	bisogno	di	ulteriori	ruoli	guida	affinché	i	team	siano	
allineati	verso	una	mission	comune.	Questi	ruoli	sono	Release	Train	Engineer,	che	funge	da	
Scrum	Master	del	treno,	assistendo	i	team	nel	rilasciare	gli	incrementi,	ed	il	Product	
Manager,	che	rappresenta	invece	il	Product	Owner	del	treno,	impersonificando	la	voce	del	
cliente	per	il	programma	e	svolgendo	un	ruolo	di	riferimento	per	i	Product	Owner	dei	team.		
	
Figura	2.4:	I	ruoli	del	livello	di	Release	Train	
	
‘	
Release	Train	Engineer:	Facilita	l’esecuzione	dei	processi	al	livello	di	programma,	rimuove	gli	
impedimenti,	gestisce	i	rischi	ed	aiuta	a	guidare	il	Release	Train	verso	il	miglioramento	
continuo.	Proprio	come	per	lo	Scrum	Master	dei	team	il	ruolo	è	descritto	come	servant	
leader,	cioè	di	un	team	leader	che	non	si	pone	gerarchicamente	sopra	al	team,	ma	al	
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contrario	si	mette	a	disposizione	dei	componenti	per	assicurarsi	che	lavorino	nelle	migliori	
condizioni	e	gli	stimoli	al	miglioramento.	Per	conseguire	questi	risultati	il	RTE	svolge	
sistematicamente	delle	attività	di:	ascolto	e	supporto	ai	team	nell’identificare	i	problemi	e	
nel	prendere	decisioni;	allineamento	delle	decisioni	dei	team	e	risoluzione	dei	contrasti;	
pianificazione	di	attività	volte	ad	incoraggiare	lo	sviluppo	delle	competenze	dei	membri	di	
ciascun	team	ed	allo	scambio	di	competenze	intra-team.	Il	Release	Train	Engineer	e	gli	Scrum	
Master	si	incontrano	due	volte	a	settimana	di	fronte	alla	program	board	dove	discutono	i	
progressi	del	treno	rispetto	agli	obiettivi,	lo	stato	dei	rischi	e	delle	dipendenze	identificate	
nel	Release	Planning.		
	
Product	Manager:	Lavora	costantemente	in	contatto	con	i	clienti	identificando	i	bisogni	ed	i	
requisiti	espliciti	o	impliciti	da	implementare	nel	software	e	validando	le	soluzioni	proposte,	
proprio	come	i	Product	Owner	dei	singoli	team	Scrum,	per	i	quali	rappresenta	un	punto	di	
riferimento,	mantenendo	però	una	visione	d’insieme	più	alta.		
Oltre	a	questo	deve	avere	anche	un	focus	sul	portafoglio	di	programmi	dell’impresa	ed	una	
visione	dall’alto.	Nel	lavorare	in	contatto	con	il	livello	di	Program	Portfolio	deve	rispettare	il	
budget	a	disposizione	e	permettere	l’implementazione	delle	Epiche	relative	al	programma.	
Deve	prioritizzare	il	lavoro	presente	nel	backlog	di	programma	e	assicurarsi	che	siano	
presenti	in	ogni	momento	una	quantità	giusta	di	features	pronte	per	essere	implementate.	
In	sede	Release	Planning	ha	il	compito	di	presentare	la	vision	e	le	Milestones	principali	del	
progetto.	
	
System	Team:	Si	tratta	di	un	team	Agile	particolare	che	lavora	al	livello	di	Program,	creato	
per	supportare	gli	altri	team,	integrare	il	codice	proveniente	da	ciascuno	di	essi	ed	eseguire	i	
test	di	programma.	Le	principali	responsabilità	riguardano:	eseguire	l’integrazione	del	codice	
manualmente	dove	non	è	possibile	o	non	ancora	operativa	l’integrazione	automatica,	
aiutare	i	team	a	determinare	le	interfacce	tra	essi,	creare	gli	scenari	per	i	test	automatici,	
fare	dei	test	dei	requisiti	non	funzionali,	mostrare	agli	stakeholder	delle	demo	di	sistema	per	
ogni	iterazione.		
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Community	of	Practice:	Si	tratta	gruppi	informali	costituiti	da	membri	dei	team	Agile	ed	altri	
esperti,	con	la	mission	di	condividere	conoscenza	pratica	tra	i	partecipanti.	I	gruppi	si	
riuniscono	con	frequenza	regole	per	parlare	di	uno	specifico	argomento,	discutere	delle	
migliori	pratiche	per	affrontarlo	e	creare	allineamento	tra	i	diversi	team.	Ad	esempio	la	
community	potrebbe	riguardare	uno	specifico	linguaggio	di	programmazione	ancora	poco	
utilizzato.	L’obiettivo	delle	community	è	favorire	la	circolazione	di	conoscenza	all’interno	
dell’organizzazione,	evitando	che	resti	confinata	all’interno	dei	team	Agile.	I	partecipanti	alle	
Community	sono	quindi	i	maggiori	esperti	dei	team	sullo	specifico	campo	di	applicazione.	
	
Release	Planning:	Ogni	iterazione	di	programma	inizia	con	un	Release	Planning	meeting	in	
cui	tutte	le	persone	del	treno,	cioè	tutti	i	membri	dei	team	si	trovano	per	ascoltare	la	
presentazione	di	Vision,	Roadmap	ed	obiettivi	dell’iterazione.	Successivamente	ciascun	team	
pianifica	autonomamente	il	lavoro	da	svolgere	nell’iterazione	di	programma,	partendo	da	un	
elevato	grado	di	astrazione	e	dettagliando	sempre	di	più	le	attività	da	svolgere,	ponendole	
infine	nell’ambito	temporale	di	uno	sprint.	In	seguito	vengono	identificate	le	dipendenze	tra	
le	attività	dei	diversi	team	e	trovata	un’adeguata	strategia	di	gestione,	ad	esempio	si	può	
trattare	di	attività	di	un	team	che	bloccano	il	lavoro	di	un	altro.	Il	meeting	serve	per	creare	
allineamento	tra	il	lavoro	dei	team	e	gli	obiettivi	di	programma,	per	identificare	e	gestire	le	
dipendenze	con	tra	i	team	e	identificare	e	gestire	i	rischi	del	progetto.	
Release	Retrospective:	Al	termine	di	una	release	si	svolge	il	meeting	di	retrospettiva,	a	cui	
partecipano	i	ruoli	chiave	del	programma,	Scrum	Master	Product	Owner	e	rappresentanti	dei	
team	Agile	e	tutti	gli	stakeholder	interessati.	Il	meeting	ha	l’obiettivo	di	indagare	su	come	si	
è	lavorato	nella	Release,	focalizzandosi	sulle	relazioni	intra-team,	dipendenze	non	risolte,	e	
problemi	di	comunicazione,	decidendo	le	azioni	necessarie	per	migliorare	le	condizioni	nella	
prossima	iterazione.	Si	cerca	inoltre	di	far	emergere	i	problemi	maggiori	del	programma	ed	
indaga	sulle	cause	al	fine	di	decidere	le	azioni	correttive.		
	
	
Ø 	Terzo	livello:	Program	Portfolio	
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Si	tratta	del	livello	gerarchicamente	più	elevato	in	SAFe,	ha	il	compito	di	definire	attraverso	
le	strategie	i	flussi	di	valore	aziendali,	gestire	l’innovazione	attraverso	Epiche	di	business	e	
architetturali,	ed	effettuare	le	attività	di	budgeting	e	la	governance	degli	investimenti.	Il	
modello	definisce	due	ruoli	particolari	per	questo	livello:	l’Epic	Owner	e	l’Enterprise	
Architect.	
Le	epiche:	Le	idee	innovative	di	grossa	portata	in	SAFe	sono	chiamate	epiche.	Si	tratta	in	
generale	di	idee	per	nuovi	business,	differenziazione	del	portafoglio,	acquisizioni	e	fusioni,	
cambiamenti	di	funzionalità	sostanziali	a	programmi	esistenti,	innovazione	di	processo,	
variazioni	della	struttura	organizzativa,	esse	possono	provenire	direttamente	dalla	strategia,	
oppure	essere	generate	internamente	a	tutti	i	livelli	gerarchici	o	esternamente,	
l’organizzazione	deve	quindi	implementare	i	processi	necessari	per	la	raccolta	delle	idee.	Si	
tratta	quindi	di	un	processo	di	gestione	dell’innovazione	dall’alto,	che	si	affianca	in	SAFe	
all’innovazione	per	piccoli	passi	emergente	dai	team	
L’Epic	Owner	è	la	figura	responsabile	di	implementare	il	processo,	di	scomporre	le	epiche	
relative	ai	diversi	programmi	attraverso	i	flussi	di	valore;	per	svolgere	queste	attività	deve	
collaborare	con	i	team	di	sviluppo,	i	business	owner,	l’architetto	di	sistema	ed	i	product	
manager.	Le	epiche	passano	attraverso	fasi	di	analisi	di	fattibilità	e	sviluppo	stage-gate,	al	
fine	assicurarsi	di	selezionare	solo	quelle	con	elevata	probabilità	di	successo.	Vengono	infine	
inserite	nel	Portfolio	Backlog	attendendo	di	essere	implementate,	il	backlog	serve	a	dare	
visibilità	alle	epiche	cosicché	ai	vari	livelli	ci	sia	consapevolezza	di	cosa	è	in	programma	e	sia	
più	facile	ottenere	collaborazione	dagli	stakeholder,	inoltre	serve	a	fornire	un	limite	sul	
numero	di	epiche	work	in	progress,	per	assicurare	che	siano	implementate	senza	eccedere	
nei	vincoli	di	capacità	di	assorbimento.	
Un	altro	ruolo	importante	del	livello	di	Program	Portfolio	è	l’Architetto	di	impresa,	in	sistemi	
di	grosse	dimensioni	il	design	emergente	dal	basso,	così	come	propongono	le	metodologie	
Agile	tradizionali,	non	è	sufficiente	da	solo	e	si	crea	la	necessità	di	un’architettura	
intensionale	progettata	dall’alto,	questo	argomento	è	approfondito	nel	capitolo	apposito	
sull’evoluzione	dell’architettura	in	SAFe	(2.3.5.)	
In	organizzazioni	di	grosse	dimensioni	fusioni	ed	acquisizioni	vanno	a	modificare	
costantemente	le	tecnologie,	gli	standard	e	le	sfide	competitive.	L’architetto	di	sistema	
fornisce	una	direzione	tecnica	strategica	in	maniera	trasversale	ai	diversi	programmi	e	flussi	
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di	valore	in	portafoglio.	La	capacità	di	abbracciare	cambiamenti	organizzativi	rappresenta	un	
vantaggio	competitivo	per	le	organizzazioni,	l’architetto	di	sistema	con	la	sua	visione	olistica	
di	alto	livello	dell’organizzazione	guida	la	strategia	organizzativa	dell’impresa.	
	
2.3.5. L’evoluzione	dell’architettura	in	SAFe	
	
In	SAFe	l’architettura	organizzativa	interna	è	progettata	per	modificarsi	e	migliorare	
continuamente,	al	fine	di	permettere	all’organizzazione	di	rispondere	rapidamente	ai	
cambiamenti	nelle	condizioni	di	mercato.	
Il	manifesto	Agile	sostiene	che	“le	migliori	architetture	emergono	da	team	che	si	auto-
organizzano”	da	qui	deriva	il	concetto	di	Design	Emergente	che	consiste	nel	dare	il	potere	ai	
team	per	modificare	o	estendere	il	design	esistente	solo	per	quanto	necessario	a	realizzare	e	
validare	il	prossimo	incremento	software	da	rilasciare.	Questo	approccio	ha	senza	dubbio	dei	
fattori	positivi,	ma	funziona	solo	fino	ad	un	certo	punto,	quando	le	organizzazioni	iniziano	ad	
essere	grandi	e	si	creano	team	di	team	il	design	emergente	risulta	spesso	insufficiente	per	
rispondere	alla	complessità	del	sistema,	risulta	impossibile	in	queste	situazioni	per	i	team	
capire	il	funzionamento	del	sistema	nel	complesso	ed	evitare	di	produrre	ridondanza.	
Possono	nascere	problemi	come	bassa	velocità	nella	gestione	delle	interfacce	intra-team,	
eccessivo	numero	di	modifiche	alla	struttura,	sviluppo	di	diverse	architetture	nel	supportare	
le	stesse	risorse.		
Per	questi	motivi	SAFe	affianca	alla	pratica	del	Design	Emergente	quella	dell’Architettura	
Intensionale,	iniziative	provenienti	dall’alto	per	migliorare	la	struttura	organizzativa,	
anticipando	le	esigenze	del	mercato	ed	ottimizzando	i	rapporti	intra-team.	L’Architettura	
Intensionale	viene	progettata	dai	ruoli	architetturali	dell’organizzazione,	quali	il	System	
Architect	e	l’Enterprise	Architect,	e	implementata	attraverso	il	sistema	di	deployment	top	
down	delle	Epiche	Architetturali.	
In	un’organizzazione	Agile	di	grosse	dimensioni	devono	essere	presenti	entrambi	gli	
approcci:	veloce	controllo	locale	del	design	emergente,	cosicché	i	team	possano	reagire	in	
modo	appropriato	ai	cambiamenti	dei	requisiti	senza	attendere	eccessivi	tempi	per	
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l’approvazione	dall’alto,	e	controllo	globale	dell’architettura	intenzionale,	per	assicurare	che	
il	sistema	nel	complesso	abbia	coerenza	ed	efficacia.	
	
	
	
	
Figura	2.5:	L’evoluzione	dell’architettura	in	SAFe	
	
I	due	approcci	non	sono	però	indipendenti	l’uno	dall’altro,	l’architettura	intensionale	non	
deve	rappresentare	un	vincolo	per	il	design	emergente,	ma	un	livello	di	astrazione	più	alto	
che	autorizza	i	team	ad	adattare	efficacemente	la	parte	intensionale	nel	loro	specifico	
contesto;	allo	stesso	tempo	il	design	emergente	influenza	e	corregge	l’architettura	
intensionale,	alimentando	le	nuove	idee	per	il	futuro.	
Una	reciprocità	così	profonda	tra	design	emergente	e	architettura	intensionale	può	esserci	
solo	come	risultato	di	una	collaborazione	tra	team	agili,	sistema,	architetti	dell’azienda,	
Product	Management	e	Program	Portfolio	Management,	per	fare	leva	sull’architettura	
dell’organizzazione	al	fine	di	ottimizzare	le	performance	di	business.	Un	ruolo	fondamentale	
è	svolto	dal	Release	Train,	che	gioca	un	ruolo	primario	nel	favorire	la	collaborazione	e	
costruire	soluzioni	efficaci.	
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2.3.6. La	misurazione	delle	performance	in	SAFe	
	
Le	metodologie	Agile	permettono	una	maggior	facilità	di	misurazione	delle	performance	
rispetto	ai	metodi	tradizionali	di	sviluppo	waterfall,	poiché	il	lavoro	è	iterato	attraverso	la	
ripetizione	di	timeboxes	di	durata	costante,	in	SAFe	questo	approccio	iterativo	si	applica	
anche	a	livello	di	team	dei	team,	andando	a	migliorare	ulteriormente	la	condizione.	
Tutte	le	metodologie	Agile	concordano	sul	fatto	che	l’indicatore	più	importante	è	che	a	fine	
iterazione	sia	rilasciato	o	meno	un	software	funzionante,	e	questo	è	determinato	
empiricamente	dalla	dimostrazione	che	avviene	alla	fine	di	ogni	iterazione	di	team	nella	
Sprint	Review	ed	iterazione	di	Release	Train	nella	System	Demo.	
	
Indicatori	quantitativi	per	i	team:	Alla	fine	di	ciascuna	iterazione	il	team	esegue	una	
retrospettiva	di	Sprint	dove	si	analizzano	alcuni	indicatori	quantitativi	tipicamente	
conteggiati	dallo	Scrum	Master:	differenza	tra	velocity	pianificata	ed	ottenuta;	differenza	tra	
numero	di	storie	pianificate	e	numero	di	storie	portate	a	termine;	percentuale	di	storie	
portate	a	termine;	percentuale	di	test	di	unità	coperti;	numero	di	bug	riscontrati;	tipologia	di	
bug	riscontrati;	numero	totale	di	test	eseguiti;	percentuale	di	test	automatizzati;	numero	di	
refactor	del	codice;	burn-down	chart.	
Velocity:	è	il	valore	dato	dalla	sommatoria	degli	Story	Point	portati	a	termine	dal	team	nello	
Sprint.	
Burn	down	chart:	è	una	rappresentazione	grafica	del	lavoro	da	svolgere	su	un	progetto	nel	
tempo,	tipicamente	viene	posto	sull’asse	orizzontale	il	tempo	e	sul	verticale	il	lavoro	
rimanente	quantificato	dalla	sommatoria	degli	Story	Points	relativi	alle	storie	da	portare	a	
termine	nello	Sprint.	Permette	di	fare	un	confronto	immediato	con	una	situazione	ideale	di	
produttività	costante.	
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Figura	2.6:	un	grafico	di	Burn	down	chart	negli	uffici	di	Tagetik	Software	
	
Metriche	di	autovalutazione	per	i	team:	i	team	agili	valutano	continuamente	modi	per	
migliorare	i	loro	processi,	spesso	con	autovalutazioni	strutturate.	Questo	da	ai	team	modo	di	
riflettere	sulle	pratiche	chiave	che	aiutano	ad	ottenere	risultati.		
SAFe	propone	inoltre	di	eseguire	regolarmente	un	test	di	self	assessment	che	valuta	la	salute	
del	team	in	diverse	aree.	
	
Indicatori	quantitativi	per	il	Release	Train:	Le	iterazioni	di	questo	livello	hanno	una	durata	
piuttosto	elevata,	solitamente	di	tre	mesi,	è	consigliabile	utilizzare	degli	indicatori	per	il	
monitoraggio	dello	stato	d’avanzamento	dello	sviluppo:	
	
Stato	d’avanzamento	dello	sviluppo	di	features:	Per	ciascuna	feature	programmata	per	
l’iterazione	abbiamo	il	rapporto	tra	numero	di	storie	portate	a	termine	su	numero	di	storie	
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pianificate	per	la	feature;	numero	di	storie	della	feature	in	ritardo	rispetto	allo	sprint	
pianificato.	
	
Indicatori	di	fine	iterazione	per	il	Program:	Program	velocity;	differenza	numero	di	features	
pianificate	e	numero	portato	a	termine;	Rapporto	tra	numero	di	features	portate	a	termine	
su	pianificate;	percentuale	di	copertura	dei	test	di	unità;	percentuale	dei	test	automatici;	
numero	di	bug;	Burn-down	chart	di	Release.	
	
	
2.3.7. L’implementazione	di	SAFe	
	
SAFe	è	un	modello	prescrittivo	per	quanto	riguarda	l’architettura,	i	ruoli,	le	pratiche	e	gli	
artefatti	da	utilizzare,	la	strada	e	le	fasi	da	seguire	per	implementazione	sono	invece	lasciati	
all’organizzazione	e	non	sono	descritti	in	maniera	precisa.		
È	però	emerso	dalle	esperienze	d’implementazione	di	un	elevato	numero	di	organizzazioni	
che	alcune	strategie	si	rivelano	molto	efficaci,	e	adatte	a	quasi	tutti	i	contesti	a	prescindere	
dalle	dimensioni	e	l’ambito	dell’organizzazione.	
La	strategia	di	implementazione	più	diffusa	è	basata	su	una	transizione	per	fasi	sequenziali	
con	logica	bottom-up,	quindi	che	vede	la	transizione	scomposta	nelle	tre	fasi	relative	ai	tre	
livelli	del	modello.	Scomporre	la	transizione	globale	in	transizioni	sequenziali	di	più	piccola	
entità	permette	di	scomporre	il	rischio	complessivo	in	rischi	minori,	permettendo	quindi	un	
miglior	monitoraggio	della	transizione,	del	rischio	di	fallimento	del	progetto	e	del	blocco	
delle	attività	di	programmazione.	La	transizione	attraverso	fasi	sequenziali	permette	inoltre	
una	scomposizione	dell’attività	di	formazione	limitando	il	tempo	di	allontanamento	del	
personale	dalle	attività	ordinarie	di	sviluppo	software	e	manutenzione	dei	programmi	in	
portafoglio.	
Nel	caso	di	un’organizzazione	proveniente	da	una	produzione	software	con	modello	
tradizionale	waterfall	è	molto	comune	per	il	vertice	aziendale	affiancarsi	nella	transizione	ad	
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una	o	più	organizzazioni	specializzate	di	consulenza	e	coaching	Lean-Agile,	incaricate	di	
diffondere	i	principi	alla	base	del	modello	ed	aiutare	con	le	attività	di	change	management.	
Il	primo	passo	consiste	nell’organizzare	meeting	per	i	vertici	aziendali,	responsabili	del	
reparto	produzione	software	e	ruoli	chiave	per	il	processo	di	transizione,	finalizzati	a	
promuovere	i	principi	base	Lean-Agile,	il	modello	SAFe,	ed	a	creare	commitment	per	la	
transizione.	Se	in	questa	fase	non	viene	raggiunto	un	elevato	grado	di	consenso	non	sarà	
possibile	proseguire	con	la	transizione.	Viene	poi	creato	un	Transition	Team	interno	
all’organizzazione	incaricato	di	guidare	il	cambiamento,	sponsorizzare	il	progetto,	mantenere	
un	elevato	grado	di	consenso	nei	vertici	aziendali	e	diffondere	internamente	i	principi	Agile.	
Vengono	progettati	la	struttura	obiettivo,	i	Release	Train,	i	team	ed	i	suoi	componenti.		
A	questo	punto	è	possibile	iniziare	con	la	transizione	del	livello	di	team:		
Tipicamente	viene	svolta	a	questo	livello	un	ulteriore	scomposizione	della	transizione	con	il	
lancio	di	pochi	team	Agile	per	volta,	questo	permette	al	resto	dell’organizzazione	di	
continuare	con	le	attività	di	sviluppo,	test	e	debug	del	codice	mentre	alcuni	team	vengono	
creati,	formati	sulle	pratiche	Scrum	ed	infine	lanciati	sul	lavoro	attraverso	iterazioni	di	Sprint.	
In	questa	fase	i	team	lavorano	su	dei	Backlog	provvisori	creati	dal	Product	Owner	del	Team	
assieme	al	Transition	Team,	poiché	non	è	ancora	funzionante	l’attività	di	deployment	dei	
backlog	dei	team	da	quello	di	programma.	
Solitamente	i	primi	team	lanciati	sono	team	pilota,	che	svolgono	attività	di	carattere	non	
determinante	per	il	successo	dell’organizzazione,	il	quale	lavoro	servirà	per	validare	o	meno	
l’applicabilità	delle	pratiche	Agile	al	contesto	specifico	dell’organizzazione,	per	sondare	il	
campo	relativamente	alla	risposta	motivazionale	delle	persone	permettendo	interventi,	ed	in	
futuro	applicare	le	lesson	learned	ai	successivi	lanci	di	team.	La	durata	di	questa	fase	può	
variare	molto	in	base	alle	dimensioni	dell’organizzazione	ed	il	numero	di	team,	solitamente	
dura	da	sei	a	diciotto	mesi.	
In	fase	avanzata	di	lancio	dei	team	si	inizia	a	lavorare	parallelamente	sul	livello	di	Program:	in	
questa	fase	è	importante	che	si	diffonda	nei	programmatori	la	consapevolezza	del	
funzionamento	dei	Release	Train.	Vengono	creati	i	ruoli	del	livello	e	formati	sulle	loro	
responsabilità,	si	lanciano	le	Community	of	Practice	ed	infine	quando	tutti	i	team	Agile	sono	
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stati	lanciati	si	inizia	a	lavorare	attraverso	i	Release	Train,	ovvero	vengono	eseguiti	i	Release	
Planning	ed	il	lavoro	di	tutti	i	team	è	allineato	su	cadenze	di	sei	Sprint.	
Una	volta	che	è	avvenuta	la	transizione	di	tutto	il	reparto	sviluppo	all’Agile	rimane	da	
guidare	la	transizione	del	vertice	aziendale,	a	questo	livello	i	principi	Lean-Agile	dovrebbero	
essere	oramai	ben	compresi,	le	pratiche	previste	dal	modello	non	si	discostano	in	realtà	
molto	dalle	attività	comuni	svolte	dal	vertice	aziendale,	si	vanno	però	a	creare	i	ruoli	e	le	
pratiche	specifiche	per	assicurarci	che	ci	sia	allineamento	e	coerenza	all’interno	di	tutta	
l’organizzazione.	Si	tratta	quindi	di	formalizzare	i	ruoli	di	Enterprise	Architect	e	Epic	Owner	
cominciare	con	le	attività	di	gestione	di	epiche	e	creazione	delle	strategie.	
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3. La	transizione	da	Waterfall	ad	Agile	in	Tagetik	
	
	
3.1. L’azienda	
	
Tagetik	Software	è	un’azienda	multinazionale	operante	nel	settore	dei	software	di	Corporate	
Performance	Management	(CPM).	Il	software	Tagetik	è	indirizzato	a	banche	ed	aziende	di	
medio-grandi	dimensioni,	per	la	gestione	del	budgeting	e	della	pianificazione,	il	
consolidamento,	la	gestione	delle	attività	finanziarie,	la	generazione	di	report	di	gestione,	di	
analisi	avanzate	e	molto	altro,	sia	attraverso	soluzioni	on-premise	che	cloud.	Negli	ultimi	
decenni	l’azienda	ha	avuto	un’espansione	esplosiva	sul	mercato,	che	ha	comportato	
inevitabilmente	un	aumento	delle	dimensioni	interne.	
Tagetik	nasce	a	Lucca	nel	1986	come	società	di	consulenza,	nel	’90	inizia	a	sviluppare	le	
prime	applicazioni	software	e	nel	2002	collabora	con	Unicredit	nello	sviluppo	di	un	software	
per	il	CPM,	dal	2005	si	espande	al	di	fuori	dei	confini	nazionali,	diventando	rapidamente	il	
vendor	di	soluzioni	CPM	a	più	rapida	espansione	sul	mercato	internazionale,	con	una	crescita	
annuale	pari	a	cinque	volte	quella	media	del	mercato.		
La	situazione	attuale	conta	la	presenza	di	31	sedi	sparse	in	5	continenti	e	attività	in	53	paesi,	
la	sede	principale	resta	comunque	quella	di	Lucca,	dove	più	di	80	programmatori	lavorano	
sul	software.	
Tra	i	clienti	che	utilizzano	il	software	Tagetik	sono	presenti	alcune	delle	maggiori	aziende	
operanti	in	svariati	settori:	TIM,	Unicredit,	Finmeccanica,	Barilla,	Generali,	Telecom	Italia,	
Enel,	Poste	Italiane,	Sorgenia,	e	molti	altri.	
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3.2. La	situazione	precedente	alla	transizione	
	
3.2.1. Struttura	organizzativa		
	
L’azienda	è	organizzata	secondo	una	struttura	funzionale,	sotto	all’alta	direzione	i	principali	
rami	sono	quelli	dello	sviluppo	software,	marketing,	vendite	e	consulenza;	noi	ci	
focalizzeremo	sul	reparto	di	sviluppo	software.	
	
	
	
Figura	3.1:	Organigramma	di	Tagetik	Software	
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Con	il	precedente	metodo	di	lavoro	il	reparto	Sviluppo	software	seguiva	un	processo	
tradizionale	a	cascata,	per	fasi	sequenziali,	rilasciando	in	media	tre	versioni	di	software	
l’anno	ad	intervalli	non	regolari.	I	programmatori	erano	organizzati	in	7	team	di	sviluppo.		
Il	criterio	con	cui	si	erano	venuti	a	creare	i	team	era	sia	per	funzionalità	del	programma	che	
per	interfaccia	ed	elaborazione,	cioè	una	divisione	tra	chi	programma	il	front-end	ed	il	back-
end	del	software.	Ciascun	team	era	composto	in	media	da	dieci	programmatori.	
I	Team	presenti	erano:	
• Interfaccia	Web	(web	client):	team	che	si	occupava	di	realizzare	le	maschere	e	le	
applicazioni.	
• Elaborazione	e	Calcolo:	il	team	sviluppava	ciò	che	sta	dietro	alle	maschere,	cioè	il	
backend.	
• Framework:	team	che	sviluppava	l’infrastruttura	di	fondo	del	software.	
• Reporting:	team	che	si	occupava	di	questa	funzionalità	del	software,	era	diviso	a	sua	
volta	in	due	sottogruppi	uno	relativo	all’interfaccia	e	l’altro	al	backend.	
• Analitics:	team	che	si	occupava	dell’integrazione	tra	Tagetik	e	strumenti	terzi	di	
Business	Inteligence,	cioè	della	comunicazione	del	software	con	altri	software	
aziendali	presenti	dall’utilizzatore	come	Microsoft,	SAP	ecc.	
• Test:	Team	che	testava	il	software	a	diversi	livelli,	test	di	unità	e	di	integrazione.	
• Documentazione	utente:	Creavano	la	documentazione	necessaria	agli	utenti	per	
utilizzare	il	software.	
	
	
	
3.2.2. Il	precedente	processo	di	sviluppo	Waterfall	
	
	
	
	
Identificazione
Requisiti
Pianificazione Sviluppo del	software Testing
Documentazione	
Utente
																																																						I	Modelli	Organizzativi	Agile	Scalati:	il	caso	Tagetik	Software	 	
Marco	Penco	
	
70	
Figura	3.2:	Le	Fasi	del	vecchio	processo	di	produzione	software	in	Tagetik	
	
Le	fasi	necessarie	al	rilascio	di	una	nuova	versione	del	software	erano	le	seguenti:	
	
• Identificazione	dei	requisiti:	Per	prima	cosa	venivano	identificati	i	requisisti	da	
incorporare	nella	nuova	versione	del	software,	trattasi	indifferentemente	di	nuovi	
requisiti	funzionali,	requisiti	prestazionali,	risoluzione	di	bug	o	miglioramenti	della	
versione	attuale	del	software.	
I	requisiti	potevano	avere	provenienza	interna	o	esterna,	se	interna,	cioè	dal	reparto	
sviluppo,	venivano	inseriti	direttamente	nel	Piano	di	Sviluppo;	quelli	esterni,	provenienti	
dai	clienti	e	stakeholders,	venivano	caricati	dagli	stessi	aprendo	una	issue	sulla	
piattaforma	Jira,	una	piattaforma	online	utilizzata	sia	internamente	per	la	comunicazione	
e	la	gestione	del	lavoro,	che	per	la	comunicazione	con	i	clienti	e	la	segnalazione	di	
problemi	sul	software.	
La	piattaforma	Jira	è	ancora	funzionante	ed	ogni	volta	che	un	cliente	riscontra	un	
problema	col	software	può	aprirvi	una	issue,	che	viene	etichettata	come	Trivial,	Minor,	
Major	o	Blocker	ed	in	base	a	questo	prioritizzata	e	processata	in	maniera	diversa.	
I	requisiti	provenienti	da	Jira,	se	deciso	di	implementarli	nel	nuovo	rilascio	venivano	
inseriti	nel	Piano	di	Sviluppo.	Le	decisioni	relative	a	cosa	inserire	nel	Piano	di	Sviluppo	
erano	molto	concentrate	nelle	mani	di	un	gruppo	ristretto	di	persone,	la	Direzione	
Tecnica	avvalendosi	del	parere	di	alcuni	programmatori	senior.	
	
• Sviluppo	del	software:	Il	lavoro	di	sviluppo	vero	e	proprio	del	software	avveniva	per	fasi	
sequenziali,	con	vari	cicli	di	feedback	tra	le	fasi	a	causa	di	problematiche	che	si	
riscontravano	in	fasi	avanzate	del	processo	di	sviluppo.		
Per	primi	lavoravano	gli	sviluppatori	del	Framework,	che	rappresenta	l’intelaiatura	di	
fondo,	l’architettura	logica	di	supporto	su	cui	viene	successivamente	sviluppato	il	
software.	Successivamente	partivano	in	parallelo	le	attività	di	tre	team	di	sviluppo:	
Interfaccia	web,	cioè	lo	sviluppo	di	maschere	ed	applicazioni;	Elaborazione	e	calcolo,	cioè	
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il	motore	che	sta	dietro	alle	maschere,	e	Reporting,	sviluppo	delle	maschere	e	del	
motore	di	questa	funzione.	Poiché	questi	team	creavano	parti	di	software	molto	legate	
tra	loro	lo	sviluppo	in	parallelo	permetteva	da	un	lato	di	ridurre	il	lead	time	complessivo	
di	sviluppo,	dall’altro	dava	luogo	a	numerose	difficoltà	di	allineamento	e	alla	necessità	di	
modifiche	successive.	
	
	
• Testing:	Tutte	le	attività	di	testing	venivano	svolte	da	un	team	apposito,	successivamente	
alla	creazione	del	codice.	
	
• Documentazione	Utente:	Ultima	fase	del	processo	consisteva	nella	creazione	da	parte	di	
un	team	dedicato	di	tutta	la	documentazione	necessaria	all’utente,	finalizzato	all’utilizzo	
sia	dei	clienti	finali	che	dell’area	consulenza	di	Tagetik.	Va	tenuto	presente	che	il	
software	Tagetik	è	molto	ampio	per	aree	supportate	e	profondo	per	funzionalità	offerte,	
e	risulta	piuttosto	complesso	da	utilizzare,	ragioni	per	cui	il	Manuale	Utente	risulta	uno	
strumento	fondamentale.	
	
	
3.2.3. Problematiche	della	situazione	precedente	
	
Prima	della	transizione	era	diffusa	nella	Direzione	Tecnica	la	consapevolezza	della	necessità	
di	migliorare	la	gestione	del	Reparto	Sviluppo,	che	si	trovava	in	una	situazione	di	elevata	
complessità	organizzativa.	La	crescita	veramente	esplosiva	sul	mercato,	che	aveva	investito	e	
sta	tuttora	coinvolgendo	l’organizzazione,	aveva	inevitabilmente	richiesto	un	rapido	
aumento	delle	dimensioni	interne	in	tutte	le	funzioni	aziendali,	generando	in	particolare	nel	
reparto	sviluppo	una	situazione	caotica.		
Il	modello	di	gestione	dello	sviluppo	software	era	quindi	di	tipo	Waterfall,	ma	presentava	
anche	delle	particolarità	dell’organizzazione	di	Tagetik,	le	problematiche	presenti	erano	
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quindi	da	imputare	sia	al	modello	Waterfall	di	per	sé,	sia	alla	situazione	particolare	
dell’azienda.	
Le	maggiori	problematiche	riscontrate	erano:	
• Conoscenze	molto	concentrate	in	poche	persone,	sia	sul	funzionamento	di	specifiche	
parti	del	software	che	del	codice	che	ci	sta	dietro.	Il	software	si	basa	su	un	codice	molto	
grande	creato	negli	anni	che	si	avvale	di	diversi	strumenti	informatici,	quindi	complesso,	
inoltre	nella	scrittura	del	codice	sono	necessarie	sia	competenze	aziendali	che	
informatiche.	Su	determinate	parti	del	codice	soltanto	alcune	persone	hanno	conoscenza	
e	capacità	per	intervenire.		
• Potere	decisionale	sulla	direzione	da	dare	allo	sviluppo	molto	concentrato	in	poche	
persone,	e	non	necessariamente	allineato	con	la	visione	del	mercato.	Mancanza	di	figure	
che	rappresentano	la	voce	del	cliente	all’interno	del	reparto	sviluppo.	
• Incompletezza	della	documentazione	sia	tecnica	che	utente,	dobbiamo	ricordare	che	
stiamo	parlando	di	un	software	che	dal	lato	utente	è	molto	ampio	per	aree	coperte	e	
profondo	come	funzionalità	offerte,	tale	che	quasi	nessuno	in	azienda	ne	ha	la	visione	
completa	ma	ci	sono	specialisti	per	area.	La	realizzazione	di	una	documentazione	utente	
esauriente	risulta	quindi	significativo,	ma	anche	di	non	semplice	realizzazione.	
• Si	evidenziavano	spesso	dei	problemi	sul	software	nella	fase	di	testing,	problemi	che	
quindi	necessitavano	di	un	ritorno	alla	fase	di	sviluppo,	con	numerosi	loop	tra	queste	fasi	
fino	alla	generazione	del	codice	corretto.	Problema	tipico	dell’approccio	Waterfall.	
• Codice	vecchio	non	sempre	di	elevata	qualità,	difficoltà	di	manutenzione	del	codice	da	
parte	di	chi	non	l’ha	scritto.	Molte	delle	ore	uomo	dei	programmatori	spese	per	risolvere	
i	bug	riscontrati	e	manutenere	l’elevato	numero	di	versioni	del	software	in	uso.	
• Ciclo	di	sviluppo	lungo	e	mancanza	di	feedback	dagli	utilizzatori	fino	al	rilascio	sul	
mercato,	problema	tipico	della	metodologia	di	sviluppo	a	cascata,	quindi	impossibilità	di	
conoscere	la	risposta	del	cliente	fino	a	quando	una	grossa	fetta	di	lavoro	è	stata	ormai	
fatta.	
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3.3. La	transizione	
	
3.3.1. La	decisione	di	passare	all’Agile	
	
Il	reparto	sviluppo	era	a	conoscenza	della	rapida	diffusione	delle	metodologie	Agile	
nell’industria	dell’IT.	Decise	quindi	di	contattare	un’azienda	di	consulenza,	il	cui	nome	verrà	
omesso,	specializzata	nell’affiancare	le	organizzazioni	nella	transizione	verso	l’Agile,	formare	
il	personale	e	seguire	le	attività	di	change	management.		
Dopo	alcuni	colloqui	il	management	si	convinse	che	quella	dell’Agile	era	la	strada	giusta	da	
percorrere	per	migliorare	la	condizione	organizzativa.	Come	prima	cosa	nell’aprile	2015	
l’azienda	di	consulenza	svolse	un	assessment	sulla	maturità	dell’organizzazione	nella	
situazione	precedente	al	cambiamento	per	poter	pianificare	al	meglio	le	attività	della	
transizione.	
L’assessment	era	finalizzato	ad	indagare	lo	stato	attuale	di	quattro	elementi:		
• struttura	organizzativa	del	reparto	sviluppo	e	flussi	comunicativi	tra	i	team;		
• governance,	cioè	modalità	di	pianificazione	e	gestione	dei	rilasci	software;		
• prassi	di	sviluppo	e	testing;		
• capacità	dell’organizzazione	di	gestire	la	resistenza	al	cambiamento.	
Questa	valutazione	è	stata	fatta	prima	analizzando	la	documentazione	di	prodotto	e	
gestionale	e	poi	intervistando	un	campione	rappresentativo	delle	diverse	aree	aziendali.	
Inoltre	sono	stati	individuati	alcuni	goal	che	permettono	ad	un’organizzazione	di	comportarsi	
in	modo	Agile	ed	è	stato	valutato	il	livello	di	maturità	dell’organizzazione	rispetto	a	questi	
goal:	cultura	del	Continuous	improvement;	volontà	e	capacita	di	cambiare	e	migliorare;	
capacità	di	avere	accesso	agli	stakeholder	ed	identificarne	i	bisogni;	capacità	di	prioritizzare	
gli	obiettivi;	volontà	di	risolvere	problemi.	
L’esito	dell’assessment	ha	evidenziato	un	elevato	livello	di	sponsorhip	e	di	commitment	
dell’organizzazione	verso	il	cambiamento	ma	medio-basse	capacità	di	gestione	del	progetto	
e	change	management,	si	è	stimato	inoltre	un	impatto	sulle	persone	del	cambiamento	di	
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entità	medio-alta,	comportando	variazioni	della	struttura	organizzativa,	dei	team	e	in	alcuni	
casi	dei	ruoli	operativi	dei	singoli.	
	
	
Figura	3.3:	Grafico	assessment	
	
Successivamente	alla	valutazione	il	management	ha	deciso	di	intraprendere	la	transizione	
affiancandosi	all’azienda	di	consulenza	per	le	attività	di	pianificazione	della	transizione,	
formazione	delle	persone	e	gestione	del	cambiamento.	
	
	
3.3.2. 	Pianificazione	della	transizione	
	
È	stata	pianificata	una	transizione	di	tipo	incrementale,	meno	rischiosa,	estesa	su	un	
orizzonte	temporale	di	un	anno.	Infatti	gli	aspetti	legati	a	cultura,	visione	e	esperienze	
pregresse	non	positive	di	Change	Management	ponevano	l’organizzazione	a	rischio	e	con	
una	elevata	probabilità	di	incontrare	resistenza	al	cambiamento.		
Sono	stati	evidenziati	come	elementi	importanti	per	la	buona	riuscita	del	progetto:		
																																																						I	Modelli	Organizzativi	Agile	Scalati:	il	caso	Tagetik	Software	 	
Marco	Penco	
	
75	
• la	necessità	di	definire	e	comunicare	visione	ed	obiettivi	del	cambiamento	a	tutti	gli	
stakeholders;	rinforzare	periodicamente	la	buona	sponsorship	esistente	verso	il	
progetto;	
• 	effettuare	attività	di	Agile	Awareness	estese	a	tutta	l’azienda	per	aumentare	la	
cultura	rispetto	agli	argomenti	della	Lean	productione	e	Agile;	
• 	effettuare	sessioni	di	formazione	mirata	sui	team	che	dovranno	partire;		
• svolgere	attività	di	coaching	sulle	persone	e	gruppi	impattate;		
• fare	un	lavoro	su	cultura	del	change	management	accompagnato	costantemente	nel	
tempo;	
• 	lavorare	sulle	dinamiche	di	collaborazione	intra-team;		
• definire	kpi	volti	a	misurare	produttività,	qualità	e	morale	del	team.	
	
È	stato	creato	un	Transition	Team	interno	all’azienda,	composto	da	un	piccolo	gruppo	di	
persone	ed	incaricato	di	guidare	la	transizione,	ne	fanno	parte	figure	che	ricoprivano	ruoli	di	
governance	nel	reparto	sviluppo.		
Il	team	ha	come	mission	quella	di	incoraggiare	e	supportare	l’organizzazione	nello	sforzo	
verso	il	passaggio	a	SAFe,	deve	inoltre	creare	le	pressioni	interne	e	sponsorizzare	il	progetto	
a	tutte	le	gerarchie	aziendali	al	fine	di	assicurarne	la	buona	riuscita.	
	
	
Figura	3.4:	una	board	del	Transition	Team	in	Tagetik	
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Scrum	e	SAFe	sono	stati	scelti	come	ambienti	di	lavoro	Agile,	Scrum	è	una	tra	le	metodologie	
Agile	più	diffuse	nel	mondo,	è	il	metodo	di	lavoro	scelto	per	coordinare	le	attività	all’interno	
dei	team.	SAFe	è	un	framework	che	si	sta	diffondendo	rapidamente	tra	le	aziende	Agile	di	
grosse	dimensioni,	permette	di	scalare	Scrum	ad	una	situazione	aziendale	più	ampia,	di	
coordinare	il	lavoro	di	vari	team	scrum	operanti	sullo	stesso	programma	ed	allineare	i	rilasci	
del	software	con	la	vision	del	vertice	aziendale.	
Il	piano	di	transizione	creato	dall’azienda	di	consulenza	prevedeva,	al	fine	di	minimizzare	il	
rischio	d’insuccesso,	una	transizione	sequenziale	con	logica	bottom-up	che	riguardasse	in	
ordine	i	3	livelli	prescritti	da	SAFe:	team	Scrum,	Agile	Release	Train	e	Program	Portfolio	
Management.		
A	livello	di	team	la	transizione	è	stata	sotto-scomposta	in	ulteriori	fasi,	partendo	dalla	
formazione	e	lancio	di	due	team	pilota,	e	poi	a	seguire	in	tre	fasi	il	lancio	dei	restanti	team.	
	
Sono	stati	individuati	come	obiettivi	della	transizione:	
• Aumentare	la	reattività	rispetto	ai	cambiamenti	e	alle	nuove	richieste	del	mercato:	i	
miglioramenti	apportati	dalle	metodologie	Agile	in	questa	direzione	sono	ampiamente	
dimostrati	dalla	letteratura	scientifica.	
• Aumentare	la	qualità	del	software:	sia	rispettando	standard	qualitativi	per	il	nuovo	
codice	creato,	che	attuando	refactoring	al	codice	esistente.	
• Creare	un	ambiente	di	lavoro	che	faciliti	la	crescita,	la	motivazione	e	la	soddisfazione	
delle	persone.	
• Far	crescere	le	persone	attraverso	lo	scambio	di	conoscenze	tra	i	membri	di	team	
multifunzionali:	i	team	Scrum	sono	composti	da	membri	con	conoscenze	su	maschere,	
elaborazioni,	testing	e	documentazione.	Il	lavoro	a	stretto	contatto	tra	membri	con	
specializzazione	diversa	ha	come	obiettivo	il	superamento	del	concentramento	di	
conoscenze.	Inoltre	la	possibilità	di	creare	team	dove	affiancare	sviluppatori	senior	ad	
altri	nuovi	in	azienda	dovrebbe	essere	un’ulteriore	opportunità	di	scambio	e	
accrescimento	della	base	complessiva	di	conoscenza.	
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• Decentrare	il	potere	decisionale:	creare	un	sistema	in	cui	tutti	i	team	siano	in	grado	di	
prendere	decisioni	in	maniera	autonoma	permette	di	evitare	i	ritardi	e	l’effetto	collo	di	
bottiglia	legato	ad	una	decisione	ed	approvazione	centralizzato	nella	Direzione	Tecnica.	
• Avere	uno	sviluppo	più	legato	alla	voce	del	cliente:	portare	nei	team,	attraverso	la	figura	
dei	Product	Owner,	i	massimi	esperti	nei	rapporti	con	i	clienti,	per	assicurarsi	che	il	lavoro	
dei	team	apporti	sempre	valore	al	business.	
• Scomporre	il	processo	di	realizzazione	della	documentazione	all’interno	dei	team	di	
sviluppo,	evitando	il	collo	di	bottiglia	finale.	
• Scomporre	il	processo	di	rilascio	complessivo	in	piccoli	rilasci	più	rapidi,	che	permettano	
di	ottenere	prima	i	feedback	da	parte	del	cliente.		
	
	
Figura	3.5:	Le	fasi	della	transizione	
	
	
3.3.3. Progettazione	della	nuova	struttura	organizzativa	
	
1)	Transizione	dei	Team	
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Release	Train
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coach	nelle	
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Management
•Creazione dei	ruoli	di	
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•Formazione sulle	
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•Affiancamentoe	
monitoraggio	nel	
primo	periodo
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Sono	stati	creati	dei	team	di	sviluppo	completamente	nuovi	basandosi	sulle	funzionalità	del	
software	Tagetik:	Consolidato,	Budgeting,	Cash	Flow	Planning	e	Connettori,	sono	state	
individuate	come	funzionalità	principali	del	programma.	
Per	ciascuna	di	queste	è	stato	creato	un	apposito	team	di	sviluppatori,	assegnando	al	
consolidato	due	team	e	tre	al	budgeting,	in	quanto	funzioni	più	grandi	delle	altre.	
I	team	trovati	non	potevano	essere	composti	dalle	stesse	persone	dei	team	precedenti,	
infatti	affinché	i	team	Scrum	possano	rilasciare	incrementi	del	software	in	maniera	
autonoma,	essi	devono	avere	all’interno	tutte	le	competenze	necessarie,	cioè	realizzazione	
maschere,	elaborazione	testing	e	documentazione.	Queste	competenze	invece,	
nell’organizzazione	precedente,	erano	divise	in	team	specializzati.	
Per	assegnare	le	persone	ai	team	è	stata	utilizzata	una	matrice	con	i	vari	team	sulle	ascisse	e	
sulle	ordinate	le	persone	divise	in	gruppi	analista,	sviluppatore	maschere,	sviluppatore	
elaborazioni,	tester	e	documentazione.	Poi	sono	state	assegnate	le	persone	di	ciascun	
gruppo	ai	vari	team	tenendo	conto	delle	competenze	delle	persone	e	del	loro	grado	di	
maturità	all’interno	di	Tagetik,	cercando	di	creare	gruppi	equilibrati	che	potessero	maturare	
nel	tempo,	che	favorissero	lo	scambio	interno	e	l’accrescimento	di	conoscenze.	
	
	
	 Team	1	 Team	2	 ….	 Team	n	
Sviluppatore	
maschere	1	
X	 	 	 	
Sviluppatore	
maschere	2	
	 	 X	 	
…	
	
	 X	 	 	
Sviluppatore	
maschere	m	
	 	 	 	
Sviluppatore	
elaborazioni	1	
X	 	 	 	
Sviluppatore	
elaborazioni	2	
	 X	 	 	
…	
	
	 	 X	 	
Sviluppatore	
elaborazioni	m	
	 	 	 X	
Sviluppatore	
testing	1	
	 X	 	 	
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…	
	
X	 	 	 	
Sviluppatore	
testing	m	
	 	 X	 	
	
Figura	3.6:	Matrice	per	la	creazione	dei	team		
	
Adesso	rimaneva	da	assegnare	ai	team	i	Product	Owner,	infatti	affinché	sia	decentrato	
potere	decisionale	ai	team	e	questi	possano	rilasciare	incrementi	del	software	in	maniera	
autonoma,	essi	devono	essere	in	grado	di	capire	cosa	crea	valore	o	meno	per	il	cliente,	a	
questo	serve	il	PO,	che	rappresenta	in	tutto	e	per	tutto	la	voce	del	cliente	portata	all’interno	
del	team.	
Per	creare	la	figura	completamente	nuova	dei	PO	sono	state	prese	dal	ramo	consulenza	le	
persone	con	la	massima	conoscenza	sullo	specifico	ramo	di	sviluppo	del	team,	ed	assegnate	
al	team.	Nelle	aree	di	business	del	consolidato	e	budgeting	dove	sono	presenti	più	team	è	
stata	creata	la	figura	del	Business	Owner	sopra	di	questi.	
Il	primo	passo	è	stata	quindi	la	formazione	dei	nuovi	team	e	lancio	dei	primi	team	scrum,	
affiancati	da	un	coach	dell’azienda	di	consulenza	nei	primi	sprint.	Sempre	per	ridurre	il	
rischio	di	insuccesso	e	permettere	un	monitoraggio	più	efficace	i	team	scrum	sono	partiti	in	
fasi	differenti,	con	due	team	pilota.	
	
	
3.3.4. Il	lancio	dei	team	Scrum	
	
Il	progetto	pilota	è	servito	per	validare	l’applicabilità	della	metodologia	Agile	al	contesto	
Tagetik,	valutarne	l’efficacia	nel	rilasciare	valore	e	raccogliere	delle	esperienze	e	lessons	
learned	da	applicare	ai	successivi	lanci	di	team.	
• Giugno	2015:	Formazione	scrum	e	lancio	dei	due	team	pilota.	“Cash	and	chips”	e	
“Banana	Sprint”	
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• Ottobre-novembre	2015:	Formazione	e	lancio	di	altri	4	team	“Yes	You	Cons”,	Three	
Agnostic”,	“Budget	Scrummies”,	“UX	Files”.		
• Febbraio	2016:	Lancio	di	altri	tre	team.	
Prima	di	essere	lanciato	ogni	team	Scrum	è	stato	affiancato	da	dei	coach	Agile	e	formato,	i	
dettagli	della	formazione,	così	come	l’adattamento	delle	pratiche	Agile	all’interno	di	Tagetik	
sono	dettagliate	nel	capitolo	successivo.	
	
	
3.3.5. La	formazione	erogata	ai	team	
	
Lo	Scrum	Master	in	alcuni	team	svolge	il	doppio	ruolo	di	programmatore	e	SM,	in	altri	team	
invece	svolge	il	ruolo	di	SM	a	tempo	pieno,	in	questi	casi	può	anche	non	avere	un	
background	da	programmatore,	ma	deve	avere	capacità	organizzative	e	motivazionali.	Il	
ruolo	di	Scrum	Master	è	stato	ricoperto	per	candidatura	spontanea	dei	membri	del	team	
durante	il	periodo	di	formazione,	eccetto	il	caso	di	Scrum	Master	non	programmatore.	
Prima	di	essere	lanciati	i	team	sono	stati	formati	sul	funzionamento	della	metodologia	
Scrum,	i	ruoli	e	le	pratiche.	Dopo	il	lancio	c’è	stato	un	periodo	di	affiancamento	dei	coach	
Agile	nelle	principali	cerimonie	in	cui	esso	si	è	assicurato	che	venissero	applicate	le	best	
practices	e	fossero	capiti	i	principi	del	metodo	di	lavoro.	È	molto	importante	infatti	che	i	
membri	del	team	capiscano	l’importanza	delle	attività	prescritte	ed	a	cosa	esse	siano	
finalizzate,	evitando	che	siano	percepite	come	obblighi	privi	di	utilità.	
La	base	teorica	a	cui	si	appoggiano	le	cerimonie	scrum	è	l’approccio	PDCA,	conosciuto	come	
“ruota	di	Deming”:	cioè	il	concetto	che	debbano	essere	svolte	in	maniera	ciclica	4	tipi	di	
attività,	la	Pianificazione	“Plan”,	il	“Do”	cioè	svolgere	effettivamente	l’attività	pianificata,	il	
“Check”	cioè	il	controllo	dell’attività	svolta,	e	“Act”	attuazione	sia	delle	correzioni	di	ciò	che	è	
stato	rilevato	nel	check,	che	dei	miglioramenti	al	processo.		
In	quest’ottica	i	processi	e	tutte	le	attività	svolte	vengono	migliorate	continuamente	sia	in	
efficacia,	cioè	capacità	di	conseguire	gli	obiettivi,	che	in	efficienza,	cioè	ottimizzazione	degli	
sforzi	nella	direzione	degli	obiettivi	e	minimizzazione	delle	attività	non	a	valore.	
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Esiste	il	rischio	che	i	team	member,	di	formazione	informatica,	non	colgano	l’importanza	di	
attività	di	carattere	gestionale,	che	potrebbero	essere	percepite	come	tempo	rubato	alla	
programmazione,	e	poi	queste	non	siano	applicate	a	regime.	È	importante,	invece,	che	
capiscano	come	pochi	minuti	di	pianificazione	possano	evitare	molte	ore	di	
programmazione,	l’importanza	della	comunicazione	intra	e	inter-team	al	fine	della	qualità	di	
quanto	prodotto,	l’importanza	dei	test	di	unità	ed	integrazione,	e	che	le	attività	di	review	e	
retrospettiva	portano	ad	azioni	concrete	che	migliorano	il	lavoro	di	tutti	i	giorni.	
Le	cerimonie	su	cui	è	stata	fatta	formazione	sono	quelle	relative	allo	sprint,	in	cui	lo	Scrum	
Master	fa	da	facilitatore:	
Lo	Sprint	è	il	nome	dato	all’iterazione,	di	cadenza	di	due	settimane,	su	cui	lavora	il	team.	Si	
tratta	di	un	periodo	di	tempo	fissato	in	cui	il	team	crea	e	rilascia	un	incremento	del	software	
funzionante.	Durante	questo	periodo	il	team	svolge	autonomamente	tutte	le	attività	di	
pianificazione,	sviluppo,	testing,	debug,	e	Demo	del	software.		
• Sprint	planning:	si	tratta	di	un	meeting,	della	durata	timeboxed	di	quattro	ore,	svolto	
all’inizio	di	ogni	sprint,	con	cui	il	team	pianifica	autonomamente	il	lavoro	da	svolgere	
durante	l’iterazione.	Serve	ad	allineare	i	membri	del	team	verso	gli	obiettivi	comuni	
dell’iterazione	ed	a	decidere	cosa	dovrà	essere	mostrato	nella	demo	di	fine	sprint.	In	
pratica	i	membri	del	team,	decidono	quali	storie	prendere	dal	Product	Backlog,	che	è	
stato	creato	nella	Release	Planning	ed	inserire	nello	Sprint	Backlog.	Si	tratta	di	un	vero	e	
proprio	adattamento	di	pratiche	di	programmazione	della	produzione	al	contesto	Agile.	
Come	prima	cosa	il	team	va	sul	sistema	interno	di	gestione	Jira,	dove	è	riprodotto	in	
forma	elettronica	il	Product	Backlog	del	team,	ed	analizza	le	storie	presenti	una	per	una	
in	ordine	di	priorità,	discutendone	la	dimensione,	le	sfide	tecniche,	i	criteri	di	
accettazione	ed	infine	assegnando	a	ciascuna	di	queste	lo	Story	Point,	cioè	un	punteggio	
che	ne	rappresenta	un	indicatore	di	complessità.	
Il	valore	dello	Story	Point	viene	deciso	tramite	un	particolare	metodo	basato	sul	lancio	di	
carte	da	ciascun	membro	del	team	detto	Scrum	Poker:	
Ciascun	componente	del	team	di	sviluppo	ha	in	mano	un	mazzo	di	carte	con	punteggi	
crescenti	secondo	la	sequenza	di	Fibonacci,	le	storie	presenti	nel	Product	Backlog	
vengono	una	ad	una	presentate	e	discusse	riguardo	agli	obiettivi	da	raggiungere,	strade	
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che	si	possono	seguire,	difficoltà	riscontrabili.	Dopo	la	presentazione	tutti	i	componenti	
votano	lo	Story	Point,	rappresentativo	della	complessità	da	assegnare	alla	storia,	girando	
le	carte	tutti	insieme.	Lo	Story	Point	è	assegnato	rispetto	a	storie	passate	di	grandezza	
standard,	solitamente	il	team	ha	una	storia	di	riferimento	di	complessità	tre,	dal	
confronto	con	questa	vota	le	nuove	storie.	
	
	
Figura	3.7:	Carte	per	l’assegnazione	degli	Story	Points	
	
Dopo	il	lancio,	se	i	punteggi	assegnati	differiscono,	i	componenti	spiegano	perché	hanno	
assegnato	quel	punteggio	e	procedono	ripetendo	la	votazione,	infatti	alla	luce	di	quanto	
emerso	i	componenti	possono	cambiare	opinione	sulla	complessità	della	storia,	si	ripete	
l’iterazione	fino	a	quando	non	si	è	raggiunta	la	quasi	unanimità,	con	l’obiettivo	di	avere	una	
stima	coerente.	Questo	metodo	di	assegnazione	dei	punteggi	deriva	dal	Metodo	Delphi,	
girare	le	carte	tutti	insieme	permette	infatti	una	valutazione	autonoma	e	di	evitare	
condizionamenti	esterni,	le	fasi	successive	invece	permettono	l’emergere	di	tutti	i	punti	di	
vista	sulle	difficoltà	riscontrabili.		
Una	volta	assegnati	gli	Story	Points	il	team	può	decidere	quante	storie	del	Product	Backlog	
inserire	nello	Sprint	Backlog,	usando	come	riferimento	un	indicatore	chiamato	Velocity,	che	
rappresenta	la	sommatoria	dei	punteggi	delle	storie	che	il	team	è	riuscito	a	portare	a	
termine	negli	sprint	precedenti.	Vengono	caricate	nello	Sprint	Backlog	una	quantità	di	storie	
la	cui	sommatoria	di	Story	Point	è	in	linea	con	la	Velocity	media	del	team	lasciando	alcune	
storie	extra	in	caso	di	produttività	maggiore	a	quella	prevista.	
Adesso	viene	svolta	una	riprova	di	aver	pianificato	la	giusta	quantità	di	lavoro	per	lo	sprint:	
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si	parte	col	conteggiare	le	ore	totali	a	disposizione	dei	membri	del	team	nello	sprint,	infatti	
queste	potrebbero	cambiare	da	sprint	a	sprint	a	causa	di	ferie	programmate	ed	attività	
collaterali	come	le	e	Community	of	Practices	ed	altre	cerimonie.	Il	secondo	passaggio,	di	
difficoltà	non	banale,	consiste	nel	suddividere	le	storie	in	singole	task,	cioè	attività	unitarie	
realizzabili	da	un	singolo	componente	del	development	team	in	un	intervallo	di	tempo	
inferiore	alle	8	ore,	comprensive	anche	del	testing.	
Questo	permette	di	effettuare	una	stima	delle	ore	di	sviluppo	necessarie,	ed	in	fase	di	
esecuzione	una	migliore	gestione	dello	sviluppo	storie	attraverso	l’esecuzione	di	singole	
attività.	Adesso	che	abbiamo	ottenuto	una	stima	del	tempo	richiesto	da	ciascuna	storia	
possiamo	fare	una	riprova	con	le	ore	di	disponibilità	dei	componenti	del	team.	
Da	notare	che	durante	lo	sprint	le	ore	stimate	per	i	singoli	task	possono	essere	aggiornate	e	
cambiate	in	base	a	quanto	riscontrato.	
	
	
• Daily:	Anche	detto	“Stand	up	meeting”.	È	un	meeting	svolto	la	mattina	tra	i	membri	del	
team	Scrum,	ha	durata	di	un	quarto	d’ora	nel	quale	ciascun	membro	del	team	spiega	
cosa	ha	fatto	il	giorno	precedente	e	che	impedimenti	ha	trovato,	cosa	farà	durante	la	
giornata	e	quali	impedimenti	al	lavoro	prevede,	questo	meeting	è	fondamentale	per	
permette	al	team	di	organizzarsi	autonomamente	il	lavoro	giornaliero.		
Per	scegliere	le	task	da	portare	avanti	i	componenti	del	team	fanno	riferimento	allo	
Sprint	Backlog,	dove	sono	presenti,	scritte	su	post-it,	tutte	le	task	relative	alle	storie	da	
completare	nello	sprint.	Lo	sviluppatore	prende	in	consegna	una	di	queste	e	la	sposta	da	
To-do	a	Wip	ed	infine,	quando	portata	a	termine,	in	Done,	attaccando	sul	post-it	il	suo	
avatar	per	permettere	una	tracciabilità	di	chi	ha	sviluppato	cosa.	Gli	sviluppatori	
scelgono	autonomamente	quale	task	portare	avanti.	Solitamente	è	presente	un’altra	
colonna	dopo	Done,	dove	vengono	spostati	le	task	quando	si	accerta	che	esse	soddisfino	
tutti	i	requisiti	della	“Definition	of	Done”.	
La	“Definition	of	Done”	è	un	elemento	fondamentale	del	metodo	di	lavoro,	consiste	in	
una	lista	creata	dal	team	di	tutte	le	attività	ed	i	test	che	devono	essere	svolti	su	una	
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storia	prima	di	poterla	definire	pronta,	serve	ad	assicurare	la	qualità	del	codice	ed	evitare	
che	alcune	attività	importanti	siano	state	omesse.	
	
	
figura	3.8:	La	Definition	of	Done	di	un	team	di	sviluppo	
	
• Sprint	Review-Demo:	È	un	meeting	svolto	a	fine	sprint	della	durata	massima	di	due	ore,	in	
cui	il	team	ricontrolla	l’incremento	risultante	dal	lavoro	dell’iterazione	e	lo	presenta	al	
Product	Owner	attraverso	una	demo	del	software.	La	demo	ha	lo	scopo	di	ispezionare	il	
funzionamento	del	software	aggiornato	dal	team	di	sviluppo	con	il	rilascio	delle	nuove	
storie.	Si	verifica	che	effettivamente	le	storie	svolgano	quanto	stabilito	e	che	apportino	
valore	all’esperienza	dell’utente.		
Il	team	deve	essere	in	grado	di	dimostrare	ogni	storia,	Spike,	o	requisito	non	funzionale	
sul	quale	ha	lavorato.	Preparare	una	demo	dell’incremento	richiede	dello	sforzo	al	team,	
ma	serve	per	ottenere	un	rapido	feedback	dal	PO	che	rappresenta	in	tutto	e	per	tutto	la	
voce	del	cliente,	e	può	decidere	di	accettare	o	meno	l’incremento.		
La	demo	rappresenta	il	momento	formale	di	chiusura	dello	sprint	in	cui	viene	
concretizzato	l’apporto	di	valore	del	periodo,	dal	punto	di	vista	motivazionale	è	un	
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momento	che	fornisce	ai	membri	del	team	di	sviluppo	la	soddisfazione	di	vedere	
concretamente	il	frutto	del	lavoro.	Oltre	al	Product	Owner	possono	partecipare	tutti	gli	
stakeholder	interessati,	membri	di	altri	team,	Business	Owner,	vertici	aziendali,	partner,	
ed	altri,	allo	scopo	di	fornire	dei	feedback	al	team.		
Dopo	che	il	team	ha	mostrato	tutte	le	storie	completate	parla	di	quelle	che	non	è	riuscito	
a	portare	a	termine	e	delle	motivazioni,	che	possono	essere	relative	a	stime	sbagliate,	ad	
impedimenti,	mancanza	di	competenze	o	over-commitment;	quello	che	emerge	viene	
discusso	nella	cerimonia	successiva	che	è	lo	sprint	retrospective.	
	
• Sprint	Retrospective:	È	un	meeting	di	durata	massima	di	un’ora,	che	avviene	tipicamente	
dopo	la	Sprint	Review,	a	sprint	terminato	prima	di	cominciare	il	nuovo	sprint.	
Lo	scopo	del	meeting	è	quello	di	permettere	ai	membri	del	team	di	fermarsi	per	un	breve	
periodo	timeboxed	ad	analizzare	come	ha	lavorato	nello	sprint	e	individuare	possibili	
miglioramenti.	
Il	punto	di	partenza	è	la	presentazione	di	indicatori	di	performance	dello	sprint	che	
tipicamente	tiene	lo	Scrum	Master	come	la	velocity.	
Quindi	ogni	membro	espone	cosa	secondo	lui	ha	funzionato	bene	nello	sprint	e	cosa	
meno,	si	fa	una	analisi	delle	cause	dei	problemi	riscontrati	e	si	cercano	possibili	
miglioramenti.	
Si	tratta	di	un	meeting	al	quale	non	ho	potuto	assistere,	in	quanto	non	sono	ammessi	
ospiti	per	far	si	che	i	membri	del	team	possano	confrontarsi	apertamente	ed	anche	
affrontare	problemi	nei	rapporti	personali,	prima	che	sfocino	in	liti.		
Le	possibili	azioni	di	miglioramento	emerse	vengono	applicate	nello	sprint	successivo.	
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Figura	3.9:	Notazioni	di	Velocity	
• Backlog	Refinement:	Il	backlog	contiene	alcune	storie,	quelle	più	prossime	alla	
realizzazione,	che	sono	in	uno	stato	avanzato	di	maturità,	sono	ben	definite	e	pronte	per	
essere	implementate,	mentre	altre	sono	ancora	in	uno	stato	meno	maturo	ed	hanno	
bisogno	di	essere	definite	meglio	per	poter	essere	implementate.	Il	backlog	refinement	
consiste	nel	portare	le	storie	ad	un	maggiore	livello	di	maturità	e	cominciare	a	discuterne	
i	criteri	di	accettazione	delle	storie	più	vicine.	
	
Nell’effettuare	attività	di	formazione	bisogna	tenere	presente	che	gli	sviluppatori	devono	
continuare	a	lavorare	sul	codice,	l’attività	dell’azienda	non	può	essere	interrotta,	quindi	è	
importante	mantenere	un	certo	equilibrio	tra	l’attività	di	formazione	ed	il	tempo	che	deve	
essere	lasciato	allo	sviluppo.	
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3.3.6. La	transizione	del	livello	di	Release	Train	
		
Dopo	che	i	team	hanno	ben	assimilato	il	funzionamento	di	Scrum	vengono	create	delle	
community	inter-team,	e	relative	cerimonie	di	incontro,	finalizzate	alla	gestione	del	Release	
Train,	il	secondo	livello	di	SAFe.	
Si	tratta	di	gruppi	di	persone	appartenenti	a	team	diversi,	che	si	incontrano	in	community	al	
fine	di	permettere	uno	scambio	trasversale	di	conoscenze	e	l’allineamento	dei	
comportamenti	nell’organizzazione.		
Si	lanciano	inoltre	le	cerimonie	di	pianificazione,	ispezione	ed	adattamento	del	livello	di	
Release	Train,	relative	all’iterazione	di	Program	Increment.	In	queste	cerimonie	si	lavora	
sulla	creazione	della	consapevolezza,	tra	i	membri	dei	vari	team,	di	far	parte	di	un	unico	
team	più	grande	relativo	a	tutto	il	programma.	
Il	“team	dei	team”	viene	chiamato	in	SAFe	“Release	Train”	e	si	occupa	a	tempo	pieno	di	un	
unico	programma,	Tagetik.	La	cadenza	con	cui	lavora	il	Release	Train,	detto	Program	
Increment	è	di	6	sprint	dei	team,	quindi	i	cicli	di	pianificazione,	demo,	rilascio	e	retrospettiva	
avvengono	su	questa	cadenza.	
Le	community	e	relative	cerimonie	che	vengono	lanciate	sono:	
• Community	of	Practices:	si	tratta	in	pratica	di	meeting	ripetuti	ad	intervalli	regolari	ogni	
una	o	due	settimane	tra	esperti	su	uno	specifico	campo	di	discussione,	appartenenti	a	
team	diversi,	con	almeno	un	rappresentante	per	team.	Le	Community	sono	finalizzate	
allo	scambio	di	conoscenze,	individuazione	di	problemi	e	decisione	di	soluzioni	comuni;	
queste	sono	delle	sedi	fondamentali	per	far	si	che	le	conoscenze	dell’organizzazione	non	
si	rinchiudano	all’interno	del	singolo	team,	ma	al	contrario	fermentino	tra	i	diversi	team,	
e	garantire	l’allineamento	dei	comportamenti	dei	team.	
Le	Community	Of	Practice	che	attualmente	si	riuniscono	regolarmente	sono	quella	degli	
Scrum	Master,	dei	Product	Owner,	del	framework,	sulla	qualità	del	codice,	e	sul	
database.		
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• Scrum	of	Scrum:	Si	tratta	di	un	incontro	con	cadenza	settimanale	a	cui	partecipano	gli	
SM	di	tutti	i	team	per	discutere	assieme	del	lavoro	che	stanno	svolgendo	i	rispettivi	
team,	degli	impedimenti	che	hanno	trovato,	del	lavoro	che	realizzeranno	nel	periodo	
successivo	e	gli	impedimenti	che	potrebbero	trovare,	ponendo	particolare	attenzione	
alle	aree	di	sovrapposizione	ed	integrazione.	Concettualmente	è	simile	al	Daily	dei	team,	
però	avviene	a	livello	di	programma.	
	
• Release	Planning:	Si	tratta	della	pianificazione	delle	attività	di	sviluppo	che	verranno	
realizzate	nella	prossima	release	di	programma,	che	in	Tagetik	è	composta	da	6	sprint	
dei	team.		
È	un	meeting	della	durata	di	un’intera	giornata	che	avviene	mediamente	ad	intervalli	di	
3	mesi,	si	tratta	di	uno	degli	eventi	più	importanti	in	SAFe	perché	permette	di	coordinare	
le	attività	di	diversi	team	verso	il	prossimo	rilascio	del	programma.	Concettualmente	
possiamo	paragonarlo	ad	uno	sprint	planning	dei	team,	però	al	livello	di	programma.	
Si	tratta	di	un	evento	routinizzato	che	comincia	con	un	ritrovo	di	tutti	gli	Scrum	Master	
per	analizzare	la	Roadmap	e	della	Vision	dell’incremento;	successivamente	gli	Scrum	
Master	raggiungono	i	propri	team,	ed	insieme	agli	altri	componenti	cominciano	a	
pianificare	a	grandi	linee	ciò	che	verrà	sviluppato	nella	release	per	riuscire	a	raggiungere	
gli	obiettivi,	andando	a	definire	le	storie	e	scendendo	gradualmente	ad	un	livello	sempre	
maggiore	dettaglio;	gli	Scrum	Master	dei	diversi	team	si	ritrovano	ogni	ora	per	
comunicare	sullo	stato	d’avanzamento	delle	attività;	mano	a	mano	che	il	processo	
avanza	i	team	cominciano	a	spezzettare	ad	un	maggior	livello	di	dettaglio	le	storie	che	
dovranno	sviluppare	scrivendole	su	post-it	e	decidendo	la	sequenza	delle	attività,	
ponendo	infine	le	storie	sull’orizzonte	temporale	dei	diversi	sprint.	
Una	volta	identificate	tutte	le	storie	parte	una	seconda	attività,	che	consiste	
nell’identificare	le	dipendenze	tra	le	storie	trovate	dai	diversi	team,	si	tratta	cioè	di	
attività	di	sviluppo	vincolate	al	lavoro	di	altri	team,	ad	esempio	storie	che	necessitano	
prima	di	codice	in	ingresso	da	altri	team	per	essere	sviluppate,	oppure	storie	che	sono	di	
confine	tra	due	team.	
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La	terza	attività	dei	team	consiste	nell’identificare	tutti	i	rischi	al	raggiungimento	degli	
obiettivi	pianificati.		
Queste	prime	tre	attività	vengono	solitamente	terminate	entro	la	mattinata.	
Nel	pomeriggio	avviene	un	incontro	di	Scrum	Master,	Product	Owner,	System	Team,	
Transition	Team,	team	di	Release	Train	e	tutti	gli	stakeholder	interessati,	per	discutere	
delle	dipendenze	trovate	e	ottimizzare	la	diposizione	delle	storie	nel	tempo,	per	far	si	
che	attività	svolte	da	un	team	bloccanti	per	lo	svolgimento	delle	attività	di	altri	team	
vengano	svolte	nei	tempi	giusti.		
	
	
Figura	3.10:	Meeting	di	Release	Planning	in	Tagetik	
	
Viene	creata	la	board	di	release	che	comprende	tutte	le	storie	da	sviluppare	da	tutti	i	team	
distribuite	negli	sprint,	poi	vengono	appesi	dei	fili	rossi	di	collegamento	tra	alcune	storie,	che	
rappresentano	le	dipendenze	trovate.	Questi	fili	servono	per	ricordare	ai	team	delle	
dipendenze	e	vengono	staccati	dalla	board	una	volta	risolti.	La	board	deve	rimanere	
aggiornata	in	caso	di	variazioni	delle	attività.	
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Figura	3.11:	Una	board	di	Release	
	
	
Figura	3.12:	Una	board	di	Release	con	le	dipendenze	liberate	
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Vengono	anche	discussi	i	rischi	identificati	dai	team	e	classificati	in	una	delle	quattro	
categorie:	
i. Risolto:	siamo	arrivati	alla	soluzione	del	problema	e	tutti	i	team	sono	d’accordo	che	il	
problema	non	esiste	più;	
ii. Owned:	Il	problema	non	può	essere	risolto	nel	meeting	però	una	persona	si	prende	la	
responsabilità	di	risolverlo;	
iii. Accettato:	accettiamo	il	fatto	che	possano	accadere;	
	
iv. Mitigato:	I	team	identificano	un	piano	per	mitigare	l’impatto	dell’evento;	
	
Una	volta	evidenziate	tutte	le	dipendenze	ed	i	rischi	i	team	votano	la	confidenza	nel	riuscire	
a	portare	a	termine	gli	obiettivi	di	release	con	un	voto	da	1	a	5.	Un	voto	di	almeno	tre	porta	
ad	accettare	quanto	pianificato,	un	voto	di	1	o	2	significa	che	devono	essere	fatte	ulteriori	
modifiche	perché	c’è	il	rischio	di	un	over-commitment,	la	votazione	viene	reiterata	finché	
non	si	arriva	ad	un	piano	considerato	fattibile	da	ciascun	team.	
	
	
• Release	Retrospective:	Si	tratta	di	un	meeting	che	viene	svolto	poche	settimane	dopo	la	
chiusura	della	Release,	della	durata	di	un	pomeriggio.	Partecipano	tutti	gli	Scrum	Master,	
i	Product	Owner	ed	un	programmatore	del	team,	il	System	team,	il	Transition	Team,	il	
Team	di	Release	e	gli	stakeholder	interessati.		
L’obiettivo,	come	in	tutte	le	retrospettive,	è	quello	di	prendersi	un	periodo	di	tempo	
timeboxed	per	fermarsi	a	guardare	come	abbiamo	lavorato,	analizzare	efficacia	ed	
efficienza	tramite	indicatori	quantitativi	e	qualitativi,	far	emergere	tutti	i	problemi	
trovati,	scegliere	quelli	più	gravi,	indagare	sulle	possibili	cause	e	cercare	soluzioni	di	
miglioramento.	Però	in	questa	sede,	a	differenza	che	nella	Sprint	Retrospective,	ci	
focalizziamo	sul	livello	di	team	dei	team.	Quello	che	analizziamo	quindi	sono	i	rapporti	ed	
interfacce	tra	i	diversi	team,	la	capacità	di	dividersi	il	lavoro,	i	problemi	più	grandi	che	
riguardano	il	programma.	
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Il	meeting	parte	con	i	rappresentanti	di	ogni	team	che	mostrano	l’incremento	che	hanno	
apportato	in	questa	Release	(quindi	sei	sprint),	cosa	è	stato	portato	a	termine	e	cosa	no	
rispetto	a	quanto	pianificato	nel	Release	Planning,	cercando	le	cause	che	possono	essere	
relative	a	rapporti	inter-team	e	cattiva	gestione.	
Dopo	si	discute	dello	stato	delle	Community	e	possibili	problemi.	
Oltre	a	questo	si	indaga	su	ulteriori	problemi	lasciando	la	libertà	ai	partecipanti	di	scriverli	su	
post-it.	Si	clusterizzano	tutti	i	problemi	emersi	in	classi	omogenee	e	si	va	a	votare	su	quali	di	
questi	c’è	una	maggior	emergenza	di	intervento.		
Sui	due	o	tre	problemi	votati	come	più	emergenti	si	fa	una	analisi	delle	cause	e	di	tutti	
l’impatti	che	potremo	avere,	ad	esempio	crash	del	software,	perdita	clienti,	danni	di	
immagine	ecc.	al	fine	di	trovare	una	strategia	per	gestire	questi	rischi.	
Poi	si	indaga	sulle	cause	e	possibili	soluzioni	con	alcuni	strumenti	tipici	del	problem	solving.	
	
	
	
3.4. Primi	risultati	della	transizione	
	
3.4.1. Situazione	attuale	
	
Come	descritto	nei	capitoli	precedenti	la	transizione	è	di	grossa	portata,	ed	al	momento	
attuale,	di	fine	tirocinio,	non	è	ancora	terminata;	andiamo	comunque	ad	analizzare	i	risultati	
parziali	di	queste	prime	fasi:		
Seguendo	una	logica	di	transizione	sequenziale	di	tipo	bottom-up,	allo	stato	attuale	è	stata	
portata	a	termine	la	transizione	del	livello	dei	team	Scrum,	fase	più	importante	della	
transizione,	in	quanto	segna	effettivamente	il	passaggio	ad	una	metodologia	di	lavoro	Agile.	
È	in	corso	quella	di	Release	Train,	si	stanno	diffondendo	tra	i	membri	dei	team	i	capisaldi	di	
SAFe	e	la	consapevolezza	di	far	parte	tutti	di	un	unico	team	più	grande.	Questo	sta	
avvenendo	tramite	il	lancio	di	attività	di	coordinamento	intra-team,	la	creazione	di	ruoli	di	
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Program,	e	le	attività	di	diffusione	dei	valori	di	Release	nelle	cerimonie	da	parte	dei	coach	
Agile.	
	
3.4.2. Analisi	con	Survey	
	
Andiamo	a	indagare	con	una	Survey	anonima	sui	risultati	della	transizione	del	primo	livello,	
quello	dei	team	verso	il	framework	Scrum.	Si	tratta	della	fase	più	importante	della	
transizione,	quella	che	permette	all’organizzazione	di	essere	effettivamente	Agile.	La	
transizione	sembra	aver	avuto	esito	positivo,	non	ci	sono	stati	gravi	rallentamenti	di	
produttività,	mentre	sembra	elevata	la	risposta	dal	punto	di	vista	del	morale	e	della	
soddisfazione	dei	programmatori.		
Sono	mostrati	i	risultati	della	Survey,	bisogna	tenere	presente	che	i	team	hanno	un	diverso	
grado	di	maturità	in	quanto	sono	stati	lanciati	in	fasi	sequenziali,	i	team	pilota	“Banana	
Sprint”	e	“Cash	and	Chips”	sono	attivi	da	7	mesi,	i	restanti	da	3.	
La	Survey	è	stata	sottoposta	a	tutti	i	team	members	comprensivi	di	sviluppatori,	Scrum	
Master	e	Product	Owner.	
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Figura	3.13:	La	Survey	somministrata	ai	team	
	
	
1. Come	giudichi	la	quantità	di	lavoro	svolto	dal	team	lavorando	con	Scrum	rispetto	ai	
metodi	tradizionali:	
	
0-Sensibilmente	peggiore;	
1-Peggiore;	
2-Invariato;	
3-Migliore;	
4-Sensibilmente	migliore;	
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Figura	3.13:	Radar	della	Survey	“quantità	di	lavoro”	
	
Nell’analizzare	i	risultati	della	Survey	usiamo	come	riferimento	la	circonferenza	di	valore	due	
che	rappresenta	una	percezione	invariata	rispetto	alla	situazione	precedente.	
La	quantità	di	lavoro	svolta	percepita	è	per	4	team	maggiore,	per	uno	invariata	e	per	un	
team	leggermente	minore.	Bisogna	precisare	che	il	team	UX	Files	è	un	team	che	si	è	trovato	
in	una	situazione	particolare,	infatti	composto	da	soli	4	programmatori	di	cui	2	in	maternità	
ed	ha	avuto	problemi	di	malattia	nel	periodo,	quindi	la	percezione	potrebbe	essere	
influenzata	più	dalla	situazione	specifica	che	da	problemi	del	modello	organizzativo.	
Inoltre	dobbiamo	tenere	di	conto	che	si	tratta	di	indagini	svolte	dopo	un	breve	periodo	di	
lancio	del	modello,	è	logico	aspettarsi	un	aumento	della	produttività	dei	team	dovuto	ad	
economie	di	apprendimento,	alla	comprensione	e	routinizzazione	dei	comportamenti	e	delle	
cerimonie	Scrum.	
Il	modello	è	progettato	proprio	per	far	si	che	le	performance	dei	team	aumentino	nel	tempo,	
grazie	all’applicazione	sistematica	di	fasi	di	PDCA	che	implementa	ad	ogni	iterazione	i	
miglioramenti	emersi	nelle	retrospettive	di	sprint.	Per	questo	si	rimanda	al	concetto	di	
velocity	e	le	serie	storiche	di	valori.	
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2. Come	giudichi	la	chiarezza	degli	obiettivi	da	raggiungere	nello	sprint	rispetto	a	progetti	
condotti	con	altri	metodi	di	lavoro:	
	
	
Figura	3.14:	Radar	della	Survey	“Trasparenza”	
	
C’è	stato	una	unanimità	nel	concordare	che	la	chiarezza	degli	obiettivi	di	sprint	è	aumentata	
notevolmente,	grazie	all’utilizzo	del	backlog	le	cui	task	rimangono	fisse	durante	lo	sprint.	
	
	
3. Come	giudichi	collaborazione	e	cooperazione	del	team	rispetto	a	progetti	condotti	con	
metodi	tradizionali:	
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Figura	3.15:	Radar	della	Survey	“Cooperazione”	
	
Anche	sulla	collaborazione	dei	singoli	all’interno	del	team	è	stato	percepito	nettamente	un	
aumento	rispetto	alla	situazione	precedente,	che	era	molto	incentrata	sul	lavoro	individuale.	
	
	
4. Quanto	valore	di	business	ritieni	sia	stato	prodotto	in	trenta	giorni	rispetto	ad	un	metodo	
tradizionale:	
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Figura	3.16:	Radar	della	Survey	“Valore	di	Business”	
	
Per	quanto	riguarda	il	valore	di	Business	rilasciato	abbiamo	valori	maggiori	per	quasi	tutti	i	
team	ed	invariati	per	un	team.	Il	valore	di	business	generato	è	rilevato	con	una	domanda	
separata	dalla	produttività	perché	sebbene	dipenda	da	questa	è	influenzato	anche	
dall’efficacia	di	quanto	prodotto	nel	soddisfare	i	clienti,	mentre	non	tiene	conto	del	lavoro	
svolto	per	manutenzione	sul	codice	vecchio,	lavoro	che	occupa	ancora	molte	delle	ore/uomo	
dei	programmatori.	
	
	
5. Quanto	tempo	è	stato	sprecato	in	attese	e	malintesi	e	quanto	lavoro	è	stato	rifatto	
rispetto	ad	un	metodo	tradizionale:	
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Figura	3.17:	Radar	della	Survey	“Tempo	Sprecato”	
	
I	valori	positivi	in	questo	campo	sono	dovuti	al	fatto	che	i	team	possono	lavorare	sempre	
sulle	task	presenti	nel	proprio	backlog,	senza	preoccuparsi	di	dover	attendere	codice	in	input	
da	altri	team,	la	gestione	delle	dipendenze	è	risolta,	per	quanto	possibile,	in	fase	di	Release	
Planning	ed	evidenziata	con	i	fili	rossi	sulla	board	di	Release.	Inoltre	le	storie	da	sviluppare	
negli	sprint	restano	invariate,	questo	riduce	il	rischio	di	sviluppare	codice	non	necessario.	
	
	
6. Come	giudichi	il	grado	di	qualità	di	quanto	prodotto	rispetto	a	metodi	passati:	
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Figura	3.18:	Radar	della	Survey	“Qualità”	
	
Viene	unanimemente	percepito	un	incremento	nella	qualità	prodotta.	Il	modello	pone	enfasi	
sulla	qualità	del	codice,	su	concetti	di	ownership	complessiva	del	codice	e	routinizzare	le	
attività	di	test	and	code.	
	
	
7. Come	valuti	la	visibilità	e	gestione	dei	rischi	ed	impedimenti	rispetto	ad	un	metodo	
tradizionale:	
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Figura	3.19:	Radar	della	Survey	“Gestione	dei	Rischi”	
	
Il	metodo	prevede	degli	orari	prestabiliti	in	cui	il	team	può	essere	interrotto	da	membri	di	
altri	team	per	colloqui	non	programmati.	Scrum	prevede	molte	cerimonie,	ma	sono	di	tipo	
routinizzato,	e	le	attività	di	sprint	planning	ed	il	daily	permettono	di	stimare	le	interruzioni	al	
lavoro	e	mitigare	gli	impedimenti.	
	 	
8. Soddisfazione	del	team	rispetto	a	progetti	sviluppati	nella	situazione	precedente:	
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Figura	3.19:	Radar	della	Survey	“Soddisfazione	del	team”	
	
La	soddisfazione	generale	dei	team	è	migliorata,	per	un	team	è	rimasta	invariata.	
	
	
9. Possibilità	di	adattare	le	pratiche	di	lavoro	nel	team	rispetto	a	metodi	tradizionali:	
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Figura	3.20:	Radar	della	Survey	“Adattabilità”	
	
	
• Alla	domanda	“Consiglieresti	l’Agile?”	ogni	intervistato	ha	risposto	SI.	
• Nella	sezione	Plus/Delta	l’intervistato	poteva	spiegare	cosa	secondo	lui	è	migliorato	o	
peggiorato	rispetto	alla	situazione	precedente,	questo	è	quanto	emerso:	
	
PLUS:	maggior	collaborazione	tra	i	membri	del	team;	miglior	organizzazione	del	lavoro;	
maggior	condivisione	delle	competenze;	serenità	dell’ambiente	di	lavoro;	maggior	
qualità	del	codice	prodotto;	possibilità	di	ottenere	feedback	rapidi	sul	lavoro;	maggior	
sforzo	nel	mettersi	nei	panni	dell’utente;	maggior	rispetto	delle	idee	di	tutti	i	membri	del	
team;	obiettivi	più	a	breve	termine;	minor	rischio	percepito	per	una	maggiore	vicinanza	
agli	stakeholder;	maggior	condivisione	di	idee	nello	sviluppare;	maggior	stimolo	a	
raggiungere	i	risultati;	scadenze	vicine	mantengono	alti	gli	stimoli.	
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DELTA:	Molte	interruzioni	del	lavoro	dovute	alle	cerimonie;	scadenze	vicine	pressanti;	
difficoltà	nel	collaborare	con	altri	team;	difficoltà	nell’interagire	con	alcuni	colleghi	che	
lavorano	male;	difficoltà	a	interagire	alla	pari	con	colleghi	più	anziani	in	azienda;	
difficoltà	di	comunicazione	tra	Product	Owner	e	programmatori	in	termini	di	linguaggio;	
difficoltà	di	programmatori	che	ora	svolgono	il	doppio	ruolo	di	Scrum	Master	nel	trovare	
il	tempo	per	programmare;	difficoltà	a	passare	da	un	lavoro	strettamente	individuale	
verso	uno	di	team;		
	
Di	questi	Plus	e	Delta	riportati	alcuni	fanno	riferimento	a	ciò	che	era	già	emerso	nella	sezione	
a	voto	della	Survey,	ma	emergono	altri	punti	interessanti:	
Gli	sviluppatori	percepiscono	uno	scambio	di	competenze,	fino	ad	ora	di	tipo	più	
specialistico,	con	i	colleghi;	Partecipano	più	menti	contemporaneamente	alla	soluzione	di	un	
problema;		
Sono	soddisfatti	della	possibilità	di	ricevere	subito	un	feedback	dal	Product	Owner	su	quanto	
realizzato	nello	sprint	e	questo	fa	percepire	maggiormente	l’incremento	apportato	da	ogni	
storia	al	valore	di	business.	
Le	scadenze	vicine	ogni	sprint	da	un	lato	danno	un	maggiore	stimolo	a	raggiungere	i	risultati	
e	mantengono	la	produttività	sempre	alta,	dall’altro	lato	alcuni	percepiscono	un	eccessivo	
stress	che	potrebbe	essere	causato	da	over-commitment,	situazione	che	fa	scattare	un	
campanello	d’allarme	e	va	sicuramente	monitorata.	
Le	cerimonie	Scrum	sono	numerose	e	alcuni	sviluppatori	ritengono	tolgano	eccessivo	tempo	
alla	programmazione,	dall’altro	lato	si	tratta	di	attività	di	pianificazione	controllo	e	
miglioramento	necessarie	per	ottenere	quell’aumento	di	qualità	e	di	valore	di	business	
apportato	che	è	stato	rilevato	da	tutti.	È	importante	non	sottovalutare	la	questione	e	
mantenere	il	giusto	bilanciamento	tra	il	tempo	che	i	programmatori	dedicano	ad	attività	di	
gestione	e	il	tempo	da	dedicare	allo	sviluppo.	In	questo	è	importante	il	ruolo	di	Scrum	
Master	come	cuscinetto	tra	il	team	e	gli	impedimenti	esterni.	
Il	team-working	è	riconosciuto	come	un	elemento	positivo	nel	migliorare	il	problem	solving	e	
scambio	di	conoscenze,	però	si	notano	delle	difficoltà	di	attuazione,	arrivando	da	una	
situazione	che	era	incentrata	sul	lavoro	individuale.	Inoltre	ci	sono	problemi	di	
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collaborazione	tra	membri	del	team	che	precedentemente	svolgevano	ruoli	gerarchicamente	
diversi,	o	con	diversi	livelli	di	anzianità	in	azienda,	mentre	ora	si	trovano	allo	stesso	livello	
gerarchico.		
SAFe	prevede	inoltre	di	monitorare	periodicamente	le	condizioni	di	salute	
dell’organizzazione	con	questionari	di	autovalutazione,	i	primi	sono	stati	già	somministrati	ai	
team.	
Il	questionario	di	autovalutazione	creato	da	SAFe	si	basa	sull’individuazione	di	
comportamenti	che	rappresentano	fattori	critici	per	il	successo	dei	team	all’interno	della	
struttura	organizzativa.	
• Product	Ownership	Healt:	capacità	del	team	di	individuare	e	gestire	i	requisiti	da	
inserire	nel	backlog	ed	implementare	nel	programma;	
• PI/Release	Healt:	capacità	del	team	di	far	parte	del	Release	Train,	e	quindi	di	
interagire	con	gli	altri	team;	
• Sprint	Healt:	efficacia	delle	attività	e	cerimonie	di	sprint	dei	team;	
• Team	Healt:	stato	di	salute	dei	rapporti	tra	i	membri	del	team	e	capacità	di	
teamworking.	
• Techical	Healt:	capacità	o	carenze	tecniche	del	team.	
Ciascuno	di	questi	fattori	è	scomposto	in	5	attività	alla	quale	il	team	member	da	un	voto	da	0	
a	5	sulla	frequenza	con	cui	queste	vengono	svolte.	
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Figura	3.21:	Questionario	di	autovalutazione	per	i	team	di	SAFe	
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3.5. Conclusioni:	
	
L’elevata	dinamicità	e	velocità	di	variazione	dei	requisiti	nel	settore	della	produzione	del	
software	hanno	portato	molte	organizzazioni	ad	adottare	dei	modelli	organizzativi	Agile,	al	
fine	di	aumentare	la	propria	flessibilità	e	migliorare	le	performance	in	termini	di	produttività	
e	qualità	del	software.		
I	modelli	Agile	sono	ormai	ampiamente	diffusi	nel	settore	tra	le	organizzazioni	di	medio-
piccole	dimensioni,	ma	abbiamo	visto	come	anche	un	crescente	di	organizzazioni	di	grosse	
dimensioni	stia	passando	a	questi	modelli,	essi	per	essere	implementati	in	grossi	contesti	
necessitano	di	alcuni	accorgimenti	e	strategie	di	adattamento.	In	questa	direzione	i	modelli	
specifici,	tra	i	quali	SAFe	ha	raggiunto	il	maggior	grado	di	diffusione,	sembrano	offrire	delle	
soluzioni	efficaci	e	di	non	difficile	implementazione.	
Il	caso	di	studio	della	transizione	da	Waterfall	ad	Agile	in	Tagetik	Software	s.r.l.	ha	mostrato	
le	fasi,	gli	approcci	e	gli	strumenti	tipici	per	questo	tipo	di	transizione.	I	primi	risultati	parziali	
del	progetto,	analizzati	nel	paragrafo	precedente,	sono	ottimi.	Tuttavia	è	necessario	
continuare	con	il	monitoraggio	delle	fasi	successive	della	transizione	per	poter	dare	un	
giudizio	complessivo	sugli	esiti	del	progetto.	
Sviluppi	futuri	possono	comprendere	analisi	delle	performance	di	un	campione	significativo	
di	organizzazioni	passate	all’utilizzo	di	modelli	Agile	Scalati,	al	fine	di	identificare	le	evoluzioni	
delle	strategie	di	implementazione	e	di	poter	confrontare	le	performance	di	questi	modelli	
con	approcci	alternativi.	
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