



Program BGR to HSV 
Program ini digunakan untuk mengetahui HSV dari warna RGB yang di 
dapat  melalui aplikasi editor foto. 
import cv2 
import numpy as np 
perintah import digunakan untuk memanggil library pada open cv. 
      B     G     R 
green = np.uint8([[[35,28,167]]]) 
RGB yang didapat  di masukkan ke program di atas tetapi dengan menempatan 
menjadi BGR. 
hsv_green = cv2.cvtColor(green,cv2.COLOR_BGR2HSV) 
program hsv_green = adalah perintah untuk melaksanakan program convert agar 
menghitung menjadi HSV. 
print ( hsv_green ) 
lalu untuk mengakhiri menggunakan perintah print ( hsv_green) otomatis nilai 




















Program color tracking 
Program ini untuk mendeteksi warna objek dan mengikuti objek tersebut 
Perintah from digunakan untuk mengaktifkan video secara realtime 
from collections import deque 
from imutils.video import VideoStream 





import RPi.GPIO as GPIO 
Perintah import digunakan untuk memanggil library open cv 
 
objekLower = (168, 100, 100) untuk memasukkan data HSV objek terendah  
objekUpper = (188, 255, 255)untuk memasukkan data HSV objek tertinggi  
 
laserLower = (17, 100, 100)untuk memasukkan data HSV laser terendah 
laserUpper = (37, 255, 255)untuk memasukkan data HSV laser tertinggi 
 
objekMinX = 60 untuk mengatur pembacaan koordinat objek titik paling bawah 
objekCenterX = 90 untuk mengatur pembacaan koordinat objek di titik tengah  
objekMaxX = 120 untuk mengatur pembacaan koordinat objek titik paling atas 
 
laserMinY = 60 untuk mengatur pembacaan koordinat laser titik paling bawah 
laserCenterY = 90 untuk mengatur pembacaan koordinat laser di titik tengah 
laserMaxY = 120 untuk mengatur pembacaan koordinat laser titik paling atas 
 
skalaKecepatan = 0.1; untuk mengatur kecepatan servo bergerak 
 
 
pinServo1 = 11 pin yang dipakai servo 1 yaitu yang bergerak ke kanan dan ke kiri 
pinServo2 = 12 pin yang dipakai servo 2 yaitu yang bergerak ke atas dan ke bawah 
Perintah GPIO digunakan untuk meminimalkan jitter pada servo saat terhubung langsung 





Perintah berikut digunakan untuk mengatur PWM yang di keluarkan di tiap GPIO 
servo1 = GPIO.PWM(pinServo1, 50)  
servo2 = GPIO.PWM(pinServo2, 50)  
servo1.start(2.5)  
servo2.start(2.5)  
Perintah berikut adalah hitungan untuk mengeset servo ketika berjalan 
def setServo(servo, degree): 
    servo.ChangeDutyCycle((degree/180) * 10 + 2.5); 
 





servo2Pos = 45 Perintah ini untuk mengeset posisi servo 2 
setServo(servo2, servo2Pos) 
 
Perintah ini untuk menjalankan video secara real time dan kamera secara otomatis 
menyala. 
ap = argparse.ArgumentParser() 
ap.add_argument("-v", "--video", 
    help="path to the (optional) video file") 
ap.add_argument("-b", "--buffer", type=int, default=64, 
    help="max buffer size") 
args = vars(ap.parse_args()) 
 
print("tekan tombol keyboard untuk keluar/selesai") 
Perintah print digunakan untuk memunculkan pemberitahuan jika selesai maka gunakan 
tombol untuk mematikan program 
 
Berikut ini adalah perintah untuk kamera agar bekerja ketika benda bergerak otomatis 
kamera merekam dan mengambil gambar. 
if not args.get("video", False): 
    vs = VideoStream(src=0).start() 
 
else: 





     
    frame = vs.read() 
 
    frame = frame[1] if args.get("video", False) else frame 
 
    if frame is None: 
        break 
Perintah frame digunakan untuk mengatur besarnya frame  
     
    frame = imutils.resize(frame, width=600) 
    blurred = cv2.GaussianBlur(frame, (11, 11), 0) 
 
Perintah hsv digunakan untuk membaca hsv yang dideteksi kamera 
    hsv = cv2.cvtColor(blurred, cv2.COLOR_BGR2HSV) 
     
Selanjutnya perintah untuk mendeteksi objek dan gerakan laser melalui servo    
Jika tidak mendeteksi objek maka kamera akan terus mencari hsv yang sesuai 
    maskObjek = cv2.inRange(hsv, objekLower, objekUpper) 
    maskObjek = cv2.erode(maskObjek, None, iterations=2) 
    maskObjek = cv2.dilate(maskObjek, None, iterations=2) 
    maskLaser = cv2.inRange(hsv, laserLower, laserUpper) 
    maskLaser = cv2.erode(maskLaser, None, iterations=2) 




Perintah ketika objek terdeteksi maka kamera akan menghitung x dan y suatu objek 
    cntsObjek = cv2.findContours(maskObjek.copy(), cv2.RETR_EXTERNAL, 
        cv2.CHAIN_APPROX_SIMPLE) 
    cntsObjek = imutils.grab_contours(cntsObjek) 
 
    cntsLaser = cv2.findContours(maskLaser.copy(), cv2.RETR_EXTERNAL, 
        cv2.CHAIN_APPROX_SIMPLE) 
    cntsLaser = imutils.grab_contours(cntsLaser) 
Perintah berikut digunakan untuk mengatur jarak objek dan laser pada waktu program 
berjalan. 
    radiusObjek = 0 
    radiusLaser = 0  
     
    centerObjek = (0,0); 
    centerLaser = (0,0); 
 
Perintah ini digunakan untuk mencari objek di kamera lalu menampilkan di frame display 
muncul lingkaran pada objek tersebut. 
    if len(cntsObjek) > 0: 
        c = max(cntsObjek, key=cv2.contourArea) 
        ((xObjek, yObjek), radiusObjek) = cv2.minEnclosingCircle(c) 
        M = cv2.moments(c) 
        centerObjek = (int(M["m10"] / M["m00"]), int(M["m01"] / 
M["m00"])) 
Perintah ini digunakan untuk mencari koordinat laser dengan menggunakan lingkaran 
hijau di tengah.         
    if len(cntsLaser) > 0: 
        c = max(cntsLaser, key=cv2.contourArea) 
        ((xLaser, yLaser), radiusLaser) = cv2.minEnclosingCircle(c) 
        M = cv2.moments(c) 
        centerLaser = (int(M["m10"] / M["m00"]), int(M["m01"] / 
M["m00"])) 
         
    h, w, c = frame.shape 
    centerLaser = (int(w/2),int(h/2)) 
    radiusLaser = 5 
Selanjutnya jika jarak objek dan laser sudah sesuai maka servo dari bergerak akan 
berhenti di jarak tersebut.          
    if radiusObjek > 3 : 
        cv2.circle(frame, centerObjek, 10, (0, 0, 255), 1) 
     
    if radiusLaser > 3: 
        cv2.circle(frame, centerLaser, 10, (0, 255, 0), 1) 
 
    if radiusObjek > 3 and radiusLaser > 3: 
     
        cv2.circle(frame, centerLaser, 10, (0, 255, 0), 1) 
         
        if centerObjek[0] > centerLaser[0]: 







Program ini digunakan untuk mengatur kecepatan ketika servo berjalan mengikuti objek. 
skalaKecepatan; 
            if servo1Pos > objekMaxX: 
                servo1Pos = objekMaxX 
            setServo(servo1, 180 - servo1Pos) 
        else: 
            servo1Pos -= (centerLaser[0] - centerObjek[0]) * 
skalaKecepatan; 
            if servo1Pos < objekMinX: 
                servo1Pos = objekMinX 
            setServo(servo1, 180 - servo1Pos) 
            
        if centerObjek[1] > centerLaser[1]: 
            servo2Pos += (centerObjek[1] - centerLaser[1]) * 
skalaKecepatan; 
            if servo2Pos > laserMaxY: 
                servo2Pos = laserMaxY 
            setServo(servo2,  servo2Pos) 
        else: 
            servo2Pos -= (centerLaser[1] - centerObjek[1]) * 
skalaKecepatan; 
            if servo2Pos < laserMinY: 
                servo2Pos = laserMinY 
            setServo(servo2,  servo2Pos) 
Perintah berikut digunakan untuk mengeset dimana servo terkunci agar tidak merusah 
laser dan raspberry.             
    else: 
        servo2Pos = 45 
        setServo(servo2, servo2Pos) 
        servo1Pos = 0 
        setServo(servo1, servo1Pos) 
     
Perintah print dibawah ini digunakan untuk menampilkan x dan y objek dan digunakan 
untuk membaca jarak anatar objek dengan laser.     
    print("centerObjek = " + str(centerObjek[0]) + ", " + 
str(centerObjek[1])) 
    print("centerLaser = " + str(centerLaser[0]) + ", " + 
str(centerLaser[1])) 
     
    print("radius objek = " + str(radiusObjek)) 
    print("radius laser = " + str(radiusLaser)) 
 
    print("servo x = " + str(servo1Pos)) 
    print("servo y = " + str(servo2Pos)) 
     
    print("") 
 
    cv2.imshow("Frame", frame) 
Perintah cv2.imshow digunakan untuk menampilkan pada display frame 
    if cv2.waitKey(1) >= 0: 





Perintah selanjutnya jika video di stop dengan menekan tombol maka kamera akan mati, 
dan program akan di tutup 
if not args.get("video", False): 
    vs.stop() 
 
else: 










Perintah diatas Servo 1 dan 2 akan berhenti bergerak, dan GPIO tidak aktif 
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