Since modern production processes are multi-disciplinary, all relevant disciplines must be involved in product development in order to achieve good results. While established programs for design and simulation are successfully applied in preliminary and detail design, software support in the earlier design phases is poor. We summarise a variety of modelling approaches and analyse the application of general purpose modelling and model-based description languages within a step-wise iterative process model based on VDI-Guideline 2221 in the individual design phases. Our analysis is supported by an example application to the design of a bottling plant. We conclude that General Purpose Modelling and Model-Based Design Languages are useful methods for early product design and could facilitate multi-disciplinary modelling and simulation in a future product development process by thorough integration of different model views in a system model.
This paper is a revised and expanded version of a paper entitled 'Perspectives for the usage of design and modelling languages in the mechatronic systems design' presented at TMCE2012, Karlsruhe, Germany, 7-11 May 2012.
Introduction
An intrinsic property -and a well-known major challenge -of mechatronic design is its multi-disciplinary nature (Bradley, 2010; Hehenberger et al., 2010) . This is relevant to both the design process and the design models (and thus also to the simulation of the process and models). Through the design process, this issue extends well beyond the development and affects the whole product lifecycle.
In the late phases of engineering design (preliminary and detail design), testing is the means of choice for validation and the assurance of properties. Due to the increasing capabilities of computers, the testing is frequently conducted in the virtual realm, which is generally now referred to as simulation. The prevalent multi-disciplinary nature of product development increases the complexity of simulations. Nonetheless, there are several approaches that successfully handle multi-disciplinarity, as demonstrated by everyday products such as cars. The basis for such simulations are models, which -in addition to providing and generating information through simulation -are increasingly relied upon as information abstractions and thereby as means of documentation and communication. Thus, the term model-based development has gained in prominence, and increasingly models are becoming virtual. This extension beyond the physical realm in recent decades has dramatically increased the use of models.
The growing number of models from different disciplines requires new approaches and strategies for their combination and integration. A popular strategy is the inclusion of a system-model level that allows the relevant aspects of all the discipline-specific models to be incorporated. These approaches range from the inclusion of the system perspective into Computer Aided Design (CAD) systems (Komoto and Tomiyama, 2012) to independent representations through modelling languages (Haque, 2012; Qamar et al., 2011) and flexible hierarchical modelling on demand with mechatronic system models (MSM) (Follmer et al., 2011; Sadlauer et al., 2013) .
Overall, virtualisation enables more flexibility at lower cost across the different stages of development. The interaction between the designed product and the production systems plays an important role in the development of the Industry 4.0 (also called advanced manufacturing or smart manufacturing) concept . Therefore, cyber-physical systems (CPS), defined as integration of computation and physical processes according to Lee (2008) , are important aspects. System modelling and evaluation are also important topics for CPS description. The engineering profession continuously provides improved tools and knowledge to make its implementation possible. In many cases, it is not reasonable to employ very accurate system modelling to describe a complex system, as the uncertainties and costs of very detailed modelling may be so high that the drawbacks are overwhelming in comparison to simpler modelling. System-level models allow a multi-disciplinary engineering approach to be supported. For a simulation-based engineering approach, a model-based description of the system (resp. of its subsystems) under consideration is a prerequisite. Especially for mechatronic and cyber physical systems this addresses 1 the models of the subsystems (e.g., mechatronic systems) 2 the integration of these models into an overall CPS -system model (see Al Faruque and Ahourai, 2014; Bradley et al., 2015) .
In the later phases of design (e.g., detail design), the systems used for creation and use of the models are often computer aided. These systems are accepted and established within the respective disciplines. However, in the early phases of design, such as requirements design and functional design, lists, tables and prose text along with non-standardised graphs and sketches are the main instruments of active design, documentation and even communication. Although the objects of interest (requirements and functions) are not necessarily connected to any specific disciplines, their understanding can differ between disciplines, and the stakeholders' interpretations often vary depending on their background. The early design phases have not yet been computerised. The research questions in this context are 1 how the early phases of product development can be supported across the different design disciplines 2 how the results from these early phases can be used and propagated throughout the design process.
The hypothesis is that design languages, especially general-purpose modelling languages (GPMLs), such as SysML (OMG, 2012) , UML (OMG, 2011) and AutomationML (Drath et al., 2010) , and Model-based description languages (MBDLs), such as Modelica (Modelica Association, 2010) and VHDL-AMS, are viable approaches to answering these research questions. In this paper, we present various description languages as means of integrating virtual models in the early phases of product development. In our opinion, design languages -especially GPMLs and MBDLs -open up new possibilities in this regard: they provide continuity throughout the whole design process and across disciplines, as they support model consistency via a coherent description environment, especially in the early phases of design. Section 2 discusses related work, and Section 3 provides two different perspectives on the classification of multi-disciplinary design. Section 4 classifies established (CAx) and relatively new approaches (GPMLs and MBDLs) in terms of their applicability in the design phases of VDI 2221 (1993) , and the example of the development of a bottlingplant follows in Section 5. Section 6 presents conclusion and outlook. This article is an extended version of preliminary work published in (Sadlauer et al., 2012) .
Related work
This section covers a wide range of publications from conceptual design, model-based design, design process models, design communication, multi-disciplinarity, and development environments, and presents the most important aspects.
Multi-disciplinary development environments
Several publications have addressed development environments with focus on multidisciplinarity. Common computational modelling (CCM) (Haque, 2012) is an example of improved automation and use of knowledge-based technology over the state of the art with point solutions and specific automation. CCM uses the adaptive modelling language (AML) to provide a development framework incorporating virtual product development (VPD) for the later design phases and manufacturing. A criticism that accompanies these technological advances is that they have also enhanced non-value-adding or waste activities (e.g., the analysis of design already identified as inferior) (Haque, 2012 ). Haque's work also includes a very accurate explanation of the state-of-the-art process in mechanical detail design regarding the optimisation loop of geometry modelling and finite element analysis with point solutions and specific automation through scripting. The CCM approach uses a higher-level language to represent sequential detail-design steps.
Similarly, Komoto and Tomiyama (2012) referred to a higher level of design with system architecting and, based on VDI 2206 (2003), considered it as conceptual design at a systems-engineering level. They emphasised the importance of considering different fidelity (hierarchy) levels and stressed that the system architecting perspective in particular should be included in future CAD software products. According to them, the three main tasks in architecting systems are 1 identification of requirements and their translation towards a system level 2 hierarchical decomposition into components 3 definition of behaviour and structure of (sub-) systems, including the corresponding interfaces.
Komoto and Tomiyama (2012) used a product metamodel and a corresponding parameter network to represent the system architecture. The metamodel and the parameter network provide a superordinate structure for geometrical representations on CAD software, which in turn can be used for consistency checks and provide the solution space within the CAD software. Qamar et al. (2011) followed an approach similar to that of Haque (2012) and used SysML instead of the AML at a higher level, taking advantage of the discipline independence of the language. They stated that, for instance, CAD to Modelica abstraction is only horizontal, whereas SysML allows vertical abstraction. Follmer et al. (2011) took a slightly different approach by focusing on modelling between different hierarchical levels and on the means for realising the approach. They proposed a MSM at a higher hierarchical level with any number of sub-level models and with discipline-specific models at the bottom. They also included a structured procedure that is based on the design phases of VDI 2221 (1993) for the design of each of the (sub-) system-level models. For practical realisation they also relied on SysML for representation.
Unlike the other approaches mentioned, Haque (2012) did not explicitly discuss different levels of abstraction. However, his design loop implicitly includes such differentiations, since the FEA (finite element analysis) models require simplifications depending on the purpose (e.g., different meshes depending on whether model is used for frequency analysis or stress analysis). All publications mentioned have in common that they define a development environment following certain rules, with a central referral model. Nonetheless, it remains unclear if this central model remains the same throughout the whole design process despite the changes in design phases and thus different objects of interest (artefacts). Miatliuk et al. (2010) proposes the use of hierarchical system technology in mechatronic design. The main aspect that is considered is the evaluation of changes in one sub-system resulting from modifications in other sub-systems. This is only possible with the use of overall system models which include the (reduced) main properties of the sub-systems. Based on hierarchical dynamic systems technology a new symbolic method for the design of mechatronic systems can be implemented. Thramboulidis (Thra-2008) pointed out the challenges to the development of mechatronic systems, namely synergistic integration, size and complexity and reuse. He mentioned the fact that basic concepts from the fields of reuse, architecture design and component design can be used for the evaluation of mechatronic development technologies.
Multi-disciplinary simulation approaches
The work of Geimer et al. (2006) and Ruedenauer et al. (2011) regarding the classification of multi-disciplinary simulation was discussed in more detail by Sadlauer et al. (2012) . Defining the two dimensions 'number of disciplines' and 'number of solvers' and differentiating between 'one' and 'more than one' yields four classes: 1 classic simulation with one discipline and one solver 2 model separation with one discipline and multiple solvers 3 consolidated simulation with one solver for multiple disciplines 4 co-simulation with multiple disciplines and multiple solvers.
Note that this representation requires a focus on only one model and the corresponding simulation, that is, an individual simulation that provides composed results. Design, of course, includes several parallel instances of classic simulation (e.g., multi-body-simulation and FEA). Nevertheless, such situations would not be referred to as model separation, as the results are cascaded. Figure 1 illustrates this classification. Geimer et al. (2006) This differentiation between cascaded classic simulations with cascaded results and single simulations with combined results also applies to different hierarchical levels. Systems can be divided into subsystems, and models into submodels. If a system (or model) with its subsystems (or submodels) is simulated in one instance, it can be placed within the classification shown in Figure 1 . The number of solvers and the number of disciplines involved determine the specific placement in the classification.
A weakness of this classification is that it strongly relies on a parameter that cannot be clearly defined -the number of disciplines. Thus, the distinction between single-and multi-disciplinary simulations heavily depends on the interpretation of the boundaries between disciplines.
Weaknesses of current models with regard to simulation relate to whether they are used with one or multiple solvers. If the models are to be simulated with one solver, they must all be compatible with it. This is a major obstacle when the models are from different disciplines. If the models are simulated using multiple solvers, combining the (intermediate) results is not trivial and represents another significant obstacle. The approaches to overcoming these issues are that either the models are built in a standardised way for one solver or the solvers are sufficiently compatible so they can provide combined results. The former approach can be addressed by GPMLs and MBDLs and the latter, for instance, by using middleware (Nestinger et al., 2010) . Citherlet et al. (2001) developed a slightly different approach to multi-disciplinary modelling and simulation. It is not based on the number of disciplines, as they only consider multi-disciplinary modelling and not the number of solvers, but on the way the models and applications are interconnected. Clearly, there are strong similarities to the previous classification (Geimer et al., 2006) . Citherlet et al. (2001) distinguish between four different approaches. The first consists of stand-alone programs where neither the models and simulations nor the results are interconnected. The second is that of interoperable programs, where the same model can be used for different disciplines and the data can be shared. The third approach is that of coupled programs, where simulations are run in parallel with different programs and models. The difficulty here lies in maintaining consistency. The fourth and final approach is that of integrated programs, where the model and the program are able to provide results to all disciplines involved.
It is difficult to assess how the different approaches to multi-disciplinary simulation from this sub-section relate to the modelling approaches from Subsection 2.1. It seems that the connection between the different models mentioned in Sub-section 2.1 continues to be made manually and that simulations take place at lower hierarchical levels, that is, there is little or no simulation of the overall system.
Information backbone
The publications in Section 2.1 (Follmer et al., 2011; Haque, 2012; Komoto and Tomiyama, 2012; Qamar et al., 2011) acknowledge the need for an information or knowledge base, and it is widely accepted that documentation and management of knowledge and information must be supported throughout the product development process. Chapman and Pinfold (1999) highlighted the importance of a knowledge base to the development process.
In this context, one must distinguish between the medium -as the vessel of information transfer -and the encoding -as the representation of the information. In engineering, such a medium is often an object of reference, which enables communication (Eckert et al., 2005) . Traditionally, documents are the medium of communication for the information backbone (Friedenthal et al., 2012) . Nowadays, in addition to generating information, models increasingly perform the function of information abstraction for communication and documentation. Model-based systems engineering seeks to replace the documents by models as the medium of choice for the information backbone (Friedenthal et al., 2012) .
In either case (document or model-based), the information provided by the medium must be encoded in an understandable way. SysML and Modelica provide examples of how to encode (represent) models in a standardised manner. While SysML is well established in systems engineering, its acceptance by practitioners outside the systems and software engineering fields is limited (Albers and Zingel, 2013) .
Thramboulidis provides another approach for mechatronic design. The 3+1 SysML architectural view-model (Thramboulidis, 2010; Thramboulidis and Scholz, 2010) , addresses the synergistic integration of the several discipline-specific elements of mechatronic systems. The main view of this model is the SysML one that corresponds to the mechatronic layer of the model integrated mechatronics (MIM) architecture. A design approach for mechatronic systems with the help of UML diagrams is also presented by Mrozek (2002) .
A further alternative are representations which do now rely on already existing GPMLs. An example is the Engineering-Knowledge-Base (EKB) approach (Moser and Biffl, 2012) . This approach relies on an extraction of already existing engineering knowledge and building ontologies out of this knowledge with different representations. This approach has certain advantages, such as simple checks for model consistency and model to model transformation once the EKB framework is established. However, the initial effort for its establishment not only requires an expert in the specific engineering areas under consideration, but also an expert in the EKB.
Information and knowledge are often managed throughout the product lifecycle by product lifecycle management (PLM) systems. By definition, knowledge is information with context, and it exists only in the head of people (Wallace et al., 2005) . Consequently, neither the PLM systems currently available nor the knowledge-based or expert systems fulfil all original promises for Engineering Knowledge Management (Wallace et al., 2005) .
Perry and Uys (2011) used this knowledge perspective to establish a development environment that is similar to those presented in Section 2.1. They sought to explain the relationship between knowledge and product development. However, their concept is confusing because of differences in jargon. From the context, the terms innovation life cycle, knowledge life cycle, roadmap and conceptual framework seem to be identical or very similar to product development life cycle, knowledge acquisition cycle, process model and development environment. Their suggested strong correlation between knowledge acquisition (which they call knowledge life cycle) and innovation life cycle is probably due to the changing ratio of relevant to potentially relevant information during product development. Nonetheless, knowledge-based approaches have the advantage that they can be used for a wider variety of aspects, such as enhancement of creativity in conceptual design (Salah and Abdalla, 2011) .
Multi-disciplinary models and simulation
The following subsections highlight the importance of models and simulation. Modern simulation methods and the intensive use of computers during development have elevated mechatronic design to a new dimension. Increased computer power has enabled more extensive simulation using various methods, and thus reliability, quality and development time have greatly improved. Follmer et al. (2011) discussed an annealing simulator as an example of multi-disciplinary models and simulation. An annealing simulator is a test device for determining the annealing settings for samples of specific metals. The mechanical engineering aspects include geometrical and thermodynamic aspects, the electrical engineering aspects include sensors and actors, and the information-technological aspects include the control system and measurement evaluation. Simulation in this context refers to both 1 simulation with virtual models during the design process and afterward 2 the physical simulation with the first prototype.
Definition of multi-disciplinary
In the discussion of multi-disciplinary engineering, the boundaries between the different disciplines, branches or domains are often vague. The main reasons are the constant progress in the individual disciplines and the increasingly demanding market requirements that result in further evolutions and, in some cases, even in merging of disciplines. For better understanding, we use the term discipline in our context, and define the core disciplines as (disciplines not mentioned can be sub-disciplines or added if necessary):
• chemical engineering
Mechatronics is the combination of the last three engineering disciplines and is therefore multi-disciplinary.
Mechatronic design process
According to Tomizuka (2000) , mechatronics is "the synergetic integration of physical systems with information technology (IT) and complex decision making in the design, manufacture and operation of industrial products and processes". Even though most of our experience comes from mechatronics, we are certain that the aspects presented apply to multi-disciplinary engineering in general (i.e., engineering with multiple engineering disciplines involved). The future challenges in mechatronics design will be discussed in in detail, namely complexity handling, privacy and security, user integration and sustainability.
While the term mechatronics has gained popularity in recent decades, the realisation strategies for mechatronic design have evolved slowly. In most cases, methodologies already established in the individual disciplines have been applied. Examples are the waterfall model, the V-model, and rapid application development; for details and explanations see, for instance (Ruparelia, 2010) . Nonetheless, there are examples of approaches that extended the existing process models towards mechatronic design, such as VDI 2206 (2003) by the Association of German Engineers (VDI) with its inclusion of mechatronic integration in the V-Model. Since the development of this approach in 2003, the significance of the individual disciplines within mechatronic design has shifted strongly towards information technologies (or software engineering).
Although process models have not been adapted to this change, products are being developed successfully. Hence, the valid question arises of whether process models explicitly for mechatronic design are even necessary. The very likely answer is 'no', but process models must be adapted to multi-disciplinarity.
Current publications on mechatronics reflect the past influence of mechanical engineering. However, with the rapid advances in information technologies, the significance of the methods in this field will steadily increase the use of design tools and methods from software engineering in mechatronics. An early sign of this might be the shift from physical simulation to virtual simulation, which is facilitated by the fact that physical simulation (physical tests of specimens) is well established and the virtual testing is just a shift in technology; the basic principles and philosophy remain the same. However, due to the decreasing costs and increasing capabilities of virtual simulation, there is a risk that it might be applied too extensively and perceived as a universal panacea in product development [as mentioned, e.g., in Haque (2012) ].
Purpose of models
Several of the publications mentioned in Section 2 include modelling and thus simulation with particular focus on multi-disciplinarity. In the context of this paper, the term simulation refers to "the preparation, execution and evaluation of directed experiments by means of models" (Sadlauer et al., 2012) . These experiments must be directed towards the purpose of the model.
We use the definition of 'model' by Stachowiak [as cited by Ludewig (2003) ]: a model requires a mapping criterion (original), a reduction criterion (some properties of the original) and a pragmatic criterion (purpose). While different interpretations of model purpose exist (Ludewig, 2003; Grosslight et al., 1991) Thus, a model is a source, carrier and archive of information. The first purpose relates to situations in which information is missing or not accessible and must therefore be generated. To this end, virtual models must be either executable or interpretable and executable through tools so they provide results that translate into information. For the second purpose, the model provides the link between two parties. The third purpose requires that the model contains information in an accessible form and provides it intact for an extended period of time. For all three general purposes a proper representation of the model is necessary.
Additionally, models have, of course, specific purposes that vary, and even apparently identical models can have different properties. For instance, depending on the specific purpose (either stress or frequency analysis) FEA models can have different meshes, even for the same geometry. As models can have many different purposes, they differ in representation and structure. All models must be included and their information combined. If a model does not provide any relevant information, the model itself is irrelevant.
Tools and languages in design phases
In general, the smaller the number of information transitions or interpretations between models and the smaller the degree of necessary change, the smaller the chance of error is: it would therefore be beneficial to have all models defined in the same representation or native language, preferably across all hierarchical levels and throughout all design phases. Moving in this direction, Sadlauer et al. (2012) provided a classification of conventional CAD and PLM software programs and GPMLs and MBDLs in terms of their applicability in the design phases of VDI 2221 (1993). They distinguish between two different purposes within the design phases: active design and information documentation. We extend this classification to include different hierarchical levels and validate it in the following section by way of the example of a bottling plant.
It is important to consider the responsibility for documentation. Although, ultimately, this responsibility always lies with the people involved, with increasing project size proper documentation is only feasible with structural support. This support may take the form of databases. Product data management systems combine such product databases and their management, and their extension beyond engineering aspects resulted in PLM systems (Ameri and Dutta, 2005) . The recent trend of software companies in this area is to include as much information as possible about the product in their PLM system. However, the purpose of a PLM system is not to translate the information and knowledge within its boundaries to create an image of the models, but to connect information, workflow and knowledge in a meaningful way. This, of course, casts the classification provided in Sadlauer et al. (2012) in a new light. As their purpose is to organise information, PLM systems should not be included in this classification, and since the models are the carriers and (e.g., via simulation) the source of information, the languages or tools considered should be evaluated particularly in terms of these aspects. An additional aspect worth considering is the viability of different hierarchical levels, as dividing problems into sub-problems and then combining the sub-solutions into an overall problem solution is state of the art (Pahl et al., 2007) .
Definition of GPML and MBDL
In the context of this paper, we refer to GPMLs as languages that are able to describe arbitrary engineering models, independent of the discipline. While these languages originate from specific engineering disciplines, they may still be able to support all the other disciplines. Examples are UML (OMG, 2011 ), SysML (OMG, 2012 , and AutomationML (Drath et al., 2010) . The first two languages are graph-based, and various tools, such as MagicDraw and the Papyrus environment for Eclipse, are available for describing models in these languages. AutomationML is XML-based and therefore requires only a text editor for the initial modelling.
By MBDLs we mean languages that already provide various objects whose instantiations can be used within larger models. The name MBDL indicates that these objects are already models. Examples are Modelica and VHDL-AMS. The focus of these languages lies in translating the created models into executable code, allowing results to be generated. Popular tools that provide these functionalities for Modelica are Dymola, AMESim and OpenModelica. Notable work in the area of connecting GPMLs with MBDLs or even further towards CAx programs that allow simulation has been done, for instance, by Johnson et al. (2008) , Schamai et al. (2009) and Arnold and Rudolph (2012) .
Using GPML and MBDL in the design phases of the VDI 2221
The process model of VDI 2221 (1993), which is largely based on the work of Pahl et al. Follmer et al. (2011) used this process model and provided a clearer structure for it, renaming the phases as requirements design, functional design, principle design, architectural design, preliminary design, detail design and documentation. Each phase has different tasks, and in the context of this paper we focus mostly on the first five phases. They serve as a reference for dividing the design process into distinct phases. The example in Section 5 provides more detail for the context of some of these phases; for further information we refer to the literature (Follmer et al., 2011; VDI, 1993; Pahl et al., 2007) .
The columns in Figure 2 indicate CAx tools, MBDLs with corresponding tools and GPMLs with corresponding tools. The rows are requirements design, functional design, principle design, architectural design, preliminary design and detail design. The three different classes are the abilities to 1 create models as information carriers (circle) 2 represent a hierarchical structure (triangle) 3 produce information through execution of the corresponding models (cross).
A dashed symbol indicates that the respective ability is partly fulfilled.
Several observations can be made from the classification in Figure 2 . Firstly, the CAx tools currently available do not allow models to be created in the early phases. GPMLs and MBDLs, in contrast, provide significant functionality in the early phases while having limitations in the later phases. These limitations are mainly due to the geometry being insufficiently well represented within these languages. None of the languages or tools currently provides simulation functionality in the principle design phase. The best tools for assessing solution principles are still morphological boxes and construction catalogues. GPMLs have a special status in this classification, as they are able to represent requirements that are necessary in all the design phases. Also note that in the last three design phases no individual language or approach is capable of providing an adequate hierarchical representation. However, their shortcomings are at opposite ends of the spectrum: CAx provides good representation of details, while GPMLs and MBDLs address the higher hierarchical levels and fulfil all necessary representation requirements. A good example of this was provided by Arnold and Rudolph (2012) . Ideally, one language platform would be able to include all the necessary aspects. Considering the state of the art, a concentration on one GPML and one MBDL throughout the whole design process would already constitute a substantial achievement and a step in the right direction of new paradigms such as Industry 4.0 (Anderl et al., 2013) .
Example: bottling plant
In this section, we support our preceding classification regarding the use of GPMLs and MBDLs in the early design phases as defined by VDI 2221 (1993). We focus mostly on one hierarchical level for each design phase and each representation. Since we do not use top-or bottom-level models, we need sub-or superordinate models, thus demonstrating the application of hierarchical decomposition. The goal of this example is not to provide a continuous representation through the design phases, but snapshots in support of Figure 2 . The overlap between these different representations is already provided within the respective forms of representations. Initially, we started using text-based description for the requirements and non-standard graphical representation of the functional structure, which we later translated into AutomationML. This was used up to the architectural design phase. To extend both the visual representation and the opportunities for simulation, we enriched the project by adding model representations in SysML and Modelica. In our example, we applied the model-model transformation described by Haque (2012) as the state of the art. In all model transitions, an engineer transformed the information. 
Requirements design
The requirements design phase consists of the identification and selection of requirements and constraints. Sources can be, for instance, stakeholders, legal limitations, and users. Design activities with these requirements can include their connection or clustering, or changing the priorities of individual requirements. Additionally, information about use cases and behaviour are needed. These requirements are then collected in a list of requirements that can already include different hierarchical levels of requirements, clusters of requirements and of course different classes or groups of requirements. Examples are mobility as a functional requirement and costs as a cumulative requirement. Figure 3 shows a subset of the requirements of a filling station as part of a bottling plant in SysML representation. Two main requirements (at a higher hierarchical level) are 1 that the liquid be in a container after filling 2 adherence to sanitary conditions. The first requirement results in another requirement, namely that the liquid be put into the container. Sanitary conditions involve three sub-requirements: a sanitary container, a sanitary liquid, and a sanitary plant and processes. All these sub-requirements must satisfy the relevant hygiene standards.
Functional design
Once the requirements have been determined, the functional requirements can be translated into functions, which yields the functional structure. Following the definition of Stone and Wood (2000) , Figure 4 shows the full functional structure of the bottling plant and the filling process in detail. While the flow structure has certain shortcomings, as pointed out by Komoto and Tomiyama (2012) , it has the advantage that it is widely known. Since Figure 4 was created using a standard graphics program, the representation is not standardised. MBDLs and GPMLs provide the ability to obtain a standardised and readable representation. 
Principle design
This phase requires an existing information base, which forms the basis of the solution principles. The solution base can be described in different ways and may exist in the respective description or modeling language or just be represented in it. Modelica already provides a solution-in-principle for the horizontal movement of an actor, for instance, by an electrical motor, a hydraulic or pneumatic cylinder, or a magnetic field. The same is the case for the different ways of actuating a valve. The other GPMLs described lack such a wide knowledge base. Information can be represented with these languages, but has to originate from somewhere else. This design phase is very difficult if not impossible to simulate. A very simple approach would be to recombine all possible connections of solution principles.
Architectural design/modular structures
Using GPMLs and MBDLs in architectural design is problematic, as they lack a means of representing geometry. This can be remedied by using CAx software, but geometry is not explicitly considered in these languages. Modelica includes a 3D environment for multibody simulation, but it is insufficient for layout consideration. The same applies to AutomationML, which uses the Collada environment for 3D representation. The logical connection of the modules, as required for architectural design, is sufficiently supported by all languages considered. Nonetheless, layout and modular structure representation is possible. The dimensions of geometrical components can be included within the corresponding objects, which can in turn be translated into sophisticated geometry, as demonstrated by Arnold and Rudolph (2012) .
In certain cases, ModelicaML as a link between SysML and Modelica allows translating graphical architectural models into executable code. Extended simulations are already applicable in the modular design phase. With design ranges of parameters narrowed down, simulations with Modelica are even more meaningful later on in the preliminary design stage. The integration of Modelica within a CAD environment would allow for a better representation of geometry interfaces (e.g., geometrical position and dimensions) and simplify the transition from the modular design phase to the subsequent design phases.
Conclusions and outlook
We have shown that GPMLs and MBDLs are able to describe models as abstractions of information across several phases of the design process at different hierarchical levels. Some of these design phases and hierarchical levels are not covered by current CAx models, especially not in the abstract early design phases. To a certain degree, the GPML and MBDL models even allow information generation through execution. Ideally, for consistency and simplification, all models should be described in the same native language environment. Currently, this is possible at least for SysML and UML. These language, however, lack the simulation ability necessary for product development. Hence, the efforts in academia to connect GPMLs with either CAx or MBDLs are of particular interest. The fact that numerous publications address development environments with different hierarchical levels shows that this is a topic of significance. Additionally, there is a strong tendency away from the current discrete models or modelmodel transformation and towards a central model and meta-models. Even though SysML and UML can handle most or all of the objects of interest in all the design phases, they lack considerably in simulation ability. Nonetheless, for the central model or metamodel approaches mentioned, these languages are currently the most suitable solution. As such a complete overhaul of already existing product development environments in industrial companies which this proposal represents is likely unrealistic, intermediate scenarios could build a bridge to central model and meta-models. For small and medium sized companies the model-model transformation is still the most promising approach, as such companies in the experience of the authors rely on a smaller number of representations of models within their tool landscape, thus requiring a smaller number of translators. Another possible entry point as observed by the authors during their contacts with industrial partners might be a more trivial aspect, namely the consistency between these different models (Moser and Biffl, 2012) . Model islands often consist independently from each other, despite relying on the same properties. Changes in the geometry of a product can cause significant problems when being overlooked in the model for the wiring. A rather trivial first step to achieve awareness of these dependencies would be the representation of such interconnections, e.g., through a design structure matrix (DSM) (Eppinger and Browning, 2012) .
Important future considerations concern the connections between the different modelling environments, such as block diagrams and requirements diagrams, as these connections are not obvious and require clear interfaces and distributed development due to globalisation (Tiako, 2011) . Another aspect that is already being considered, for instance, in IT, and should attract greater attention in multi-disciplinary product engineering, is agent-based modelling and simulation (Macal and North, 2010) . This could support the design engineer especially in transitioning information between models and in simulating use cases, which also remains insufficiently addressed.
