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1 はじめに
デザインパターン[1]とは，オブジェクト指向
プログラムの設計において発生する特定の問題
に対して，過去の熟練プログラマが用いてきた
典型的な解決策をいう.だが，実際のソフトウ
ェア開発では，デザインパターンを利汚すべき
場合でも，利用していないことがある.
そのため，既存のソフトウェアの設計品質を
高めることを目的に，デザインパターンを適用
するリファクタリングが提唱されている[2]. リ
ファクタリングとは， “外部的振る舞いを保ち
つつ，理解や修正が容易になるように，ソフト
ウェアの内部構造を変化させること"[3]である.
しかし，大規模ソフトウェアのソ}スコードか
らデザインパターンの適用が可能な部分を手作
業で発見するには，大きなコストがかかる.
そこで，ソースコードからデザインパターン
の適用が可能な部分を自動的に検出することで，
既存のソフトウェアに対するデザインパターン
の適用を支援する手法を提案する.具体的には，
類似コードを除去するために FactoryMethodパ
ターン[1]を適用するリファクタリングの支援を
目的に，コ}ドクロ}ン検出法(類似コードを検
出する手法)[4]を利用した手法の実現を行った.
さらに，提案手法をオープンソースソフトウェ
アに適用する実験を行った.
2. ヂザインパターンを適用するリファク
タリング
今回の実験では， “Factory Methodによるポ
リモーフィックな生成の導入"[2]を支援した.
デザインパターン適用前は，兄弟クラス(共通
の親クラスを持つクラス対(図 lのDOMBuild明
erTestクラスとXMLBuilderTestクラス))に，オ
ブジェクト生成文以外は内容が等しいメソッド
(圏lCa)の2つのtestAddAboveRootメソッド)
が存在し，それらのメソッドが類似コードにな
っている.まず，それらのメソッド関で異な
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るオブジェクト生成文を，共通のシグニチャを
持ち，オブジzクトを生成して返すメソッド(図
1 (b)のcreateBuiJderメソッド)に置換すること
で，類似コードになっているメソッドの内容を
揃える.オブジェクトを生成して返すこのメソ
ッドがFactory Method[l]である.次に，類似
コードになっているメソッドを共通の毅クラス
(図 1では新たにAbstractBuilderTestクラスを
親クラスとして作成している)に引き上げる.最
後に， Factory Methodを共通の親クラスに抽象
メソッドとして宣言する. Factory Methodの実
装を子クラスごとに変えていることになるので，
Factory Methodパターンを適用した形になる.
以上のように変更することで，兄弟クラスで
重復していたメソッドを共通の親クラスにまと
めることができ，類似コードを除去することが
できる(臨 1(b) ) .また， OutputBuilderクラス
(DOMBuiJderクラスと XMLBuilderクラスの親
クラス)に子クラスそ追加して同様の処理を行う
場合，デザインパターン適用前では重複するメ
ソッドが増えてしまうが，デザインパターン適
用後は FactoryMethodを新たに実装すればよい.
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3. 鑓諜手法
本稿では，ソースコードから密l(a)の構造を
持つ部分を自動的に検出することによって，
“Factory Methodによるポリモーフィックな生
成の導入"を支援する手法を提案する.
まず，図 1(a)の構造を持つ部分を自動的に検
出するために，自動的に判定できる条件安定め
る.前述の“FactoryMethodによるポリモーフ
イックな生成の導入"が掲載されている文献[2]
を参考に，以下の条件を定めた.
条件1.類似コード、になっているメソッドが兄弟
クラス中に存在している.
条件 2. それらメソッドの内容で異なる部分は，
オブジェクト生成文のみである.
条件1.を定めた理由は，図 lは“Template
Methodの形成"[2]の特殊な事例だからである.
兄弟クラス中の類似コードになっているメソッ
ド(図 1(a)の2つのtestAddAboveRootメソッ
ド)では，大部分の処理は共通しているが，一部
分(オブPジェクト生成文)が異なっている.その
異なる部分を，共通のシグニチャを持つメソッ
ド(図 1(b)のcreateBuilderメソッド)に置換す
れば，類似コードになっているメソッドの内容
が揃う.それらのメソッドを共通の親クラスに
引き上げてまとめることで，類似コードを除去
することができる.この引き上げたメソッド(図
1 (b)のAbstractBuilderTestクラスにあるtest-
AddAboveRootメソッド)がTemplateMe-
thod[lJである.条件 2.を定めた理由は， Fa-
ctory Methodに置き換えることができるオブジ
ェクト生成文を判定するためである.
次に，以上の条件を満たすコードを検出する
ため，以下の手/1漢を定めた.
手1頃1.コードクローン検出ツール CCFinder[4]
を使い，類似コードになっているメソ
ッドを検出する. CCFinderを使用する
理由は， リファクタリングについての
研究で利用されている実績があるため
である [5]. 
手1頂2.検出したメソッドが兄弟クラスに存在し，
かっ，オブジェクト生成文告と含むかを
判定する.
4. 適用実験
Javaコードを対象として，デザインパターン
の適用が可能な部分を検出するツールを実装し
た.ツールは，コードクローン検出ツーノレ CCFin
derの出力ファイノレとソースコードを入力とし，
デザインパターンの適用が可能な部分を出力す
る.
更に，凶TL訳2.7.4(オープンソースのパーサ生
成ツーノレ)に対し実験を行った.結果として，デ
ザインパターンの適用が可能とツールが判定し
た部分は 10個であった.出力結果と実験対象の
ソースコードとを参照したところ，デザインパ
ターンの適用が可能と判断できた部分が l儲あ
り，オブ、ジェクト生成文が異なっていた.そこ
に含まれるコンストラクタのクラスに共通する
親クラスかインタフェースが，デザインパター
ン適用前から存在していることが本来ならば望
ましい.しかし，そうで、はなかったので，イン
タフェースを新たに作成すれば， リファクタリ
ングを行うことができると考えられる.また，
オブジェクト生成文が一致したため，デザイン
パターンの適用は可能だが， “メソッドの引き
上げ"[3]を行うのが適切であると判断できた部
分が9個あった.
5.まとめと今後の課題
本稿では，デザインパターンの適用を支援す
る手法の提案と，手法に基づき実装したツーノレ
の適用実験の結果を述べた.
今後の課題は，実際にデザインパターンをソ
ースコードに適用し，提案手法の有効性を確認
することである.また，今国支援した“Factory
Methodによるポリモーフィックな生成の導入"
とは違うデザインパターン(例えば“Composite
による単数・複数男IJの処理の置き換え"[2J)の
適用を支援することも課題である.
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