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Complex embedded systems, especially systems of embedded systems (SoES) need documentation to 
support their development. In our research, we are developing a documentation driven development method 
for SoES. In this method, keeping high confidence properties consistently identified in documentation of 
different development phases is an important issue since it is critical to ensure software quality of the end 
product. To address this issue, in this paper we investigate a method for information consistency checking 
in documentation driven development for SoES. We present an attributed object graph model to describe 
the semantics of document elements. Based on this model, we show how a set of attribute computation 
rules can analyze consistency between the key information such as timing properties transformed from one 
development phase to another.  
 







Complex embedded systems that are widely used today are usually deployed for long periods of time. They 
usually have mission critical requirements and demand real-time and high-confidence performance. These 
complex embedded systems, known as systems of embedded systems (SoES)[1], are composed of 
component systems that were developed by different organizations with different tools and run on different 
platforms. Furthermore, they must rapidly accommodate frequent changes in requirements, mission, 
environment, and technology. These traits make software development for systems of embedded systems 
face several challenges. First, key properties of embedded systems, such as high-confidence properties are 
hard to keep consistent during the whole development process, making software quality difficult to ensure 
in the end product. Second, a wide variety of stakeholders (sponsors, developers, users, maintainers, etc) 
are involved in the overall lifecycle of the software. Inconsistent information among different stakeholders 
is one of the main factors resulting in design faults. Third, complex embedded systems are difficult to 
evolve and maintain because of the independent development of their constituents and frequent changes in 
circumstances.    
 
Previous research on embedded system development revealed that documentation plays a crucial role in 
coping with the above challenges throughout the software life cycle. According to the FIPS PUB 105 
definition, documentation refers to all information that describes the development, operation, use, and 
maintenance of computer software. This information is in a form that can be reproduced, distributed, 
updated, and referred to when it is needed [2]. Furthermore, software documentation should provide 
information to support all software life cycle processes, most notably, requirements gathering, quality 
assurance, design, system evolution and reengineering, project management, communication among all 
system stakeholders and communication with software tools.   
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1.2 Related Work  
 
Software Engineering aims to improve software quality and productivity by providing systematic, 
disciplined and quantifiable approaches to software development. Documentation has been proven to play a 
key role in software engineering. Many theories, methods, and techniques related to documentation have 
been developed in the past decades. There are different specific documents associated with different 
development phases. Typical phases in the software life cycle include requirements analysis and definition, 
architectural design, implementation, composition, deployment, maintenance and evolution.  
 
In the requirement phase, a requirement definition, which is a kind of documentation, serves as a starting 
point for the whole software development process. Natural language is the most common form of 
requirement definition [3]. By modeling and formalizing the requirement definition, the formal 
documentation – the requirement specification – can be derived. In this case, the requirement specification 
is usually written in formal language.  Typical examples include [4]，[5]，[6] and [7]. They use temporal 
logic to represent the formal requirement specifications that further serve as the basis for verification and 
validation.    
 
The most important documentation used in the design phase is design specification. This acts as a blueprint 
for the actual coding by outlining the logic of individual code modules. It also assists maintenance 
programmers as they modify the program to add enhancements or fix errors [8]. A design specification is 
generally described by formal or semi-formal methods, such as hierarchy charts, logic charts, state 
transition diagrams, state machines, data flow diagrams, data dictionaries, object-oriented approaches, and 
a great number of formal languages [9]. Some typical formal and semi-formal notations used for design 
specification include UML [10，11] and some kinds of architecture description language [12，13]. 
Prototype system description language (PSDL) [14-17] is another typical design specification language for 
real-time embedded systems. It uses operators and data streams between operators to model the embedded 
systems and captures timing constraints and control constraints of embedded systems. PSDL also provides 
a graphic interface to stakeholders. In addition, design specification also serves as the basis for formal 
analysis as described in [18], [19] and  [20] to find design faults early in development. 
 
Configuration is another important aspect of software development that is done based on documentation 
support, such as architectural specification and component specification. In complex control systems, the 
configuration of components must be flexible enough to allow rapid online reconfiguration and adaptation 
to react to environmental changes and unpredictable events at run-time.  For this purpose, an open software 
architecture [21] has been used for integrating control technologies and resources.    
 
Although a lot of effort has been applied toward improving documentation technology [8,22-27], there are 
still open challenges that hinder documentation from providing efficient support for complex systems of 
embedded systems development. First, according to the traditional concept, software documentation 
consists only of informal text and diagrams intended for human consumption. This kind of static 
information simply records some results and process steps during the software development. It cannot 
capture the dynamic information during the development process. Second, keeping documentation up-to-
date is difficult and time consuming. The various representations of documentation increase the complexity 
of maintaining information consistency, increase the intellectual burden on stakeholders, and introduce the 
need for transformations that are tedious and error prone when carried out manually. Some formal 
representations with rigorous logic are conducive to machine manipulation but are difficult for human 
understanding. Informal representations such as natural language are comfortable for many system 
stakeholders but are too vague and ambiguous for direct use by computer tools. Although multiple views of 
the information can alleviate this problem, how to maintain consistency among information presented to 
both the humans and computer tools is still a challenge. In addition, to guarantee software quality in the end 
product, the information should be kept consistent among documents of successive development phases. 
Traditional documentation technologies do not solve this problem.  
 
Documentation is commonly expressed in natural language because this is most convenient for human 
communication. However, this has introduced a separation between documentation and the information 
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used in automated software building processes and the newer automated system analysis processes. 
Consequently, documentation has been viewed as an extra cost and as one of the first things to be sacrificed 
when budget and schedule get tight. This is a primary cause for outdated documentation.  
 
To attack above problems and enable documentation to provide more effective support for complex SoES 
development, we proposed a documentation driven development method for SoES [28]. This is a new 
approach for documentation that can enhance integration of computer aided software development methods, 
encompass the entire life cycle, support system evolution and improve communication with system 
stakeholders. In this method, keeping consistency of information transformed between successive 
development phases is an important issue. It is critical for ensuring high confidence in the end product. For 
this purpose, a specific method is needed to enable the key information to be consistently transferred 
between documentation of successive development phases. This paper presents such a specific method. 
 
Much research has been done on attribute grammars that constitute a classic technology for compiling [29-
33]. An attribute grammar is a specification of computations and dependence based on a formal calculus 
introduced by Knuth [34]. Since it is an efficient way to handle the semantics of context-free languages, we 
plan to extend and exploit it to deal with the information consistency issue identified above. In this paper, 
we present an attributed object graph model to represent aspects of the “meaning” of document elements 
and use a set of attribute computation rules to analyze and ensure the consistency of information 
transformed between successive development phases.   
 
 
1.3 Organization of This Paper 
 
The rest of paper is organized as follows: Section 2 describes the framework of documentation driven 
development method for SoES; Section 3 addresses the core of the proposed framework – repository 
representation; Section 4 presents an attributed object graph model for document elements; Section 5 
illustrates the use of attribute computation rules to help ensure consistency of documentation and section 6 
presents the conclusion and future work.   
 
 
2. The Framework of a Documentation Driven Development Method for SoES 
 
 
In our research, we are developing a documentation driven development method for SoES. This approach 
extends the traditional concept of documentation and proposes a more abstract view of documentation as 
structured information with a well-defined interface. We adopt a generalized view of documentation as 
encompassing all information related to the software development process with different degrees of 
structure including (1) informal data such as initial requirements statements and users critiques elicited by 
prototype demos; (2) highly formal representations such as source code and logical specifications 
supporting model checking; and (3) partially formalized representations such as UML design specifications 
and management plans. In this approach, documentation becomes the primary design representation and is 
kept up to date because it drives system build, quality assurance and project management processes.  
 
In this approach, all information related to software development processes is contained in an active 
documentation repository. Typical examples of the information stored in the repository are requirement 
specifications, abstracted models, stakeholder input (from sponsors, end users, developers, technical 
supporters, etc.), design rationale, project management information and the source code. They represent the 
results of all development activities such as requirement analysis, architectural design, software 
composition, system verification and validation, system configuration and system deployment. Each 
development phase has its own area in the documentation repository. The information is transformed 
between different documentation areas that belong to successive development phases. 
 
The repository representation is the core of this approach. It is a common central representation used to 
support automatic materialization of multiple views for different purposes. Two kinds of views of 
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documentation are supported. One is a Human Document View (HDV) which presents the information in 
the form suitable for human understanding. Another is a Tool Document View (TDV) which presents the 
information in a form suitable for manipulation by software tools. Views intended for human consumption 
should be tailored to stakeholder roles (e.g. developer views should be different from manager or user 
views), and those for tools should be tailored to the appropriate API’s or tool input languages.  
 
Our approach facilitates keeping documentation up-to-date and improves communication between different 
stakeholders since the common central representation can enable information consistency among different 
documentation representations and support the materialization of multiple views for different purposes. 
Benefits for complex embedded system development obtained due to these efforts include (a) support for 
software maintenance and evolution; (b) improved transparency of the development process; and (c) 
improved flexibility of development. The details of this approach are described in [28]. 
 
3. Repository  Representation  
 
All the information related to development process is stored as knowledge in the documentation repository. 
The repository uses a structured central representation for this knowledge so that different stakeholders can 
communicate with each other based on consistent information and this knowledge can be consistently 




















Figure 1  Repository Representation 
 
Figure 1 shows that the repository representation includes three kinds of artifacts, i.e., document elements 
(DEL), a set of syntactic templates and a set of attribute computation rules. A document element is a basic 
building block consistent with the semantics of the information contained in the documentation. It is 
described by a semantic document model. This model is an object model for the information contained in 
the documentation whose instances form an attributed object graph. The documentation elements are the 
nodes of this graph. The amount of information associated with each node depends on the degree of 
formalization for each documentation type. Formal representations have explicit structure at a fine 
granularity and very simple information associated with individual documentation elements. Informal 
representations have only a large granularity structure and can have lengthy annotations attached to the 
nodes. Document elements hold the key information extracted from all the requirements, models, activities 
and processes related with system development.  The model is strongly typed and structured according to a 
documentation schema. Further development of this approach will need better computer-assisted methods 
for resolving the ambiguities common in informal representations, transforming them into more formal, 





















Syntactic templates are object operations with parameters. The purpose of a syntactic template is to 
materialize the part of a specific documentation view that corresponds to a given documentation element. 
The parameters represent the relevant properties of the context and the descendent nodes of the 
documentation element.  Syntactic templates are designed together with specific sets of rules that govern 
the manipulation of the data stored in the document elements.  The content of the document elements is 
treated as repository knowledge and the different templates govern how that knowledge is used and 
presented to the stakeholders and tools in the computer development environment. The combination of a 
document element and different syntactic templates forms the multiple view presentation of the same 
information. Combining document elements with corresponding templates can also transform the 
information between representations written in different description languages [28].  
 
Attribute computation rules represent the methods for computing derived document attributes. They make 
the repository into an active project support system. These rules are organized in a rule base. The rule base 
is designed to be open in the sense that new rules can be added without changing the effect of any complete 
subset of the previous version of the rules. This property supports reliable incremental extension of the 
automation support provided by the repository and enables steady improvement of decision support 
processes.  
     
In the long term, the repository will perform a variety of automated and computer aided functions such as 
the following: 
• Materialize external representations of documents suitable for particular stakeholders or tools 
• Find appropriate subsets and projections of the documents suitable for particular purposes 
• Extract computed attributes of documents, such as expected completion date of the project 
• Transform data among different representations as needed to support integration of development 
processes and tools  
• Configuration management of the documents [35-41] 
• Project management based on management documents such as plans and schedules [42-45] 
 
To address the problem of consistent information transformation between documentation of successive 
development phases, we describe the attributed object graph model and attribute computation rules in the 
following sections.  
 
 
4. Attributed Object Graph Model 
 
This section explains the computational semantics of the attributed object graph model. This is an object 
model of knowledge in the documentation repository. It has a nested structure with potentially shared nodes, 
i.e., directed acyclic graph structure. This representation is a generalization of abstract syntax trees and is 
designed to represent and efficiently analyze constructs that appear in more than one context. This is a 
common pattern in software artifacts – for example, an operation is typically defined once and called from 
many different contexts.  
 
In the attributed object graph model, each node represents a semantically meaningful structure, such as an 
individual requirement, a subsystem, an operation, or an operator within a logical expression. The nodes are 
the finest grain structures visible to the attribute computation rules. Each node is an instance of an abstract 
data type. The computed attributes of each node correspond to the operations of the data type. Invoking 
appropriate methods of the data type can derive the value of an attribute. Attribute computation rules are 
declarative definitions of these methods. 
 
The semantics of attribute evaluation in the attributed object graph model is a generalization of the 
corresponding semantics in an ordinary attribute grammar. The two are the same when the graph is a tree. 
The difference shows up for inherited attributes of shared nodes: in an attribute grammar, each node can 
have at most one parent, but a shared node in an attributed object graph can have more than one parent. 
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We require the type of an inherited attribute to be a lattice. In implementation terms, the type must 
implement the lattice [T] interface with operations 
 
                                                                    :bottom T                 -- least element 
                                                                    ( , ) :lub T T T             -- least upper bound 
                                                                    ( , ) :le T T bool          -- approximation ordering 
 
and these operations must satisfy the standard properties of  a mathematical lattice. 
 
The semantics of an inherited attribute A with a defining expression E is the least upper bound of the values 
of E in all contexts (i.e. the set of all parent nodes). In implementation terms, an attribute computation rule 
of the form . ( . )child A E parent A=  can be realized with an initialization . :node A bottom=  (for all 
nodes) and an incremental update step . : ( . , ( . ))child A lub child A E parent A= which is enabled in the 
context of each parent node whenever the value of .parent A  changes in that context.  
 
To make the above restriction on attribute types less burdensome, we propose a default extension of all 
types (a uniform subtype definition) that adds a new constraint “bottom” representing an undefined value, 
another new constraint “conflict_error” representing a conflict between two incompatible values inherited 
from different contexts, and the usual flat ordering on simple data types: 
 
                                         ( , ) ( ) ( ) ( _ )le x y x bottom or x y or y conflict error= = = =                    
                                         ( , ) ( ) ( )lub x y if x bottom or x y then y= = =   
                                                               ( )else if y bottom then x=  
                                                               _else conflict error                   -- display an error diagnostic 
 
This default can be explicitly overridden by the designer for data types where this makes sense. An 
example from the domain of timing constraints illustrates the idea: 
 
                                                    TYPE DEADLINE EXTENDS INTEGER 
                                                                     
                                                              _bottom MAXIMUM INTEGER=  
                                                              ( , )le x y x y= ≥  
                                                              ( , ) ( , )lub x y MIN x y=  
 
This corresponds to the idea that if a program meets a given deadline, then it also meets any later deadline. 
Thus, a component that inherits deadlines of 100ms, 75ms, and 120ms from three different requiremnt 
documents is subject to a design constraint to execute within 75ms (since ( (100,75),120) 75lub lub =  for the 
deadline type defined above). 
 
To ensure the high confidence of SoES, it is important to keep timing properties consistent during the 
whole development processes. This means the information related to timing properties needs to be 
consistently identified in documents belonging to different development phases. In the next section, we will 
use timing properties as an example to illustrate the application of the proposed attributed object graph 
model to the problem of maintaining document consistency.  
 
                                               
5. Attribute Computations for Document Management  
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The attributed object graph model was designed to realize documentation checks and transformations that 
support high confidence SoES development. These computations are used to (a) calculate the attributes 
from the information in the documentation repository, (b) transform the information from one development 
phase to another, (c) analyze the consistency between the information transformed between development 
phases, description languages and information views, and (d) extract subsets of documents needed for 
particular purposes. The declarations of these computations form a set of attribute computation rules.  
 
In the development process, the documentation generated in early development phases is taken as input for 
the next phases and guides the development activities in that phase to generate the output documentation. 
To ensure the quality of the end product, it is important to keep selected non-functional properties needed 
for high confidence visible and consistent during the whole development process. These high-confidence 
properties should be kept consistent between the documentation generated in the early phase and that 
generated in the next phase. Although the format of this kind of “key information” may be different 
between two development phases, the meaning of this information should not be changed. For example, in 
the requirement phase, requirement documentation may include information describing a customer request 
for deriving the computation result within containing constraints, then in the design phase, the design 
documentation should include information with the same implication, such as information related to the 
deadline, period and maximum execution time.  
 
In this paper, we use timing properties transformation between requirement phase and design phase as the 
example to illustrate the application of attribute computation rules. Suppose that the requirements 
specification includes a maximum response time (MRT) constraint for a given service S and that at the 
architectural level, S  is realized by a software component C . The maximum response time appears at the 
requirements level because it is directly visible to the system stakeholders and is of vital concern to them, 
since late control signals can have catastrophic consequences. 
 
At the design level, this constraint is transformed into lower level constraints on the period and maximum 
execution time (MET) of a periodic software process. If the documentation element S in the requirements 
document is a parent node of the documentation element C  in the design document, the design rule that 
ensures consistency of the two documents with respect to this issue can be expressed by the following 
simple attribute computation rules: (MRT is an attribute of S ; timing_check, period, MET and diagnostic 
are four attributes of C .) 
 
                         C.timing_check = ( . . . )C period C MET S MRT+ ≤  
                   .C diagnostic Unless= ( C.timing_check, error_message) 
                                       -- Unless (C, M) displays M if C = false and does nothing otherwise 
 
The rationale for this rule is that the worst case occurs when a request arrives just after the request stream 
has been polled. In this case, the transaction will start processing one period later, and the software can take 
up to the maximum execution time after the transaction starts to produce the result. This simplified example 
assumes that all processing is done locally, so that we do not have to account for any latency in the 
communications link between the machine running the component C and the machine running the 
consumer process waiting for the output of  C . 
 
A mature documentation repository will actively check many different generic design rules like the one 
illustrated in this simple example. The rule base will gradually grow as processes are improved and 
constraints related to high confidence attributes are gradually formalized. 
 
6. Conclusions and Future Work 
 
In recent years, complex embedded systems, known as systems of embedded systems (SoES), have been 
widely used in many fields such as flight control and avionics, industrial process control, weapon system 
control and nuclear plant control. The high complexity of SoES forces them to confront many software 
development challenges, such as difficulty ensuring software quality, difficulty supporting software 
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evolution and difficulty supporting communication among different stakeholders.  Much research on 
individual embedded system development has demonstrated that documentation plays an important role in 
development process and provides a promising way to cope with these challenges. In our research, we are 
developing a documentation driven development method for SoES. This is a new approach to 
documentation that can enhance integration of computer aided software development methods, encompass 
the entire life cycle, support system evolution and improve communication with system stakeholders. This 
effort enables documentation to provide more effective support for complex SoES development. 
 
Furthermore, keeping information transformation consistent between successive development phases is an 
important issue in the proposed approach. It is critical for ensuring high confidence in the end product. In 
this paper, we investigate a specific method to perform information consistency checking in documentation 
driven development of SoES. We present an attributed object graph model to describe the semantics of 
document elements. Based on this model, we show how attribute computation rules can be used to analyze 
consistency between the key information such as timing properties transformed from one development 
phase to another.  
 
However, further work still needs to be done in order to improve capability of documentation to efficiently 
support complex embedded system development. For example, a better language for defining attribute 
computations and an optimized evaluation engine that can handle the generalized attribute semantics 
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