ABSTRACT
INTRODUCTION
Data available in a real time database are highly valuable. Commercially available real time database systems have not heavily utilized compression techniques on data stored in relational tables. A typical compression technique may offer space savings, but only at a cost of much increased query time against the data. Global domain provider used to take the backup of their database multiple times in a day also there are many providers used to take the data backup once in few hours. This kind of daily activities will consume considerable time, volume of resources and highly expensive.
Data compression algorithms have been around for nearly a century, but only today are they being put to use within mainstream information systems processing. Data stored in databases keep growing as a result of businesses requirements for more information. A big portion of the cost of keeping large amounts of data is in the cost of disk systems, and the resources utilized in managing that data. There are several places where data can be compressed, either external to the database, or internally, within the DBMS software.
Over the last decades, improvements in CPU speed have outpaced improvements in disk access rates by orders of magnitude, motivating the use of backup compression techniques to trade reduced disk I/O against additional CPU overhead for backup compression and decompression of real time large database systems. Backup compression provides combination to reduce database and backup storage costs. Backup compression is effective in general, even with an already compressed database, and reduces both storage and elapsed times for backup and restore. Data compression affects the physical storage of columns within a row and rows within a page on disk and in memory.
Note that backup compression significantly increases CPU usage, and the additional CPU consumed by the compression process might adversely impact concurrent operations. On the plus side, backup sizes and backup/restore elapsed times can be greatly reduced. Backup compression offers the following benefits.
•
When introducing data compression technology into real-time database, two requests must be satisfied. First, the compression algorithm must provide high compression radio to realize large numbers of data storage in real-time database. Second, the compression algorithm must fast enough to satisfy the function of real-time record and query in real-time database. In order to achieve better compression performance, the compression algorithms are specially designed for every portion of the data. The flow chart for historical data compression attributes is shown ILC algorithm provides the solutions for the above issues and repeatedly increases the compression ratio at each scan of the database systems. The quantity of compression can be computed based on the number of iterations on the rows.
BACKGROUND
The compression process consists of two separate activities, modeling and coding. Modeling defines how each of the distinct symbols in the input stream will be represented. A model stores information on how often the symbol occurred in the data, that is, symbol probabilities. Coding, the second part of the compression process, results in a compressed version of the data by constructing a set of codes for the distinct symbols based on the probabilities provided by the model. Ideally, symbols that occur more frequently are replaced with shorter code words and rare symbols with longer.
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This proposed approach require two separate passes of the data: the first gathers statistics on the symbols necessary to build the model; and the second encodes the symbols according to the model. A semi-static model makes good use of specific properties of the data, while at the same time remains static during decoding. Real-time database is the combination of real-time system technology and database technology. Real-time database has the characteristic of high speed, high data throughput and so on.
COMPRESSION OPTIMIZATION USING ILC ALGORITHM
The proposed work is efficiently designed and developed for a backup compression process for real-time database systems using ILC algorithm and can allow the compressed backups to store it in multiple storages in parallel. The proposed ILC with parallel storage backup for real time database systems comprises of three operations. The first operation is to identify and analyze the entire database, the next step is to compress the database systems to take up as backups and the last step is to store the compressed backups in multiple storages in parallel. The structure of the proposed ILC based real time database compression optimization is shown in fig 1. The first phase is to analyze the database based on the environment in which it creates. At forts, the attributes present in the database systems are analyzed and identify the goal of the database creation and maintain a set of attributes and tables maintained in the database systems.
The second phase describes the process compression and decompression of the database using Iterative Length Compression (ILC) algorithm. The ILC algorithm is used to provide a good compression technique by allowing access to the database level and enhances the compression ratio for a ease backup of database systems.
The third phase describes the process of storing the compressed backups at different levels of storages in parallel. The copies of compressed backups are always available at any system, there is less chance of database systems to be lost and can easily be recovered. 
EXPERIMENTAL EVALUATION
The proposed backup compression process for real-time database systems implementing ILC algorithm with based on 1GB sample database. The experiments were run on an Intel Core 2 Duo P-IV machine with 3 GB memory and 2GHz processor CPU. The proposed ILC based compression model for real time environment is efficiently designed for compression and taking backup compressed data with the database systems. Considering both compression radio and speed, it is suitable to use ILC algorithm or its variations to compress historical data.
Data volume is not only the most important portion in the data structure, but also the least regular portion. But we can still find some rule in its data curve. The correlativity of data value is weak and there is usually small wave between two neighborhood data points. Quality code has the highest redundancy in three kinds of data. It seldom jumps and always keeps the same value, which is suitable to be compressed by ILC compression algorithm too. The test for simulation data indicates that the compression radio of ILC algorithm for quality code can achieve 85% and the time for compression and decompression can be considered as very less.
Compression Ratio: is the ratio of size of the compressed database system with the original size of the uncompressed database systems. Also known as compression power, is a computer-science term used to quantify the reduction in data-representation size produced by a data compression algorithm. Compression ratio is defined as follows: 
RESULTS AND DISCUSSION
In this work, we have seen how the database is efficiently compressed using backup compression process for real-time database systems using ILC algorithm. We used a real time 1GB sample database for an experimentation to examine the efficiency of the proposed backup compression process for real-time database systems. The backup compression storage space savings for the uncompressed initial database is more than twice as much as the backup compression savings for the compressed database, which is to be expected, given that the latter database is already compressed. The below table and diagram described the compression ratios and storage space savings of the proposed backup compression process for real-time database systems using ILC algorithm. The above table (table 1.) described the compression ratio and space savings based on size of data present in the database. The efficiency of compression using the proposed backup compression process for real-time database systems using ILC algorithm is compared with an existing compression algorithms. For systems with spare CPU cycles for performing compression, the objective may be just reducing the amount of storage needed for holding the database. The following graph shows how much compression can reduce the amount of disk storage needed. When size of the database increases the compression ratio of the database is decreased in the proposed compression algorithm. So, the compression ratio becomes less in the proposed backup compression process for real-time database systems with parallel multi-storage process. The compression ratio is measured in terms of megabyte (mb). Compared to an existing compression algorithm, the proposed ILC algorithm achieves good compression rate of 50% more. Proposed compression significantly decreases disk storage and backup/restore times also been greatly reduced. During the proposed compression there is a multi-way trade-off involved between storage space (disk and buffer pool), I/O reduction (due to better memory caching), and performance (loss due to compression/decompression overhead, but gain due to lower I/O rate).
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The most obvious advantage of database compression is that of reducing the storage requirement of information. Reducing the storage requirement of databases is equivalent to increasing the capacity of the storage medium. 1. The compression rate is nearly doubled than before. Previous data compression rate is about 20% ~ 30%, and now can reach 60% ~ 70%. 2. The compression time is greatly lower than before. The existing compression algorithm is adopted in the time code labels and the quality code of new compression algorithm, so the compression time is greatly reduced. 3. The decompression time is also cut down. So it is better to meet the requirements of realtime database.
CONCLUSION
Proposed compression approach will allow efficient retrieval of the compressed data, as well as produce a saving in storage costs. Experimental results have shown that the proposed backup compression process for real-time database systems using ILC algorithm are efficient in terms of storage space, compression ratio and backup processing compared to an existing compression algorithms. This paper introduces a compression algorithm used in real-time database, which designs suitable compress method for every kind of historical data after synthetically considering compression radio, space and speed. We can see from the result of performance test that the compression algorithm has high compression performance and possesses great application value.
Proposed compression also improves CPU performance by allowing database operators to operate directly on compressed data and provides good compression of large databases. Importantly, we show that the compression effectiveness of our approach is excellent and markedly better than the existing algorithms on our test results.
