TEAM PERFORMANCE HAS been studied in many disciplines, from management science 1 and organizational psychology 2 to information systems. S1 (References beginning with the letter "S" refer to the related reference in this article's Web extra at https://extras.computer.org /extra/mso2016040106s1.pdf) Key ndings from research in these disciplines have included the importance of establishing a shared mental model in a team. Many studies in other disciplines have investigated software development teams 3 because they're examples of knowledge work in an innovative setting. One software-engineering study stated that research on the ways that teams determine requirements and make design decisions provides valuable insights for improving quality and productivity. 4 Here, we review scienti c studies of factors in uencing colocated teams' performance and propose ve factors that strongly affect performance. We also compare these propositions with the Agile Manifesto's software development principles. Our propositions are relevant for practitioners, project managers, and software development researchers.
Teamwork and Team Performance
A team is a small number of people with "complementary skills who are committed to a common purpose, set of performance goals, and approach for which they hold themselves mutually accountable." 1 Moreover, a team has common tasks, and its members interact socially and experience the same organizational context. 5 Based on a systematic review of empirical studies of factors in uencing development teams' performance (for a list of the studies, see the Web extra at https://extras.computer.org /extra/mso2016040106s1.pdf), we found ve factors that particularly in uence performance: team coordination, goal orientation, team cohesion, shared mental models, and team learning.
Team Coordination
Software development involves illde ned, ambiguous, and nonroutine work, incompatible with detailed, upfront planning. S2 Coordinating team members is thus important for project success, S3 and the team's ability to efciently adapt to changes in technology and business needs is important to achieve product quality. S4 Coordination is "managing dependencies between activities." 6 Such dependencies include shared resources, task assignments, and task and subtask relationships. Managing dependencies in development typically involves feedback because teams can't always identify dependencies prior to beginning tasks. Frequent feedback improves teams' performance. S1 Team coordination involves creating a common understanding among members regarding dependencies. This entails coordinating work processes, establishing internal procedures and mechanisms for feedback, and coordinating team members' contributions. Synchronizing and harmonizing individual contributions require coordination mechanisms, such as common work breakdown structures, schedules, budgets, and deliverables. S3 Team coordination requires member interaction. More and better interaction improves project outcomes. S5 Managers use project plans to assign tasks, allocate physical and economic resources, manage resource dependencies, and integrate outputs. Administrative 
Goal Orientation
A team has a common purpose and set of performance goals. Achievement orientation, a goal-oriented leader, and a team's ability to de ne clear goals S8 in uence performance.
Teams should establish clear and long-range goals and milestones as part of making effective plans and procedures. "When performing a task as complex as software development, team members must stay on track and achieve speci c intermediate goals in order to increase their team's performance." S9 For a team leader, goal orientation leads to action. Goal orientation can be considered a personality trait, denoting a person's inclination to set, pursue, and achieve goals, S2 especially when dif culties occur. A leader's goal orientation contributes substantially to individual and team performance, including schedule and budget maintenance. S2 In many development teams, the leader is a project manager who is responsible for overall plans and stakeholder communication.
Team leadership focuses on in uencing members to work according to project goals. Leaders should understand the development process's dynamics and lead by monitoring and evaluating members' behavior. An alternative is evaluating the outcome of members' work. Performance is better if the whole team, rather than just the leader, evaluates the outcome. S1 Also, having a team champion, a manager who interprets and in uences the work environment, improves performance as seen by external stakeholders, "reinforcing the importance of maintaining good relations upward in the organization and managing team progress to higher organizational levels." S9 Some approaches such as agile development argue for self-managing teams. However, few studies show that self-management impacts performance. S1 Regardless, goal orientation is important. 
Team Cohesion
Team cohesion, which has been widely studied, is "the tendency for a group to stick together and remain united in the pursuit of its goals and objectives." 7 Cohesion primarily involves commitment to team tasks but also includes interpersonal attraction of team members and group pride. 8 A study of the in uence of team cohesiveness, experience, and capabilities on performance found that cohesiveness was most important. S10 Likewise, cohesion was the most important factor in a study linking teamwork quality to performance. S3 Some agile-development methods, such as Extreme Programming, emphasize collective code ownership. Collective code ownership leads to fewer bugs, a measure of software quality. S7 Developers editing code developed by others is a form of intensive collaboration, which is unlikely unless the team is highly cohesive. Thus, team cohesion can have an indirect positive impact on product quality.
The opposite of cohesive teams is those with con icts. Con icts can hurt performance, product success, and customer satisfaction. S11 However, there are different types of conicts. Relationship con icts harm performance, while task-related conicts enhance performance. S12 This enhancement could be because taskrelated con icts make a team see new possibilities, avoiding groupthink.
Con icts are probably inevitable in teamwork; the question is how to manage them. Teams that focus on con ict management do better, according to a study measuring both team and product performance. S13 Con icts can be managed in numerous ways. Imposing a solution causes problems, while recognizing disagreements and then either engaging in collaborative problem Coordinating team members is very important for a software development project's success. 
Shared Mental Models
Software development depends on team members' ability to acquire, communicate, and use relevant knowledge. Shared mental models represent knowledge held in common by members that lets them understand tasks and relationships among tasks, and coordinate their actions and interactions. 1,9 A development process such as Scrum could be a shared mental model, when the team shares an understanding of a project's main activities and how they're related.
If a team has established a shared mental model, members can anticipate one another's needs and adjust work strategies in accordance with team or task changes. Shared mental models can thus be useful in understanding and explaining team collaboration patterns. As has been found in other disciplines, shared mental models improve development team performance. S9 Shared mental models result from knowledge sharing and discussions among team members. The models might include a shared understanding of the team's goals, which also helps performance. S9 A contributing factor is team members' knowledge and expertise. Fewer shared mental models among members hurt a product's time to market. S14 Shared mental models' importance is shown by a study comparing the effects of mental models with the effects of member demographic similarities such as age, tenure, and gender. 10 The study found that shared mental models contribute more to better outcomes.
Proposition 4: Shared mental models strongly improve performance.

Team Learning
While shared mental models re ect the state of a team, team learning blends process and state. 5 It increases skills and expertise and improves performance, S15 effectiveness, S16 and job satisfaction. S15 Team learning is an "ongoing process of re ection and action, characterized by asking questions, seeking feedback, experimenting, re ecting on results, and discussing errors or unexpected outcomes of actions." 11 This enables the team to become re exive and thereby able to adjust and adapt its objectives, strategies, and processes to circumstances. 12, 13 Team learning changes the team's collective level of knowledge and skill produced by members' shared experience. 14 Via this process, the team makes changes to adapt or improve. 15 For software teams, there's a positive relationship between skills and expertise on one hand and performance on the other. S10 A variety of skills-such as those related to tasks, development methods, and application domains-enhance performance. S17 And researchers have found expertise coordination to be more important for performance than members' years of experience and project plans. S6 Proposition 5: Learning strongly improves performance.
Comparison to Agile-Development Principles
How do our ve propositions compare to current development advice? We compared our propositions to the Agile Manifesto's 12 principles (http://agilemanifesto.org/principles .html) because those principles have helped transform development practices and focus strongly on teamwork.
Team Coordination
One agile principle states that software should be delivered frequently. Short development iterations emphasize team coordination. The principles don't state how to coordinate, but in Scrum, this occurs via frequent short meetings (daily standups), as well as common planning, review, and retrospective meetings for each iteration.
Goal-Oriented Leadership
Another agile principle states, "The best architectures, requirements, and designs emerge from self-organizing teams." Other principles emphasize that teams achieve customer satisfaction by focusing on delivering valuable software and that "working software is the primary measure of progress."
If a team has established a shared mental model, members can anticipate one another's needs.
However, agile methods offer little guidance on how the recommended self-management approach can satisfy project goals. It's unclear whether self-management leads to goal orientation. And studies have yielded mixed findings regarding the connection between selfmanagement and performance. 16 Also, in empirical studies of agiledevelopment teams, we've seen few examples of self-managing teams. 17 
Team Cohesion
An agile principle states, "Business people and developers must work together daily throughout the project." Scrum involves cohesionrelated practices such as daily standup meetings as well as joint planning and review meetings for each iteration. Extreme Programming puts more emphasis on development practices, including pair programming and shared code ownership, which could foster cohesion.
Agile methods don't discuss team conflict, apart from providing arenas for making decisions and processes for negotiating conflicts, such as the practice of planning poker for estimating the effort that projects will require.
Thus, though agile principles offer little advice about cohesion, concrete practices support it.
Shared Mental Models
Agile principles don't explicitly mention shared mental models, but one implicitly describes their importance: "The most efficient and effective method of conveying information to and within a development team is face-to-face conversation."
Agile methods themselves are powerful shared mental models. For example, Scrum has few roles, practices, and artifacts. This simplicity could facilitate a clear, common understanding of how to conduct development. In Scrum, detailed, short-term planning and frequent information exchange within the team could enable shared mental models.
Team Learning
One agile principle focuses on the importance of regular team learning: "At regular intervals, the team reflects on how to become more effective, then tunes and adjusts its behavior accordingly." This approach focuses on process improvement via retrospective meetings at the end of iterations. But other agile practices foster learning about domains and technologies, such as demonstrations, planning poker, and coding dojos for whole teams, as well as pair programming involving two team members. O ur findings are important for practitioners because they demonstrate specific practices' potential benefits. This could increase understanding of why these practices should be followed, leading to changes in how they're performed. Furthermore, our five propositions highlight areas that could be the focus of new practices that could increase team productivity.
For researchers, our findings connect development practices to a wider body of knowledge. This is important in, for example, evaluating practices' outcomes, in which software engineering researchers could exploit established methods and concepts in team research.
Studying research articles on teamwork revealed that many factors identified in other domains haven't yet been sufficiently studied for software teams. In particular, agile-development proponents' claims that self-management leads to better performance needs further investigation.
Such studies are important because software-team performance will be challenged in the future by increasingly complex projects, work distributed over widely scattered sites, and sociocultural differences among global teams. Meanwhile, software development remains an archetype of knowledge work, and the team remains the core organizational form. Teamwork in software development should continue to attract attention from numerous research disciplines. 
