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Abstract
Cooperative management of data is a difficult challenge. In the absence of a central authority, there is often no
single data format, and users may not even agree on what is true and what is not. The data is typically not static
and will evolve over time, leading to issues of staleness and conflicting changes. Dedicated machines to run a
management system may not be available, and furthermore the machines supplied by the users to run the
system may be unreliable or only transiently available. A reliable system must be built over these machines,
and should be self-configuring and self-tuning, to avoid placing an undue burden on end users that are
unwilling or unable to manage it themselves.
The Orchestra collaborative data sharing system responds to these challenges by providing a general approach
for propagating updates between a heterogeneous collection of peer databases, which are connected by high-
level rules that specify the correspondences between them. The system maintains these correspondences
while enforcing trust conditions to filter the data from other databases, maintaining transactional atomicity,
and respecting database integrity constraints. In this thesis, I detail my work on the semantics of transactional
atomicity and dependency in this context, which lead to a general reconciliation algorithm; I also describe the
prototype centralized and peer-to-peer implementations of Orchestra. I then develop a specialized reliable
peer-to-peer storage and query processor that will enable the logging and computation needed to maintain an
Orchestra instance to be distributed. I show ways to extend this system to recover from node failure, to
perform load balancing to ensure even distribution of work, and to compensate for node heterogeneity and
data skew.
Degree Type
Dissertation
Degree Name
Doctor of Philosophy (PhD)
Graduate Group
Computer and Information Science
First Advisor
Zachary G. Ives
Keywords
collaborative data sharing, peer-to-peer systems, distributed databases, load balancing, failure recovery
Subject Categories
Databases and Information Systems
This dissertation is available at ScholarlyCommons: http://repository.upenn.edu/edissertations/239
ADISTRIBUTED STOĆGEAND÷UERY SUBSYSTEM
FORCOLLABOĆTIVEDATA SHARING
Nicholas E. Taylor
ADISSERTATION
in
Computer and Information Science
Presented to the Faculties of the University of Pennsylvania
in
Partial Fulėllment of the Requirements for the
Degree of Doctor of Philosophy
2010
Zachary G. Ives, Associate Professor of Computer and Information Science
Supervisor of Dissertation
Jianbo Shi, Associate Professor of Computer and Information Science
Graduate Group Chairperson
Dissertation CommiĨee
Brian F. Cooper, Principal Research Scientist, Yahoo! Research
Susan B. Davidson, Professor of Computer and Information Science
Andreas Haeberlen, Assistant Professor of Computer and Information Science
Boonĉau Loo, Assistant Professor of Computer and Information Science
ADistributed Storage and÷uery Subsystem for Collaborative Data Sharing
COPYRIGHT
Nicholas E. Taylor
2010
Acknowledgements
ĉe work described in this dissertation would not have been possible without the assistance,
guidance, advice, and support of many people. In particular, I would like to extend my very heartfelt
thanks to my advisor, Zack Ives. You were always helpful and accessible, and gave me the freedom to
do what I wanted to do with only a few gentle nudges in the right direction. I really appreciate all the
work you did on my behalf.
I would like to thank my thesis commiĨee, Professors Susan Davidson, Andreas Haeberlen, and
Boonĉau Loo of the Computer and Information Science Department, and Brian Cooper from Ya-
hoo! Research, who read and gave helpful comments on several versions of this thesis. Your service is
verymuch appreciated. I would also like to thankmyWPE-II commiĨeemembers, SusanDavidson,
Boonĉau Loo, and Jonathan Smith, for their eﬀorts and assistance.
I would also express my thanks to the many other wonderful professors at Penn that have taught
me and provided guidance andmentoring. In particular, I would like to recognize Val Tannen, Susan
Davidson, Amir Roth, Boonĉau Loo, Sampath Kannan, and Zack Ives.
I also really appreciate the constructive criticism, proofreading, technical assistance, and cama-
raderie ofmy fellowdoctoral students atPenn. I especially appreciate theGRW-561gang,withwhom
I spent countless hours over thepast six years: TJGreen,GregKarvounarakis,NateFoster, andSvilen
Mihaylov. I’d also like to extend a special thanks to the other students of the Database Group, in par-
ticular Marie Jacobs and Mengmeng Liu, and to my PhD classmate chums, namely Jenn Wortman
Vaughan, Jeﬀ Vaughan, DrewHilton, Aaron Bohannon, Kuzman Ganchev, and Karl Mazurak.
I’d like to thank to the support staﬀ that have made my life at Penn much easier. In particular,
I’d like to thankMike Felker, the CIS graduate coordinator; Cheryl Hickey, our administrative coor-
dinator; Lillian ĉomas and Mark West from the Moore Business Oﬃce; and our Database Group
programmers, SamDonnelly, John Frommeyer, and Olivier Biton.
iii
I’d like to thank my parents for their support, and for showing me that science (albeit the more
wet kind) is both interesting and fun.
I’d like to thank themany friends that I’vemadeduringmygrad school career. Youguys, especially
Jeﬀ, Jenn, Dave, Rob, Drew, Kristin, Colleen, Michelle, and Heather, made Philly a fun place to call
home for the past six years.
Last, but certainly not the least, I’d like to thankDan for puĨing up withme, especially when I’ve
been grouchy and stressed out about this thesis. You’ve really kept me going though this past year,
and I can’t tell you howmuch your support has meant to me.
ĉis work was supported by NSF grants IIS-0477972, IIS-0713267, and IIS-0513778, and DARPA
grants HRO001-0-1-0016 and HRO1107-1-0029. Amazon.com, Inc. kindly supplied us free use of
their EC2 cloud computing service.
iv
ABSTĆCT
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Cooperative management of data is a diﬃcult challenge. In the absence of a central authority, there
is oěen no single data format, and users may not even agree on what is true and what is not. ĉe
data is typically not static and will evolve over time, leading to issues of staleness and conĚicting
changes. Dedicated machines to run a management system may not be available, and furthermore
the machines supplied by the users to run the systemmay be unreliable or only transiently available.
A reliable systemmust be built over these machines, and should be self-conėguring and self-tuning,
to avoid placing an undue burden on end users that are unwilling or unable to manage it themselves.
ĉe OŇķļĹňŉŇĵ collaborative data sharing system responds to these challenges by providing
a general approach for propagating updates between a heterogeneous collection of peer databases,
which are connected by high-level rules that specify the correspondences between them. ĉe sys-
tem maintains these correspondences while enforcing trust conditions to ėlter the data from other
databases, maintaining transactional atomicity, and respecting database integrity constraints. In this
thesis, I detail my work on the semantics of transactional atomicity and dependency in this context,
which lead to a general reconciliation algorithm; I also describe the prototype centralized and peer-
to-peer implementations of OŇķļĹňŉŇĵ. I then develop a specialized reliable peer-to-peer storage
and query processor that will enable the logging and computation needed to maintain an OŇķļĹň-
ŉŇĵ instance to be distributed. I showways to extend this system to recover fromnode failure, to per-
form load balancing to ensure even distribution of work, and to compensate for node heterogeneity
and data skew.
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Chapter 1
Introduction
øith the advent of the Internet, it is much easier than ever before for people to share information.
Unfortunately, the mere availability of data doesn’t mean that it is directly usable. Variations in how
the information is formaĨed, the representation used, how people interpret it, and even opinions
about what is true and what is false make it diﬃcult to share information between diﬀerent sites,
organizations, or companies. In full generality, translating data is a very diﬃcult problem. Highly
structured information, however, such as that stored in a database, typically has a consistent seman-
tic interpretation; this is necessary in order to pose complex queries over it. Translation between
databases can therefore oěen be done in an automatic or at least semi-automatic fashion.
Data integration, as the process of combining information from diﬀerent databases is known, is
a rich ėeld that has been the focus of much work by the database community over the past several
decades. Various approaches have been taken, exploring both the theoretical limits of data integra-
tion, and the complexities of implementing data integration systems. In this thesis, I describe my
contributions to OŇķļĹňŉŇĵ, a Collaborative Data Sharing System (CDSS), which has been under
development at the University of Pennsylvania since 2003.
While OŇķļĹňŉŇĵ builds upon and is inspired by previous data integration work, its focus is
somewhat diﬀerent. OŇķļĹňŉŇĵ places a strong emphasis on data consistency, data provenance,
and ease of use. An instance can grow organically and scale gracefully as new users join it, both in
terms of the logical speciėcation of the relationships between databases and the actual system that
implements that logical speciėcation. OŇķļĹňŉŇĵ implements a data sharingmodel inwhich partic-
ipants have a local database instancewhich they periodically “synchronize”with a cloud-style service.
1
ĉecloud servicehas twomain tasks: topermanently archive all versionsof theparticipants’ database
instances, and to enable exchange of data between participants’ instances, resolving any conĚicts that
may arise and translating data as needed between database schemas. ĉe service is self-conėguring
and highly reliable through a peer-to-peer architecture emphasizing automatic failover, data replica-
tion, and good processing performance.
In order to implement this vision of a CDSS, OŇķļĹňŉŇĵ needs a variety of interacting compo-
nents. A key challenge in building OŇķļĹňŉŇĵ is to enable to avoid the need for dedicated servers,
maintenance, and support staﬀ while ensuring high availability. We therefore implement all of OŇ-
ķļĹňŉŇĵ over a “cloud” of low-powered nodes provided by the participants. Individual nodes in
this cloud may fail or become temporarily unavailable, but OŇķļĹňŉŇĵ should continue to enable
data sharing among all of its users. ĉerefore, all of the following componentsmust execute over this
cloud of nodes:
• anupdate exchange engine, that generatesderivesqueries to translateupdatesbetweendatabases
from the high-level mappings that connect them,
• a versioned storage system that archives and disseminates data and updates to data,
• a query system that executes the queries generated by the update exchange engine over the ver-
sioned storage, and
• a dependency and conĚict checking system that enforces data consistency.
In this thesis, I discuss the design and implementation of these OŇķļĹňŉŇĵ components, with par-
ticular emphasis on the distribution of work over a collection of unreliable, possibly geographically
dispersed, nodes.
Being a large project project, OŇķļĹňŉŇĵ was joint work with a number of fellow graduate stu-
dents and facultymembers. In particular, the design of the update exchange engine (and the work on
the provenance of data and updates uponwhich it depends) was the work of others. I will review this
work as background for mine. ĉe majority of the thesis will focus on the remaining components.
I will describe the implementation of a reliable peer-to-peer storage and querying system, and show
that it oﬀers high performance and resilience to failure. I will also discuss OŇķļĹňŉŇĵ’s consistency
model, and howwe use dependency tracking and integrity constraints tomaintain a high level of data
consistency.
2
1.1 Motivation
ĉeproblemof sharing structured data amongmultiple sites has a long history, and it has been visited
in many diﬀerent seĨings. ĉere is, however, a general assumption that the end goal is to create a
single data instance across all sources, and to perhaps provide a diﬀerent view for each user. ĉe
main focus of suchwork is therefore on translating data between the diﬀerent sources to achieve this.
Data consistency is either ignored, or performed aěer-the-fact through data cleaning or data “repair”
schemes, which can end up making somewhat arbitrary choices between possible alternatives.
Collaborative data sharing begins with the general observation that a single data instance repre-
senting global truth is, in many cases, neither possible nor desirable. Truth, like beauty, can be in the
eye of the beholder, or at least dependent on what one’s precise interpretation of the meaning of a
data item is, and beliefs about other related data. ĉe solution to the needs of collaborating users is
therefore not to provide one globally consistent data instance, but rather to give each participant a
custom, internally consistent instance with the data that this particular participant accepts as authori-
tative, translated into its native format. ĉis instance should contain data “overlapping” with that at
other sites, as well as certain data items that diverge from the others. Translating data between data
instances is still an important component of collaborative data sharing, but it must be done in a way
that allows divergence and incomplete translation to respect users’ beliefs, preferences, and interests.
A major challenge in supporting this data sharing model lies in the fact that every database in-
stance is subject to updates, in the form of transactions. ĉe assignment of multiple updates to a
single transaction indicates that these updates are in some way related, and should either be applied
together or not at all (i.e. they are atomic transactions, the term typically used in the database litera-
ture). Not all of these transactions may originate from sources trusted by all parties. Furthermore,
some of the transactionsmay be inapplicable to a data instance, due to integrity constraints or incom-
patibility with other transactions also under consideration. Hence, each site must decide whether to
accept an update (in eﬀect, synchronizing a portion of its data instance with the origin of the up-
date), to reject it as being untrusted (causing a divergence), or in some cases to defer processing an
update (if there are multiple conĚicting updates with no clear preference). An update-centric model
is important, as opposed to simply querying the resulting data values, because it allows sites to reject
removals or replacements. However, it adds signiėcant complexity, because one update may depend
on a chain of other updates, some of which are trusted and others of which are not. A clean semantics
3
m1
m2
m3
Figure 1.1: Logical conceptual model of a Collaborative Data Sharing System. Data at diﬀerent sites
are related by high-level, declarative mappings. Some sites are only connected indirectly through the
composition of multiple mappings.
for update propagationmust consider these interactions, as well as diﬀerent levels of trust, in concert
with the problem of translating between diﬀering schemas.
ĉis loose coupling of collaborating databases enables new applications that were not supported
by prior data integration work. We also wish to reduce the burden of system setup as much as possi-
ble, allowing short-lived, ad hoc systems. Fixed, global schemas should be avoided. ĉis allows peers
to share any of their data, since no limitations are imposed by a global schema, and eases the bur-
den of joining the system. A new participant need just provide a mapping to the database with the
most similar schema, instead of to some potentially complex global schema. Additionally, the system
implementation should be autonomous and scale seamlessly as databases join and leave the system.
ĉere should be no need for a dedicated central server, a database administrator, or really any kind
of tuning of any kind.
At the University of Pennsylvania, there has been an ongoing eﬀort both to develop the theoreti-
cal underpinnings of collaborative data sharing, and to design and develop OŇķļĹňŉŇĵ, an eﬃcient
CDSS implementation. Figure 1.1 shows the logicalmodel of aCDSS,whereinmultiple independent
sites are related by declarative schemamappings. ĉemappings relate speciėc sites, and data can Ěow
through a composition ofmappings; there is no global uniėed schema. Figure 1.2 presents amodel of
the implementation of the OŇķļĹňŉŇĵ CDSS.ĉough the mappings are speciėed in a peer-to-peer
fashion, theCDSS inserts itself as an intermediary between any participant-to-participant communi-
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Figure 1.2: Physical implementation of the OŇķļĹňŉŇĵ CDSS. Each site maintains its own data in-
stance, which is updated by communicating with the CDSS.
cation. Each participant has a local data instance, which the systemmaintains by applying translated
updates from other participants.
1.2 Outline
As mentioned previously, a system the scale of OŇķļĹňŉŇĵ is much too large and complicated for
one person to design and implement. Other students and faculty members developed the basic re-
quirements for OŇķļĹňŉŇĵ from bioinformatics use cases, worked through the theoretical under-
pinnings of translating and exchanging updates, and created an initial implementation based on these
ideas. While the important steps validated the feasibility of OŇķļĹňŉŇĵ, they were largely focused
on update translation; they did not consider transactional atomicity or integrity constraints. Addi-
tionally, the work was implemented over a single relational database, which was used as storage for
both updates and participants’ data instances. In this thesis, I show how to add features to OŇķļĹň-
ŉŇĵ to address these shortcomings. In particular, I make the following contributions:
• A deėnition of transactional dependency andmutual consistency between updates in a CDSS,
• An eﬃcient algorithm that chooses a set of consistent updates to apply, while respecting trans-
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actional dependencies and user preferences,
• A reliable versioned storage layer, built over a distributed hash table, that is suitable to hold the
persistent state needed for a peer-to-peer implementation of OŇķļĹňŉŇĵ, and
• A reliable, high-performance peer-to-peer query processing layer, capable of executing the
queries needed to translate updates between participant schemas.
ĉis thesis begins with a more detailed motivation of the collaborative data sharing approach.
Chapter 2 also gives a detailed introduction to the collaborative data sharing systemmodel, and de-
scribes the components ofOŇķļĹňŉŇĵ thatwere implementedbyothers. In particular, it details how
the update exchange process, introduced inGreen et al. (2007a), translates updates in one schema into
updates over another schema, anddescribeshow this process enables incrementalmaintenanceof the
participant databases in an OŇķļĹňŉŇĵ instance.
Chapter 3 describes the development of reconciliation inOŇķļĹňŉŇĵ, the process bywhich a par-
ticipant’s local instance is updated with new changes from other participants. I deėne a notion of de-
pendency between transactions, which is necessary to fully respect transactional atomicity. ĉese de-
pendencies are then respected when considering which transactions can be accepted, as are integrity
constraints, such as primary keys. I then develop an eﬃcient algorithm to determine amaximal set of
mutually compatible, constraint-satisfying transactions, while respecting user preferences. I exper-
imentally validate the performance of this algorithm and explore its eﬀects on various properties of
OŇķļĹňŉŇĵ instances.
Chapter 4 introduces the second component of this thesis, a peer-to-peer storage and query pro-
cessing substrate based on the distributed hash table. ĉis substrate allows the storage and data pro-
cessing needs of OŇķļĹňŉŇĵ to be distributed across the participants in the system, instead of using
a centralized relational database; additionally, due to its peer-to-peer nature, it is simple to set up
and maintain, and can continue to operate in the presence of node failures. Because of the complex
queries that can result frommapping composition, good performance is a critical goal. Additionally,
for correct OŇķļĹňŉŇĵ system operation, the substrate must meet strict reliability requirements for
both storage and querying. Taken together, these challenges require a novel approach to peer-to-peer
databases, one with an emphasis on reliability and high performance instead of scalability to thou-
sands or millions of nodes. In this thesis, I develop techniques to ensure reliable, consistent access
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to mutable data, even in the presence of replication lag and transient node and connectivity failures.
ĉese techniques use versioned storage and and amulti-level index structure to verify that the correct
version of each data item is used. I explore means to reduce the overhead of creating, updating, and
using this index structure. ĉis approach to reliable storage is complemented by techniques for eﬃ-
cient query processing over the reliable data access layer, including support for incremental recom-
putation of results if a node or connectivity failure occurs during query execution. I experimentally
validate query performance using a variety of workloads and under a variety of conditions, includ-
ing constrained bandwidth and high latency networks. I demonstrate the system’s scalability both to
large amounts of data and to large numbers of physical nodes. I also show the system’s resilience to
failure and the beneėt of incremental recovery of query results.
Chapter 5 expands on the ideas presented in Chapter 4 to add support for load balancing to im-
prove query performance. It also avoids the need for the custom data distribution scheme using in
Chapter 4, which is more susceptible to churn than the partitioning schemes using in much prior
peer-to-peer work. I show how the redundant storage of data items in the distributed substrate (nec-
essary for reliability reasons) provides Ěexibility in routing requests for those data items to particular
nodes. By altering the partitioning of data items among nodes, we can achieve good performance
without increased susceptibility to churn. We can also alter the partitioning to assign more data to
more powerful nodes, and can compensate for data skew by considering the number of data items
assigned to each node instead of more abstract routing properties. I show how data partitioning can
be posed as a general constrained optimization problem, and solved by a general purpose constraint
solver. I also demonstrate the beneėt of using optimized partitionings generated in this fashion to
compensate for routing imbalance, node heterogeneity, and data skewusing several queryworkloads.
Chapter 6 discusses related work in a variety of areas, including data integration, consistency of
distributed data, peer-to-peer systems, and distributed query processing. Chapter 7 oﬀers sugges-
tions for future work. Chapter 8 reviews and summarizes this main contributions of this thesis.
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Chapter 2
ĉeCollaborativeData SharingModel
ĉe collaborative data sharing system (CDSS) was initially proposed in Ives et al. (2005), which de-
scribed the seĨing and basic operation, though leě as open questions how many of the operations
would be performed. Subsequent papers reėned and expanded the model, and provided eﬃcient
implementations of its operations. ĉe ėrst such paper is Taylor and Ives (2006), which forms the
basis of Chapter 3 of this thesis and describes an eﬃcient distributed implementation of OŇķļĹň-
ŉŇĵ for the special case where all participants share the same schema. Later work, including Green
et al. (2007a),Green et al. (2007c), Ives et al. (2008), Karvounarakis and Ives (2008), Karvounarakis
(2009), and Green (2009) explore the theoretical questions that arise when considering translation
between schemas, and demonstrate that these can be implemented eﬃciently in a centralized rela-
tional database. Taylor and Ives (2010), which forms the basis forChapter 4 of this thesis, describes a
distributed query processing anddata storage systemdesigned to provide a base for a fully functional,
distributed OŇķļĹňŉŇĵ implementation.
In this chapter, I describe the basic features of the OŇķļĹňŉŇĵ CDSS.ĉis chapter is structured
as follows:
• Section 2.1 describes the OŇķļĹňŉŇĵ model, with an emphasis on how mappings relate data
from diﬀerent participants.
• Section 2.2 begins with a high-level description of the OŇķļĹňŉŇĵ system operations.
• Section 2.2 described the update exchange process bywhich updates over one schema are trans-
lated into another using the mappings.
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• Section 2.2 describes the OŇķļĹňŉŇĵ provenance model, which is both used internally and
presented to users so they can understand the origin of data in the system.
• Section 2.3 describes how the components of OŇķļĹňŉŇĵ described in this chapter interact
with work described in Chapters 3, 4, and 5 of this dissertation. ĉis work completes the
OŇķļĹňŉŇĵ picture, and provides a distributed “cloud”-based substrate for the OŇķļĹňŉŇĵ
CDSS.
Where themodel in Ives et al. (2005) diﬀers from that of later work, I present themore recent CDSS
model.
2.1 Participants, Schemas, andMappings
ACDSS instance consists of a number of autonomous participants, sometimes also referred to as sites
or even peers to emphasize their physical isolation or the decentralized nature of the systems. Each
participant p from the set of all participants P has its own local schemap, which is a set of relations.
ĉese relations are the participants’ local data instances, and are stored in a relational database instance
Ip by the participant. ĉey contain the data that the participant is interested in querying and also the
data that the participant desires to share with the other participants.
ĉe global schema  =
S
p2P p is the union of all of the peer schemas. Each site is thought of
as having a unique schema, even if its relations are named and structured the same as those of other
sites. ĉe relations in  are related by a collection of mappingsM in global-local-as-view (GLAV)
form (Friedman et al., 1999), or equivalently in the form of tuple-generating dependencies (TGDs),
as described in Fagin et al. (2005). GLAVmappings are more powerful than the global-as-view and
local-as-view approaches used in earlier data integration work, such as Levy et al. (1996) andGarcia-
Molina et al. (1997) respectively. ĉroughout this thesis, we will express GLAVmappings as TGDs
using a syntax similar to Datalog (Ullman, 1988, chap. 3). M can be viewed as a set of constraints
on the global system instance. ĉis web of mappings, in which some databases are only indirectly
connected, is inspired by and based on the approach used in peer data management research, and
described in Halevy et al. (2003) and Kementsietsidis et al. (2003). We discuss all of these related
approaches in much more detail in Section 6.1.
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R(a,b,e) S(b,c)
p3
R(a,b,e) S(b,c)
p2
T(a,b,c)
p4
U(d,b,c) AtoD(a,d)
m1 m2
m3
m4
Figure 2.1: Example CDSS Instance
Suppose participants p1, p2, p3, and p4 are in a CDSS. As shown in Figure 2.1, p1 and p3 have
the same relations R and S. Mappingm1 keeps p1’s R and p3’s R in sync, whilem2 copies changes
from p1’s S to p3’s. p3 may make local changes to it’s copy of S, but p1 will never see them. ĉese
mappings can be expressed as follows:
p1:R(a; b; e)$ p3:R(a; b; e) (m1)
p3:S(a; b) p1:R(a; b) (m2)
More interesting is the relationship between p1 and p2. Here, two relations from p1 are joined to
create a single relation in p2:
p2:T(a; b; c) p1:R(a; b; e)^ p2:S(b; c) (m3)
Note that, likem1, this is only a unidirectional mapping. ĉe relationship between p2 and p4 also
involves a join, but here it is a bidirectional mapping:
p2:T(a; b; c)
 $ p4:U(d; b; c) ^ p4:AtoD(a; d) (m4)
In this case, theAtoD table translates between the IDa is T and the IDd inU. ĉe use of a such a cor-
respondence table is common in data integration scenarios. ĉe asterisk annotations indicate which
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relations may be updated to satisfy the mapping. In this case, the correspondence table will never be
updated automatically. More details about bidirectional mappings can be found in Karvounarakis
and Ives (2008).
ĉe GLAV mappings used in OŇķļĹňŉŇĵ are surprisingly versatile and can express a wide va-
riety of relationships between tables, many of which are demonstrated in this example. ĉey can
normalize or denormalize relations, i.e. split a wide relation into multiple relations using a key or
reconstruct a wide relation from several normalized ones. ĉey can project away aĨributes that are
needed in one database but not in another. Mappingm3 in the example combines R and S from p1
into the wide relation T in p2, while at the same time projecting away aĨribute e. ĉey can trans-
late database-speciėc identiėers using a human-curated correspondence table, as in the example’s
mappingm4. With the addition of simple scalar functions, they can perform arithmetic, string op-
erations, and other formaĨing transformations. ĉese are not shown in the example, since they are
not of theoretical interest, but many of the scalar operations supported by traditional database sys-
tems nicely complement “pure” Datalog. For example, one could imagine combining two separate
aĨributes for a person’s ėrst name and surname into a single ėeld using string concatenation, or per-
forming the inverse by spliĨing on whitespace. In a scientiėc seĨing, one could imagine converting
from Ångströms to nanometers by dividing by ten. In short, GLAVmappings are surprisingly versa-
tile, and their use in OŇķļĹňŉŇĵ builds upon their successful use in the aforementioned peer data
management systems.
2.2 System operation
In general, OŇķļĹňŉŇĵ operation is as disconnected as possible, for several reasons. Based on the
operational preferences of collaborators in the biological sciences, it was imperative that queries be
kept private, to avoid being “scooped.” For example, if the set of genes a user references in queries
were made public, and it were well-known that the user is involved in cancer research, it might hint
that the user believed those genes to play a role in cancer development. To avoid this problem, each
participant pmaintains its own private instance Ip, which is stored locally, and over which all queries
are posed; in this way no information about the queries ever leaves the database holding Ip. ĉe
CDSS is responsible for integrating data from other participants into Ip. Additionally, of course,
this means that querying can happen even in the event of network disconnection, and that existing
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database systems capable of executing complex queries eﬃciently can be used. Each participant peri-
odically imports data from the rest of the system by performing a import operation to bring in newly
published trusted updates from other participants and apply them to Ip.
Each participantp alsomakes changes to Ip, which are grouped into atomic transactions. Initially
these changes are stored to a local update log, and can be shared with the rest of the CDSS when the
participant chooses to perform a publish operation. We chose a batched publish operation (instead
of publishing all transactions as they are performed) for several reasons. First, in some scenarios,
such as the bioinformatics example of Ives et al. (2005), it is desirable to publish data only aěer some
other event, such as a paper publication or a patent application; by using a batched publish operation
we enable this. Second, it allows updates to be performed during a transient network failure; only
during the publish operation and the aforementioned import operation does a participant need to
be connected to the rest of the system.
OŇķļĹňŉŇĵ takes the disconnected mode of operation one step further. In addition to not re-
quiring that any given peer have access to the networkwhenquerying its data instance, it also requires
that the synchronization operations not depend on any particular other participant being available
and connected to the network. If there are many participants and even a small probability that each
of them is temporarily unavailable, it becomes very unlikely that all of them are available at any given
moment. ĉerefore, we cannot simply rely on a participant to store the authoritative archive of the
updates it has published. Also, to ensure a complete record of system state is available, and to enable
new participants to join at a later date, all published updates must be maintained permanently, even
if the participant that published them has leě the system.
Instead of having each participant store the updates it has published, all operations in OŇķļĹň-
ŉŇĵ involve communicating with a global update store. It must at least provide access to the global
update log, and may perform additional computation to reduce the processing load of the synchro-
nization operations on a participant. ĉe update store can be implemented in several ways. Clearly,
one option is to simply store the update log in a relational database, which is a natural and simple
way to store what is essentially relational data. ĉis approach was taken by Green et al. (2007a) and
Taylor and Ives (2006) consider it as one of two alternatives, as described in Chapter 3. ĉe laĨer
also considers a distributed, peer-to-peer storage system for the update log.
However the updates are stored, the system is responsible for maintaining a permanent record of
them, stored in a way that makes performing the import operations easy. In OŇķļĹňŉŇĵ, the system
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Figure 2.2: Basic architectural components in the OŇķļĹňŉŇĵ system, as a participant publishes
its update logs and imports data from elsewhere. ĉe boxes on the leě show the key components
of OŇķļĹňŉŇĵ, introduced in Taylor and Ives (2006) and Green et al. (2007a), and described in
Chapters 2 and 3. ĉe boxes on the right show how the components of OŇķļĹňŉŇĵ interact with
and execute over a distributed “cloud” of nodes. ĉis distributed storage and querying engine is the
focus of Chapters 4 and 5, which expands on the ideas of Taylor and Ives (2010).
maintains an atomic epoch counter, which is incremented for each publish or import operation. Each
published group of updates is tagged with its epoch, and the epochs during which each participant
performed an import are also recorded. In this way, it is easy to tell which updates are new during a
given import operation, as they will have epochs aěer the preceding one and before the current one.
Figure 2.2 shows OŇķļĹňŉŇĵ’s architecture, and sketches the dataĚow involved in its main op-
erations. Each participant (illustrated on the leě) operates a local DBMS with a possibly unique
schema, and uses this DBMS to pose queries and make updates. It invokes OŇķļĹňŉŇĵ when it has
a stable data instance it wishes to “synchronize” with the world: this involves publishing updates from
the local DBMS log to the CDSS’s versioned storage (which contains the update log), and importing
updates from elsewhere. ĉe implementation of these operations on the right can for the moment
be ignored; we will return to these challenges in later portions of this thesis.
ĉe publish operation is typically simple, and simply involves copying data into the system’s per-
sistent storage. ĉe fact that publication can never fail due to conĚicting data is one of the key dis-
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tinctions between a CDSS and a traditional version-control system. Importation, on the other hand,
is a complex process involving several steps. BrieĚy, the steps are
1. Retrieve newly published updates from the update log. We describe two simple implementa-
tions of this in Section 3.4, and devoteChapter 4 to amore general distributed implementation
of the update log.
2. Translate the new updates into the importing participant’s schema. We describe the update
exchange procedure used to do this in Section 2.2.
3. Filter updates using trust conditions to respect the importing participant’s restrictions on
data it is willing to accept. ĉis at ėrst glancemay seem relatively trivial. However, maintaining
a record of the derivation or provenance of an update translated from multiple input tuples is
complicated but necessary to do sophisticated ėltering. We will discuss this problem in detail
in Section 2.2.
4. Filter updates for consistency by choosing amaximal set of updates that satisėes transactional
dependencies and respects integrity constraints. ĉis process is known as reconciliation. We
put oﬀ a discussion of reconciliation until Chapter 3, which both deėnes concretely what the
ėltering process should consider and gives a concrete algorithm to perform it.
5. Apply selected updates to synchronize the participant’s local instance with the rest of the sys-
tem.
In this chapter, as in Green et al. (2007a), we assume that each update is in its own transaction,
that updates do not violate integrity constraints, and that updates are insertions or deletions, not
modiėcations of existing tuples. Additionally, each relation is treated as a set. Duplicate insertions
of the same tuple do not cause constraint violations; they are instead treated as diﬀerent supporting
evidence for the same tuple. ĉese relaxations ensure that that the ėltering done by the reconciliation
processwould not eliminate any updates, and in factmakes all updates independent of each other and
allows them to be applied in any order. In Chapter 3, we will consider how dependencies between
updates inĚuence the order in which they can be applied.
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Update Translation andUpdate Exchange
Much of the complexity in translating updates lies in the fact that that correspondences are speciėed
between relations, as in prior data exchange work like Fagin et al. (2005), presenting a kind of logical
mismatch. Applyingupdates fromoneparticipant to another’s data therefore entails translating those
updates in order to maintain satisfaction of the mappings between them. Let us consider again the
scenario shown in Figure 2.1. Since the mappings between p1 and p3 are identity mappings, trans-
lating an update over p1:R to one over p3:R is trivial. More complex is the question of translating
updates from p1 to p2. OŇķļĹňŉŇĵ adopts the delta rules approach of Gupta et al. (1993). Each
relation is modeled as three relations, its current contents, say R, additions to it, R+, and deletions
from it R-. Delta rules creates new mappings relating the base, insertion, and deletion relations in
the source of a mapping to those relations in the target. For example, mappingm3 would become
T+(a; b; c) R+(a; b; e)^ S(b; c)^ :S-(b; c)
T+(a; b; c) R(a; b; e)^ S+(b; c)^ :R-(a; b; e)
T+(a; b; c) R+(a; b; e)^ S+(b; c)
T-(a; b; c) R-(a; b; e)^ S(b; c)
T-(a; b; c) R(a; b; e)^ S-(b; c)
ĉeupdates from T+ and T- can then be applied to T . ĉe closure of the mappings can also be used
to translate updates. For example, updates from p1 may be translated and applied to p4, without p2
having to accept them. In this case, the delta rules for the composition ofm3 andm4 is even more
complex:
T+(a; b; c) R+(a; b; e)^ S+(b; c)^AtoD+(a; d)
T+(a; b; c) R+(a; b; e)^ S+(b; c)^AtoD(a; d)^ :AtoD-(a; d)
T+(a; b; c) R+(a; b; e)^ S(b; c)^AtoD+(a; d)^ :S-(b; c)
T+(a; b; c) R(a; b; e)^ S+(b; c)^AtoD+(a; d)^ :R-(a; b; e)
T+(a; b; c) R(a; b; e)^ S(b; c)^AtoD+(a; d)^ :R-(a; b)^ :S-(b; c)
T+(a; b; c) R(a; b; e)^ S+(b; c)^AtoD(a; d)^ :R-(a; b)^ :AtoD-(a; d)
T+(a; b; c) R+(a; b; e)^ S(b; c)^AtoD(a; d)^ :S-(b; c)^ :AtoD-(a; d)
T-(a; b; c) R-(a; b; e)^ S(b; c)^AtoD(a; d)
T-(a; b; c) R-(a; b; e)^ S(b; c)^AtoD(a; d)
T-(a; b; c) R-(a; b; e)^ S(b; c)^AtoD(a; d)
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Clearly, even relatively simple mappings, as in this example, can generate a large number of update
translation rules. ĉis makes quick, eﬃcient evaluation of these rules an important feature of any
practical CDSS implementation. We will return this challenge in Chapter 4.
An example showing these rules in operation may help to make themmore understandable. Let
us consider, for simplicity, only peersp1 andp2. Suppose the instances were initially empty, and then
p1 inserts some tuples, giving the following delta relations:
R+
‘x’ 10 7:6
‘x’ 10 9:4
‘y’ 20 8:3
‘z’ 30 2:9
R- S+
10 ‘A’
20 ‘B’
20 ‘C’
S-
ĉe delta rules approach would then create the following derived delta relations:
T+
‘x’ 10 ‘A’
‘y’ 20 ‘B’
‘y’ 20 ‘C’
T-
Applying these deltas would result in the following instance for p1 and p2:
R
‘x’ 10 7:6
‘x’ 10 9:4
‘y’ 20 8:3
‘z’ 30 2:9
S
10 ‘A’
20 ‘B’
20 ‘C’
T
‘x’ 10 ‘A’
‘y’ 20 ‘B’
‘y’ 20 ‘C’
Suppose then that p1 performed a modiėcation S(20;‘B’) ! S(20;‘BB’), and deleted
R(‘x’; 10; 7:6) and S(20;‘B’), causing the following delta relations:
R+ R-
‘x’ 10 7:6
S+
20 ‘BB’
S-
10 ‘A’
20 ‘B’
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ĉe delta rules would then create the following delta relations for T :
T+
‘y’ 10 ‘BB’
T-
‘x’ 10 ‘A’
‘y’ 20 ‘B’
Applying R-, S-, and T- would give the following combined instance:
R
‘x’ 10 9:4
‘y’ 20 8:3
‘z’ 30 2:9
S
10 ‘A’
20 ‘BB’
20 ‘C’
T
‘y’ 20 ‘BB’
’y’ 20 ’C’
ĉis instance is mostly correct, but the tuple R(‘x’; 10;’A’) should be in T , and is not. ĉis is be-
cause it hadderivations that used twodiﬀerent tuples fromR, and the deletion inadvertently canceled
out both of them. To address this problem, the original work in Gupta et al. (1993) proposed two
diﬀerent algorithms, one based on counting the number of derivations for each tuple, and another
known as DRed that compensates for this over-deletion by trying to rederive any tuples it deleted.
ĉe counting algorithm cannot be used in this case, as there may be cycles in the mappings, leading
to inėnite counts. DRed can be used, and is considered in Green et al. (2007a).
However, to beĨer understand the complete derivation of all data in the system, each tuple is
tagged with a record of which tuples it was derived from and how they were used in the mappings.
ĉis provenance information must be maintained as the updates are propagated through the system.
In the next section, we describe the OŇķļĹňŉŇĵ provenance model. ĉis provenance model is rich
enough to allow for mode sophisticated incremental maintenance approach to handle deletions of
tuples. Essentially, the provenance is incrementally maintained, and when there are no longer any
complete derivations of a tuple, it is deleted. We describe this in detail in the next section, aěer a
discussion of the provenance model.
ProvenanceMaintenance and Trust Conditions
ĉe OŇķļĹňŉŇĵ provenance model is based on the provenance semirings described in Green et al.
(2007b). Provenance semirings are very powerful, and generalize the provenance models of Bune-
man et al. (2001), Cui (2001), andWidom (2005). Here we give a brief example of the provenance
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of various tuples in an instance of our running example. ĉe schema and mappings for the example
are shown in Figure 2.1. Let us then consider an example where, as in the previous section, p1 inserts
the following data into p1:R and p1:S:
p1:R
‘x’ 10 7:6 t1
‘x’ 10 9:4 t2
‘y’ 20 8:3 t3
‘z’ 30 2:9 t4
p1:S
10 ‘A’ t5
20 ‘B’ t6
20 ‘C’ t7
p4 also inserts the following data:
p4:U
‘N’ 20 ‘C’ t8
‘O’ 35 ‘D’ t9
p4:AtoD
‘q’ ’O’ t10
‘x’ ‘L’ t11
‘z’ ‘M’ t12
No other peer inserts any data. Note that these “base” tuples have been tagged with identiėers t1
to t12. Aěer the updates are translated and applied to the other peers, the resulting system instance
is as follows:
p1:R
‘x’ 10 7:6 z1 = t1 +m1(z16)
‘x’ 10 9:4 z2 = t2 +m1(z17)
‘y’ 20 8:3 z3 = t3 +m1(z18)
‘z’ 30 2:9 z4 = t4 +m1(z19)
p1:S
10 ‘A’ z5 = t5
20 ‘B’ z6 = t6
20 ‘C’ z7 = t7
p2:T
‘q’ 35 ‘D’ z13 = m4(z9  z10)
‘x’ 10 ‘A’ z14 = m3(z1  z5) +m3(z2  z5) +m4(z24  z11)
‘y’ 20 ‘B’ z15 = m3(z3  z6)
‘y’ 20 ‘C’ z16 = m3(z3  z7)
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p3:R
‘x’ 10 7:6 z17 = m1(z1)
‘x’ 10 9:4 z18 = m1(z2)
‘y’ 20 8:3 z19 = m1(z3)
‘z’ 30 2:9 z20 = m1(z4)
p3:S
10 ‘A’ z21 = m2(z5)
20 ‘B’ z22 = m2(z6)
20 ‘C’ z23 = m2(z7)
p4:U
‘L’ 10 ‘A’ z24 = m4(z14  z10)
‘N’ 20 ’C’ z8 = t8
‘O’ 35 ’D’ z9 = t9 +m4(z13  z10)
p4:AtoD
‘q’ ‘O’ z10 = t10
‘x’ ‘L’ z11 = t11
‘z’ ’M’ z12 = t12
Observe that each tuple in the output instance is tagged with a provenance zi. ĉis represents the
single-step provenance of that tuples, i.e. all of the tuples and mappings from which it can be imme-
diately derived. Addition indicates alternate derivations of the same tuple, and multiplication indi-
cates that a derivation uses multiple tuples. ĉe provenance of base tuples includes their identiėers,
in addition to any ways they may be derivable through mappings. For example, the provenance of
p1:R(‘x’; 10; 7:6) indicates that this tuple wasmanually inserted, but is also derivable thoughmap-
pingm1 from a tuple with provenance z16. ĉe tuple p2:T(‘y’; 20;‘B’) is derivable though map-
pingm3 using two tuples, one of which has provenance z3 and the other z6.
In eﬀect, the provenance expressions z1 : : : z24 form a system of equations. In a simpler case (i.e.
if themappingswere not bidirectional, or there are no cycles in themappings), therewould be a ėnite
solution to this set of equations. Indeed, there is for certain tuples. For example, z20 has ėnite value
m2(t6). However, for most tuples in the system, cycles in the mappings cause there to be no ėnite
solution. ĉe use of a system of equations allows a ėnite representation of this inėnite solution.
One can also think of each of these single-step provenance expressions as adding nodes and edges
to what Green et al. (2007a) refers to as the provenance graph. ĉis directed graph has tuple nodes,
which represent values in the relations,mappings nodes, which connect tuple nodes to tuples that can
be derived from them, and token nodes, which annotate base tuples with their provenance tokens. A
provenance graph for part of our running example can be seen in Figure 2.3.
Participants in a OŇķļĹňŉŇĵ instance supply trust conditions stating which mappings, tuples,
andpeers (or any combination thereof) they trust. Inour example,p2mightdistrust any tuple inp1:R
where the third aĨribute is less than 9; this means that, for p1, z1 would be distrusted and therefore
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p1.R(‘x’,10,7.6)
p3.R(‘x’,10,7.6)
m1
t1
p1.S(10,‘A’)
p3.S(10,‘A’)
m2
t5
p1.R(‘x’,10,9.4)
p3.R(‘x’,10,9.4)
m1
t2
p2.T(‘x’,10,‘A’)
m3 m3
p4.U(‘L’,10,‘A’)
m4p4.AtoD(‘x’,‘L’)
t11
Figure 2.3: Provenance graph for a subset of our running example. Oval nodes are tuples, rectangular
nodes are mappings, and triangles are token nodes indicating base data.
not present, and therefore the provenance expressionm3(z1  z5)would also evaluate to not present.
However, z14 would still be present, since it also contains the termm3(z2  z5), and p2 does trust z1.
ĉerefore p2:T(‘x’; 10;‘A’)would appear in p2’s instance.
It is relatively trivial to also use the provenance information for incremental maintenance. Sup-
pose we have the example instance shown above. If p1 then deletes p1:R(‘x’; 10; 7:6), this has the
eﬀect of seĨing z1 to being not present, which would also set them3(z1  z3) component of z14 to
being not present. However, there is an alternative derivation of p2:T(‘x’; 10;‘A’) that uses z2
instead, so that component of the provenance still evaluates to present and the tuple remains.
A more interesting case is if p1 deletes both p1:R(‘x’; 10; 7:6) and p1:R(‘x’; 10; 9:4). ĉen,
both z1 and z2 become not present. However, z14 still has a non-empty provenance, so it is neces-
sary to consider whether z24 and z11 are still present. However, evaluating z24 means that we must
evaluate z14, which is still unknown. Here, the situation is complicated by cyclic mappings (actually
bidirectional mappings, but this is equivalent to a pair of unidirectional mappings that form a cycle).
ĉequestion ofwhether a tuple is still present boils down towhether there is still a path frombase tu-
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ples to the derived tuple that satisėes certain constraints. ĉis graph is a special case of the AND-OR
graph commonly studied in computer science. ĉemapping nodes are AND nodes, where all of the
inputs must be still derivable for the node to be derivable. ĉe tuple nodes are OR nodes, meaning
that at least one input must be derivable for the tuple to be derivable. All derivations must start from
the provenance tokens aĨached to base tuples. Maintenance in the presence of cyclic mappings can
be though of as garbage collection, where tuples with no paths to garbage collection roots (the base
tuples) are deleted. ĉe actual methods used for this are not germane to this thesis, but are detailed
in Green et al. (2007a). Should a later update make provide a new path from base tuples to a derived
tuple, then the derived tuple would be reinserted, just as if it were a truly new tuple.
In the interests of clarity, in the presentation here there were no existentially quantiėed variables
in themappings. OŇķļĹňŉŇĵ does support suchmappings, which arise naturally inmany situations,
such as in the example if mappingm3 were inverted. If data were propagated from p2 to p1, the e
value in p1:R would need to come from somewhere. Additionally, the introduction of existentials
can cause inėnitely-sized data instances if system semantics are not carefully deėned. A discussion
of these and related issues is beyond the scope of this thesis; an interested reader is referred to the
discussion in Green et al. (2007a).
Internal System Structure
As described above, updates propagate through a network of mappings, subject to satisfaction of
trust conditions. However, in this slightly naïve presentation, there is no clean way for a participant
to delete a tuple that arrives at it through the mappings. A deletion would simply cause the mapping
to be temporarily unsatisėed, and the tuple would reappear at the next reconciliation.
As described in Green et al. (2007a), each logical relation R in an OŇķļĹňŉŇĵ instance is repre-
sented internally by four relations. ĉe relations are shown in Figure 2.4. BrieĚy, they are:
• Ri, the input table. All mappings that logically place data inR are rewriĨen to instead place data
in here.
• R`, the local contributions table of the peer that owns R. ĉis contains the tuples inserted by that
peer, which may later be removed, but only by the same peer.
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Figure 2.4: Internal CDSS representation of a relation turns each relation into four separate relations.
Figure fromGreen et al. (2007a).
• Rr, the rejections table of the peer that owns R. ĉese are tuples that arrive at Ri through map-
pings, but which the peer has decided are incorrect.
• Ro, the output table. ĉis is the result of combining the eﬀects of Ri, R`, and Rr using the map-
pings iR and `R below. ĉis table is used as the input to all mappings that read data fromR, and
is also the local instance used to answer queries posed by the peer that owns R.
ĉemappings that relate these internal tables are:
Ri(x)^ :Rr(x)! Ro(x) (iR)
R`(x)! Ro(x) (`R)
ĉe use of diﬀerent tables is an elegant way to satisfy both traditional data exchange consistency
semantics and at the same time provide the necessary feature of being able delete undesired data.
2.3 Cloud Substrate for OŇķļĹňŉŇĵ
ĉis chapter hasmotivated the collaborative data sharingmodel, anddescribed at a high level theOŇ-
ķļĹňŉŇĵ CDSS that many people at the University of Pennsylvania have worked hard to design and
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implement. We described how the system generates queries to translate updates between schemas,
encode provenance, and determine which data items are trusted. All of this work assumes that there
is a scalable storage system to hold the participants’ relations and updates, and a scalable query pro-
cessor to execute the queries the system generates.
ĉe main focus of this thesis is this query processor and storage system. We describe how to
build the substrate necessary to enable high-performance, high-availability storage and data trans-
formation. ĉe system is distributed, to make it scalable, and peer-to-peer, to make it easy to set up
andmaintain. We also consider the presence of transactions and conĚicting updates, which were not
covered in the work summarized in this chapter.
Recall that Figure 2.2 shows themajor components ofOŇķļĹňŉŇĵ. ĉis thesis details the design
and implementation of these interacting components.
Publication As discussed in this chapter, publication shares a participant p’s updates with the rest
of the system. ĉis involves updating p’s update log in the reliable versioned storage, described
below.
Update exchange We presented an overview of update exchange in this chapter. A more complete
discussion is found inGreen et al. (2007a). Update exchange poses queries over the published
data in the reliable versioned storage, using our distributed query execution engine. ĉese queries
translate updates into the reconciling participant p’s schema. ĉey are then input to the recon-
ciliation process, outlined below.
Reconciliation Reconciliation, theprocess bywhichp chooses a consistent subset of newly available
transactions to apply, was brieĚymentioned in this chapter. Reconciliation receives translated
updates from the update exchange layer, supplementedwith information about transactions and
conĚicting updates from queries posed over the distributed query execution layer. Based on user
preferences, a subset of the translated transactions are applied to p’s instance, which respect-
ing transactional atomicity and dependencies. Reconciliation is the focus of Chapter 3 of this
thesis, which describes the semantics of our reconciliation procedure and gives eﬃcient algo-
rithms for its implementation.
Distributed query execution Both reconciliation and update exchange depend on distributed query
processing to speed their execution. Chapter 3 describes a prototype of a specialized dis-
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tributed query execution system for reconciliation. Chapter 4 builds on these ideas to de-
velop a general-purpose, distributed query execution engine, with an emphasis on reliability,
that can be used to execute the queries generated by both reconciliation and update exchange.
ĉis query processor executes over the reliable distributed versioned storage, which we overview
below.
Reliable distributed versioned storage ĉe distributed query execution engine described above re-
quires reliable access to mutable data in order to support the query processing needs of update
exchange and reconciliation. ĉe data storage layer describedbelowonly provides best-eﬀort con-
sistency. As described in Chapter 4, we use an indexing scheme to ensure that queries, posed
relative to a particular version of the distributed database, execute over precisely that version
of the database.
Data storage, partitioning, and distributed lookup We built the reliable distributed versioned storage
layer over a simpler data storage and partitioning layer. We started with a well-known peer-to-
peer data structure, the DistributedHash Table (DHT), because of its self-conėguring nature,
native support for replication of data, and well-studied properties. However, DHTs are tra-
ditionally used in much larger seĨings, with tens or hundreds of thousands, or even millions,
of nodes. Many design decisions made in traditional DHTs reĚect this. In Chapters 4 and 5,
we explore ways to tweak the DHT model in order to improve query performance and load
balancing over the smaller “clouds” of nodes that OŇķļĹňŉŇĵ uses.
Togetherwith thework reviewed in this chapter, the techniques presented in this thesis enable a com-
pleteOŇķļĹňŉŇĵ implementation. We increase the power of theOŇķļĹňŉŇĵ datamodel by adding
integrity constraints. We show that it is possible to create a high-performance, reliable OŇķļĹňŉŇĵ
implementation, and that we can do so using a cloud of nodes instead of centralized hardware. In
short, this thesis shows that OŇķļĹňŉŇĵ is feasible in addition to being interesting and possible.
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Chapter 3
Reconciliation: Algorithms and
Implementation
Chapters 1 and 2 of this thesis introduced OŇķļĹňŉŇĵ, a collaborative data sharing system which
has been under development at the University of Pennsylvania for more than ėve years. ĉey also
described in some detail the overall operation of the OŇķļĹňŉŇĵ system. However, they did not
discuss issues of transactional atomicity, dependencies between updates, integrity constraints, and
conĚicting data. In this chapter, we detail the reconciliation process, which chooses a maximal set of
compatible transactions to apply when a participant synchronizes with anOŇķļĹňŉŇĵ instance. We
also discuss ways of storing and retrieving those transactions.
ĉis chapter is structured as follows:
• Section 3.1 reiterates the portions of the collaborative data sharing model that are relevant to
reconciliation, and gives the rationale behind our approach to reconciliation.
• Section 3.2 deėnes the semantics of reconciliation, ėrst for a simpler case without update or
deletion, and then for the more complex case with modiėcation. Our formalization empha-
sizes local autonomy, making forward progress, and providing intuitive behavior. We support
coexistence of multiple instances, with consistency deėned by trust policies, compatibility, and
transactional dependency.
• Section 3.3 provides algorithms to implement the semantics deėned in Section 3.2. It also
introduces the update store abstraction, which isolates the reconciliation algorithm from the
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Figure 3.1: Collaborative data sharing system seĨing with three bioinformatics data warehouse par-
ticipants sharing data on protein functions
storage and retrieval of updates.
• Section 3.4 shows how to provide two implementations of the update store. One uses a server-
based RDBMS, and the other uses a custom peer-to-peer storage and computation layer. ĉe
laĨer was the inspiration for the general-purpose peer-to-peer work described in Chapter 4.
• Section 3.5 gives a performance analysis of these algorithms andupdate store implementations
on bioinformatics-based workloads.
ĉis chapter deėnes a model and methodology for reconciliation when all participants share a
single database schema, in the presence of transactions, disagreement, and trust relationships. ĉe
complementary problem of translating updates across schemas in order to incrementally maintain
data instances was discussed in Chapter 2 of this thesis. In the full OŇķļĹňŉŇĵ implementation, the
reconciliation procedures are identical, as updates are translated into the reconciling participant’s
schema before being considered by the reconciliation process.
3.1 CDSS Properties
An OŇķļĹňŉŇĵ system, such as the example shown in Figure 3.1, consists of a number of collabo-
rating participants (p1; : : : ; p3 in the ėgure), each of whom controls and edits its own data instance
(denoted I1; : : : ; I3), and each of whom has a policy about what external data it is willing to trust
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and accept (labels on the arcs). As data is modiėed at diﬀerent participants (denoted 1; : : : ; 3),
OŇķļĹňŉŇĵ publishes and propagates the updates to all participants that are willing to accept them.
Our end goal is to facilitate update propagation in situations with both disparate schemas (i.e., each
participant may have a diﬀerent schema, with some aĨributes that may not have corresponding as-
pects in the other schemas) as well as disparate instances (i.e., each participant may have tuples with
values that may not exist in other participants’ instances).
Recall from Chapters 1 and 2 that each participant has its own local data instance. ĉe CDSS is
responsible for translating updates from other participants, and choosing a subset of those to apply
to participant’s local instance, based on user preferences. As mentioned previously, this chapter as-
sumes a single ėxed schema for all participants; the techniques described here would be performed
on the output of the update exchange procedure described in Chapter 2 in a full OŇķļĹňŉŇĵ im-
plementation. In Figure 3.1, therefore, all participants (p1; p2; p3) share the same database schema
ProteinFn. ĉey may of course trust diﬀerent data, and so their instances will not necessarily be the
same. ĉey publish their changes (1; 2; 3) to the CDSS, which uses them to maintain their in-
stances (I1; I2; I3). Finally, a series of acceptance rules or trust conditions (shown as the labels along the
arcs between participants) deėne, for each participant, a trust priority level for updates from other par-
ticipants. ĉis may include rejecting some updates (or some entire other participants) out of hand,
even if there is no conĚicting data.
A central problem in aCDSS is determining the subset of updates that a participant should apply.
We term this problem reconciliation: given the acceptance rules andupdatespublishedbyparticipants,
the reconciliation operation determines which updates should be applied to (“accepted by”) the rec-
onciling participant p. All updates that satisfy the acceptance rules and do not mutually conĚict (or
conĚict with existing state) should be accepted; for conĚicting updates, priorities are used to deter-
minewhich (if any) updates are to be applied. Figure 2.2 fromSection 2.2 showedhow reconciliation
ėts intoOŇķļĹňŉŇĵ as a ėlter between the update exchange process and the application of translated
updates to a participant’s local instance. As mentioned previously, in this chapter we assume a single
schema for all participants, so there is no need for the complex query processing capabilities shown
on the right side of that ėgure. We instead consider two simpler implementations of data storage
and retrieval to provide the features needed from the right side of the ėgure. We will consider more
general distributed data storage and query processing in Chapters 4 and 5.
We adopt a fairly simple conĚictmodel, which deėnes a conĚicting update as any update that (1)
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results in an instance that is inconsistent with its integrity constraints, when applied applied to the
current database instance, or (2) ismutually incompatiblewith some other published update that also
satisėes an acceptance rule. We deėne later precisely what is meant by mutual incompatibility. It in-
cludes simple problems, like two updates that together cause a constraint violation (such as inserting
two diﬀerent values for the same key), andmore complex problems, like two diﬀerent modiėcations
to the same tuple. ĉeCDSS takes the idea of the peer datamanagement system (Halevy et al., 2003)
to the logical next step: in a PDMS, each participant has full control of its virtual mediated schema,
which has schema mappings to other participants. Here, the participant also has control of its own
data instance, including whether certain external updates should be applied, and what the preference
between them should be, based on the trust conditions.
We assume that reconciliation is an operation that is done periodically, but not in real-time, by
each participant: the participant will accept and apply a subset of all “recently published” updates to
its data instance. Note that reconciliation is a maĨer of importing data, and therefore it can be done
more or less frequently than publishing, though we assume that the two are performed together.
Informally, the goal of the CDSS is to, on demand from participantpi, recompute instance Ii(),
such that its contents satisfy the constraints imposed by the acceptance rules and the schema map-
pings, given the data instances in I() and the  update operations published since Ii() was last
reconciled. For the seĨing we address in this chapter, all schema and update translation mappings
are identity mappings, since every participant shares the same schema. In the next section, we more
formally deėne what it means to for an instance of a CDSS to satisfy the acceptance rules, and we
develop a semantics for reconciliation.
ConsistencyModel
OŇķļĹňŉŇĵ departs in a major way from other consistency models. While we put oﬀ a complete
discussion of related work in this area until Chapter 6, we observe that most other work on consis-
tency and concurrency aĨempts to create a transaction order that is serializable. Transactions that
violate serializability are either rolled back and restarted (if possible) or simply undone, in order to
restore consistency. Given that database instances are allowed (even expected) to diverge, traditional
serializability makes less sense in this context. ĉe goal of serializability is to ensure that the global
instance is one that could have been reached if all transactions were applied, sequentially, to the same
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instance. If there is no global instance, this goal is somewhat ill-deėned.
As described previously, participants periodically publish and reconcile to export and import
changes, respectively. We assume a global ordering on these operations, and term each such step an
epoch. At each reconciliation, a single participant imports updates from outside. While it may also
publish its own updates, no other participant will receive these until it reconciles. ĉus, information
Ěow is inherently (1) relative, as the updates participantp sees fromparticipantq are those published
sincep last reconciled, and (2) asymmetric, asqwill not immediately receivep’s updates. Moreover,
a reconciling participant has no way of knowing whether the updates it “sees” now will be revised in
the future, or whether some other participant will publish a conĚicting update in the future.
Since asymmetric dataĚow is a natural consequence of the way we require the system to operate,
we adopt a dataĚow-centric consistency model, rather than one based on global consistency. We con-
sider data items to Ěow fromparticipant to participant as they are created, modiėed, and deleted. We
then ensure that, if a transaction is applied, the transactions upon which it depends are also present.
ĉis ensures that related portions of the global instance are kept synchronized for certain subsets of par-
ticipants, but that the subsets are allowed to diverge; any participant can leave one of these subsets and
start a new, related one at any time. ĉis Ěexibility is critical for our goal of allowing local autonomy
while allowing data to Ěow between participants. We initially do not track reads, and instead only en-
sure that dependencies are satisėed for modiėcations and deletions; read tracking is necessary only
if derived data is inserted into the database. Read tracking ėts nicely into our framework, however,
and we show later how it can be added.
Other Preliminaries
Before providing an example of reconciliation in a CDSS, we begin with a description of our high-
level goals and basic approach. We ėrst provide an overview of the goals, giving the rationale behind
them, and then explain how these guide our strategy.
Monotonicity Once an update has been accepted by a participant, a future reconciliationmay result
in changing the results of the update, but the update itself will not be rolled back from the data
instance. We feel that rolling back accepted updates (whose eﬀects have been seen by the user)
could be very confusing.
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Trust policies Inmany bioinformatics and other seĨings, some sources are known to bemore credi-
ble than others. We allow for each participant to provide a partial ranking of authority for such
cases, allowing the system to automatically resolve certain conĚicts. ĉis can greatly reduce
the need for user intervention.
Maximal progress Each reconciliation should make maximal use of all published updates available
at the time. Since reconciliation only happens occasionally, it might otherwise be a very long
time before the eﬀects of published updates become available.
Least interaction Update sequences made at participant p should not interact with update sequen-
cesmade at participantq in unexpectedways: in particular, ifqmakes amodiėcation that con-
Ěicts with p, but revises its modiėcation so it no longer conĚicts, before p imports its changes,
then p should consider q’s update sequence to be compatible. We feel that transient conĚicts,
such as this, that are never observed by a participant, do not generally have semantic mean-
ing, and can therefore be safely ignored. ĉis is very similar to the log cleaning operation of
IceCube (Kermarrec et al., 2001), which removes intermediate state to avoid temporary con-
Ěicts.
We now describe how each of these principles guides the functionality of the CDSS, before we
present an example.
Monotonicity.Webelieve that a causalitymodel in which every participantmakesmaximal progress
based on what it has seen, and never “changes its mind,” has several desirable properties. If a partici-
pant applies an update, then the results of that update remain in its instance until another participant
explicitly changes them; updates never simply “vanish” because a competing transaction has a higher
priority. If transactions contain multiple updates, and there are many conĚicting transactions, then a
single decision about which of the conĚicting updates to accept can have many ramiėcations. If past
decisions could be reconsidered, then a large portion of the database, seemingly unrelated, might be
aﬀected as a consequence the change. We were eager to avoid this potentially confusing behavior.
Trust policies. Acceptance rules of the form hpredicate; priority 2 Ni assign a positive integer prior-
ity level to a set of updates, based on predicates over the content as well as the origin of these updates.
Larger numbers denote higher priority, and by default all updates are not trusted (priority level zero).
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When multiple updates have equivalent (and highest) priority, our semantics is to adopt a “certain
answers,” open-world model in which none of the conĚicting updates will be applied until a user in-
tervenes.
Consider the relation F(organism, protein, function) that will be a running example throughout this
chapter (the compound key consists of the aĨributes organism and protein). Participant p1might not
trustp2 at all,p3 in general at priority 10 but at priority 20when organism= ‘mouse’, andp4 onlywhen
protein = KIF4 at priority 10. When there are conĚicting updates, a participant will prefer a higher
priority one over a lower priority update. For example, p1 would prefer the insertion of F(mouse,
KIF4, spindle stabilization) by p3 to the insertion of F(mouse, KIF4, chromosomal positioning) by p4,
since the former is given priority 20 and the laĨer priority 10. Continuing this example, the system
cannot automatically choose between the insertion of F(chicken, KIF4, spindle stabilization) by p3 to
the insertion of F(chicken, KIF4, chromosomal positioning) by p4, since they are both given priority 10,
and neither is applied, pending manual intervention.
In general, we assume that the trust policies are correct and immutable from themoment a partic-
ipant joins the system. In practice, it is clearly preferable that they bemutable. A variety of semantics
are possible in this situation, including applying the new trust conditions retroactively. A full discus-
sion of them is beyond the scope of this thesis, but is an interesting avenue for future exploration.
Maximal progress. When the partial ordering given by the trust policies is not suﬃcient to resolve
a conĚict, we continue to make progress using what we term deferral. If several updates conĚict and
the participant has not indicated a preference between them, the systemwill mark them as being de-
ferred until a user resolves the conĚict. Any future updates that might conĚict with an unresolved
conĚict are themselves deferred— ensuring that the user does not inadvertently render them inap-
plicable. At some later time, the user can decide between them, and the system will reach the same
state as if the decision had been made immediately. ĉe participant can continue to update, publish,
query, and reconcile in the interim, and all non-eﬀected portions of the database will continue to be
synchronized.
Least interaction. ĉe mode of information exchange (and hence the cause of dependencies oc-
curring among updates) will solely be via acceptance of updates from other participants. Since two
participants may reconcile at diﬀerent frequencies, we believe that any intermediate states of tuples
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should not interact, i.e., if diﬀerent participants make successivemodiėcations to a tuple while not in
contact with one another, any intermediate states should be disregarded, and only the ėnal updates
should be considered. As mentioned above, we consider strict serializability to be overly restrictive.
Instead of aĨempting to serialize all transactions between participants when reconciling, we consider
the eﬀects of a subset of transactions visible to the reconciling participant.
In order to support acceptance predicates over update origins, we assume that every update is
annotated with its provenance. In general, as described in Chapter 2, a single update may be the
result of operations at multiple participants, and therefore our implementation uses the semiring
provenance of Section 2.2. If all participants have the same schema, then each update comes from
precisely one participant, and identifying that participant is suﬃcient; we use this for the remaining
of this chapter. ĉis model resembles the Information Source Tracking method of Sadri (1994) and
the multi-viewpoint formalism of Ives et al. (2005).
CDSS Example
We now give an example of CDSS operation, to show howOŇķļĹňŉŇĵ works at a high level, before
formalizing the semantics of reconciliation. We refer to the example CDSS in Figure 3.1, where par-
ticipantp1 has apolicy to accept update sequences fromeitherp2 orp3, assigning themequal priority.
In contrast, p2 prefers updates fromp1 versusp3, andp3 only accepts updates fromp2. An exception
to this rule, which we describe later, is that p2maymake revisions to updates that originated from p1
— in this case, p3 must transitively accept this portion of p1’s data.
Notation. In this chapter we describe all updates in terms of changes to values, and annotate them
with the identiėer of a single originating participant. We consider the following operations: insert
tuple (denoted +R(a; i) for an insertion of the tuple a by participant i into some relation R with a
schema compliant with a); delete tuple (-R(a; i)); modify tuple (R(a ! a 0; i), where a 0 is a new
set of aĨribute values conforming to schema ofR). We also assume that updatesmay be grouped into
transactions, denoted Xi:j, where i represents the identity of the originator of the transaction, and j
represents its unique local transaction identiėer. We assume that transaction identiėers are assigned
in increasing order.
Figure 3.2 illustrates reconciliation over four epochs within this CDSS, for a single relation
F(organism, protein, function), where (organism, protein) is a key. At time 0, each participant pi’s in-
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Epoch Participant p3 Participant p2 Participant p1
0 I3(F)j0: I2(F)j0: I1(F)j0:
fg fg fg
X3:0
1 f+F(rat,prot1,cell-metab; 3)g
X3:1:
fF(rat,prot1,cell-metab!
rat,prot1,immune;3)g
publish and reconcile
I3(F)j1:
f(rat,prot1,immune)g
X2:0:
f+F(mouse,prot2,immune; 2)g
X2:1:
2 f+F(rat,prot1,cell-resp; 2)g
publish and reconcile
I2(F)j2:
f(mouse,prot2,immune);
(rat,prot1,cell-resp)g
reconcile
3 I3(F)j3:
f(mouse,prot2,immune);
(rat,prot1,immune)g
4 reconcile
I1(F)j4:
fF(mouse,prot2,immune)g
fX3:0; X3:1; X2:1g deferred
Figure 3.2: Reconciliation of F(organism,protein,function), with key (organism,protein), among the par-
ticipants of Figure 3.1, over four epochs. Each participant chooses the transactions to apply when it
publishes and reconciles according to the policies in Figure 3.1. ĉe resulting instance for each epoch
e is denoted with Ii(F)je. When transactions conĚict, the participant always picks its own version
ėrst, or else the highest-priority one and its antecedents (if this is unique). It defers any transactions
that have no unique “winner.”
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stance of this relation, denoted Ii(F)j0, is empty. In epoch 1, participant p3 applies two transactions
(one of which revises the other), and then it publishes and reconciles its data. Since no other up-
dates have been published, pe ends Epoch 1 with state I3(F)j1, obtained by applying its own update
sequence.
In the next epoch, participant p2 introduces two new tuples and then reconciles. Its resulting
state, I2(F)j2, is the result of applying its own updates. Although p3 published two updates that p2
trusts, these updates conĚict with p2’s own updates— hence, it rejects them. In Epoch 3, p3 recon-
ciles a second time. Now it applies themouse update fromp2; it rejects the rat tuple that is incompati-
blewith its own local state. Finally, in the last epoch,p1 reconciles. It trustsp3 andp2 equally. Hence,
it accepts the non-conĚicting mouse updates, but it must defer the remaining rat update transactions
because they all conĚict.
Given our intuitions from the basic principles and the preceding example, we now proceed to
deėne a formal semantics for reconciliation.
3.2 Reconciliation
We begin by specifying the collaborative data sharing system formally. Recall that, for purposes of
this chapter, we will deėne the CDSS for a seĨing in which all participants share a single schema.
Deėnition 1 (Collaborative data sharing system). A collaborative data sharing system (CDSS) in-
cludes the following components:
• , a schema representing the relations in the system.
• P, a set of participants, fp1; : : : ; png.
• A, a mapping ěom each pi 2 P to a set of acceptance rules, each of which is a pair (; v) where 
is a predicate on updates in over some relation R and v is an integer priority that pi assigns to tuples
satisfying .
• , a sequence of transactions of updates of the form +R(x; i), -R(x; i), R(x ! x 0; i), over each
relation R and published by each participant pi.
• I() = fI1(); : : : ; Ii(); : : : ; In()g, the public database instances controlled by each pi.
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• e, an integer clock or reconciliation epoch counter. It is incremented each time a diﬀerent participant
publishes data. We assume that the ėrst publication or reconciliation step deėnes the beginning of epoch
1. We denote the subset of published in epoch e asje.
Suppose we are given a CDSS as in Deėnition 1. Let us denote an update made to relation R as
R. We deėne the priority relative to participant pi of a transaction X, prii(X), as follows:
• 0, if any  2 X is untrusted, i.e., there is no (; v) 2 A(pi) such that () is satisėed and v > 0.
• max(fv j (; v) 2 A(pi)^ ()^  2 Xg), otherwise.
ĉis is done to ensure that accepted transactions are fully trusted, and to favor the highest-priority
updates over all others. Other methods of determining transaction priority from update priorities
are of course possible, and may be more appropriate for certain applications. An obvious alternative
is to use the minimum priority update in a transaction. ĉe techniques presented here depend on
a consistent method of determining transaction priority, but are not sensitive to precisely how it is
done.
We say that two updates R;  0R conĚict (denoted R 6
  0R) iﬀ
• R;  0R are both insertion operations with the same values for their key aĨributes, but diﬀerent
values for at least one other aĨribute, or
• one of R;  0R is a deletion and the other is a replacement or insertion operation, and they have
the same values for their key aĨributes, or
• R;  0R are both replacement operations with the same source tuple value, where the replace-
ment tuples have diﬀerent values.
An update R may also be incompatible with an instance I if applying R to I would violate an in-
tegrity constraint, or modify or delete a value that is not present. We generalize this to say that two
transactions X;X 0 conĚict (denoted X 6
 X 0) iﬀ an update  2 X conĚicts with an update  0 2 X 0,
and that a transactionX is incompatible with an instance I iﬀ an update  2 X is incompatible with I.
Our model of conĚicts is quite conservative, in that any two updates that result in diﬀerent re-
sult tuples for the same input tuple are deemed conĚicting. Without detailed knowledge of which
aĨributes are independent, this is the best a system can do. For example, consider a relation R(a,b,c),
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where a is the key aĨribute, and b and c are truly independent. In this case the updates that replace
the tuple R(a; b; c) with R(a; b 0; c) and R(a; b; c 0) are considered by OŇķļĹňŉŇĵ as conĚicting.
However, their eﬀects could be combined as updating R(a; b; c) to R(a; b 0; c 0). ĉe problem can in
this case be solved by fully decomposing the schema into two relations, RB(a,b) and RC(a,c). How-
ever, if the connection between b and cwere deeper, thismight not be the case. Studying the eﬀects of
schemadesign on systemoperation is an interesting area for future research, butwill not be discussed
further in this thesis.
We now consider two versions of the reconciliation problem. We begin with an insert-only set-
ting, which is simpler and easier to understand butmuch less powerful. We then consider the general
reconciliation problem, where tuplesmay be updated or deleted, as would happen inmost real-world
seĨings.
Insert-Only Reconciliation
In the insert-only case, every transaction in a given epoch can be considered independently; without
modiėcation of existing data, there are no (write) dependencies between transactions. An insertion
may be applied so long as it does not conĚict with a previously applied insertion, nor does it conĚict
with a transaction of equal or higher priority.
For any epoch e, let acc(i)je be the set of transactions from je acceptable to pi. We deėne
acc(i)j0 to be the empty set, and for all other epochs let
acc(i)je =
8<:X 2 je s.t. ( 6 9X 0 2 je s.t. X 6
 X 0 ^ prii(X 0)  prii(X))^( 6 9X 00 2 je 0 s.t. e 0 < e^ X 6
 X 00)
9=;
From this, it is straightforward to deėne the reconciliation problem for a given participant in the
insert-only model.
Deėnition 2 (Insert-only reconciliation).
Let Ii(R)je be the instance of relationR at participantpi in epoch e. ĉe insert-only reconciliation problem
for participant pi is to compute Ii(R)je for every R 2 , given some initial Ii(R)je0 and ěom e0 to e. For
each relationR, letRes = Ii(Rje0). A tuple tmust appear in instance Ii(R)je iﬀ it appears in the instanceRes
resulting ěom recursively applying, for each ěom e0 to e-1 (in increasing order),Res = apply(R; Res)
for every R inacc(i)j(+1).
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Insert-only reconciliation is very simple to compute algorithmically: during epoch , for eachpi,
we simply consider each published transactionX in isolation anddeterminewhether it is inacc(i)j,
meaning that it uniquely has the highest priority of any transaction with which it conĚicts. If so, we
apply the transaction.
Replacement andDeletion
If we allow for replacement and removal, the semantics of reconciliation must change signiėcantly:
now an update may depend on other, antecedent updates. For example, participant p1 may insert the
tuples F(mouse, KIF5, spindle stabilization) and F(mouse, KIF4, chromosomal positioning) in one trans-
action, and then update F(mouse, KIF4, chromosomal positioning) to F(mouse, KIF6, chromosomal po-
sitioning) in another transaction. We say that the second transaction is dependent on the ėrst one,
since it modiėes data from it. Since the tuples in the ėrst transaction were inserted together, there is
some higher-level meaning to the fact that they are both there, and they are in some sense related. If
a second participant p2 reconciles and receives these transactions, it should either apply the ėrst one
or both of them, since these represent states which p1 experienced at some point in time.
ĉis is a simple example, since there are only two transactions involved, which therefore form
a linear chain. In general, though, the dependencies between transactions form a directed, acyclic
graph. We think of the edges in the graph as indicating dataĚow, so an edge from transaction t1 to
transaction t2 indicated that t1 is an antecedent of t2. A transaction may depend on multiple previ-
ous transactions, which in turnmay depend on additional, possibly overlapping, sets of transactions.
In order to apply a transaction, we require that all of its immediate and transitive antecedent transac-
tions have been applied ėrst. ĉerefore, for a given set of related transactions (i.e. transactions that
have at least one transitive antecedent in common, or equivalently a connected component in the
transaction dependency DAG), a participant must accept a (possibly empty) subset of them, such
that each accepted transaction does not depend on any unaccepted ones. We think of the terminal
accepted transactions, those uponwhich no other accepted transactions depend, as forming the ěon-
tier of acceptance. Since no transactions are accepted and then later rejected, this frontier is always
expanding away from the root transactions (those with no dependencies).
Figure 3.3 shows an example transaction dependency graph for our running example schema.
ĉe set ft1; t2; t3g forms a valid set of accepted transactions, with t2 and t3 being the frontier. ĉe
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+F(s1,p1,f1)
+F(s1,p2,f2)
F(s1,p1,f1)→F(s1,p1,f3)
+F(s1,p3,f4)
F(s1,p2,f2)→F(s1,p2,f5)
F(s1,p1,f3)→F(s1,p1,f6)
F(s1,p2,f5)→F(s1,p2,f7)
F(s1,p2,f5)→F(s1,p2,f8)
+F(s1,p3,f9)
t1
t2
t3
t4
t5
Figure 3.3: Example transaction dependency graph
set ft1; t2; t4g is not a valid set of transactions to accept, since t4 depends on t3. ft1g, ft1; t2; t3; t4g
and ft1; t3; t5g are also valid such sets. ĉe set of all the transactions in the graph and ft1; t2; t3; t5g
are also valid from a dependency point of view; however, since t2 and t5 conĚict, they cannot both
be accepted by a single participant (though later we will see that if a later transaction removes the
conĚict between the two transactions they then could coexist).
ĉese antecedent updates may have originated from participants other than the participant who
published the most recent update, and the original source of that update might not itself be trusted
by the participant who is reconciling. In our above example this must have been the case. Perhaps
p1 performed t1, t2, t3, and t4 and p2 performed t5, or perhaps all transactions came form diﬀerent
participants. Regardless, diﬀerent pieces of the transaction dependency graph may originate from
diﬀerent participants.
As mentioned previously, in a reconciliation model with deletions and updates, one transaction
may introduce a conĚict, but a succeeding transactionmay remove that conĚict. For instance, to con-
tinue the example of Figure 3.2, suppose that in epoch 2, participant p3 ėrst introduced a sequence
of transactions:
X3:2 : f+F(mouse,prot2,cell-resp)g
X3:3 : fF(mouse,prot2,cell-resp)! (mouse,prot3,cell-resp)g
where initially the wrong protein was given the function cell-resp. In this case, while transaction X3:2
clearly conĚicts with X2:0, intuitively p3 should accept X2:0, since this does not conĚict with its state
aěer applying the full transaction sequence above. In general, given a transaction sequence, one can
take the constituent update sequence and “ĚaĨen” it into a set of direct updates by removing inter-
mediate steps, as described in Ghandeharizadeh et al. (1996) and Ives et al. (2005). ĉe sequence
[X3:2; X3:3] above can be minimized to f+F(mouse,prot3,cell-resp)g.
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Let applied(pi; e) be the set of updates that have been applied by participantpi up through epoch
e. Also, for a transactionX published in epoch e, we deėne the antecedent set, ante(X), to contain any
transaction X 0 2 , 1    e, where X 0 either inserts a new tuple, or makes a modiėcation to a
tuple, which X directly deletes or modiėes.
Deėnition 3 (Transaction extension). We deėne pi’s transaction extension of transaction X, reconciled
in epoch e, to be the transitive closure ofX’s antecedents, so long as those transactions have not yet been accepted
by pi in epoch e. We denote this transaction extension as teije(X), and sort the transactions by their order in
. teije(X) therefore contains the sequence of transaction identiėers that pi needs to apply at epoch e in order
to apply transaction X while respecting the dependency rules described above. We say that X is the root of its
transaction extension.
Deėnition 4 (Update footprint). Given a list of transactions L, sorted by the order of their application, we
can deėne their update footprint to be the concatenation of the updates in those transactions as
uf(L) = [ 2 X for eachX 2 L]
Deėnition5 (Update extension). Now, given a function ĚaĪen(s)which ĚaĪens a sequence of updates into
a set ofmutually independent updates, as described above, we can compute theupdate extension of transaction
X for participant pi at epoch e as
Ui;e(X) = ĚaĪen
 
uf
 
teije (X)

As before, we say thatX is the root of this update extension.
ĉeupdate extensionUi;e represents the set of changes need to apply transactionX to participant
pi’s instance at epoche, with all intermediate steps removed; recall that this eliminates transitory con-
Ěicts between transactions that are later removed. Since the update extension is the smallest unit of
changes that can be applied to an participant’s instancewithout violating the transaction dependency
constraints, the reconciliation procedure updates at the granularity of update extensions. At a very
high level, the reconciliation procedure needs to
1. retrieve all newly available, trusted transactions,
2. compute their update extensions, and
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3. choose a set of non-conĚicting update extensions to apply, while favoring high-priority update
extensions.
Before deėning precisely what thismeans, there are several cases where conĚicts between update
extensions are in fact not a problem. ĉese occur when the transaction extensions used to create
the update extensions intersect; in other words, the roots of the update extensions have unapplied,
transitive antecedents in common.
Deėnition 6 (Subsumption). We say X subsumes some other X 0 if its transaction extension is a superset
ofX 0’s transaction extension.
If the root X of one update extensionUi;e(X) being considered subsumes another oneUi;e(X 0),
then clearly the system should apply eitherUi;e(X),Ui;e(X 0), or neither of them. Ui;e(X) should be
favored, since it contains the eﬀects of X 0, but if the update extension of X cannot be applied, then
Ui;e(X
0) should be considered.
Since the dependencies form a DAG and not a linear graph, however, potential interactions be-
tween update extensions aremore complicated than subsumption and being completely disjoint. We
therefore deėne the notion of a direct conĚict between two update extensions.
Deėnition 7 (Direct conĚict). Two transactions X, X 0 directly conĚict iﬀ
ĚaĪen
 
uf
 
teije (X) - teije (X
0)

conĚicts with ĚaĪen
 
uf
 
teije (X
0) - teije (X)

, or in other words,
there is a conĚict between their update extensions when excluding the transactions the two have in common.
We only consider direct conĚict to be a cause for an update extension to not be applied dur-
ing reconciliation. Indirect conĚicts are the result of the transaction dependency requirements, and
while they may require some additional work during reconciliation to avoid repeated application of
antecedent transactions (to avoid inserting the original andmodiėed version of a tuple, say), they do
not indicate any fundamental incompatibility.
ĉere is one ėnal point to be considered before deėning the semantics of reconciliation. Up to
now, we have deėned priorities for individual updates and transactions, but we have not discussed
priorities for update extensions. In general, a trusted transaction may depend on other transactions
of higher priority, lower priority, or ones that are entirely untrusted. We assign the priority of its
root to each update extension, which has the eﬀect of favoring higher-priority transactions over all
lower-priority transactions, even if there are many lower-priority transactions or those high-priority
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transactions have untrusted antecedents. While this is a choice, it leads to a simple explanation for
why transactions are accepted or not; we felt that transparency of operationwas an important quality
in a system such as OŇķļĹňŉŇĵ.
We can now deėne the general reconciliation problem for updates that include deletions and re-
placements. A solution to the general reconciliation problemmust also maintain information about
whether prior reconciliation operationsmarked certain transactions as rejected or deferred. Wemust
defer any transactions that depend on a deferred transaction, since we cannot yet tell if the transac-
tion conĚict with a participant’s current instance. As presented here, reconciliation also rejects any
transactions that depend on a rejected transaction, since otherwise the system would be “changing
its mind” about whether to accept a transaction or not; additionally, transactions may have been ex-
plicitly rejected by a user when resolving a conĚict between two transactions at the same priority.
ĉis approach leads to perhaps the simplest semantics, though others are certainly possible.
Deėnition 8 (General reconciliation). We deėne the general reconciliation problem for participant pi
as follows. During epoch e, given an initial Iije0 , sets of previously deferred transactions deferred(pi; e0),
previously accepted transactions accepted(pi; e0), and previously rejected transactions rejected(pi; e0), alli
ěom e0 to e, and the newly available, trusted transactions T  fe0 [ : : :[eg (where all t 2 T are trusted
by pi), create sets accepted(pi; e), rejected(pi; e), and deferred(pi; e), subject to the following conditions:
1. accepted(pi; e)  accepted(pi; e0), rejected(pi; e)  rejected(pi; e0), and
deferred(pi; e)  deferred(pi; e0)
2. ĉe transaction extension teije(X) of aX 2 fT- rejected(pi; e)gmust be contained in deferred(pi; e)
if
a) Ui;e(X) directly conĚicts with someX 0 2 deferred(pi; e),
b) teije(X) \ deferred(pi; e) 6= ;, or
c) Ui;e(X) conĚicts withUi;e(X 0) for someX 2 fT - rejected(pi; e)g of equal priority.
3. A transactionX 2 T must be in rejected(pi; e) if
a) teije(X) \ rejected(pi; e) 6= ;,
b) Ui;e(X) conĚicts withUi;e(X 0) for someX 0 2 accepted(pi; e) of higher priority, or
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c) applyingUi;e(X) to Iije0 would either cause a constraint violation or aĪempt to modify or delete
a value that is not present.
4. No transactions may be in more than one of rejected(pi; e), deferred(pi; e), accepted(pi; e). T 
frejected(pi; e) [ deferred(pi; e) [ accepted(pi; e)g.
5. Any X 2 T that is not is neither required to be in rejected(pi; e) or deferred(pi; e) due to the above
rules (or conĚict resolution, described in Section 3.2) must be in accepted(pi; e).
6. For any transactionX 2 accepted(pi; e), all transitive antecedents ofXmust also be in accepted(pi; e).
and for everyX 2 faccepted(pi; e)-accepted(pi; e0)g (that is to say, every newly applied transaction), apply
those transactions to Iije0 to produce Iije.
We now describe and motivate the items in the above deėnition. ĉe ėrst part of Deėnition 8
enforced monotonicity properties. Condition 1 simply says that no transaction that was accepted,
rejected, or deferred during the previous reconciliation is aﬀected by the reconciliation procedure.
ĉe second part of Deėnition 8 describes situations under which transactions must be deferred.
Conditions 2a and 2b defer any transactions whose potential to be accepted might be impacted by
the decision a user makes about another deferred transaction; pending that user input the system
cannot determine whether the transaction is compatible with the current database instance or not,
or whether the transaction has an antecedent transaction that was rejected. Condition 2c ensures
that all transactions that conĚict with another transaction of the same priority are deferred; initially,
when deferred is empty, this is only way for transactions to become deferred. It speciėcally excludes
transactions that can be rejected out of hand, rendering the conĚictmoot. Note that these conditions
defer all transactions in a trusted transaction’s transaction extension, since all of these would need to
be applied in order to apply that trusted transaction.
ĉe third part of Deėnition 8 describes the three situations in which a transaction must be re-
jected. Condition 3a rejects all transactions that have a rejected antecedent. Condition 3b rejects all
transactions that conĚictwith a transactionof higher priority that is being accepted, since the user has
expressed a preference for the higher priority transaction and both cannot be applied simultaneously.
Condition 3c rejects all transactions whose update extension cannot be applied to the participant’s
current instance without violating integrity constraints.
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Condition 4 of Deėnition 8 states that transactions may be deferred, rejected, or accepted, but
not more than one of the above, and that all trusted transactions for the current reconciliation must
be in one of these sets. In other words, the reconciliation procedure must decide what to do with
each trusted transaction.
Finally, condition 6 enforces that, if a transaction is accepted during the current reconciliation, its
antecedents must also have been, either during the current reconciliation or during a previous one.
More precisely, it enforces this condition for all transactions that have ever been accepted. How-
ever, inductively this must already have been the case for all transactions accepted during previous
reconciliations. Since the set accepted grows monotonically, the constraint only aﬀects transactions
that might be accepted during the current reconciliation; it is already satisėed for earlier accepted
transactions.
ĉis deėnition hides a subtlety implicit in the deėnition of the transaction and update extensions
of a transaction: they may change during the reconciliation process. If an antecedent transaction is
applied in the process of applying another update extension (i.e. the transaction extension overlap),
then a naive approach to reconciliation that simply applied a precomputed update extension might
apply a transaction multiple times. ĉerefore, it is necessary for an implementation to ensure that
each transaction is applied only once. Wewill revisit this in Section 3.3, where we discuss algorithms
for reconciliation.
ReadDependencies
An extension to this model is to add read dependencies between transactions. We can do this with
an additional operation, the so-called “ check” operation, denoted by ?R(t). ĉis operation says that
the participant that created a transaction X read (but did not update) the tuple t. ĉis adds the last
transaction to modify t as an antecedent of the current transaction, enabling read dependency. ĉis
is still a somewhat relaxed deėnition of consistency. For a participant p to acceptX, it is not required
that t still be present in Ip, just that the transaction that inserted t have been accepted; another trans-
actionmay have modiėed it. We do not experimentally explore this extension. While there are cases
where it may be useful, for such dependencies to show up in a database transaction log, the read and
writemust occur in the same transaction; this is unlikely to be the case for complex analyses. It would
be interesting to explore this further for our target bioinformatics workloads.
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An interesting case does, however, arise if we ensure read dependencies are satisėed, and aěer
each transaction, the participant that performed it publishes it and all other participants then recon-
cile. If all participants trust each other fully, we then achieve complete serializability. As we have said
before, we do not feel that in general serializability is either practical or desirable (due to the inher-
ent inconsistency in collaborative data sharing). It is nevertheless reassuring to see that it appears at
the limit of what a CDSS can do. We do not, however, see this mode of CDSS operation as being
generally useful.
ConĚict Resolution
Like many data management systems, OŇķļĹňŉŇĵ makes as many decisions as possible automati-
cally, and defers to the user when necessary. In OŇķļĹňŉŇĵ’s case, this means that it gives prefer-
ence to higher priority transactions over lower priority ones, but needs user input to decide between
conĚicting transactions of the same priority. A key feature is that the system can continue to make
progress even while it is not yet know whether some transactions will be accepted or not. Transac-
tions whose acceptability depend on user decisions (directly or indirectly) will be deferred, along
with the initial transactions of equal priority. All other transactions can be decided, since they are
independent of the user decisions about past transactions.
Once a number of items have been deferred, the process of conĚict resolution makes use of the
solution to the reconciliation problem stated above. To resolve a conĚict, the user speciėes one or
more trusted transactions to remove from the deferred set for some epoch e (and all subsequent
epochs) and instead places them in the corresponding rejected sets; the deferred sets at and aěer e
are cleared. ConĚict resolution is speciėed in this negative way (the user speciėes transactions to
accept instead of transactions to reject) because it is always possible to respect a user’s request that a
transaction not be accepted; it may not be possible to respect a request that a particular transaction
be accepted, due to constraint violations, deferred transactions, or rejected antecedents.
ĉe reconciliation procedure is then rerun for e and all subsequent epochs. All decisions that
were already made for a particular epoch will continue to stand, but it may be possible to decide
that transactions that previously had to be deferred may be accepted or must be rejected, due to the
smaller set of deferred transactions. When applying a transaction during an epoch e 0  e to Iije 0 , it
is also applied Iije 00 for all epochs e 00 > e 0. Clearly only transactions that are being newly decided
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(and their transaction extensions) should be applied to instances.
Proposition 1 (Applicability). ĉe update extension Ui;e(X) for any trusted transaction
X 2 deferred(pi; e) can be applied to any Iije 0 for any e 0  e without introducing constraint violations
or aĪempting to modify non-present values.
Proof. If X was not rejected in by the reconciliation algorithm in epoch e, then Ui;e(X) could be
applied to Iije without introducing constraint violations or aĨempting tomodify non-present values,
or the reconciliation algorithm would have been forced to reject it instead of deferring it. Since any
modiėcation in an epoch e 0  e that would have conĚictedwithUi;e(X) (and could therefore render
it inapplicable)would alsohavebeendeferred, any Iije 0 must have the same state for all values created,
modiėed, or deleted by Ui;e(X). ĉerefore, since Ui;e(X) could be applied to Iije, it can also be
applied to Iije 0 .
From Proposition 1 and its proof, it should be clear how deferred transactions allow automatic
updating of a participant’s instance through reconciliation to continue while ensuring that deferred
transactions can still be applied if andwhen a usermakes a decision to do so. ĉemore quickly a user
resolves conĚicts, the more database state is available, but the system will all reach the same state
irregardless of the order in which conĚicts are resolved.
We now move on to algorithms that perform the reconciliation procedure described in this sec-
tion.
3.3 Reconciliation Algorithms
Deėnition8describes in a declarative fashionwhat a general reconciliation algorithmmust do. When
participant pi decides to reconcile, it must retrieve the newly published, trusted transactions (the
relevant transactions). It must compute their transaction and update extensions, and then chose a
subset of those to apply, based on integrity constraint and user preferences. It then must update the
participant’s instance to reĚect the transactions it has chosen to accept, and record the decisions it
made. In this section, we describe concrete algorithms that satisfy this deėnition.
ĉe computation described above can either be centralized or distributed. If the work is cen-
tralized on the reconciling participant, we call it client-centric reconciliation, since it is typically the rec-
onciling participant that retrieves all of the relevant transactions and decides which to apply. An
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Figure 3.4: Comparison of reconciliation algorithms and update stores
alternative is network-centric reconciliation, in which computation is distributed across the entire net-
work of participants. While the network-centric approach would place less load on the reconciling
participant by distributing almost all of thework across the network, the client-centric approach gen-
erates less network traﬃc, and it allows for a considerably simpler reconciliation algorithm. It also
may allow potentially sensitive information, like the trust conditions, to be kept private from other
participants.
In this thesis, we only consider client-centric reconciliation. Experimental evaluation, given in
Section 3.5, showed that the cost of retrieving updates from storage (either local or distributed) was
the dominating cost in reconciliation, so we did not consider it necessary to develop a distributed
implementation of the reconciliation procedure.
ĉe reconciliation algorithm needs to access several diﬀerent kinds of data to perform the op-
erations outlined above. It must access the log of published transactions, and the instance of the
reconciling participant. It also needs to read and modify the sets of applied, rejected, and deferred
transactions for the reconciling participants. We deėne an update storemodule to provide a general
interface to much of the aforementioned state. We have explored using both a centralized server and
a distributed store in which the participants themselves store the state.
Each combination of reconciliation algorithm and update store implementation has its own
unique beneėts, as shown in Figure 3.4. Our initial implementation uses client-centric reconcilia-
tion, which is considerably simpler both to understand and to implement; we couple that with either
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central or distributed storage. As future work we propose to implement network-centric reconcilia-
tion over distributed storage using the distributed storage layer described in Chapter 4.
In order to implement an algorithm for the general reconciliation problem given in Deėnition 8,
we introduce several new concepts:
Dirty values are key values that aremodiėed (i.e. read orwriĨen) by a deferred transaction. Asmen-
tioned previously, any transaction that reads or writes a value whose key is in the dirty value
set must be deferred, in order to ensure that a previously-deferred transaction can always be
accepted later. ĉey are used to enforce condition 2c from the deėnition to avoid performing
many pairwise compatibility checks; instead a set can be maintained.
ConĚict groups are groups of conĚicts with the same type that involve the same key value; the rec-
onciliation algorithm groups conĚicts for each reconciliation into such groups.
Options are groups of transactions within a conĚict group that make the same modiėcation to the
key value. At most one option can be accepted for each conĚict group when conĚicts are re-
solved; the transactions from the other groups are rejected.
In the common case, each option within a conĚict group will have only one transaction in it.
Consider our running example of the F(organism, protein, function) relation. Suppose we had three
transactions
t1 f+F(mouse, KIF4, spindle stabilization);+F(mouse, KIF5, spindle stabilization)g
t2 f+F(mouse, KIF4, chromosomal positioning)g
t3 f+F(mouse, KIF5, chromosomal positioning)g
Here there would be two conĚict groups, one for hmouse,KIF4i with options fft1g; ft2gg, and one for
hmouse,KIF5i, with options fft1g; ft3gg. ĉese list the sets of compatible transactions for each key, and
the user should choose one (or none) of those sets as valid; the others will be rejected in the conĚict
resolution procedure outlined in Section 3.2.
In a more complicated scenario, there may be multiple transactions within each option. If we
slightly alter the above example to
t1 f+F(mouse, KIF4, spindle stabilization);+F(mouse, KIF5, spindle stabilization)g
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t2 f+F(mouse, KIF4, chromosomal positioning)g
t3 f+F(mouse, KIF4, chromosomal positioning)g
then there would be one conĚict group with two options, fft1g; ft2; t3gg.
We nowpresent the client-side algorithm for reconciliation, the core of which is the RĹķŃłķĽŀĹ-
UńĸĵŉĹň procedure given inAlgorithm3.1. It determineswhich updates the participant can apply or
reject during a particular reconciliation, and which it must defer, in a manner satisfying the require-
ments of Deėnition 8. It also assigns the deferred transactions into conĚict groups, as described
above, to explain to users which transactions were deferred and why. As described in Section 3.2,
this algorithm is also run again aěer decisions for deferred transactions have been supplied by the
user. ĉen, aěer recording the transactions a user has decided to reject, it reexamines the remaining
deferred transactions to discover which, if any, can now be accepted.
Algorithm 3.1 RĹķŃłķĽŀĹUńĸĵŉĹň(recno)
Input: recno (reconciliation number to perform)
Helper functions are given as Algorithms 3.2, 3.3, 3.4, and 3.5.
1: txns IDs of the undecided trusted transactions new for recno for this participant
2: prio Mapping from index in txns to priority
3: prios Set of all transaction priorities
4: Sort prios in decreasing order
5: for t 2 txns do
6: upEx[t] ĉe ĚaĨened update extension of t
7: decision[t] CļĹķĿSŉĵŉĹ(recno,upEx[t])
8: end for
9: conĚicts FĽłĸCŃłĺŀĽķŉň(txns, upEx)
10: for txnPrio 2 prios do
11: decision DŃGŇŃŊń(txnPrio, conĚicts,prio,decision)
12: end for
13: Record decision at recno
14: for t 2 txns do
15: if decision[t] = ĵķķĹńŉ then
16: Apply upEx[t]
17: end if
18: end for
19: deferred ftxn j decision[txn] = ĸĹĺĹŇg
20: UńĸĵŉĹCŃłĺŀĽķŉň(recno,deferred)
ĉe RĹķŃłķĽŀĹUńĸĵŉĹň is given as Algorithm 3.1, and the various helper functions appear as
Algorithms 3.2, 3.3, 3.4, and 3.5. RĹķŃłķĽŀĹUńĸĵŉĹň begins by computing the ĚaĨened update ex-
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tension of each trusted transaction. ĉe call to CļĹķĿSŉĵŉĹ at line 7 determines which transactions
much be rejected or deferred because of the reconciling participant’s dirty value set or materialized
state. ĉe call to FĽłĸCŃłĺŀĽķŉň at line 9 discovers conĚicts between the ĚaĨened update exten-
sions of trusted transactions. ĉe algorithm then calls DŃGŇŃŊń at line 11 to consider each group
of transactions with the same priority, in decreasing order of priority; the decreasing order allows
the algorithm to proceed greedily and consider each group only once. Within each group, trans-
actions that conĚict with higher-priority accepted transactions are rejected, and those that conĚict
with higher-priority deferred transactions are themselves deferred; if conĚicts are found between
two non-rejected transactions within a group, both are deferred. Once all priority groups have been
considered, RĹķŃłķĽŀĹUńĸĵŉĹň has made decisions for all trusted transactions. Line 13 records
which transactions the participant has decided to accept or reject. Lines 14-18 update the state of the
local database; it is necessary to recompute the update extension since the antecedents of the trusted
transactions may overlap. Line 20 updates the participant’s dirty value set and list of conĚicts for the
current reconciliation.
Algorithm 3.2CļĹķĿSŉĵŉĹ(recno,upEx)
Input: recno (reconciliation number), upEx (update extension of transaction)
Output: decision for input transaction
1: if upEx contains a value dirty at recno then
2: return ĸĹĺĹŇ
3: else if upEx contains a rejected transaction then
4: return ŇĹľĹķŉ
5: else if upEx is incompatible with the instance at recno then
6: return ŇĹľĹķŉ
7: else
8: return ĵķķĹńŉ
9: end if
Suppose that during a particular reconciliation there are t relevant transactions, eachofwhichhas
at most a undecided antecedents. Further suppose that each transaction contains at most u compo-
nent updates. In this case, computing the ĚaĨened update extensions will take time O(tua), since
thatmuch time is needed even to read through the updates for the relevant transactions. Checking for
pairwise conĚicts between the update extensionswill take time atmostO
 
t2 + tua

, if a hash table-
based conĚict detection algorithm is used. ĉis conĚict detection step asymptotically dominates all
otherwork done aěerwards by theRĹķŃłķĽŀĹUńĸĵŉĹň procedure, giving a combined running time
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Algorithm 3.3 FĽłĸCŃłĺŀĽķŉň(txns,upEx)
Input: txns (set of transaction IDs), upEx (map from transaction ID to ĚaĨened update extensions)
Output: Map from transaction ID to set of conĚicting transaction IDs
1: conĚicts ;
2: for t; t 0 2 txns do
3: if upEx[t] conĚicts with upEx[t 0] then
4: if neither t nor t 0 subsumes the other then
5: conĚicts[t] conĚicts[t] [ ft 0g
6: conĚicts[t 0] conĚicts[t 0] [ ftg
7: end if
8: end if
9: end for
10: return conĚicts
Algorithm 3.4DŃGŇŃŊń(txnPrio,conĚicts,prio,decision)
Input: txnPrio (map from transaction ID to priority), conĚicts (map from transaction ID to IDs of
conĚicting transactions), prio (valueof priority tomakedecisions for), decision (map from transaction
ID to decision for already decided transactions)
Output: Map from transaction ID to decision
1: prioGrp Values in prio that map to txnPrio
2: higher Values in prio that map to a priority> txnPrio
3: Remove rejected transactions from prioGrp
4: for t 2 prioGrp do
5: for c 2 (conĚicts[t] \ higher) do
6: if decision[c] = ĵķķĹńŉ then
7: decision|[t] ŇĹľĹķŉ
8: prioGrp prioGrp- ftg
9: else if decision[c] = ĸĹĺĹŇ then
10: decision[t] ĸĹĺĹŇ
11: end if
12: end for
13: end for
14: for t; t 0 2 prioGrp do
15: if t conĚicts with t 0 then
16: decision[t] ĸĹĺĹŇ
17: decision[t 0] ĸĹĺĹŇ
18: end if
19: end for
20: return decision
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Algorithm 3.5UńĸĵŉĹCŃłĺŀĽķŉň(recno,deferred)
Input: recon (reconciliation number), deferred (IDs of deferred transactions)
Clear all conĚict state (conĚict groups, dirty values) from reconciliation recno
for t 2 deferred do
upEx[t] the ĚaĨened update extension of t
Remove from upEx[t] all clean updates inapplicable at recno
Mark upEx[t] dirty at recno
end for
conĚicts FĽłĸCŃłĺŀĽķŉň(deferred,upEx)
conĚictGroups ;
for t 2 deferred, t 0 2 conĚicts[t] do
for conĚict htype; valuei between t and t 0 do
Add ft; t 0g to conĚictGroups[htype; valuei]
end for
end for
for htype; valuei 2 conĚictGroups.keys do
Combine compatible txns for htype; valuei into same option
end for
Record conĚictGroups as conĚict set for recno
O
 
t2 + tua

.
Proposition 2 (Correctness of RĹķŃłķĽŀĹUńĸĵŉĹň). ĉeRĻĹŅńĹĿłĻUņĺķŋĻŊ procedure given in Al-
gorithm 3.1 satisėes the conditions given in Deėnition 8.
Proof. Condition 1 of Deėnition 8 enforces that decisions from a previous reconciliation are never
overruled. It is satisėed, since transaction extensions that contain rejected transactions are rejected
at line 4 of the CļĹķĿSŉĵŉĹ method. Otherwise, since RĹķŃłķĽŀĹUńĸĵŉĹň only considers newly
arrived transactions and their transaction extensions, which by deėnition only contain transactions
that have not yet been accepted.
Conditions 2a and 2b are enforced by line 2 for transactions deferred in a previous reconciliation,
since any conĚicts with or dependency on a deferred transaction will cause the update extension
under consideration to touch a dirty value. ConĚicts with transactions deferred during the current
reconciliation (which will also catch dependent transactions, since they must modify an overlap-
ping set of keys) are caught at line 10 of the DŃGŇŃŊń method. Condition 2c is caught at line 16
of DŃGŇŃŊń.
Condition 3a is enforced at line 4 of CļĹķĿSŉĵŉĹ. Condition 3b is checked at line 7 of DŃGŇŃŊń.
By considering the trusted transactions in decreasing order by priority, RĹķŃłķĽŀĹUńĸĵŉĹň greed-
51
ily ensures that condition 3b is satisėed; since lower priority transactions can never aﬀect whether
higher priority transactions are accepted, the lower priority ones can be considered independently
in subsequent iterations. Condition 3c is caught at line 6 of CļĹķĿSŉĵŉĹ if the instance was not
compatible with the transaction before any transactions were accepted during this reconciliation (if
the instance was compatible at the start of the reconciliation but was made incompatible during the
reconciliation, then the transaction must also conĚict with some transaction of higher priority that
was already accepted, and was rejected for violating Condition 3b above).
ĉe remaining conditions are trivially satisėed. ĉe algorithm does not reject or defer transactions
that it could accept, no transaction is given more than one decision, and the instance is updated.
Lines 14 to 18 of RĹķŃłķĽŀĹUńĸĵŉĹň omit the complexity of applying overlapping update exten-
sions correctly, but this is trivial to implement by recomputingupEx[t] immediately before applying
it.
3.4 Update Store
ĉe update store’s fundamental role is to archive the transactions published by participants, and to
retrieve from storage the transactions that a participant will need during during the reconciliation
process. It must also associate a timestamp (the aforementioned epoch) with each publication or rec-
onciliation operation, so it can determinewhich transactions have been published since a participant
last reconciled. All other state, such as deferred transactions, conĚicts, participant state, trust condi-
tions, and which transactions each participant has accepted or rejected, can at least in theory remain
private data to each participant.
Such a system, however, would require a great deal of communication across the network, as each
update needed during reconciliationwould have to be requested individually. Our implementations,
therefore, move the sets of applied and rejected transactions from the participant into the update
store, along with the trust conditions; this allows the update store to determine that some transac-
tions need not be retrieved, and thereby reduces that amount of network traﬃc. An additional result
of this approach is that each participant contains only soě state; it is possible to reconstruct the entire
state of the participant, up to his or her last reconciliation, from the update store. ĉis does have the
side eﬀect of pushing potentially sensitive information into the system, which may be implemented
on a central server or using a distributed system. If privacy of this information is of paramount im-
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portance, a simpler update store implementation should be used; even if this is done, however, it may
still be possible to deduce some sensitive information from the requests made to the store. For the
rest of this chapter, and indeed this thesis, we aĨempt to make as full use as possible of the resources
available in a distributed system, and do not focus on privacy or security.
For these reasons, we implement an update store with the following basic operations:
• publish transactions from a participant,
• record that a participant has accepted and rejected certain transactions,
• record that a participant has decided to reconcile and associate with that reconciliation opera-
tion a particular set of published transactions,
• retrieve the current reconciliation number of a participant, and
• retrieve all of the transactions (trusted transactions and their unapplied antecedents) that a
participant may need to see in order to perform its most recent reconciliation, along with the
priorities associated with the fully trusted transactions in that set.
In order to perform these operations eﬃciently, the update storemust log all of the updates published
and their epoch, which transactions each participant has accepted or rejected, the current epoch,
the epoch corresponding to each participant’s previous reconciliation, and the trust conditions for
each participant. To facilitate more eﬃcient implementations, the operations are rather high level,
allowing signiėcant potential for parallelism and other batch computation; in particular, we chose
one operation to retrieve all relevant transactions, rather than operations to, say, get a list of trusted
transactions and to retrieve transactions one at a time.
In essence, the update store abstraction hides the details of communication between all partic-
ipants from the reconciliation algorithm. We now describe at a high level two means of providing
the update store functionality. ĉe ėrst uses a standard relational database, and the second is based
on the Distributed Hash Table, or DHT (Rowstron and Druschel, 2001; Ratnasamy et al., 2001;
Stoica et al., 2001), a peer-to-peer overlay network. ĉe distributed implementation builds directly
over an oﬀ-the-shelf DHT. Our experience with this implementation, as discussed later in this sec-
tion, suggested the need for consistent replication and reliability features, which we show how to add
in Chapter 4. ĉat chapter shows how to implement a declarative peer-to-peer storage and query
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processor that can both serve as a reliable update store and execute the update translation queries
generated by update exchange. ĉemore naïve DHT-based approach we show here is much simpler,
but lacks the reliability and query processing capabilities we implement for the more general case.
Relational Database Update Store
Relational database technology provides an eﬃcient way to implement a centralized update store.
Commercial RDBMSs oﬀer high performance and durability, both important characteristics in a
system such as ours, and ease implementation by providing a high-level interface that deals with all
synchronization issues automatically. ĉe main potential problem with such an approach is that it
requires dedicatedhardware and typically some amount of human intervention to tune andmaintain.
Here we highlight some of the more interesting and innovative aspects of our design; many features
are easy to implement, given that the relational database abstraction is high-level and the data being
stored is already relational.
In our implementation, an epoch count (implemented using an SQL sequence) is used to times-
tamp each batch of transactions that it is published. Since publishing is not instantaneous, each par-
ticipant recordswhen it has startedpublishing, and alsowhen it has ėnished. Wedecouple publishing
from reconciliation to support greater concurrency: when a participant requests to reconcile aěer
publishing, it determines the latest epoch not preceded by an “unėnished” epoch, and it uses this as
its reconciliation epoch. No additional transactions will be published by any participant prior to this
point. ĉe inputs to reconciliation, then, are any transactions whose epoch number lies between the
participant’s prior reconciliation epoch and this new epoch.
Implementing this approach requires care to avoid sacriėcing performance. ĉe series of epoch
numbers can contain gaps if reconciliations are rolled back or aborted; therefore each publishing par-
ticipantmust recordwhen it has ėnishedwriting all transactions to the database, asmentioned above.
However, we also want to allow as many participants as possible to publish updates simultaneously.
Repeatable read isolation at the DBMS level prevents race conditions: when the reconciling partic-
ipant determines the epoch to associate with its reconciliation, it immediately stores that value in
the reconciliations table and commits the transaction, releasing all locks. ĉus it holds an exclusive
lock on the epochs table just long enough to determine the largest stable epoch number; thereaěer
reconciliation operations are decoupled from the epochs table. By minimizing the time that lock is
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held, we enablemaximum concurrency in publishing updates, as well as in the operation of reconcil-
ing. As long as no participant is recording its decision to reconcile, there is no limit on the number
of participants that can simultaneously start reconciliation, publish updates, or record that they have
ėnished publishing.
Additionally, the richness of SQLmakes it easy to express the more complex operations needed
for the update store in a succinct manner. Trust condition evaluation can be pushed into an SQL
query, ėltering out untrusted transactions before they leave the database. Recursive queries, if avail-
able, can be used to compute transaction extensionswithin the database as well. Both techniques can
reduce the amount of communication between the reconciling participant and the database, and the
load on that participant. extensions are sent over the network.
DHT-Based Store
We have also explored how to create a distributed implementation of the update store. In particular,
we explored an update store based on theDistributedHashTable, awell-studied peer-to-peer overlay
network. A peer-to-peer approach has several virtues. First, it is easy to scale, since adding more
nodes increases the available storage space and processing power. Second, peer-to-peer networks
are self-conėguring, so it is possible to create a truly self-managing system, which is important for
easy setup of an OŇķļĹňŉŇĵ instance. While peer-to-peer networks are oěen also used for their
ability to scale to large numbers of nodes, we do not make use of that property. We use a DHT for its
ability to perform self-conėguration, including redistributing data as nodes join and leave the system,
with nomanual intervention. Additionally, theDHTnodes can be less powerful computers, perhaps
underused machines owned by some of the participants in the CDSS.
In our DHT-based update store, work (both storage and computation) is spread over the entire
network of participants, using transaction identiėers and epochs as keys. ĉe participants store three
kinds of data, and each responds to several kinds ofmessages, which are described below in detail. In
this implementation, we assume successful message delivery and postpone a study of fault-tolerance
to future work. We do not describe in detail how to incorporate redundancy into the system, to
deal with the failure of individual nodes; we rely on replication of all data stored in the system to
ensure that the system can continue to operate in the event of node failure. We postpone a more
general discussion of reliability to Chapter 4, where we build a more general reliable DHT-based
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ĉe messages sent are request epoch (1), begin epoch e (2), conėrm epoch begun (3), begin publishing
at epoch e (4), publish transaction IDs for epoch e (5), and conėrm epoch ėnished (6). Aěer this the
publishing participant can send the transactions for epoch e to their transaction controllers.
Figure 3.5: Epoch publication in the DHT store
query processor.
One participant, the owner of a predesignated key, keeps track of the epoch count. When a par-
ticipant wants to publish updates, it requests the next epoch count from this epoch allocator (see Fig-
ure 3.5). A distributed counter, made reliable through such standard techniques as Paxos (Lamport,
1998) or PBFT (Castro and Liskov, 2002), could also be used to allocate epochs. ĉe epoch allo-
cator informs the epoch controller for this epoch (the DHT participant who “owns” the hash value
of the epoch) that this participant wants to publish updates, and then returns the epoch count to
the requesting participant. Aěer sending the epoch number to the requesting participant, the epoch
allocator increments its epoch counter.
ĉe participant then sends each of the transactions it wishes to publish during that epoch to the
participant that owns the hash of the ID of that transaction (the transaction controller). By taking the
hash of the transaction ID and storing the transaction at the node that owns that key, we are dis-
tributing the largest piece of data (the update log) across all participants approximately evenly. Aěer
a participant publishes its set of transaction, it transmits their IDs to the epoch controller, which
records the list of transactions associated with that epoch. ĉe epoch controller concludes by mark-
ing the epoch as complete. ĉis sequenceof operations (updating the epoch allocator, then the epoch
controller, then publishing the transactions, and ėnally marking the epoch controller’s record as ėn-
ished) is necessary to avoid race conditionswhendetermining themost recent “stable” epoch, the last
epoch for which there are no publication operations in progress, which must be determined during
reconciliation.
When a participant reconciles, it ėrst needs to associate an epoch with the reconciliation oper-
ation, to determine which transactions it will consider. It requests the most recent epoch from the
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In this example p requests reconciliation information for transaction ta. p has already applied tb, but has
not decided ta or tc. tb and tc are antecedents of ta; tb has other antecedents, but tc has none. ĉe
messages sent are request ta (1), send ta (2), request tc for p (3), request tb for p (4), send tc (5), and tb
not relevant (6).
Figure 3.6: Example transaction retrieval in the DHT store
epoch allocator, and uses that information to request the contents of all epochs since its last rec-
onciliation from their respective epoch controllers. It uses this information to determine the most
recent stable epoch, and records this as its reconciliation epoch at its participant coordinator. ĉen, for
each epoch since the participant’s prior reconciliation, it requests the set of transactions published
in that epoch from the epoch controller, and then requests that set from the transaction controllers.
Each transaction controller either sends back the requested transaction, its priority, and a set of an-
tecedents, or a notiėcation that the transaction is untrusted or irrelevant (due to having already been
accepted or rejected). ĉe reconciling participant maintains a pending transactions set, to which it
adds antecedents and from which it removes received (or irrelevant) transactions. ĉis procedure is
visualized in Figure 3.6; it minimizes the the number of hops across theDHT thatmust occur before
all necessary transactions have been received. ĉe recursive portion transaction dependency pro-
cessing happens in a distributed fashion, instead of requiring the reconciling node to actively request
each antecedent transaction aĜer receiving a dependent transaction. When the pending transactions
set becomes empty, the participant runs the centralized (client-centric) reconciliation algorithm de-
scribed in Section 3.3. ĉat algorithm notiėes the appropriate transaction controllers when a partic-
ipant decides to accept or reject transactions.
When the transaction controller receives a request for a transaction during reconciliation, it ėrst
determines the priority with which the reconciling participant trusts that transaction; it can do that
since the trust conditions are globally available in this approach. If the participant has previously
57
accepted or rejected this transaction, that information is stored locally, since it is owned by the trans-
action controller. If the transaction is trusted and not already decided, the transaction controller
sends the transaction and the priority back; if not, it sends a message saying the transaction is not
relevant. It also sends a message requesting the antecedent for reconciling participant for each an-
tecedent transaction. When a transaction controller receives such a requesting antecedent message
for a particular participant, it checks to see if the participant has accepted or rejected that transaction
(which again is stored locally). If it has, it sends a message to the reconciling participant saying that
the transaction is not relevant for the reconciliation; otherwise, it sends the contents of that transac-
tion back to the participant, and sends a requesting antecedent message for that participant for each
antecedent transaction.
ĉe approach described above is free of race conditions due to delays in message propagation
across the DHT, and since we assume reliable message delivery, it will function correctly if the set of
nodes participating in the DHT holds constant. Background replication can be used to ensure that
statemoves between nodes in theDHT as needed; however, since the data formany keys is mutable,
background replication combinedwith churnmight lead to reliability issues. ĉiswas themotivation
for the more general work on reliable storage we describe in Chapter 4.
Additionally, in the process of developing an implementation of theDHT-based update store, we
learned the extreme importance of data placement for good processing performance. We observed
that, for many workloads, network operations become the dominant cost, and should be avoided as
much as possible. While this is not in itself surprising, we were very surprised by the eﬀect that op-
timizing based on this idea had on performance in preliminary experiments. ĉis observation is the
reason that records of which transactions have been accepted or rejected are stored with the trans-
actions, eliminating an extra network hop when performing the recursive transaction retrieval. Sim-
ilarly, the transaction retrieval is performed in a distributed fashion, with the node that holds each
transaction requesting its antecedent transactions, rather than the reconciling node, since this re-
duces the overall latency of retrieving a chain of dependent transactions, and lessens the load on the
reconciling participant. We will explore ways to generalize data colocation and distributed many-to-
many communication to improve performance and reduce latency in the context of reliable, declar-
ative query processing, also in Chapter 4.
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3.5 Experimental Analysis
Wehave implemented the reconciliation algorithmof Section 3.3 above in Java, and also constructed
a centralized update store, built in Java over a major commercial RDBMS, and a distributed store,
based on FreePastry (Rowstron and Druschel, 2001). In the analysis of our prototype presented
here, we explore conėgurations of up to ėěy participants, which we feel is representative of medium-
sized OŇķļĹňŉŇĵ instances.
Given that no comprehensive workload already exists for bioinformatics data sharing, we devel-
oped a synthetic workload generator based on the Swiss-Prot bioinformatics database, which con-
tains organisms, proteins, and protein functions. ĉe simulator mimics the process of incrementally
maintaining a curated database like Swiss-Prot. Each transaction consists of a series of insertions
or replacements over the Function relation, and if it is an insertion, a secondary table of database
cross-references is updated to include a reference for the new key. On average, 7.3 such tuples are in-
serted into the secondary table for each value inserted into the primary table; these are taken directly
from Swiss-Prot. ĉe key of the Function table to update is chosen from the approximately 280,000
proteins present in Swiss-Prot at the type of these experiments. ĉe key to insert or update is cho-
sen according to a heavy-tailed Zipėan distribution with characteristic s = 1:5, thus simulating the
“hotspots” of contention or current research that are likely. ĉe function to associate with that key
(either through an insertion or an update) is chosen from the approximately unique 7,000 functions
present in Swiss-Prot, weighted by their frequency in the database; this distribution also has Zipėan
characteristics. ĉis deėnition means that conĚicts can only arise on insertions to or modiėcations
of the Function relation.
We feel that transactions are likely to be small, since each transaction likely represents the de-
termination of a single research paper; therefore transactions aﬀecting a few proteins are likely, but
not transactions aﬀecting hundreds or thousands. ĉe simulation is turn-based: it cycles through
the list of participants, and for each participant performs an action (insert a new transaction, publish
and then reconcile, randomly resolve a previously recorded conĚict, or do nothing). We change the
probabilities of these various actions to alter the simulation parameters, such as the average number
of transactions published between reconciliations. All participants in the simulation trust each other
at the same priority for all updates, whichmeans that all conĚicts must bemanually rather than auto-
matically resolved. It also maximizes the work of the reconciliation algorithm, since all transactions
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retrieved during a reconciliation must be checked for conĚicts, rather than just those with the same
priority. Recall that querying a participant’s customized local instance requires no work on behalf of
the CDSS, since it was synchronized during the reconciliations; therefore these operations, which
may in fact be the most frequent, are not in our simulation.
Our experimental evaluation focuses on twometrics. ĉeėrstmetric is, as onemight expect, exe-
cution time of the reconciliation procedure. Wewanted to understand the eﬀects of changing various
system parameters on execution time, and to validate that our prototype implementation performs
as expected. Clearly any data sharing system needs to continue to perform well as we increase the
number of participants in the system and the amount of data in the system. We additionally wanted
to explore the relative costs of various operations in our implementation of OŇķļĹňŉŇĵ. In partic-
ular, we wanted to know if dominant costs of reconciliation were in transaction retrieval from the
update store or in the client-centric reconciliation algorithm. Clearly this would guide our decisions
as to where work on improving performance should be focused.
ĉe second metric does not focus on validating our OŇķļĹňŉŇĵ implementation, but rather on
the CDSS model itself. It is what we term the state ratio, the average number of values in all partic-
ipants’ states for a key (including lack of a value). It measures the amount of divergence between
databases, ranging from one, if all the participants have exactly the same state, to the number of par-
ticipants, if there is no overlap at all between the participants’ states. Since a lower ratio indicates
more of the data is shared, we consider a smaller value for this metric to generally indicate higher
quality result. ĉese experiments were performed to answer questions posed by anonymous review-
ers of Taylor and Ives (2006). ĉey were concerned that an OŇķļĹňŉŇĵ instance could quickly
degenerate into a situation where virtually no data was shared between participants due to conĚicts,
especially between antecedent transactions. Clearly from an implementation perspective, a higher
state ratio is not bad, since the system is still performing according to the rules outlines in Deėni-
tion 8; however, complete divergence of participants’ instances in a simulation would raise questions
about the appropriateness of themodel. It would have been preferable, of course, to compare against
another system for collaborative data sharing, but none exists; we therefore use the state ratio as our
benchmark of result quality.
Our experiments examine the eﬀects of transaction size, number of participants, and reconcili-
ation frequency on these metrics. Experiments were run at least ėve times, and the mean of these
trials is presented; 95% conėdence intervals, calculated using the the standard deviation of a mean,
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are given in all ėgures. Unless indicated, all experiments were performed with ten participants. All
of the running times quoted in this chapter are the averaged over all trials over all participants. For
the experiments using the central store, the RDBMS ran on a dual Xeon 3.0GHz server with two
gigabytes of ĆM running Windows Server 2003, and the client ran on a 2.8GHz Pentium 4 with
one gigabyte ofĆM running SuSE Linux 9.2. ĉe computers were connected via switched 100Mb
Ethernet. For experiments with the distributed store, all nodes were run on the Windows server,
with a delay of at least 500 microseconds added to every message (and reply) transmission; this is a
reasonable delay within a physical building and should allow direct comparison to the central store
performance. All machines used Sun’s JRE 1.5.0. We feel that this rathermodest conėguration repre-
sents a worst-case scenario for the resources available to the system. An actual OŇķļĹňŉŇĵ instance
would likely contain more powerful nodes, and would certainly achieve at least some beneėt from
the parallelism that comes with an increased number of nodes; our experimental results only show
the overhead.
Exploration of Running Time
Webegan our study of running timewith an obvious scaling experiment. With each participant pub-
lishing an average of 20 transactions between reconciliations and performing an average of 10 pub-
lish/reconciliation operations, we explored the the eﬀect of increasing the number of participants
on reconciliation time; each transaction contains only one update (to the Function table) that may
conĚict with other data or transactions. ĉe results of this experiment are given in Figure 3.7, which
shows that total reconciliation time (per participant) depends linearly on the number of participants,
and therefore on the amount of data being considered; this is true for both reconciliation over the
centralized update store and the distributed update store. More interesting, in the case of the results
for the distributed update store, shown in Figure 3.7b, the cost of retrieving the updates totally dom-
inates the cost of execution the reconciliation algorithm. ĉis indicates to us that we should focus on
improving the performance of the distributed update store, rather than the performance of the rec-
onciliation algorithm. Wewill return to this challenge in the work on distributed query processing in
Chapter 4, which can be used to implement an eﬃcient, reliable update store in a declarative fashion.
We were also concerned about performance if reconciliation is very frequent or relatively infre-
quent. In very frequent reconciliation, ėxed per-operation costs might dominate. In very infrequent
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Figure 3.7: Eﬀect of number of participants on execution time. Local time is the time to execute the
client-centric reconciliation algorithm, while total time also includes the time to retrieve the neces-
sary transactions from the update store.
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Figure 3.8: ĉe eﬀect on execution time of varying reconciliation interval (the average number of
transactions performed by each participant between its reconciliations) while holding transaction
size at one.
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reconciliation, the larger sets of potentially conĚicting transactions may cause performance prob-
lems. Figure 3.8 shows the average execution times participant when each participant publishes ap-
proximately 500 transactions, but performs a publish/reconcile operation aěer a varying number
of these transactions; we term the average number of transactions performed between each pub-
lish/reconciliation operation to be the reconciliation interval. Again, we show results for both cen-
tralized and distributed update stores, and break out time spent in the client-centric reconciliation
algorithm, from the time spent retrieving the necessary transactions. As one would expect, the time
needed to perform the client-centric reconciliation algorithm (the local time) becomes more varied
as the reconciliation interval increases, due to the possibility of more conĚicting transactions; how-
ever, themean is not strongly correlatedwith the reconciliation interval. Overall, therefore, reconcil-
iation interval does not have a strong connection to the total amount of time needed to choose con-
sistent subsets of transactions to apply. Of course, the results here show the average per-participant
execution time for all of its reconciliations; the time per-reconciliation will change.
Most of the variation in the performance shown in Figure 3.8 comes from the cost of retrieving
the updates from the update store. ĉe centralized update store results shown in Figure 3.8a show
that in that case there is a large ėxed per-reconciliation cost to retrieve the needed transactions from
the update store; this is not surprising, giving the relatively high ėxed cost of posing any query to
a RDBMS. For the distributed update store shown in Figure 3.8b, where the requests to follow an-
tecedent transaction chains dominate the running time, the penalty for more smaller reconciliation
intervals is much less pronounced. In both cases, however, OŇķļĹňŉŇĵ users would have the Ěexi-
bility to reconcile frequents ormore infrequentlywithout having a dramatic impact on overall system
performance. Once again, we observe that retrieving transactions from the distributed update store
is a dominant cost; by focusing on retrieval and query processing performance in Chapter 4, we can
reduce this cost in a distributed update store build over our peer-to-peer data storage and processing
layer.
Exploration of the State Ratio
As mentioned previously, we were also concerned that an OŇķļĹňŉŇĵ instance could devolve into
a collection of databases with almost no overlap between them, due to conĚicts and transactional
dependencies. We therefore explored the scenarios from the previous section from the perspective
64
01
2
3
4
5
6
0 10 20 30 40 50
Number of Participants
St
at
e 
Ra
tio
Figure 3.9: Eﬀect of number of participants on state ratio. Note that the relationship, at least for the
skewed distributions studied here, is sublinear.
0
0.5
1
1.5
2
2.5
0 5 10 15 20
No. of Transactions (of size 1) between Reconciliations
St
at
e 
Ra
tio
Figure 3.10: ĉe eﬀect on state ratio of varying reconciliation interval
of result quality, as measured by the state ratio; recall that this ranges from one to the number of
participants, with a higher number indicating greater divergence between participant instances.
Figure 3.9 shows the eﬀect on state ratio of increasing the number of participants while keeping
the reconciliation interval and average number of reconciliations for each participant constant. Once
again, all transactions contained only one update. Increasing the number of participants (and the
number of data) does increase the mount of divergence, but the eﬀect seems to be rather sublinear;
this bodes well for the amount of overlap possible in larger OŇķļĹňŉŇĵ instances.
Figure 3.10 repeats the second experiment from the previous section, again looking at state ratio
instead of running time. Here we see the eﬀects increasing the reconciliation interval while keeping
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Figure 3.11: ĉe eﬀect of varying transaction size on state ratio, while holding the number of updates
between reconciliations constant.
the average number of single-update transactions performed by each of the 10 participants ėxed at
500. As in the previous experiment, the results are promising. Increasing the reconciliation interval
results in an increase in the state ratio, as onewould expect, but once again the eﬀect is decidedly sub-
linear; this indicates that it should be possible to reconcile much less frequently without increasing
the amount of divergence too much.
Figure 3.11 examines the relationship between transaction size and the overall amount of data
shared between participants. Once again, each of the ten participants performed approximately 500
updates to the main protein function table; they were grouping into transactions of varying sizes. As
onemight expect, increasing transaction size increases the state ratio: larger transactions increase the
number of transactions that conĚict with each other, thus result in more overall (inconsistent) state
within the CDSS. Surprisingly, while going from single-update transactions to transactions with two
updates greatly increases the state ratio, further increases in transaction size have negligible eﬀect, at
least for our synthetic workloads. We believe that this is because the number of direct and indirect
antecedents of a transaction is exponentially related to the number of updates in that transaction,
since each update may depend on an independent antecedent. ĉerefore, if update chains of length
n are possible, and each transaction hasm updates in it, a transactionmay depend on up tomn other
transactions. If, as in our workload, there is a relatively small set of “hot” items that are likely to cause
conĚicts, a transaction chain will likely be rejected if it contains any of those hot items, as its unlikely
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that the transaction chain’s value matches the participant’s current state. ĉe probability that one
of themn antecedent transactions conĚicts with a hot item increases much more rapidly whenm is
small; oncem is large it is already very likely that one of the antecedents will conĚict with a hot value.
In summary, the experiments on the state ratio show that result quality is not aﬀected greatly by
reconciliation interval or the number of participants. It is more aﬀected by transaction size, though
the eﬀects do not seem much more pronounced for large transactions than for medium-sized ones.
However, further exploration of this topic, based on real data instead of synthetic workloads, is nec-
essary before any deėnite conclusions can be reached. ĉe eﬀects we saw here do not necessarily
hold for other workloads. Performing the user studies needed to get actual workloads would be an
interesting challenge in and of itself, but is well beyond the scope of this document, and the expertise
of its author.
3.6 Conclusions and Analysis
In this chapter, we detailed the semantics of reconciliation. We showed how trust conditions and pri-
orities determine which transactions are accepted, and detailed eﬃcient algorithms for determining
amaximal set of compatible transactions. We explored the eﬀects of various parameters onOŇķļĹň-
ŉŇĵ system performance, both in terms of execution time and in terms of the amount of divergence
that reconciliation allows to remain in the system. We showed that our reconciliation procedures can
operate eﬃciently over data stored both in a single-server RDBMS and in a peer-to-peer storage and
retrieval layer built over an oﬀ-the-shelf distributed hash table.
ĉe initial peer-to-peer storage layer validated that eﬃcient storage and retrieval of the partic-
ipant update logs was possible, and showed the extreme importance of data locality in this seĨing.
However, it lacked reliability features, and could return incorrect or inconsistent results under churn.
While it could distribute thework of storing and retrieving updates, it could not distribute the execu-
tion of update exchange queries, needed for the complete OŇķļĹňŉŇĵ case of multiple schemas. In
the next chapter, we describe a declarative peer-to-peer storage and query processing layer that adds
support for complex SQL queries, and guarantees correct results under node failure and churn. ĉe
reconciliation procedures described here can be used in concert with an update store, implemented
in a declarative way, over this storage and query processing layer, to provide a fully functional and
reliable implementation of OŇķļĹňŉŇĵ over an easily setup and scalable peer-to-peer system.
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Chapter 4
Reliable, Declarative Peer-to-Peer Storage
andComputation
In this chapter, we address a key limitation in the techniques presented in Chapter 3. ĉat chapter
described how to reconcile conĚicting updates from other participants, and in Section 3.4 proposed
several methods for implementing the update store, the global update log that is the principal shared
state inOŇķļĹňŉŇĵ. Recall that the update log contains a permanent record of all updates published
to the system. Since all updates must be available at all times for a participant to be able to reconcile,
the system cannot simply rely on each participant storing the deėnitive record of its own updates;
they are instead published to an archive that ensures high availability.
Both of the proposed implementations of an update store have signiėcant shortcomings. ĉe ap-
proach of using a centralized relational database is clearly not scalable, requires signiėcant computer
resources and human support tomaintain, and is a single point of failure. ĉe distributed hash table-
based approach was promising, in that it distributed storage of the update log in a scalable way, re-
quired liĨle management and virtually no setup, and did not have a single point of failure. It did not,
however, make the same strong consistency guarantees as the relational database approach, which
are necessary for correct OŇķļĹňŉŇĵ system operation, and its hard-coded execution mechanisms
made it inĚexible to change to add features or improve performance. Additionally, it does not inte-
grate with the update translation and provenance work fromChapter 2, which executes over an SQL
database. In this chapter, we showhowwe can provide a uniėed substratewhich can fulėll the storage
and query processing needs of both of these OŇķļĹňŉŇĵ components by building a highly scalable
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and reliable versioned storage and query processing system for OŇķļĹňŉŇĵ. Since it provides rela-
tional storage and execution of SQL queries, it can be used as the execution layer for both the update
store and the update translation services. To avoid the need for dedicated servers, we employ an ad
hoc cloud of nodes, consisting of the existing CDSS nodes, possibly supplemented on an as-needed
basis with machines leased as-needed from cloud services such as Amazon EC2; since our system is
entirely self-conėguring, adding or removing nodes from it while running is supported (and indeed
expected). By using a peer-to-peer approach, we avoid the single point of failure of a central relational
database, gain easy scalability, and avoid the need for extensive human management of the system.
ĉis chapter in structured as follows:
• Section 4.1 gives the speciėc goals of our peer-to-peer storage and query processing substrate,
which focus on performance and reliability over scalability.
• Section 4.2 details our modiėcations to the standard data partitioning techniques used in tra-
ditional distributed hash tables, such as Pastry (Rowstron andDruschel, 2001). We customize
them for a smaller, more stable environment, and provide greater transparency of operation to
the layers above.
• Section 4.3 describes our novel indexing technique that allows reliable access to versioned data,
including eﬃcient processing of updates, in the presence of network churn and replication lag.
• Section 4.4 describes our partitioned-parallel distributed query processor, including new op-
erator algorithms that use the versioned indices. It also shows how we detect and compensate
for node failure by either completely restarting or incrementally recomputing the query, while
ensuring the correct and complete query results are returned.
• Section4.5presents the results of experiments, using a standardOLAPbenchmark and schema
mapping tasks, that validate the performance of our techniques across local and cloud comput-
ing nodes. We also validate our methods under diﬀerent network seĨings, and induce failures
to study the beneėts of incremental recovery.
Our goal is to provide the beneėts of peer-to-peer architectures like Pastry (Rowstron and Dr-
uschel, 2001), PIER (Huebsch et al., 2005; Loo et al., 2004), Seaweed (Narayanan et al., 2008),
CAN (Ratnasamy et al., 2001), and CHORD (Stoica et al., 2001), which typically oﬀer support for
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autonomous domains with no common ėlesystem, transparent handling of membership changes,
and plug-and-play operation. We hybridize this with the beneėts commonly associated with tradi-
tional parallel DBMSs and with emerging cloud data management platforms, like Google’s
GFS (Ghemawat et al., 2003) and Bigtable (Chang et al., 2008), Amazon’s S3 (DeCandia et al.,
2007), and Yahoo!’s Pig (Olston et al., 2008) and PNUTS (Cooper et al., 2008), which oﬀer eﬃ-
cient data partitioning, automatic failover and partial recomputation, and guarantees of complete
answers. By exploiting some of the features of the CDSS domain (namely smaller numbers of nodes,
lower churn, and batch-oriented publication of updates), we can avoid what we perceive to be the
negative aspects of each architecture: the lack of completeness or consistency guarantees in peer-to-
peer query systems, and requirements for shared ėlesystems and centralized administration in the
aforementioned cloud data management services.
In particular, we exploit the fact that our system does not need all of the properties provided by
existing distributed substrates. Our problem space is less prone to “churn” than a traditional peer-
to-peer system like a distributed hash table: we assume that membership in a CDSS, while not com-
pletely stable, consists of perhaps dozens to hundreds of participants at academic institutions or corpo-
rations, with good bandwidth and relatively stable machines. We support archived storage of data under
a batch-oriented update load: in a CDSS, users ėrst make updates only to their local storage, and they
occasionally publish a log of these updates (which are primarily insertions of new data items) to the
CDSS. ĉen they perform an import (transforming and importing others’ newly published data to
their local replica). Only in this step is information actually shared across users, and it is then that
conĚict resolution is performed. Hence, we do not need special support for global consistency, such as
distributed locking or version vectors, at the distributed storage level.
We address these needs through a custom data partitioning and storage layer, as well as a new
distributed query processor. We develop novel techniques for ensuring versioning, consistency, and
failure recovery in order to guarantee complete answers. While we implement and evaluate our tech-
niques within theOŇķļĹňŉŇĵ collaborative data sharing system, the techniques are broadly applica-
ble across a variety of emerging data management applications, such as distributed version control,
data exchange, and data warehousing.
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Figure 4.1: Basic architecture components of OŇķļĹňŉŇĵ. Chapters 2 and 3 described the compo-
nents on the leě, which execute over a storage and data processing system. In this chapter, we focus
on implementation of the OŇķļĹňŉŇĵ reliable, peer-to-peer storage system and query processing
engine.
4.1 SystemArchitecture and Requirements
Figure 4.1 repeats Figure 2.2 from Section 2.2, which gave an outline of the architecture of OŇķļĹň-
ŉŇĵ. InChapters 2 and 3, we have focused on the leě half of this ėgure: the logic needed to create and
use the SQLqueries supporting update exchange and reconciliation, and themodules to “hook” into
the DBMS to obtain update logs. In this chapter, we focus on the right half of the diagram: how to
implement distributed, versioned storage anddistributed query execution. Wewould like our system
to be as “plug and play” as possible, requiring much less administration and tuning than a traditional
relational database. We would also like to make use of an ad hoc “cloud” of participant nodes, to
avoid a central server and point of failure, while maintaining high reliability. In addition, we are par-
ticularly concerned with performance in support of update exchange (data transformation) queries,
which were by far the main boĨleneck in performance in Green et al. (2007a). We also develop ca-
pabilities in the query execution layer to support mapping and OLAP-style queries directly over the
distributed, versioned data. Data is primarily stored and replicated among the various participants’
nodes. However, as greater resources, particularly in terms of CPU, are required, participants may
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purchase cycles on a cloud computing service capable of running arbitrary code, such as Amazon’s
EC2 (considered here) orMicrosoě’s Azure. Given the automatic failover and replication present in
systemwe describe here, it is trivial to add supplemental nodes when they are needed, and to remove
them later if they are not.
In the remainder of this section, we explain the unique requirements of OŇķļĹňŉŇĵ and why
they require new solutions beyond the existing state of the art. In subsequent sections, we describe
our actual solutions.
Data Storage, Partitioning, andDistributed Lookup
As discussed previously, we assume that the participants number in the dozens to hundreds, are usu-
ally connected, and together have enough storage capacity to maintain a log of all data versions. Our
target domain diﬀers from conventional peer-to-peer systems, where connectivity is highly unstable.
We only expect low “churn” (nodes joining and leaving the system) rates, perhaps as participants
go down for maintenance or are replaced with new machines. We expect failures to be infrequent
enough that keeping a few replicas of every data item is suﬃcient. We avoid single points of failure,
as we want the service to remain available at all times, even if some nodes go down for maintenance.
In a distributed implementation of a CDSS, we need a means of (1) partitioning the stored data
(such that it is distributed reasonably uniformly across the nodes), (2) ensuring eﬃcient repartition-
ing when nodes join and leave, (3) supporting distributed query computation, and (4) supporting
background replication. ĉere are twomain schemes for doing this in a distributed system: distribut-
ing data page-by-page in a distributed ėlesystem, and thenusing a sort- or hash-based scheme to combine
and process the data; and distributing data tuple-by-tuple according to a key, and using a distributed
hash scheme to route messages to nodes in a network. Google’s MapReduce and GFS, as well as
Hadoop and HDFS, use the former model. Distributed hash tables (Rowstron and Druschel, 2001;
Ratnasamy et al., 2001; Stoica et al., 2001) and directory-based schemes use the laĨer.
Cloud-oriented distributed ėlesystems like GFS andHDFS suﬀer from several drawbacks as the
basis of a query engine. First, they require a single administrative domain and a single coordinator
node (the NameNode), which introduces a single point of failure. Moreover, they use two diﬀer-
ent distribution models. Base data is partitioned on a page-by-page basis, but can only be accessed
directly when being scanned. All multi-pass query operations (joins, aggregation, nesting) must re-
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distribute data between nodes in some manner. ĉis is typically done using a MapReduce scheme
that partitions the data on keys (mapping them to nodes via sorting or hashing), and then produces
joined or aggregated output (in the reduction phase); examples from the literature include ĉusoo
et al. (2010) and Abouzeid et al. (2009). Since the data must be redistributed for any processing to
take place, there is noway to exploit data locality by colocatingmultiple relations in a way to facilitate
common queries.
We instead adopt a tuple-by-tuple hash-based distribution scheme for routing messages: this is
commonly referred to as a content addressable overlay network and is exempliėed by theDHT.Our goal
is to provide good performance for the complex queries that arise from update exchange and to tol-
erate nodes joining or failing, but we do not require scalability tomillions of nodes as with the DHT.
In Section 4.2 we adapt some of the key ideas of the DHT in order to accomplish this. ĉe uniėed
distribution model aﬀords several beneėts. In addition to simplicity, it allows relations to be colo-
cated; relations likely to be joined might be partitioned on the same hash key, reducing the cost of
joining them. Alternatively, if one of them is already partitioned on the join key, only the second re-
lationmight need to be repartitioned to facilitate the join. ĉis is in contrast to theGFS/MapReduce
approach described above, where virtually any operation will involve repartitioning (i.e. mapping)
all of the data.
Versioned Storage
Each time a participant in OŇķļĹňŉŇĵ publishes its updates, we create a new version of that partic-
ipant’s update log (stored as tables). ĉis also results in a new version of the global state published
to the CDSS. Now, when a participant in OŇķļĹňŉŇĵ imports data via update exchange and recon-
ciliation, it expects to receive a consistent, complete set of answers according to some version of that
global state. We support this with a storage scheme (described in Section 4.3) that tracks state across
versions, and manages replication and failover when node membership changes, such that queries
receive a “snapshot” of the data according to a version.
When data is stored in a traditional content-addressable network, background replication meth-
ods ensure that all data eventually is replicated, and gets placed where it belongs when a node fails—
but if the set of participants is changing then data may temporarily be missed during query process-
ing. Furthermore, such systems also require the data assigned to each key to be immutable. Similarly,
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existing distributed ėlesystems like GFS and HDFS assume data is within immutable ėles, and they
are additionally restricted to a single administrative domain.
Hence our versioned storage scheme must provide bookkeeping than a traditional distributed
hash table, but oﬀers more autonomy and Ěexibility than a distributed ėlesystem. In Section 4.2 we
describe our customized data storage, partitioning, and distributed lookup layer.
Query Processing Layer
As is further discussed in Section 6.3, a number of existing query processing systems, including
PIER (Huebsch et al., 2005; Loo et al., 2004) and Seaweed (Narayanan et al., 2008), have employed
DHTs to perform large-scale, “best-eﬀort” query processing of streaming data. In essence, the DHT
is treated like a very large parallel DBMS, where hashing is used as the basis of intra-operator paral-
lelism. Immutable data can be stored at every peer, accessed by hashing its index key. Operations like
joins can be performed by hashing both relations according to their join key, co-locating the relations
to be joined at the samenode. Suchwork has two related shortcomings for our context: multiple data
versions are not supported, and their “best-eﬀort” consistency model in the presence of failures or
node membership changes is insuﬃcient.
A primary goal is to support eﬃcient distributed computation of query answers; in our case, this
is the retrieval of newly available updates and the translation between schemas that occurs during
update exchange. ĉe DHT nicely distributes the work of retrieving data from persistent storage
and the computation of query results, both of which are potentially the limiting factors in query per-
formance. However, we also need to detect and recover from node failure during query execution.
We emphasize that this is diﬀerent from recovery in a transactional sense: here our goal is to com-
pensate for missing answers in a query, ideally without redoing the entire query from scratch (whereas
transactional recovery typically does involve aborting and recomputing from the beginning). Failure
recovery in query answering requires us (in Section 4.4) to develop techniques to track the process-
ing of query state, all the way from the initial versioned index and storage layer, through the various
query operators, to the ėnal output.
Furthermore, we develop techniques for incrementally recomputing only those results that a failed
node was responsible for producing. Given that every operator in the query planmay be executed in
parallel across all nodes, the failure of a single node aﬀects intermediate state at all levels of the plan.
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(a) Pastry-style partitioning (b) Totally even partitioning
Figure 4.2: Schemes for partitioning the DHT key space among the participants
Our goal is to restart the query only over the aﬀected portions of the data, and yet to ensure that the
query does not produce duplicate or incorrect answers.
4.2 Hashing-Based Substrate
Any scalable substrate for data storage in a peer-to-peer seĨing needs to adopt techniques for (1) data
partitioning, (2) data retrieval, and (3) handling node membership changes, including failures. We
describe how our custom hashing-based storage layer addresses these issues, in a way that is fully
decentralized and supports multiple administrative domains.
Data Partitioning
Like most content-addressable overlay networks, we adopt a hash-based system for data placement.
Similar to previous well-known distributed hash tables (DHTs) such as Pastry (Rowstron and Dr-
uschel, 2001), we use as our key space 160-bit unsigned integers, matching the output of the SHA-1
cryptographic hash function. It is convenient to visualize the key space as a ring of values, starting at 0
and increasing clockwise until they get to 2160-1, at which point they overĚow back to 0. Figure 4.2
shows two examples of this ring that we will discuss in more detail.
Most overlay networks assign a position in the ring to eachnode according to a SHA-1hash of the
node’s IP address (forming aDHT ID). Values are placed at nodes according to the relationship with
their hash keys. In Chord, keys are placed at the node whose hashed IP address lies ahead of them
on the ring; in Pastry the keys are placed at the node with nearest hash value. ĉe Pastry scheme
of partitioning the key space among the participant nodes is shown in Figure 4.2a. Both of these
approaches can determine the range a node “owns” given its ID and the IDs of its neighbors. ĉese
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schemes are optimized for seĨings with large numbers of nodes, and assume the nodes will be more
or less uniformly distributed across the ring. Each nodemaintains information about the position of
a limited number of its neighbors, as it has a routing table with a number of entries logarithmic in the
membership of the DHT. DHTs, as presented so far, oěen have highly nonuniform (approximately
Poisson) distributions of values among the peers. Indeed, in the ėgure, nodesn3 andn4 are together
responsible for more than ȒକȤ of the key space, while node n2 is only responsible for ȐକȡȦ of it.
ĉe canonical approach to load imbalance inDHTs is to usemany virtual nodes, also referred to as
virtual servers in, e.g., Dabek et al. (2001), at each physical node. ĉis makes it muchmore likely that
each physical node receives an approximately even fraction of the key space; even though the amount
assigned to individual virtual nodes will vary, the total amount assigned to a large number of them is
very consistentwith highprobability. Virtual nodes have somedrawbacks, and in particular, they lead
tokey space fragmentation. Forourpurposes, it is very advantageous to assign a single contiguous key
range to each node; in addition to reducing the size of the routing table, this improves data retrieval
performance by allowing us to colocate data at nearby DHT keys, as discussed in Section 4.3.
For this chapter, we adopt a simple solution we term totally even partitioning. We divide the key
space into evenly sized sequential ranges, one for each node, and assign the ranges in order to the
nodes, sorted by their hash ID. Such an assignment for the same network we examined for Pastry-
style partitioning is shown in Figure 4.2b; it distributes the key space, and therefore the data, uni-
formly among the nodes. In response to node arrival or failure, we redistribute the ranges over the
new node set. ĉis approach is more sensitive to churn than the Pastry approach. Pastry has what we
term partitioning resiliency: only a neighboring node’s arrival or departure causes a change to a node’s
owned range. In totally even partitioning, any node’s arrival or departure will cause a change to a
node’s owned range. Partitioning resiliency reduces the eﬀect of churn by causing less of the key
space (and therefore less data) to be moved when a node arrives or departs¹. However, in a smaller,
low-churn network the performance beneėts aﬀorded by more even data distribution outweigh the
lack of partitioning resiliency. In this chapter, we our experiments exclusively consider totally even
partitioning to explore the limits of scale-up. In Chapter 5, we will explore an alternative approach
that uses the Ěexibility aﬀorded by data replication to oﬀer almost as good performance while restor-
¹It is worth noting that the use of virtual nodes can also increase the eﬀects of churn by giving each physical node
more neighboring nodes. However, it does not increase the number of data items that must bemoved, only the number
of (nowmuch smaller) sections of the key space that must be moved.
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ing partitioning resiliency.
Additionally, our partitioning approach assumes that all nodes are equally powerful, as they are
assigned the same fraction of the key space and therefore approximately the same amount of data.
ĉis assumption holds true for the experiments (with one explicit exception) in this chapter. ĉe
virtual node approach can compensate for this by assigning more virtual nodes to more powerful
or beĨer connected nodes, making them more likely to own a larger fraction of the key space. ĉe
techniques of Chapter 5 will also consider node heterogeneity. For the rest of this chapter, however,
we focus on the simpler case of totally even partitioning over totally homogeneous nodes.
Data Retrieval
As mentioned above, a traditional DHT node maintains a routing table with only a limited number
of entries (typically logarithmic in the number of nodes). ĉis reduces the amount of state required,
enabling greater scale-up, but requires multiple hops to route data. Recent peer-to-peer research in
Gupta et al. (2004)has shown that storing a complete routing table (describing thepartitioningof the
key space among all nodes) at eachnodeprovides superior performance for up to thousandsof nodes,
since it provides single-hop communication in exchange for a small amount of state; we therefore
adopt this approach. Our systemrequires a reliable,message-basednetworking layer connectionwith
Ěow control. We found experimentally that, for scaling at least to one hundred nodes, maintaining a
direct TCP connection to each nodewas feasible. With the use ofmodern non-blocking I/O, a single
thread easily supports hundreds or thousands of open connections. For larger networks, a UDP-
based approach could be developed to avoid the overhead of maintaining TCP’s in-order delivery
guarantees, as all of the techniques described here are independent of message ordering.
Node Arrival andDeparture
Traditional DHTs deal with node arrival and departure through background replication. Each data
item is replicated at some number of nodes (known as the replication factor). In Pastry, for example,
for a replication factor r, each item is replicated at
 r
2

nodes clockwise from the node that owns it,
and the same number counterclockwise from it, leading to r total copies. In the ring of Figure 4.2a,
if r = 3, each data item that is owned by node n1 will be replicated to n4 and n2 as well. When a
node joins, background replication slowly brings all data items that a node owns to it, as they must
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be stored at one of its neighbors. If a node leaves, each of its neighbors already has a copy of the data
that it owned, so they are ready to respond to queries for data stored at the departed node. A similar
approach works in the totally even partitioning scheme we adopt.
ĉis approachmakes an implicit assumption that all of the state at the nodes is stored in theDHT,
and therefore that any node that has a copy of a particular data item can handle requests for it. If a
node joins or fails, certain requests will suddenly be re-routed to diﬀerent nodes, which are assumed
to provide identical behavior (and hence do not get notiėed of this change). ĉis does not work in
the case of a distributed query processor, where in addition to persistent stored data there may be
distributed “soě state” that is local to a query and is not replicated; this includes operator state, such
as the intermediate results stored in a join operator or an aggregator. If data for a particular range is
suddenly rerouted from one node to another, tuples might never “meet up” with other tuples they
should join with, or data for a single aggregate group may be split across multiple nodes, causing
incorrect results.
To solve this problem, our system works on snapshots of the routing table, which for us is the
complete partitioning of the key space, since all nodes have global knowledge of other nodes’ owned
partitions. When a participant initiates a distributed computation, it sends out a snapshot of its cur-
rent routing table, which all nodes will use in processing this request. ĉerefore, if a new node joins
inmid-execution, it does not participate in the current computation (otherwise itmay bemissing im-
portant state from messages prior to its arrival). If a node fails, the query processor can detect what
data was owned by the failed node, and thus can reprocess this state (this is discussed in Section 4.4).
Our system must still handle replication of base data, which is done in a manner very similar to
that of Pastry; each data point is replicated at
 r
2

nodes clockwise and counterclockwise from the
node that owns it. ĉis ensures that data can survivemultiple node failures, and that in the event of a
node failure, the nodes that take over for a failed node have copies of the base data for the sections of
the ring they are newly responsible for. Unlike in Pastry, a single node arrival or departure will cause
all the ranges in the range to change slightly; this causes a membership change to bemore expensive,
but we are assuming reasonable bandwidth and less frequent failures. With smaller numbers of fairly
reliable nodes, the performance beneėts of uniform distribution likely outweigh the costs of extra
shipping.
Currently we only replicate data as it is inserted into the DHT. ĉis has been suﬃcient for the
development and experimental analysis of our system, since we inserted data before any node fail-
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ures, and failed few enough nodes that data was never lost. For completeness we plan to implement
the Bloom ėlter-based background replication approach of the Pastry-based PAST storage system
described in Druschel and Rowstron (2001), which can be directly applied to our context.
Using the Substrate on Cloud Services
One of the goals of our work is to be able to scale not only across the participants in the OŇķļĹň-
ŉŇĵ system, but also, especially as query load increases, to be able to Ěexibly expand to incorporate
cloud computing nodes. As we describe later, OŇķļĹňŉŇĵ can employ Amazon’s Elastic Comput-
ing Cloud (EC2), which provides virtual Linux nodes upon which our query processor can be easily
deployed. EC2 has several regionally distributed host sites with excellent connectivity, and we can
quite eﬃciently migrate and replicate data to the EC2 nodes and bring them up to speed.
4.3 VersionedData Storage
Recall from our earlier discussion that OŇķļĹňŉŇĵ supports a batched publish/import cycle, where
each participant stores its own updates in the CDSS, disjoint from all others. ĉere is no need for
traditional concurrency control mechanisms, as conĚicts among concurrent updates are resolved
during the import stage (via reconciliation) by the participant. We therefore do not focus on such
techniques. While this work is motivated by the needs of OŇķļĹňŉŇĵ, the system described here
supports general reliable storage of relational data, provided concurrency control is not needed.
However, there is indeed a notion of global consistency. We assign a logical timestamp (epoch)
that advances aěer each batch of updates is published by a peer. When a participant performs an im-
port or poses a distributed query, it is with respect to the data available at the speciėc epoch in which
the import starts. ĉeparticipant should receive the eﬀects of all state publishedup to that epoch, and
no state published thereaěer (until its next import). ĉe current epoch does require some additional
synchronization. As mentioned in Section 3.4, a distributed counter, maintained through standard
techniques from distributed systems such as Paxos (Lamport, 1998) or PBFT (Castro and Liskov,
2002), is necessary for complete consistency. However, such “heavyweight” distributed consensus
protocols are only needed once during each publish/import cycle. One an epoch is associated with
this operation, all writes and reads can be relative to this epoch, using the techniques we describe
here.
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Of course, in order to support queries over versioned data, wemust develop a storage and access
layer capable of managing such data. ĉere are several key challenges here:
• Between database versions, we want to eﬃciently reuse storage for data values that have not
changed.
• Wemust track which tuples belong to the desired version of a database. Suchmetadata should
be co-located with the data in a way that minimizes the need for communication during query
operation.
• Each tuple must be uniquely identiėable using a tuple identiėer that includes its version. Yet,
for eﬃciency of computation, we must partition data along a set of key aĨributes (as with a
clustered index). It must be possible to convert from the tuple ID to the tuple key, so that a
tuple can be retrieved by its ID; therefore a tuple’s hash key must be derived from (possibly a
subset of) the aĨributes in its ID.
We maintain all versions of the database in a log-like structure across the participants: instead
of replacing a tuple, we simply update our records to include the new version rather than the old
version, which remains in storage. Disk space is rarely a constraint today, and the beneėts of full
versioning, such as support for historical queries, typically outweigh the drawbacks. We distribute
this log partitioned along (possibly a subset of) a tuple’s key aĨributes. Tracking temporal infor-
mation is an integral part of temporal databases, where it was surveyed in Özsoyoglu and Snodgrass
(1995). Associating versioned (or timestamped) information with a key is a standard approach in
both peer-to-peer systems and databases. Examples include Haeberlen et al. (2005) in the former
and Stonebraker (1987) and Buneman et al. (2002) in the laĨer.
Each node, therefore, may contain many versions of each tuple. If the set of nodes is in Ěux,
nodes may come and go between when a tuple is inserted or updated and when it is used in a query;
therefore, a node may not have the correct version of a particular tuple. We assume that background
replication is suﬃcient to ensure that each tuple exists somewhere in the system, but that it may not
exist where the standard content-addressable networking scheme can ėnd it. We therefore need to
be able to determine, for a particular epoch, the collection of tuple IDs that are present in a relation.
Once the system has this information, scanning a relation becomes relatively simple. ĉe tuple IDs
are partitioned using theDHT routing table, and sent to the nodes that own them. ĉose nodes then
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probe against persistent storage to ėnd the full tuples associatedwith each ID. If the node has data for
the tuple ID, it scans that tuple. Otherwise, it must have stale data for that key, or be entirely missing
it, due to replication lag and network churn. ĉe node that should own the tuple therefore searches
outwards from the current node, looking ėrst at nodes nearby in the key space, and then at those
farther away, until it ėnds a copy of the data for that ID. If the tuple is eventually found in the system,
it is copied to the node that should own it and scanned there to preserve data partitioning; otherwise
we have conėrmation that data has been lost due to insuﬃcient replication. Such an approach will
never suﬀer from silent failure.
A key property we adopt fromCFS (Dabek et al., 2001) is that, once there is enough information
to begin a request, it is always clear what data should be present in the distributed storage layer. In
our case, this means that the current epoch has been determined by one of the distributed protocols
discussed above; in CFS, it means that the root block has been retrieved, which determines which
versions of all ėles will be used. In either case, stale data will never be retrieved. If expected data is
not found at the node that should own it, this is likely due to network churn. ĉe request can either
be retried aěer background replication has moved state around, or the system can proactively try to
retrieve the missing state from other nearby nodes. Our query-oriented approach, described above,
aĨempts to proactively retrieve the necessary data.
ĉe key feature of our approach to reliable storage are the two complementary storage layers.
Primary storage contains a log of all versioned tuples, tagged with version numbers. Secondary storage
contains what we term the index, which maps from versions of a relation to versions of particular
tuples that are present in that relation. Implementing primary storage directly over raw distributed
hash table is an obvious choice. As we require that the hash aĨributes be a subset of the primary
key, it is possible to determine which node should store the full version of a tuple given its ID. In this
thesis, we do not consider alternateways of storing the versioned tuple log. ĉere are, however, many
possible ways of storing the index. At the limit, one could store a list of tuple IDs as a single object
in the DHT. ĉis could be very expensive to update, however, since any update to a relation would
require the (slightly) modiėed list of tuple IDs to be rewriĨen in its entirety.
We have experimented with several hierarchical implementations of the index, which introduce
a level of indirection to allow unmodiėed portions of the index to be used by a relation at multiple
epochs. Wewere initially inspired by ėlesystem i-nodes, theCFS ėlesystem (Dabek et al., 2001), and
log-structured ėlesystems, where for append operations and small changes, the page-level data in a
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large ėle mostly remains unchanged. Such schemes all make use of a versioned system for tracking
the contents of a ėle, which greatly resembles our index. With this prior work in mind, we decided
to divide a relation into multiple index pages, each of which is given a unique ID. Amaster record for a
relation records which index pages are used by that relation for a particular epoch. When a relation
is updated, only those index pages that are changed need to be rewriĨen, and a new master record
wriĨen out that refers to a mixture of old and new pages. ĉe new versions of updated tuples need
also be wriĨen out to primary storage, of course.
ĉis leaves the question of how to organize tuple IDs onto index pages. If they are organized in a
particular way, we may be able to exploit that when updating or querying a relation. One option, of
course, is not to organize the index pages in any particular way. ĉis would make deleting or updat-
ing a relation expensive, since all index pages might have to be searched to ėnd the page that would
need to be updated when updating a tuple. It would, however, allow the system to cluster frequently
updated keys on the same index page, maximizing the reuse of index pages by ensuring that as many
index pages as possible remain unchanged from epoch to epoch. A second option is to sort the tu-
ple IDs by their primary key in the relation (i.e. by their logical keys), and partition them into pages
based on that ordering, so each page holds a continuous range for the primary key. ĉen it is easy to
ėndwhich page contains a key when updating or deleting a tuple, eliminating the potentially lengthy
search described above. ĉis approach will also potentially allow range predicates over the primary
key to be executed at the level of the index, eliminating tuples as early as possible in a scan. A third
option is to sort the tuple IDs by their ID in the DHT key space, and partition them into pages so
that each page holds a contiguous range in the key space. ĉis has the same beneėts for updating as
clustering the tuple IDs by their primary key, but does not allow range predicates over the primary
keys. It does, however, allow the pages to be stored near to the tuples they reference in the DHT key
space. If the number of pages is large enough and the number of nodes is small enough, then with
high probability a node will own the index pages for the tuples it owns. Preliminary experiments
showed that the beneėts of the last approach for scan performance are very high, and that perfor-
mance was much beĨer than for the second option. We therefore cluster index pages by DHT ID in
our implementation, and all experimental results shown in this chapter use this approach.
Figure 4.3 shows themaindata structures used to ensure consistency. All data structures are repli-
cated using the underlying network substrate, so failure of any node will cause all of its functionality
to be assumed transparently by one or more neighboring nodes. All nodes in the system perform a
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Figure 4.3: Storage scheme to ensure version consistency and eﬃcient retrieval. Rounded rectangles
indicate the key used to contact each node (whose state is indicated with squared rectangles).
number of tasks based on the data stored at them. In its capacity as a data storage node, each partici-
pant holds a portion of the versioned tuple log by storing amapping from tuple IDs (recall that this is
the primary key plus a version identiėer) to full tuples; this is the primary storage mentioned above.
ĉe hierarchical index is shared among three types of nodes. ĉe relation coordinator for a particular
relation at a particular epoch holds the master record for that relation and epoch, a list of the page
IDs used in that version of the index. It also holds the inverse page ID, which identiėes a B+ tree that
allows the system to quickly determine which page a particular primary key would fall onto. ĉis is
split apart from the master record because small changes to a relation over time may not necessitate
changing the boundaries in the DHT key space between pages, and therefore the lookup tree can be
reused; it references indices in the list of page IDs instead of actual page IDs. An index node holds
index pages, keyed by page ID. Each page holds the tuple IDs for a contiguous range of the DHT key
space. ĉese tuple IDs can used to probe the data storage nodes for the full version of each tuple in
the relation. Recall that we place the index node entry at the same node as the tuples it references,
by storing the index page at the middle of the range of tuple keys it encompasses. ĉis is why the
network substrate, as discussed in Section 4.2, assigns a large, contiguous region in the key space to
each node; it means that the vast majority of tuple keys are never sent over the network. If each node
is responsible for many smaller ranges, this is no longer the case, and performance suﬀers. ĉus for
most tuples the same participant is both the index node and the data storage node.
Our scheme is designed to improve update performance and reduce storage overhead by eﬃ-
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ciently supporting relatively small changes to tables. Modifying a tuple in a relation requires us to
look up the page holding the old version of the tuple using an inverse node, modify that page to in-
clude the ID of the new tuple, and write out that modiėed page as the new index page for the region
of the table surrounding the updated tuple. ĉe entire contents of the new tuple must also be writ-
ten out to the network. ĉe system then creates a new version record linking to the updated index
page, and all of the unaﬀected pages from the previous version. Nomodiėcations happen at the data
storage nodes except to add the new version of themodiėed tuple; the previously used versions of all
other tuples continue to be referenced by the reused or updated index pages.
Example 1. Suppose we have three participants, each storing a partition of a simple, one-table data-
base, R(x; y), where x is the key and y is a non-key aĨribute. Node n1 is responsible for the range
[0x00…,0x55…], n2 for [0x55…,0xAA…], and n3 [0xAA…,0x00…]. In this example, the tuple
ID is the key aĨribute of a tuple and the epoch in which it was last modiėed, e.g., hf; 1i for R(f; a).
ĉe index page ID consists of the relation name, the epoch inwhich it was lastmodiėed, and a unique
identiėer for that relation and epoch, such as hR; 1; 1i for the second index page created for relation
R during epoch 1. It also includes the hash ID where the index page is stored.
In the ėrst epoch (epoch 0), a participant inserts the tuplesR(a; b) andR(f; z); system state aěer
this operation is shown in Figure 4.4a. In epoch 1, someone insertsR(b; c),R(e; e), andR(c; f)while
also changing R(f; z) to R(f; a); this is shown in Figure 4.4b. In epoch 2, someone inserts R(d; d).
ĉe ėnal state of the system is shown in Figure 4.4c. All of the structures stored in the system at
epoch 2, included state from previous epochs, is shown in Figure 4.5.
Pseudocode for performing a lookup appears as Algorithm 4.1. Retrieval starts at the relation
coordinator for the requested epoch, fromwhich a list of index nodes can be obtained. It sends a scan
request to each index node, along with any predicates that can be evaluated over the key aĨributes
present in the tuple IDs (the so-called sargable predicates). ĉe index nodes apply all such predicates
to the list of tuples for each index page, and requests that the matching tuples be retrieved. ĉis
operation is highly parallelizable; the only operation done at a single node is the sending of the scan
requests, which is very fast.
Example 2. Figure 4.6 shows how the lookup procedure works for our example instance. First, the
lookup request from n2 for relation R at epoch 2 is hashed to ėnd the node (in this case, n1) that is
the relation coordinator for the relation at the desired epoch. ĉe data stored there contains the list
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(a) State at epoch 0
(b) State at epoch 1
(c) State at epoch 2
Figure 4.4: State of the versioned relation R at each of the epochs for Example 1. Data is partitioned
across nodes by the key (the ėrst aĨribute), which is a subset of the Tuple ID. Redundant copies of
replicated data are not shown, nor are versions of tuples that only appear at previous epochs. ĉe leě
brackets indicate which nodes a tuple is stored on, while the right brackets indicate which index page
a tuple’s ID is on.
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Figure 4.5: All of the state stored in the system for versioned relation R aěer all of the operations
described in Example 1 have taken place.
1
2
3
Figure 4.6: Lookup of relation R at epoch 2 for the example instance, as described in Example 2.
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of index pages that contain the tuple IDs for that version of the relation. ĉe request to scan those
pages is sent to the index nodes that contain the contents of the pages, in this case n1 and n3. ĉose
index nodes then send requests on to the data storage nodes that contain the full tuples (stored as
a mapping from Tuple ID to full tuple) to scan the desired tuples given their IDs. ĉe data storage
nodes then retrieve the desired tuples and return them to the requester (not shown). Note that only
two of the six Tuple IDs were actually sent over the network, due to the colocation of index pages
and tuple data.
As mentioned before, this approach avoids any possibility of seeing stale data due to replication
lag. Suppose that, for some reason, n1 had not yet received a copy of the record for R at epoch 2. It
would search other nodes nearby in the system until it found a copy before proceeding. Similarly, if
n1 had not yet received the data hf; 1i, it would never simply return the data for hf; 0i; it knows that
data is stale because it does not appear in the index page. It would instead try to retrieve the full tuple
for hf; 1i from the network before proceeding.
Algorithm 4.1DĽňŉŇĽĶŊŉĹĸRĹŉŇĽĹŋĹ(R; e; f(k))
Input: R (relation), e (epoch), f(k) (ėlter function over key k)
Output: Matching tuples t 2 R satisfying f(k).
1: relCoord h(hR; ei)
2: Contact Relation Coordinator at relCoord, retrieve pageIDList
3: for page 2 pageIDList do
4: Ask Index node at h(he; (page.max+ page.min)=2i) to scan page page
5: Index node retrieves page contents Tuples
6: Index node ėlters Tupleswith f(k)! fTuples
7: for t 2 fTuples do
8: Index node requests that Data Storage node at h(t:key) scan the tuple t
9: Data Storage node sends t to node that requested scan, bypassing the Index node and Re-
lation Coordinator
10: end for
11: end for
4.4 ReliableQuery Execution
ĉeprior section described how to achieve reliable access tomutable data in a distributed hash table.
In this section, we explore how to perform reliable processing over this data. In combination, this will
allow us to achieve correct and complete answers to queries, even under network and in the presence
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of node failures. ĉis is contrast to prior peer-to-peer query engines, such as PIER (Huebsch et al.,
2005) and Seaweed (Narayanan et al., 2008), which were best-eﬀort. ĉeir focus was on scaling to
large numbers of nodes, and do to so it was necessary to sacriėce strict consistency. In our work on
query processing for collaborative data sharing, we can exploit the fact that we are limited to a smaller
scale to ensure reliable processing. In the case of OŇķļĹňŉŇĵ, this means reliable execution of the
queries that implement the update store and perform update exchange. For other distributed appli-
cations, this means any “single-block” SQL query, i.e. any query consisting of joins, scalar function
evaluation, predicate evaluation, and possibly a single level of aggregation.
As in this prior work on peer-to-peer query engines, we suﬀer from the general problems inwide-
area distributed systems of higher lag times, constrained bandwidth, and generally bursty commu-
nication. Like those systems, we adopt a push-driven style of distributed query processing. ĉe
operators at each node either receive data directly from a local scan of persistent storage, or receive
tuples as they arrive fromother nodes in system. ĉis ensures that asmuch processing is done as pos-
sible given the available data, and to enables Ěexible operator scheduling in the event of delays. Also
like PIER, most operators are partitioned-parallel, using hash ranges as the partitioning function; a
small fraction of each operator executes on each node. ĉis gives the system high scalability, assum-
ing a good hash function. Partitioned parallelism happens naturally for scans, given the data layout
described in the previous section. For other operators, it necessitates repartitioning to ensure that
tuples than need to end up at the same node do so. For example, in the case of a distributed join, the
tuples must be rehashed on (possibly a subset of) the join aĨributes, to ensure that any tuples that
should join are able to; similarly, for an aggregation, it must be a subset of the grouping aĨributes.
All data is ultimately collected at the query initiator node, which may do ėnal processing, such as the
last stage of aggregation, or a ėnal sort.
Hashing-Based DistributedQuery Execution
A query plan consists of a number of operators. Most are implementations of standard relational op-
erators, though a few are specialized to our storage layer or hashing-based partitioned-parallel data-
bases. Our system implements the following operators:
Covering index scan retrieves data directly from the index nodes, if only key aĨributes are required,
bypassing the data storage nodes.
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Distributed scan executes at both index nodes and data storage nodes, similar to in Algorithm 4.1.
ĉe index nodes ėlter index pages to eliminate tuples that don’t pass a predicate over the rela-
tion’s key aĨributes, and then send the passing tuple IDs to the data storage nodes. ĉe tuples
from each index page are stored nearby on disk, and are retrieved using the tuple IDs in a single
pass through the hash ID range for that page. Instead of being sent back to the query initiator,
the resulting tuples are pushed through the query plan.
Select implements selection on intermediate results.
Project is the standard projection operator.
Join is a pipelined hash join (Raschid and Su, 1986).
Aggregate is a a blocking, hash-based grouping operator, which supports re-aggregation of partially
aggregated intermediate results.
Ship sends the tuples it receives to the query initiator.
Rehash partitions its input among the system nodes by hashing on some subset of the tuples’ at-
tributes.
Compute-function performs scalar function evaluation, such as arithmetic or string concatenation.
Spool buﬀers its input tuples as the query initiator, so they can be retrieved once the query is ėn-
ished.
ĉe query is “driven” by some combination of the leaf-level scan operators described in the table—
each is novel to our system, as it exploits the speciėc versioned indexing scheme used in our storage
system. Such operators typically are run concurrently across all of the nodes in the system— each
operating on a data partition stored at those nodes.
From there, the retrieved datamay be passed locally through a series of pipelined operators, such
as joins or function evaluation. Recall that most operators execute in a partitioned-parallel fashion,
meaning that a logical operator in the query plan is represented by a collection of physical operators,
one at each node, each executing over a portion of the data in the system. Processing continues using
a given partitioning of the data (i.e. using a particular subset of tuple aĨributes as input to the hash
function) until the data needs to be repartitioned to enable a diﬀerent computation. ĉis happens
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using either a ship operator or a rehash operator. ĉe ship operator sends the data it receives to the
query initiator; this is needed to get the results to the spool operator that collects the results of a query.
ĉe rehash operator repartitions its input tuples by their hash IDs in the networking substrate and
sends them toother nodes in the system. Rehashing is commonly used to enable joins or aggregation,
when a relation needs to be re-partitioned on a join or grouping key. ĉe rehash operator routes
tuples to a destination node by ėrst hashing the key using the SHA-1 hash function, then consulting
the snapshot of the query routing table described previously.
Each operator sends an end-of-stream notiėcation to its parent operator when it ėnishes executing.
Scans can easily detect when they are done, and most other operators simply propagate an end-of-
stream notiėcation downstream aěer they receive it (perhaps ėrst performing some ėnal computa-
tion to produce results, as in a aggregate operator). However, detecting end-of-stream with the re-
hash operator is slightly tricky: it cannot complete until it has acknowledgment from all downstream
nodes that they have received all of the data it sent. Once the spool operator (the root of all query
plans that holds the query results) has received an end-of-stream notiėcation, all other operators
must also have ėnished, and so the query is complete.
We now show two examples of query plans for our system. Each is annotatedwith the intermedi-
ate state thatmight be generated during an execution of that plan. Example 3 shows howadistributed
join takes place, and Example 4 shows how a distributed aggregation takes place.
Example 3. Continuing our example of versioned storage given in Example 1, let us consider the
following query, which performs a self-join of the relation R(x,y):
SELECT x, z
FROM R r1, R r2
WHERE r1.y = r2.x
AnOŇķļĹňŉŇĵ query execution plan, overlaid with data from the example instance as it would Ěow
through the plan, is shown in Figure 4.7; we assume that node n1 posed the query and is therefore
acting as the query originator. Each node begins by scanning two copies of R, one for r1 and one
for r2. ĉe copy for r1 is then repartitioned on r1.y. It then joins with r2, which is already par-
titioned on with r2.x, making this a valid distributed join. ĉe resulting tuples are then sent to the
query originator, where they are spooled. As mentioned previously, end-of-stream notiėcations will
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r1 r2 r1 r2 r1 r2
r1.y r1.y r1.y
r1.y=r2.x r1.y=r2.x r1.y=r2.x
Figure 4.7: Distributed query plan for Example 3.
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propagate up through the query plan from the leaves; when they reach the spool operator, the query
results are complete.
Example 4. Now let us consider an aggregation query. Since the relation for the previous exam-
ple contained no numeric data, let us instead consider the relation StatePop(state,region,
population). ĉe primary key of StatePop is state, which is also the hash key used for par-
titioning. Suppose that node n1 wished to execute the following query:
SELECT region, SUM(population)
FROM StatePop
GROUP BY region
As before, we present a distributed execution plan, overlaid with data from a possible instance; this
is shown in Figure 4.8. ĉis plan performs a distributed scan of the StatePop relation, which pro-
duces data partitionedby state ID.ĉedata is then repartitionedbyhashingon theregion aĨribute.
Note that since there are only two regions present in the data, at least one node will not receive any
data; in that case, only n1 and n3 receive data. One the aggregate operators receive end-of-stream
notiėcations from all of the scan operators, they know that they will receive no more input and can
produce their output. ĉese tuples are then shipped to n1, the query originator, which collects the
results to the query.
Of course, the queries presented in Examples 3 and 4 are relatively simple. ĉe each contain
only one repartitioning of the data through rehashing. More involved queries, containing multiple
joins, possibly combined with aggregation, will make considerably more use of the rehash operation
to distribute intermediate state so it can be used in a series of operators. In the examples, there were
only a few possible ways of translating the query into a query plan, and the ones chosen are intuitively
among the best. With more complex queries, where operations may be reordered and there may be
multiple partitioning schemes that make sense, the query optimizer plays a critical role in choosing
a good plan, based on data statistics and data about the participants’ capabilities. We will discuss in
more detail how it does this in Section 4.4.
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StatePop StatePop StatePop
region regionregion
region region region
Figure 4.8: Distributed query plan for Example 4.
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Architecture for Performance and Failure Detection
Several aspects of our query processing architecture are enabled by our customhash-based substrate.
Prior work has used existing “oﬀ the shelf ” DHTs. For example, PIER uses Bamboo (Rhea et al.,
2004), while Seaweed uses Pastry. However, we additionally develop several techniques at the query
execution level that are vital for performance and correctness.
First, for eﬃciency, the query processor beneėts from the fact our substrate uses TCP tomanage
connections between machines. ĉis allows for automatic Ěow control in the event of a congested
network. Of course, we could have alternatively used UDP, and implemented Ěow control via peri-
odic handshaking. However, with the use of non-blocking I/O routines (to avoid the large numbers
of threads inherent in using blocking I/O overmany channels), we saw no evidence thatmaintaining
even hundreds of open TCP connections imposed any signiėcant overhead.
Second, for rapid failure detection, we use frequent UDP-based pings. While existing DHTs
also use a so-called “heartbeat” to detect node failure, they typically do not detect failures quickly
enough for our purposes. We need these notiėcations of node failure to percolate quickly up to the
query execution layer, so it can compensate for them in some way. In existing DHTs, failover is oěen
totally transparent to the application execution above the networking layer.
ĉird, for failure recovery, the query processor is given direct information about the state of the
routing tables. A snapshot of the routing tables is taken by the query initiator as it invokes the query;
recall that, as in OŇķļĹňŉŇĵ all nodes have global knowledge, this is a complete snapshot of the
partitioning of the DHT key space. ĉis snapshot is disseminated along with the query plan to all
nodes, in order to ensure absolute consistency of the routing tables. If one or more nodes fail in the
middle of execution, the diﬀerence in the routing tables is reported back to the query initiator, such
that it can incrementally recompute only the lost portion of the query state. We describe this feature
in detail in Section 4.4.
Fourth, for performance, the query processor batches tuples into blocks by destination, com-
pressing them (using lightweight Zip-based compression) and marshalling them in a format that ex-
ploits their commonalities. ĉis makes query processing much more eﬃcient than if it were built
over a DHTwith many smaller messages, and reduces CPU and bandwidth use.
Finally, for correctness, each tuple is annotatedwith information about which source nodes sup-
plied the data from which the tuple was derived. ĉis is used to prevent duplicate answers when
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recovering from a failed node.
Handling NodeMembership Changes
ĉemajor challengeof reliablequeryprocessing is how tohandle changes to thenode set. Recall from
Section 4.2 that the query initiator takes a snapshot of the routing table (which, for us, is the complete
key spacepartitioning) in the systemduringquery initiation. It disseminates this snapshot alongwith
the query plan so all machines will use a consistent assignment between hash values and nodes. ĉe
query initiator is itself deciding which participants are to participate in the query execution; this is
similar to the work performed by a distributed groupmembership protocol, such as in Reiter (1996)
or Birman and Joseph (1987), for example.
Node arrival
Suppose a node joins the system in the midst of execution. In a DHT, such a change immediately
aﬀects the routing of the system — and begins forwarding messages to the new node, which may
not have participated in any prior computation. In principle, one might develop special protocols
by which the new node would be “brought up to speed” by its neighbors. However, this becomes
quite complex when multiple nodes join at diﬀerent times. Instead, we let the query complete on its
initial set of nodes, and only make use of the new node when a fresh query (with a new routing table
snapshot) is invoked. ĉis approach provides simplicity and avoids expensive synchronization.
Node departure or failure
Our use of TCP connections between nodes is oěen adequate to detect network partition or a node
failure; we assume complete system failure, or at least a crash of our soěware running on the system,
rather than incorrect operation. If a sending node (and query operator) drops its connection before
sending an end-of-stream message, or a receiving node drops its connection before query comple-
tion, then this represents a failure. As mentioned previously, the system also performs periodic ping
operations in the background to detect a machine to which the TCP connection (at least appears to)
remain open, but which on which our distributed query processor is no longer successfully running,
perhaps due to a soěware crash. In either case, ignoring the failure at the node or connectivity failure
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between the node and the rest of the system will lead to missing or possibly incorrect answers. ĉis
leads us to the problem of recomputation, described in the next subsection.
Recovery from Failure
Our system supports two forms of recovery from failure. One option, upon detecting a node failure,
is to terminate and and restart any in-process queries. Assuming low failure rates, we will ultimately
get the answers this way; the indexing structure described in Section 4.3 will ensure that the scans in
the restarted query are correct, and therefore, unless another node fails, the query will complete with
accurate results. ĉis approach is straightforward to implement in OŇķļĹňŉŇĵ, since we can detect
which queries are still in-Ěight— in contrast to systems like PIER.
When failure during query execution is more likely, as in longer-lived queries running on large
numbers of nodes, beĨer performance (i.e. correct query answers are returned sooner) might be
obtained by performing incremental recomputation, where we only repeat the computations aﬀected
by the failed node, using a diﬀerent node that has data replicated from the failed one. ĉe key chal-
lenge here is that simply recomputing will likely result in the creation of some number of duplicate
tuples—which in turn will either lead to duplicate answers or (inmany cases) to incorrect aggregate
results.
Aěer a failure, any derived state in the system that originated from the failed nodes is likely to be
inconsistent, due to propagation and computation delays. We can re-invoke the computation from
the failed nodes and then remove duplicate answers, or instead we can remove all state derived from
the failed nodes’ data before performing the recomputation. We adopt the laĨer approach due to the
diﬃculty of detecting which tuples are duplicates. As was hinted at previously, this means we must
track which intermediate and ėnal results are derived from data processed at one of the failed nodes.
We tag each tuple in the system with the set of nodes that have processed it (or any tuple used to
create it), and maintain these sets of nodes as the tuples propagate their way through the operator
graph. As we validate experimentally, this can be done with minimal overhead. Granted, even some
overhead will probably increase the average time to query completion, if failures are rare; however,
in many instances we feel that having less variable query execution times, and in particular reducing
the maximum time it may take to execute a query, is worth a slight increase in the average execution
time.
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We divide incremental recomputation into four stages.
1. Determine change in assignment of ranges to nodes.When a node or set of nodes fail, other
nodes “inherit” a portionof the hash key space from failednodes. ĉequery initiator computes
a new routing table from the original one, assigning the ranges owned by the failed nodes to
remaining ones. If the failed nodes’ data is available onmore than one replica, the initiator will
evenly divide among them the task of recomputing the missing answers.
2. Dropall intermediate results dependent ondata from the failednodes. To prevent duplicate
answers, we scan the internal state of all operators and discard any tuples that are tagged as
havingpassed through a failednode (we term these tainted tuples). It is critical that any statenot
dependent on the failed nodes remains available. ĉis is easy to accomplish with join operator
state. For aggregate operators, we partition each group into sub-groups that summarize the
eﬀects of all of the tuples for each possible set of contributing nodes, and drop the sub-groups
for failed nodes. While the number of subgroups is exponential in the number of rehashes
(forn nodes andm rehashes,
Pm+1
k=1
 
n
k

), this number is typically small; critically, it does not
depend on the number of input tuples. Tuples that are in Ěight between operators (or crossing
the network) must also be ėltered in this way.
3. Restart leaf-level operations for the failednodes’ hashkey space ranges.We restart leaf-level
operations such as tablescans, re-producing any data that would have originated at the failed
nodes. As the data propagate through the system, they will be re-processed against the data
from other nodes, generating all join and grouping results dependent on them.
4. Re-create data that was sent to the failed nodes’ hash key space ranges. Additionally, any
data that was sent to a failed node was either lost when the node failed or has become tainted
by passing through the node and will therefore be discarded. Now all data that was to have
been sent to the failed nodes must be retransmiĨed. If an operator maintains an in-memory
snapshot of all data necessary to re-produce its answers (as with a pipelined hash join) this is
relatively eﬃcient. Formore costly operations such as tablescans, we add a cacheof their output
data, at the downstream rehash or ship operator. It is easy to detect which of the reproduced
tuples would have been sent to a failed node by consulting the query’s original routing table.
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Perhaps the most diﬃcult task in recovery is avoiding race conditions that lead to subtly incor-
rect query results. We have chosen to divide computation into phases corresponding to the initial
execution, followed by successive incremental recovery invocations. Each tuple gets tagged with a
phase. As each stateful operator processes a recovery message, it purges tainted data and increments
its phase counter. All tuples it (re)produces are in this new phase. ĉis allows the system to diﬀeren-
tiate between old, in-Ěight data from a failed node and new, recomputed results from recovery.
Query Optimizer
ĉe focus of this chapter is on the distributed execution engine of OŇķļĹňŉŇĵ, but we brieĚy de-
scribe its optimizer. It currently handles single-block SQLqueries, including function evaluation and
aggregation. It adopts the Volcano (Graefe, 1990) transformationalmodel, using top-down enumer-
ation of plans with memoization, and employing branch-and-bound pruning to discard alternative
query plans when their cost exceeds the cost of a known query plan. Our optimizer considers bushy
as well as linear query plans. It relies on information (previously computed and stored) about ma-
chine CPU and disk performance, as well as pairwise bandwidth. ĉe optimizer estimates costs by
assuming that each horizontally partitioned relation will be evenly distributed by the storage layer
across all nodes. It then estimates the cost of a subplan by considering the cost at the slowest node
or link that must be used at each stage— in a sense estimating the worst-case expected completion
time of each operation.
4.5 Experimental Evaluation
We begin by brieĚy describing our implementation, which has been under development for more
than two years. Our execution engine is implemented in approximately 50,000 lines of Java. It uses
BerkeleyDB Java Edition 3.3.69 for persistent storage of data. We conducted most experiments on a
16-node cluster of dual-core 2.4GHz Xeonmachines with 4GBĆMrunning Fedora 10, connected
by Gigabit Ethernet. To study performance at scale, we used up to 100 2GHz dual core nodes from
Amazon’s EC2 cloud computing service.
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Workload
Queries that are generated from schemamappings, as in data exchange and collaborative data sharing
systems, are primarily select-project-join queries that vary from domain to domain, and are seldom
publicly available. Alexe et al. (2008) developed a new benchmark suite, STBenchmark, which cre-
ates synthetic data exchange schema mappings along a variety of dimensions. We ran the STBench-
mark instance and mapping generator with the default parameters, but with the nesting depth set to
zero to produce relational data. We varied the size of each generated relation from 100K to 1.6M tu-
ples (themaximum theToXGene data generator could produce due tomemory constraints). Except
for one ėeld, all STBenchmark tables arewide relations containingmany 25-character variable length
strings (which are not necessarily representative of typical data exchange seĨings). Nonetheless, we
selected a representative subset of the STBenchmark mapping scenarios to study:
1. Copy, which retrieves an entire 7-aĨribute relation,
2. Select, which retrieves the tuples from a 6-aĨribute relation that satisfy a simple integer in-
equality predicate,
3. Join, which combines a 7-, a 5-, and a 9-aĨribute relation by joining them on two aĨributes,
4. Concatenate, which retrieves a 6-aĨribute relation, concatenates three of those aĨributes to-
gether, and returns the result along with the remaining three aĨributes, and
5. Correspondence, which retrieves a 7-aĨribute relation anduses a correspondence table to add
an integer-valued ID based on two of the input aĨributes to the result.
ĉe last query used a Skolem function (ID generator) in the output, which we replaced with a value
correspondence table, which is typical of data integration seĨings.
To add diversity and scale to our data and queries, we also experimentedwith the standard TPC-
HOLAP benchmark for the following reasons:
1. it scales to a variety of sizes, enabling us to consider dataset scalability,
2. it contains a diverse set of queries, enabling us to identify diﬀerent performance factors, and
3. it is a well-understood and standard benchmark for comparison.
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We used the standard TPC-H data generator to create source data at several scale factors, and we
selected the TPC-H queries meeting the single-SQL-block requirement of our optimizer. We dis-
tributed the 8 TPC-H tables by partitioning on their key aĨribute (ėrst key aĨribute, if more than
one aĨributewas present). Twoof the tables,Nation andRegion, were small enough thatwe replicated
them at each node; together they take up less than 3KB on disk. We use TPC-H queries 1, 3, 5, 6,
and 10, and measure running time to completion of the full query. Queries 1 and 6 are aggregation
queries over the Lineitem table; Q1 performs a distributed aggregation followed by re-aggregation
at the query coordinator, while Q6 only performs an aggregation at the coordinator. Queries 3, 5,
and 10 are 3-way, 6-way, and 4-way joins, respectively, followed by aggregation.
While we feel that the distributed storage and computation approaches described in this chapter
are potentially applicable to a variety of problems, they were developed with a distributed imple-
mentation the OŇķļĹňŉŇĵ CDSS in mind. In such an implementation, the query and storage layer
would provide a distributed implementation of the update store, the log of all transactions. It is also
responsible for executing the SQL queries that arise from the update exchange process, and for eval-
uating trust conditions over translated transactions. Given that there are no actual collaborative data
sharing instances in production use, and in fact the implementation of OŇķļĹňŉŇĵ over this new
storage layer is not complete, we feel that the data integration queries from STBenchmark and the
many-way joins and aggregations provided by TPC-H give a representative sample of the kinds of
queries that our system will eventually have to execute.
Allmeasurementswere taken aěer results converged to a stable range of values; this is done to en-
sure warm caches and to avoid invoking the Java JIT compiler, which otherwise adds a large amount
of noise. We present the mean of ėve runs, and show 95% conėdence intervals for the mean for all
data points
Performance in the Local Area
We ėrst study the performance of our engine over our cluster’s local network (running at the full
Gigabit speed), to see how the architecture scales.
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Figure 4.9: Running time: STBenchmark, 800K tuples/relation, 1-16 nodes. Performance contin-
ues to improve as the number of nodes increases.
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Figure 4.10: Running time: TPC-H Scale Factor 0.5, 1-16 nodes. Execution times continue to de-
crease as the number of nodes is increased.
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Figure 4.11: Normalized running time: STBenchmark, 800K tuples/relation, 1-16 nodes. ĉe nor-
malized time shown, the product of execution time and the number of nodes, would be Ěat if the
system scaled perfectly. As shown, join queries scale worse than other queries, but all beneėt from
adding additional nodes.
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Figure 4.12: Normalized running time: TPC-H Scale Factor 0.5, 1-16 nodes. ĉe normalized time
shown, the product of execution time and the number of nodes, would be Ěat if the system scaled
perfectly. All queries scale somewhat well, thoughQ10 andQ5 rehashmore data and therefore scale
less data than the others.
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Scaling Nodes
Figure 4.9 shows execution times for STBenchmark (at 800,000 tuples/relation) for 1 to 16 physi-
cal nodes, while Figure 4.10 shows times for TPC-H queries over the 500MB data set (scale factor
0.5). Ideally, the running times would be halved each time we double the number of nodes. Our
results come very close to matching this expectation for all of the TPC-H queries and about half of
the STBenchmark queries. In the other STBenchmark queries (in particular Copy), so much data
is returned (because the tuples consist of many long strings), that collecting the results at the query
initiator becomes a boĨleneck. With 16 nodes, all but 0.1 sec of theCopy query is spent transmiĨing
and receiving the results. We conducted separate experiments to verify that performance is mostly
limited by network bandwidth, with some additional performance degradation due to the unmar-
shalling and storage at the query initiator. All queries continue to show some performance improve-
ment as the number of processing nodes increases.
If scaling were perfect, the product of the number of nodes and the execution time, which we
term the normalized running time, would be constant. We present normalized running times for the
experiment just described in Figures 4.11 and 4.12. As onemight expect, there is overhead in scaling
to larger numbers of nodes, in addition to the beneėt of increased parallelism demonstrated above;
the lines in these ėgures are not constant. However, they are not steep, showing that the overhead
is not too great. Also as one might expect, the queries that exchange data between nodes to per-
form a join (Q3, Q5 and Q10 for TPC-H, and Join and Correspondence for STBenchmark) have
more overhead, as exchanging data is a many-to-many operation that becomes more complex as the
number of nodes increases; more network connections are used, and the routing table consulted to
determine where tuples should be sent becomes larger. It is important to remember, though, that as
shown in Figures 4.9 and 4.10, there is still beneėt to increasing the number of nodes.
Figures 4.13 and 4.14 show the total network traﬃc while executing these queries, and Figures
4.15 and 4.16 show the per-node traﬃc. As expected, the network traﬃc increases as we scale up
the number of nodes, but not dramatically so, and the per-node traﬃc (aěer rising signiėcantly when
wemove from single-node computation to distributed operation) continues to decrease as nodes are
added to the system.
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Figure 4.13: Network traﬃc: STBenchmark, 800K tuples/relation, 1-16 nodes. Network traﬃc
increases as the number of nodes increases, but plateaus.
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Figure 4.14: Network traﬃc: TPC-H Scale Factor 0.5, 1-16 nodes. Network traﬃc increases as the
number of nodes increases, but plateaus.
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Figure 4.15: Per-node network traﬃc: STBenchmark, 800K tuples/relation, 1-16 nodes. Per-node
network traﬃc continues to decrease as the number of nodes increases.
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Figure 4.16: Per-node network traﬃc: TPC-H scale factor 0.5, 1-16 nodes. Per-node network traﬃc
continues to decrease as the number of nodes increases.
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Figure 4.17: Running time vs. data size, STBenchmark, 8 nodes. For selection and foreign-key joins,
performance is linear in the amount of data, as expected.
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Figure 4.18: Running time vs. data size, TPC-H, 8 nodes. For selection and foreign-key joins fol-
lowed by aggregation, performance is linear in the amount of data, as expected.
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Figure 4.19: Network traﬃc vs. data size, STBenchmark, 8 nodes. For selection and foreign-key
joins, network traﬃc is linear in the amount of data, as expected.
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Figure 4.20: Network traﬃc vs. data size, TPC-H, 8 nodes. For selection and foreign-key joins
followed by aggregation, network traﬃc is linear in the amount of data, as expected.
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Figure 4.21: Running time vs. per-node bandwidth, 8 nodes, TPC-H scale factor 4. Performance
is severely constrained by available bandwidth only at lower bandwidths. At connection speeds rea-
sonable for a corporate or academic network, bandwidth is not a limiting factor.
Scaling Data Set Size
We next consider the eﬀects of scaling the data. Figure 4.17 shows execution times for STBench-
mark on the 16-node cluster for 100K to 1.6M tuples/relation, and Figure 4.18 shows the same for
the TPC-H queries over the 8-node cluster while varying the data size from 250MB to 4GB (scale
factors 0.25 to 4). Figures 4.19 and Figure 4.20 show total network traﬃc for the same scenarios.
Execution times and network traﬃc for all queries scale approximately linearly in the size of the data,
as one would expect since there are only foreign-key joins and the data is fairly evenly distributed.
We conclude that our system scales well on a LAN, andmove on to consider other network seĨings.
Performance over a SimulatedWide Area Network
We next consider possible variations on Internet connectivity among compute nodes. We made use
of the traﬃc shaping and network emulation features built into recent versions of Linux to simu-
late various parameter changes. Speciėcally, we used NetEm to delay outgoing packets, simulating a
higher latency network, and we used the HTB queue discipline to simulate a lower bandwidth net-
work. Here we focus on the TPC-H benchmark, since STBenchmark, due to its large strings, be-
comes increasingly bandwidth-constrained at the query initiator, and since we feel its data is actually
less representative than TPC-H’s.
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Figure 4.22: Running time vs. added network latency, 16 nodes, TPC-H scale factor 1. Only ex-
tremely high latency has a signiėcant impact on query performance.
Limited Bandwidth SeĨings.
Our experimental results, shown in Figure 4.21, demonstrate that while performance suﬀers in very
low-bandwidth connections, execution times are degraded but reasonable for the bandwidths likely
to be available between academic, institutional, or corporate users (> 400 kB/sec). Queries 1 and
6, which perform no rehash operations and therefore send much less data over the network, are less
impacted than queries 3, 5, and 10, which join multiple relations and rehash data while doing so.
Higher Latency SeĨings.
We also performed a series of experiments to determine the eﬀects of added latency on query execu-
tion performance. For these experiments, we used 16 cluster nodes and TPC-H scale factor 1. Since
the nodes are on a high-speed LAN, the latency of the physical network is 1 ms, so the added
latency is by far the dominant factor in the experiments. Figure 4.22 shows the eﬀect of increasing
latency uniformly on query performance. ĉe eﬀect of realistic ( 200ms) latencies was minimal.
Figure 4.23 shows the eﬀects of adding high latency at some nodes. ĉe query initiator is always
the last node to be slowed, which explains the large increase from 15 nodes to 16 nodes. In general,
the system is only sensitive to higher latency at the query initiator or if many of the nodes are high
latency; a single high latency node has very limited eﬀects on performance. Figure 4.24 shows the
109
810
12
m
e (
se
c)
0
4
6
cu
ti
on
 Tim
e (
se
c)
1
8
15
0
2
Q1 Q3 Q5 Q6 Q10
Ex
ec
ut
io
n T
im
e (
se
c)
16
# Nodes at
200ms
Ex
ec
ut
io
n T
im
e (
se
c)
Ex
ec
ut
io
n T
im
e (
se
c)
Ex
ec
ut
io
n T
im
e (
se
c)
Figure 4.23: Running time vs. number of higher-latency nodes, 16 nodes, TPC-H scale factor 1. ĉe
eﬀect of latency on performance is most strongly correlated with the highest latency node.
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Figure 4.24: Running time vs. latency variability for normally distributed latencies with mean
100ms, 16 nodes, TPC-H scale factor 1. ĉe latency variance has a limited inĚuence onperformance.
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Figure 4.25: Running time vs. number of slow nodes running at 100 KB/sec, 16 nodes, TPC-H
scale factor 1. Fast nodes run at 1600 KB/sec. ĉis experiment validates that the slowest node is the
dominant factor in determining running time. Marks on the 1 node bars indicate the performance
of a modiėed routing table that assigns ȐକȡȦ as much of the key space to the slow node as to all other
nodes; this shows that balancing the routing table by available bandwidth compensates for slower
nodes quite eﬀectively.
eﬀect of non-constant added latency on system performance. Here the latency of each outgoing IP
packet was normally distributed, with a mean of 100 milliseconds. ĉe ėgure shows the eﬀect of
changing the variance of the added latency. As before, the system is resilient to unstable conditions;
increasing the variability caused only a small decrease in query performance.
Validation thatWorst-Case Governs Performance
In our optimizer, we assumed that worst-caseCPU and network performance governs system perfor-
mance. Todetermine if this is correct, we ran the following experiment. While keeping the remaining
nodes at 1600kB/sec, we limited someof thenodes to 100kB/sec andmeasuredquery performance;
the last node to be reduced to the slower bandwidth was the query initiator. Figure 4.25 shows that
having only one node limited to the slower transmission rate greatly reduces query performance;
from there on the eﬀect is not very pronounced. ĉis conėrms our approximation that the slowest
node will limit overall performance.
It seemed likely that we could improve performance, at least for a few slower nodes, by adjusting
the ranges in the DHT key space so that the slower nodes were responsible for less data. We there-
fore modiėed the routing table for the case with one slow node so that the slow node is responsible
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for ȐକȢȥȦ of the key space (ȐକȡȦ of what it was before), and each of the remaining ėěeen nodes for ȐȖକȢȥȦ
of the key space, or ȐȖକȡȦ of what it was before. ĉe results are the single data points overlaid on Fig-
ure 4.25. Encouragingly, the execution times for this “weighted” scenario comevery close to those for
the case where all of the nodes are fast. Performing such tuning in an automatic fashion is a therefore
a promising avenue for future research, and we propose such work in Chapter 5.
Scalability to Larger Numbers of Nodes
Since we have a limited number of local machines in our cluster, we next tried several alternatives to
scale to higher numbers. Our initial eﬀorts were with the PlanetLab network testbed— but disap-
pointingly, we found that most nodes here were severely underpowered and overloaded, and disk-
and memory-intensive tasks like ours were constantly thrashing, resulting in inconsistent and unin-
formative results.
Instead, we leased virtual nodes fromAmazon’s EC2 service— somethingwe envisionOŇķļĹň-
ŉŇĵ’s user base doing as needed. Amazon has data centers geographically distributed across the
world, so round-trip times are short and bandwidth is high. We used EC2’s “large” instances with
7.5GBĆM, and a virtualized dual-core 2GHzOpteron CPU; this is more memory than is needed,
but the next smaller EC2 instance size had too liĨleĆM. We experimented with the TPC-H sce-
nario, as performance on STBenchmark at the data sizes we could generate was either too fast to be
measured reliably or dominated by the cost of collecting the results at the query initiator.
We varied the number of total participants in the seĨing from 10 to 100, using TPC-H scale
factor 10 (10GB data). Network traﬃc results, shown in Figures 4.26 and 4.27, are similar to the
results shown in Figures 4.14 and 4.16 for smaller numbers of nodes. Execution times are shown in
Figure 4.28. As before, increasing thenumberof nodes leads to adramatic decrease in execution time.
Figure 4.29 shows normalized execution times, again by considering the product of the number of
nodes and the execution time; if our system scaled perfectly, the linewould be totally Ěat. We see that
some queries perform signiėcantly faster (on a normalized basis) as the number of nodes increases
from ten to forty or so. ĉis is because a greater fraction of the TPC-H relations can be cached in
memory; observe thatQ1andQ6,which readdata only from theLineitem relation (whichėts into the
cache at all numbers of nodes) do exhibit this behavior. Aěer this, the per-node overhead increases,
and we see less than perfect scaling as we move from forty to 100 nodes; however, the scaling is still
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Figure 4.26: Total traﬃc on 10 to 100 EC2 nodes, TPC-H scale factor 10. Overall network traﬃc
increases only gradually as the number of node increases.
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Figure 4.27: Per-node traﬃc on 10 to 100 EC2 nodes, TPC-H scale factor 10. Per-node traﬃc con-
tinues to drop as the number of nodes grows.
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Figure 4.28: Execution time on 10 to 100 EC2 nodes, TPC-H scale factor 10. Adding more nodes
continues to improve execution time.
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Figure 4.29: Normalized execution time on 10 to 100 EC2 nodes, TPC-H scale factor 10. ĉe nor-
malized time shown, the product of execution time and the number of nodes, would be Ěat if the
system scaled perfectly. While the system does not scale perfectly, the normalized execution times
increase slowly relative to the increase in the number of nodes, due to routing and distribution over-
head. ĉe initial decrease innormalizedexecution time for certainqueries is due to the entireworking
set of tables for those queries ėĨing into the nodes’ caches.
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Figure 4.30: Total traﬃc on a mix of EC2 and cluster nodes, TPC-H scale factor 2. Network traﬃc
increases slowly as we increase the system size.
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Figure 4.31: Per-node traﬃc on a mix of EC2 and cluster nodes, TPC-H scale factor 2. Per-node
traﬃc continues to fall as we increase the system size.
good, as shown by the fact that running times continue to decrease in Figure 4.28, and by the slope
of the lines in Figure 4.29. ĉis experiment validates the scalability of our system to large numbers
of nodes.
We also experimented with a mix of EC2 nodes and machines from our cluster. For this exper-
iment, we employed EC2’s “small” instances with 1.7GBĆM, and a virtualized CPU that is nom-
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Figure 4.32: Execution time on a mix of EC2 and cluster nodes, TPC-H scale factor 2. Increasing
system size continues to result in improved performance.
inally a 2.5 GHz Opteron but varies in performance. For smaller numbers of nodes (up to 30), we
used an equal number of cluster nodes and EC2 nodes; for larger numbers, we used 30 cluster nodes
and the rest came from EC2. To accommodate the relatively small about ofĆM in the EC2 nodes,
we used TPC-H scale factor 2. Total and per-node network traﬃc is shown in Figures 4.30 and 4.31,
and execution time in Figure 4.32. ĉe trends are very similar to to trends for experiments using ex-
clusively EC2 nodes, shown in Figures 4.26, 4.27, and 4.28. ĉese results conėrm the ability of our
system to scale to large numbers of nodes in a real-world seĨing with geographically diverse nodes.
Failure and Recomputation
Finally, we study recovery when a node fails or becomes unreachable. One option is to abort the
query and restart it over the remaining nodes. ĉe other is to use the remaining nodes to recompute
the “lost” results. Our experiments used 8 nodes and TPC-H scale factor 2.
Incremental Recomputation versus Total Restart
Toexplore the trade-oﬀsbetween incremental recomputation versus full restart, weėrst ran a series of
experiments using Q1(a selection and aggregation query) and Q10 (which performs three joins fol-
lowed by an aggregation), chosen to represent the two classes of TPC queries we studied. We started
each query and at varying points aěer the start of the query (before it ėnished) we caused one of the
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Figure 4.33: Running times for Q1 andQ10 with a failure with and without incremental recovery, 8
nodes, TPC-H scale factor 2. ĉe failure occurred aěer the number of seconds shown on the x axis.
As shown, regardless of when the failure occurred, incremental recovery is signiėcantly faster than
restart.
nodes to fail. To avoid giving incremental recomputation an unfair advantage, we recompute using
the same routing tables (which spreads the range of the failed node evenly over the nodes holding its
replicated data). Figure 4.33 shows performance results for Q1 andQ10. In both cases, incremental
recovery outperforms aborting and restarting by approximately 20%, validating the approach. Exe-
cution is slow for both techniques (compared to no failure) due to the cache misses inherent when a
new node takes over a portion of the substrate key space.
Overhead of Incremental Recomputation
Incremental recomputation requires more data to be stored and sent over the network (to track the
provenance of intermediate results), and requires that all intermediate results be kept around until
the end of the query. Clearly, if this adds signiėcant overhead to an average query, it may actually
be preferable to restart aěer nodes fail. We measured the overhead of incremental recovery support
on the TPC-H queries, which we brieĚy summarize here. Execution time overhead for each query
is shown in Figure 4.34, while network traﬃc overhead is shown in Figure 4.35. As expected, re-
covery support slightly increased execution time: queries ran from 2%-7% slower. Network traﬃc
increased by negligible amounts, at most 2% (for Q10). In our view, this overhead is low enough
to make it worthwhile if there is a reasonable expectation of node failure — particularly for long-
running queries where the cost of restart may be high. Such an expectation goes up as more nodes
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Figure 4.34: Execution time overhead of incremental computation, TPC-H scale factor 2, 8 nodes.
Adding support for incremental recovery results in a small increase in execution time if there is no
failure,mainlydue to the cost ofmaintaining theper-tuple annotationsholding the contributingnode
sets.
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Figure 4.35: Network traﬃc overhead of incremental recovery, TPC-H scale factor 2, 8 nodes.
Adding the per-tuple annotations needed for incremental recovery results in only a change in the
amount of network traﬃc. We aĨribute the decrease in traﬃc for Q3 to experimental error arising
from the eﬀects of thread scheduling and buﬀering prior to transmiĨing data across the network.
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join (and query running times go down, reducing the overall amount of overhead). Also, if query
performance is limited by available network bandwidth, incremental recovery becomes almost free
due to the low network overhead, and restarting becomes more expensive. Finally, we also feel that
inmany situations predictable query performance is more important that average query performance. If
we can signiėcantly reduce the worst-case running time at a small cost to the average case, this may
lead to beĨer perceived performance, especially in a user interactive system.
4.6 Conclusions and Analysis
ĉis chapter has shownhow to provide a reliable peer-to-peer storage and query execution engine for
a CDSS. ĉis involves a richer networking substrate, novel diﬀerential indexing schemes to guaran-
tee the correct versions of all tuples are used during processing, and a query evaluator that is carefully
matched to this substrate. We developed techniques for handling failures through incremental or
full recomputation, and showed the trade-oﬀs between these approaches. We experimentally val-
idated the performance of our approach in a variety of seĨings. We experimentally demonstrated
the need for load balancing in heterogeneous peer-to-peer networks, and validated a potential solu-
tion by manually altering the key space partitioning to favor more powerful nodes. We will explore
automatic means of performing such load balancing, and address short comings of the totally even
partitioning scheme we used here, as part of a more general approach in Chapter 5.
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Chapter 5
LoadBalancing
Real peer-to-peer and cloud systems containmany nodes of varying capabilities, varying background
loads, or both. Some are beĨer connected to the Internet, some are more computationally powerful,
some have faster disks, some have more memory, some also perform other tasks, and so on. ĉe
peer-to-peer query processor for OŇķļĹňŉŇĵ presented in Chapter 4 did not take this into account.
It implicitly assumed that all nodes were equally powerful when it assigned equal portions of the dis-
tributed hash table key space to each node in the range partitioning scheme described in Section 4.2;
this ensured that no node was assignedmore than its “fair share” of the data, assuming it is uniformly
distributed throughout the key space. ĉis provided optimal performance in the case that the nodes
were equally powerful and performing no other tasks, whichwas the scenario used in the experimen-
tal evaluation in Section 4.5.
Unfortunately, this scenario is not likely to occur in practice. In a wide-scale distributed system,
diﬀerences in network connectivity aremore or less inevitable, and hardware heterogeneity is also to
be expected. Especially in the case of an ad hoc cloud of user-supplied nodes, background load due
to existing use of hardware resources is also very likely. An experiment described in Figure 4.25 of
Section 4.5 showed that the least powerful (in this case, lowest bandwidth) nodewas a limiting factor
in query processing performance. ĉis ėgure also shows the result of a preliminary experiment, in
which the amount of the key space assigned to each node is weighted by its available bandwidth.
With this tweak, the performance of a systemwith one slow nodewas very close to the default evenly
balanced performance when all nodes were at the same faster speed. ĉis promising result is part of
the motivation for this chapter: intuitively, assigning more of the key space to more capable nodes
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will result in beĨer performance, solving the problem of node heterogeneity.
Additionally, the totally evenpartitioning used in the previous chapter violated several traditional
properties of peer-to-peer networks. In traditional DHTs like Pastry Rowstron andDruschel (2001)
and Chord Stoica et al. (2001), a node arrival or departure only changes the key space partitions
owned by nodes that are “nearby” in the key space to the ID of arriving or departing node. In the
even partitioning proposed in Section 4.2, any node arrival or departure will cause some change to
allother nodes; in smaller networks, the amountof change canbe very large. Wewould like to explore
ways to retain Pastry and Chord’s partitioning resiliency property while also ensuring the partitioning
has other desirable properties, like evenness or being skewed towards more capable nodes.
A third shortcomingof the even rangepartitioningwas that it didn’t account fordata skew, and the
resulting load skew. Hashing with a suﬃciently good hash function does a nice job of compensating
for range-based skew, or various other kinds of skew(say a bias towards evennumbered IDs, or names
that end in an ‘s,’ ormanyother properties). However, it cannot compensate for large numbers of data
items with the same DHT ID; this is possible in our system, and perhaps even likely, if a relation has
a compound primary key. ĉis situation leads to a non-uniform data item density in the DHT key
space,meaning that even rangepartitioningmay still lead to anon-evenpartitioningof data items. We
would like to explore ways to compensate for this issue of data skew as we solve the aforementioned
problems of node heterogeneity and partitioning resiliency.
ĉese three problems with partitioning motivated us to entirely rethink the partitioning scheme
used in Chapter 4. In this chapter, we replace that partitioning scheme (while leaving the rest of the
system unchanged) with a new approach to partitioning that exploits the replicated property of the
data in the system. Since each data item is stored at multiple nodes, the system has some Ěexibility at
query execution time as to how to allocate nodes to regions of the DHT key space. If we exploit this
Ěexibility in a suﬃciently clever fashion, we can ėnd a uniėed solution to these three problems.
ĉis chapter is structured as follows:
• Section 5.1 describes in detail how replication aﬀords us partitioning Ěexibility.
• Section 5.2 beginswith an introduction of constrained optimization as a class of problems, and
then states the operations a constraint solver must support in order for our approach to work.
• Sections 5.2 and 5.2 showhowwe cast partitioning optimization as a constrained optimization
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problem, and consider both node heterogeneity and data skew.
• Section 5.2 gives a concrete example of the type of constrained optimization programs gener-
ated for input into theMinion constraint solver.
• Section 5.3 explores the amount of imbalance present in the base partitionings created by
Pastry-style partitioning, and shows how much our approach can reduce that under a variety
of seĨings.
• Section 5.3 explores how performance of the OŇķļĹňŉŇĵ query processor on a variety of
OLAP and schema mapping queries is aﬀected by partitioning optimization, and shows the
eﬀect of partitioning optimization on data skew.
• Section 5.3 compares performance of OŇķļĹňŉŇĵ with several traditional RDBMSs.
While we defer a full discussion of related work to Section 6.4, we brieĚy discuss here the reason
that the standard techniques for load balancing from the literature do not apply. ĉe canonical ap-
proach to load balancing in distributed hash tables is that of virtual servers, introduced in the context
of Chord’s distributed ėle system CFS (Dabek et al., 2001). In this approach, each physical node in
the system runs many virtual nodes, each with its own node ID and own partition of the DHT key
space. If there are enough virtual nodes at each physical node, with high probability each physical
node will have an approximately even share of the key space assigned to it by all of its virtual nodes.
More powerful physical nodes can be mademore likely to receive a large fraction of the key space by
running more virtual servers. ĉe approach breaks down in our context because of the locality as-
sumptions (described in Section 4.3) between index pages and the tuples they reference; preliminary
experiments showed that performance using various numbers of virtual nodes at each physical node
for a 16-node system oﬀered performance so dramatically worse than the even partitioning used in
the previous chapter that we did not study it further. Our system stores index pages near referenced
tuples in the DHT key space, making it likely that the index pages are never sent over the network. If
we assign each nodemany smaller discontiguous regions of the key space,more of the index pages are
sent over the network, and performance suﬀers. ĉerefore, we need a balancing solution that assigns
each node a contiguous region of the key space, to minimize this source of network overhead.
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(a) Pasty Ownership Assignment (b) Pastry Replicated Data Assignment
Figure 5.1: Partitioning of the DHT key space. ĉe data is replicated with replication factor r = 3.
5.1 Partitioning Flexibility
Recall that Pastry-style partitioning uses a circular DHT key space (from 0 to 2160 - 1) which wraps
around. Each node has an ID in theDHTkey space, typically the hash of it’s IP address (or IP address
and some unique local identiėer, such as TCP port, if multiple virtual nodes are being run on the
same physical node). ĉese nodes are then placed onto the DHT key space ring, and each node is
responsible for, or “owns,” the region of the key space closer to it than to its neighbors. ĉis is shown
in Figure 5.1a. If data is then replicated with a replication factor r, each data item (and therefore each
portion of the key space) is stored at r- 1 other nodes as well, for a total of r copies. In this chapter,
we assume that r is always odd, and that each data item is replicated at r-12 nodes counterclockwise
from the node that owns it, and r-12 node clockwise as well. ĉis leads to the overlapping assignment
of regions of the DHT key space (for purposes of data storage) to nodes as shown in Figure 5.1b.
In a DHT-based storage system and query processor such as ours, the partitioning of the key
space is used both to determine where persistent data is retrieved from persistent storage, and how
intermediate results are partitioned. Each region of the key space must be assigned to exactly one
node. One such assignment in shown in Figure 5.1a. Note, however, that this assignment is rather
lopsided.
Deėnition 9 (Routing Imbalance). We use the routing imbalance metric as a measure of the quality of
a partitioning. ĉe routing imbalance is the largest ěaction of the key space assigned to one node divided by
the ěaction assigned to each node in a perfectly even assignment; this is equivalent to the largest ěaction times
n, the total number of nodes. Since in any assignment one node must be responsible for at least 1n of the key
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space, and can be responsible for at most all of it, the routing imbalance ranges ěom one to n. If all nodes in
a system are equally powerful, the node that is assigned to the largest ěaction of the key space, and therefore
has more work routed to it, is typically the boĪleneck; therefore higher routing imbalance is strongly correlated
with the execution time of a query. For the time being we assume homogeneous nodes, and will address node
heterogeneity shortly.
We can use the routing imbalance to quantify how lopsided the partitioning in Figure 5.1a is.
From thenode IDs, for Pastry-style partitioningwe candetermine thatn1 owns the region[0x00…,
0x25…), n2 the region [0x25…,0x35…), n3 the region [0x35…,0x90…), and n4 the region
[0x90…,0x00…). n4 therefore owns 716  0:44 of the key space, giving a routing imbalance of
1.75. If the nodes are equally powerful, this partitioning would lead to much worse performance
than the totally even partitioning we used in Chapter 4, since n4 in particular would be overloaded,
and n2 in particular would be underloaded.
Sincewe have commiĨed to preserving the property of partitioning resiliency, we cannot directly
apply the techniques of even partitioning fromSection 4.2 for all operations. Scans of persistent stor-
agemust occur where a copy of the data is stored. We could, in principle, adopt even partitioning for
all operations that take place aěer a scan, but use Pastry-style partitioning for base data. ĉis com-
plexity of multiple partitionings per query has several drawbacks. First, it signiėcantly increases the
complexity of the system, and would have required extensive modiėcation to our existing codebase.
Second, it reduces the potential for exploiting data locality to increase performance; data would have
to be repartitioned using the second partitioning to, say, join a table on an aĨribute that was parti-
tioned by that aĨribute.
We decided to continue to use Pastry-style partitioning for data storage, since this preserves par-
titioning resiliency. However, since the data is replicated, each data item is stored at many diﬀerent
nodes in the system; the overlapping regions of the key space stored at multiple node are shown in
Figure 5.1b. ĉis redundancy is the key to our approach, as it means that data items are available at
nodes other than the nodes that own according to the original partitioning of the key space. Further-
more, since replication is designed for seamless failover, redundant data is placed in such a way that
we can adjust the boundaries of nodes’ partitions in the key space by sliding them; in particular, we
can slide them to reduce the load on overloaded nodes and increase the load on underloaded nodes.
ĉis Ěexibility gives us signiėcant opportunities to improve query performance by using a partitioning for query
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(a) Balanced Partitioning (b)Weighted Partitioning
Figure 5.2: Optimized partitioning of the DHT key space. Here we show several partitionings of the
key space that are possible, given the replicated data placement shown in Figure 5.1b. ĉe overlap-
ping colored ring segments inside the black ring showwhere the data is available, and the coloring of
the outer ring shows which regions of the key space are assigned to which node. Figure 5.2a shows
how the key space can be partitioned to assign equal amounts of data to each of the four nodes, and
Figure 5.2b shows how it can be partitioned to give much less data to node n4 (represented by the
doĨed orange lines). ĉese partitionings respect the data availability due to replication.
execution that is much more balanced. We can tweak the regions of the key space assigned to each node
to create amore balanced partitioning; by ensuring that the region assigned to each node falls within
the region of the key space that it has replicated data for, we retain the ability to scan persistent storage.
ĉis eliminates the need for two diﬀerent partitionings that was a problem with the above proposal
to use totally even partitioning only for intermediate results. Figure 5.2a shows how the redundancy
in Figure 5.1b can be used to create a more even partitioning; each each node has an exactly even
fraction of the key space, giving a routing imbalance of one.
ĉere are of course occasions where the routing imbalance is not as strongly correlated with per-
formance. For example, if nodes are heterogeneous, thenwewant to allocatemore of the key space to
more powerful nodes, and less to less powerful nodes, in proportion to some sort of capabilitymetric
that is directly proportional to query execution speed at eachnode. Suppose that, of the nodes shown
in Figure 5.1b, node n4 is approximately six times less powerful than the other nodes, therefore has
capability ȐକȦ of theirs. Figure 5.2b shows a partitioning that assigns approximately ȐକȦ as much of the
125
key space to node n4 (the doĨed orange regions) than to each of the other nodes. In this case, in-
stead of creating a partitioning with a lower routing imbalance, we want to create a partitioning with
a lowerweighted routing imbalance, which considers the node with the largest fraction of the key space
divided by its capability; we then normalize this by multiplying by the sum of all nodes’ capabili-
ties. ĉis metric ranges from one (optimal) to the quotient of the sum of all nodes’ capabilities and
the least powerful node’s capability (worst outcome). Figure 5.2b shows a partitioning that mini-
mizes this quantity to one. Node n4 has Ȑକȡȩ of the key space, giving its weighted routing imbalance
as
 
1
19  1
  19 = 1, and the other nodes have their routing imbalance as   619  6  19 = 1; the
maximum of these is one, so the overall routing imbalance is also one.
Another case case where naïve routing imbalance is not ideal occurs when data is skewed. Here,
the implicit assumption that data points are evenlydistributed through the key space is no longer true.
ĉerefore, instead of considering fractions of the key space when computing the routing imbalance,
we must consider fractions of all data. ĉis is a very diﬃcult problem when considering skew in
the distribution of intermediate results or diﬀerent skews in diﬀerent relations; we want to continue
to use only one partitioning during query execution, as explained above. ĉerefore, we consider
data skew only to reduce the scanning cost of a single relation, when that cost may be the dominant
component of query execution cost.
In the above examples, the data was highly replicated. Each portion of the key space was stored
at ȒକȤ of the nodes, giving us considerable leeway in choosing a partitioning. In general, however,
each portion of the key space may be stored at a much smaller fraction of the nodes. ĉere may be
a string of successive nodes with IDs very close together, meaning that some nodes may not have
anywhere near their “fair share” of the key space. In the more general seĨing, it is not clear what an
algorithm to partition the key space optimally would look like. Decisions made locally (i.e. to assign
a certain region of the key space to a particular node) can have global eﬀects by forcing overly large
or small regions of the key space to be assigned to other nodes because of the constraints imposed
by data availability. However, the problem is relatively simply speciėed: we want to minimize the
(weighted) routing imbalance, subject to the constraint that each node only be assigned regions of
the key space it has data for. ĉere are general soěware tools (and indeed an entire ėeld of computer
science research) devoted to the general problems of optimization and constraint satisfaction. In the
next section, we describe how we have formulated this problem for such a tool.
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5.2 Partitioning as ConstrainedOptimization
ĉegeneral constraint satisfactionproblem (CSP) is awell-studiedproblem incomputer science (Tsang,
1993; Dechter, 2003; Apt, 2003). An instance of the CSP consists of a set of variables, each with its
own domain, and a set of constraints; the goal is to ėnd an assignment of all the variables to values
from their domains that satisėes all of the constraints. ĉere aremany variants of this problem, which
impose diﬀerent conditions on the variables and constraints. A related problem is the constrained op-
timization problem, which is a CSPwith an associated objective function, which should bemaximized
orminimized. Perhaps the best-knowncase of constrainedoptimization is linear programming (Cor-
men et al., 2001, chapter 29), which is widely used and studied in many computer science classes.
Partitioning the key space is an optimization problem. It is not enough to simply require that
each node only be responsible for data it has a copy of; the initial Pastry partitioning will do pre-
cisely that. We want to minimize the routing imbalance, subject to those constraints. However, lin-
ear programming is not suﬃciently powerful to express the deėnition of routing imbalance. A linear
programming objective function must be a weighted sum of a collection of variables, while routing
imbalance takes the maximum of a collection of variables. Our problem is therefore an instance of
the more general constrained optimization problem, and we must look to more general soěware to
solve it; unfortunately, with increased expressiveness typically comes increased diﬃculty to ėnd a
solution.
Here, we showhow to formalize our partitioning problem for theMinion¹ constraint solver. Min-
ion was chosen for a proof-of-concept implementation because it is modern, open-source, and well-
documented. Gent et al. (2006) provides details of howMinion is implemented; however, theMin-
ion interface consists almost exclusively of high-level constraint speciėcations, so no knowledge of
how it the problem is solved is necessary to understand our formalization of the problem. While
we show Minion syntax, the only requirements we make of the solver is that its input language can
express the following operations in a constrained optimization problem:
• Subtract one integer from another
• Divide one integer by another
• Choose the minimum from a collection of integers
¹Available from http://minion.sourceforge.net
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• Enforce strict inequality of integers (i.e. x  y)
• Enforce non-strict equality of integers (i.e. x  y)
It seemsunlikely that any robust constraint solverwould lack theseoperations. Wepropose to explore
performance of other constraint solvers on this problem as an interesting area of future research.
Partitioning granularity
In optimization problems, there is a trade-oﬀ between the ability to ėnd an optimal solution and the
ability to ėnd an acceptable solution quickly. A more complex formulation of a problem entails a
larger search space, which takes much longer to explore fully; a simpler formulation one may never
be able to ėnd as good a solution, but the solver can ėnd the best solution (or one close to it) for that
formulation very quickly. In other words, a simpler model is faster but may be less representative of
Ěexible, and therefore will produce results further from optimal.
Our optimization problem is no diﬀerent. Here, the search space is the possible assignments of
regions of the key space to nodes. A naïve implementation partitioning optimization would search
all possible assignments using the systems native 160-bit integers as the DHT key space. ĉis, how-
ever, leads to a needlessly large search space; the diﬀerence in routing imbalance between assigning
the range [0x00000000000000000000, 0x10000000000000000000) to a node and as-
signing the range [0x00000000000000000000, 0x10000000000000000600) to a node
is like likely to be very small. Additionally, minion (we used version 0.9) represented integers in-
ternally as signed 32-bit quantities, and therefore cannot store numbers larger than 231 - 1. Even if
it supported arbitrarily large integers, performance would likely be unacceptable due to the lack of
hardware support for very large numbers.
ĉerefore, we choose to break theDHTkey space into amuch smaller number of chunks. Chunks
are assumed (for the purposes of optimization) to contain equal amount of data. If the data is approx-
imately evenly distributed through the key space (which is very likely due to the high quality SHA-1
hash used inOŇķļĹňŉŇĵ), then each chunk contains an equal fraction of theDHTkeys space. If the
data is skewed within the key space, then we can use an equi-depth histogram of the distribution of
the data over the key space to split the key space into chunks. Either way, once the key space is parti-
tioned into these chunks, the optimization problem becomes to assign these chunks to the nodes in
the system.
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ĉere is still a trade-oﬀ between ėnding the least imbalanced partitioning possible and ėnding
an acceptably good one quickly. Dividing the ring into a larger number of chunks leads to a larger
search space, and thereforemay take longer to ėnd an acceptable solution; it may also, of course, ėnd
good solutions that a problem formulation of coarser granularity wouldmiss. We explore the perfor-
mance of diﬀerent numbers of chunks experimentally in Section 5.3. For most results presented in
this chapter, we choose the number of ring chunks to be ėve times the number of nodes; this seems
to give a good trade-oﬀ between result quality and optimization speed. If the nodes have varying
capabilities, as discussed in Section 5.1 and shown in the example of Figure 5.2b, then the number
of chunks per node should be at least the ratio of the capabilities of the fastest and slowest nodes;
however, to avoid creating an overly complex formulation of the problem, it may be desirable to cap
the number of chunks per node to ensure that a reasonable solution can be found quickly.
Problem formulation
Let us begin by deėning the inputs to the problem.
• ĉe number of chunks, numChunks
• ĉe counterclockwise bounds of each chunk, chunkBoĪom[i], in the DHT key space. ĉe
clockwise bound of each chunk is implicitly the counterclockwise bound of the succeeding
chunk. Each chunk therefore holds the range [chunkBoĪom[(i - 1) mod numChunks];
chunkBoĪom[i]) of the key space.
• ĉe number of nodes, numNodes
• ĉe counterclockwise and clockwise bounds of the region of the key space available at a node
ni, lower[i] and upper[i], respectively
• ĉe capability of each node ni, capability[i]. Recall that is is a number directly proportional
to the speed of processing at ni. Capabilities should be scaled by a suﬃciently large factor to
avoid loss of precision when capability is subject to integer division by an integer in the range
[0; numChunks).
For the remainder of this chapter, we use  and 	 to denote modular arithmetic, relative to either
the number of nodes or the number of chunks depending on the context.
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ĉe output of the problem is logically the partitioning of chunks to nodes. To ease problem
speciėcation, we instead use as output the pivots, the points around the ring that are the edges of
partitions:
• pivots[i] holds the index of the most clockwise chunk that is assigned to node ni instead of
node ni1
As hinted at above, our optimization problem is expressed using only integers; like many other
constraint solvers, Minion does not support Ěoating-point numbers. ĉerefore, we cannot natively
express thatwewant tominimize the routing imbalance. We instead chose tomaximizewhatwe term
the availability, which now deėne.
Deėnition 10 (Node availability). For a node ni, the node availability is that node’s capability divided
by the number of chunks assigned to it. A default capability is used if the nodes are all equally capable. As
mentioned above, the capabilities are made suﬃciently large that there is not a serious loss of precision when the
capability is divided by the number of chunks using integer division. Node availability is proportional to the
inverse of the routing imbalance at anode for any particular problem instance.
More formally, for a nodeni, 0  i < numNodes, we deėne
nodeAvailability[i]  capability[i]pivots[i 1]	 pivots[i]
Deėnition11 (Availability). Availability is theminimumnode availability over all nodes. ĉis corresponds
to routing imbalance for a partitioning taking the maximum of the routing imbalances at the nodes.
availability  min
0i<numNodes
nodeAvailability[i]
ĉe objective function of our optimization function is, therefore, to maximize the availability
of the partitioning. We now turn to the constraints. We ėrst describe how we translate the available
regions of each node speciėed by lower and upper into chunk numbers by rounding in the appropriate
directions. For 0  i < numNodes,
lowerChunk[i]  index in chunkBoĪom of ėrst ID clockwise from lower[i]
upperChunk[i]  (index in chunkBoĪom of ėrst ID clockwise from upper[i])	 1
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Note that this deėnition is conservative and correct, in that it ignores partial chunks. As the number
of chunks is reduced, the fraction of each node’s available range that is ignored because it is in partial
chunks increases; this is why some accuracy is sacriėced when the number of chunks is reduced.
Aěer this “chunkiėcation” is complete, we can express the availability constraints (to enforce that
each node can only be assigned portions of the key space for which it has a copy of the data). We
would like to simply state that each pivot (where the key space switches from one node to the next)
be in the region of overlap between those two nodes, i.e.
pivots[i] 2 [lowerChunk[i]; upperChunk[i]] \ [lowerChunk[i 1]; upperChunk[i 1]]
Unfortunately, there is an added layer of complexity: the overlap range may wrap around zero, and
disjunction is not expressible (i.e. one cannot state that the pivotmust be greater than 12 or less than
3). ĉere can be at most one node whose owned region in the original Pastry partitioning wrapped
around zero. If we assume that the replication factor is less than the number of nodes (otherwise all
nodes have all data and this is not a very constrained optimization problem!), then there must be a
node whose available region does not include the region owned by the wrapping node. ĉerefore
there is at least one node whose available region does not wrap around zero. Moving counterclock-
wise from this node to other nodes, eventually their available ranges may start to wrap around zero;
the same hold moving clockwise. ĉerefore, if we number the nodes in increasing order by ID (with
n0 as the ėrst clockwise from zero), we can partition the nodes as follows
wrapsDown  fiklowerChunk[i]; upperChunk[i])wraps around 0^ 8 j 2 noWrap i < jg
noWrap  fik[lowerChunk[i]; upperChunk[i]) does not wrap around 0g
wrapsUp  fiklowerChunk[i]; upperChunk[i])wraps around 0^ 8 j 2 noWrap i > jg
and can guarantee that noWrap 6= ;; wrapsDown and wrapsUpmay be empty.
For the purposes of expressing overlapping regions, we can therefore “unroll” the key space ring
by going around it three times. We express the overlap between nodes in noWrap in the “primary”
circuit around the ring; overlap fromwrapsDown that wraps begins before the primary circuit extends
into the “down” circuit from the primary circuit, and overlap from wrapsUp that ėnishes aěer the
primary circuit extends into the “up” circuit. ĉe three circuits are numbered sequentially, beginning
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with the down circuit, using the supplied division of key space into chunks. We then require that each
pivot be in the overlapping regions, as expressed over those three circuits.
Example 5. Suppose we have the four nodes shown in 5.1b, and the DHT ring is broken into 20
chunks. For the purposes of this example we number the nodes from 1, as they are in the ėgure,
rather than from 0. ĉen wrapsDown = f1g, noWrap = f2; 3g, and wrapsUp = f4g. Since we go
around the ring three times, pivot values can range from0 to60. pivots[1], where assignment switches
from n1 to n2, can take place anywhere in their overlap, [0; 4). Since 2 is in noWrap, we require that
20  pivots[0] < 24. Continuing around the ring, we generate the following complete set of con-
straints. In our implementation, for simplicity’s sake we store an extra pivot, which is required to be
one complete circuit around the ring from the ėrst pivot; this is also shown here. Note that allowable
values of pivots[4] do wrap around zero.
20  pivots[1] < 24
24  pivots[2] < 30
25  pivots[3] < 40
32  pivots[4] < 42
40  pivots[5] < 44
From here, the only additional constraint needed is that the pivots progress around our unrolled
ring, i.e. pivots[i] < pivots[i+ 1]. ĉe size of the generated problem is linear in the number of nodes,
not surprisingly, since all of the constraints are on the pivots between nodes. Now that we have seen
what how optimized partitioning is expressed as constrained optimization in general, let us examine
a concrete example.
ConstrainedOptimization inMinion
Figure 5.3 shows aMinion input ėle generatedbyour implementation for the scenario in the previous
example (shown in Figure 5.1b). ĉe VARIABLES section deėnes all of the variables that will be
used in the search and in the computation of the objective function; the objective function is also
calculated using constraints. We use the default capability value of 1,000,000 for all nodes. All of the
arrays are indexed from zero. ĉe size array holds the number of chunks assigned to each nodes.
ĉe SEARCH section simply says to search through possible assignments to the pivots array, and
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MINION 3
**VARIABLES**
BOUND pivots[5] {0..60}
BOUND nodeavailability[4] {0..1000000}
BOUND size[4] {0..20}
BOUND availability {0..1000000}
**SEARCH**
VARORDER [pivots]
PRINT [[pivots]]
MAXIMIZING availability
**CONSTRAINTS**
min(nodeavailability, availability)
difference(pivots[4],pivots[0],20)
ineq(pivots[0],pivots[1], -1)
ineq(pivots[1],pivots[2], -1)
ineq(pivots[2],pivots[3], -1)
ineq(pivots[3],pivots[4], -1)
difference(pivots[1],pivots[0],size[0])
difference(pivots[2],pivots[1],size[1])
difference(pivots[3],pivots[2],size[2])
difference(pivots[4],pivots[3],size[3])
div(1000000,size[0],nodeavailability[0])
div(1000000,size[1],nodeavailability[1])
div(1000000,size[2],nodeavailability[2])
div(1000000,size[3],nodeavailability[3])
ineq(1,pivots[0], 0)
ineq(pivots[0],3,-1)
ineq(4,pivots[1], 0)
ineq(pivots[1],10,-1)
ineq(5,pivots[2], 0)
ineq(pivots[2],19,-1)
ineq(12,pivots[3], 0)
ineq(pivots[3],22,-1)
ineq(21,pivots[4], 0)
ineq(pivots[4],23,-1)
**EOF**
Figure 5.3: Example Minion input ėle. ĉis balancing program aĨempts to distribute the DHT key
space as evenly as possible among the four nodes, given the replicated data placement shown in Fig-
ure 5.1b.
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to print out the results, while maximizing the availability variable; availability is as deėned
above. ĉe interesting part of the input ėle is in the CONSTRAINTS section, unsurprisingly. ĉe
min line deėnes the overall availability used in the function as theminimumover all individual node
availabilities. ĉe difference line enforces that the ėrst and last pivots be one full cycle around
the ring (i.e. 20 chunks) apart. ĉe following ineq lines enforce that the pivots be in ascending
order. ĉe difference lines enforce that the size array holds the number of chunks assigned to
each node. ĉe div lines ensure that the nodeavailability array holds the availability of each node; if
the nodes were not equally capable, their capabilities, included here, would not all be the same. ĉe
ėnal set of ineq lines ensures that the pivots are in allowable locations, as speciėed above.
ĉe restrictions on the pivots are slightly diﬀerent that given above, for two reasons. One is that
our constraint generator will start the primary circuit at zero if nothing falls into the down circuit, as
in this case. ĉe second is that it naïvely assumes that the edges of intersection regions do not fall
exactly on chunk boundaries, and so always rounds conservatively. In this case, due to the synthetic
nature of the node IDs, they do, but this is extremely unlikely with the pseudorandom node IDs that
result from hashing.
Limitations
ĉis approach has several limitations. One is that each node will be assigned at least one chunk, even
if this increases the weighted node imbalance; this is necessary because otherwise the division op-
eration will fail. Very underpowered nodes could be removed in a preprocessing step. In a related
problem, nodes that have available less than one chunk of data will cause the constraints to be insol-
uble; this would require that, say 7  pivots[i] < 7. ĉese will also have to be removed in a prepro-
cessing step. It would be desirable if both of these problems could be addressed inside the generated
problem instead of as a modiėcation to its input. Neither problem arose while we were performing
our experimental analysis of performance, and so we did not pursue these issues further.
A second limitation of this approach is that, if the optimizer cannot ėnd an optimal solution, ei-
ther due to time constraints (likely due to the very large search space), or due to inherent unevenness
of the data distribution among nodes, the objective function does not try to ensure evenness among
the remaining nodes. ĉis is desirable to reduce the eﬀect of slowdown causes by transient load.
Consider the following example. Suppose we have a system with 20 equally capable nodes. Half
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have a per-node routing imbalance of 1.2, andhalf 0.8,meaning that the half of themare underloaded.
ĉe overall partitioning has a routing imbalance of 1.2. Now consider a second system, also of 20
equally capable nodes, where one has per-node routing imbalance 1.2, one 0.8, and the remaining
18 have per-node routing imbalance 1.0. ĉe overall partitioning still has routing imbalance 1.2.
Suppose that with perfect partitioning, a query would execute in 10 seconds. With either of these
partitions, we expect the query to take 12 seconds to execute, since some nodes are performing 20%
more work than they would in perfect partitioning.
Suppose, then, a single randomly chosen node’s execution is slowed (due to “last-mile” network
congestion, or transient load at that node) by a factor of 10%. In the ėrst instance, with probability
ȐକȢ, an already-overloaded node will be slowed, causing that node to take 10  1:2  1:1 = 13:2 sec-
onds to execute the query, and therefore being the boĨleneck. With probability ȐକȢ, an underloaded
node will be slowed, and query completion time is not slowed. In the second instance, only slowing
the overloaded node will delay query completion, with probability ȐକȢȠ. In general, it is desirable to
minimize the number of overloaded nodes.
For future work, we propose to explore approaches to solve both of these limitations. In particu-
lar, however, it is not immediately obvious how to alter the constraint solver’s objective function. We
discuss this and other ways to improve the techniques presented here in Section 7.3.
5.3 Experimental Analysis
We conducted an extensive experimental evaluation of several aspects of load balancing. We wanted
to explore the costs andbeneėtsof balancingusing constrainedoptimizationon routing imbalance, to
verify if improvementswere in fact generally possible. Wealsowanted to explore the eﬀects of various
parameters, such as execution time, replication factor, and partitioning granularity on result quality.
ĉese results are presented in Section 5.3. We also wanted to verify that optimized partitioning im-
proved query performance in the various cases outlined earlier. Section 5.3 beginswith a comparison
of query execution using partitioning generated by the optimization techniques described previously
withmore traditional Pastry-style partitioning and the totally even partitioning fromChapter 4. ĉis
is followed by the results of a series of experiments on query performance when executing over het-
erogeneous nodes. We then discuss the eﬀect of taking skew into account when creating optimized
partitionings. We conclude our experimental analysis with a comparison of OŇķļĹňŉŇĵ query ex-
135
ecution using partitioning optimization with several more-traditional RDBMSs, now that we have
solved themajor shortcoming of Chapter 4. We compare both with large databases on high-powered
servers, and with proportionally smaller databases running on a lower-powered node, to give an idea
of the overhead imposed by our query processing and data storage layers.
Balancing Quality
Webegin our experimental analysiswith a veriėcation that theMinion optimizer can signiėcantly de-
crease the routing imbalance from the baseline (standard Pastry partitioning) in a reasonable period
of time. ĉese experiments were all performed on an 2.83 GHz Intel Core2 Quad with 4GBĆM
running Windows Vista. It should be noted, however, that Minion is single-threaded and typically
used about 32MBĆM;we expect similar performance results on less capable machines of a similar
clock speed.
Imbalance of Initial Partitionings
We set out to quantify the amount of imbalance present in basic Pastry-style partitionings for the
system sizes we’re interested in. Clearly, if most partitionings are approximately balanced already,
then any aĨempt to create beĨer partitioningswouldbewasted eﬀort. We showhistogramsof routing
imbalance from an experiment using random node IDs (as would likely occur in our system, where
we take the SHA-1 hash of a node’s IP address and port) on the leě side of Figure 5.4 for 20, 40, and
100nodes. Most partitionings are somewhat even; no single node is responsible for, say, half the data,
which would require a routing imbalance of 10 in Figure 5.4a and 50 in Figure 5.4e. However, it is
clear that for smaller systems imbalance is oěen at least 2 (implying queries take approximately twice
as long as they would in truly even partitioning), and for larger systems imbalance is oěen at least 3.
ĉe right side of Figure 5.4 gives cumulative histograms for the same data, to show what fraction of
the Pastry-style partitionings for each system size aremore even that each routing imbalance. Finally,
Figure 5.5 shows summary statistics of the distribution of routing imbalances as the number of nodes
increases.
In general, it is clear that initial Pastry-style partitionings slowly become more imbalanced as
the size of system increases. ĉis is not surprising, as the more (randomly chosen) node IDs are
used to partition the key space, themore likely it is that two adjacent ones will be (relatively) very far
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Figure 5.4: Initial quality of partitionings for 20, 40, and 100 nodes with randomly generated node
IDs. For thedefault Pastry-style partitionings, we show thepercentageof all partitionings created that
have or have at most the speciėed imbalance. Lower imbalance implies a more even, higher quality
partitioning. We show results from 100,000 trials for each system size. Bucket size for the histograms
is 0.1.
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Figure 5.5: Initial quality of partitioning as system size changes. We plot summary statistics (ėrst
and third quartiles, median, and mean) as the number of nodes goes from 2 (where partitioning is
inherently even) to 100. Note that while the amount of imbalance increases along with the number
of nodes, adding nodes to a system will never increase the amount of data at a given node. We show
results from 100,000 trials for each system size.
apart, increasing the imbalance relative to optimal. It is important to remember, however, that adding
nodes while keeping the data size ėxed will never increase the amount of data stored at any node (or
therefore the most loaded node); it merely increases the imbalance relative to ideal, totally even data
partitioning. If the size of the system is very large relative to the amount of data, then data imbalance
is unlikely to be a cause of poor query performance. However, if one were to increase the amount of
data in the system in direct proportion to the number of nodes, one would expect execution time of
a query to increase; the increased routing imbalance will mean that the amount of data stored at the
most loaded node will increase, making it more of a boĨleneck in query execution.
We observe that for all system sizes greater than or equal to ten, the average (and median) par-
titioning has imbalance greater than two. ĉerefore, there is signiėcant room for improvement even
in modestly sized systems. In larger systems, there is the potential for even larger gains relative to
the baseline Pastry partitioning; at 100 nodes ȒକȤ of the partitionings had imbalance more than three.
Given these potential beneėts in query execution speed, even relatively expensive balancing opera-
tions can be justiėed, especially if amortized of a number of query executions.
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Figure 5.6: For optimization times between 1 and 256 seconds, we show the eﬀect of optimization
time on balancing quality. Lower imbalance implies a more even, higher quality partitioning. We
performed 100 trials for each balancing time, with 20 nodes with randomly generated IDs and repli-
cation factor 5. We show a cumulative histogram of the percentage of partitionings created that are
at least as good as each imbalance amount, and summary statistics (ėrst and third quartiles, median,
and mean) of the imbalances for each amount of optimization time.
139
Imbalance andOptimization Time
Next, we set out to study how long it takes to created a reasonably good partitioning of the key space,
and how much the amount of time given to the constraint solver to work on the problem aﬀects
the quality of the output. We used 20 randomly generated node IDs, and assumed data was stored
with replication factor 5. We use 5 partitioning chunks for each node, meaning that the key space
was divided into 100 total chunks. Routing imbalance is, in this context, always a value of the form
i
5 , where the integer i  5; routing imbalance 1.2 means that at least one node was assigned more
than its even share of chunks. We vary the time budget given to the optimizer from one second to
256 seconds. Figure 5.6a shows cumulative histogram for routing imbalance for various optimization
times, and Figure 5.6b show summary statistics for routing imbalance as a function of time.
From these results, we can draw several conclusions. Even for virtually no optimization time, the
average routing imbalance was less than 1.3, as shown in Figure 5.6b; in contrast, as shown in Fig-
ure 5.5, the average routing imbalance for the Pastry baseline Pastry with 20 nodes is approximately
2.2, and 75% of partitionings have imbalance greater than 2. ĉerefore partitioning has been greatly
improved. If we arewilling to devote even slightlymore time to optimization, then routing imbalance
can be reduced even further. From Figure 5.6a, we see that for the still modest optimization times
of 2 to 16 seconds, it is possible to achieve routing imbalance of at most 1.2 70-80% of time. Imbal-
ance was worst than 1.4 at most 10% of the time, and was virtually never worse than 1.6. All of these
represent a signiėcant improvement from the baseline. ĉese results verify that signiėcant decreases
in routing imbalance are possible, and that much of the beneėt comes relatively at a relatively small
cost.
Imbalance and Replication Factor
Wewere also interested in how data replication aﬀects our approach’s ability to balance the partition-
ing. Figure 5.7 shows a comparisonof replication factors 3, 5, and7 for 20nodes and relatively limited
optimization time (16 seconds). Recall that, in our system, the replication factor rmust be odd; data
is replicated at

r
2

nodes on each side of the node that owns the data in the original partitioning. In
this scenario, we see that replication factor 7 oﬀers no beneėt beyond that aﬀorded by replication
factor 5. Our approach does not produce as good partitionings for replication factor 3; the signiė-
cantly reduced amount of replication constrains the system to the point where beĨer balancing is not
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Figure 5.7: Eﬀect of replication factor on balancing quality. Lower imbalance implies a more even,
higher quality partitioning. We performed 100 trials each for replication factors 3, 5, and 7, with
each using 20 nodes with randomly generated IDs and 16 seconds optimization time. We show a
cumulative histogram and summary statistics (quartiles, median, and mean) of the imbalances for
each replication factor. Recall that, since we use ėve chunks per node, imbalance 1.2 means that at
least one node was assigned an extra chunk.
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Figure 5.8: Eﬀect of number of nodes on balancing quality. Lower imbalance implies a more even,
higher quality partitioning. We performed 100 trials each for 20 to 100 nodes with randomly gener-
ated IDs and 16 seconds optimization time. We show a cumulative histogram and summary statistics
(quartiles, median, and mean) of the imbalances for each system size.
possible. We see, however, that even the limited balancing possible can be a signiėcant improvement
from the baseline, where imbalance for 20 nodes was oěen at least 2 (as shown in Figure 5.5).
Optimization for Larger Systems
ĉebalancing experiments presented so far have focused on systemswith 20 nodes. ĉis was chosen
because we feel it is a reasonable size of an OŇķļĹňŉŇĵ instance. However, we would like to explore
what happens to the quality of optimized partitionings as the system size increases. As we saw before
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Figure 5.9: Eﬀect of number of nodes on optimization time. Increasing the number of nodes requires
both an increase in optimization time and leads to inherently greater imbalances.
in Figure 5.5, larger systems have greater imbalance in the baseline Pastry partitionings. Figure 5.8
shows the results of this experiment. As we vary the system size (while holding the replication factor
at 5), we see that larger systemsizes result in a less evenly balancedpartitioning. ĉis is not surprising,
given that we hold the replication factor constant; therefore larger systems have proportionally less
partitioning Ěexibility, as each data item is stored at a smaller fraction of the nodes. With ėve nodes,
each data item is stored at every node, giving the system complete partitioning Ěexibility, but with 80
nodes, each data item is stored only at ȐକȡȦ of them. Additionally, the more nodes there are, the more
likely that a number of them will be very close together; this will cause some of the n nodes to have
less than 1n of the data, making even partitioning impossible.
Given that increasing the number of nodes also signiėcantly increases the search space (since we
hold the number of chunks per node constant at 5), we wanted to verify that larger systems were in-
herently more imbalanced, instead of just more diﬃcult to balance. We therefore performed another
series of experiments to vary the number of nodes and the amount of time given to the constraint
solver. ĉe results of this experiment are shown in Figure 5.9 as cumulative histograms of routing
imbalance for a variety of optimization times and system sizes, including our baseline of 20 nodes
alloĨed 16 seconds. While increasing the amount of execution time does improve performance for
larger systems, even when execution time is increased by a factor of 16 we see that imbalance for
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Figure 5.10: Eﬀect of changing replication factor for 40 nodes. We kept optimization time at 256 sec-
onds, and continued to use 5 chunks for each node. We see that increasing replication for 40 nodes
never creates balancing as good as for 20 nodes, even when each data item is stored at approximately
half of all nodes. We conclude that the constraint solver is not performing well given a larger search
space.
40 nodes is never as low as it is for 20 nodes; similarly, 10 nodes can be optimized much beĨer than
20 nodes, even when given ȐକȡȦ as much time.
Given our concerns about constraint solver performance, and to beĨer understand the amount
of replication needed in larger systems to ensure that we can create partitionings as even as those
for 20 nods, we decided to also explore more complex scenarios. Figure 5.10 compares baseline
performance for 20 nodes at replication factor 5with performance for 40 nodes at various replication
factors. We see that increasing the replication factor for larger systems does not correspond to an
increase in the quality of the resulting partitioning, and conclude that the constraint solver is not
doing a good job at exploring the much larger search space. Reducing the number of chunks per
node improved performance somewhat, but as this is clearly not feasible for systems much beyond
40 nodes we did not perform an exhaustive study of this and do not present such results here. It
thereforemay be necessary to alter the objective function or ėnd other ways to assist (or replace) the
constraint solver; we mention ways this might be accomplished in Section 7.3.
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Figure 5.11: Eﬀect of number of partitioning chunks on balancing quality. Lower imbalance implies
a more even, higher quality partitioning. We performed 100 trials each for 3 to 10 chunks per nodes,
with 20 nodes with randomly generated IDs. Since increasing the number of chunks increases the
problem complexity, we also considered increasing the optimization time from 16 seconds to 64 or
256 seconds, a four- or eight-fold increase, respectively. We also give results when optimization time
is extremely limited, at 1 second. We show a cumulative histogram for each such experiment; it is
also interesting to compare results between experiments.
Necessary Number of Chunks
We have just seen that increasing the number of nodes lead to increased routing imbalance, due to
both the increased problem complexity and the reduced availability of each piece of the key space.
Wealsowanted to explore the eﬀect of increasingproblemcomplexity. Weexpect that coarse-grained
partitioning of the key space will give beĨer solutions for short optimization times, since the prob-
lem is simpler; ėner-grained partitioningmay allow beĨer solutions for certain instances, since it has
greater Ěexibility, though at the cost of a much larger solution space. We see in Figure 5.11 that this
is somewhat the case. For shorter optimization times, 3 chunks per node (60 chunks total) creates
the highest fraction of optimized partitionings that are totally even. However, for most instances,
5 chunks per node (100 chunks total) creates the best partitionings. Clearly the large increase in
the search space does not create that many beĨer solutions, and in general just adds complexity. We
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conclude that a conservative number of chunks per node oﬀers the best performance. Based on the
results of this experiment, we used 5 chunks per node for our later experimental evaluation of query
performance.
Query Execution Performance
We have shown that optimized partitioning can produce signiėcantly more balanced partitionings
than traditional Pastry partitioning. Now, we would like to explore the eﬀect this has on query per-
formance. Since we need to generate a new optimized partitioning only when the set of participant
nodes changes, we can potentially use a partitioning for many diﬀerent queries; were therefore do
not consider the optimization costs here. We used the system described in Section 4.5, with the fol-
lowing minor modiėcation. In our implementation, the node initiating a query already distributed
a partitioning snapshot (or equivalently, a routing table with complete knowledge of all the node)
along with the query plan; we simply added the ability to distribute a precomputed optimized par-
titioning instead of the default one. In this way, we gain the ability to use optimized partitioning
without introducing any consistency issues: as before, the set of nodes known to the query initiator
when the query begins participate in the query. In fact, we had tomake nomodiėcations whatsoever
to the query execution implementation. While we assume here that the node that poses the query
is the node that performs the partitioning optimization, in practice the nodes would likely share op-
timized partitionings with each other and choose to use the best one they’re aware of, assuming it’s
up-to-date.
We compare query performance of optimized partitioning against two baselines. One is naïve
Pastry partitioning, which is used in many distributed hash table implementations. It is worth re-
membering, of course, that practical Pastry-based implementations typically achieve load balancing
(with high probability) using virtual nodes; as explained previously, this virtual node approach is
not an option for us due to the index page fragmentation it creates. Pastry-based approaches do have
the partitioning resiliency property described in the introduction. ĉe totally even partitioning from
Chapter 4 lacks this property. Since our optimization approach relies on (replicated) Pastry-style
data layout, it is resilient; recall from the introduction to this chapter that this was a major motiva-
tion of this work. We also benchmark against totally even partitioning, despite its limitations, as it
may be reasonable in low-churn seĨings, and it oﬀers an upper bound on the performance that we
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can hope to achieve. We expect performance of our approach to fall somewhere in between Pastry-
style partitioning and totally even partitioning, and hopefully much closer to even partitioning. ĉis
means that it will combine the good performance (due to excellent load balancing) of even partition-
ing with the resistance to churn of Pastry-style partitioning.
We explore query performance over three sets of queries, which operate over two data sets. One
data set is the standard TPC-H benchmark data, which we also used in Chapter 4. It is a well-studied
benchmark in the query processing community. We use it at scale factor 10; at this size, it contains
approximately 10GB data in total. Additionally, to study data skew, we use a modiėed TPC-D² data
generator, developed by Surajit Chaudhuri and Vivek Narasayya of Microsoě Research (Chaudhuri
and Narasayya, 1999). It alters the standard TPC-D data generator to choose all values using a Zip-
ėan distribution, where some values are much more likely that others. We use it to explore query
performance over skewed data, which as mentioned earlier is also a goal of this work. Also as in
Chapter 4, we use TPC-H queries Q1, Q3, Q5, Q6, and Q10; these are single-block SQL queries
that our optimizer can support.
However, these queries from the benchmark suite are all aggregate queries. While we expect that
aggregate queries will show up frequently in a distributed implementation of OŇķļĹňŉŇĵ (such as
in the computation of transaction priorities), we also expect non-aggregate queries with many join
to appear; many mapping queries have this form. Speciėcally, mapping queries are oěen over a so-
called star schema, where there is a main central table that all other tables join with. ĉe TPC-H
schema comes very close to this, so we use it as the basis for several star-schema queries. ĉe ėrst,
which we call “Star Schema Query 1,” and label in some of the ėgures as QA to diﬀerentiate it from
TPC-HQ1 above, creates the “open machinery orders” relation for March 15, 1995:
SELECT c_name, p_name, l_quantity, o_orderdate, o_shippriority,
l_shipdate
FROM customer, orders, lineitem, part
WHERE c_mktsegment = ‘MACHINERY’ AND c_custkey = o_custkey AND
l_orderkey = o_orderkey AND p_partkey = l_partkey AND
o_orderdate < date ‘1995-03-15’ AND
l_shipdate > date ‘1995-03-15’
ĉe second, “Star Schema Query 2” or QB, creates the “international large part order” relation
for the ėrst half of 1993:
SELECT l_orderkey, c_name, s_name
²TPC-D and TPC-H share the same schemas and data.
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DB1(pName : CHAR(8), speciesId : INT, desc : VARCHAR(75))
SPECIES(speciesId : int, genus : VARCHAR(20),
species : VARCHAR(20))
(a) Base relations
DB1toDB2(pName : CHAR(8), db2Id : INT)
DB2toDB3(db2Id : int, db3Id : INT)
DB3toDB4(db3Id : int, db4Id : INT)
(b) Correspondence tables
DB4(db4Id : INT, genusSpecies : VARCHAR(41),
desc : VARCHAR(75))
(c) Result relation
Figure 5.12: Relations for BioJoin benchmark
FROM lineitem, customer, supplier, part, orders
WHERE p_partkey = l_partkey AND c_custkey = o_custkey AND
s_suppkey = l_suppkey AND p_partkey = l_partkey AND
l_orderkey = o_orderkey AND p_size > 40 AND
c_nationkey <> s_nationkey AND
l_shipdate >= date ‘1993-01-01’ AND
l_shipdate < date ‘1993-06-01’
We feel these queries represent the types of queries liable to be posed over star schemas, with a
variety of selective predicates being posed over the “leaf ” relations, and the selection of a variety of
aĨributes from both the central relation and the leaf relations.
However, manymappings, especially in bioinformatics seĨings, are expressed as correspondence
tables that equate IDs in diﬀerent databases. We explored a complex “chain” join that arises from the
composition of several such correspondence tables (for hypothetical databases of proteins and their
functions), and also performs some simple data transformation. While the databases are hypothet-
ical, the types of transformations and data that are used in this scenario come from our experience
with data integration for bioinformatics. ĉe base data, correspondences, and, result schema are
shown in Figures 5.12a, 5.12b, and 5.12c, respectively. ĉe transformations substitute the string ID
from DB1 with integer IDs for DB2, DB3, and DB4. Additionally, the separate genus and species
aĨributes from DB1 must be combined into one aĨribute in DB4 using string concatenation. ĉe
query that we use to perform this is as follows:
SELECT db4Id, genus || ’ ’ || species, desc
FROM DB1 NATURAL JOIN SPECIES NATURAL JOIN DB1toDB2
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NATURAL JOIN DB2toDB3 NATURAL JOIN DB3toDB4
For our experiments, we used 20,000 species, which were assigned uniformly at random to the pro-
teins inDB1. We vary the sizes of the other relations together, and hold each join selectivity constant
at 0.75, meaning that ȒକȤ of the proteins in DB1 correspond to an entry in DB2, and the same for
the other correspondences. We call this scenario the BioJoin benchmark for obvious reasons. We
consider instances where each of DB1, DB1toDB2, DB2toDB3, and DB3toDB4 has size 1,000,000,
1,500,000, 2,000,000, and 2,500,000; given the selectivities, these produce DB4 instances with ap-
proximately 421,875, 632,813, 843,750, and 1,054,688 tuples, respectively.
As with other measurements of system performance in this thesis, each data point represents the
average of at least 5 trials. We show 95% conėdence intervals for all data points. For such conėdence
intervals, the standard formula gives the uncertainty of ameanx is 1:96 p
n
as a functionof the sample
standard deviation  and the number of trials n, giving a range of x 1:96 p
n
.
Balanced Partitioning Query Performance
Webeginwith a comparison of optimized partitioningwith both baseline Pastry partitioning (which
has the partitioning resiliency property important for replication, but which does not distribute data
that evenly) with the totally even partitioning used in Chapter 4, which distributes the data very
evenly but which lacks partitioning resiliency, increasing the data movement caused by churn. As
we are trying to balance the partitioning as much as possible, given data placement, we call this bal-
anced partitioning. Figure 5.13 shows performance results for the TPC-H queries and the star schema
queries, running on 20 nodes from Amazon’s EC2 cloud computing service. We use the “large”
nodes, which, despite their name, are in fact the second-smallest nodes in terms of processing power
and memory: they each have 7.5GBĆM and a virtualized dual-core 2GHz Opteron CPU. As ex-
pected, the optimized balanced partitioning has performance between Pastry partitioning and our
original partitioning scheme. Fortunately, it has performance only 10-15% slower than even parti-
tioning, andmuch faster thanPastry-style partitioning. ĉis validates the approach, showing that bal-
ancing is important for good performance; it also shows that the overhead of partitioning resilience
is not too high. ĉis result is approximately what we would expect, given that Pastry partitioning for
20 nodes averages a routing imbalance of about 2.5 (as in Figure 5.5), while balanced partitioning
for a reasonable partitioning time (we used 16 seconds) for 20 nodes averages about 1.2, as shown
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Figure 5.13: Eﬀect of balancing on TPC-H performance. Here we use TPC-H scale factor 10 on
20 EC2 m1.large nodes. We show execution times for TPC-H queries Q1, Q3, Q5, Q6, and Q6,
as well as the Star Schema queries 1 and 2, listed as QA and QB respectively. Pastry shows perfor-
manceusingnaïvePastrypartitioning,Balanced showsperformanceusingouroptimizedpartitioning
scheme (with data replication factor 5), and Even shows performance under our original totally even
partitioning (fromChapter 4, which lacks partitioning resilience). Recall that Balanced can perform
at best as well as Even, and will typically performworse, since it is subject to limitations on data avail-
ability and the ability of the constraint solver to explore its search space.
in Figure 5.6b. It is also interesting to note that the queries that rehash more data (Q3, Q10, and
the star schema queries) are more sensitive to routing imbalance; this conėrms our earlier observa-
tions that repartitioning the data is an expensive operation and one that can oěen be a dominant cost.
Fortunately, it is very parallelizable, and beneėts frommore even data partitioning.
Weperformed the sameexperiment onourBioJoin query anddata sets. Herewe exploredperfor-
mance on 20 of the “fast” nodes we used in the previous experiment, and also on 20 of EC2’s “slow”
nodes; these nodes have a single core, and much less memory (1.7GB, leaving about 1.2GB for the
query processor). Figure 5.14 contains results for the fast nodes (Figure 5.14a) and slow nodes (Fig-
ure 5.14b). We see that the fast nodes are about twice as fast as the slow nodes. More interestingly,
though, it is clear that the trend we saw for the TPC-H queries and the Star Schema queries holds
for a chain mapping as well; optimized partitioning performs much beĨer than the baseline Pastry
partitioning, and within a small fraction of the even partitioning from Chapter 4.
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Figure 5.14: Eﬀect of balancing on BioJoin performance. Here we explore performance of the Bio-
Join query at various data sizes on 20 fast (EC2’s m1.large) and 20 slow (EC2’s m1.small)
nodes. Pastry showsperformanceusingnaïvePastrypartitioning,Balanced showsperformanceusing
our partitioning optimization scheme (with data replication factor 5), and Even shows performance
under our original totally even partitioning scheme (from Chapter 4, which lacks partitioning re-
silience).
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For all of the classes of queries we study, we conclude that constrained optimization to reduce
routing imbalance is both feasible and eﬀective. For modestly sized systems and reasonable replica-
tion factors, a constraint solver can create, in a reasonable amount of time, partitionings that aremuch
beĨer than arise from traditional partitioning techniques (like Pastry), given our desire to avoid vir-
tual nodes. Query performance approaches that of totally even partitioning, while maintaining the
reduced eﬀects of churn oﬀered by Pastry’s partitioning resiliency.
Performance onHeterogeneous Nodes
We continued our experimental evaluation by exploring performance on heterogeneous nodes. For
the experiments over the TPC-H data, we used 20 of EC2’s “large” nodes. We would have liked
to use the less powerful “small” nodes (the only instances less powerful than the “large” nodes), as
we did in the previous section. However, they have only 1.7GB ĆM, leaving less that 1.2GB for
query processing use. ĉis is suﬃcient for the BioJoin database, as we showed in Figure 5.14b. ĉe
small nodes do not, however, have enough memory to hold ȐକȢȠ of the data and intermediate state in
memory for the TPC-H data and queries. ĉis is necessary, since disk performance on EC2 is quite
unpredictable and does not give repeatable results. ĉerefore, we use entirely “large” nodes and slow
some of them down by running a higher-priority task that iterates through a loop continuously; this
monopolizes one of the two virtual CPU cores, halving the amount of processing power dedicated
to our (heavily multi-threaded) query execution engine. For node heterogeneity experiments over
the BioJoin data, we do use a mix of large and small nodes.
Figure 5.15 shows performance of the TPC-H queries as we vary the number of slow nodes
from 0 to 20. It compares basic optimized partitioning (the Balanced lines) with weighted parti-
tioning optimization (the Capability (Observed) lines) that aĨempts to assign twice as much load to
the faster nodes as to the slowed nodes; in an actual deployment, the weighting can be determined
through stored calibration information, which is also necessary for the query optimizer described
in Section 4.4. We do not compare against the baseline Pastry partitioning or totally even partition-
ing, since earlier experiments established that they are not appropriate for this seĨing. As we see, for
all queries, even one slower node causes a signiėcant decrease in performance when the key space
is distributed evenly (as that node becomes a boĨleneck), and then performance degrades slightly
as more nodes are slowed. Conversely, when weighting by capability, a few slow nodes slow query
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Figure 5.15: Eﬀects of node heterogeneity on performance of TPC-H queries. We show the running
time for the TPC-H queries running on 20 EC2 m1.large nodes; some of the nodes were slowed
by running a higher-priority spinning task that monopolized one of each of those nodes’ two cores.
All queries are posed over scale factor 10 instances (10GB data). Balanced shows performance when
the partitioning was optimized to distribute the DHT key space as evenly as possible among nodes.
Capability (Observed) shows performance when the partitioning was altered to distribute approxi-
mately twice as much of the DHT key space to the faster nodes, while Capability (Expected) shows
expected performance of optimal load balancing, based on the ratio of query execution time on 20
fast nodes to that on 20 slownodes. ĉis assumes that execution time is directly proportional to load,
which is only mostly true.
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Figure 5.16: Eﬀects of node heterogeneity on performance of star schema queries. We show the
running time for the star schema queries running on 20 EC2 m1.large nodes; some of the nodes
were slowed by running a higher-priority spinning task thatmonopolized one of each of those nodes’
two cores. All queries are posed over scale factor 10 instances (10GB data). Balanced shows perfor-
mance when the partitioning was optimized to distribute the DHT key space as evenly as possible
among nodes, while Capability (Observed) shows performance when the partitioning was altered to
distribute approximately twice as much of the DHT key space to the faster nodes. Capability (Ex-
pected) shows expected performance of optimal load balancing, based on the ratio of query execu-
tion time on 20 fast nodes to that on 20 slow nodes. ĉis assumes that execution time is directly
proportional to load, which is only mostly true.
execution only slightly; performance degrades slowly and predictably fromwhen ȐକȤ of the nodes are
slowed towhen they are all slowed. Figure 5.16 shows that the same trends occur for the Star Schema
queries.
We also compare observed performancewith expected execution cost, assuming perfect load bal-
ancing to weight key space assignment exactly in proportion to node capability. We show this using
the Capability (Expected) lines. We derive capabilities on a per-query basis using the ratio of execu-
tion time on fast nodes to execution time on slow nodes. Of course, while per-node execution time
depends on load, it only does so in a mostly linear way, and there is some overhead; additionally,
optimization does not have complete Ěexibility to assign key space ranges, and is constrained by par-
titioning granularity. Nevertheless, we see that Capability (Expected) and Capability (Observed) are
very close, reassuring us both of the accuracy of the cost model used for load balancing and that the
optimization problem generally has enough Ěexibility to weight the partitioning as needed.
Figure 5.17 shows the results of a similar experiment for four diﬀerent sizes of theBioJoin schema
and query; here, asmentioned previously, wewere able to use amix of “small” and “large” EC2nodes.
We again see that unweighted (balanced) optimization partitioning performance degrades quickly
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Figure 5.17: Eﬀects of node heterogeneity on performance of the BioJoin query. We show the run-
ning time for theTPC-Hqueries runningon20EC2nodes, amixture of fasterm1.largenodes and
slower m1.small nodes. We varied the size of each of the main relations (all except for the Species
table) from 1 million each to 2.5 million each. Balanced shows performance when the partitioning
was optimized to distribute the DHT key space as evenly as possible among nodes, while Capability
(Observed) shows performance when the partitioning was altered to distribute approximately twice
asmuchof theDHTkey space to the faster nodes. Capability (Expected) shows expectedperformance
of optimal load balancing, based on the ratio of query execution time on 20 fast nodes to that on 20
slow nodes. ĉis assumes that execution time is directly proportional to load, which is only mostly
true.
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when a few nodes are replaced with slow ones; with weighted partitioning performance degrades
slowly until ȐକȢ of the nodes are slow, and then more quickly until they are all slow. ĉe extreme
variation in performanceof the balanced case is due the fact that the balancedpartitioning for 5 nodes
happened to assign several of the slower nodes more than their fair share of the key space. As before,
we see that observed performancewithweighting by capability is very close to expected performance
if the system is able to weight the partitioning perfectly by capability.
As shown here, for a variety of workloads, weighting optimized partitioning by node capability
leads to signiėcant performance improvements. Even a single slownode can dramatically reduce per-
formance with unweighted partitioning optimization, and slow nodes can cause odd slowdowns in
query execution. Weighted partitionings, on the other hand, are predictable; they degrade gracefully
as the fraction of slower nodes increases. We feel that capability-based weighting is a key addition to
partitioning optimization that greatly increases its utility and Ěexibility.
Query Performance over SkewedData
Our ėnal series of experiments explores the beneėts of taking data skew into account in optimized
partitioning. Recall that we use the skewed data generator of Chaudhuri and Narasayya (1999),
which chooses values for the TPC-Hdata according to a Zipėan distribution. While we expect hash-
ing to deal with skew at least reasonably well, we were concerned about the potential for very uneven
data distribution to introduce hotspots, such as, for example, the occasional very large order or very
order-heavy customer. It may also cause the optimizer’s derived histograms to be even more inaccu-
rate that usual. We vary the characteristic of the Zipėan distribution from 0 (uniform) to 2 (quite
skewed).
Recall that the optimized partitioning constraint problem aĨempts to assign chunks of the key
space to diﬀerent nodes. For non-skewed data, we simply divide the DHT key space into uniformly-
sized chunks. For skewed data, we take advantage of the fact that our system aĨempts to keep each
index page approximately the same size; therefore the partitioning of the key space into index pages
for a relation is an approximately equi-depth histogram. We create chunks that have (approximately)
the same number of index pages in them, and use those chunks for balancing purposes. As a side
eﬀect, this ensures that no index page is split between diﬀerent nodes; we do not expect this to have a
large eﬀect, given that the number of index pages is typically much larger than the number of nodes,
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Figure 5.18: Eﬀects of data skew on performance of TPC-H queries. We show the running time for
the TPC-H queries running on 20 EC2 m1.large nodes. All queries are posed over scale factor 10
instances (10GB data). Skew varies from uniform (Zipėan characteristic 0) to very skewed (Zipėan
characteristic 2). Balanced shows performance when the partitioning was optimized to distribute
the DHT key space as evenly as possible among nodes, while Weighted shows performance when
the partitioning was optimized to distribute the LINEITEM table as evenly as possible.
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Figure 5.19: Eﬀects of data skew on performance of star schema queries. We show the running time
for the TPC-H queries running on 20 EC2 m1.large nodes. All queries are posed over scale fac-
tor 10 instances (10GB data). Skew varies from uniform (Zipėan characteristic 0) to very skewed
(Zipėan characteristic 2). Balanced shows performance when the partitioning was optimized to dis-
tribute the DHT key space as evenly as possible among nodes, whileWeighted shows performance
when the partitioning was optimized to distribute the LINEITEM table as evenly as possible.
making the overhead of index page spliĨing relatively insigniėcant.
Figure 5.18 shows performance of the TPC-H queries (executing on 20 “fast” nodes, scale fac-
tor 10 as before) as we vary the skew factor. We compare normal optimized partitioning (the Bal-
anced line) with optimization taking skew into account (the Weighted line) using the aforemen-
tioned method of assigning more weight to data-heavy regions of the key space. Recall that we can
onlyweight the key space partitioning for one relation, due to the constraint that a single partitioning
of the DHT key space be used for the entire query. ĉerefore we weight for the LINEITEM table, as
it is by far the largest relation, and the only revelation used by Q1 and Q6. As we see, weighting has
liĨle to no eﬀect for uniformly distributed data, and a small but statistically signiėcant eﬀect formost
queries for more skewed data. Figure 5.19 shows that the same is true for the Star Schema queries.
From these experiments, we conclude that, at least for this data set, taking data skew into account
duringquery execution is not necessary. ĉehash functiondoes a relatively good jobof handlingdata
skewwithout any intervention. While it is easy to add to an implementation, the technique described
here is rather limited, since it can only bias the partitioning for a single relation. Given its limited
utility, and the fact that the problemswewere concerned about (very large numbers of tupleswith the
same partitioning key, such as a the aforementioned very large order or a very order-heavy customer)
seem to be more pathological than realistic, compensation for skew seems not to be a critical feature
of an implementation. Certainly its eﬀects are at best very incremental when compared to the general
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Figure 5.20: Performance comparisonwithDerby. Orchestra (Balanced) showed optimized partition-
ing to balance load as evenly as possible given data placement, and Orchestra (Even) uses totally even
partitioning, which lacks partitioning resiliency. We use an EC2m2.4xlarge instance, with 68GB
ĆM and 8 cores for Derby, OŇķļĹňŉŇĵ uses 20 m1.large nodes with 2 cores, as before. Data is
TPC-H scale factor 10.
partitioning optimization and capability-basedweightingwe explored earlier in this section. It would
be interesting to explore ways to compensate for skew in multiple relations, but that would require
extensive modiėcation to the query execution (and optimization) implementation.
Comparison against RDBMSs
Finally, we alsowanted to explore theoverheadof ournetworking layer, aswell as theoverall quality of
our implementation, by comparing against several reference RDBMS implementations. We selected
ApacheDerby³ (formerly IBMCloudscape) to compare against, as it is well-known andmature Java-
based RDBMS; it therefore suﬀers from the same garbage collection and JIT overhead as the Java-
based OŇķļĹňŉŇĵ query processor.
We compared theTPC-Hqueries and the Star Schemaqueries against twoDerby conėgurations.
In both cases, Derby was able to ėt the entire work set of tables in main memory, as was the case for
OŇķļĹňŉŇĵ. First, we compared query performance for TPC-H scale factor 10 on an extremely
powerful server rented from EC2 relative to the OŇķļĹňŉŇĵ performance we saw before, for both
balanced optimized partitioning and the totally even partitioning from Chapter 4. Given that our
queries parallelize relatively well, as shown previously, and that all data ėts into ĆM, we expect
Derby performance to be limited by CPU (Derby will not use more than a single core for any given
³http://db.apache.org/derby/
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Figure 5.21: Performance comparison with Derby, proportional data. Orchestra (Balanced) showed
optimizedpartitioning tobalance load as evenly as possible givendata placement, andOrchestra (Even)
uses totally even partitioning, which lacks partitioning resiliency. All machines are EC2 m1.large.
Derby uses one machine with TPC-H scale factor 0.5, OŇķļĹňŉŇĵ uses 20 nodes, TPC-H scale
factor 10. ĉe Derby results are for ȐକȢȠ the amount of data as for OŇķļĹňŉŇĵ, therefore giving an
idea of per-node execution speed. We omit Derby results for Q5, where poor plan choice lead to an
execution time of approximately 100 seconds.
query) and memory bandwidth. Figure 5.20 conėrms that the greater CPU, cache, and memory
bandwidth resources of our distributed approach enable it to perform beĨer than Derby on a single
powerful server; this continues to be the case, even if one takes into accountDerby’s greater potential
for inter-query parallelism.
Next, we set out to study the quality of our distributed query execution layer and the amount
of overhead introduced by the reliable versioned storage layer. Here we use TPC-H scale factor 0.5
for Derby, but continue with 20 nodes for OŇķļĹňŉŇĵ; all nodes were identical. ĉe Derby node
therefore has approximately ȐକȢȠ the amount of data as theOŇķļĹňŉŇĵnodes, and therefore the same
amount of data as one OŇķļĹňŉŇĵ node, assuming even distribution. We then compare query exe-
cution times for the Derby node with this proportional amount of data with OŇķļĹňŉŇĵ. Since all
joins are foreign-key joins, with complexity linear in their input size, this scaling is valid; in the more
general case, it would not be. Figure 5.21 shows the results of our proportional data experiment. We
see that Derby performance is close to that of OŇķļĹňŉŇĵ. Since execution times on a per-node ba-
sis are close to that of a mature RDBMS, we conclude that the storage overhead is not too high, and
that the query execution engine performs well.
Finally, we compared against a major commercial commercial RDBMS, also running on an EC2
node. As before, the entire database could ėt into the RDBMS buﬀer pool. ĉe RDBMSwas unable
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Figure 5.22: Performance comparison with commercial RDBMS. Orchestra (Balanced) showed op-
timized partitioning to balance load as evenly as possible given data placement, and Orchestra (Even)
uses totally even partitioning, which lacks partitioning resiliency. RDBMS execution on a EC2 node
with 8GBĆMand8 cores, OŇķļĹňŉŇĵused 20 dual-core nodes as before. OŇķļĹňŉŇĵusesTPC-
H scale factor 10. RDBMS used TPC-H scale factor 4, and results are scaled by 2.5 (ȐȏକȤ).
to load the entire scale factor 10database, sowepresent results for scale factor 4, which are then scaled
by a factor of 2.5; this should give a lower bound onRDBMSperformance. ĉis approach suﬀers from
the same limitations on cache, CPU, and memory bandwidth as our comparison with Derby. As
shown in Figure 5.22, the RDBMS performance is not good relative to distributedOŇķļĹňŉŇĵ. It is
possible that the RDBMS was not optimally tuned, as the author of this thesis is far from an expert
database administrator. However, the typical users of OŇķļĹňŉŇĵ will not be expert DBAs either,
and a key point of the distributed OŇķļĹňŉŇĵ implementation is that it is self-conėguring and self-
tuning. ĉerefore, we feel that a comparison with “out of the box” performance of an RDBMS on a
large server is fair.
From both of these experiments, we conclude that, for large data sets, OŇķļĹňŉŇĵ performance
is very good. It would be interesting to compare performance on other workloads and data sizes. As
shown in Chapter 4, OŇķļĹňŉŇĵ performance on smaller workloads is generally very good. For the
complex queries over large data sets studied here, performance exceeds that of large servers. It would
be interesting to compare against confederations of RDBMS instances, as would likely occur in an
enterprise seĨing; we lack the resources to do this.
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5.4 Conclusions
While the techniques of the previous chapter provided excellent load balancing, they violated parti-
tioning resilience. Any node arrival or departure would cause all nodes to have to move some data
around to restore the desired failover properties. In this chapter, we showed how we could use tra-
ditional replicated Pastry-style data placement to avoid this, and then exploit the partitioning Ěexi-
bility aﬀorded us by the replication to improve query processing performance. We showed that this
problem can be expressed in a manner solvable by a standalone constraint solver as a constrained
optimization problem. We showed how this solution could be extended to compensate for node
heterogeneity and data skew. We experimentally veriėed that an open-source constraint solver can
create high-quality partitionings quickly, and that these optimized partitionings oﬀer good perfor-
mance on both homogeneous and heterogeneous networks. We also showed that data skew is not a
signiėcant problem for our system, and that taking it into account when optimizing therefore oﬀers
only limited beneėt. Finally, we veriėed that OŇķļĹňŉŇĵ performance for large data sets is quite
competitive with existing RDBMSs.
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Chapter 6
RelatedWork
Nowork is done in a vacuum, and this thesis is by nomeans an exception. As hinted at in earlier parts
of this thesis, many (if not most!) of the methods we used are based on, inspired by, or complemen-
tary to prior work from the literature. In this chapter, I present a broad survey of related work. In
particular, I focus on how the OŇķļĹňŉŇĵ context diﬀers from prior work, and how the techniques
used to implement OŇķļĹňŉŇĵ depart from previous approaches. I begin with a comparison with
prior data transformation and integration work in Section 6.1. Section 6.2 discusses issues of con-
sistency in distributed systems. Section 6.3 reviews related work on distributed query processing.
Finally, Section 6.4 discussed approaches to load balancing in distributed hash tables.
6.1 Data Transformation and Integration
One of the key tasks inOŇķļĹňŉŇĵ is translation between data formats. ĉemost basic approach to
translation between data formats is to write custom programs that operate on individual ėles, typi-
cally in somehigh-level scripting language like Perl or Python. Which this approach is very common,
it suﬀers from several important drawbacks. One is that automated reasoning about the eﬀects of en-
tire programs is very diﬃcult. Another is that, in most cases, separate programs must be wriĨen for
each direction of translation, even though reciprocal operations are being performed¹. A third is that
much of the complexity in such programs is related to parsing and formaĨing, not the actual trans-
formation. If the data is coming from a database, going to one, or both, this is needless complexity;
¹Foster (2009) and Foster and Pierce (2008) explore ways of eliminating this problem for certain classes of trans-
formations.
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Figure 6.1: Virtual data integration. A user queryQ is rewriĨen into queriesQ1,Q3a, andQ3b. ĉe
system was able to determine that source databases d2 and d4 do not have data relevant to Q. Q1,
Q3a, andQ3b are posed over d1 and d3. ĉe system then combines R1, R3a, and R3b into the overall
result R, and returns it to the user.
one can get around this ėnal limitation by using a database access layer like JDBC or ODBC along
with the general-purpose programming language. However, the other problems remain.
Given limitations of encoding data transformation between databases in general-purpose pro-
gramming languages, it is not surprising that data integration (as it is known in the academic com-
munity) and enterprise information integration (as it tends to be called commercially) has been an ac-
tive area of research and development. ĉis work is closely related to OŇķļĹňŉŇĵ, in that it enables
queries to be posed over a diﬀerent schema than the schema (or schemas) that hold the primary
copies of the data. One common feature of all these systems is that they allow the relationships be-
tween tables in databases to be speciėed as mappings in a high-level, declarative fashion. Research
systems typically usemappings in some variant ofDatalog (Ullman, 1988, chap. 3), as doesOŇķļĹň-
ŉŇĵ; commercial systems use a variety of techniques. ĉe details of how themappings are expressed
is not important for this discussion.
Data integration systemscanbepartitionedalong several axes, includingwhere thedata is queried,
how the relationships between databases are speciėed, and whether all querying must be done over
a single schema. We now explore these variations.
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Figure 6.2: Data warehousing. Periodically, the system builds a data warehouse by posing queries
over the source databases d1, d2, d3, d4; this is shown with dashed arrows. Later, a user poses a
queryQ; this is answered directly over the stored data warehouse.
Logical and Physical Data Integration
Webegin by exploring variation in data placement, andwhere data is queried. Some systems perform
what is known as virtual data integration. In this method, data never leaves the original databases (the
source databases) that own the data. Figure 6.1 shows a virtual data integration system in action. A
user query is to the the system (sometimes referred to as a mediator), using a schema supplied by
the system. When there is only one such schema, as here, this is called the global schema ormediated
schema. ĉemediator then rewrites the query over themediated schema into queries over the source
databases. ĉe results of these queries are combined by the mediator (possibly in some complex
fashion, using a join or aggregation, or possibly simply by concatenating the results), which returns
them to the user. In datawarehousing (sometimes called physical data integration), the source databases
are used periodically to build (or later, to refresh) a data warehouse, a database which holds a copy of
the relevant data from the sources, translated into the mediated schema. Later, a user poses a query
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to the system. It is directly executed over the database holding the data warehouse, and the results
are returned to the user. Figure 6.2 shows the relationship between a data warehousing system, the
source databases, and an end user posing a query. Chaudhuri andDayal (1997) contains an overview
of data warehousing that the interested reader may ėnd useful.
Some applications are beĨer suited to virtual data integration, and some to data warehousing.
Data warehousing systems are oěen simpler to build, since they don’t need to contain logic for query
rewriting; this can prove quite complex. However, data warehousing systems suﬀer from stale data, if
the warehouse is not refreshed enough. Also, data that is never queried is still maintained in the data
warehouse, potentially at great cost. Data warehouses do, however, reduce the load on the source
databases, if the query workload is high. A common application of data warehousing is for busi-
ness analytics. Here, corporations unify data from many diﬀerent systems (which are oěen used by
customer-facing services, and therefore should not be subject to the high load induced by complex
analytical queries) into a single large database. ĉe complex analysis queries are then performed
over that isolated database. Since the queries are used for planning, it is not necessary that the data
be completely fresh; warehouses are oěen rebuilt or refreshed nightly or over weekends.
For applications where freshness is critical, virtual data integration is necessary. For example,
a Ěight search engine would need to use virtual data integration, since it must acquire up-to-date
pricing and availability information from each airline in order to respond correctly to user queries.
Also, given the large number of available routes, it would not be feasible to build a data warehouse;
instead, the system performs the searches to retrieve the desired routes as they are requested.
Hybrid approaches are also possible, and indeed appropriate formany seĨings. A datawarehouse
can be incomplete, and query source relations as needed. Caching can be added to virtual data inte-
gration to avoid consulting the source databases for all queries. Recent work on this topic includes,
for example, Haas et al. (2010).
Mapping Speciėcation
A second axis in data integration systems is how the mappings are speciėed. Let us assume for
the moment that there is a single global mediated schema, as in the previous examples. ĉere are
then queries that relate that express the relationships between that schema and the source databases.
Early systems, such as TSIMMIS (ĉe Stanford-IBM Manager of Multiple Information Sources),
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described in Garcia-Molina et al. (1997), express the (possibly virtual) global database as a view
over the source databases. Other systems, such as the Information Manifold (Levy et al., 1996), ex-
press the source databases as views (ormore accurately, as subsets of views) over the global database.
ĉese approach are known respectively asGAV (global-as-view) andLAV (local-as-view). Lenzerini
(2002) gives a nice discussion of the fundamental diﬀerences between the two approaches, from a
theoretical perspective, and lists many more systems that use the two approaches. In the context of
data warehousing, mappings are also be expressed in a general-purpose programming language; this
approach is known as extract, transform, and load, or ETL. However, as discussed in the introduction
to this section, it is diﬃcult to reason about the eﬀects of whole programs, and therefore such map-
pings cannot be used for query reformulation in virtual data integration. We do not consider such
approaches further in this chapter.
Let us consider an example similar to that from Levy et al. (1996). We have four databases, one
containing used cars for sale, another containing luxury cars (new cars costing at least $50,000) for
sale, another containing vintage cars (frombefore 1950) for sale, and another containingmotorcycles
for sale. We also have a database that gives a description of features for each make, model, and year.
Suppose the schemas were, respectively, as follows:
UsedCars (make,model,year,price)
LuxuryCars (make,model,year,price)
VintageCars (make,model,year,price)
Motorcycles (make,model,year,price,condition)
Features (make,model,year,features)
ĉe aĨributes are all as one might expect, and condition is always either ‘new’ or ‘used’. Suppose the
global schema consists is Vehicles(make,model,year,price,condition,features).
In Datalog, one might express the Vehicles relation using GAVmappings as
Vehicles(mk,mdl,yr,prc,‘used’,feats) :- UsedCars(mk,mdl,yr,prc),
Features(mk,mdl,yr,feats)
Vehicles(mk,mdl,yr,prc,‘new’,feats) :- LuxuryCars(mk,mdl,yr,prc),
Features(mk,mdl,yr,feats)
Vehicles(mk,mdl,yr,prc,‘used’,feats) :- VintageCars(mk,mdl,yr,prc),
Features(mk,mdl,yr,feats)
Vehicles(mk,mdl,yr,prc,cond,feats) :- Motorcycles(mk,mdl,yr,prc,cond),
Features(mk,mdl,yr,feats)
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Recall that in Datalog, the diﬀerent rules represent diﬀerent ways to derive tuples in a relation, and
so this Datalog program takes the union of these simple transformations of the source relations. It
is interesting to note that some of the information from the source database descriptions has been
lost. While it is apparent from theGAV speciėcation thatVintageCars only contains used cars, it is no
longer recorded that they must be from before 1950. Similarly, for LuxuryCars, while it is recorded
that they are all new, it has been lost that they all cost at least $50,000.
Using conjunctive queries, one might express the relationships between Vehicles and the sources
using LAVmappings as
UsedCars(make,model,year,price)  Vehicles(make,model,year,price,‘used’,_)
LuxuryCars(make,model,year,price)  Vehicles(make,model,year,price,‘new’,_),
price  50000
VintageCars(make,model,year,price)  Vehicles(make,model,year,price,‘used’,_),
year < 1950
Motorcycles(make,model,year,price,condition)  Vehicles(make,model,year,price,condition,_)
Features(make,model,year,features)  Vehicles(make,model,year,_,_,features)
ĉese are containments, not equalities, since some tuples in the global schema could come from
multiple relations; for example, a used car from 1947 could be either in UsedCars or VintageCars.
While LAV is perhaps conceptually more diﬃcult than GAV (since the common operation in a data
integration system is to take the union of the sources, it makes sense to think of the speciėcation
that way as well), it is more powerful, since it contains additional information. Furthermore, that
additional information is helpful for query reformulation; a query for new vehicles need only search
the tablesMotorcycles and LuxuryCars.
ĉe third, and most general way to express the relationship between the mediated schema and
the sources is using GLAV (global/local-as-view), introduced by Friedman et al. (1999). As they
observe, pure LAV and pureGAV suﬀer from problems that did not become obvious in the relatively
straightforward example above:
Using either pure LAV or pure GAV source descriptions has undesirable consequences.
In LAV, the mediated schemamust contain all aĨributes shared bymultiple source rela-
tions, whether or not they are of interest in the integration application…To make mat-
ters worse, some sites use shared aĨributes that are only meaningful internally, such as
URLs of intermediate pages or local record ids. InGAV, on the other hand, themediated
schema relationsmust all be relations present in the sources, or conjunctive queries over
them, making the mediated schema contingent on which source relations are available.
GLAV allows more complex transformations to be present on both sides of the mappings. ĉese are
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equivalent in power to tuple-generating dependencies, or TGDs (Fagin et al., 2005), which are used in
many modern data integration systems, including OŇķļĹňŉŇĵ. TGDs have the form
8x; y ((x; y)) 9z  (x; z))
where  is a conjunction of relational atoms over the source relations, and  is one over the medi-
ated schema (or other target relation). While more complex to consider for the purposes of query
reformulation, the increased expressive power and Ěexibility of GLAV/TGDs ėnds them in use in
much recent theoretical data integration work, such as notion of data exchange developed by Fagin
et al. (2005). ĉe certain answers query semantics of this approach are also adopted by OŇķļĹňŉŇĵ.
TGDs are also used as the basis for the Clio data integration and data exchange system (Fagin et al.,
2009).
Peer DataManagement
ĉe systems presented above are all traditional data integration engines, where there is a single me-
diated schema. All mappings directly relate source databases to the mediated schema, and it is over
this mediated schema that all queries are posed. While appropriate for many seĨings, this approach
has some serious shortcomings. It is diﬃcult to add new data to the mediated schema (all mappings
must be updated), and users that don’t have the Ěexibility to use a schema they prefer (theymust use
the mediated schema). Additionally, it can be diﬃcult to represent (though perhaps possible with
the extensive use of null values) data that is only present in some of the sources.
Peer data management systems (PDMSs), such as Piazza (Halevy et al., 2003) and Hyperion (Ke-
mentsietsidis et al., 2003), and the more theoretical work of Calvanese et al. (2004), address this by
removing the constraint of a single mediated schema. Each peer in the system has its own schema,
and that schema is directly connected to only some of the other participants’ schemas. Queries can
be posed over any schema, and will return both data form that schema and data translated into that
schema. Because the system has an an interconnected “web” of mappings, data may have to travel
across a chain ofmappings in order to travel from the source to the query; theremay even bemultiple
paths between a source and the query schema, which return diﬀerent results. Figure 6.3 shows an ex-
ample of the relationships between schemas in Piazza. In such a system, it is easy to add (or remove)
participants at any time, and to introduce new mappings to supplement the existing relationships
between peers. In systems that perform virtual data integration, such as Piazza, query reformulation
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Figure 1. PDMS for coordinating emergency response in the Portland and Vancouver areas. Arrows indicate that there is (at least
a partial) mapping between the relations of the peers. Stored relations are located at various fire stations and hospitals. The hospitals
and fire districts run peers within the PDMS, publishing the stored relations for system use. Next, the Hospitals and Fire Services
peers mediate between the incompatible schemas at the layer below. Finally, a 911 Dispatch Center provides a global view of all
emergency services. In the event of an earthquake, a new Command Center and new relief workers can be added on an ad hoc basis,
and they will be immediately integrated with existing services.
tecture focuses on applications where peers are likely to stay
available the majority of the time, but in which peers should
be able to join (or add new data) very easily. We antici-
pate there will be a spectrum of PDMS applications, rang-
ing frommore ad-hoc sharing scenarios to ones in which the
membership changes less frequently or is restricted due to
security or consistency requirements. Finally, we note that
PDMS provide an infrastructure on which to build applica-
tions of the Semantic Web [4], which essentially share the
vision of large-scale data sharing systems on the Web.
The paper is organized as follows. Section 2 formally
defines the peer mediation problem and describes our me-
diation formalism. Section 3 shows the conditions under
which query answering can be done efficiently in our for-
malism. In Section 4 we describe a query reformulation
algorithm for a PDMS, and Section 5 describes the results
of our experiments. Section 6 discusses related work and
Section 7 concludes.
2. Problem definition
In this section, we present the logical formalisms for de-
scribing a PDMS and the specification of semantic map-
pings between peers. Our goal is to leverage the techniques
for specifying mappings in data integration systems, ex-
tending them beyond the two-tiered architecture.
In our discussion, for simplicity of exposition we as-
sume the peers employ the relational data model, although
in our implemented system peers share XML files and pose
queries in a subset of XQuery that uses set-oriented seman-
tics. Our discussion considers select-project-join queries
with set semantics, and we use the notation of conjunctive
queries. In this notation, joins are specified by multiple oc-
currences of the same variable. Unless explicitly specified,
we assume queries do not contain comparison predicates
(e.g., !=, <). Views refer to named queries.
We assume that each peer defines its own relational peer
schemawhose relations are called peer relations; a query in
a PDMSwill be posed over the relations from a specific peer
schema. Without loss of generality we assume that relation
and attribute names are unique to each peer.
Peers may also contribute data to the system, in the form
of stored relations. Stored relations are analogous to data
sources in a data integration system: all queries in a PDMS
will be reformulated strictly in terms of stored relations that
may be stored locally or on other peers. (Note that not every
peer needs to contribute stored relations to the system, as
some peers may strictly serve as logical mediators to other
peers.) We assume that the names of stored relations are
distinct from those of peer relations.
Example 2.1 Figure 1 illustrates many of the peer and
source relations in an example PDMS for coordinating
3
Figure6.3: Schemamappings inPiazza. Observe hat ther is noglobal schema, nd t emappings are
speciėed between any two schemas in the system. Translating data from one schema to another may
require the composition of many mappings, and there may be multiple such compositions available
to use. ĉis approach was the inspiration for OŇķļĹňŉŇĵ. Figure is taken fromHalevy et al. (2003).
becomes extremely involved, and in any such system caremust be taken to avoidmapping cycles that,
which coupled with existentially quantiėed variables (to i dicate missing data), can create inėnitely
large instances. PDMSs, as they are known, ar undoubtedly the m st complex of th systems pre-
sented here. However, their Ěexibility and ability to evolvemake them a compelling choice for many
dynamic, ad hoc applications.
Relationship to OŇķļĹňŉŇĵ
OŇķļĹňŉŇĵ builds upon the data integration ideas and t chniques presented here. Its logical model
is very close to that of Piazza. OŇķļĹňŉŇĵ is precisely the sort of ad hoc applicationwhere the PDMS
approach excels. We do not want to burden the initial OŇķļĹňŉŇĵ participants with the task of com-
ing upwith the perfectmediated schema, whichwill be adequate for the lifetime of the collaboration;
it may not yet be clear what form the collaboration will take. ĉe PDMS-style web of mappings also
allows existing end user applications to continue to work over their current schemas unchanged, and
allows new participants to join easily by creating mappings to a participant with a similar structure.
If these mappings are not suﬃcient, they can be supplemented later; the initial amount of eﬀort re-
quired to join, however, is as low as possible.
Asmentionedpreviously,OŇķļĹňŉŇĵusesGLAVmappings, in the formofTGDs, to express the
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relationships between participant schemas. Unlike Piazza and the Information Manifold, however,
it is not a query reformulation engine, and does not perform virtual data integration. OŇķļĹňŉŇĵ
maintains a (custom) local instance for each participant (as in physical data integration), for reasons
of privacy and query performance. ĉis also allows querying to take place oﬄine, or when some
other participants are not available. In this sense, OŇķļĹňŉŇĵ comes close to maintaining a data
warehouse for each participant.
OŇķļĹňŉŇĵ is not just about translatingdatabetween schemas, though that is a key functionality.
Noneof thedata integration systemsdiscussedhereplacemuch(if any) emphasis ondata consistency
or integrity. ĉe goal is to get as much data as possible into the query schema (at least virtually), and
then to answer queries over it; the end user is responsible for removing dirty, incorrect, or stale data.
A major focus in OŇķļĹňŉŇĵ is being more selective about the data that is brought into a user’s
instance, to eliminate unneeded or untrusted data, and to maintain consistency. We address related
work on this topic in the next section.
6.2 Consistency andData Sharing
Once data is translated between diﬀerent schemas, there is oěen a deeper source of incompatibil-
ity. ĉere will typically be some inconsistency, as the diﬀerent parties may have diﬀerent levels of data
freshness, some sites’ data may be dirty, or, frequently, the sites may have diﬀerent viewpoints about
what data is factual or what the precisemeaning of the data is. Data consistency is mostly orthogonal
to data integration and translation between schemas. InOŇķļĹňŉŇĵ, as described earlier in this the-
sis, we perform the translation through update exchange, and then ensure consistency and integrity
through the reconciliation process. Reconciliation happens entirely in the participant’s own schema.
Herewe present relatedwork on data consistency in several contexts. It is worth bearing inmind that
most of the approaches here assume that a consistent global instance is possible; this is a fundamental
mismatch with the goals of OŇķļĹňŉŇĵ.
Data Cleaning
ĉere has been a variety of work on data cleaning or “repair” schemes, which take a set of constraints
and a data instance that may violate some of these constraints. Data cleaning techniques used in data
warehousing typically rewrite the database to satisfy the constraints (andmay propagate corrections
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back to the source databases). Rahm and Do (2000) presents a survey of such techniques. More
theoretical work, such as that presented in Arenas et al. (1999) and Lembo et al. (2002) focuses on
rewriting queries to give the results that would have resulted from a consistent data instance.
ĉese techniques of course assume that a consistent global instance is possible and indeed desir-
able. ĉeyare very goodat correcting errorswhereoneor a fewdatabaseshave stale data; for example,
they will easily ėx a situation where one of a company’s many systems has an out-of-date address for
an employee. ĉese types of problems arise frequently in data warehousing. However, if there is a
large amount of conĚicting data, it is not clear a prioriwhich alternatives should be preferred; metrics
like edit distance work less well.
One approach to consistency in OŇķļĹňŉŇĵ would be to create possibly inconsistent instances,
like those that arise from a PDMS, and then apply a cleaning technique to restore integrity con-
straints. However, we wish to account for diﬀering levels of trust; perhaps the payroll system is more
authoritative, so if its address is diﬀerent, it is because the employee recently moved and other sys-
tems, such as those for health insurance and the pension plan, have not yet been updated. We also
wish to take into account relationships between data items; if the employee’s address update was in
the same transaction as the deletion of the employee from a list of out-of-state residents, we should
ensure that that update survives as well. While some of these problems can be solved in the data
cleaning framework, we wish to make extensive use of metadata, like provenance and transactional
dependencies, to avoid making potentially arbitrary decisions between consistent alternatives. We
therefore need a more complex approach than that oﬀered by data cleaning.
Distributed Replication
ĉe context of OŇķļĹňŉŇĵ is similar to that of replica management, version control, and discon-
nected ėlesystems. Such systems create a local working copy for a user, which can then be read and
updated oﬄine. ĉe user may then later connect with the rest of the system, which may be a central
server or more complex distributed system, to share their changes with other users, and to receive
changes from other users. ĉis is clearly very close to OŇķļĹňŉŇĵ’s periodic publish and reconcilia-
tion operations. Unlike in OŇķļĹňŉŇĵ, however, there is generally a focus on maintaining a single,
master, consistent instance; in OŇķļĹňŉŇĵ, user instances are intentionally allowed to diverge. In
other related ėelds, such as distributed databases, it is at least hoped that most operations will take
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Figure 6.4: Branching in a version control system. Figure is taken from Pilato et al. (2008).
place online; however, they fall back on a working copy model similar to that described above to
enable work to continue during a network partition, and then eﬀectively publish their local changes
when connectivity is restored.
Version Control
Client/server version control systems are widely used in academia and soěware development. Well-
known and widely-used such systems include the open-source CVS² and Subversion³ systems, as
well as the proprietary Perforce⁴ system. Such systems allow for both diverging and non-diverging
replicas. ĉe default mode of operation in such systems is to require all user-supplied changes to be
speciėed against the current (commonly referred to as HEAD) revision of ėles in the system. If a
user has made changes against an older version of the ėles, they must update their local copy to the
HEAD version before they can commit; this may entail manually resolving their local edits with re-
cently made edits by others. Version control systems will aĨempt to do this automatically for edits
to diﬀerent ėles, and diﬀerent regions of ėles; however, the end user is ultimately responsible for
making sure that the changes they made to their local copy still make sense against the HEAD revi-
sion. Dealing with “merge conĚicts,” as they are known, and solving problems caused by incorrectly
performed merges, are common headaches for soěware developers. It is not uncommon for a user
to inadvertently undo the eﬀects of other recent changes when commiĨing theirs. Version control
systems also allow divergent replicas, not on a per-user basis, but in the form of “branches” of the
²http://www.nongnu.org/cvs/
³http://subversion.tigris.org/
⁴http://www.perforce.com/
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ėles they hold. ĉe system may create a copy of a particular version of the ėles stored, and use this
as the basis of the working copies for diﬀerent sets of users. Figure 6.4 shows how a branch is cre-
ated. Once the system has branched, however, it is typically very diﬃcult to merge one branch into
another; while the branches have a common ancestor, they are treated independently by the system
from the moment of divergence onwards. ĉe branching can be localized to a particular portion of
data in the system, typically using the ėlesystem-style hierarchy that organizes the ėles under version
control.
A key diﬀerence from OŇķļĹňŉŇĵ is that all clients must commit changes relative to the most
recent version of the system state. If a user hasmade incompatible changes, he or she cannot commit
those to the system without resolving the conĚict (excluding the possibility of branching). ĉis can
be very burdensome, and cause users to commit less frequently; this increases the potential for data
loss as the user’s work is not backed up on the server. In OŇķļĹňŉŇĵ, on the other hand, publishing
always succeeds; conĚict resolution is put oﬀ until the user’s local instance is updated. ĉe analogous
operation in version control is to create a separate branch for each user; if no one else updates that
branch, then their commit (publish) operations always succeed with no merge conĚicts. However,
other users do not continue to receive the compatible subset of the changes the user makes, and as
mentioned previously, merging divergent branches of a version control system can be a very tedious
task.
Distributed version control systems, such as BitKeeper⁵, Git⁶, andMercurial⁷, are a recent devel-
opment in version control, and address some of these issues. Eﬀectively, each user’s working copy
becomes its own branch. ĉe issues of merging changes between branches, which must be done
on request, still remain. While OŇķļĹňŉŇĵ also considers each user’s instance as in eﬀect its own
branch, it tracks dependencies between the updates to users instances (i.e. working copies) and has
semantic information (such as integrity constraints) that allows it to eﬀectively performmuch of the
merging automatically, based on user interested (as expressed by mappings and trust conditions).
⁵http://www.bitkeeper.com
⁶http://git-scm.com
⁷http://mercurial.selenic.com
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File Synchronization andDistributed Filesystems
File synchronizers such asUnison (Pierce andVouillon, 2004) take two directory structures and eﬃ-
ciently propagates changes between them to keep them as close to each other as possible. In addition
to only performingpairwise synchronization,Union is conservative andwill never overwrite changes
made by a user; when a conĚict exists, both versions are typically preserved and the usermust resolve
the conĚict before continuing to work.
ĉeBoomerangbidirectional programming language (Foster, 2009) assumes that only oneof the
“source” or “view” is editing between synchronization, and so conĚicts do not arise in this context;
the focus is on translation. ĉe relatedHarmony project (Foster et al., 2007), a synchronizer for tree-
structureddata (perhaps translated into a tree representationbyBoomerang), does consider conĚict-
ing updates to nodes in a tree. ĉeydiscuss the trade-oﬀs between persistence, where no changesmade
are ever undone, with convergence, where the replicas do not totally converge. ĉe authors of Foster
et al. (2007) state (emphasis original):
In Harmony, we have chosen to favor persistence because it is easier to ensure that un-
supervised reconciliations are safe. (Unsupervised reconciliations are extremely desir-
able from the point of view of system administration, facilitating automatic reconcilia-
tion before disconnection or upon re-connection to a network, via nightly scripts, etc.)
Divergent systems are more likely to allow users to proceed with their work—the set
of replicas may be globally inconsistent, but it is more likely that each replica is locally
consistent. By contrast, convergent systems are more likely to force a user to resolve a
conĚict aěer a remote user initiated a synchronization aĨempt. For example, consider
conĚicting updates to a ėle with strict syntax requirements (e.g., LaTeX or C); the con-
vergent system’s aĨempt to record both updates may result in a ėle that causes subse-
quent processing to fail.
ĉe replicas will not converge until they are manually edited to become so, though the divergence
will be localized to the subtree where the conĚict occurred.
ĉe IceCube system(Kermarrec et al., 2001) can also be thought of as a ėle synchronizer, though
it in fact operates over operation logs rather than raw ėles, as Unison does. It allows many users to
operate on their replicas oﬀ-line, and then periodically it reconciles the operation logs of the users.
Using domain-speciėc information, it can consider diﬀerent valid interleavings and reorderings of
subsets of the combined operation log; using a domain-speciėc scoring function, it chooses a max-
imal interleaving. Some of the operations performed are rolled back, and all replicas are set to the
result of performing the selected subset. ĉis means that IceCube is a convergent system, in contrast
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to Harmony above. As we have stated previously, we do not feel that convergence is an appropri-
ate goal in OŇķļĹňŉŇĵ: customized user instances are expected and desired, and it is unclear how
a global preference between conĚicting updates could be speciėed. Also, this approach requires all
replicas to be simultaneously available for the system to perform a global reconciliation; we were ea-
ger to avoid this requirement in OŇķļĹňŉŇĵ. Interestingly, IceCube does have an idea analogous
to the ĚaĨen operation discussed in Chapter 3: it aĨempts to combine operations on the same data
item into a single one to eliminate transient conĚicts and increase the number of operations that can
be applied.
Bayou (Edwards et al., 1997) is a replicated, weakly consistent storage system. It is designed to
be the storage layer for distributed applications with varying or intermiĨent network connectivity.
An application can perform a read or write operation at any replica; updates will eventually be propa-
gated to all other replicas. ĉis “eventual consistency” model means that semantic conĚicts can arise
due to replication lag. Since Bayou has no knowledge of application semantics, it depends on the
user to supply application-speciėc conĚict detectors and conĚict resolvers. ĉese are responsible for bring-
ing replicas into an internally consistent state aěer the techniques of Petersen et al. (1997) transfer
updates between replicas. Bayou does provide “session guarantees,” described in Terry et al. (1994)
which ensure that a particular instance of the application will see a consistent view of the storage
layer by constraining the replicas with which it can communicate; they are not suﬃcient to impose global
atomicity or serializability. Like IceCube, Bayou required the user to write custom resolvers and
detectors in order to converge on a globally consistent instance. However, the IceCube interface is
at a somewhat higher level, and provides built-in support for reordering and equivalence detection;
such capabilities would have to be added to Bayou on a per-application basis. Regardless, Bayou’s
convergent properties set it apart fromOŇķļĹňŉŇĵ’s goals.
Finally, conĚict detection and resolution occurs in distributed ėlesystems during a network par-
tition. Bothmore traditional network ėlesystems like Coda (Satyanarayanan et al., 1990), replicated
ėlesystems like Ficus (Reiher et al., 1994), and peer-to-peer ėlesystems like Ivy (Muthitacharoen
et al., 2002) support updates during a network failure. When connectivity is restored, divergent repli-
cas must be identiėed and repaired. Since ėlesystems have no knowledge of the meaning of the ėles
they hold, both Ivy, Ficus, and Coda work to detect conĚicts, and then disable updates to them;
application-speciėc conĚict resolvers are then used to perform a repair operation by combining the
various versions of a ėle into a uniėed one. Like most of the other ėle-based approaches discussed
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here, Coda, Ivy, and Ficus are convergent.
Of the systems discussed here, onlyHarmony allows replicas to diverge, and aĨempts to keep the
divergence to a minimum; while parts of replicas diverge, the rest of them is kept in sync. ĉis ap-
proach is similar to what we intend to do in OŇķļĹňŉŇĵ. However, our data is not tree-structured,
and we wish to use additional information to resolve some conĚicts automatically. ĉe ėlesystem
(or ėlesystem-like) techniques of IceCube, Bayou, Ivy, and Coda all rely on custom-coded conĚict
resolvers to create a globally consistent instance by discarding some incompatible updates. IceCube
is in some ways the most similar to OŇķļĹňŉŇĵ. Despite its convergent properties, it uses opera-
tions (like updates) instance of instance state as the base of it semantics. It also considers interactions
between the operations, dependencies between them, and aĨempts to reduce transient conĚicts be-
tween operations through a ĚaĨening-like procedure.
Distributed Databases
Distributed databases typically aĨempt to provide the illusion that all transactions execute over a
single, consistent database instance. If partition occurs and operations from diﬀerent sites are in-
compatible, the goal is to choose the subset that satisfy some sort of optimization criteria. Oěen this
involves choosing some (i.e. the largest, or somehow themost important) subset of transactions that
are in some way compatible, such as respecting serializability.
Some early systems, like earlier versions of IBM’s System R*, lacked replicated data. It used vari-
ants of the standard two-phase commit protocol to ensure serializability between sites (Mohan et al.,
1986). Since data was not replicated, there was no potential for replicas to diverge, and therefore no
conĚicts to resolve; a network partition would simply cause the system to grind to a halt.
More interesting from our perspective, and more related to conĚict resolution, are systems that
do have replicated data. An early example of such a system is SDD-1, as presented in Bernstein et al.
(1978). In general, a distributed protocol is used to keep data replicas synchronized. ĉen, in the
event of network partition, querying can continue, assuming there are replicas of all of the needed
tables in a user’s partition; it is not always possible to make updates in the event of a network parti-
tion. Davidson (1984) presents an optimistic approach to concurrency control in this seĨing, which
allows general transactions to occur during a network partition. Transaction commiĨal is held until
the network partition is resolved, and the author presents a detailed comparison of the performance
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of several backout selection strategies that restore global serializability by rolling back a subset of the
transactions. Backout selection is NP-complete for even simple metrics like minimizing the number
of transactions rolled back, and therefore also for more useful ones like minimizing the global back-
out cost with diﬀerent weights for diﬀerent transactions; the author presents and compares several
heuristics.
Version vectors (Parker et al., 1983) are a widely-used method of determining causality in dis-
tributed systems. For a systemwithnnodes, a version vector is ann-ary vector of counts [c1; : : : ; cn].
When a new data item is created, it’s version vector is initialized to all zeros. When node ni updates
an item, it increments the ith entry of its version vector. As long as a distributed, replicated system
remains connected and its consistency protocol is observed, all version vectors for a data item will
stay synchronized. If the network is partitioned, however, the version vectors establish a partial order
(the so-called “happened-before” relation) over the versions of the data item. We say that a version
vector vi precedes another vj (i.e. vi < vj) if, for 1  k  n, vi[k]  vj[k]; this means that the
data item for vj was derived from that for vi by applying a sequence of operations. Since version vec-
tors establish a partial order, it is possible that neither vi < vj or vj < vi; then some updates have
been applied to one data item that have not been applied to the other, and vice versa. ĉis means
that consistency has broken down, perhaps due to a network partition. Aěer this is discovered, the
application will perform a reconciliation to merge the two data items somehow, and associate with
the merged data item the version vector that is the pairwise maximum of each of the elements of vi
and vj.
Version vectors are the building blocks for optimistic concurrency control and replication, which
can be used to implement a variety of distributed systems where strict serializability is no longer re-
quired. Saito and Shapiro (2005) presents a survey of work on optimistic replication; distributed
ėlesystems like Ivy, Coda, and Ficus described above use optimistic replication and version vectors,
in concert with conĚict resolvers, to maintain consistency. Microsoě Access also uses (or at least
used at one time) vector vectors to ensure consistency between multi-master replicas of its data-
bases (Gray et al., 1996; Hammond, 199?). It aĨempts to resolve conĚicts indicated by the version
vectors automatically, but in complex scenarios will simply store an error for human review.
Ceri et al. (1995) presents a distributed, replicated database, where updates will eventually be
applied to all replicas aěer a partition is healed. Serializability, however, will not be enforced, transac-
tions that read stale data will not be rolled back, and constraints may be violated. A later application-
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speciėc cleanupmight be necessary to dealwith, say, overdrawnbank accounts or overbookedĚights;
however, as in Davidson (1984), the authors feel the ability to get useful work during a partition is
worth the cost of some cleanup (or transaction rollbacks in Davidson (1984)). Ceri et al. (1995)
uses version vectors to determine which updates need to be sent between sites during the reconcilia-
tion phase aěer a partition heals. In some ways, their consistency model is very close to ours, in that
they (have the option to) ensure a write ordering on updates, as does OŇķļĹňŉŇĵ. OŇķļĹňŉŇĵ,
however, does not require eventual consistency, which they do.
Approaches from distributed databases are not generally applicable in the OŇķļĹňŉŇĵ context.
Much of the distributed database literature is concerned with strict serializability over a global in-
stance; since OŇķļĹňŉŇĵ lacks a consistent global instance, serializability has liĨle meaning in our
context. Version vectors, as used in Ceri et al. (1995) are somewhat related to our approach, since
they ensure that updates are applied at replicas in the same order they were originally. However, we
do not necessarily apply all transactions to each participant, leading to divergence from the eventual
consistency that they are seeking. Since our transactional guarantees can introduce dependencies
between data items (i.e. tuples with the same primary key), version vectors cannot be directly applied
to the OŇķļĹňŉŇĵ context. It is not clear with what a version vector would be associated.
In principle, it could make sense to assign a version vector to a particular region of the database
(some set of keys in some set of tables) that has particular semantic meaning as a logical entity. ĉe
system could then use a version vector to keep track of the updates participants make to that portion
of the database, and use this instead of transactional dependency model we have proposed. Each
transaction would have an associated pre-condition version vector, taken from the state of the region
when the transaction is created, and that transaction could only be applied to other instances with
that version vector for the region of the database the transaction references. ĉis would ensure par-
ticipants end up in one of a only a few ėxed states for the database region. In eﬀect, the region of the
database is treated as an opaque blob whichOŇķļĹňŉŇĵ cannot see inside; it canmerely ensure that
the operations on this blob are valid. However, if reconciliation is infrequent, and each participant
makes a few updates to the region, the participants could totally diverge. If the database region is
large, divergence could be all but assured, and if the database region is very small, then the end result
will get very close to our existing transactional and conĚict-based semantics. Nevertheless, it is in-
teresting to consider the relationships between our consistency model and others from distributed
systems.
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6.3 DistributedQuery Processing
Distributed query processing as a ėeld dates back almost to the beginning of the relational database
era. Some inĚuential early systems, such as IBM’s System R* (Lindsay et al., 1984) and the Com-
puter Corporation of America’s SDD-1 (Jr. et al., 1980), supported operations over distributed data.
However, as discussed inMackert and Lohman (1986) and Bernstein et al. (1981), both approaches
consider partitioning of data at the table level. While this can aﬀord some performance beneėts,
partitioning of tables among a collection of nodes can oﬀer greater beneėts through partitioned paral-
lelism, which was introduced in the context of distributed Ingres (Epstein et al., 1978). By executing
portions of each operation on a large number of nodes at the same time, this can oﬀer greater data
retrieval speed (due toparallel I/O) andgreater processing speed (due toparallel processing). In gen-
eral, there is a trade-oﬀ between the cost of network communication and the beneėts of partitioned
parallelism. However, network speeds (both in the local area and at the global scale) have improved
dramatically over the last several decades, and now oěen exceed that of physical storage. Partitioned
parallelism in shared-nothing databases has been cited by leading researchers (e.g. in DeWiĨ and
Gray (1992)) as the future of high-performance databases. ĉemajor commercial RDBMSs, namely
IBM’s DB2, Microsoě’s SQL Sever, and Oracle’s eponymous RDBMS all support partitioned paral-
lelism.
While state-of-the-art commercial RDBMSs can oﬀer high performance, they are notoriously
diﬃcult to set up and use, even at a single site. A key goal of OŇķļĹňŉŇĵ is to provide reliable,
high-performance storage and querying without the need for a central server. Multiple computers at
multiple sites will therefore fulėll the storage and execution need of OŇķļĹňŉŇĵ. We do not wish to
require complete reliability on the part of any particular site, allowing intermiĨent network failures,
hardware upgrades, or soěware faults. Furthermore, we want the system to be “plug and play” in that
a node needs to know the identity of another node, and connect to it; from there, everything should
be self-conėguring. ĉerefore, we chose to implement a partitioned-parallel, peer-to-peer database
for OŇķļĹňŉŇĵ.
Peer-to-Peer Storage andQuery Processing
ĉe literature contains several recent, inĚuential peer-to-peer query processors, PIER (Chun et al.,
2004; Loo et al., 2004; Huebsch et al., 2005; Huebsch, 2008) and Seaweed (Narayanan et al., 2008;
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Mortier et al., 2006). Both use the distributed hash table (DHT) as their data partitioning layer,
whichweėrst review. Well-knownDHTs includePastry (RowstronandDruschel, 2001),CAN(Rat-
nasamy et al., 2001), Chord (Stoica et al., 2001), P-Grid (Aberer, 2001), and Bamboo (Rhea et al.,
2004). While the details of distributed hash tables vary from implementation to implementation,
they all implement one key feature: given a data item, they can associate it with a node. Both keys
and nodes are given IDs in some large key space; this is oěen 160-bit integers, chosen to match the
output of the SHA-1 hash function. Hashing is used to ensure an even distribution of nodes and
data items throughout the keyspace; data items are associated with the hash of their key, and nodes
(typically) with hash of their IP address. ĉe key space is partitioned in a deterministic way using
the node IDs; the exact method depends on the system. Such systems cannot guarantee complete
partitioning (i.e. routing) consistency under churn, though they typically guarantee that routingwill
stabilize once churn has ceased.
ĉe key operation in a DHT is to send a message to the node that owns a particular DHT ID⁸;
the message might be to store a retrieve a data item from persistent store, if the system is implement-
ing a “pure” distributed hash table that just holds data, or it might do something more complicated.
Message routing is accomplished by consulting the routing table at each node, which indicates which
a request should be sent to for certain regions of the key space. To enable scalability to very large
numbers of numbers of nodes, i.e. to Internet-scale systems, multi-hop routing is used. Each node
has incomplete knowledge of the nodes in the system, and so many nodes (typically logarithmic in
the system size) may be contacted as a messagemakes its way to the node that owns a particular data
item. Note that inOŇķļĹňŉŇĵwe using single-hop routing, which is possible due to the smaller sys-
tem size. We then use snapshots of a single consistent routing table for the duration of a query, which
guarantees consistent partitioning for the purposes of that query.
Distributed hash table-based query processors have largely targeted dynamic and loosely consis-
tent, rather than static and strongly consistent, data. Huebsch (2008), for example, discusses apply-
ing PIER to keyword search in peer-to-peer ėlesharing, and to network monitoring. PIER is build
over the Bamboo DHT mentioned previously. It supports storing data natively in the DHT; this is
never the primary copy of data, as nodes must periodically publish data to the DHT. ĉis ensures
⁸ĉis is a slight generalization. Some DHTs include persistent storage as a built-in feature, meaning that the basic
operation is simply to store or retrieve a data item. Others, such as Pastry, only focus on routing; this is more Ěexible,
since it enables high-level applications to be built over the DHT.We assume a Pastry-style interface.
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reasonable data freshness, that data moves to the correct node as the nodes come and go (there is
no background replication), and that data from nodes that have leě the system does not persist in-
deėnitely. Data may also be stored in application-managed storage on the nodes, and pushed into
PIER for processing during query execution. PIER supports partitioned-parallel operations, such
as joins, by using the DHT as a very large hash table for pipelined hash joins; it also has optimiza-
tions to reduce network traﬃc by using Bloom joins (Mackert and Lohman, 1986), and by caching
in concert with the multi-hop routing inherent in the DHT to produce results early. It also supports
pre-computation of aggregate results at each node (into a partial state record, or PSR), and using tree
to combine the PSRs incrementally until they reach the node that issued the query.
Some of the techniques used by PIER inspired approaches in OŇķļĹňŉŇĵ: we use similar join
techniques, though without any caching (since we have single-hop routing), and also use PSRs. We
do not use trees to merge PSRs, however. Since we have summary statistics, we can determine the
number of PSRs the query issuer is likely to receive. If receiving and combining them is determined
(by the optimizer, in a cost-based fashion) not to be too heavy a burden, the query issuer will simply
combine all the PSRs itself. Otherwise, the PSRs will be rehashed, and a distributed partitioned-
parallel aggregation will be performed to produce a complete results for each aggregate group; these
are then sent to the issuer. Our approach works well if the number of nodes is relatively small (as is
typically the case inOŇķļĹňŉŇĵ) or if the number of aggregation groups is very large (rehashingwill
cause even load distribution). If a large number of nodes produce results for only a few groups, the
incremental aggregation approach of PIER will perform beĨer. In OŇķļĹňŉŇĵ, however, we have
not found aggregation performance to be a boĨleneck.
Like PIER, Seaweed focuses on distributed computation of aggregates, and considers network
management as a driving use case. Unlike PIER, no base data is stored in the DHT (which in this
case is Pastry); the DHT is instead used tomaintain information about past node availability, so that
the system (and user) canmake intelligent decisions about how long to wait for results. A usermight
be willing to wait, say, one hour for results from 95% of the nodes, but not an extra four hours to
reach 99%. Like PIER, it also uses hierarchical computation of aggregates, but unlike PIER it does
not support distributed joins. It does, however, place a stronger emphasis on consistency, in that it
ensures that network churnwill never cause available data to be skipped or processedmultiple times;
data from nodes that are down for the duration of the query, as chosen using the node availability
information, will not be considered. PIER, in contrast, only oﬀers best-eﬀort consistency.
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Akeydiﬀerencebetween theneeds ofOŇķļĹňŉŇĵand these prior peer-to-peer query processors
is that they are focused on the scalability aﬀorded by peer-to-peer systems; we are focused on their
self-conėguring nature and resilience to failure. Additionally, we need to ensure consistent access to
mutable data. DHTs use replication to enable transparent failover by replicating data items to nodes
near (in the DHT key space) to the node that owns that item; if the owning node fails, requests will
get rerouted to a node that owns a backup copy. Pastry, like otherDHTs, uses background replication
through swapping summary structures⁹ is used to ensure that each nodemaintains copies of the data
items that it should, even as the set of nodes changes due to churn. Replication ensures that, with
high probability, data is not lost, and the background process will eventually migrate it to the correct
nodes. PIER does not use replication; instead, any data stored in the DHT can be through of as a
cache that is refreshed periodically frommaster copies elsewhere. Seaweed uses Pastry replication to
ensure that availability metadata is not lost, though they do not seem concerned about consistency
of such metadata.
ĉis approach causes several problems for mutable data. One is more technical, in that replica-
tion implementations (at least in FreePastry) assume that eachDHT ID refers to a single, immutable
data item. It will ensure that a copy of a data item with that ID is replicated to the correct nodes. If
the data item (or items) a DHT ID changes over time, the system will not propagate such changes.
Versioning can perhaps be added to such a system, but consistency issues may result, as in the dis-
tributed databases discussed above. A more fundamental problem is that writes may not be seen
immediately, if there is a network partition or incorrect routing; this can lead to divergent replicas.
Replication will eventually bring the most recent version of a data item to the correct nodes; at any
point in time, however, all nodes in the system would have to be consulted to ėnd the most recent
version of a data item (or even to determine if it exists), since it might not yet have migrated.
We solve this problem inOŇķļĹňŉŇĵ through the use of versioned storage (for tuples), a hierar-
chical index that maps versions of the database to versions of tuples, and a global distributed counter
to keep track of versions of the database. ĉis approach will not work for Internet-scale systems, due
to the complexity of possible counter implementations. However, it means that we can use back-
ground DHT replication (with versioning, as mentioned above, of both base data and index pages)
for the common case (data is correctly located) and can search on demand to retrieve themost recent
⁹See details at https://mailman.rice.edu/pipermail/freepastry-discussion-l/
2005-September/000168.html
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copy of missing or stale data; the index can be used to determine when this situation exists. It can
also detect data loss of base data and index pages.
An alternate approach to this problem, described in DeCandia et al. (2007), is taken by Ama-
zon’s Dynamo storage engine. Like DHTs, it uses hashing for data distribution, replicates data (to a
conėgurableN nodes) for reliability, and focuses on high update availability in the event of node fail-
ure. Data is versioned using vector clocks (very similar to the version vectors presented previously).
Updates are always speciėed relative to a particular version. ĉe node that owns a data item acts as
the coordinator and master copy for reads and writes of that data item; note that which node is the
master may change due to node failure or partition. In a write, the coordinator tries to update allN
replicas, and must wait for a certain number of them (conėgurableW) to commit the write before
it can return success to the user. Similarly, in a read the coordinator reads as least a conėgurable R
replicas, and returns the most recent (using their versions). If replicas have diverged, application
speciėc replication occurs. By tuning R andW relative toN and each other, Dynamo can favor read
or write performance, though perhaps at the expense of delayed inconsistency detection. While this
approach is interesting and clearly high-performance, we felt that for OŇķļĹňŉŇĵ the potential for
stale reads was too high.
In short, OŇķļĹňŉŇĵ’s query engine is inspired by prior DHT-based query engines. Unlike
them, however, we provide stronger consistency guarantees, and use the DHT for the primary stor-
age of base data. Given our focus on peer-to-peer system’s reliability and fault tolerance rather than
scalability, we were able to exploit our smaller scale to provide guarantees that they cannot. Here we
have outlined related work on query processing and consistent storage in peer-to-peer systems. In
the next section we describe related work on ensuring reliability in distributed query processing.
Reliable DistributedQuery Processing
Reliable distributedquery processing is a topic of studydating back to IBM’sR* (Lindsay et al., 1984)
and SDD-1 (Bernstein et al., 1978), and perhaps best known commercially as Tandem NonStop
SQL (Tandem Database Group, 1987). However, their consistency model and deėnition of relia-
bility diﬀer somewhat from ours. In NonStop SQL, the problem is detecting a failed machine in a
local cluster and possibly aborting and restarting a query. As mentioned in an Section 6.2, in R* and
SDD-1, the focus is on ensuring transaction serializability. Aborting a transaction (which may con-
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tain both queries and updates) and restarting it is both necessary and expected in the event of node
or link failure.
Our consistency model is relaxed, as we do do not consider transactions (when publishing the
update log, we do consider themduring reconciliation) or serializability. We simply need correct and
complete answers to a query relative to a particular version of the database. Churn could cause loss
or inconsistent partitioning of intermediate state, and therefore missing or incorrect results. For us,
node arrival is not aproblemdue to theuseof per-query routing snapshots, but nodedeparture causes
data loss. One option is to abort and restart the query; reliable storage will ensure correct results. We
would like, however, to avoid redundant work and to incrementally recompute “missing” answers
wherepossible, inorder to completequery computation. InSection4.4, wedescribedhowwecanuse
buﬀered state and replicated data to recover the state at failed nodes, avoiding much recomputation
when recovering from node failure.
In many distributed systems, there is no incremental recovery of query results. What we call
“abort and restart” is the only recovery mode. Some do support techniques at least similar to ours.
ĉeOGSA-DQP system (Smith et al., 2000, 2002), a grid-based distributed query processor, is per-
haps the closest to our seĨing, though it is not peer-to-peer in nature. OGSA-DQP was extended
in Smith andWatson (2005) to support recovery from node failure during query execution through
the use of upstream backup. ĉis technique ensures that copies of tuples are buﬀered as they are sent,
and retained until they (or all of the tuples derived from them) have Ěowed through some number
of downstream nodes; in this way, a small number of node failures will never result in loss of query
results. It has limitations when processing joins, as one relation must be completely buﬀered; the
memory cost of this is no higher, however, than using pipelined hash joins, as we do. ĉe main dif-
ference fromourwork is that buﬀering is explicit. We instead exploit existing buﬀers, and rescan base
data only when existing buﬀers are not suﬃcient to recover needed state.
Recent work on reliable stream processing systems has also lead to related techniques for reliable
query processing. Reliability is if anything even more critical in stream processing, as restarting a
query will loose any state accumulated in intermediate stream operators. Hwang et al. (2005) gives a
nice comparison (albeit using a simulation for experimental results) of diﬀerent techniques for build-
ing robust stream processors. Upstream backup is considered in this context as well, and performs
well if failures are rare as it does not add much processing overhead or network traﬃc; however, it
can take a long time to process the backed up data in order to recover the state of a failed node. Other
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techniques considered include active standby, where multiple copies a query are run simultaneously
ondiﬀerent nodes. ĉis allows for a failure to be quickly corrected, but seriously reduces the available
processing power and adds considerable network overhead, as all computation is performedmultiple
times. Balazinska et al. (2008) details the use of active standby in the Borealis stream processor. It
is also used, via the Flux operator (Shah, 2004) in the TelegraphCQ system (Chandrasekaran et al.,
2003). Passive standby is a promising hybrid approach, which combines some amount of upstream
backup with periodic checkpointing of operator state to a backup. If the amount of state is smaller
than the amount of input used to generate it (as it common for windowed and aggregate operators),
this can lead to a dramatic reduction in network traﬃc while causing an acceptable increase in time
needed to recover from a node failure. Hwang et al. (2007) and Kwan et al. (2008) discuss ways to
add passive standby to Borealis, and oﬀer promising results. ĉese methods have higher network
overhead than ours, since redundant data (in the form of operator checkpoints or duplicate compu-
tation) is sent over the network. Additionally, we can try to exploit existing buﬀers to reduce the cost
of recovery. Since we can always rescan base data, it doesn’t maĨer that some needed data may not
be buﬀered anywhere; for stream processing, of course, rescanning base data is not an option.
Cloud Computing
Our target domain ismore controlled and smaller than Internet-scalepeer-to-peernetworks. Inmany
ways, our work is closer to cloud datamanagement platforms. Yahoo!, for example, is developing the
PNUTS (Cooper et al., 2008) massively parallel database, together with the “Pig Latin” query lan-
guage (Olston et al., 2008), which will allow complex queries in the style of MapReduce (Dean and
Ghemawat, 2004, 2010) to be speciėed more easily. Like our work, PNUTS provides strong consis-
tency guarantees and supports transparent failover. MapReduce-style workloads (PNUTS uses the
Hadoop MapReduce implementation) oﬀer support for restart of failed work units, and are highly
partitioned-parallel. While most of the features of our work are present in PNUTS, there are a few
major diﬀerences: PNUTS depends on a reliable message broker to achieve consistency, and does
not support consistency between records. While global consistency is important for OŇķļĹňŉŇĵ,
global consistency in (say) the Yahoo! user database is not necessary; the authors of PNUTS instead
opt for higher performance through the use of per-item master copies. Additionally, MapReduce
typically depends on a single, reliable controller.
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Google’sMapReduce implementation can also be used to perform complex transformations over
distributed data stored using Google’s internal systems, such as the GFS distributed ėlesystem Ghe-
mawat et al. (2003), or the Bigtable distributed database (Chang et al., 2008). Such systems also
oﬀer automatic load balancing and failover, like OŇķļĹňŉŇĵ. However, they require a permanent
controller, or root node, and also do not oﬀer system-wide versioning consistency (Bigtable andGFS
only support row- and ėle-level consistency). MapReduce is also quite low-level for use as a query
language; by comparison, the query layer for OŇķļĹňŉŇĵ uses standard SQL. ĉe Pig Latin query
language, mentioned above, is one example of a project to provide a higher-level (though not as high
as SQL) query language for MapReduce-type transformations. ĉe HadoopDB academic research
project (Abouzeid et al., 2009) is also aĨempting to provide SQL-style querying over Hadoop, the
open sourceMapReduce implementation. While it provides good query performance, and uses load
balancing to operate over a heterogeneous cloud, the work presented so far focuses on query per-
formance for analytical workloads; there is no discussion of a consistency model. Additionally, like
other MapReduce implementations, Hadoop depends on the central NameNode to store ėlesystem
metadata;HadoopDB therefore suﬀers froma single point of failure. In a related projected, Facebook
has built Hiveĉusoo et al. (2010), a Hadoop-based data warehouse. Its emphasis is also on query
performance over very large data sets, and not consistency.
ĉeOŇķļĹňŉŇĵ query processor and storage layer shares many features with cloud-based data-
bases: these include fault tolerance, massively parallel processing, use of heterogeneous commod-
ity hardware, and relaxed consistency semantics. OŇķļĹňŉŇĵ, however, has requirements that the
cloud systems lack. We want it to be totally automatically conėguring; while cloud systems typically
support transparent failover, they require initial setup. We also want stronger consistency seman-
tics. While we are not interested in full serializability, as many traditional distributed databases are,
we do desire globally consistent versioned snapshots; cloud approaches usually oﬀer only record- or
tuple-level consistency. Finally, many of the cloud approaches have a permanent central controller or
master node. Our substrate, in contrast, uses peer-to-peer storage, and query initiator as a temporary
master node just for the purposes of query execution.
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Figure 10: Representative cumulative distributions of the frac-
tion of the key space a server might be responsible for. 64
servers are simulated, each with 1, 6, or 24 virtual servers. The
data marked Real is derived from the distribution of 10,000
blocks among 64 servers, each with 6 virtual servers.
With multiple virtual servers per server, the sum of the parts of the
ID space that a server’s virtual servers are responsible for is more
tightly clustered around the average.
The fact that CFS spreads the storage of blocks across servers
means that in many cases the burden of serving the blocks will
also be evenly spread. For large files this will be true even if some
files are more popular than others, since a file’s blocks are widely
spread. If the popular data consists of only a few blocks, then the
servers that happen to be those blocks’ successors will experience
high load. The next section describes how caching helps balance
the serving load for small files.
7.2.3 Caching
CFS caches blocks along the lookup path. As the initiating server
contacts successive servers, each checks whether it already has the
desired block cached. Once the initiating server has found the
block, it sends a copy to each of the servers it contacted during the
lookup; these servers add the block to their caches. This scheme is
expected to produce high cache hit rates because the lookup paths
for the same block from different sources will tend to intersect as
they get closer to block’s successor server.
Figure 11 illustrates how well caching works. A single block is
inserted into a 1,000 server system. Then a sequence of randomly
chosen servers fetch the block. The graph shows how the number
of RPCs required to fetch the block decreases with the number of
cumulative fetches, due to the block being cached in more places.
Each plotted point is the average of 10 sequential fetches. A quirk
in the implementation prevents the originating server from check-
ing its own cache, which is why no fetches have an RPC count of
zero.
As expected, the RPC counts decrease, since more and more
servers have the block cached. The RPC counts decrease signifi-
cantly after just a few lookups. Figure 9 shows that lookups without
caching in a 1,000-server system require an average of 5.7 RPCs,
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Figure 11: Impact of caching on successive client fetches of
the same block. Each point is the average number of RPCs
for 10 successive fetches from randomly chosen servers; the er-
ror bars indicate one standard deviation. The system has 1,000
servers.
while after 10 lookups with caching an average of only 3.2 hops are
required. The net effect is to improve client-perceived performance
and to spread the load of serving small files.
7.2.4 Storage Space Control
By varying the number of virtual servers on a physical server, a
server’s owner can control the amount of data that CFS stores on
the server, and thus the amount that the server must serve. Fig-
ure 12 shows how effective this is. The experiment involves seven
physical servers, with 1, 2, 4, 8, 16, 32, 64, and 128 virtual servers,
respectively. 10,000 blocks are inserted into the system, and the re-
lationship between how many virtual servers a physical server has
and how many blocks it must store is plotted. For example, the
physical server with 16 virtual server stores 586 blocks; there are
a total of 255 virtual servers, so this is close to the expected value
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. Since the relationship of blocks to virtual
servers is linear, an administrator can easily adjust a CFS server’s
storage consumption.
There is little memory overhead to running many virtual servers
to achieve fine-grained control over load. Each virtual server re-
quires its own finger table and successor list, as well as accounting
structures for the block store and cache; the total memory footprint
of these structures in our unoptimized implementation is less than
10KBytes.
7.2.5 Effect of Failure
After a CFS server fails, some time will pass before the remain-
ing servers react to the failure, by correcting their finger tables and
successor pointers and by copying blocks to maintain the desired
level of replication. Theorems 1 and 2 suggest that CFS will be
able to perform lookups correctly and efficiently before this recov-
ery process starts, even in the face of massive failure.
To test this, 1,000 blocks are inserted into a 1,000-server system.
(a) Balancing using virtual servers
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Figure 12: Impact of the number of virtual servers per physical
server on the total amount of data that the physical server must
store.
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Figure 13: Fraction of block request failures as a function of
the fraction of 1,000 CFS servers that fail. Each data point is
the average of 5 experiments inv lving 1,000 block lookups; the
err r bars indicate the inimum and maximum results.
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Figure 14: Average lookup RPC count as a function of the frac-
tion of the CFS servers that fail. There are 1,000 servers before
the failures. Each data point is the average of 5 experiments;
the error bars indicate the minimum and maximum results.
Each block has six replicas (including the main copy stored at the
direct successor). After the insertions, a fraction of the servers fail
without warning. Before Chord starts rebuilding its routing tables,
1,000 fetches of randomly selected blocks are attempted from a
single server. Figure 13 shows the fraction of lookups that fail, and
Figure 14 shows the average RPC count of the lookups.
No lookups fail when fewer than 20% of the servers fail, and
very few when less than 35% fail. The reason for this is that server
finger tables and successor lists provide many potential paths to
carry a query around the Chord ID ring; if the most desirable finger
table entry points to a failed server, CFS uses an entry that points
less far around the ring. Lookups start to fail when enough servers
fail that some blocks lose all six copies. For example, when 50% of
the servers fail, the probability of losing all of a block’s replicas is
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; this is close to the value 0.013 shown in Figure 13.
All of the lookup failures encountered in this experiment are due to
all of a block’s replicas failing; CFS was always able to find a copy
of a block if one was available.
Figure 14 shows that lookups take about one RPC longer as a
result of 50% of the servers failing. The RPC counts do not in-
clude attempts to contact failed servers. Lookups take longer after
failures because some of the finger table entries required for fast
lookups point to failed servers. If half of the finger table entries
are not valid, then each RPC makes about half as much progress as
expected; but one extra RPC fully corrects this.
Figure 15 shows the number of attempts to contact failed servers
that occur per lookup, averaged over 1,000 block lookups. After
the first time a server decides (by a timeout) that it has used a finger
table or successor-list entry that points to a failed server, it does not
use that server again until it has been stabilized. Given that massive
failures have little effect on the availability of data or the number of
RPCs per lookup, users are likely to perceive such failures because
of RPC timeouts during lookups. However, Figure 15 shows that a
typical block lookup shortly after a failure can expect less than one
(b) Weighting by varying no. of virtual servers
Figu e 6.5: Virtual servers in CFS. Figure 6.5a shows the fraction of the ID space assigned to each of
64 physical nodes using from 1 to 24 virtual nodes at e ch physical node. ĉe “Real” line shows the
distribution of 10,000 data items between to physical nodes for the 6 virtual node case; it is very close
to the key space distribution for that case. Not that this diﬀers from the graphs shown in Chapter 5
in that our histograms showed how loaded themost loaded node was over many instances; this shows
how loaded each node is for a particular instance. Totally even load balancingwould assign each node
1
64 = 0:016 of the key space. Figur 6.5b shows, for seven nodes with numbers of virtual nodes vary-
ing from 1 to 128 (i.e. 255 virtual nodes total), howmany of the 10,000 data i ems (ėlesystem blocks
in this case) are assigned of those nodes, as a function of the number of virtual servers. ĉe relation-
ship i appr ximate y linear, making it easy to assign more load to more capable servers. Figures are
taken fromDabek et al. (2001).
6.4 Load B lancing inDistribut dHash Tables
ĉere are a number of approaches to load balancing in peer-to-peer networks. ĉe most basic load
balanci g ta k is simply to allocate t e network’s key space evenly am ng all nodes; in a naïve DHT
the distribution of range sizes among nodes is roughly Poisson (Ledlie and Seltzer, 2005). Virtual
serverswere ėrst introduced in a diﬀerent c n ext byKarg r et al. (1997). Dabek e l. (2001) plied
virtual servers to DHTs to improve the performance of the Cooperative File System (CFS), a peer-
to-peer ėlesystem built ov r the aforementioned Chord (Stoica et al., 2001) DHT. Each node runs a
large (oěen5 to 20) virtual servers. Each virtual server is assigned its ownnode ID, and therefore gets
its own region of the key space. While the amount of key space at each virtual server is highly variable,
since each node runs a large number of them, the total fraction of the key space (and therefore the
total amount of data) at each node is very consistent. Figure 6.5a shows a histogram of the fraction
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of the key space assigned to each physical node for a variety of numbers of virtual nodes. As the
numberof virtual nodes increases, thedistributionof the key space (anddata items) tophysical nodes
becomes more consistent.
However, even distribution of key space among physical nodes does not always oﬀer optimal
performance. If the nodes are heterogeneous, it is oěen desirable to allocatemore of the key space to
the more capable nodes. ĉis virtual server approach of CFS can be used to assign more data data to
such nodes, by creating more virtual servers at more powerful nodes. As Figure 6.5b, the number of
data items at each node is directly proportional to the number of virtual servers there.
A diﬀerent approach, described in Surana et al. (2006), also takes diﬀering node capabilities into
account but goes beyond this, considering which data items are more popular and aĨempts to dis-
tribute the key space to keep each node operating at a reasonable fraction of its capabilities. ĉis
technique must also factor in the cost of moving state between nodes. ĉe techniques proposed for
OŇķļĹňŉŇĵ are similar, but there are important diﬀerences in the seĨing. InOŇķļĹňŉŇĵ, the query
workload is such that extreme hot spots, like the so-called “Britney Spears problem” in peer-to-peer
ėlesharing (the nodes which own those two keys are swamped by teenyboppers looking for a copy of
her latest hit), are unlikely; each node’s load is instead strongly related to its fraction of the DHT key
space. ĉeir approach aĨempts to move large chunks of data between servers in a cost-based way;
due to replicated data, we have the routing Ěexibility to move the retrieval of smaller chunks of data
from node to node at liĨle to no cost.
In general, creating more virtual servers increases the evenness of key space distribution among
the physical nodes. However, as discussed in Ledlie and Seltzer (2005), Karger and Ruhl (2004),
and elsewhere, virtual servers also have some negative eﬀects:
1. ĉey increase churn. Each node has more neighbors, so more nodes acquire new regions of
the key space when a node arrives or departs.
2. ĉey increase the amount of routing state, and therefore also the cost of performing each rout-
ing step. ĉey also increase the amount of bandwidth used for network maintenance.
3. ĉey increase the number of hops per lookup, inDHTs that performmulti-hop routing. Recall
that OŇķļĹňŉŇĵ does not.
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4. ĉey complicate replication, since care must be taken to ensure that data is not replicated at
another virtual server on the same node.
For OŇķļĹňŉŇĵ, there are several additional reasons that virtual servers do not work well. By in-
creasing fragmentation of the key space, they decrease the beneėt of clustering index pages near (in
theDHTkey space) to the tuples they reference: this increases the number of tuple IDs sent over the
network, andcancause amajor increase innetwork traﬃcanddecrease inperformance inbandwidth-
constrained seĨings. Additionally, it takes a very large number of virtual nodes to approach totally
even partitioning; in a partitioned-parallel query processor like OŇķļĹňŉŇĵ, the most loaded node
is likely to be a boĨleneck, and a smaller number of virtual servers oěen leave a few nodes with sub-
stantially more data that others. We validated experimentally that virtual servers do not work well in
our seĨing; performance was several times worse than with the approach shown in Chapter 4.
For OŇķļĹňŉŇĵ, we wanted to use a load balancing approach that did not signiėcantly compli-
cate the existing implementation, but oﬀered beĨer replication properties (decreased data churn at
node arrival and departure) than totally even key space assignment, as used in Chapter 4. As dis-
cussed in Chapter 5, we switched to Pastry-style range assignment, and exploited the routing Ěexi-
bility aﬀorded to us by data replication to improve performance. Since our system already supported
routing table snapshots for per-query consistency, the changes needed were minimal. ĉough not
discussed in this thesis, since we are only changing where data is used, not where data is available, it is
also possible to use diﬀerent partitionings for diﬀerent queries.
ĉere are other approaches that do not use virtual servers at all, or use them in a more complex
way to get greater beneėt from using fewer of them,mitigating some of their shortcomings described
above. We here review some of these approaches, many of which could be complementary to our
existingOŇķļĹňŉŇĵ implementation. We did not study them experimentally, since their implemen-
tation could be quite complex, but they are a promising direction for future research.
ĉe approaches of Karger andRuhl (2004) and Ledlie and Seltzer (2005) are similar in that they
aĨempt to create only a fewvirtual nodes per participant, but they choose thenodes’DHTIDs froma
small set of alternatives. Karger andRuhl (2004) aĨempts to evenly distribute the key space asmuch
as possible, or alternatively the number of items at each node, by switching between one of a few
possible node IDs. ĉis does cause increased churn when nodes arrive and depart, asO(log logn)
nodes may change their ID when any node comes or goes; caching can ameliorate the data migra-
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tion cost, however, as a node may already have copies of some of the items it is now responsible for.
ĉe approach of Ledlie and Seltzer (2005) is more general, as multiple virtual servers may be used at
each physical node, but again their IDs are not ėxed; more virtual servers may be added, as needed,
to keep the utilization of the nodes in the system (they focus on network bandwidth) within some
range. Sampling is used to determine the expected eﬀect of diﬀerent virtual server ID choice. Other
approaches to key space assignment include the threshold approach of Ganesan et al. (2004), which
aĨempts to keep the utilization of all nodes within some ėxed ratio, and the more probabilistic ap-
proach of Manku (2004).
ĉere are also approaches to optimizing performance in DHTs without altering the key space
distribution. Since they do not consistently distribute the key space among nodes, they cannot be
used as the basis for a partitioned-parallel query processor like OŇķļĹňŉŇĵ. ĉe approach of Dabek
et al. (2004), for example, optimizes read performance by storing redundant copies of (relatively
large) data items and using the results that are returned most quickly. ĉey either replicate entire
data items (like most DHTs) or use erasure coding to store some number of partial copies of a data
item, any suﬃciently large subset of which can be used to to reconstruct it. ĉey do not consider
either write performance or the consistency issues that would arise from a “write-anywhere” model
that would likely accompany this approach.
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Chapter 7
FutureWork
ĉere are a number of promising directions in which to take the work presented in this thesis. I
break these down into three categories, corresponding to the ideas presented in Chapters 3, 4, and 5,
respectively.
7.1 ĉeCDSSModel
ĉere many possible variations of the CDSS model that it might be interesting to explore. We dis-
cussed in Chapter 3 the idea of adding read dependencies to transactions. It would be interesting
to fully characterize the eﬀects this would have both on the semantics of consistency, and on the
rate of divergence of participants in a CDSS. It would also be interesting to explore more deeply the
eﬀects of update exchange on the semantics of transactional dependency. If a tuple is already in a
participant’s instance, and another derivation becomes available, that participant’s instance does not
change. However, if that participant then makes an update to that tuple, what is the antecedent of
that transaction. Is it either, or both? ĉe single-schema seĨing of Chapter 3 did not consider this
and related questions.
ĉere many simpler tweaks that can be made to OŇķļĹňŉŇĵ. For example, while we require
all updates in a transaction to be trusted for the transaction to be trusted, we assign a transaction
the priority of its highest-priority update. ĉis favors high-priority updates, but only if the entire
transaction is trusted. It would be interesting to explore other variants on this, such as using the
lowest priority update in a transaction, or no longer requiring that the entire transaction be trusted. It
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would be interesting to see the results of a user study, showingwhich semantics real users, as opposed
to database researchers, ėnd most useful or explicable.
Aside fromsimpleuser studies, large-scale useofOŇķļĹňŉŇĵ in a real-world context is clearly the
next step. ĉe theory behind collaborative data sharing is well understood, and the implementation
of the system is now stable and reliable. It would be interesting to see how real scientists, business-
people, or government agencies make use of collaborative data sharing. ĉey may have needs that
we have not anticipated, or come up with unforeseen, pathological use cases that cause performance
degradation.
7.2 Distributed Storage andQuerying
ĉedistributed storage andquery enginepresentedherehas grown froma relatively simpleprototype
to a large and complex piece of soěware. As with any piece of soěware, once it has reached some
level of maturity, it is worth stepping back and considering various design decisions, and seeing if
they continue to make sense.
At a relatively superėcial level, it would be worth reimplementing the system in C++ rather than
Java. ĉe run-time overhead imposed by the JIT and garbage collection is quite high, and made
timing-based experiments somewhat tricky, since results took a while to converge. Additionally, it
proved necessary to change the query execution layer to operate over large blocks of raw data, instead
of structured Java objects, for performance reasons. At this point, there is relatively liĨle beneėt in
terms of code simplicity from using a somewhat higher-level language like Java.
I would also like to implement query execution operators that work well with persistent storage.
While to some extent one of the beneėts ofmassively parallel computation is the abundance ofĆM
and the greatly reduced need to go to disk, it would be nice if join and aggregate operators could
neatly serialize their state to disk, if memory became constrained, rather than relying on the operat-
ing system to swap virtual memory to disk one page at a time. ĉis would lead to a more graceful
performance degradation if physical memory became a boĨleneck.
ĉe aforementioned changes are all implementation-speciėc, rather than to the overall approach
I took, and I feel they are very likely to oﬀer modest performance improvements. I would also like
to consider some more radical design changes to the storage and partitioning layers. I continue to
feel that peer-to-peer approaches are worthwhile, as they are self-conėguring and easy for end users
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to set up. However, I am not convinced that using hash-based partitioning for individual tuples is
necessarily the best solution. I’m also not sure that it’s not, but it would be interesting to explore the
read, write, and query performance of alternate partitioning schemes.
One problem with the current reliable versioned data access layer is that the primary keys for
each tuple are stored three times on disk. ĉe tuple ID (containing the key and a version number) is
store in the index page, and as the key in persistent storage; the primary key is then stored again as
part of the complete tuple, also in persistent storage. For wide tuples with a small primary key (such
as an integer), this is not necessarily an excessive amount of overhead. For narrower tuples, or tuples
with, say, a string as a primary key, the overhead can be very high.
An incremental evolution is to store the entire tuple in the index page, and avoid the per-tuple
persistent storage entirely. Persistent storage starts to look very MapReduce-inspired, as it becomes
a ėle partitioned by hash key. ĉis would negate the beneėt of the initial motivation of index pages,
whichwas to provide a level of indirection and thereby reduce the cost ofmaking an update. It would
be interesting to explore the beneėts of this alternate approach experimentally. It would not be a
drastic change, since it is a natural generalization of the existing covering index scan; recall that this
is used for queries that only refer to aĨributes in the primary key.
An additional change to the way data is retrieved would be to support secondary indices. ĉese
would be arranged by the value of one or more aĨributes, instead of by hash key, and would cor-
respond closely to unclustered indices in a traditional RDBMS. Given the high cost of using them
(tuple IDs would have to be rehashed), they would only be useful for very selective predicates over
the index aĨributes. ĉis is also the case in a RDBMS, since a sequential scan is typically much faster
than a large number of scaĨered reads. Detailed experiments would have to be performed to ensure
that the query optimizer has a good understanding of when to use the secondary indices.
It would also be interesting to explore range-based partitioning, rather than hash-based partition-
ing. ĉeglobal knowledge of the index structure could be used to partition the data using the primary
key, rather than a hash of it, in a manner than somehow compensates for data skew. ĉis avoids the
(sometimes) expensive cost of computing a hash function, and if the primary key has semanticmean-
ing, can be used to restrict the set of nodes that have participant in a scan for certain queries. It is not
clear if such a scheme could be extended beyond base relations. In principle one could use the opti-
mizer’s histograms to compute an expected even partitioning by range for intermediate results; given
how notoriously inaccurate cardinality (let alone distribution!) estimate are for intermediate results,
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especially further from the leaves of a query plan, trusting them to perform data distribution could
be somewhat risky. It is at least an idea worth considering.
Finally, it would be nice to implement background replication of data. We did not feel it neces-
sary to do so, since the designwould be very close to FreePastry’s replicationmanager, and the exper-
iments performed for this thesis did not require it. Still, there are interesting engineering challenges
to making it work reliably and eﬃciently, and it is clear that it is a necessary feature for OŇķļĹňŉŇĵ
to be used in practice.
7.3 Load Balancing
ĉere are several directions inwhichwewould like to improveour approach to loadbalancing. One is
simply to use other constraint solvers, including perhaps distributed, multi-threaded, or both, to pro-
duce higher quality partitionings more quickly without changing our fundamental approach. As the
number of nodes grows, solving the routing problem to create an optimal (or close to optimal) par-
titioning becomes much more complex; it is reasonable to exploit the greater resources available to
the system to improve its performance. We only explored relatively small system sizes. As it becomes
more diﬃcult to examine (even a small fraction) of the possible partitionings of the key space, it may
be necessary to alter the objective function in some way to help guide the search; as the current ob-
jective function only considers the most imbalanced node, it does not necessarily force any amount
of balancing between the other nodes, except than that they cannot be more imbalanced than the
most imbalanced node. We hypothesize that this may make it diﬃcult to compare the relative qual-
ity of two partitions. Even though they have the same routing imbalance, onemay be generallymuch
more balanced that the other. Even if this doesn’t help guide the search to a solution with less rout-
ing imbalance, it may at least help it create partitionings that are more even aside from one (or a few)
overloaded nodes; as discussed in Section 5.2, this may produce partitionings that perform beĨer
under transient spikes in load or network congestion.
A second direction is to remove low-powered or overly constrained nodes from the balancing
problem presented to the constraint solver. If the optimizer cannot make good use of nodes (per-
haps because they are so underpowered that assigning even a single routing chunk to themwould be
too expensive, or because they have so liĨle of the key space available to them that their beneėt is
negligible), then even considering themmakes the routing problem needlessly more complex.
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A third direction is to consider routing balancing on a per-query basis, or at least to group queries
into broad categories based on their dominant costs (such as network traﬃc, memory, CPU use,
or disk) and to create a routing partitioning for each such category. ĉis will reduce the beneėt of
caching, of course, but under certain circumstances it could be beneėcial. A related optimization
could increase the throughput of simultaneous queries. It may be faster to create a number of routing
tables, each using only a subset of the nodes: if the per-query overhead at each node is high, then
running fewer queries per node could increase query throughput. It could alsobe interesting to create
diﬀerent routing tables using diﬀerent numbers of nodes; this could allowmore nodes to be used for
more complex or more important queries, and fewer for other queries. In approaches relying on
diﬀering routing tables, however, it could be diﬃcult to consider the interactions between queries;
this is, of course, also a problem in traditional single-server RDBMSs.
Finally, it could also be interesting to see the beneėt of combining our routing optimizationwork
with existing work on load balancing, in particular those described in Section 6.4 that do not use
virtual servers. We expect that if the nodes are at least (somewhat) evenly loaded as a baseline, there
is a higher chance that routing optimization will be able to achieve a good-quality result. Given the
complexity of some of the load balancing approaches, however, this could be quite an undertaking.
If changes are made to the reliable storage layer, as suggested in the previous section, it might be
possible to consider approaches that make more extensive use of virtual servers as well; index page
fragmentation would then no longer be an issue.
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Chapter 8
Conclusions
In this dissertation, I have presented an end-to-end picture of the OŇķļĹňŉŇĵ collaborative data
sharing system. I have described the need for collaborative data sharing, and explained why existing
work did not meet the needs of loose, ad hoc sharing of structured data. I described the OŇķļĹňŉŇĵ
model, where eachparticipanthas a local instance in their ownschema, overwhich theymakeupdates
and pose queries. OŇķļĹňŉŇĵ is responsible for synchronizing this instance with the rest of the
system, though complete agreement is not required or expected; a key focus of OŇķļĹňŉŇĵ is to
allow incomplete agreement between participants in the system.
I reviewed the work done by others to enable update exchange between participants with dif-
ferent schemas, while maintaining a detailed provenance record of each update. I showed how we
can add support for integrity constraints, transactional atomicity, and transactional dependency, to
create more semantically meaningful data instances. I veriėed that we can do so eﬃciently.
ĉe focusof this thesis, though,wasonmywork to enable truly distributed executionofOŇķļĹň-
ŉŇĵ. ĉe higher-level work described inChapters 2 and 3 needs some sort of storage and query layer
to execute over. In this thesis, I developed a peer-to-peer storage and query layer tomeet the needs of
OŇķļĹňŉŇĵ. It is easy to set up, and self-conėguring; this is important, as it enables an OŇķļĹňŉŇĵ
instance to be run by end users, instead of computer professionals. It is highly reliable, guaranteeing
that data is never silently lost, and that queries return correct and complete answers. ĉis is im-
portant because OŇķļĹňŉŇĵ is not tolerant of incorrect answers to its internal queries; such errors
would likely cause incorrect user instances. I veriėed that the OŇķļĹňŉŇĵ storage and query layer
performs well on a wide variety of queries, including a number of data sharing inspired-queries, and
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that is scales well with both the number of nodes and the amount of data. ĉis is important because
neither may be known at the outset of an OŇķļĹňŉŇĵ-enabled collaboration.
ĉe work presented here enables the full vision of OŇķļĹňŉŇĵ. ĉe OŇķļĹňŉŇĵ model was
designed to provide a low barrier to entry. Participants need to write a few simple mappings to one
other participant in the system, and they can begin to automatically share data with the entire rest of
the system. Bymaking the implementation self-conėguring, self-tuning, and able to run on a hetero-
geneous collection of commodity computers, the administrative barriers to entry become as low as
the technical ones. OŇķļĹňŉŇĵ becomes a truly “plug and play” solution for data sharing.
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