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Abstract
Nowadays, most personal medical devices available on the market are capable of sending infor-
mation wirelessly to a designated base station. Devices such as weighting scales, glucometers
or oximeters might use bluetooth or any other transport technology to send results to a mobile
phone or computer. A base station might need to collect different types of data from different
types of devices in order to better monitor the health of patients.
Implementing a base station that can read data sent from all these devices might be troublesome
if each one is using a different transport technology, communication protocol and data formats.
Programmers who use the received information to build health applications or store it on EHRs
would be thankful for not having to deal with communication details and different data formats.
Various organizations invest their efforts in developing and promoting open standards for manu-
facturers to use on their devices, with the purpose of achieving interoperability. An example of
these efforts is the family of standards ISO/IEEE 11073 which are growing more popular among
manufacturers. However, we witness that many models of devices still use proprietary protocols,
for various reasons.
This work consists on the design and implementation of a middleware capable of abstracting
communication details and normalizing the information received, so that, to the applications,
the data format remains the same regardless of device type, model or protocol used. It is written
in Java for the Android operating system. The architecture is modular so that it can be ported
to other systems that compile Java with minimal effort. Devices using the 11073 standards are
supported out of the box, but the middleware provides a flexible method for adding support to
non-11073 devices.
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Resumo
Hoje em dia, há muitos dispositivos de saúde disponíveis no mercado capazes de enviar infor-
mação remotamente para uma estação-base através de uma ligação sem fios. Dispositivos tais
como balanças, glícosimetros ou oxímetros usam bluetooth ou outra tecnologia de transporte e
enviam os resultados para um computador ou telemóvel. Uma estação-base pode usar os dados
provenientes de dispositivos diferentes para melhor monitorizar a saúde dos pacientes.
Implementar uma estação-base capaz de ler os dados provenientes de vários dispositivos pode ser
problemático se cada dispositivo utilizar tecnologias de transporte, protocolos de comunicação e
formatos de informação diferentes. Os programadores que utilizam os dados recebidos para criar
aplicações e EHRs decerto ficariam gratos se não tivessem que lidar com detalhes da comunicação
e vários formatos de dados.
Várias organizações investem os seus esforços em desenvolver e promover standards para os
fabricantes usarem nos seus dispositivos, com o propósito de atingir interoperabilidade. Um
exemplo disso são os standards ISO/IEEE 11073 que cada vez se tornam mais populares entre
os fabricantes. Porém, verifica-se que muitos modelos de dispositivos ainda usam protocolos
proprietários, por várias razões.
Este trabalho consiste na implementação de um middleware capaz de abstrair os detalhes de
comunicação e normalizar a informação recebida pelas aplicações, de modo a que o formato dos
dados seja sempre o mesmo independentemente do tipo de aparelho ou protocolos usados. O
middleware está escrito em Java para o sistema operativo Android. A arquitetura é modular para
que possa ser portado para outros sistemas que compilem a linguagem com o minimo esforço.
Os dispositivos baseados nos standards 11073 PHD são automaticamente suportados, mas o
middleware fornece um método flexível para adicionar suporte para dispositivos não-11073.
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Capítulo 1
Introdução
1.1 Motivação
Devido às mudanças demográficas que se verificam em todo o mundo, tal como o aumento
da esperança média de vida e consequente envelhecimento da população; países, empresas e
indivíduos tornam-se conscientes da necessidade para encontrar melhores formas de monitorizar
a saúde dos doentes e idosos. Este fato reflete-se no aumento da procura por dispositivos médicos
capazes de comunicar com sistemas de informação através de tecnologias wireless existentes, tais
como Wi-fi, ZigBee, InfraRed ou bluetooth.
Um dispositivo médico capaz de enviar os resultados das medições para uma estação-base (i.e
telemóvel, computador,...) é vantajoso não só para o paciente mas para toda a comunidade
médica. As vantagens incluem [1]:
• eliminação da necessidade de introdução manual dos dados no prontuário do paciente;
• atualizações dos dados mais rápidas e eficientes;
• menor erro humano;
• maior eficiência de trabalho;
• menores custos de manutenção.
Balanças, medidores de pressão arterial, termómetros, glicosímetros e oxímetros, são exemplos
de dispositivos médicos pessoais para monitorizarão geral de saúde. Se tais dispositivos dispõem
de capacidades wireless, podemos pensar em casos de uso interessantes, tais como [2]:
1
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Figura 1.1: Caso de uso 1 [2]
• Caso de uso 1: Um paciente com uma doença crónica (i.e diabetes, desordens pulmonares,
asma,...) dispõe em sua casa vários dispositivos médicos nos quais periodicamente efetua
uma recolha dos dados. Os dados são enviados para um telemóvel ou computador com
ligação à internet, e que depois são reencaminhados para um registo de saúde electrónico
localizado num certo de saúde. O médico de família consegue monitorizar a evolução do
estado de saúde do paciente sem necessidade de deslocamento por ambas as partes.
1.2. Objetivos 3
Figura 1.2: Caso de uso 2 [2]
• Caso de uso 2: Um entusiasta de fitness utiliza biossensores (i.e balança, pulsómetro,...)
para monitorizar a evolução do seu treino. Esta pessoa dispõe no seu telemóvel, uma
aplicação que recolhe os dados, efetua cálculos estatísticos e aconselha planos de treino.
Existe também a possibilidade de partilhar os dados com amigos ou centros de fitness pela
internet.
No que toca a desenvolver leitores para os dados recebidos, assim como aplicações que os
utilizam, existe um grande problema de interoperabilidade. Tipicamente cada dispositivo utiliza
um protocolo de comunicação proprietário, e os dados recebidos seguem formatos específicos e
encriptações diferentes para cada tipo de dispositivo, marca e modelo.
É de especial interesse para um programador de aplicações e Electronic Health Records (EHRs)
ter esta informação coerentemente estruturada e acessível de igual forma, independentemente
do tipo de dispositivo, da marca ou modelo.
1.2 Objetivos
O objetivo deste estudo é contribuir com a implementação de um middleware capaz de abstrair
os detalhes da comunicação com os dispositivos médicos e normalizar o formato dos dados
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recebidos, independentemente dos protocolos de comunicação, tecnologias wireless utilizadas e
tipo de dispositivo. Toda a arquitetura do middleware, tecnologias e softwares usados, o seu
modo de funcionamento e testes com vários dispositivos são documentados com elevado detalhe.
Para a concretização deste estudo, foram estabelecidos vários objetivos intermédios que ajudarão
a definir a arquitetura do middleware:
• estudo dos standards e tecnologias existentes para comunicação com dispositivos médicos.
• utilizar como protocolo de comunicação base, os standards mais populares.
• para aqueles dispositivos que seguem protocolos de comunicação proprietários, deve ser
implementada uma forma fácil e flexível para os programadores incluirem tais dispositivos
no middleware.
• a arquitectura deve ser modular o suficiente para que o middleware possa ser portado para
outros sistemas operativos com pouco esforço.
1.3 Estruturação da dissertação
No capítulo 2 é feito um estudo do que está a ser feito na área da interoperabilidade com disposi-
tivos médicos, quais os standards existentes e ferramentas que podem ajudar na concretização do
middleware. No capítulo 3 são explicados com algum detalhe os standards 11073 Personal Health
Device (PHD) family, pois serão estes os standards designados como protocolos de comunicação
base. No capítulo 4 é descrita toda a arquitetura do middleware, o seu modo de uso, e como pode
ser portado para outros sistemas operativos. No capítulo 5 são documentadas as experiências
com vários tipos de dispositivos médicos quando integrados no middleware. Finalmente o
capítulo 6 resume e conclui este estudo, destacando algumas limitações do middleware e os
planos para trabalho futuro.
Capítulo 2
Estado da Arte
2.1 A interoperabilidade com dispositivos médicos
Ao definir interoperabilidade, podemos assumir a definição dada pela ISO/IEC 2382 - voca-
bulary [3] como “A capacidade de comunicar, executar programas, ou transferir dados entre
várias unidades funcionais de uma forma que requeira pouco ou nenhum conhecimento das
caracteristicas dessas unidades por parte dos utilizadores”. Desta definição destacamos que o
utilizador não necessita de estar consciente dos pormenores da comunicação, sendo algo que
pretendemos conseguir com este middleware.
A interoperabilidade com os dispositivos médicos assume várias dimensões, tal como descrito
em [4], seja ao nível de transporte, na semântica e sintaxe dos dados, em autenticações e
segurança, e até nas entidades de certificação.
Muitos estudos tais como em [5–7] descrevem a importância da interoperabilidade com dis-
positivos médicos, onde muitas das vantagens foram já referidas. Alguns tal como em [8]
revelam valores estatísticos e explicam como a interoperabilidade reduz os custos nos cuidados
de saúde. Outros estudos, tal como em [9] frisam que interoperabilidade não é conseguida
apenas com o desenvolvimento de standards. Muitos esforços necessitam ser aplicados no
incentivo aos fabricantes para utilizarem os standards nos dispositivos, e na consciencialização
dos consumidores para a importância em optar por tais dispositivos. Se não existir motivação
por parte dos fabricantes, estes podem sentir-se tentados em continuar a usar os seus próprios
protocolos proprietários. Em [10] é dito que mudar para standards abertos pode trazer prejuízos
para um fabricante, pois os clientes que dispõem já de leitores de dados para os seus protocolos
perdem a retrocompatibilidade quando novos dispositivos são lançados sob novos standards. Os
clientes podem decidir virar-se para a concorrência já que os standards usados acabam por ser
os mesmos.
São vários os estudos que propõem frameworks ou arquiteturas conceptuais com o objetivo
comum de conseguir interoperabilidades entre aparelhos médicos e EHRs. Em [11] é proposto
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um middleware que visa integrar vários tipos de sensores corporais e uma interface web por onde
os dados e comandos podem ser enviados. É proposta uma arquitetura modular com modulos
que tratam da conexão com os dispositivos, manipulação dos dados, armazenamento e serviços.
Na área da interoperabilidade com dispositivos médicos pessoais, muitos estudos fazem menção
de alguma forma aos standards internacionais, Principalmente os IEEE 11073 (também conhe-
cidos por x73) [12–14]. Em [15] é proposto um gerador de declarações de conformidade com
os standards. Os implementadores podem usar esta ferramenta para especificar com detalhe as
caracteristicas dos aparelhos de acordo com x73.
Talvez o artigo mais relacionado com os objetivos deste trabalho seja a referência [16], que
propõe um middleware que abstrai a comunicação com dispositivos heterogêneos [16]. Este
artigo descreve uma arquitetura modular à base de plugins e também usa x73 como protocolo
de comunicação base. Nele descrevem-se as funções de vários módulos para a comunicação
com os aparelhos, agregação dos dados, gestão de conexões e camada de serviço. Os dados são
apresentação numa estrutura XML comum a todos os dispositivos. Contudo, não são dados
detalhes sobre a implementação, dado que não faz referências às tecnologias, bibliotecas e APIs
utilizadas. Apenas menciona que foi programado em C++.
2.2 Standards internacionais
2.2.1 Health Level 7
O HL7 é um conjunto de standards internacionais para transferir informação clinica e adminis-
trativa através da rede, entre vários sistemas e aplicações usadas por vários provedores de saúde.
O número 7 refere-se à camada 7 no modelo OSI (camada de aplicação) onde o standard se
enquadra.
Por exemplo, em hospitais, existem várias aplicações informáticas com finalidades diferentes e
que estão dispersas por vários sistemas. Tipicamente, as aplicações comunicam entre si, enviando
e recebendo registos de pacientes, resultados de análises clínicas ou faturas. O HL7 estabelece
um único formato de mensagem que é comum a todo este tipo de informação, fazendo com que
a leitura e envio dos dados por parte das aplicações seja consistente, independentemente do tipo
de mensagem [17].
2.2.2 Digital Imaging and Communications in Medicine
O DICOM é um standard que lida com o manuseamento, armazenamento e impressão de ficheiros
contendo imagens médicas. Neste standard é definido um formato para os ficheiros de imagem e
um protocolo de comunicação que usa TCP/IP para transferências entre sistemas. A National
Electrical Manufacturers Association define e mantém os direitos de autor do protocolo [18].
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Tipicamente as imagens médicas contidas num ficheiro DICOM são provenientes de digitalizações
Raios X, mas também podem conter ressonâncias magnéticas ou ultrasons. Para além dessa
informação em pixels, um ficheiro contém metadados que identificam o paciente e a altura em
que o ficheiro foi gerado.
2.2.3 CEN ISO/IEEE 11073 Health informatics
O ISO/IEEE 11073 é uma família de standards para comunicação entre vários tipos de aparelhos
médicos e sistemas de informação com o objectivo de garantir interoperabilidade plug-and-
play. Estes standards definem um formato de dados consistente, independentemente do tipo
de aparelho, e permitem que uma estação base consiga interpretar a informação recebida sem
serem precisas modificações no código cada vez que um novo aparelho é incluído. No modelo OSI,
operam nas camadas de sessão, apresentação e de aplicação. (5-7). É chamado de ”família”de
standards pois está subdivido em várias partes, onde cada uma define um aspecto diferente
no sistema, tal como o Domain Information Model (DIM), nomenclatura, especializações para
cada tipo de aparelho, os seus comportamentos, protocolos de comunicação e orientações para
representação em HL7 ou DICOM [19].
2.2.4 ISO/IEEE 11073 - Personal Health Data family
A família de standards 11073 existe já há alguns anos, mas o seu uso havia sido limitado [20].
Foi desenhado tendo muito em conta aparelhos de cuidados intensivos, tal como ventiladores,
bombas de infusão ou equipamento de monitorizarão corporal. Tais aparelhos são tipicamente
alimentados pela rede eléctrica, estão conectados a uma rede com fios e dispõem de altas
capacidades de processamento.
Porém, com o recente aumento da procura por dispositivos pessoais de saúde capazes de enviar
informação sem fios, alimentados por baterias e com capacidades de processamento limitadas,
os standards na sua forma tradicional eram considerados demasiado complexos e pesados para
tais dispositivos.
Para melhor se adequar aos recursos limitados destes dispositivos, a CEN, IEEE e ISO estendeu
o 11073 e criou a família “11073 - Personal Health Data standards”, importando, redefinindo e
introduzindo vários aspectos de comunicação face aos anteriores standards. Novas nomenclaturas,
especializações para cada tipo de dispositivo, assim como um DIM diferente foram definidos [20].
O capítulo 3 aborda com algum detalhe os aspectos mais relevantes destes standards.
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2.3 Organizações
Existem várias organizações com o propósito de melhorar e estandardizar a forma como aparelhos
médicos e sistemas de informação partilham informação. Entre elas, destacam-se as seguintes:
2.3.1 Integrating the Healthcare Enterprise
A IHE é uma organização sem fins lucrativos que promove o uso de standards tais como DICOM
e HL7 para abordar necessidades clinicas especificas. Desde 2008, colabora com a Continua
Alliance [21]. A IHE foca-se em identificar problemas comuns no acesso a informação clinica, no
fluxo de trabalho e administração; escolhem e testam standards adequados para cada situação e
documentam esses standards na chamada IHE Technical Framework [22].
2.3.2 Continua Health Alliance
A CHA é um consórcio industrial sem fins lucrativos que começou em 2006 e conta com mais
de 150 empresas membro, incluindo a Fujitsu, Intel, Nonin , Oracle e Phillips [23]. O objetivo
da Continua é construir um sistema de dispositivos de saúde interoperacionais. Isto é feito
certificando rigorosamente os produtos que são lançados no mercado. Se um produto contém o
logo ”Continua certified”, então é garantido que tal produto é interoperável com qualquer outro
produto também certificado, pois adere aos standards definidos na Continua Design Guidelines
tais como o uso dos protocolos ISO/IEEE 11073 - PHD family para comunicação com os
dispositivos ou bluetooth / zigbee como tecnologia de transporte na interface Personal Area
Network (PAN) [24].
2.4 Tecnologias para comunicação com dispositivos médicos
Devido à popularidade dos standards 11073, considera-se que utilizar estes standards como
protocolo de comunicação base seja o ideal no design de uma arquitetura para o middleware.
Esta seção faz um levantamento das tecnologias existentes que podem ajudar na comunicação e
uso destes standards.
2.4.1 IEEE 11073 PHD Managers
Programar descodificadores para todo o tipo de mensagens 11073, assim como compor e en-
viar respostas, é uma tarefa complexa, bastante demorada e requer um conhecimento extenso
acerca do funcionamento de todo o protocolo. Muitos programadores interessados em receber
informação médica decerto ficariam gratos se este trabalho lhes fosse dispensado.
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Na altura desta escrita, existem apenas dois IEEE 11073 Managers open-source e publicamente
disponíveis, nomeadamente o Antidote e o OpenHealth Manager.
2.4.1.1 Antidote
O antidote é um IEEE 11073-20601 Manager escrito na linguagem C por programadores da
Signove [25]. Foi concebido com portabilidade em mente e dispõe de uma arquitetura modular,
permitindo alterar por exemplo, a camada de transporte sem modificar o restante código.
O único plugin de transporte disponível com o antidote faz uso do bluez: software que compõe
a pilha bluetooth em Linux; sendo das poucas pilhas que suporta bluetooth Health Device
Profile (HDP). O antidote fornece também suporte para transcodificação, ou seja, para todos
aqueles dispositivos que não seguem 11073, é possível construir mensagens 11073 com base nos
dados recebidos desse dispositivo e fazer o antidote pensar que este se trata de um dispositivo
11073 tal como todos os outros. Transcodificar os dados requer extenso conhecimento acerca do
protocolo.
Existe também um porte para o sistema operativo android. Dado que o antidote é escrito em
C, o porte faz uso de Java Native Interface (JNI) para correr código nativo C em Java.
2.4.1.2 OpenHealth Manager
O openhealth é um IEEE 11073-20601 Manager desenvolvido pela libresoft. Dado que está
escrito em Java, pode ser suportado pelos mais variados sistemas que compilem a linguagem,
como por exemplo Android ou qualquer sistema operativo para PC, tendo em atenção que as
APIs para a camada de transporte de dados variam para cada sistema e o código poderá ter
de ser alterado. Contrariamente ao Antidote, o Openhealth não fornece qualquer suporte para
integração com dispositivos não-11073.
O código do OpenHealth está acessível online no Git [26]. Na altura desta escrita, a última
modificação feita foi em Janeiro de 2011 e o site oficial encontrava-se offline.
2.4.2 Bluetooth Health Device Profile (HDP)
Os perfis compõem uma parte bastante importante na especificação bluetooth. Descrevem como
os dispositivos interagem, definindo a configuração do canal, a sequência de troca de dados e a
forma como a conexão é gerida. Em alguns casos definem também a camada de aplicação. Isto
permite interoperabilidade entre vários dispositivos que desempenham tarefas semelhantes. Por
exemplo, para o envio de imagens, existe o perfil Basic Image Profile (BIP) e para os headsets
existe o Headset Profile (HSP). Numa comunicação bluetooth, ambas as partes necessitam de
acordar num perfil para se entenderem. Tipicamente é usado o perfil Serial Port Profile (SPP)
que simula um cabo série para os casos gerais onde as funcionalidades de um dispositivo não se
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Figura 2.1: Arquitetura HDP [2]
encaixam nos restantes perfis.
Em casos normais, os perfis não estão associados a nenhum componente hardware (existentes
num adaptador) e são implementados em firmware. Os sistemas operativos dos telemóveis
ou PCs encarregam-se de implementar os perfis. Porém, em raros casos um perfil pode estar
dependente de algum hardware, tal como o Advanced Audio Distribution Profile (A2DP) que
faz uso de codecs especiais.
O bluetooth SPP havia sido bastante usado para transferências de informação médica. Mas,
embora garanta alguma interoperabilidade ao nível de transporte, este perfil é apenas um
substituto do cabo série e não aborda o tipo de informação transportada nem está optimizado
para tal. [27]
Como alternativa ao SPP, a bluetooth Special Interest Group (SIG), entidade responsável pelo
supervisionamento da tecnologia, criou o Medical Working Group (MEDWG) e juntamente com
a Continua Health Alliance e IEEE, desenvolveram o HDP numa tentativa de standardizar e
optimizar a comunicação bluetooth com dispositivos médicos [2].
Com o HDP, alguns melhoramentos foram introduzidos face ao SPP, incluindo a sincronização
temporal de múltiplos sensores para recolha de informação a longo termo. Outra característica
é a possibilidade de ter vários tipos de dispositivos ligados a uma única interface bluetooth, que
é útil para quando várias medições são feitas simultaneamente.
O HDP foi desenvolvido tendo em conta o protocolo IEEE 11073-20601 e está optimizado para
a transferência de APDUs (pacotes 11073). Dispõe de canais persistentes que sobrevivem a
desconexões link layer permitindo a persistência de sessões 11073.
A figura 2.1 ilustra a arquitetura HDP num formato simplificado. O HDP usa o Service Discovery
Protocol (SDP) para identificar dispositivos e saber quais os tipos de dados que suporta. Uma
das vantagens HDP é conseguir identificar o tipo de dispositivo (i.e balança, termômetro, …)
analisando o registo SDP.
O Logical Link Control and Adaptation Protocol (L2CAP) reside na camada 2 (camada de
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ligação) do modelo OSI e fornece serviços de transferência de dados a protocolos de mais alto
nível. Dispõe de capacidades de multiplexação, segmentação, remontagem e retransmissão de
pacotes até 64kb.
O Multi-Channel Adaptation Protocol (MCAP) reside na camada 5 (camada de sessão) do
modelo OSI. A sua função é administrar conexões L2CAP que façam parte de uma sessão. Cada
conexão MCAP dispõe de uma conexão L2CAP de controlo e uma ou mais conexões para dados.
Suporta a persistência de sessão mesmo após desconexões e reconexões L2CAP e só termina a
pedido da aplicação.
É de notar que todo o HDP lida com optimizações no transporte de dados 11073 e não trata
da camada de aplicação. Ou seja, os dados chegam ao destino crus, e por isso continua a ser
necessário um manager 11073 para interpretar os dados.
Neste middleware será usado o HDP como protocolo de transporte base, pois uma boa parte de
dispositivos médicos no mercado têm vindo a usar bluetooth e o perfil HDP. Porém nota-se que
para as tecnologias USB e Zigbee, existe o Personal Health Data class (PHDC) e Health Care
Profile (HCP) respectivamente. A ideia é a mesma que o HDP, ou seja, fornecer um protocolo
de transporte propício para dados médicos.
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Capítulo 3
Conceitos dos standards ISO/IEEE
11073 Personal Heath Data (PHD)
family
Esta dissertação dá especial destaque à interoperabilidade com dispositivos médicos de saúde
pessoais, ou seja, dispositivos típicamente portáteis que assistem na monitorização de doenças
crónicas ou treinos para fitness. Aparelhos de uso hospitalar estão fora do seu âmbito. Como
tal, escolhemos os standards ISO/IEEE 11073 - PHD family como protocolo de comunicação
base para o middleware. Considera-se fundamental que o leitor adquira um conhecimento
básico destes standards para que possa compreender melhor a restante escrita, nomeadamente
a arquitetura do middleware e o seu modo de funcionamento. Esta seção dará uma introdução
a todo o protocolo. Para uma descrição mais completa e detalhada dos standards, o leitor é
redirecionado para os documentos oficiais da IEEE, dando especial atenção ao standard “11073-
20601 - Application profile” [28].
3.1 Agentes e Managers
A terminologia 11073 define agentes como sendo os geradores de informação clinica (e.g oxí-
metros, balanças) enquanto que os managers são o coletores dessa informação (i.e. telemóveis,
pcs).
A comunicação entre agentes e managers é assumida como sendo conexão ponto-a-ponto. Um
agente apenas comunica com um só Manager num dado momento, enquanto que os Managers
podem conectar-se com vários agentes simultâneamente. As conexões podem ser iniciadas em
ambas as direções, mas o agente tipicamente é quem as inicia pois é este quem sabe quando
nova informação está disponível.
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3.2 Visão geral da norma 11073
Figura 3.1: Camada hierárquica de standards 11073 [28]
A figura 3.1 mostra a camada hierárquica de standards 11073. O IEEE 11073 é independente da
camada de transporte, o que significa que a informação pode ser enviada por qualquer tecnologia
de transporte, tal como bluetooth, USB ou TCP/IP.
Acima do transporte, está o 11073-20601 Optimized Exchange Protocol que descreve a máquina
de estados e como gerir uma conexão, define os comandos e eventos, formato dos dados e fornece
as bases comuns a qualquer tipo de agente.
Para cada tipo de agente, existe uma especialização diferente que define as capacidades desse
agente e a sua implementação de acordo com o standard 11073-20601. Cada especialização
descreve detalhes específicos para um tipo de agente, tais como que atributos são obrigatórios
e o que estes significam. Descreve também configurações standard que este tipo de agente
pode adotar. Por exemplo, na especialização 11073-10404 do oxímetro [29], consta que são
obrigatórios dois atributos numéricos, nomeadamente oximetria em unidade de percentagem e
pulso em unidade batimentos por minuto.
3.3 Abstract Syntax Notation One (ASN.1)
A Abstract Syntax Notation 1 (ASN.1) é uma notação formal usada para descrever a informação
transmitida por protocolos de telecomunicação. Define uma sintaxe comum para objetos de
dados independentemente da linguagem de programação ou da sua representação física. A
notação predefine vários tipos básicos de dados tais como inteiros ou booleanos. Cabe a cada
aplicação definir os tipos complexos usando estes tipos básicos.
O protocolo 11073 é escrito usando notação ASN.1. Os tipos de dados complexos são denomi-
nados tipos PHD (personal health device types).
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A ASN.1 apenas define uma sintaxe comum para os dados e não impõe a forma de codificação.
A codificação dos dados para sequências de bytes é feita segundo um conjunto de regras para
codificação tal como XML Encoding Rules (XER) ou Basic Encoding Rules (BER). Para o caso
do 11073, foram definidas novas regras de codificação denominadas de Medical Device Encoding
Rules (MDER) que melhor se adequam aos tipos PHD e optimizam a codificação.
3.4 Máquina de estados
O modelo de comunicação 11073 é gerido por uma máquina de estados. Dependendo do tipo de
mensagem que recebe por parte de um dispositivo, um manager 11073 pode assumir qualquer
um destes estados:
• Desconetado
• Conetado
– Em fase de associação
– Associado
* Esperando por configuração
* Verificando configuração
* Em operação
– Em fase de desassociação
A indentação mostra que alguns estados estão dependentes de outros. Por exemplo, é necessário
o manager estar associado para estar em modo de operação. A figura 3.2 retirada do documento
oficial, ilustra com algum detalhe a máquina de estados para um manager 11073.
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Figura 3.2: Máquina de estados para um manager 11073 [28]
3.5 APDUs
Um APDU é o nome dado a um pacote de dados 11073. Os seus vários tipos ditam qual o tipo
de mensagem que é transmitida. Os tipos de APDU existentes são:
• Association Request (AARQ)
• Association Response (AARE)
• Association Release Request (RLRQ)
• Association Release Response (RLRE)
• Association Abort (ABRT)
• Presentation (PRST)
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O próprio nome descreve o propósito de cada mensagem. Todos os tipos à exceção de PRST
preocupam-se com o estabelecimento de uma Associação agente-manager. Os APDUs de PRST
carregam o payload principal de todo o protocol e podem assumir 4 subtipos:
• Remote Invoke (ROIV)
• Remote invoke response (RORS)
• Remote invoke error (ROER)
• Remote invoke reject (RORJ)
Resumindo, a informação relevante, tal como comandos para o agente, a sua configuração e os
resultados de uma medida são enviados sob APDUs de PRST, nomeadamente PRST-ROIV.
3.6 Domain Information Model (DIM)
Toda a informação existente no agente é modelada segundo um padrão ‘orientado a objetos’. O
DIM define várias estruturas hierárquicas onde cada uma contêm atributos acerca das capaci-
dades e configurações do agente, assim como métodos (comandos) que o manager pode invocar.
De acordo com o standard 11073-20601, alguns atributos são obrigatórios, alguns são opcionais
e outros condicionais (dependem da configuração).
Cada agente dispõe de um só objeto Medical Device System (MDS) que constitui o topo de toda
a hierarquia de objetos. Este objeto dispõe de vários atributos cuja existência é obrigatória (e.g.
system-ID, device-config-ID) ou opcional (e.g nome do fabricante, % de bateria restante).
Figura 3.3: Domain Information Model [28]
A figura 3.3 mostra a hierarquia DIM e os vários objetos que podem existir, nomeadamente:
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• Metric: Uma classe abstrata que nunca é instanciada e serve como classe base para
Numeric, Real-Time Sample Array e Enumeration.
• Numeric: representa uma medida, que pode ser um número ou uma lista de números.
• Real-Time Sample Array: para representar medidas contínuas, nomeadamente oscilações.
• Enumeration: para informação de status ou anotações.
• PM-Store: uma espécie de base de dados composta por uma lista de PM-Segments.
• PM-Segment: um elemento da lista PM-Store, onde cada segmento guarda as medidas
tiradas no passado. Os segmentos são enviados ao manager quando pedidos.
• Scanner: monitoriza outros objetos e gera eventos sumarizados quando certas condições
se verificam. Por exemplo, os objetos numeric foram alterados quando uma medição foi
tirada e o scanner gerou um ROIV event report sumarizando os valores para informar o
manager. Este exemplo descreve o comportamento de um scanner episódico. Existe outro
tipo de scanner denominado ‘periódico’ que gera eventos em intervalos regulares. Em
alguns agentes é possível definir qual o tipo de scanner a usar.
Alguns atributos dos MDS são envidados na fase de associação (e.g Dev-config-id), enquanto
outros são enviados quando são gerados eventos. Porém, se um manager desejar obter todos os
atributos MDS, principalmente os opcionais, necessita de invocar um comando ROIV-GET no
próprio objeto MDS.
3.7 Modelo de serviço
As APDUs PRST-ROIV admitem três tipos diferentes, nomeadamente:
• comandos GET/SET
• comandos Action
• relato de eventos
Cada tipo admite duas variantes: ”confirmados”ou ”não-confirmados”. Para ROIVs confirmadas,
o destinatário necessita de enviar um APDU de confirmação aquando receção, para que no caso
de falha de envio, o remetente possa restransmitir a mensagem.
Um comando Action é basicamente a invocação de métodos existentes nos objetos do agente.
Por exemplo, no objeto MDS existem 2 métodos, nomeadamente MDS-Data-Request e Set-time.
Para o objeto PM-Store existem métodos para aceder aos PM-Segments ou limpar a base de
dados. Porém, nem todos os objetos dispõem de métodos.
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Um comando GET/SET serve para editar ou aceder aos atributos dos objetos. Nem todos os
objetos suportam este serviço. O exemplo mais notável é o MDS-GET para aceder a todos os
atributos do MDS e assim obter informação relevante acerca do dispositivo tal como o modelo
ou nome do fabricante.
Um ”relato de eventos”é tipicamente um envio dos resultados quando uma medida é tirada ou
então o envio da configuração do agente para o manager durante a fase de associação. Antes
de entrar no estado de operação, o agente envia o ID de configuração ao manager. Caso este
não conheça o ID, o agente envia toda a sua configuração num ’event report configuration’. A
configuração especifica quais os objetos existentes no agente, os seus tipos, handles, unidades,
etc.
Os resultados de uma medida seguem num ‘event report measurement’, que pode assumir um
formato fixo ou variável. Estes ‘event reports’ são listagens de valores empacotados que dependem
da configuração do agente para serem descodificados. Daí surge a necessidade do agente enviar
a sua configuração
Resumindo, toda a comunicação entre agente-manager, é uma troca de ‘requests’, ‘responses’,
‘events’ e ‘event confirmations’.
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Capítulo 4
Implementação do middleware
Para a concretizarão deste middleware, foi utilizado o código do Openhealth Manager disponivel
no git para servir como descodificador e gerador de mensagens 11073. Algumas modificações
foram feitas ao código, onde se destacam a geração e envio de APDUs para obter o MDS
dos dispositivos e para acertar o relógio interno(algo que não era feito por default). O código
também foi modificado por forma a gerar estruturas ‘Measure’ e ‘HealthDevice’ com base nas
APDU recebidas. Estas estruturas serão passadas para as aplicações cliente e terão o mesmo
formato, independentemente se provêm de dispositivos 11073 ou não.
O middleware foi testado no sistema operativo android e corre sobre a forma de um serviço [30].
Os serviços em android são iniciados por aplicações cliente que os usam para enviar pedidos
e receber respostas. Serviços são semelhantes a threads, dado que também servem para correr
código em paralelo. A diferença é que o ciclo de vida de serviços android é independente do ciclo
de vida da aplicação que o iniciou. Isto significa que mesmo que a aplicação termine ou pause,
o serviço pode continuar.
Os serviços podem ser locais ou remotos. Se são locais, correm no mesmo processo da aplicação
que o iniciou e são apenas visíveis para essa aplicação. Se são remotos, correm num processo
diferente e qualquer aplicação no telemóvel pode ligar-se e comunicar com esses serviços. Neste
middleware será interessante usar um serviço remoto, para que seja completamente indepen-
dente das aplicações e seja visível para todas as aplicações que desejem receber informação dos
dispositivos.
Passar objetos entre aplicações e serviços remotos é um procedimento complexo dado que ambas
as partes residem em processos diferentes. As estruturas de dados necessitam ser serializadas
em bits e reconstruídos no destino. Felizmente o android dispõe de uma ferramenta que auxilia
bastante neste procedimento. A Android Interface Definition Language (AIDL) [31] pode ser
usada para definir interfaces comuns entre serviços e clientes. Os clientes utilizam os métodos
definidos nas interfaces do serviço AIDL para invocarem os comandos e receberem respostas.
Sendo que ambos o serviço e cliente definem a mesma interface localmente, o android sabe como
reconstruír as estruturas recebidas a partir de sequências de bits.
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4.1 Arquitetura do middleware
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Figura 4.1: Arquitetura do middleware
A figura 4.1 sumariza os componentes principais do middleware e as suas interações que a seguir
se descrevem. As diferentes cores caracterizam os componentes em vários grupos:
• laranja: grupo de transporte
• verde: grupo openhealth manager 11073
• roxo: grupo de suporte a dispositivos não-11073
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• amarelo: grupo de apresentação
• azul: serviço android AIDL
4.1.1 HDP Manager
O HDP manager é instanciado pelo serviço android quando este é criado. A versão 4.0 do android
fornece suporte para o perfil HDP e o HDP manager faz uso disso. A função do HDP Manager
é instanciar um objeto referente ao perfil HDP, ficar à escuta e gerir as conexões dos dispositivos
que usam esse perfil. Quando um dispositivo inicia conexão, o HDP manager instancia um
objeto HDPchannel e um objeto agent. Após isso, adiciona o HDPchannel ao agent.
4.1.2 Channel e HDPChannel
O openhealth 11073-20601 manager fornece uma classe abstrata com o nome de Channel. Cabe a
cada programador implementar os canais que mais lhes convêm, sejam canais TCP/IP, bluetooth,
zigbee, etc.
Como extensão ao openhealth, neste trabalho é implementado um HDPchannel que estende
Channel. O HDPChannel é instanciado com um InputStream e OutputStream que lhe é passado
pelo HDP Manager e os remete para a classe super, ou seja, a classe abstrata Channel.
A componente Channel inicia dois threads: O receiverThread escuta o canal e faz uso de um
descodificador para ler as sequências de bytes. Correspondentemente, o SenderThread faz uso
de um codificador para converter as APDUs e enviá-las pelo canal.
4.1.3 Coders e ASN.1
O openhealth 11073-20601 manager utiliza o compilador ASN.1 denominado Binary notes para
converter todos os tipos ‘ASN.1 PHD’ definidos nos standards 11073-20601 para classes java.
Desta forma, todos os atributos e subtipos são facilmente acessíveis pelas camadas superiores da
arquitetura. O Binary notes fornece também os codificadores, e suporta nativamente BER, PER
e DER, mas não MDER. Foram os programadores do Openhealth que explicitamente adicionaram
suporte para MDER.
Por defeito, o encoder e decoder usam MDER como regras para codificação / descodificação.
Caso o agente suporte regras para além de MDER é possível usar outras. O agente informa
o manager durante a fase de associação quais as regras adicionais que suporta. Um manager
11073 pode decidir usar algo diferente de MDER por qualquer razão.
O encoder recebe como argumento o OutputStream do canal e um objeto ApduType. O decoder
recebe um InputStream e retorna um objeto ApduType que será adicionado a uma fila de
processamento de APDUs presente no agent.
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4.1.4 Agent
A componente agent, implementada pelo openhealth representa um dispositivo 11073. Esta
componente contém o canal, uma estrutura de dados MDS e o State Controller. Contém também
filas de APDUs de saída e de chegada, para que estas possam ser enviadas ou processadas
ordenadamente. O state controller faz uso destas filas para processar as APDU e decidir qual o
seu próximo estado.
O objeto MDS é gerado e modificado pelo State Controller quando o agente envia a sua
configuração.
4.1.5 State Controller
O State controller é instanciado pelo agent e contém uma classe denominada State que representa
o estado atual do agente. State é uma super classe dos vários estados existentes na máquina de
estados 11073 ilustrados na figura 3.2, nomeadamente:
• Disconnected
• Unassociated
• WaitingForConfig
• CheckingConfig
• Operating
• Disassociating
Todas estas subclasses de State redefinem o método processApdu(ApduType). O State Controller
inicia um DispatcherThread que remove as APDU da fila de chegada uma a uma, chamando o
método processApdu do State. Dependendo do tipo de APDU processado, a classe State assume
uma instância de subclasse diferente. O State controller está sempre a par do estado atual com
o dispositivo e informa o Event Reporter acerca dos acontecimentos relevantes.
O State inicial começa por ser uma instância de Disconnected. Quando um canal é adicionado ao
Agent, o State é volta a ser instanciado, neste caso como um Unassociated. Se a próxima APDU
a ser processada for um AARQ válido, o State muda para WaitingForConfig (ou Operating, caso
o dev-config-ID seja conhecido pelo agent).
É durante o State de Operating que o manager decide gerar um ROIV-GET para aceder aos
atributos MDS do dispositivo e assim gerar uma estrutura HealthDevice. É também durante
este State que se espera receber as APDUs que transportam resultados de medidas.
Neste trabalho, a subclasse Operating do openhealth foi modificada e agora são geradas APDU
para acertar o relógio no agente (MDS-Set-Time) e para pedir todos os atributos MDS do
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agente (MDS-GET). Esta subclasse também foi modificada para gerar uma estrutura ”Me-
asure”genérica quando é processada uma APDU ”ROIV-eventReport- measurement”, e uma
estrutura ”HealthDevice”quando é processado um ”ROIV-GET-Response”. As estruturas ”Mea-
sure”e ”HealthDevice”estão descritas na secção 4.2.2.
4.1.6 Message Factory
Esta é uma classe com métodos estáticos para gerar APDUs, utilizando as classes java geradas
pelo Binary Notes, referentes aos tipos ANS.1 PHD. As subclasses de State fazem uso do Message
Factory para gerar APDUs de resposta apropriadas.
4.1.7 MDS e Especializações
O MDS é uma estrutura de dados que reflete a estrutura ‘orientada a objetos’ do agente. Tais
objetos são gerados quando o agente envia a sua configuração durante a fase de associação. A
subclasse Checkingconfig do State encarrega-se de adicionar os objetos existentes ao MDS do
agente.
É possível definir especializações, ou seja, configurações padrão. Para isso estende-se a classe
MDS de acordo com padrões presentes nos documentos oficiais 11073-104zz. Desta forma, o
manager 11073 passa a conhecer a configuração do agente antecipadamente, poupando tempo
de comunicação e passando imediatamente ao estado de Operating.
4.1.8 Recent Device Information
É uma estrutura de dados estática introduzida neste trabalho, que serve como buffer para
armazenar todos os objetos agent referentes a dispositivos 11073 atualmente conetados. Se uma
aplicação cliente decidir enviar algum comando para agente (i.e aceder à PM Store), o serviço
android chama os métodos destes objetos. Quando os dispositivos 11073 se desconectam, os
objetos agents respectivos são removidos.
Esta estrutura também guarda objetos HealthDevice que descrevem as carateristicas dum dis-
positivo que recentemente se conetou. Se uma aplicação desejar obter informações gerais
acerca dos dispositivos, o serviço android retorna os objetos HealthDevice. Estes objetos ficam
permanentemente guardados no RecentDeviceInformation para que os clientes possam aceder à
informação mesmo após um dispositivo se ter desconectado.
4.1.9 Event Reporter
Esta componente já existia no openhealth, mas foi modificada neste trabalho para poder reportar
as novas estruturas Measure e HealthDevice e usar o RecentDeviceInformation.
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O Event reporter é uma classe estática chamada pela componente State controller para notificar
a camada superior acerca de acontecimentos específicos 11073. Dispõe de 5 métodos:
• gotMdsInfoFromAgent(HealthDevice dev): Cada vez que um agente entra em es-
tado Operating, o Manager invoca o comando GET MDS para obter todos os atributos
existentes no próprio objeto MDS do agente. De especial interesse são os atributos que
descrevem aspetos gerais do dispositivo, tal como o fabricante e o modelo do dispositivo.
Após a resposta chegar, é gerado um objeto HealthDevice com informação geral do dispo-
sitivo. Este método guarda o HealthDevice no Recent Device Information. Só após ter
recebido os atributos do MDS, o Event Reporter decide informar o Event Manager que
um dispositivo se conectou.
• agentConnected(Agent agt): o State Controller informa o Event Reporter que um
agente se conectou. O Event Reporter adiciona o agente ao Recent Device Information.
• agentDisconected(String sysId): Quando chamado pelo State Controller, o Event
Repoter remove o agente da Recent Device Information e informa o Event manager que
um dispositivo se desconectou.
• agentChangeStatus (String sysId, String prevState, String newState): Cha-
mado pelo State Controller quando um agente muda de estado (i.e WaitingForConfig ->
Operating).
• measureReceived(String sysId, Measure m): este método é chamado após ser pro-
cessada uma APDU com resultados de uma medida e após ser gerado um objeto Measure.
4.1.10 Event Manager
O Event Manager é uma interface já existente no openhealth mas que foi modificada para receber
as estruturas Measure e HealthDevice como parâmetro. É implementada e instânciada no próprio
serviço android, servindo como um gestor geral para acontecimentos nos dispositivos, sejam estes
11073 ou não. No caso de agentes 11073, é o Event Reporter quem informa Event Manager. Para
o caso de dispositivos não-11073, estes informam o Event Manager diretamente. A definição da
interface está ilustrada no bloco de código 4.1.  
public interface InternalEventManager {
public void receivedMeasure(String system_id , MeasureInfo m);
public void deviceChangeStatus(String system_id , String prevState ,String
newstate);
public void deviceConnected(String systemID , DeviceInfo dev);
public void deviceDisconnected(String systemID);
} 
Bloco de Código 4.1: Interface Event Manager
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4.1.11 Custom Devices
Os Custom Devices representam todos aqueles dispositivos que não seguem o protocolo 11073 e
em vez disso dispõem de protocolos de comunicação únicos com formatos de dados específicos.
Para que o middleware suporte estes dispositivos, espera-se que estes implementem a interface
ICustomDevice que é gerida pelo Custom Device Provider. O Custom Device Provider encarrega-
se principalmente de iniciar e terminar todos os adaptadores dos dispositivos em threads diferen-
tes. A forma como estes componentes funcionam está descrita em mais detalhe na secção 4.3.
4.1.12 Serviço Android
O Serviço android compõe a camada superior de toda a arquitetura. As aplicações cliente
comunicam diretamente com o serviço através das várias interfaces que este dispõe. Dado que
as aplicações e o serviço correm sob processos diferentes, o serviço faz uso do AIDL como
mecanismo para comunicação inter-processos.
Quando o serviço é iniciado, este lança o HDPManager, Custom Device Provider, Recent Device
Information e fica à escuta de chamadas ao Event manager. Cada vez que algum método do
Event manager é chamado, o serviço informa todas as aplicações registadas.
O serviço e todas as suas interfaces estão descritas com mais detalhe na seção 4.3.
4.2 Usando o middleware
Uma aplicação cliente que deseje receber os resultados de uma medição, assim como informação
dos dispositivos, necessita de se conectar ao serviço android e utilizar as várias interfaces que
este dispõe e que a seguir se descrevem.
4.2.1 Interfaces AIDL para comunicação com o serviço
• IApplicationRegister: Uma aplicação cliente usa esta interface para se registar no
serviço e dar a conhecer o seu interesse em receber eventos dos dispositivos de saúde.
• IEventCallback: Quando um cliente se regista usando a interface anterior, este passa um
apontador para a interface IEventCallback que está implementada no cliente. O serviço
guarda este apontador numa lista local. Logo que haja um evento a ser reportado, o
serviço usa todos os apontadores da lista para chamar o IEventCallback dos clientes e os
informar.
• IDevice: Qualquer dispositivo não-11073 usando um protocolo de comunicação próprio,
pode optar por implementar vários comandos específicos relacionados com as suas capa-
cidades. Por exemplo, um glicosímetro pode dispor de comandos para alterar a unidade
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de medida usada ou para atualizar o relógio interno. Esta interface fornece às aplicações
cliente a possibilidade de invocar estes comandos que podem estar definidos no próprio
adaptador de um Custom Device. Também é através desta interface que uma aplicação
consegue obter informação geral acerca dum dispositivo, tal como o modelo ou fabricante.
• IexternalDeviceApplication: Um programador pode decidir que o adaptor de certo
dispositivo corra na sua própria aplicação, ao invés de estar integrado no serviço. Esta
interface fornece às aplicações de dispositivos externas a possibilidade de enviar dados do
dispositivo médico diretamente para o serviço. Por sua vez o serviço remete os mesmos
dados para as aplicações interessadas em recebê-los.
As três restantes interfaces são específicas para dispositivos 11073 e requerem algum conheci-
mento do protocolo por parte dos programadores para serem usadas. Porém, o seu uso é opcional
e em casos normais é desnecessário.
• IAgentActionService: invocar comandos diretamente nos agentes.
• IScannerActionService: alterar o tipo de scanner (periódico ou episódico).
• IPM_StoreActionService: aceder aos PM Segments ou limpar a PM Store.
As definições das interfaces em java estão descritas no apêndice B.
4.2.2 HealthDevice e Measure
HealthDevice e Measure são as estruturas de dados que o middleware recebe por parte do Event
Manager. Estas estruturas contêm informação relevante acerca de um dispositivo e de uma
medida respectivamente.
O Event Manager já existia no openhealth, mas ao invés de passar uma estrutura Measure,
passava uma estrutura denominada AgentMetric, que era basicamente uma lista de tuplos onde
para cada ID de métrica, existia uma estrutura de dados referente ao tipo da métrica. A
estrutura Measure e HealthDevice que este trabalho propõe é considerada mais simples de ser
interpretada e não está diretamente ligada aos standards 11073, sendo por isso uma estrutura
mais genérica que pode ser usada por qualquer dispositivo médico sobre qualquer protocolo que
necessite de reportar informação médica ao serviço.
Note-se que o Serviço android envia para o cliente estruturas denominadas de AndroidHealthDe-
vice e AndroidMeasure. Estas estruturas têm exatamente os mesmos atributos que as anteriores.
A única diferença é que implementam Parcelable e definem métodos para serializar os dados.
Tendo em conta que os objetos são transferidos entre dois processos diferentes, isto é necessário.
É um objetivo tornar este middleware o mais modular possível e facilmente portável para outros
sistemas. Parcelable é uma interface especifica para android. Esta foi a razão para separar as
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estruturas em duas classes diferentes, pois Measure e HealthDevice são classes Java que podem
ser usadas em qualquer sistema que compile a linguagem.
Quando uma aplicação cliente recebe um objeto AndroidMeasure, esta segue sempre o mesmo
formato, contendo os seguintes campos:
Tabela 4.1: Estrutura de uma Measure
nome descrição
measureID identifica unicamente o tipo de medida
measureName descreve por texto o tipo de medida
unitID identifica unicamente o tipo de medida
unitName descreve por texto a unidade de medida
timestamp Data de quando a medida foi tirada
values os resultados da medição
metricIDs identificam unicamente cada valor nos resultados
metricNames descrevem por texto cada valor nos resultados
Todos os identificadores presentes numa Measure são números retirados da nomenclatura 11073-
10101. Os nomes são strings que auxiliam na interpretação dos resultados. O timestamp é
descrito em milisegundos desde uma data de referência (01/01/1970). As metrics descrevem
mais especifícamente cada valor nos resultados. Utíl quando são vários. i.e(pressão sistólica,
diastólica e média).
Quando uma aplicação cliente pede informação acerca de um dispositivo, a estrutura HealthDe-
vice é devolvida contendo os seguintes campos:
Tabela 4.2: Estrutura de um HealthDevice
nome descrição
address endereço da rede (MAC em bluetooth)
systemTypeIDs identifica unicamente o(s) tipo(s) do dispositivo
systemTypeNames descreve por texto o(s) tipo(s) do dispositivo
is11073 informa se o dispositivo é 11073
batteryLevel nível de bateria restante no dispositivo
manufacturer nome do fabricante
model modelo do dispositivo
powerStatus indica atual modo de alimentação energética
Caso se trate de um dispositivo 11073, o batteryLevel, model, manufacturer e powerStatus estão
presentes no MDS do agente, mas de forma opcional. Caso o fabricante decida não implementar
estes atributos, os campos correspondentes no HealthDevice aparecem como ‘Unknown’.
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4.2.3 Exemplo de uso
A figura 4.2 sumariza uma típica troca de mensagens entre o middleware, uma balança e uma
aplicação cliente.
HealthDevice
getDeviceInfo (systemID)
deviceDisconnected (systemID)
association release response
association release request
measureReceived (Measure)
Action Set Time
register application
association request
association response
event report measurement
deviceConnected (systemID)
GET MDS
event report configuration
GET MDS response
Figura 4.2: Diagrama de interação com o middleware
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Uma aplicação cliente utiliza a interface IApplicationRegister para informar o serviço que está
interessada em receber informação médica.
Quando a balança se conecta, envia um ”association request”indicando o seu ID de configu-
ração. O middleware reponde com um ”association response”indicando se conhece ou não a
configuração.
As setas tracejadas simbolizam mensagens condicionais, ou seja, um ”event report configura-
tion”é enviado apenas se o middleware não conhecer a configuração. Um GET MDS é enviado
apenas se o HealthDevice contendo informação da balança não estiver no RecentDeviceInforma-
tion. Um Action Set Time é enviado apenas se o relógio da balança não estiver de acordo com
o relógio do sistema operativo.
A balança envia os resultados da medição sobre uma APDU ”ROIV - event report measurement”.
O middleware interpreta a APDU, gera uma estrutura Measure e todas as aplicações cliente
registadas invocando métodos da interface IEventCallback definida nas aplicações. Após ter
enviado os resultados, a balança termina a conexão enviando um ”association release request”.
A qualquer altura, a aplicação pode usar a interface IDevice e obter uma estrutura HealthDevice
da balança que está guardada no RecentDeviceInformation.
4.3 Adicionando suporte para novos dispositivos
Nem todos os dispositivos no mercado seguem o protocolo 11073, e como tal foi estabelecido como
objetivo implementar uma forma para os programadores adicionarem suporte para qualquer tipo
de dispositivo. A forma como isto é conseguido é modular no sentido em que adicionar suporte
para qualquer dispositivo não interfere com o restante código do middleware. Os módulos
que implementam o suporte para esses dispositivos funcionam como plugins, que podem ser
adicionados ou removidos conforme necessário
Para incluir um dispositivo não-11073 que seja entendido pelo middleware, um programador
deve implementar os métodos da interface ICustomDevice ilustrada no bloco de código 4.2.  
public interface ICustomDevice extends Runnable{
public void run();
public void setEventHandler(EventManager ieManager);
public String getSystemId();
public void stop();
public List<String> invokeCommand(List<String> args);
} 
Bloco de Código 4.2: Interface ICustomDevice
• run: contém o código do adaptador que será executado quando o serviço android iniciar.
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• stop: contém o código que será executado quando o serviço termina. Útil para fechar
sockets e libertar recursos.
• getSystemId: permite especificar uma string como identificador do dispositivo. Se o
programador não implementar este método, será atribuído um systemID aleatório.
• setEventHandler: Como foi já mencionado, o serviço android dispõe de um objeto que
implementa a interface Event Manager. Este objeto é passado ao CustomDeviceProvider.
Por sua vez, o CustomDeviceProvider encarrega-se de invocar este método em todos os
adaptadores durante a fase de inicialização, e passa-lhes o objeto do Event Manager. Os
adaptadores usam este objeto chamando os métodos definidos em 4.1 para passar objetos
Measure e HealthDevice ao serviço android.
• invokeCommand: opcionalmente, um dispositivo pode implementar comandos específi-
cos que as aplicações cliente podem chamar. Para isto é necessário que os utilizadores da
aplicação estejam conscientes dos comandos disponibilizados.
Depois de implementada a interface, basta colocar os ficheiros das classes numa package default
e adicionar o nome da classe principal a uma lista existente no Custom Device Provider para
que este possa saber que a classe existe.
O Custom Device Provider é o objeto que o serviço usa para iniciar, terminar ou aceder aos
comandos de todos os custom devices implementados. Contém os seguintes métodos:
• initCustomDevices(EventManager ieManager): Corre todos os objetos ICustom-
Device implementados em threads diferentes (chamando o método run de cada um) e
passa-lhes a referência ao EventManager.
• stopCustomDevices(): chama o método stop de cada ICustomDevice e termina os
threads.
• invokeCommand(String SystemId,List<String> args): chama o método invoke-
Command de um ICustomDevice com o respetivo systemId.
Dado que os adaptadores dos dispositivos chamam o Event Manager diretamente, terão de ser
estes a criar e passar como argumento as estruturas HealthDevice e Measure, para que o formato
dos dados seja consistente com todos os outros Custom Devices e com dispositivos 11073.
4.4 Portando o middleware para outro sistema
O middleware foi desenvolvido com portabilidade em mente. Está escrito na linguagem Java e
pode ser usado em qualquer sistema que compile a linguagem. Nesta implementação, os únicos
4.4. Portando o middleware para outro sistema 33
componentes específicos Android são a camada inferior referente ao HDPchannel e a camada
superior referente ao serviço AIDL.
Um programador interessado em portar o middleware para outro sistema deve descartar a
camada de serviço AIDL e implementar uma camada adequada para o sistema em causa. Os
requesitos para esta camada passam por:
• implementar os métodos do Event Manager para receber os alertas acerca de eventos nos
dispositivos.
• gerir o Custom Device Provider
• gerir os ‘Channels’.
• instanciar o Recent Device Information
• se algum adaptador de custom device usar bibliotecas especificas Android, então terão de
ser adaptadas para o novo sistema em causa.
O componente HDPChannel usa Application programming interfaces (APIs) especificas para
Android e como tal terá de ser substituída no novo sistema em causa. Se a pilha bluetooth do
sistema operativo suportar nativamente HDP, então pode não ser complicado implementar o
novo channel. A pilha blueZ para Linux, por exemplo, suporta nativamente HDP e fornece
APIs para a sua gestão.
Na altura em que foi escrita esta dissertação, grande parte das pilhas bluetooth disponíveis
para Microsoft Windows não suportam HDP, e como tal, o perfil necessita ser implementado
ou instalado externamente, o que pode não ser tarefa fácil, principalmente se não existirem
APIs L2CAP a nível de utilizador. Infelizmente, este é tipicamente o caso, o que dificulta a
implementação do MCAP necessário para suportar HDP.
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Capítulo 5
Testes com dispositivos
Por forma a testar as funcionalidades do middleware, foram usados 4 tipos diferentes de dispo-
sitivos médicos. A balança e o medidor de pressão arterial seguem os standards 11073 e são
certificados pela Continua Health Alliance. O oxímetro e o glicosímetro dispõem de protocolos
de comunicação proprietários.
Adaptador Glicosímetro
 (implementa ICustomDevice)
Figura 5.1: Arquitetura do middleware por camadas
A figura 5.1 sumariza a arquitetura domiddleware numa estrutura por camadas e ilustra também
a forma como os diferentes dispositivos se enquadram. O restante deste capítulo documenta as
experiências com estes aparelhos, o seu modo de funcionamento e como foram enquadrados no
middleware.
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5.1 Balança
Figura 5.2: Balança
Uma balança é um dispositivo para medir o peso de uma pessoa. Neste estudo foi usada uma
balança modelo 251PBT-Ci pela A&D Medical. Dispõe de capacidades bluetooth e segue o
standard 11073.
Ao colocar as baterias, a balança liga-se automaticamente e entra em modo discoverable. Cabe
ao coletor, neste caso o telemóvel, pesquisar, detetar e emparelhar com a balança. Após o
emparelhamento, a balança desliga e fica pronta a enviar os dados aquando uma medição.
Um paciente posiciona-se em cima da balança enquanto esta mede o peso. A medição fica
completa quando o visor mostra a mensagem step off. Depois do paciente sair da balança, o
peso é revelado no visor e logo de seguida a balança inicia uma conexão bluetooth com o coletor.
Dá-se então a típica troca de APDUs 11073 ilustrada na figura 4.2. A balança envia um AARQ
e recebe AARE - accepted unknown config, pois usa uma configuração estendida. Depois de
enviar a sua configuração para o manager, entra em estado Operating e envia imediatamente os
resultados da medição sob um PRST - ROIV - Confirmed Event Report.
Quando a balança entra em modo Operating, o manager 11073 verifica se o dispositivo existe no
RecentDeviceInformation. Em caso negativo, envia uma APDU ROIV - Get para obter todos
os atributos presentes no MDS e definir um HealthDevice. Verifica também se o relógio do
dispositivo está de acordo com o do coletor. Em caso negativo envia uma APDU ROIV- Action
- setTime para acertar o relógio.
Após a transmissão dos resultados, a balança envia um association release request e termina a
conexão.
O InternalEventReporter doMiddleware reporta os resultados ao Event Manager numa estrutura
Measure e a informação do aparelho numa estrutura HealthDevice. As tabelas 5.1 e 5.2 mostram
um exemplo.
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Tabela 5.1: Exemplo de uma Measure para a balança
campo valor
measureID 57664
measureName ’weight’
unitID 1731
unitName ’kg’
timestamp 434461292046
values 76.4
metricIDs
metricNames
Tabela 5.2: Exemplo de um HealthDevice para a balança
nome descrição
address ’74-4D-62-21-C2-57’
systemTypeIds 4111
systemTypeNames ’weighing scale’
is11073 yes
batteryLevel 100
manufacturer ’A&D Medical’
model ’351PBT-Ci’
powerStatus ’on battery’
5.2 Medidor de pressão arterial
Figura 5.3: Medidor de pressão arterial
Um esfigmomanômetro é tradicionalmente conhecido como um medidor de pressão arterial.
Mede a pressão que o sangue exerce sobre as paredes das artérias cada vez que é bombeado
pelos batimentos do coração. Neste estudo foi usado um modelo UA-767PBT-ci produzido pela
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A&D Medical. Dispõe de capacidades bluetooth e segue os standards 11073.
Tal como na balança, após colocar as baterias, o medidor entra em modo discoverable até um
coletor se emparelhar. Após o emparelhamento, fica pronto a enviar os dados aquando medições.
Um paciente coloca a braçadeira no braço esquerdo e prime o botão start. A braçadeira enche-se
com ar para bloquear a circulação do sangue e torna a esvaziar num processo que dura cerca de
20-30 segundos. Os resultados são de seguida revelados no visor do dispositivo.
Quando o medidor é ligado, este estabelece conexão e entra em estado operating até a medição
estar completa. Nesse momento, os dados são enviados para o coletor. Durante o tempo que leva
a medição, o middleware verifica se o HealthDevice se encontra no RecentDeviceInformation. Em
caso negativo, recolhe os atributos MDS e gera um HealthDevice tal como no caso da balança.
Da mesma forma, verifica se o relógio interno está de acordo com o relógio do coletor.
Ao contrário da balança, um medidor de pressão envia vários valores como resultado, nomeada-
mente:
• pressão sistólica: valor de pressão sanguínea no momento em que o coração bate, ou
seja, quando se contraí e bombea sangue. Medido em mmHg (milimetro de mercúrio).
• pressão diastólica: valor de pressão sanguínea entre batimentos. Ou seja, quando o
coração expande e se enche de sangue. Medido em mmHg.
• pressão média: valor de pressão sanguínea média durante todo o processo de recolha.
• frequência cardíaca: mede o número de vezes que o coração bate por minuto. Medido
em BPM (batimentos por minuto).
Existem dois tipos de medidas reportadas pelo medidor com unidades diferentes: A pressão
sanguínea e a frequência cardíaca. Como tal, o InternalEventReporter envia 2 estruturas de
dados Measure e uma estrutura HealthDevice. As tabelas 5.3, 5.4 e 5.5 mostram um exemplo.
Tabela 5.3: Exemplo 1 de uma Measure para o medidor de pressão arterial
campo valor
measureID 18948
measureName ’blood pressure’
unitID 3872
unitName ’mmHg’
timestamp 1434550219236
values 122.0 , 81.0 , 92.0
metricIDs 18949, 18950 , 18951
metricNames ’systolic’, ’diastolic’, ’mean’
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Tabela 5.4: Exemplo 2 de uma Measure para o medidor de pressão arterial
campo valor
measureID 18474
measureName ’heart rate’
unitID 2720
unitName ’bpm ’
timestamp 1434550219236
values 77.0
metricIDs
metricNames
Tabela 5.5: Exemplo de um HealthDevice para o medidor de pressão arterial
nome descrição
address ’67-EF-59-12-5A-71’
systemTypeIDs 4103
systemTypeNames ’blood pressure monitor’
is11073 yes
batteryLevel 100
manufacturer ’A&D Medical’
model ’UA-767PBT-Ci’
powerStatus ’on battery’
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5.3 Glicosímetro
Figura 5.4: Glicosímetro
Um glicosímetro é um dispositivo para medir a concentração de glicose no sangue. Neste estudo
foi usado um glicosímetro com capacidades bluetooth produzido pela Entra Health Systems.
O protocolo de comunicação é proprietário. Um programador interessado em comunicar com o
aparelho, necessita de o comprar e autenticar-se no site para obter os detalhes do protocolo e
assim saber quais os comandos disponíveis e como interpretar os dados recebidos.
Os níveis de glucose no sangue variam de acordo com vários fatores externos e como tal, um
paciente necessita de selecionar em qual circunstância se encontra antes de tirar uma medição,
nomeadamente se está em jejum, se tomou uma refeição, se fez exercício físico ou se tomou
medicações.
Após selecionar o evento, o paciente usa uma lanceta para picar a ponta do dedo e recolher uma
gota de sangue que será colocada numa tira de teste. Por sua vez a tira é inserida no glicosímetro
e os resultados são apresentados no visor.
Se o paciente mantiver premido o botão UP, o glicosímetro entra em modo discoverable e pode
ser emparelhado com um coletor.
O histórico de resultados no aparelho só é enviado para o coletor quando o paciente mantém
premido o botão DOWN. Nessa altura, o dispositivo inicia uma conexão bluetooth com o aparelho.
O middleware dispõe de um adaptador para este glicosímetro que implementa a interface ICus-
tomDevice. Quando o serviço android inicia, o Custom Device Provider inicia o adaptador que
fica à escuta de conexões bluetooth SPP com certo Universally unique identifier (UUID) que
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identifica o serviço / protocolo dos glícosimetros da MyGlucoHealth.
Quando o glícosimetro se conecta, o adaptador envia um comando para obter todos os registos
existentes no aparelho. Depois disto,gera estruturas Measure e HealthDevice e informa o serviço
android através do Event Manager. Por sua vez o serviço android informa as aplicações cliente
retornando estas estruturas.
O glicosímetro também mede a temperatura ambiente e guarda o seu valor no registo juntamente
com o valor da glucose. A temperatura é importante pois pode afetar os resultados das medições.
Dado que existem 2 tipos de resultados diferentes, glucose e temperatura, o adaptador reporta 2
tipos diferentes deMeasure exemplificadas nas tabelas 5.6 e 5.7. Um exemplo para oHealthDevice
encontra-se na tabela 5.8
Tabela 5.6: Exemplo 1 de uma Measure para o glicosímetro
campo valor
measureID 28948
measureName ’glucose’
unitID 2130
unitName ’mg/dl’
timestamp 1435523687699
values 155
metricIDs 29260
metricNames ’before meal’
Tabela 5.7: Exemplo 2 de uma Measure para o glicosímetro
campo valor
measureID 19292
measureName ’temperature’
unitID 6048
unitName ’c’
timestamp 1435523851976
values 23
metricIDs
metricNames
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Tabela 5.8: Exemplo de um HealthDevice para o glicosímetro
nome descrição
address ’38-94-71-1E-3D-80’
systemTypeIDs 4113
systemTypeNames ’glucometer’
is11073 no
batteryLevel ’unknown’
manufacturer ’Entra Health systems’
model ’MGH-BT1’
powerStatus ’unknown’
5.4 Oxímetro
Figura 5.5: Oxímetro
Um oxímetro mede a saturação de oxigénio no sangue de um paciente. O valor medido exprime-
se em percentagem, correspondendo à percentagem de hemoglobina no sangue transportando
oxigénio.
Neste trabalho foi usado um oximetro de modelo 3230 fabricado pela Nonin. Este oxímetro
utiliza Bluetooth Low Energy (BLE) para transmissão de dados. O BLE é uma tecnologia recente
com menores consumos de energia face ao bluetooth tradicional. Todos os dispositivos BLE
utilizam o Generic Attribute Profile (GATT) para intercâmbio de dados. Um cliente conecta-
se a um servidor GATT (neste caso, o próprio oxímetro) e consegue saber quais os serviços
que existem, e quais os atributos (características) que existem em cada serviço. Uma troca de
mensagens com um dispositivo BLE é consiste essencialmente na obtenção e/ou modificação de
tais atributos.
Existe uma diferença grande no estabelecimento de conexão com o oxímetro face aos restantes
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dispositivos. O comportamento esperado pelos dispositivos é serem estes a iniciar a conexão
com o middleware cada vez que necessitem de enviar resultados. No caso do oxímetro, cada
vez que um paciente insere o dispositivo na ponta do dedo, o oximetro apenas anuncia a sua
presença através da difusão de beacons, e cabe a qualquer cliente interessado iniciar a conexão.
Para coletores automáticos, o ideal é que a conexão com qualquer aparelho seja automática sem
necessitar de interação com o utilizador.
Neste caso, uma solução para esta diferença entre modos de funcionamento seria ter o adaptador
a constantemente verificar se um oxímetro 3230 está a fazer broadcast, e em caso afirmativo iniciar
conexão. Esta solução pode não ser ópima em termos de utilização dos recursos do telemóvel,
mas é inteiramente fazível. Outra alternativa seria fazer isto apenas quando alguma aplicação
tentasse obter informação do middleware (ou de qualquer forma informasse o middleware de que
estava activa) mas esta solução vai contra a arquitetura e modo de uso normal do middleware,
se bem que com algumas modificações, seria possível.
Uma outra alternativa nesta implementação em android que requer input do utilizador, é ter o
código do oxímetro como uma aplicação à parte, separada do serviço android. Um utilizador
interage com o oxímetro usando a aplicação e através desta, estabelece conexão. O Oxímetro
utiliza a interface IExternalDeviceApplication para informar o Event Manager do serviço acerca
dos eventos no oxímetro. Neste caso, o serviço android apenas serve como um simples broadcaster
que recebe os dados de uma aplicação e reenvia para outras. Para este trabalho, escolhemos
esta alternativa com o objetivo de explorar novas formas de comunicação com o middleware
e aproveitar a aplicação do oxímetro já existente fornecida pelos fabricantes. A aplicação foi
ligeiramente alterada de forma a se conectar ao serviço e gerar as estruturas HealthDevice e
Measure.
As tabelas 5.9, 5.10 e 5.11 mostram um exemplo para as estruturas Measure e HealthDevice
geradas.
Tabela 5.9: Exemplo 1 de uma Measure para o oxímetro
campo valor
measureID 19384
measureName ’oximetry’
unitID 544
unitName ’%’
timestamp 1435525847127
values 99.0
metricIDs
metricNames
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Tabela 5.10: Exemplo 2 de uma Measure para o oxímetro
campo valor
measureID 18474
measureName ’heart rate’
unitName ’bpm ’
timestamp 1435525847127
values 77.0
metricIDs
metricNames
Tabela 5.11: Exemplo de um HealthDevice para o oxímetro
nome descrição
address ’F6-DB-94-CF-E0-D9’
systemTypeIDs 4100
systemTypeNames ’oximeter’
is11073 no
batteryLevel ’unknown’
manufacturer ’Nonin’
model ’3230’
powerStatus ’unknown’
Capítulo 6
Conclusões
O trabalho realizado consistiu no desenvolvimento de um middleware capaz de abstrair os
detalhes da comunicação com vários dispositivos médicos, normalizar os dados recebidos e dis-
ponibilizar os dados normalizados a toda e qualquer aplicação a correr no dispositivo móvel que
esteja interessada neles. Nos capítulos anteriores descreveu-se com algum detalhe a arquitectura
do middleware, a sua implementação e o seu modo de uso. Também foram documentadas as
experiências com vários tipos de dispositivos incluíndo dispositivos IEEE 11073 PHD e outros
usando protocolos de comunicação diferentes.
Existem muitos dispositivos compatíveis com o IEEE 11073 PHD disponíveis no mercado, e
espera-se que ainda mais venham a existir no futuro, devido em grande parte aos esforços de
organizações tal como a Continua Health Alliance que certificam os dispositivos e promovem
a interoperabilidade. Por esta razão, foram escolhidos estes standards como protocolos de
comunicação base para o middleware.
A implementação do middleware baseia-se no OpenHealth Manager para interpretar e gerar
mensagens 11073. Pode-se dizer que este middleware é uma extensão ao Openhealth, onde foram
adicionados um canal bluetooth HDP que utiliza as APIs do android e uma forma modular para
incluir suporte a dispositivos não-11073. Foram também definidas novas estruturas de dados
Measure e HealthDevice que visam facilitar a leitura dos resultados das medições e informação
dos aparelhos.
6.1 Limitações e trabalho futuro
A utilização deste middleware, assim como os standards ISO/IEEE 11073 PHD, focam-se apenas
nos dispositivos de saúde pessoais, não sendo aplicável a aparelhos de uso hospitalar.
Durante o estudo, não foram testadas as funcionalidades PMStore nem alguns dos comandos de
que o 11073 dispõe, tal como por exemplo, a alteração de um scanner episódico para periódico.
Os dispositivos testados não dispunham destes métodos e como tal não puderam ser testados.
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Para tornar o middleware mais robusto, muitos mais testes devem ser feitos com outros tipos
diferentes de dispositivos, especialmente com aqueles que decidem enviar dados sob a forma de
gráficos temporais, por forma a testar todas a diferentes capacidades dos standards 11073 PHD.
O suporte para dispositivos não compatíveis com o IEEE 11073 PHD poderia ser melhorado.
Na implementação actual, um programador apenas precisa de incluir o código numa package
default e mencionar o nome da classe principal ao Custom Device Provider. Porém, existem
formas para carregar as classes dinamicamente em tempo de execução sem sequer mencionar o
seu nome, desde que estejam num diretório comum. Desta forma, os programadores poderiam
utilizar um repositório de adaptadores disponível online e submeter ou descarregar adaptadores
para vários dispositivos, que poderiam ser carregados dinamicamente no middleware. Talvez
valha a pena explorar as capacidades Java reflection [32] para atingir este objectivo.
A forma para correr comandos nos dispositivos poderia também ser melhorada. Seria interes-
sante ter apenas uma interface ICommand comum a todos os dispositivos (11073 ou não). Para
além de implementar a interface IcustomDevice, um adaptador implementa também ICommand
que define comandos genéricos. Desta forma, um utilizador não necessita de estar consciente dos
diferentes nomes dos comandos e formas de uso em cada um dos dispositivos. Bastará consultar
a interface. Por exemplo, a interface poderia definir os comandos SetTime ou changeUnit cujos
argumentos e valores de retorno são comuns a todos os dispositivos, apenas variando a sua
implementação em cada um dos adaptadores. Se um adaptador decidir não implementar certo
comando, apenas retorna null ou “not supported”.
Ao longo do texto, referiu-se várias vezes que a arquitetura é modular o suficiente para ser
facilmente portada para outros sistemas. Será interessante passar a teoria para a prática e de
facto implementá-lo noutro sistema operativo tal como windows ou linux.
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Apêndice A
Acrónimos
A2DP Advanced Audio Distribution Profile
AIDL Android Interface Definition Language
API Application programming interface
AARE Association Response
AARQ Association Request
ABRT Association Abort
APDU Application protocol data unit
ASN.1 Abstract Syntax Notation 1
BER Basic Encoding Rules
BIP Basic Image Profile
BLE Bluetooth Low Energy
BPM Beats Per Minute
CEN Comité Européen de Normalisation
DICOM Digital Imaging and
Communications in Medicine
DIM Domain Information Model
EHR Electronic Health Record
GATT Generic Attribute Profile
HCP Health Care Profile
HDP Health Device Profile
HL7 Health Level 7
HSP Headset Profile
HTTP Hypertext Transfer Protocol
IEC International Electrotechnical
Commission
IEEE Institute of Electrical and Electronics
Engineers
IHE Integrating the Healthcare Enterprise
IP Internet Protocol
ISO International Organization for
Standardization
JNI Java Native Interface
KG kilogram
L2CAP Logical Link Control and Adaptation
Protocol
MCAP Multi-Channel Adaptation Protocol
MDER Medical Device Encoding Rules
MDS Medical Device System
MEDWG Medical Working Group
MMHG Millimeter of Mercury
SDP Service Discovery Protocol
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50 Acrónimos
SIG Special Interest Group
SPP Serial Port Profile
OCI Open Systems Interconnection
USB Universal Serial Bus
PAN Personal Area Network
PER Packed Encoding Rules
PHD Personal Health Device
PHDC Personal Health Data class
PRST Presentation
RLRE Association Release Response
RLRQ Association Release Request
ROER Remote invoke error
ROIV Remote Invoke
RORJ Remote invoke reject
RORS Remote invoke response
UUID Universally unique identifier
TCP Transmission Control Protocol
XER XML Encoding Rules
XML eXtensible Markup Language
Apêndice B
Interfaces AIDL
  
interface IApplicationRegister{
void registerApplication(IEventCallback mc);
void unregisterApplication(IEventCallback mc);
}
interface IEventCallback{
void deviceConnected(String systemID);
void deviceChangeStatus(String systemID , String prevState , String newState);
void MeasureReceived(String systemID, in AndroidMeasure m);
void deviceDisconnected(String systemID);
}
interface IDevice{
AndroidHealthDevice getDeviceInfo(String systemId);
List<String> invokeCommand(String systemId, in List<String> args);
}
interface IExternalDeviceApplication{
void deviceConnected(in AndroidHealthDevice hd);
void deviceDisconnected(String systemID);
void uploadMeasure(String systemID, in AndroidMeasure ms);
void deviceChangeStatus(String systemID , String prevState ,String newState);
}
interface IAgentActionService{
void sendEvent (String system_id , int eventType);
void getService (String system_id);
void setService (String system_id);
}
interface IScannerActionService {
void getScanner(String system_id , out List<Scanner> scannerList);
void Set(in Scanner scanner, in boolean enable);
}
interface IPM_StoreActionService {
void getStorage(String system_id , out List<PM_Store> pm_storeList);
void getPM_Store(in PM_Store pmstore);
} 
Bloco de Código B.1: Interfaces AIDL
51
