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1 Introduzione
La tesi svolta presso la Sampi S.P.A. onsiste nella progettazione e ollaudo di
una sheda elettronia di ontrollo per la misura di arburante. Dopo una fase
preliminare di studio dell'attuale sistema utilizzato in Sampi, abbiamo pianiato
e progettato una nuova sheda elettronia al ne di ottenere un prodotto più es-
sibile e performante, he ora ampi margini per esigenze e sviluppi futuri. È stato
neessario riorrere ad un proessore di nuova generazione on onseguente migra-
zione del rmware e riprogettazione della parte hardware. Inne la nuova sheda
elettronia è stata sottoposta a test di laboratorio per veriarne il funzionamento
di ogni sua omponente.
1.1 Prolo Aziendale
Sampi S.P.A. è una soietà leader nella produzione di ontatori volumetrii per
prodotti petroliferi, distributori ad alta portata, sistemi di deposito e ario auto-
botti e automazione autobotti on testate elettronihe. Sampi fa parte del gruppo
IDEX ed è ertiata ISO9001.
IDEX è leader nella produzione di una vasta gamma di pompe, sistemi di do-
saggio ed altri prodotti tenologii. Nell'ambito di pompe e ontatori, la tenologia
del gruppo IDEX onsente il trattamento di prodotti orrosivi, abrasivi, visosi,
lavorazioni in alta temperatura e molto altro anora.
La divisione di IDEX riguardante Sampi è denominata Liquid Control
Group e oltre a Sampi oinvolge anhe altre soietà quali Corken, Faure
Herman, Liquid Control, Sponsler e Topteh System.
Le linee di produzione di Sampi, in partiolare, si suddividono in:
 Pompe e ompressori per un'ampia gamma di uidi (liquidi e gasso-
si) ome ad esempio arburanti generii, gas petrolio liquido, gas naturale,
arburanti per uso aereonautio oltre a uidi del settore himio e riogenio;
 Contatori e misuratori he oinvolgono sia la parte meania on misura-
tori a turbina, misuratori elettromagnetii, volumetrii, massii e ultrasonii,
sia la parte elettronia on sistemi di registrazione a miroproessore;
 Automazione e ontrollo attraverso prodotti software per una gestione
semplie ed eiente.
1.2 Panoramia sui misuratori di arburante
I misuratori di arburante sviluppati in Sampi sono ostituiti da una parte mea-
nia, una elettromeania ed inne una parte elettronia.
Tali misuratori dovendo lavorare on prodotti failmente inammabili devono
essere progettati e realizzati seondo partiolari normative. I misuratori Sampi
sono ertiati UNI EN ISO 9001/2000.
Vi è inoltre un ulteriore problema legato alle frodi sali e riguarda in partiolare
il software della parte elettronia he deve adottare partiolari sistemi di siurezza
ome verrà spiegato in seguito.
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Inne, sempre in relazione alla parte elettronia, introduiamo il onetto di
Siurezza Intrinsea.
1.2.1 Il onetto di Siurezza Intrinsea
Dagli shemi elettrii della testata elettronia, si osserva la presenza di due sezioni
ben distinte per ogni sheda. Questo perhé una parte di iruiteria risponde alle
direttive di Siurezza Intrinsea.
Il onetto fondamentale della siurezza, nelle aree on atmosfere potenzial-
mente esplosive, onsiste nell'evitare presenza simultanea dell'atmosfera periolosa
e della sorgente d'inneso della medesima. In onformità ai onetti della siurezza
ed al modo di appliarli i sono diversi metodi di protezione ontro le esplosioni tali
da permettere ad apparati elettrii il loro uso e funzionamento in Aree Periolose.
Tutte queste tenihe sono regolamentate da normative nazionali ed internazionali.
I prinipi basilari su ui si fonda la Siurezza Intrinsea, onsistono nel limitare,
in ondizioni normali e di guasto prevedibili, la quantità di energia elettria nei ir-
uiti in Area Periolosa, osì ome nella strumentazione interonnessa on gli stessi
in Area Siura, tale he non si possano avere arhi o sintille o alte temperature
superiali he possano innesare l'atmosfera esplosiva.
Gli apparehi elettrii in Area Periolosa, osì ome la strumentazione ad essi
ollegata in Area Siura, devono essere progettati in modo da ridurre la tensione
a iruito aperto e la orrente di orto iruito a valori tali per ui non possa
ausare l'inneso della misela esplosiva aprendo, ortoiruitando, mettendo a
terra o risaldando qualsiasi omponente del iruito medesimo.
Apparehiature Semplii Le apparehiature quali interruttori, resistori, po-
tenziometri, semionduttori ome i LED, i fototransistors, generatori ome le ter-
mooppie e le fotoellule possono essere onsiderate Apparehiature Semplii se
non generano e immagazzinano più di 1,5 V, 100 mA, 25 mW. Queste Appare-
hiature Semplii possono essere usate in Aree Periolose senza bisogno di aluna
ertiazione.
Apparehiature a Siurezza Intrinsea Trasmettitori, onvertitori, valvole a
solenoide e ogni altro dispositivo apae di immagazzinare energia, devono essere
ertiati ome Apparehiature a Siurezza Intrinsea adatte per uso in Area
Periolosa, in aordo alla lassiazione delle zone ed alle aratteristihe dei gas
(gruppo di gas e lasse di temperatura).
Apparehiature Assoiate Le interfaie tra il ampo e la strumentazione di
sala ontrollo sono hiamate usualmente Barriere. Queste proteggono i iruiti
in Area Periolosa, limitando la tensione e la orrente, nelle ondizioni di uso
normali e di guasto.
Esistono due tipi di interfaia a Siurezza Intrinsea: le Barriere Zener he
deviano l'energia potenzialmente periolosa e le Barriere a Separazione Galvania
o Isolatori.
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Cavi di interonnessione I valori bassi di tensione e orrente presenti nei ir-
uiti intrinsiamente siuri, permettono l'uso di avi normalmente usati per la
strumentazione di ampo, purhè la apaità e l'induttanza di questi sia presa in
onsiderazione nei aloli ira la siurezza dei sistemi. I parametri dei avi ra-
ramente sono un problema per la distanza dei dispositivi in ampo, soprattutto
quando si usano Barriere a Separazione Galvania.
1.3 Caratteristihe della testata elettronia TE550
L'attuale misuratore di arburante sviluppato in Sampi è denominato Testata Elet-
tronia TE550. La TE550 è ostituita da un ontenitore antideagrante ontenente
la iruiteria elettronia e da una interfaia utente visibile in gura 1.
Figura 1: L'interfaia utente della TE550.
Sempliando al massimo, la TE550 è un ontatore di impulsi provenienti da
un enoder relativo. Vi sono poi una serie di sensori per la rilevazione di valori
quali pressione, temperatura e densità del arburante erogato. Tali dati vengono
trattati ed elaborati da un miroontrollore ed inne inviati alla CPU he è il
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uore vero e proprio della TE550. La CPU ontrolla direttamente (attraverso dei
relays) l'aensione o meno delle pompe e l'apertura o hiusura delle valvole per il
passaggio del arburante.
Ovviamente la TE550 non è un semplie ontatore, ma un sistema più om-
plesso di gestione e ontrollo, apae di memorizzare i valori di arburante erogato,
stampare rievute, gestire no a 4 brai di ario e molto altro anora ome verrà
spiegato in seguito.
La TE550 può essere utilizzata sia a terra (deposito) he su automezzo (vedi
g. 2 a pagina 10).
La TE550 oltre a rispondere alle normative ISO9001, OIML R117 e WELMEC
7.2, deve rispondere anhe alle esigenze di merato. Proprio per questo, negli anni,
la TE550 ha subito modihe e miglioramenti attraverso la orrezione di bahi
software e l'introduzione di nuove funzioni e omponenti esterne, on lo sopo di
realizzare un prodotto modulare.
Un prodotto modulare è fondamentale per rispondere meglio alle esigenze della
lientela di Sampi.
1.4 Prodotti onorrenti
Sul merato esistono ovviamente altre testate elettonihe onorrenti alla TE550.
La valutazione di tali prodotti e delle loro aratteristihe è fondamentale per apire
quali requisiti sono neessari alla TE550 per essere ompetitiva sul merato.
Tra i vari onorrenti della TE550 troviamo ad esempio:
 VEGA II (ISOIL Impianti). Tra le aratteristihe he la dierenziano dalla
TE550 troviamo 32 ingressi digitali programmabili, 16 usire di potenza, 16
usite digitali e una posta CAN BUS
1
.
 Equalis (SATAM). Ne esistono due versione distinte, una per deposito ed
una per automezzi. La versione deposito utilizza un hard disk per la memo-
rizzazione delle erogazioni (no a 300.000 erogazioni). I dati memorizzati
possono essere trasferiti via software, via ethernet o onnessione RS485 o
più sempliemente tramite porta USB. La omunuazione on altri moduli
avviene seondo lo standard CAN BUS. Ogni singola testata riese a on-
trollare no ad 8 brai di ario e dispone di 15 ingressi digitali, 3 usite
open olletor e 10 usite a relay.
 Load Computer 1010 (Honeywell). Fino a 4 brai di ario, omunia-
zione seriale on PC e stampante no a 28.800 bps. Memorizzazione delle
ultime 200 erogazioni.
 Auload III (FMC Tehnologies). Fino a 6 brai di ario per ogni
testata. Dispone di 4 porte di omuniazione ethernet on support DHCP,
trasferimento le via FTP, funzionalità server HTTP, SMTP, POP3, LPR
lient e standard TCP/IP. Il range di temperatura è partiolarmente elevato:
da -50 a +150. Fino a 21 ingressi digitali, 34 usite digitali e 6 ingressi
e usite analogihe.
1
È uno standard seriale per bus di ampo utilizzato prinipalmente in ambiente automotive.
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Figura 2: La TE550 montata su un automezzo.
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Molte aratteristihe della TE550 sono omuni anhe agli altri prodotti elenati
in preedenza. Altre aratteristihe presenti in testate onorrenti potrebbero essere
utilizzate anhe sulla TE550 al ne di ottenere un prodotto più ompetitivo. Si
potrebbe pensare ad esempio di raddoppiare i brai di ario arrivando osì ad
8. L'utilizzo di un hard disk per la memorizzazione delle erogazioni non sembra
essere una neessità impellente visti anhe i osti delle memorie a stato solido. Si
potrebbe inne pensare di ampliare le porte di omuniazione introduendo una
porta ethernet ed una porta USB. Il baud rate delle omuniazioni seriali on PC,
Display e stampante potrebbe essere inrementato. Inne, si potrebbero aumentare
le linee di I/O programmabili dall'utente per onsentire la onnessione di dispositivi
esterni e shede di espansione.
Purtroppo tutti questi possibili sviluppi non sono implementabili on l'attua-
le hardware a disposizione. Non potendo al momento sviluppare ulteriormente la
TE550, la si rende di fatto via via sempre meno ompetitiva nel merato dei
misuratori di arburante.
1.5 Lo sviluppo di una testata più essibile
L'attuale TE550 non ha margini suienti per ulteriori sviluppi. La sua essibilità
è ridotta e quindi è neessario apire ome e dove sia possibile intervenire per
realizzare una nuova testata elettronia he possa essere molto più ompetitiva sul
merato.
Flessibilità La prima neessità a ui dobbiamo rispondere è la essibilità. Abbia-
mo bisogno di un prodotto più performante he possa supplire agli attuali ompiti
della TE550, lasiando al tempo stesso risorse non utilizzate per onsentire sviluppi
futuri. Se ad esempio Sampi volesse introdurre sul merato una testata elettroni-
a per la gestione di 8 brai di ario anzihé 4, la TE550 non sarebbe in grado
di rispondere a tale rihiesta perhé l'attuale miroproessore (Intel 80386 EX)
non riese a rispondere ad un ulteriore inremento omputazionale. È quindi ob-
bligatorio riorrere ad un hardware più performante. Piuttosto he utilizzare un
miroproessore General Purpose ome l'Intel 386, si può pensare di riorrere a
sistemi embedded o omunque miroproessori sviluppati per sistemi embedded.
La selta nel nostro aso è riaduta su una piattaforma ARM9.
Siurezza La tipologia di prodotto trattato, rihiede un sistema siuro sia ontro
le detonazioni, sia ontro le frodi sali. Oltre a rispondere a tali speihe, un
prodotto immesso sul merato deve essere stabile, adabile ed esente da bahi
software. Un sistema embedded he possa sfruttare risorse hardware già presenti
all'interno del hip ore siuramente un livello di adabilità superiore rispetto
ad hardware onnesso esternamente alla CPU. In aggiunta, disponendo di risorse
maggiori, è possibile risrivere un rmware più semplie e snello, eliminando tutte
quelle selte di progettazione software e hardware fatte in passato per supplire alle
sarse prestazioni dell'Intel 386.
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Capaità di ontrollo e gestione La TE550 riese a gestire no a 4 brai di
ario. Se un deposito vuole gestire ad esempio 6 brai di ario ha bisogno di due
testate elettronihe. Ovviamente, l'aquisto di due testate elettronihe omporta
un investimento eonomio doppio rispetto all'aquisto di una singola testata e
sotto questo aspetto, altri prodotti onorrenti sono più ompetitivi rispetto alla
TE550. Oltretutto tutte le informazioni di erogazioni, eventi e osì via sarebbero
immagazzinate in due sistemi distinti rendendo più ompliato estrapolare le in-
formazioni globali del deposito. Passando ad una nuova piattaforma, è possibile
inrementare il numero di brai di ario he la singola TE550 riese a gestire.
La maggiori prestazioni del nuovo sistema potrebbero garantire una gestione di 10
o più brai di ario rendendo di fatto la TE550 leader sul merato dei ontatori
di arburante.
Impatto eonomio Molte fonderie hanno interroto la produzione del proesso-
re Intel 386 rendendolo di diile reperibilità e faendone inevitabilmente lievitare
il prezzo di aquisto. L'arhitettura ARM opre attualmente ira il 75% del mer-
ato mondiale dei proessori a 32 bit per appliazioni embedded. Ne onsegue una
faile reperibilità ed un prezzo di aquisto vantaggioso. Tale miroontrollore ol-
tre ad avere prestazioni di gran lunga superiori al proessore 80386 (vedi sezione
4.1.3 a pag. 30), disponendo di molte periferihe integrate, onsente una notevole
sempliazione della iruiteria esterna. Ne segue una diminuzione del prezzo di
produzione della sheda CPU della TE550. La nuova TE550 avrà aratteristihe
superiori ad un osto ridotto.
Legay Aziendale Sampi ha già sviluppato il rmware di gestione della TE550
he può essere riutilizzato per la nuova arhitettura. Questo ovviamente ridue i
tempi di sviluppo della nuova testata elettronia. Il problema ovviamente è he
il rmware sviluppato in Sampi è strettamente onnesso alla piattaforma Intel.
Passando alla nuova piattaforma ARM9, il odie non sarà più utilizzabile sen-
za ambiamenti e diventerà Legay Code. Sarà neessario migrare il rmware in
funzione del nuovo hardware e sviluppare una nuova sheda elettronia apae di
integrare tale miroontrollore on il resto del sistema. Per eettuare la migrazione
si riorrerà quanto più possibile al Know-How aziendale, ovvero il omplesso di
ompetenze, onosenze e apaità maturate in Sampi nel orso degli anni. Alla
ne sarà suiente sostituire la sheda CPU lasiando inalterata la restante parte
hardware della testata elettronia.
1.6 I vantaggi di una piattaforma embedded
Contrariamente ai miroproessori general purpose, in un sistema embedded
l'hardware può essere ridotto ai minimi termini per ridurne lo spazio oupato, i
onsumi ed il osto di fabbriazione. Inoltre l'eseuzione del software è spesso in
tempo reale, per permettere un ontrollo deterministio dei tempi di eseuzione.
L'utilizzo di una piattaforma embedded onsentirà a Sampi lo sviluppo di
una famiglia di prodotti anzihé di una singola testata. Ad esempio sarà possibile
sviluppare in modo semplie e veloe shede on hip appartenenti alla famiglia
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AT91 he meglio di adattano alle esigenze del singolo prodotto. Si potrà segliere
quale miroproessore utilizzare per ottimizzare ulteriormente la sheda CPU della
testata elettronia a seonda dell'utilizzo previsto.
I vari miroontrollori appartenenti alla famiglia AT91SAM9 si dierenziano per
le varie periferihe implementate internamente, per le linee di I/O e ovviamente
per le prestazioni. Di fatto però mantengono la stessa arhitettura e CPU inter-
na
2
. Questo signia he il rmware sviluppato per uno speio miroontrollore,
può essere riompilato per un altro miro utilizzando on lo stesso ompilatore
preimpostato on le nuove speihe del miro.
Il miroontrollore AT91SAM9261 selto per lo sviluppo della nuova testata
elettronia tra le varie aratteristihe e periferihe a disposizione (vedi sezione
4.1.3 a pagina 30) ore una potenza di alolo di 210 MIPS a 190MHz, più
he suiente per le esigenze attuali. Se in futuro le periferihe integrate in tale
miro non risulteranno più suienti si potrà migrare veloemente verso il miro
AT91SAM9263 he ore una potenza di alolo similare (220 MIPS a 200MHz)
ma dispone di un paro periferihe nettamente più ampio. Se invee il ollo di
bottiglia risulterà essere proprio la frequenza di lok, si potrà valutare il passaggio
all' AT91SAM9G45 he lavora a 400 MHz. ATMEL ha onfermato lo sviluppo della
serie ARM11 ovvero i miroontrollori di nuova generazione apai di raggiungere
i 600 MHz (vedi g. 3).
Figura 3: Roadmap dei miroontrolori ATMEL.
Tutto questo onsentirà a Sampi la produzione di testate elettronihe fail-
mente adattabili alle esigenze di merato e dei singoli lienti.
2
La CPU è la ARM926EJ-S
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2 Le testata elettronia TE550 in dettaglio.
Abbiamo già visto la presenza di una sheda CPU all'interno della TE550 e di una
interfaia utente. L'interfaia utente
3
è ostituita da un display a ristalli liquidi
e una tastiera per l'immissione dei dati. Oltre all'LKI (vedi gura 5) e alla sheda
CPU (vedi gura 6), è presente anhe una sheda, denominata CMOD (vedi gura
7), he misura la quantità di arburante erogato ed eettua i aloli neessari
alla onversione e preparazione dei dati da trasmettere al proessore in modo da
ridurre il alolo omputazionale della sheda CPU. Inne è presente una sheda
di espansione di I/O (vedi gura 8)
La TE550 è ompletamente programmabile, utilizzabile per appliazioni on
qualsiasi tipo di misuratore dotato di genetarore di impulsi. Può gestire no a 4
brai di ario, visualizzando totalizzatori arburante, portata, valori di predeter-
minazione e messaggi di aiuto per l'operatore.
La struttura è essibile e modulare. È previsto l'utilizzo di un massimo di 4
shede CMOD per il ontrollo di altrettanti brai di ario e un massimo di 2
shede di I/O a ui è possibile ollegare ulteriori dispositivi.
La massima espansione può gestire un totale di 36 usite a relays, 24 ingressi
digitali, 12 ingressi analogii (4 x RTD, 8 x 4-20mA) ed inne 4 usite analogihe
4-20mA.
La testata si può inne interfaiare on un personal omputer ed una stam-
pante. Uno shema generale è riportato in gura 4.
La ustodia prinipale ontiene la sheda di alimentazione e il estello porta-
shede dove inserire la sheda CPU, le shede CMOD e le eventuali shede di
I/O.
Per l'alimentazione, sono previste due shede: l'ACPS per l'alimentazione da
rete e la 24PS per l'alimentazione da batteria. La TE550 è in grado di funzionare
a 24V in quanto può essere montata su automezzi.
2.1 La sheda CPU
L'attuale sheda CPU si basa su un miroproessore Intel 80386 EX. È presente
un iruito di wathdog esterno he in aso di malfunzionamento provvede ad
aggiornare il log degli eventi (segnalando l'anomalia), spegnere le pompe e hiudere
le valvole. Proprio per questo motivo la sheda CPU omunia direttamente on i
relays pompa e valvole presenti sulle shede CMOD.
La struttura della memoria sulla sheda CPU è osì omposta:
 EPROM, ontenente il rmware.
 RAM, utilizzata per le variabili utilizzate dal rmware. La RAM è ollegata
ad una batteria tampone perhé aluni dati sensibili ome ad esempio i valori
di impostazioni o i totalizzatori non possono andare perduti.
 Flash, ontenente una opia dei dati sensibli. Dato he lo spazio a dispo-





Figura 4: TE550: Shema Generale.
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Figura 5: Sheda LKI.
Figura 6: Sheda CPU.
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Figura 7: Sheda CMOD.
Figura 8: Sheda di espansione I/O.
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La sheda CPU è dotata di 3 porte seriali di ui una esterna (il miroproessore
usato ha solo due seriali interne). La seriale esterna è utilizzata per la onnessione
on il personal omputer, perhé essendo dotata di aratteristihe migliori rispetto
a quelle interne alla CPU, onsente una omuniazione più adabile.
I ompiti prinipali della CPU sono gestire, smistare e inviare al display, tutte
le informazioni provenienti dalle shede CMOD. Due jumpers presenti sulla sheda





Il funzionamento della sheda può essere veriato osservando i due led di
diagnostia (LED1/2): durante il funzionamento regolare il led verde lampeggia
ad intervalli di ira un seondo, il led rosso, invee, lampeggia veloemente ad
indiare he la omuniazione on le altre shede è attiva.
Il ontrollo del display avviene tramite seriale RS485. La onnessione on le
shede CMOD e shede di I/O è realizzata tramite bus parallelo. L'indirizzamento
del bus parallelo è gestito da una PAL per ovviare ad aluni limiti di indirizzamento
della CPU Intel he non dispone di suienti linee di Chip Selet per il ontrollo
di tutte le periferihe.
2.2 La sheda CMOD
La sheda CMOD è dediata al onteggio degli impulsi provenienti da un enoder
relativo a doppio anale
4
(è possibile tuttavia utilizzare un enoder monoanale).
Si oupa della onversione del onteggio impulsi in litri di prodotto, tenendo
onto della urva di orrezione del misuratore. Si oupa inoltre del alolo del
ompensato, del peso e della portata in base a temperatura, pressione e densità
rilevata.
È prevista una partiolare modalità di funzionamento denominata sleep arat-
terizzata da da uno stato di basso onsumo del miroontrollore PIC he gestise la
sheda. Ciliamente viene attivata una nestra di risveglio e se durante il risveglio
viene rilevato un impulso, inizia il onteggio. Il valore degli impulsi ontati viene
poi memorizzato in una EPROM ontenente inoltre i oeienti di orrezione,
alibrazione e guadagno per le sonde di temperatura, pressione e densità.
Su iasuna sheda CMOD è presente una sezione a siurezza intrinsea
5
to-
talmente distaata dal resto della sheda e serve per la omuniazione della CPU
on il display.
4
Enoder relativo signia he non si hanno informazioni sulla posizione angolare esatta. A
doppio anale signia he si una usita in fase ed una in quadratura
5
Vedi paragrafo 1.2.1 a pagina 7.
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Linearizzazione PT100 Per ottenere la preisione imposta dalle normative vi-
genti (±0.15 su un range -25/+55), non è possibile onsiderare la PT100
ome un dispositivo lineare. Si utilizza pertanto la tabella CEI 751 he mette in
relazione i valori della resistenza PT100 on la temperatura, on risoluzione di 1
. I valori intermedi vengono alolati mediante interpolazione lineare. I valori di
tale tabella sono stati riavati a partire dalla formula polinomiale di Callendar -
Van Dusen:
R(t) = R0(1 + at + bt
2 + c(t− 100)t3)
L'errore omplessivo massimo (teorio), onsiderando anhe lo sostamento tra
interpolazione lineare e tabella CEI 751, risulta ompreso in 0.05.
La tabella CEI 751 memorizzata sul PIC opre il range di temperatura -30/
+109.
2.3 La sheda display LKI
La sheda display rieve alimentazione e segnali dalla relativa sheda CMOD tra-
mite le barriere a siurezza intrinsea. La sheda è ostituita essenzialmente da un
miroontrollore he omunia on la CPU e on il display grao.
Il display grao è ontrollato da una propria sheda ed è progettato in partenza
a siurezza intrinsea.
È presente inoltre una tastiera in poliestere ignifugo omposta da 16 tasti.
2.4 Primo test in laboratorio
In Sampi sono presenti vari pannelli per eettuare test e simulazioni sulle testate
TE550 (vedi g. F, pagina 116). Ogni pannello monta una ustodia priipale on
4 shede CMOD per altrettanti brai di ario. Solamente una sheda CMOD ha
un enoder onnesso, le altre 3 sono impostate per simulazioni in automatio.
Dopo aver aeso la testata si inserise il odie utente, si seleziona il prodotto
e la quantità da erogare e a questo punto si può far partire un'erogazione. Se
viene simulato un passaggio di prodotto senza aver avviato l'erogazione si rieve
ovviamente un errore di tralamento. Se invee faio partire l'erogazione, si apre
la valvola di basso usso, si aende la pompa e manualmente posso simulare il
passaggio di uido ruotando l'enoder.
Raggiunta una erta soglia di erogazione del prodotto (tale quantità è denita
ome parametro della testata) si apre una seonda valvola per l'alto usso per
onsentire un'erogazione più rapida.
A ne erogazione si ha prima la hiusura della valvola ad alto usso e poi quella
del basso usso, in questo modo si può determinare on più auratezza l'istante
in ui spegnere la pompa e hiudere la valvola (vedi gura 9).
Il display visualizza i litri erogati e quelli he avrei erogato se il liquido fosse a
15
6
, la temperatura attuale, la portata in L/min, il tipo di prodotto, la quantità
da erogare, il totale erogato e il totale erogato se il prodotto fosse a 15. Un
esempio di osa viene indiato sull'LKI è riportato in gura 10.
6
Il volume ompensato a 15 è la grandezza di riferimento utilizzata dallo Stato Italiano per
il alolo delle aise da pagare.
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Figura 9: Erogazione basso e altro usso.
Figura 10: Dati visualizzati sul display.
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Trattando arburanti, si deve impedire qualsiasi tipo di frode sale. La strut-
tura del odie e le omponenti neessarie sono denite dagli standard OIML R117
e WELMEC 7.2. Qualsiasi dato trasmesso è protetto da heksum. Prima dell'e-
rogazione viene eettuato un test su eventuali pixel bruiati del display. Inoltre, in
fase di erogazione, non è possibile modiare i parametri della testata. La taratura
e la alibrazione si posso eettuare solo aprendo il pannello frontale della testata
hiuso on vite piombata ed agendo su uno swith elettromeanio. Si entra osì
nel menu di impostazione della testata solo se non è in orso una erogazione.
2.5 Protoolli di omuniazione
I protoolli di omuniazione tra CPU e le shede CMOD, moduli I/O e modulo
LKI sono strutturati tutti nello stesso formato. Cambiano solamente i omandi
inviati dalla CPU e i dati di risposta provenienti dalle varie shede.
La CPU si omporta da MASTER mentre le shede sono SLAVE. Un qualsiasi
SLAVE trasmette sulla linea solo se il MASTER invia ad esso una rihiesta. Lo
SLAVE invia sempre una risposta al MASTER.
Per questioni di siurezza, qualsiasi dato trasmesso è protetto da un heksum
(è rihiesto un CRC di almeno 16 bit). La struttura del pahetto di interrogazione
del MASTER è del tipo:
STX ADDR CMD L-CMD DATI CRCH CRCL
mentre quello di risposta dallo SLAVE presenta in aggiunta un byte di STS di
stato del modulo:
ACK ADDR CMD L-CMD STS DATI CRCH CRCL
 STX/ACK speiano l'inizio omando e inizio risposta.
 ADDR è l'indirizzo della sheda o modulo.
 CMD è il omando.
 L-CMD è la linghezza in byte del pahetto dei dati he segue, ompreso il
CRC.
 CRCH/CRCL sono i bite alto e basso della CRC polinomiale.
Calolo del heksum Per il alolo del heksum si utilizzano due array modu-
lo 256 denominati Vet_H e Vet_L. Si parte on CRCH e CRCL impostati a 0xFF
e suessivamente, per ogni byte (B) del messaggio viene appliato il seguente
alolo:
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Index = CRCH XOR B
CRCL = Vet_L[Index℄
CRCH = CRCL XOR Vet_H[Index℄
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3 Pianiazione del Porting
Prima di iniziare la migrazione verso il nuovo hardware, è neessario pianiare
una strategia di Porting, ovvero valutare la strada migliore he i onsenta di
raggiungere l'obbiettivo nale.
Dovendo lavorare on un nuovo miroontrollore, è neessaria una fase iniziale
di studio e onosenza del miro ATMEL. È importante apire quali periferihe
integrate posso essere utilizzate per la TE550 e quali invee devono essere inserite
esternamente.
Dovremmo poi familiarizzare on il nuovo ambiete di sviluppo, reando ini-
zialmente un semplie progetto per poi passare al test di tutte quelle omponenti
hardware neessarie alla TE550.
Si passerà in seguito alla migrazione del rmware sritto per la CPU Intel in
funzione del nuovo hardware.
Inne, valuteremo al termine del ollaudo, ulteriori possibili migliorie software
ed hardware.
3.1 Esigenze legate alla migrazione
L'obiettivo fondamentale del Porting è quello di ottenere una sheda elettroni-
a gestita dal miro ATMEL he sia perfettamente interambiabile on l'attuale
sheda gestita dalla CPU Intel.
In questo modo, per avere un sistema più performante, sarà possibile sostituire
la sola sheda CPU della TE550 senza eettuare ulteriori modihe. Il tutto sarà
invisibile agli ohi dell'operatore nale. Sampi potrebbe anhe deidere di rea-
lizzare un pahetto di aggiornamento della TE550 on un impatto minimo per il
liente he già dispone di una Testata Elettronia.
È neessario inoltre mantenere tutti i meanismi di siurezza hardware e
software presenti sull'attuale testata.
Inne, la nuova sheda CPU dovrà garantire prestazioni migliori rispetto a
quella attuale, lasiando spazio per ulteriori sviluppi futuri.
3.2 Progettazione della parte hardware
Dopo la fase preliminare di studio del nuovo miroontrollore, si passa ad una
analisi aurata della parte hardware. Dato he il odie della CPU tratta dati
provenienti dall'esterno, è importate denire n da subito ome sarà strutturato
l'hardware esterno. Ovviamente strada faendo potranno emergere problematihe
non evidenti inizialmente e valutaremo di volta volta ome risolvere tali problemi.
Un problema evidente n da subito, riguarda i livelli di tensione dei segnali. La
CPU 386 lavora on tensioni di 5V ontro i 3,3V del miro ATMEL. Nell'ottia
di un'interfaiamento tra la sheda CPU on le shede CMOD, sarà neessa-
rio implementare un hardware apae di adattare i livelli di tensione dei segnali
provenienti dal miro ATMEL.
Sempre in relazione ai livelli di tensione, sulla sheda on CPU Intel, l'integrato
MAX691ACSE genera un'interruzione quando il livello di alimentazione sende
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sotto una erta soglia. Il miro della ATMEL non prevede questa funzione e quindi
sarà neessario utilizzare anora tale integrato.
La memoria interna non è suiente per le speihe rihieste. La sheda
on CPU 386 utilizza 1,5Mb tra EPROM, Flash e RAM. Il miro ATMEL integra
solamente 32Kb di ROM e 160Kb di SRAM he ovviamente non sono suienti.
Per eettuare i test, inizialmente possiamo sfruttare la memoria presenta sulla
evaluation board. La sheda di sviluppo dispone di 64Mb si memoria SDRAM e
256Mb di NAND Flash. Il miro ATMEL può essere programmato per eettuare il
boot da ROM esterna. Resta da valutare se l'eventuale spazio ROM integrato sia
suiente.
Ci sono 3 porte di I/O da 32bit più he suienti per le esigenze della sheda.
Non sono però previsti l'utilizzo di Chip Selet (CS) dediati sulle porte di I/O.
Per esempio, la CPU 386 presenta aluni CS dediati he si possono programmare
per aluni partiolari indirizzi. Quando vado a leggere o srivere su quegli indiriz-
zi, la CPU in automatio attiva o disattiva il CS speio. Per quanto riguarda
l'ARM, è previsto un'interfaia bus denominata EBI sviluppata per l'interfaia-
mento on memorie e altri dispositivi esterni. L'EBI prevede anhe i hip selet e
quindi utilizzeremo questa interfaia per la gestione del bus della testata TE550.
Per le omuniazioni seriali, l'ATMEL integra 3 USART più una USART di
debug denominata DBGU, he sono suienti per le esigenze della sheda CPU.
Dato he una seriale serve per la onnessione al PC, si potrebbe utilizzare una
delle porte USB del miro dato he lo standard USB è ad oggi il riferimento per
l'interfaiamento dei dispositivi on personal omputer. Il problema dell'interfa-
iamento USB riguarda la massima distanza di ollegamento he da standard risulta
essere di 5 metri. La onnessione USB potrebbe però essere usato solamente per la
programmazione e riongurazione della testata elettronia. Per interfaiamento
on PC per utilizzo su ampo, bisogna riorrere anora alla RS485 he onsente
di raggiungere anhe i 1200m. Vedremo in futuro se utilizzare l'USB oppure no.
Un aspetto importante riguarda il onsumo energetio. La testata elettronia
può non essere alimentata per diversi giorni ma è neessario mantenere attivo
l'orologio interno. È neessario valutare se esiste una modalità a basso onsumo
per il miro, tale da mantere attivo l'orologio per almeno 30 giorni. Il onsumo
energetio del miroontrollore in modalità Bakup arriva no ad un massino di
6,7µA ad 85 . L'attuale batteria montata sulla sheda è da 60mAh il he signia




Rimane da valutare l'impatto sulla batteria della RAM tamponata, ma essendo
una RAM CMOS, il onsumo dovrebbe essere estramente basso.
Il risveglio della CPU si può attuare tramite un segnale di wake-up oppure
utilizzando un allarme generato dal real-time timer interno.
3.3 Progettazione della parte software
Per eettuare la migrazione del rmware abbiamo valutato due possibili strategie.
La prima prevede la ompilazione dell'attuale odie sorgente on il ompilatore del
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miro ATMEL on un main() vuoto o ridotto al minimo indispensabile. La seonda
strada possibile onsiste nella ostruzione di un nuovo odie ex-novo andando ad
implementare via via tutte le varie omponenti sritte già in partenza per il nuovo
hardware.
La selta riade sulla prima strategia. In sostanza, dopo aver testato singolar-
mente le varie parti di interfaia on l'hardware (ome ad esempio le seriali, la
lettura e srittura della Flash, l'utilizzo dei timer e ontatori e osì via) ommen-
teremo tutto il main() e ompileremo il resto del odie on il nuovo ompilatore
IAR
7
La ompilazione restituirà ovviamente una serie di errori e warning he andremo
di volta in volta a risolvere.
Risolti tutti gli errori di ompilazione andremo gradualmente a deommentare
il main() no a he tutto il odie originale risulterà ompilato senza errori.
Nella prima fase di ompilazione non prenderemo in onsiderazione il orretto
funzionamento delle varie funzioni né delle porte di I/O utilizzate. A titolo di
esempio, la Flash integrata sulla sheda di sviluppo utilizza omandi diversi rispetto
a quella presente sulla sheda Intel, ma non i preouperemo inizialmente di
orreggere tali omandi. Durante la prima ompilazione la funzione he si oupa
di srivere un dato sulla Flash dovrà essere sintattiamente orretta anhe se non
lo sarà probabilmente dal punto di vista funzionale.
Dopo la prima ompilazione passeremo ad una seonda ompilazione dove
verranno analizzati e rivisti tutti i singoli blohi al ne di ottenere un odie
orretto oltre he dal punto di vista sintattio, anhe dal punto di vista funzionale.
Al termine della seonda ompilazione passeremo ai test di laboratorio per il
ollaudo della TE550.
7
Ulteriori informazioni sul ompilatore IAR a pag. 32, sez. 4.1.4
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4 Sviluppo del nuovo rmware
4.1 Il nuovo ambiente di sviluppo
Esaurita la fase inziale di studio e test della testata elettronia TE550, è neessario
studiare la sheda CPU, apire quali omponenti hardware sono neessari e om'è
stutturato il rmware.
4.1.1 Intel 386EX
L'80386 fu il primo miroproessore di Intel on arhitettura a 32 bit e modalità
protetta on supporto hardware alla memoria virtuale paginata. Fu usato ome
CPU per personal omputer dal 1986 al 1994 e anhe in seguito. La versione
utilizzata in Sampi S.P.A. è la EX. Questa versione si presenta esternamente
ome un dispositivo a 16 bit ed era stato sviluppato per il merato dei dispositivi
embedded. La tensione di alimentazione è ridotta e il hip omprende anhe un
sistema di gestione del onsumo energetio.
Il ore 386EX è interamente in tenologia statia, ioè può lavorare a qualsiasi
frequenza di lok al di sotto di quella nominale, no all'arresto ompleto (Figura
11,12).
Questa CPU dispone di 2 porte seriali UART utilizzate sulla sheda per o-
muniare on l'LKI (COM1) e on la stampante (COM2). Una terza porta seriale
neessaria per interfaiare la sheda on un personal omputer è implementa-
ta esternamente mediante l'integrato ST16C550CQ48. Quest'ultimo fornise una
UART on 16 byte FIFO.
La parte di memoria è omposta da una EPROM da 512Kb, una Flash da 512Kb
e una RAM da 512Kb. Al momento la apaità a disposizione non è ritia, ma
rimane un aspetto da valutare bene per eventuali sviluppi futuri. L'abilitazione della
Flash, della RAM, la gestione delle interruzioni non marherabili (NMI), RESET
per la CPU, abilitazione e direzione dati sul bus parallelo sono gestiti attraverso
una PAL. La CPU lavorando in modalità Real Time non riese ad indirizzare più
di 1Mb. Per ulteriori informazioni si veda il paragrafo 4.1.1 a pagina 26.
La gestione del wathdog è stata adata ad un iruito esterno alla CPU utiliz-
zando un integrato MAX691ACSE. Questo integrato si oupa inoltre di generare
un segnale quando la tensione di alimentazione sende sotto i 4,65V (V
CC
=5V).
Sulla sheda inne è presente l'integrato DS1375 he implementa un RTC I
2
C
on allarme. Un orologio adabile è molto importante sulla sheda. Consente di
mantenere data e ora tramite una piola batteria anhe on CPU spenta.
Modalità Reale, Protetta e Flat Il Real Mode è una modalità operativa
aratterizzata da uno spazio di indizzamento a 20 bit, per un totale di 1Mb di
indirizzamento totale possibile. Non 'è supporto per il multitasking, per la virtuale
e soprattutto per la memoria protetta.
La CPU 80386 può inoltre lavorare in modalità protetta e virtuale. In modalità
protetta la CPU può indirizzare no a 4Gb di memoria a sapito delle prestazioni.
In modalità reale, i ili di lok neessari per ogni singola istruzione, non
sono mai superiori a quelli utilizzati in modalità protetta per eseguire lo stesso
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Figura 11: Intel 386EX, diagramma a blohi.
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Figura 12: Intel 386EX, pin out.
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omando. Ad esempio l'istruzione POP da registro a memoria rihiede 5 ili di
lok in modalità reale ontro i 7 neessari in modalità protetta. La stessa istruzione
utilizzata su un Segment Register evidenzia una dierenza maggiore passando da
7 ili di lok per la modalità reale ai 25 per quella protetta.
Esiste poi una ulteriore modalità denominata Flat Mode o Unreal Mode, va-
riante della modalità reale, nella quale è possibile indirizzare no a 4Gb. Ritornando
alla modalità reale, i puntatori possono ontinuare ad indirizzare 4Gb anhe se, in
fase di ompilazione, il linker vede solamente 1Mb. Questa modalità è una sorta di
truonon doumentanto uialmente da Intel, somparso a partire dalle CPU
486.
All'interno del le MAINLOOP.C troviamo la hiamata alla funzione Swith
ToFlat32() he onsente il passaggio alla modalità FLAT-32 bit per poter ae-
dere a 4Gb senza usire dalla modalità reale. Per poter leggere e srivere ad un
indirizzo a 32 bit, sono state reate funzioni in assembler.
4.1.2 Arhitettura ARM
L'arhitettura ARM (Advaned RISC Mahine) india una famiglia di miroproes-
sori RISC a 32-bit utilizzata in una moltitudine di sistemi embedded. Grazie alle sue
aratteristihe di basso onsumo (in relazione alle prestazioni) l'arhitettura ARM
domina il settore dei dispositivi mobili dove il risparmio energetio delle batterie è
fondamentale.
Per mantenere il progetto pulito, semplie e veloe il proessore non ha mi-
roodie. L'arhitettura ARM inlude tra le altre ose ampi registri a 16/32 bit,
OPode a lunghezza ssa per sempliare la deodia e l'eseuzione, inne è in
grado di eseguire in un ilo di lok la maggior parte delle istruzioni. Il proessore
omprende alune aratteristihe unihe ome l'eseuzione ondizionata di molte
istruzioni per ridurre i salti e ompensare gli stalli della pipeline.
Un'altra aratteristia unia del set di istruzioni è la apaità di shiftare i dati
durante le normali operazioni sui dati (operazioni aritmetihe, logihe e di opia di
registri).
Queste aratteristihe rendono il odie ARM normalmente più denso rispetto
agli equivalenti rmware per altri proessori RISC. Inoltre il proessore fa meno
aessi alla memoria e riese a riempire meglio le pipeline. Quindi le CPU ARM
possono utilizzare frequenze inferiori a quelle di altri proessori onsumando meno
potenza per svolgere gli stessi ompiti.
ARM Ltd non produe realmente la proprie CPU e non vende dispositivi basati
sulle sue CPU, ARM Ltd lienzia ad altre aziende la possibilità di realizzare CPU
basate su ore ARM. ARM ore una serie di lienze he variano a seonda del
proessore, delle personalizzazioni e del numero di pezzi prodotti. Tutte le lienze
ARM prevedono una desrizione hardware dei ore e il set ompleto di strumenti
di sviluppo per la realizzazione del software per i proessori. Le aziende dopo aver
aquistato la lienza da ARM si rivolgono a una fonderia di siliio he provvede a
realizzare siamente il proessore basandosi sulla desrizione fornita da ARM. Se
l'aquirente lo rihiede ARM fornise anhe i simulatori dell'hardware delle CPU in
modo da permettere all'aquirente di modiare la CPU aggiungendovi funzionalità
e poi di testarne l'eettiva funzionalità senza dover realizzare siamente il hip.
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Aluni aquirenti aquistano direttamente la desrizione verilog dei proessori in
modo da poter ottimizzare anhe il singolo ore migliorandone le prestazioni o
riduendone i onsumi per utilizzi partiolari. Caso a parte sono le fonderie di
siliio, queste possono eettuare delle modihe per un liente e le stesse modihe
possono essere vendute ad altri lienti.
Thumb Gli ultimi proessori ARM sono dotati di un set di istruzioni a 16 bit
hiamato Thumb he utilizza 4 bit per ogni istruzione. Il odie Thumb è più
leggero ma è dotato di meno funzionalità, per esempio solo i salti possono essere
ondizionati e aluni OPode non possono essere utilizzati da tutte le istruzioni.
Nonostante queste limitazioni, nel aso di sistemi dotati di limitata larghezza di
banda verso la memoria, il set di istruzioni Thumb fornise prestazioni migliori del
set di istruzioni ompleto. Molti sistemi embedded sono dotati di un bus verso
la memoria limitato e, sebbene il proessore possa indirizzare a 32 bit, spesso
si utilizzano indirizzamenti a 16 bit o simili. In queste situazioni onviene reare
odie Thumb per la maggior parte del programma e ottimizzare le parti di odie
he rihiedono molta potenza di alolo utilizzando il set di istruzioni ompleto.
Jazelle ARM ha implementato in aluni proessori la tenologia Jazelle per per-
mettere al proessore di eseguire nativamente il Java byteode. Questa tenologia
è interoperabile on il odie ARM standard e Thumb.
4.1.3 ATMEL AT91SAM9261
Il miroontrollore ATMEL AT91SAM9261 (Figura 13) inorpora al suo interno
un proessore ARM926EJ-S ARM Thumb on estensione per istruzioni DSP e
tenologia Jazelle. Raggiunge le 210 MIPS a 190MHz. Queste le aratteristihe
prinipali di nostro interesse, estrapolate dal datasheet:
 Inorporates the ARM926EJ-S ARM Thumb Proessor
 DSP Instrution Extensions
 ARM Jazelle Tehnology for Java Aeleration
 16-KByte Data Cahe, 16-KByte Instrution Cahe, Write Buer
 200 MIPS at 180 MHz
 Memory Management Unit
 EmbeddedICE In-iruit Emulation, Debug Communiation Channel Sup-
port
 Mid-level implementation Embedded Trae Maroell
 Additional Embedded Memories
 32K Bytes of Internal ROM, Single-yle Aess at Maximum Bus Speed
 160K Bytes of Internal SRAM, Single-yle Aess at Maximum Proessor
or Bus Speed
 External Bus Interfae (EBI)
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 Supports SDRAM, Stati Memory, NAND Flash and CompatFlash
 USB
 USB 2.0 Full Speed (12 Mbits per seond) Host Double Port Dual On-hip
Transeivers Integrated FIFOs and Dediated DMA Channels
 USB 2.0 Full Speed (12 Mbits per seond) Devie Port On-hip Transeiver,
2-Kbyte Congurable Integrated FIFOs
 Fully Featured System Controller (SYSC) for Eient System Management, in-
luding
 Reset Controller, Shutdown Controller, Four 32-bit Battery Bakup Registers
for a Total of 16 Bytes
 Clok Generator and Power Management Controller
 Advaned Interrupt Controller and Debug Unit
 Periodi Interval Timer, Wathdog Timer and Real-time Timer
 Three 32-bit PIO Controllers
 Reset Controller (RSTC)
 Based on Power-on Reset Cells, Reset Soure Identiation and Reset Output
Control
 Shutdown Controller (SHDWC)
 Programmable Shutdown Pin Control and Wake-up Ciruitry
 Clok Generator (CKGR)
 32.768 kHz Low-power Osillator on Battery Bakup Power Supply, Providing
a Permanent Slow Clok
 3 to 20 MHz On-hip Osillator and two PLLs
 Power Management Controller (PMC)
 Very Slow Clok Operating Mode, Software Programmable Power Optimiza-
tion Capabilities
 Four Programmable External Clok Signals
 Advaned Interrupt Controller (AIC)
 Individually Maskable, Eight-level Priority, Vetored Interrupt Soures
 Three External Interrupt Soures and One Fast Interrupt Soure, Spurious
Interrupt Proteted
 Periodi Interval Timer (PIT)
 20-bit Interval Timer plus 12-bit Interval Counter
 Wathdog Timer (WDT)
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 Key Proteted, Programmable Only One, Windowed 12-bit Counter, Run-
ning at Slow Clok
 Real-Time Timer (RTT)
 32-bit Free-running Bakup Counter Running at Slow Clok
 Three 32-bit Parallel Input/Output Controllers (PIO) PIOA, PIOB and PIOC
 96 Programmable I/O Lines Multiplexed with up to Two Peripheral I/Os
 Input Change Interrupt Capability on Eah I/O Line
 Individually Programmable Open-drain, Pull-up Resistor and Synhronous
Output
 Three Universal Synhronous/Asynhronous Reeiver Transmitters (USART)
 Individual Baud Rate Generator, IrDA Infrared Modulation/Demodulation
 Support for ISO7816 T0/T1 Smart Card, Hardware and Software handshake,
RS485 Support
 One Three-hannel 16-bit Timer/Counters (TC)
 Three External Clok Inputs, Two multi-purpose I/O Pins per Channel
 Double PWM Generation, Capture/Waveform Mode, Up/Down Capability
 Required Power Supplies:
 1.08V to 1.32V for VDDCORE and VDDBU
 2.7V to 3.6V for VDDOSC and for VDDPLL
 2.7V to 3.6V for VDDIOP (Peripheral I/Os) and for VDDIOM (Memory
I/Os)
4.1.4 L'ambiente di sviluppo
Evaluation Kit La sheda di sviluppo utilizzata per il miro ATMEL è denomi-
nata AT91SAM9261-EK (Figura 14, pag. 35). Oltre al miroontrollore, la sheda è
equipaggiata on:
 64Mb di memoria SDRAM
 256Mb di memoria NAND Flash
 1 porta USB devie
 2 porte USB host
 1 porta di omuniazione seriale DBGU
 1 porta Ethernet
 1 porta audio DAC
 1 modulo LCD TFT 3,5 touhsreen on retroilluminazione.
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Figura 13: AT91SAM9261, diagramma a blohi.
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 1 power LED e 2 LED per utilizzo generio
 4 pulsanti per utilizzo generio
 1 pulsante di wakeup ed 1 di reset
 1 slot per DataFlash SD/MMC
 1 batteria al litio
La sheda di sviluppo si interfaia on il PC attraverso una onnessione JTAG
8
.
ARM IAR Embedded Workbenh IDE IAR Embedded Workbenh per ARM è
un ambiente di sviluppo integrato (IDE) progettato per onsentire lo sviluppo ed il debug
di appliazioni embedded per il miroproessore ARM (Figura 15). Il pahetto inlude un
ompilatore C/C++ in grado di raggiungere un livello di ottimizzazione del odie molto
elevato, generando osì un eseguibile per FLASH e PROM molto ompatto ed eiente.
Fornise il supporto per numerosi tipi di proessori ARM, inlusi ARM7, ARM7E, ARM9,
ARM9E, ARM10E, ARM11, SeurCore, Cortex-M1, Cortex-M3 e Xsale. Per il nostro
miroontrollore ARM sono inoltre fornite e pronte per l'uso le denizioni relative ai
registri delle varie periferihe.
Oltre al ompilatore C/C++, il Workbenh omprende i seguenti strumenti: assem-
bler, linker, gestore delle librerie, text editor, projet manager, ed il debugger C-SPY.
Fanno inoltre parte di IAR Embedded Workbenh per ARM un utilissimo ash loader per
la maggior parte dei dispositivi, ed oltre 1400 progetti di esempio.
4.1.5 Progetto di esempio
Prima di intraprendere la strada del porting, è neessario entrare nei meanismi di pro-
grammazione dell'ARM. L'Embedded Workbeh IDE della IAR fornise oltre all'ambien-
te di sviluppo, anhe una serie di progetti di esempio on ui il programmatore può
familiarizzare on l'ambiente e apprendere più rapidamente aluni onetti.
Il progetto più semplie prevede l'aensione e lo spegnimento seondo una erta
tempistia dei due LED presenti sulla evaluation board. Il odie ompleto sviluppato e
fornito da IAR è riportato in appendie A, pag. 96.
Nell'header del listato vengono inluse una serie di librerie tra ui AT91SAM9261
_init.h he a sua volta rihiama lib_AT91SAM9261.h he è la libreria vera e propria
he fornise molte API
9
he veloizzano e sempliano la gestione dei registri del miro-
ontrollore. C'è inne la libreria AT91SAM9261_in.h he denise le label utilizzate al
posto di indirizzi di memoria e valori numerii in genere.
L'eseuzione del odie sorgente inizia nella sezione main(). Vengono inizializzate
alune variabili, dopodihé si passa all'inizializzazione dei omponenti neessari.
8
JTAG, aronimo di Joint Test Ation Group è un onsorzio di imprese produttrii di iruiti
integrati e iruiti stampati allo sopo di denire un protoollo standard per il test funzionale
per tali dispositivi. Sariando una parte di risorse disponibili si hanno funzionalità aggiuntive
quali la faile programmazione di memorie o miroontrollori, possibilità di debug del rmware
e test automatii detti Built-in self-test.
9
Appliation Programming Interfae. Sono un'insieme di strumenti e funzioni he permettono
un'astrazione tra software di basso livello e software di alto livello.
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Figura 14: AT91SAM9261-EK, diagramma a blohi.
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Figura 15: IAR embedded workbenh, shermata di lavoro.
Startup Code Molte appliazioni per l'ARM AT91 sono sritte in linguaggio C per
rendere più modulare e portabile il odie. È però neessaria una proedura di inizializza-
zione hiamata Startup Code sviluppata in linguaggio assembler. Il odie Startup Code
denise e inizializza i vettori eezione, le periferihe ritihe, gli staks e i segmenti
memoria.
Exeption Vetors Quando si ha una eezione (per esempio un aborto, un'istru-
zione non denita, un IRQ
10
), il ore immediamente salta ad una delle 8 istruzioni lo-
alizzate tra gli indirizzi 0x00 e 0x1C. L'indirizzo 0x00 è utilizzato dopo ogni reset per
denire l'inizio del odie.
Main Osillator e PLL Dopo il reset, la CPU è in modalità slow lok a 32kHz
per minimizzare il onsumo energetio. Suessivamente, il lok prinipale e il PLLA
11
devono essere ongurati per lavorare a veloità piena. Il primo passo per abilitare il lok
prinipale è attendere he esso sia stabile. Esiste un ag (MOSCEN) nel PMC per abilitare
o disabilitare il lok prinipale. È neessario inizializzare un ontatore (OSCOUNT) on
il valore orrispondente al tempo di startup dell'osillatore. Questo tempo dipende dalla
frequenza del ristallo onnesso all'osillatore prinipale. Quanto il onteggio è terminato
viene settato il ag MOSCS he segnala il orretto avvio del lok prinipale.
A questo punto devo alolare orrettamente il tempo di startup. Il onteggio avviene
ad una frequenza pari a quella dello slow lok diviso 8. Se per esempio voglio un tempo








PLL: Phase Lok Loop
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Una volta he l'osillatore prinipale è attivo, devo ongurare il PLLA. Il PLLA è
formato da due blohi in asata: il primo divide il lok in ingresso (DIVA), il seondo
lo moltiplia (MULA). MULA e DIVA possono essere impostati nel registro PLLA del PMC.
Il valore di MULA verrà poi inrementato di una unità per il alolo della frequenza. Per





· (96 + 1) = 198.656MHz
Come per l'osillatore prinipale, è neessario un tempo di startup anhe per il PLLA.
Analisi delle API e del odie C
Inizializzazione delle porte di I/O Molte periferihe del miro non hanno il lok
attivo di default per ridurre il onsumo energetio del sistema. La gestione del lok è
rimandata ad un ontrollore denominato PMC. Il programmatore però può failmente




. Lo stato dell'attività del lok può essere letta nel registro PMC_PCSR
14
.
Il lok viene automatiamente disattivato dopo ogni reset.
AT91F_PIOA_CfgPMC() rihiama un'API denita in lib_AT91SAM9261.h:
//*----------------------------------------------------------------------------
//* \fn AT91F_PIOA_CfgPMC
//* \brief Enable Peripheral lok in PMC for PIOA
//*----------------------------------------------------------------------------
__inline void AT91F_PIOA_CfgPMC (void)
{
AT91F_PMC_EnablePeriphClok(
AT91C_BASE_PMC, // PIO ontroller base address
((unsigned int) 1 << AT91C_ID_PIOA));
}
Questa funzione abilita il lok in PMC per il PIOA. Il PIOA è il ontrollore A per le
porte di I/O parallelo. All'interno viene rihiamata un'ulteriore API (AT91F_PMC_Enable




//* \brief Enable peripheral lok
//*----------------------------------------------------------------------------
__inline void AT91F_PMC_EnablePeriphClok (
AT91PS_PMC pPMC, // \arg pointer to PMC ontroller




In sostanza nel registro PMC_PCER viene sritto un '1' logio traslato a sinistra di
AT91C_ID_PIOA posizioni. Sul datasheet del miro è riportata una tabella on elenati
gli identiatori delle varie periferihe. PIOA è identiato on l'ID 2.
Nel main() troviamo suessivamente il rihiamo alla API AT91F_PIO_CfgOutput:
AT91F_PIO_CfgOutput(AT91C_BASE_PIOA,USR_LED1 | USR_LED2);










//* \brief Enable PIO in output mode
//*----------------------------------------------------------------------------
__inline void AT91F_PIO_CfgOutput(
AT91PS_PIO pPio, // \arg pointer to a PIO ontroller
unsigned int pioEnable) // \arg PIO to be enabled
{
pPio->PIO_PER = pioEnable; // Set in PIO mode
pPio->PIO_OER = pioEnable; // Configure in Output
}
USR_LED1 e USR_LED2 sono due identiatori deniti nella libreria board.h nel
seguente modo:
// Leds
#define USR_LED1 (1UL << 13)
#define USR_LED2 (1UL << 14)
#define PWR_LED2 (1UL << 23)
USR_LED1 è denito ome un '1' logio traslato a sinistra di 13 posizioni. Infatti
andando a onsultare il datasheet dell'evaluation board si osserva he il LED1 è onnesso
on il PIN PA13 del miro. In modo similare si denise USR_LED2.
Tornando alla API AT91F_PIO_CfgOutput, in pratia viene sritto un '1' logio nelle




riferiti al PIOA. Sempliando
ulteriormente, viene abilitato il ontrollore PIO in orrispondenza dei due LED e i due
PIN settati ome usita.





//* \brief Set to 1 output PIO
//*----------------------------------------------------------------------------
__inline void AT91F_PIO_SetOutput(
AT91PS_PIO pPio, // \arg pointer to a PIO ontroller




Andando a srivere un '1' logio nel registro PIO_SODR
17
viene inviato un '1' logio
sulle usite a ui sono onnessi i LED. Per ome sono onnessi tali LED sulla evaluation
board, ottengo lo spegnimento degli stessi.
Abbiamo dunque apito ome funziona il meanismo delle API denite nelle librerie
e he intervengono direttamente sui registri del miro, il ui signiato è denito nel
datasheet. L'analisi del odie prosegue adesso in maniera meno dettagliata, spiegando
solamente il signiato qualitativo delle API.
Inizializzazione del ontroller AIC Le interruzioni del miro sono gestite da un
ontrollore denominato AIC. Tale ontrollore gestise le rihieste di interruzione standard
e fast, organizzate su 8 livelli di priorità denibili dal programmatore. E' inoltre possibile
15
PIO Controller PIO Enable Register
16
PIO Controller Output Enable Register
17
PIO Controller Set Output Data Register
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denire le interruzioni ome level sensitive o 1edge triggered ovvero rionosiute sul livello
o sul fronte.
Le due API AT91F_AIC_DisableIt e AT91F_ AIC_ ConfigureIt rispettivamente
disabilitano e ongurano priorità e rionosimento fronte/livello per le interruzioni spe-
iate dall'argomento IT number. Tutto questo essendo inserito in un ilo for viene
ripetuto per le 32 interruzioni disponibili.
Suessivamente viene pulito lo stak delle interruzioni andando a srivere sul registro
di ne interruzione tramite l'API AT91F_AIC_AknowledgeIt.
AT91C_BASE_AIC->AIC_SPU = (unsigned int) AT91F_SpuriousHandler;
Srive nel registo AIC_SPU l'indirizzo dell'handler he gestise le interruzioni spurie.
AT91C_BASE_AIC->AIC_DCR = 1;
Abilita la modalità protetta he onsente la lettura del registro vettore interruzioni
senza he vengano eseguite le operazioni assoiate. Questo è neessario quando si lavora
on un sistema di debug.
Inizializzazione timer (PIT) Dopo l'API per l'attivazione del lok per il PITC
troviamo l'API per inizializzazione del timer. Il odie:
AT91F_PITInit(AT91C_BASE_PITC,SYS_TMR_PER,(Fmlk/1000000));
inizializza il timer passando ome periodo la variabile SYS_TMR_PER denita nella
libreria board.h ome 1mS, e abilita le interruzioni.
Lettura del registro di stato del timer e abilitazione interruzioni. Viene
letto il valore del registro PIT_PIVR dopodihé vengono abilitate le interruzioni. Vengono
ongurate le interruzioni riservate per le periferihe di sistema (he omprendono anhe
il PIT) on priorità alta e level sensitive. L'handler di tali interruzioni vengono gestiti
dalla funzione AT91F_SysHandler.
Gestione dell'interruzione Quando si veria una interruzione (ogni 1mS) si va
a leggere il registro di stato del timer he ontiene solo il ag PITS. PITS india he
il CPIV
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ha raggiunto il valore impostato in PIV
19
e quindi ha generato l'interruzione.
Tale interruzione è segnalata ponendo ad 1 logio il ag PITS. Se questo è vero resetto
il timer e inremento la variabile StTik.
Può anhe essere he l'interruzione sia stata generata da un'altra periferia e quindi
PITS risulta a zero. In questo aso vado a leggere l'identiativo dell'interruzione anhe
se non è neessario.
Cilo While(1) Questo ilo si oupa di aendere e spegnere i led in modo ilio.
Si ese da tale ilo solamente in aso di interruzione. Le funzioni USR_LED_ON() e
USR_LED_OFF() si oupano di aendere o spegnere i LED. Il LED 1 ambia stato ogni
256mS mentre il LED 2 ambia stato ogni 512mS.
18




4.2 Test delle omponenti di odie neessarie
Dopo aver analizzato il progetto di esempio fornito dalla IAR, si passa al test (software)
di tutto iò he servirà per sviluppare il rmware sull'ARM. In partiolare si sviluppa da
zero un nuovo progetto dove si andranno a testare la gestione delle porte di I/O, il PIT,
i 3 Timer Counter, le omuniazioni seriali, l'orologio RTT, il wathdog, la modalità
shutdown e la srittura su ash esterna. Tutte queste porzioni di odie saranno poi
neessarie in futuro.
Ciasun omponente è in grado di generare interruzioni rendendo più semplie la pro-
grammazione. Basterà reare delle subroutine dove verranno gestite le varie interruzioni,
snellendo osì il main().
Utilizzando le API e il datasheet, non si inontrano partiolari dioltà. La gestione
di I/O, PIT e AIC è stata già vista nell'esempio preedente. Proviamo a reare ex novo
dei odie per l'utilizzo dei Timer Counter, per la omuniazione seriale on il PC e per
l'utilizzo della NAND Flash.
Utilizzo dei Timer ounter Il miroontrollore Atmel integra una unità hiama-
ta Timer Counter he gestise 3 anali indipendenti. Questo signia he è possibile
ongurare e gestire no a 3 Timer Counter.
Ogni singolo anale può essere utilizzato per diverse funzioni tra ui la misura di
frequenza, ontatori di eventi, misura di intervalli temporali, generatore di impulsi, gene-
razione di ritardi e modulazione di larghezza d'impulso (PWM).
La TE550 utilizza tre ontatori per generare interruzioni ad intervalli regolari, quindi
possiamo realizzare un odie di esempio per testare il funzionamento dei 3 ontatori
presenti sull'ARM9.
La libreria messa a disposizione dall'IDE della IAR, non prevede API dediate ai Timer
Counter, quindi riorreremo alle librerie fornite dalla Atmel.
Osserviamo il odie di inizializzazione del Timer Counter 0 (TC0):
/*****************************************************************************
* Inizializzazione Timer Counter 0
*****************************************************************************/
// Enable peripheral lok
AT91C_BASE_PMC->PMC_PCER = 1 << AT91C_ID_TC0;
// Configure TC
TC_Configure(AT91C_BASE_TC0, AT91C_TC_CLKS_TIMER_DIV5_CLOCK | AT91C_TC_CPCTRG);
AT91C_BASE_TC0->TC_RC = 0xFFFF; // timerFreq / desiredFreq
// Configure and enable interrupt on RC ompare
AT91C_BASE_TC0->TC_IER = AT91C_TC_CPCS;
Come prima osa va abilitato il lok per il TC0. La funzione TC_Configure si oupa
di impostare opportuni registri in base alla modalità di lavoro passata ome parametro. In
partiolare AT91C_TC_CLKS_TIMER_DIV5_CLOCK speia ome frequenza di onteggio
quella dello Slow Clok he è pari a 32KHz. Suessivamente viene impostato 0xFFFF
ome valore di onteggio. In pratia quando il ontatore raggiunge tale valore, viene
generato in interrupt (abilitato tramite il registro TC_IER) ed eseguito l'handler della
rispettiva interruzione. Con tali valori si ottiene una interruzione ogni 2 seondi, ma in
futuro avremo bisogno di interruzioni on adenza dell'ordine dei KHz.
Dopo aver ongurato il TC0, si passa all'AIC:
// Configura le interruzioni per il TC0
AT91F_AIC_ConfigureIt(AT91C_BASE_AIC, // AIC base address
AT91C_ID_TC0,
AT91C_AIC_PRIOR_LOWEST, // Max priority
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AT91C_AIC_SRCTYPE_INT_LEVEL_SENSITIVE, // Level sensitive
(VoidFpnt_t)ISR_T0);
Come già visto in preedenza, questa API, assoia all'identiatore del TC0 la rispet-
tiva routine dell'interruzione ed un livello di priorità.




Comuniazione RS232 on il PC Sulla evaluation board è disponibile una porta
seriale per poter omuniare on l'esterno. Questa seriale in realtà non è una delle 3
USART messe a disposizione dall'ARM, bensì una seriale denominata Debug Unit he
omunia in RS232. Questa unità serve per ariare appliazioni nella SRAM interna,
gestise le interruzioni di omuniazione e traia l'attività del DCC
20
.
Le due linee TX e RX della seriale sono multiplexate su due linee della PIOA, quindi
dopo aver attivato il lok per la DBGU nel PMC, si ongura il ontrollore PIO per
pilotare i segnali DBGU. Sono suienti due instruzioni:
AT91F_DBGU_CfgPMC();
AT91F_DBGU_CfgPIO();
A questo punto bisogna impostare i parametri di omuniazione he sarà asinro-
na, baudrate 115200, 8bit dati, 1bit stop e nessuna parità. Fatto iò posso abilitare la
riezione, la trasmissione e le interruzioni:
// Speifio i valori di onfigurazione della omuniazione seriale.
AT91F_US_Configure((AT91PS_USART) AT91C_BASE_DBGU, // DBGU, indirizzo base




// Abilito il rievitore ed il trasmettirore
AT91F_US_EnableTx((AT91PS_USART) AT91C_BASE_DBGU);
AT91F_US_EnableRx((AT91PS_USART) AT91C_BASE_DBGU);
// Abilito le interruzioni
AT91F_US_EnableIt((AT91PS_USART) AT91C_BASE_DBGU, AT91C_US_RXRDY);
Se non i sono errori dovrei riusire ad inviare un messaggio he posso leggere on
un qualsiasi terminale installato sul sistema operativo:
// Messaggio di stato
AT91F_DBGU_Printk("Reset\r\n\n\n\n\nComuniazione seriale attiva...\r\n");
Per quanto riguarda la riezione dei dati, non sapendo quando questi arriveranno, devo
gestire il tutto tramite interruzioni. In sostanza appena arriva un dato, viene generata
una'interruzione e nella routine
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di tale interruzione sarà suiente andare a leggere il
dato arrivato. Nel nostro esempio, trattandosi di aratteri alfanumerii, rionoso la ne
della stringa dal arattere INVIO (he è odiato on 0x0D):
/*******************************************************************************
* irq handler System
*******************************************************************************/




La routine è quella delle interruzioni di sistema
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{volatile unsigned int pits,alms,rttwk;
volatile double diff_time;
.....





if(har_buffer[i℄ == 0x0D) // arattere invio.... fine stringa
{
tempo = atoi(har_buffer);













// ********************************************************* fine interruzione
AT91F_AIC_AknowledgeIt(AT91C_BASE_AIC);
}
Nell'esempio sopra aluni porzioni di odie sono state omesse. Se viene rionosiuta
l'interruzione della DBGU, si legge un arattere e lo si memorizza in un buer. Se tale
arattere orrisponde a 0x0D allora si onverte il ontenuto del buer in un intero (perhé
in questo aso mi aspetto un intero) e poi lo si visualizza sul terminale. Se tale arattere
non è 0x0D si inrementa l'indie del buer e si ese dalla subroutine delle interruzioni.
Gestione della NAND Flash esterna Sull'evaluation board è montata una NAND
Flash a 8bit da 256Mbyte strutturata su 2048 blohi, 64 pagine per bloo e 2112 byte
per pagina. Il miro ATMEL ore la possibilità di interfaiarsi in modo semplie on
tali dispositivi attraverso l'EBI. Dalla mappa di memoria si osserva he è disponibile
un'area di memoria
22
di 256MByte riservata alle NAND Flash ontrolla dal hip selet





/// Configures the EBI for NandFlash aess. Pins must be onfigured after or
/// before alling this funtion.
//------------------------------------------------------------------------------






Da 0x4000 0000 a 0x5000 0000
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if (busWidth == 8) {
AT91C_BASE_SMC->SMC_CTRL3 |= AT91C_SMC_DBW_WIDTH_EIGTH_BITS;
}




Dove nfBusWidth è la dimensione del bus dati della Flash (8) e BOARD_Configure
NandFlash è l'API he si oupa di:
 srivere nel registro EBI_CSA.
 srivere nel registro SMC_SETUP i valori di NRD_SETUP e NWE_SETUP ovvero i ili
di lok di attesa per i ambiamenti di stato di NRD e NWE. In questo aso sono
impostati ad 1.
 srivere nel registro SMC_PULSE i valori di NRD_PULSE e NWE_PULSE ovvero i ili
di lok di attesa tra il fronte di disesa e di salita di NRD e NWE. In questo aso
sono impostati ad 3.
 srivere nel registro SMC_CYCLE i valori di NRD_CYCLE e NWE_CYCLE ovvero i ili
di lok totali per la lettura e srittura. In questo aso sono impostati ad 5.
 srivere nel registro SMC_MODE
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impostando il ontrollo delle operazioni di lettura
e srittura per i segnali NRD e NWE. Inoltre imposta a 2 il ampo TDF_CYCLES
ovvero il numero di ili di lok neessari al dispositivo esterno per rilasiare i dati
dopo il fronte di salita dei segnali di lettura e srittura. Inne imposta a 8 i bit per
pagina.
Le temporizzazioni di lettura e srittura sono riportate in gura 16.
A questo punto il miro ARM è in grado di generare i segnali di pilotaggio per la NAND
in moto automatio. I segnali CLE e ALE sono generati in automatio in base all'indirizzo
dove vado a srivere. Nello speio i omandi vanno sritti all'indirizzo 0x4020 0000
25
mentre gli indirizzi vanno sritti all'indirizzo 0x4040 0000
26
. Il segnale Chip Enable (CE)
va ongurato sul PIOC ome usita ed è l'unio segnale non generato automatiamente.
I 2 segnali RE e WE hiamati sul miro rispettivamente NANDOE e NANDWE sono
multiplexati ome peripheral A sulla PIOC, devo quindi impostare orrettamente i regi-
stri PIO_PDR e PIO_PAR. Tale ompito è svolto dall'API AT91F_PIO_CfgPeriph. Inne
imposto ome ingresso la linea on il segnale R/B.
Inne devo ongurare orrettamente le interruzioni, il registro per il pull-up e della
mashera ltro in ingresso:
//------------------------------------------------------------------------------
// Configures pins for NAND flash.
//------------------------------------------------------------------------------
24
la label orrispondente è SMC_CTRL3.
25
0x4000 0000 è l'indirizzo base a ui orrisponde la NAND. C'è poi un bit attivo in posizione
21 he orrisponde proprio al pin A21
26
C'è poi un bit attivo in posizione 22 he orrisponde proprio al pin A22
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// Enable Peripheral lok in PMC for PIOC
AT91F_PIOC_CfgPMC();
// Peripheral
AT91F_PIO_InterruptDisable(AT91C_BASE_PIOC, (PIN_NF_OE | PIN_NF_WE) );










// Pull Up Enable
AT91F_PIO_CfgPullup(AT91C_BASE_PIOC, BOARD_NF_RB_PIN);
// Input Filter Disable Register
AT91F_PIO_CfgInputFilter(AT91C_BASE_PIOC, ~BOARD_NF_RB_PIN);
}
Dato he la gestione di lettura, srittura e anellazione della NAND ash rihiede
partiolari sequenze di omandi, indirizzi e dati, è stata reata una libreria dediata
ontenente le funzioni neessarie. La NAND ash montata sull'evaluation board onsente
di anellare un intero bloo, srivere e leggere dati a partire da un indirizzo. È possibile
srivere dati solo su indirizzi preedentemente anellati. La lettura e la srittura sono
sequenziali, ovvero dopo aver indiato l'indirizzo di partenza, si possono leggere e srivere
tanti byte quanti ne rimangono al ompletamento della pagina. Vediamo in dettaglio
queste tre operazioni.
Operazione di anellazione bloo Per anellare un intero bloo, ome indi-
ato in gura 17 si deve passare il primo omando di erase blok 0x60, poi la riga del
bloo ed inne il seondo omando 0xD0. A questo punto si attende he la linea R/B
torni attiva e si invia il omando di lettura di stato 0x70. A questo punto se la linea
I/O 0 è attiva signia he 'è stato un errore nell'operazione di anellazione bloo,
altrimenti si ha uno '0' logio.
//------------------------------------------------------------------------------
// Erases the speified blok of the devie. Returns 0 if the operation was
// suessful; otherwise 1.
//------------------------------------------------------------------------------
unsigned har EraseBlok(unsigned short blok)
{
volatile unsigned har numTries = NUM_TRIES;
volatile unsigned int rowAddress;





// Write Command Erase 1
WRITE_COMMAND(BOARD_NF_COMMAND_ADDR, COMMAND_ERASE_1);
WriteRowAddress(rowAddress);
// Write Command Erase 2
WRITE_COMMAND(BOARD_NF_COMMAND_ADDR, COMMAND_ERASE_2);
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Figura 17: Operazione di anellazione di un bloo.
// Wait R/B ready
WaitReady();













numTries è una ostante he serve per denire il numeri di tentativi he si vuole
ripetere in aso di errore. Tutti i valori dei omandi, indirizzi e osì via sono riportati nelle
#define iniziali. Vengono poi rihiamate maro e funzioni sempre denite nella libreria.
Operazione di srittura È possibile programmare una pagina della NAND ash a
partire da un qualsiasi indirizzo interno alla pagina e per una lunghezza in byte arbitraria
ome riportato in gura 18. Si omette il odie sorgente he riala quanto visto per il
omando di anellazione di un bloo.
Operazione di lettura L'operazione di lettura è similare ome onetto a quella di
srittura. Devo passare il odie del omando e l'indirizzo he india il punto dal quale
iniziare a leggere. A questo punto la lettura è sequenziale (gura 19. Non è previsto un
ontrollo di errore ome nelle due operazioni preedenti.
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Figura 18: Operazione di srittura di una pagina.
Figura 19: Operazione di lettura di una pagina.
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4.2.1 Wathdog e boot da ROM
Il wathdog è ontrollato dal registro WDT_MR e per questioni di siurezza, può essere
sritto una sola volta dopo il reset del miroontrollore. Per evitare he il miroontrollore
eettuando il boot dalla ROM imposti registri non voluti, vediamo ome è possibile
sariare il rmware nella Flash interna all'ARM9.
Il download del rmware all'interno della Flash si imposta dalle opzioni del progetto.
Dobbiamo indiare al linker di generare i C-SPY-spei extra output le e suessiva-
mente far generare un le hiamato simple-ode. Questo le .sim sarà poi aperto e letto
dal ash loader nel momento in ui l'appliazione viene inserita nella ash interna.
A questo punto laniando il debug del odie, si ottiene anhe la programmazione
della ROM on il medesimo odie. Si veria failmente he eettuando il reset della
CPU tramite il pulsante sulla sheda di sviluppo si ha il boot on il odie appena
sariato.
Ci siamo però aorti durante i test, he il wathdog rimane disabilitato. Il motivo è
legato proprio all'operazione di boot da ROM interna. Quanto l'ARM9 eettua il boot da
ROM interna (BMS = 1), il wathdog è disabilitato via software e quindi non è possibile
utilizzarlo. Il wathdog è utilizzabile solamente impostando BMS = 0.
Considerando quanto appena desritto sul wathdog e he l'ARM9 non dispone di un
ontrollo sulla tensione di alimentazione, si può pensare di riutilizzare l'integrato MAX691
he gestise esternamente tutto quanto. Al momento, però, per omodità trasureremo
il meanismo del wathdog.
4.3 Prima ompilazione del odie sorgente
Abbiamo già parlato in preedenza della strategia del porting del rmware: si prende
l'intero odie sviluppato per il proessore Intel, si ommenta il main() e si apportano
tutte le modihe neessarie anhé la ompilazione non restituisa errori e possibilmente
nemmeno warnings. In questa prima fase non si prenderanno in onsiderazione tutte le
#define e le #maro he inevitabilmente andranno riadatte per la CPU Atmel.
Dopo aver riompilato il odie, si proederà per gradi andando a reinserire nel main()
tutte le istruzioni ommentate in preedenza, riadattandole alla nuova piattaforma. I vari
blohi tipo la gestione della Flash, delle porte seriali e osì via sono già stati sviluppati
in preedenza e quindi sarà suiente opiarli al posto dei vehi.
Seguendo questa strada la prima ompilazione restituise 720 errori e 1624 warning.
4.3.1 Struttura del odie
Dopo aver testato tutte le varie parti e funzioni del miroontrollore ARM9 he serviranno
per il porting del odie, si passa all'analisi del odie sorgente attualmente sviluppato
per la CPU Intel. Il odie è suddiviso in varie librerie e funzioni esterne. Si parte on una
analisi sommaria di tutti questi le:
80386ex.h è la libreria in ui sono deniti registri, indirizzi e pin dell'intel 386ex.
api. denise le funzioni di onversione di temperatura, volume, densità e osì via
seondo le normative denite dalla Amerian Petroleum Institute.
download. ontiene le funzioni per la gestione del download tramite p.





ev386ex.h è la libreria in ui sono denite altre porte e maro della CPU.
eventi. raoglie le funzioni per la gestione degli eventi nella RAM. Tutti gli eventi sono
gestiti mediante strutture unione, la ui dimensione è ssa.
ex_mem.asm ontiene le funzioni sritte in assembler per la lettura e srittura in me-
moria.
extra. raoglie le funzioni per la gestione delle istruzioni nei tempi extra.
f_adam. raoglie le funzioni per la preparazione dei pahetti seriali da inviare al
modulo Adam 4021.
f_mod. raoglie le funzioni per la preparazione dei pahetti seriali da inviare al
modulo di onteggio/temperatura CMOD.
f_io. raoglie le funzioni per la preparazione dei pahetti seriali da inviare al modulo
di espansione I/O.
f_lki. raoglie le funzioni per la preparazione dei pahetti seriali da inviare al modulo
display/tastiera LKI.
ash. raoglie le funzioni per la gestione della memorizzazione e la lettura della Flash.
La memoria ash è da 512 KByte organizzata in 8 settori da 64 KByte.
i2. ontiene le funzioni per gestire il protoollo di omuniazione I
2
C.
iu. raoglie le funzioni per la gestione dei ontrollori di interrupt.
inthand. ontiene aluni handler delle interruzioni.
mainfun. raoglie le funzioni di gestione varia rihiamate dal mainloop.. All'interno
sono sviluppate funzioni per la gestione di moduli, stati, errori, ingressi e usite,
timer, stampantee omuniazioni on il PC.
mainloop. è il le prinipale ontenente il main(). All'interno oltre al main() so-
no denite le funzioni di inizializzazione , ongurazione, azzeramento, ontrollo
parametri e di test.
modbus. raoglie le funzioni per l'indiizzazione degli stati della testata e per la pre-
prazione dei pahetti seriali di risposta seondo lo standard modbus.
pi_bus. raoglie le funzioni per la gestione della omuniazione on i PIC ollegati
sul bus parallelo.
printer. ontiene le funzioni per la gestione della stampante.
s_alib. gestise tutti i possibili stati della mahina in modalità taratura relativi alla
alibrazione di misuratore e sonde di temperatura.
s_stdy. gestise tutti i possibili stati della mahina in modalità lavoro quando il
sistema simula il omportamento di una testata meania.
s_dual. gestise tutti i possibili stati della mahina in modalità lavoro dual.
s_lav. gestise tutti i possibili stati della mahina in modalità lavoro.
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s_tar. gestise tutti i possibili stati della mahina in modalità taratura.
s_test. gestise tutti i possibili stati della mahina in modalità taratura relativa ai test.
shedul2. raoglie i omandi e le funzioni ostituiti da sequenze di trame seriali per il
disegno di mashere e osì via per la gestione del moduli LKI e CMOD.
shedule. raoglie i omandi e le funzioni ostituiti da sequenze di trame seriali per il
disegno di mashere e osì via per la gestione del moduli LKI e CMOD.
serial. raoglie le funzione per la gestione delle omuniazioni seriali.
serproto. analizza il pahetto seriale rievuto in risposta dai moduli LKI e CMOD.
sio. ontiene i denes ed i protopi relativi alle proedure di gestione delle seriali in
modalità intettupt.
st16550. raoglie le funzioni per la gestione delle UART 16550 esterne.
startup.asm è il le di startup in assembler per la CPU.
strut.h ontiene le denizioni dei vari parametri della testata, le strutture dati e le
tempistihe per la shedulazione.
taratura. ontiene la proedura di gestione della modalità taratura nonhé le funzioni
per il ontrollo di ongruenza dei parametri in RAM e in Flash.
te500hw.h ontiene ulteriori denizioni della testata.
testring.h ontiene le denizioni delle stringhe visualizzate sul display. L'uso di questo le
semplia le eventuali operazioni di traduzione.
timer. gestise i timer.
util. denise funzioni ritardo e debug.
wd. ontiene le proedure di gestione del wathdog.
Vi sono inne le ontenenti ulteriori denizioni di parametri e i le linguaggio
suddivisi per lingua.
La testata è progettata per poter gestire 4 brai di ario nel modo più indipendente
possibile. L'unia dipendenza si ha nel aso in ui un braio va in modalità ongurazione.
In ongurazione si possono modiare valori importanti utilizzati anhe dagli altri brai
e quindi un braio non può entrare in modalità ongurazione nhé gli altri brai sono
ad esempio in erogazione.
Nella testata non 'è un kernel he gestise il multitasking. Il usso è gestito ome
una mahina a stati. Nel main() 'è un ilo while (1) he sulla base di ag di stato
esegue i omandi per iasun braio. Seondo una tempistia denita nel le strut.h si
generano delle interruzioni he aggiornano lo stato di questa mahina a stati virtuale. Lo
stesso meanismo è implementanto anhe per aluni omandi partiolarmente onerosi in
termini temporali. Ad esempio, tutta la parte he si oupa della reazione delle mashere
sul display, non viene eseguita ome un unio ilo di omandi, ma suddiviso in più blohi
eseguiti seondo la tempistia denita nel le shelude.. Sarà da valutare in seguito
se on la nuova CPU tale meanismo potrà essere sempliato.
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Shedulatore interno All'interno del le strut.h sono defnite le tempistihe in
milliseondi per iasuna operazione eettuata dalla TE550. Se prendiamo ad esempio la
tempistia per la taratura si osserva:
/////////////////////////////////////////////////

























































Il tempo totale di eseuzione dell'intero ilo è di 960ms. All'instante 20ms viene
eseguito l'operazione di trasmissione per le CMOD 1 o 2, all'istante 30ms quella per le
CMOD 3 e 4, all'istante 40ms si disegnano le mashere sull'LKI e osì via.
La struttura è riportata in gura:
































































































4.3.2 Gestione delle interruzioni
I primi errori in fase di ompilazione riguardano la denizione e gestione delle interruzioni.
L'Intel 386ex ha una unità di ontrollo delle interruzioni (ICU) he ontiene due moduli
8259A
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onnessi in asata e ongurati ome master e slave. L'ICU supporta no a 8
interruzioni esterne e 8 interne.
Le interruzioni pendenti sono inserite nell'Interrupt Request Register e vengono servite
in base alla priorità gestite dal Priority Resolver. IR0 ha la priorità più alta e IR7 quella
più bassa. Quando lo slave rieve una rihiesta di interruzione, esso manda la rihiesta
al master supponendo he tale rihiesta abbia priorità adeguata. Il master a sua volta
manda tale rihiesta alla CPU he inizierà il ilo di gestione di tale interruzione.
Nel odie per proessore Intel si utilizzano i seguenti livelli di priorità:
Priorità IRQ Desrizione
8 IR0 Out0, Timer 0
1 IR1 Int0, Canale 1 - Generatore 1
2 IR2 SLAVE
3 IR3 INT8 (SIO0)
4 IR4 INT9 (SIO1)
5 IR5 INT1, Canale 2 - Generatore 1
6 IR6 INT2, Canale 1 - Generatore 2
7 IR7 INT3, Canale 2 - Generatore 2
Tabella 1: Livelli di priorità delle interruzioni Master.
In questa prima fase del porting le interruzioni e tutti i riferimenti verranno ommen-
tati.
4.3.3 Posizionamento dei dati in RAM
Un segmento è un'entità logia ontenente pezzi di dati o odie he dovrebbero essere
mappati in una loazione sia di memoria. Il ompito di mappare i dati in memoria è
27
L'Intel 8259 gestise le interruzioni provenienti da periferihe esterne.
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Priorità IRQ Desrizione
1 IR0 INT4 (Seriale esterna EX0)
2 IR1 INT5 (Seriale esterna EX1)
3 IR2 Out1, Timer 1




8 IR7 WDRST, Wathdog Reset
Tabella 2: Livelli di priorità delle interruzioni Slave.
svolto dal linker. Passando dal ompilatore per l'Intel 386 al ompilatore per l'ARM9 i
sarà una inongruenza nella sintassi, ed infatti ompilando il odie della sheda on CPU
Intel on il ompilatore della IAR si rieve un errore nel le mainloop.:
extern GESTIONE_EVENTI_STRUCT BACKUP_RAM VarEventiRAM;
Si tratta di una denizione extern, ovvero VarEventiRAM è denita altrove ed uti-
lizzata in mainloop.. Cerando tra i vari le del progetto si trova la vera denizione
nel le eventi.:
GESTIONE_EVENTI_STRUCT BACKUP_RAM VarEventiRAM;
Tale sintassi india al ompilatore he si sta reando una variabile hiamata Va-
rEventiRAM, denita ome una struttura del tipo GESTIONE_EVENTI_STRUCT e
olloata all'indirizzo BACKUP_RAM. La struttura GESTIONE_EVENTI_STRUCT è




















unsigned har uCrH, uCrL;
}
GESTIONE_EVENTI_STRUCT;
BACKUP_RAM è una denizione he rimanda ad un segmento di memoria denito
in te500hw.h:
#define BACKUP_RAM __based (__segname ("BCKRAM_SEG"))
Il segmento BCKRAM_SEG è denito inne nel le NEWTE.CMD e suessivamente
traslato dal linker nel le NEWTE.MP2:
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-ADDRESSES(SEGMENTS( & Bakup data ram
BCKRAM_SEG(10000H))) &
&
e speia he tale segmento di memoria parte dall'indirizzo 0x10000.
Passando al ompilatore della IAR, dovremmo riadattare la sintassi. Tale ompilatore
ha già un erto numero di segmenti predeniti per utilizzo generale. Ciasuno di questi
ha un nome e un tipo he denota il tipo di ontenuto. Inoltre posso denire segmenti per-
sonali. Al momento della ompilazione, hi eettivamente piazza i segmenti in memoria
è il linker. Tutte le istruzioni per il linker sono denite in un le .xl.
Il ompilatore fornise dierenti meanismi per ontrollare il posizionamento di fun-
zioni e dati in memoria. In partiolare è possibile utilizzare l'operatore  o la direttiva
#pragma loation per il posizionamento assoluto. Le variabili in questo aso devono
essere dihiarate __no_init oppure onst. Un metodo per forzare il ompilatore ad ini-
zializzare una variabile onst denita ad un erto indirizzo di memoria tramite l'operatore
 è quello di denirla volatile onst. C'è inoltre un'ulteriore metodo per posizionare
dati in memoria, ovvero, passando istruzioni al linker attraverso l'opzione segment. In
quest'ultimo aso non i sono limitazioni al tipo di variabili he posso denire.
L'opzione __no_init è utile per il odie della testata. Alune variabili sono mante-
nute in RAM da una batteria tampone e non vengono anellate mai.
Nel le .xl on le istruzioni per il ompilatore inseriso la seguente direttiva:
-Z(DATA)MY_SEGMENT=0x21000000-0x210000FF
Questa direttiva india al ompilatore he il segmento denominato MY_SEGMENT
è mappato dall'inidirizzo 0x2100 0000 all'indirizzo 0x2100 00FF. Suessivamente nel
odie C posso inizializzare una o più variabili negli indirizzi riservati a MY_SEGMENT:
__no_init unsigned har alfa  "MY_SEGMENT";
__no_init unsigned long beta  "MY_SEGMENT";
La variabile alfa ouperà 1 byte in MY_SEGMENT mentre beta 4 byte. Le loazioni
di memoria riservate per alfa e beta sono sequenziali.
L'attuale mappatura in ram prevede:
 EMULATOR DATA: RAM dediata all'emulatore del o-proessore, per onsentire
di lavorare on variabili oating-point.
 SEGMENTO DATA: RAM per variabili inizializzate all'aensione.
 STACK
 BACKUP RAM: è la porzione di RAM non inizializzata, ontente i dati da mante-
nere.
 STR_SEG: segmento per le stringhe.
 EVENTI_SEG: segmento per gli eventi.
 TARATURE_SEG: segmento per le tarature.
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4.3.4 Gestione di lettura e srittura I/O
Il sorgente sviluppato per il 386 riorre alla libreria <onio.h> e alle funzioni _inp e
_outp per la lettura e la srittura sulle porte di I/O. Il ompilatore IAR non gesti-
se la libreria onio.h e quindi vanno ridenite le funzioni di lettura e srittura. Ab-
biamo già visto in preedenza l'esistenza di API dediate a tale sopo, in partiolare
AT91F_PIO_GetInput per la lettura e le due API per la srittura: AT91F_PIO_SetOutput
e AT91F_PIO_ClearOutput.
Dato he _outp mette in usita un intero byte, mentre per l'ARM ho un'API per
settare ed una per azzerare, il primo passo è quello di reare una nuova API in grado
si settare e azzerare i bit in un'unia funzione, in modo da togliere di mezzo gli errori






AT91PS_PIO pPio, // \arg pointer to a PIO ontroller





Nel odie vi sono poi una serie di maro, da ridenire, he rihiamano le funzioni
inp, inpw, outp e outw.
4.3.5 Sintassi puntatori e ast per il alolo del heksum
Il alolo del heksum viene gestito da diverse funzioni he eseguono il alolo su strut-
ture dati. Tali strutture ontengono una serie di membri struttura ontenti i dati mentre
l'ultimo membro della struttura ontiene il heksum alolato.
Viene inizializzato un puntatore all'inizio della struttura ed uno alla ne della strut-
tura, ovvero al membro Cheksum. In sostanza alolo il heksum del primo membro,
poi inremento il puntatore passando osì al seondo membro e rialolo il heksum.
Proedo osì tramite un ilo for no a he il puntatore he puntava all'inizio della
struttura non raggiunge il puntatore he punta al membro Cheksum.
Nase un problema di inongruenza per l'inizializzazione dei puntatori. Vediamo ad







// Posiziono i puntatori agli estremi dei dati su ui alolare il CRC
(PRODOTTO_STRUCT *) TmpPointer = &Prodotto[NumProd℄;
(unsigned int *) TmpPointerCRC = &Prodotto[NumProd℄.Cheksum;
// Inizializzo CRC
CRC16_Init();








Questa funzione alola il heksum della struttura Prodotto. Il alolo del hek-
sum viene eettuato byte a byte e quindi deniso i due puntatori ome unsigned har.
Il puntatore *TmpPointer dovrà puntare all'inizio della struttura Prodotto e quindi si
assegna a TmpPointer l'indirizzo della struttura Prodotto tramite l'operatore &. A que-
sto punto il ompilatore segnala un errore, in quanto *TmpPointer è denito puntatore
a arattere ma punta una struttura. Con il ompilatore dell'Intel 386 il problema è stato
risolto utilizzando un ast per *TmpPointer. *TmpPointer è un puntatore a arattere,
ma durante l'assegnamento dell'indirizzo della struttura, il ast fa si he il ompilatore
veda un assegnamento tra un indirizzo struttura e un puntatore a struttura.
Il ompilatore IAR purtroppo non rionose tale sintassi e quindi va modiata. Inol-
tre, l'utilizzo degli unsigned har rea problemi al nuovo ompilatore in altre porzioni di
odie dove si utilizzano le funzioni di onversione da stringa a intero, ome ad esempio
atoi. Il nuovo odie per l'ARM9 utilizzerà solo har e non unsigned har.







// Posiziono i puntatori agli estremi dei dati su ui alolare il CRC
TmpPointer = (har *)&Prodotto[NumProd℄;
TmpPointerCRC = (har *)&Prodotto[NumProd℄.Cheksum;
// Inizializzo CRC
CRC16_Init();







I due puntatori sono stati deniti ome puntatori a har ed il ast è stato eettuato
a seondo membro.
4.3.6 Conversione da intero a stringa
Il ompilatore IAR non rionose la funzione itoa he onverte un numero in stringa.
Al posto di tale funzione è possibile utilizzare la sprintf he genera e salva stringhe
formattate. Vediamo ad esempio la funzione Add_Zero he trasforma il numero passato
in una stringa, aggiungendo uno zero prima della ifra se essa è minore di 10. Ad esempio
l'intero 9 viene trasformato in una stringa di aratteri 09.














Tale funzione risritta per il nuovo ompilatore diventa:
har *Add_Zero(int takval, har *retval)
{








4.4 Seondo passo di ompilazione
Dopo aver ompilato il odie per Intel 386 su ompilatore IAR e aver orretto tutti gli
errori di sintassi, il passo suessivo onsiste nel deommentare il main() e ridenire
orrettamente tutte le funzioni ed istruzioni seondo il nuovo hardware. Per fare questo
si parte ovviamente dal main() sandendo ogni singola istruzione, disinteressandoi al
momento del orretto funzionamento di ogni singola funzione.
La prima parte riguarda l'inizializzazione di periferihe tipo I/O, interruzioni, porte
seriali e osì via. Questa prima fase risulta abbastanza laboriosa in quanto il odie per la
CPU Intel è stato modiato ed ampliato nel tempo. Con il passare degli anni, il odie
ha perso un po' di pulizia e linearità.
La prima parte del main() e le funzioni ad essa orrelate sono riportate in appendie
B, pag. 99.
4.5 Ingressi e usite
Il main() inizia on la hiusura delle valvole e le relative istruzioni di settaggio delle
usite. La osa può reare onfusione in quanto apparentemente non sono deniti i pin
di I/O. Tale denizione avviene in realtà nel le di startup sritto in assembler.
Nel nuovo odie, la ongurazione degli ingressi ed usite ed il loro settaggio iniziale
viene riportata ad inizio del main(). Si deve però reare un parallelismo tra i pin utilizzati
sull'Intel e quelli disponibili sull'ARM9.
PIN utilizzati sull'Intel 386 Il miroproessore Intel 386 dispone di 132 pin, ma
nella sheda della testata TE550 ne sono utilizzati solamente 78 esluse le linee di
alimentazione. La desrizione di ogni singolo pin è riportata in tabella 3.
Pin Nome 386 Nome TE550 Desrizione
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2 CS6/Refresh CS_16550 Chip Selet ST16C550
5-8 D0-D3 D00-D03 Bus dati
10-13 D4-D7 D04-D07 Bus dati
34 RD RD Read
35 WR WR Write
37 BLE BLE Byte Low Enable
42-45 A1-A4 A01-A04 Linee di indirizzamento
48-59 A5-A16 A05-A16 Linee di indirizzamento
61-62 A17-A18 A17-A18 Linee di indirizzamento
74 P3.0 SDA I
2
C
75 P3.1 SCL I
2
C
78 RI1/SSIORX JMP2 Jumper JP5
79 RST1/SSIOTX COM2_RTS RTS per la COM2
80 P3.2 INT_RTC Interrupt del Real Time Clok
82 P3.3 INT_16550 Interrupt per ST16C550
84 P3.4 I2 Ingresso generio
85 P3.5 I1 Ingresso generio
87 P3.7 COM3_ENRX_422 Abilita la omun. 422 per la
COM3
90 NMI NMI Non Masherable Int.
93 INT4 INT4 Connesso al at 40 poli
94 INT5 INT5 Connesso al at 40 poli
98 DSR1 JMP1 Jumper JP4
101 P1.0 I3 Ingresso generio
102 P1.1 I4 Ingresso generio
103 CLKOUT CLK16 Clok per la UART esterna
104 P1.2 O1 Usita generia
105 P1.3 O2 Usita generia
106 P1.4 LED1 Led rosso
107 P1.5 LED2 Led verde
108 P1.6 COM2_ENRX_485 Abilita la 485 per la COM2
110 RESET RESET Reset pu
111 P1.7 COM2_ENRX_422 Abilita la 422 per la COM2
112 DACK1/TXD1 COM2_TX TX COM2
113 EOP/CTS1 COM2_CTS CTS COM2
115 CLK2 CLK32 Clok per CPU
122 P2.0 CS0 Chip Enable MAX691
123 P2.1 CS1 Connesso al at 40 poli
126 P2.4 WDI Wathdog Input
128 DACK0/CS5 CS5 Chip Selet Flash
129 P2.5 COM1_RX RX COM1
131 P2.6 COM1_TX TX COM1
Tabella 3: CPU Intel: desrizione dei pin
PIN utilizzati dal miro ATMEL Passando al miroontrollore ATMEL, aluni
pin diventano inutili mentre ne saranno altri. Allo stato attuale del progetto, utilizzeremo
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le linee dediate alle USART, quelle per la NAND Flash e SDRAM già implementate
sulla sheda di sviluppo e il Real Time Clok interno. Le unihe ose di ui potrei aver
bisogno in futuro sono una linea I
2
C nel aso in ui l'orologio interno non risponda alle
aratteristihe neesarie e le linee per gli interrupt esterni. Per sfruttare al massimo quanto
messo a disposizione dalla sheda di sviluppo, utilizzo i led e pulsanti già onnessi. In
futuro la selta di alune linee potrà essere migliorata. L'eleno ompleto dei pin utilizzati
è riportata in tabella 4.
Pin ARM9 Nome ARM9 Pin 386 Desrizione
A2 A16 59 Bus indirizzi
A3 A14 57 Bus indirizzi
A4 A12 55 Bus indirizzi
A5 A9 52 Bus indirizzi
A6 A6 49 Bus indirizzi
A7 A3 44 Bus indirizzi
A8 A2 43 Bus indirizzi
B2 A18 62 Bus indirizzi
B3 A15 58 Bus indirizzi
B4 A13 56 Bus indirizzi
B5 A11 54 Bus indirizzi
B6 A7 50 Bus indirizzi
B7 A4 45 Bus indirizzi
B8 A1 42 Bus indirizzi
C1 A22 CLE NAND Flash
C2 A21 ALE NAND Flash
C4 A17 61 Bus indirizzi
C6 A8 51 Bus indirizzi
C13 PB30 94 IRQ1
D1 NCS2 123 Chip Selet at 40 poli
D6 A10 53 Bus indirizzi
D7 A5 48 Bus indirizzi
D12 PB29 IRQ2
E2 NWR0/NWE/CFWE 35 Write
E3 NRD/CFOE 34 Read
F15 NRST 110 Reset
G1 D0 5 Bus dati
G2 D1 6 Bus dati
H1 D2 7 Bus dati
H2 D3 8 Bus dati
H17 PB5 COM3_ENRX_485
J1 D4 10 Bus dati
J2 D5 11 Bus dati
J17 PB4 COM3_ENTX_485
K1 D6 12 Bus dati
K4 D7 13 Bus dati
K16 PB1 108 COM2_ENRX_485
K17 PB2 87 COM3_ENRX_422
L17 PB0 111 COM2_ENRX_422
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M14 PA25 78 JMP2 (JP5)
N17 PA24 98 JMP1 (JP4)
P6 PC1 NANDWE
P8 PC11 CTS0
P10 PA3 102 I4
P13 PA15 106 RTS2, LED1
P14 PA16 CTS2
R7 PC8 131 TXD0
R8 PC12 112 TXD1
R9 PC14 128 CE NAND Flash, TXD2
R11 PA0 85 I1
R12 PA7 74 TWI Data (TWD)
R14 PA13 113 CTS1
T4 PC2 93 IRQ0
T7 PC9 129 RXD0
T8 PC10 RTS0
T9 PC15 Wait Busy NAND Flash, RXD2
T12 PA1 84 I2
T13 PA4 104 O1
T15 PA8 75 TWI CLok (TWCK)
T17 PA13 107 LED2 (verde)
U2 PC0 NANDOE
U8 PC13 118 RXD1
U13 PA2 101 I3
U13 PA5 105 O2
U15 PA12 79 RTS1
Tabella 4: Miro ATMEL: desrizione dei pin
4.5.1 Abilitazione porte seriali
L'inizializzazione delle porte seriali nel odie per CPU Intel è molto ompliata e ri-
hiede pulizia nella risrittura per l'ARM9. Nella funzione SetInterrupt() he abilita
e ongura le interruzioni, in realtà si rihiama la funzione InitSIO() he inizializza le
due seriali interne. Suessivamente si ongura la seriale esterna fornita dall'integrato
ST16550 ed inne troviamo le seguenti 4 funzioni:
 SerialSet() he inizializza le due seriali interne;
 SettaCOM() he inizializza la seriale esterna;
 ConfiguraRxCOM1() he ongura le linee per i transeiver della COM1 ovvero
la seriale interna 1;
 ConfiguraRxCOM2() he ongura le linee per i transeiver della COM2 ovvero
la seriale esterna.
Il miroontrollore ATMEL, ome abbiamo già visto, ha 3 seriali interne e quindi
non è neessario metterne altre esternamente. L'inizializzazione di queste non la faio
direttamente nel main(), ma dentro SerialSet().
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Come prima osa devono essere ridenite le #define he denisono il numero di
bit per i dati, il numero di bit di stop e la parità. Tali #define si trovano nella libreria
EV386EX.h ma in seguito verranno trasferite in una libreria dediata all'ARM9.
Suessivamente si inizializzano le seriali tramite le API già viste in preedenza. Aluni
parametri di trasmissione ome ad esempio il baud rate, la trama, il funzionamento in
RS232 o RS422/RS485 e il ontrollo di usso sono ongurabili tramite l'LKI.
La vehia funzione SerialSet() e la nuova sviluppata per l'ARM9 sono riportate
in appendie C, pag. 102.
Per la seriale he omunia on il PC, vedremo in seguito ome adattare il odie.
4.5.2 Inizializzazione dei timer
L'inizializzazione dei timer nel odie per CPU Intel è suddivisa in due parti. La prima
parte di ongurazione delle interruzioni per i timer avviene in SetInterrupt() mentre
la srittura dei registri dei timer avviene nella funzione SetTimer().
Per il nuovo miroontrollore è stato raolto tutto quanto nella funzione SetTimer()
sulla falsariga di quanto già visto nella sezione 4.2, pag. 40. Sono state mantenute le
#define utilizzate per il 386, ma è stato orretto il loro valore.
4.5.3 Inizializzazione delle interruzioni
La parte di gestione delle interruzioni, ompletamente ommentata durante la prima
ompilazione, ha subito una profonda modia nella sua struttura.
La funzione SetInterrupt() he onteneva oltre all'inizializzazione dell'Interrupt
Control Unit, anhe funzioni per le seriali ed i timer, è stata risritta dediandola solo al re-
set del vettore delle interruzioni e pulizia dello stak. Tale funzione è stata suessivamente
posta ad inizio del main().
Le interruzioni per iasuna periferia sono state denite nelle singole funzioni di ini-
zializzazione delle rispettive periferihe, dopodihé nel main() è stato inserito il omando
__enable_interrupt() per l'abilitazione globale delle interruzioni.
Gli handler delle interruzioni sono stati rideniti seondo la sintassi del nuovo om-
pilatore sempliemente sostituendo __irq_arm void a void interrupt. I nomi degli
handler non sono stati modiati ad eezione della routine delle interruzioni per la seriale
esterna hiamata Isr_16550_UART0() e rinominata SerialeInt2() per ongruenza
on le altre due seriali.
Sempre in tema delle interruzioni per le porte seriali, è stata eliminata la funzione
SetSIOInterrupt() he si oupava di inizializzare le interruzioni per le seriali interne
e la funzione SerialeInt1_REP() in quanto la ripetitrie non è più usata da tempo.
È stata eliminata anhe la funzione di gestione delle interruzioni spurie. Ai tempi in
ui furono eettuati i test alla testata elettronia, fu soperto un problema legato aller
interruzioni esterne. In sostanza, anhe la CPU Intel possa leggere un dato proveniente
dalla sheda CMOD deve inviare un omando al PIC presente sulla CMOD, il PIC mette
a disposizione tale dato e segnala tale presenza alla CPU Intel tramite una interruzione.
Se tale interruzione esterna ade nel preiso istante in ui la CPU inizia a servire un'altra
interruzione, si ha il bloo della CPU.
Per risolvere tale problema, è stata implementata la funzione Isr_SpuriousInt()
he gestise sia tale evento sia le interruzioni spurie riguardanti le interruzioni esterne.
Negli anni poi è stato implementato una diversa omuniazione da parte del PIC.
Con il miroontrollore Atmel non abbiamo interruzioni esterne e quindi tale funzione
può essere eliminata senza problemi.
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Per quanto riguarda le interruzioni esterne, ho due sorgenti provenienti dalle seria-
li esterne onnesse tramite bus parallelo e denominate INT4 e INT5. Sull'ARM9 sono
mappate rispettivamente su IRQ0 e IRQ1.
Per inizializzare queste due sorgenti utilizzo due API già presenti nella libreria Atmel:
AT91F_AIC_CfgPMC() he abilita il lok per l'AIC e AT91F_AIC_CfgPIO() he ongura
i pin per essere gestiti dall'AIC.
Inne assoio alle due sorgenti i rispettivi handler.
4.5.4 Gestione dell'orologio interno
Dopo aver inizializzato il Real Time Timer (RTT) interno, è neessario orreggere le
funzioni he gestisono data e ora. Sulla sheda on CPU Intel, l'orologio è gestito da un
integrato dediato (DS1375) he omunia in I
2
C on la CPU. Tutte le funzioni sritte
per leggere ed impostare data e ora sono sviluppate ovviamente seondo il protoollo di
tale integrato. In sostanza la CPU invia dei omandi via I
2
C al DS1375 e quest'ultimo
risponde trasmettendo il paramentro rihiesto ome ad esempio i seondi, i minuti e osì
via.
L'RTT interno all'Atmel invee onsente la lettura di un registro he ontiene i
seondi trasorsi dall'ultimo azzeramento. Dovremmo pertanto implementare funzioni di
onversione seondo il protoollo Unix Time, dove il tempo è rappresentato ome oset
in seondi rispetto alla mezzanotte del 1° gennaio 1970.
Considero ad esempio la funzione he restituise la data:
void DS1375_LeggiData(har* DOW, har* Giorno, har* Mese, har* Seolo, har* Anno)
{
har Data[4℄;
// LETTURA SUL REGISTRO
DS1375_ReadRegister(DS1375_DOW, 4, Data);











Tale funzione legge dal DS1375 il giorno della settimana (DOW), il giorno, il mese,
l'anno in due ifre ed il seolo. Dato he l'anno orrente è il 2009 e no al 2100 il seolo
resta invariato, si abolise la variabile seolo. Anhe il DOW è diventata obsoleta e quindi
non ne teniamo onto. Dobbiamo solamente onvertire il valore dell'RTT in giorni, mese
e anno:











L'API AT91F_RTTReadValue() legge il ontenuto dell'RTT e lo passa alla funzione
Se_to_Dat() he si oupa della onversione:
void Se_to_Dat(unsigned int se, DATAORA_STRUCT* data)
{
unsigned int ifra, tim, se_mese ;






for (ont_anno = ANNO_INIZIALE; (se - ifra) >= se_anno_att;
ont_anno++)
{
/* ontrolla se l' anno e' bisestile */
/* questo ontrollo funziona per le date */
/* omprese tra il 1970 e il 2100 */




/* questo ontrollo funziona per le date */
/* omprese tra il 1970 e il 2100 */











if (ont_anno >= 100)
ont_anno -= 100;
ont_mese = 0;
se_mese = (Giorno_Mese[ont_mese℄ * SEC_GIORNO) ;
while ( (se - ifra) > se_mese )
{
if ( (ont_mese == FEBBRAIO) && ( anno_bise == TRUE ) )
ifra += SEC_MESE_BISE;
else
ifra += Giorno_Mese[ont_mese℄ * SEC_GIORNO;
ont_mese ++;
if ( (ont_mese == FEBBRAIO) && ( anno_bise == TRUE ) )
se_mese = SEC_MESE_BISE;
else




ont_giorno = Add_Val(&se, &ifra, tim);




ont_ore = Add_Val(&se, &ifra, tim);
tim = SECONDI;
ont_min = Add_Val(&se, &ifra, tim);
ont_se = (int) (se - ifra);
if ( (ont_ore == 0) && (ont_min == 0) && (ont_se == 0) )
{
GiorniMese = Giorno_Mese[ont_mese - 1℄;
if (anno_bise == TRUE && (ont_mese - 1) == FEBBRAIO)
GiorniMese ++;
ont_giorno ++;





















int Add_Val(unsigned int *se, unsigned int *ifra, unsigned int num)
{
int ount = 0;







In modo analogo si onvertono anhe le altre funzioni he si oupano di leggere
l'orario e di impostare ora e data.
In partiolare, andando a modiare la funzione DS1375_ImpostaOrario() i aor-
giamo he il registro dell'RTT ontenente i seondi trasorsi, non può essere impostato
ad un determinato valore, ma può solamente essere azzerato.
Per poter aggirare il problema e riusire ad impostare orrettamente data e ora si
riorre ad una variabile alloata nello spazio di memoria BACKUP_RAM e denominata
Orologio_RAM.
La funzione DS1375_ImpostaOrario() rieve ome parametri ora, minuti, seondi e
un ag di selezione 12h/24h he in realtà non è più usato. A questo punto viene letto (tra-
mite la funzione DS1375_LeggiData) il registro dell'RTT ontenente i seondi trasorsi
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dall'ultimo reset dell'RTT e ne viene alolato il giorno, mese e anno. Suessivamente si
alola il valore in seondi partendo dalla data letta e dall'orario rievuto ome parame-
tro. La variabile Orologio_RAM viene impostata a tale valore e si può resettare l'RTT.
Sostanzialmente Orologio_RAM è il valore base dei seondi trasorsi e il ontenuto del
registro dell'RTT è l'oset da sommare a tale variabile.
void DS1375_ImpostaOrario(har Ora, har Minuti, har Seondi, har Selet24H)
{
unsigned long set_se;
har G=0, M=0, A=0;
// Per impostare la data, leggo l'orario e risrivo il registro dell'RTT
DS1375_LeggiData(&G, &M, &A);




Conversione in UNIX time e vieversa Per poter utilizzare l'RTT dell'ARM9 è
neessario introdurre due nuove funzioni, apai di onvertire data e ora in Unix Time e
vieversa. Vediamo ad esempio ome è possibile onvertire data e ora in seondi a partire
dal 1° gennaio 1970.
unsigned long Dat_to_Se(unsigned har ont_giorno, \
unsigned har ont_mese, \
unsigned har ont_anno, \
unsigned har ont_ore, \
unsigned har ont_min, \
unsigned har ont_se)
{
unsigned long se = 0;
unsigned har anno_bise;
// ontrollo valori orretti - evito il warning di onfronto >= 0
// perhe' unsigned har e' gia' >= 0
if( \
(ont_anno < 100) && \
(ont_mese <= 12) && \
(ont_giorno <= Giorno_Mese[ont_mese - 1℄) && \
(ont_ore <= 23) && \
(ont_min <= 59) && \
(ont_se <= 59) \
)
{
/*** somma seondi ***/
se += ont_se;
/*** somma minuti ***/
se += ont_min * SECONDI;
/*** somma ore ***/
se += ont_ore * SEC_ORA;
/*** somma giorni ***/
se += ont_giorno * SEC_GIORNO;
/*** somma mesi ***/
/* questo ontrollo funziona per le date
omprese tra il 1970 e il 2100 */






while ( (ont_mese) > GENNAIO)
{
if ( (ont_mese == (FEBBRAIO+1) ) && ( anno_bise == TRUE ) )
se += SEC_MESE_BISE;
else
se += Giorno_Mese[ont_mese℄ * SEC_GIORNO;
ont_mese --;
}
/*** somma anni ***/
if (ont_anno < ANNO_INIZIALE)
ont_anno += 100;
if (ont_anno != ANNO_INIZIALE)
--ont_anno ;
while ( (ont_anno) >= ANNO_INIZIALE)
{
/** ontrolla se l' anno e' bisestile **/
/* questo ontrollo funziona per le date */
/* omprese tra il 1970 e il 2100 */











La funzione Dat_to_Se rieve ome parametro data e ora e restituise il valore in
seondi. Come prima osa, per siurezza, si eettua un ontrollo sul valore di iasuna
variabile. Ed esempio, la variabile mese non potrà essere superiore a 11 (gennario equivale
a 0) e osì via.
Giorno, ore e minuti sono failmente onvertibili in seondi ed insieme ai seondi
passati ome argomento sommo tutto quanto nella variabile se. Un po' più omplesso
è invee il alolo dei seondi riferiti al mese ed all'anno.
Se l'anno è divisibile per 4 o per 400 allora è bisestile e si setta un ag per i aloli
suessivi.
L'array Giorno_Mese tiene onto dei giorni presenti per iasun mese. All'interno di
un ilo while alolo il valore in seondi del mese passato ome argomento (è sempli-
emente il prodotto dei seondi presenti in un giorno per il numero dei giorni del mese).
Dopo questo alolo si derementa il mese e si rialola il numero di seondi. Si ese dal
ilo while dopo aver alolato i seondi del mese di gennaio. Se l'anno è bisestile, il
mese di febbraio viene ovviamente alolato on un giorno in più.
Rimane, inne, da alolare i seondi riferiti al parametro anno. La variabile anno è
espressa in doppia ifra. Se tale valore è inferiore a 70 (1970) i aggiungo 100. Quindi,
per esempio, l'anno orrente 2009 viene onvertito in 109. A questo punto un ilo while
si oupa di alolare i seondi per ogni anno, derementando ogni volta il valore della
variabile anno no a raggiungere il valore 70. Il numero di seondi presenti in un anno è
ovviamente sso e si utilizzano due dene SEC_ANNO_NORM e SEC_ANNO_BISE.
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4.5.5 Funzioni di lettura e srittura su Flash
La Flash attualmente utilizzata dalla shuda on CPU Intel è da 512Kb organizzata in 8
settori da 64Kb ome segue:
0 1 2 3 4 5 6 7
Param. Param. Total. Total. Lingue 1,2 Lingue 3,4 Bakup Bakup
I settori 0 e 1 sono utilizzati per fare opie di siurezza dei parametri, i settori 2
e 3 per le opie dei totalizzatori. Le opie sono identihe, ridondanti per aumentare
la siurezza: essendo eettuate in sequenza, anhe la orruzione aidentale in fase di
srittura permette di avere sempre una opia del vehio valore siura. I totalizzatori
oupano poo, per ui è stata reata una struttura STRUCT_LOCAZIONE_TOTALIZZATORI
in ui viene memorizzato un valore di totalizzatore, partendo dall'indirizzo 0x8000 del
settore e sendendo. Ovviamente quando il settore è pieno è neessario proedere on la
anellazione. Per i totalizzatori la struttura è la seguente:
Key Data e Ora Totalizzatore Progressivo Cheksum
La NAND Flash montata sulla sheda di sviluppo è strutturata invee su 2048 blohi,
64 pagine per bloo e 2112 byte per pagina, ovvero 132Kb per bloo. Ogni bloo può
quindi ontenere un settore da 64Kb. Al momento mapperemo gli 8 blohi neessari
nei blohi iniziali della NAND Flash. In seguito potranno essere spostati sempliemente
ambiando le #define orrispondente.








// *** La prima opia la passo sulla struttura TabellaParametri_RAM ***
// Posiziono i puntatori all'inizio e alla fine della tabella
PointerTmp = (har *)&TabellaParametri_RAM;
onta = 0;





AddrFlash = FLASH_BASE_ADDR + (SETTORE_PARAMETRI_1 * FLASH_SECT_SIZE) + onta;
Byte1 = ReadMemByte(AddrFlash);
// Passo il byte letto
*PointerTmp = Byte1;




Il puntatore PointerTmp punta a TabellaParametri_RAM. Il ilo for parte da
onta=0 e prosegue no a he onta raggiunge la dimensione in byte della tabella para-
metri. Per ogni inremento di onta, rifreso il wathdog, alolo l'indirizzo da leggere,
leggo un byte, lo opio in TabellaParametri_RAM e inremento il puntatore.
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Con la nuova NAND Flash devo ambiare la struttura di tale funzione. Il me-
anismo di base onsiste nel leggere un erto numero di pagine ontenenti i dati di
TabellaParametri_RAM. Siome ogni pagina ontiene 2112 byte, non è detto he la
dimensione in byte di TabellaParametri_RAM sia multiplo di 2112. Leggo solamente le








// *** La prima opia la passo sulla struttura TabellaParametri_RAM ***
// Posiziono il puntatore all'inizio della tabella






* Devo leggere un numero di byte pari alla dimenzione in byte di
* TabellaParametri_RAM. Suppongo ad esempio he debba leggere 10000
* byte. Ogni pagina ha dimensione PAGE_SIZE_BYTE = 2112 byte.
* Serve un ilo per leggere in questo aso 4 pag. = 8448 byte.








// il bloo da leggere e' SETTORE_PARAMETRI_1. Il buffer e' PointerTmp
ReadPage(SETTORE_PARAMETRI_1, pagina, PointerTmp);
// inremento la pagina
pagina++;





// Sono usito dal ilo. onta ontiene gli ultimi byte da leggere.
ReadByte(SETTORE_PARAMETRI_1, pagina, 0, onta, PointerTmp);
// inremento il puntatore (anhe se non dovrebbe servire)
PointerTmp += onta;
Per eettuare le letture riorro alle due funzioni ReadPage e ReadByte sviluppate
durante i test sulla NAND Flash (4.2, pag. 42).
La funzione WriteTabellaParametriFLASH() gestise la srittura della tabella dei
parametri he oupa 30024 byte ovvero 15 pagine.
Le linee CE e R/B sulla sheda di sviluppo sono ondivise rispettivamente on
le linee di trasmissione e riezione della seriale US2. Quando verrà prodotta una sheda
dediata alla testata TE550 le linee CE e R/B verranno selte su pin liberi. Al momento
però dobbiamo aggirare il problema e quindi la strategia seguita è lasiare di default il
ontrollo alla seriale e prendere il ontrollo provvisoriamente solo quando viene utilizzata
la NAND Flash.
Prima dell'istruzione di abilitazione della NAND Flash, inseriso i omandi di asse-




Appena è onlusa l'oprazione on la NAND Flash, dopo aver disabilitato il Chip
Enable riassegno il ontrollo alla USART 2:
AT91F_PIO_SetOutput(AT91C_BASE_PIOC, BOARD_NF_CE_PIN);
AT91F_US2_CfgPIO();
Canellare un settore su Flash La funzione ClearSetorFLASH rieve il numero
del settore da anellare ome parametro ed eettua tutte le sritture di omandi per
eseguire la anellazione del settore stesso. Suessivamente viene eettuato il ontrollo
dell'avvenuta anellazione del settore ed imposto aluni ag per segnalare eventuali
errori.
Con la nuova NAND Flash, si parla di anellazione di blohi e non di settori. È
suiente utilizzare l'API EraseBlok già utilizzata in preedenza.
Srivere una loazione su Flash Nel le FLASH. troviamo una funzione denomi-
nata WriteLoazioneFLASH he gestise la srittura di una struttura di un totalizzatore
in una erta loazione della memoria Flash. La struttura del totalizzatore è omposta
da una hiave (har), una struttura data e ora, il totalizzatore (double), il progressivo
(unsigned long) e i due byte di heksum. In totale sono 32 byte.
Nella funzione è presente un ilo for he viene ripetuto 32 volte e ad ogni ilo
viene sritto un byte. L'indirizzo a ui srivere il byte viene alolato ome indirizzo base
della ash più il settore per la dimensione del settore più il numero della loazione per la
dimensione della loazione totalizzatore più ovviamente l'indie del ilo for:
BOOL WriteLoazioneFLASH(har SettoreFlash, unsigned int NumLoazione,























// Posiziono i puntatori all'inizio e alla fine della tabella
(STRUCT_LOCAZIONE_TOTALIZZATORE *) PointerTmp = &Loazione;
onta = 0;
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AddrFlash = FLASH_BASE_ADDR + (SettoreFlash * FLASH_SECT_SIZE) + onta +
(NumLoazione * sizeof(STRUCT_LOCAZIONE_TOTALIZZATORE));
// Prelevo il byte da srivere
Byte1 = *PointerTmp;
// Inremento il puntatore di lettura
PointerTmp++;





// Controllo he la srittura sia andata a buon fine...
Retry = 0;







if ( (Byte2 & 0x80) == (Byte1 & 0x80) )
{ esi = 1; }
if ( (Byte2 & 0x80) != (Byte1 & 0x80) )







if (Byte2 != Byte1)
{






Ogni settore ha dimensione 64Kb quindi può ontenere al massimo 2048 loazioni
totalizzatori da 32 byte. In realtà 300 loazioni sono libere.
Nella NAND Flash montata sulla sheda di sviluppo Atmel, ho invee 64 pagine per
bloo da 2112 byte l'una. Ogni pagina può dunque ontenere 66 loazioni totalizzatori
per ui saranno neessarie almeno 32 pagine. Dovranno rimanere libere 2476 loazioni
per essere ongruenti on la struttura del vehio odie.
Alla funzione WriteLoazioneFLASH passo ome argomenti il settore, la loazione e i
dati da srivere. Nel porting su Atmel dovrò alolare bloo, pagina e indirizzo all'interno
della pagina. Al momento i settori utilizzati per i totalizzatori sono i settori 2 e 3.
Il settore passato ome argomento diventa il numero di bloo in ui srivere. Dal
numero di loazione riavo la pagina e l'indirizzo all'interno della pagina:
BOOL WriteLoazioneFLASH(har Bloo, unsigned short NumLoazione, har Key,
double Totalizzatore, unsigned long Progressivo)
{
Uint UiTmp;














// Posiziono i puntatori all'inizio e alla fine della tabella
PointerTmp = (har *)&Loazione;
// Rinfreso wathdog
AT91F_WDTRestart(AT91C_BASE_WDTC);
// Questo e' l'indirizzo assoluto all'interno della flash.
address = NumLoazione * sizeof(STRUCT_LOCAZIONE_TOTALIZZATORE);
// Adesso devo alolare pagina e byte a partire da address
byte = address % PAGE_SIZE_BYTE;
pagina = (address - byte) / PAGE_SIZE_BYTE;
if(WriteByte(Bloo, pagina, byte, sizeof(Loazione), PointerTmp))
{
return TRUE; // OK
}
return FALSE; // False
}
In modo analogo si modia la funzione di lettura loazione ReadLoazioneFLASH().
4.5.6 Gestione delle seriali
Seriali interne su sheda Intel La gestione delle porte seriali nel odie per CPU
Intel è abbastanza omplessa. Esistono due seriali integrate he utilizzano funzioni diverse
da quella esterna. Inoltre per ogni seriale 'è da tener onto delle varie ongurazioni
(RS232, RS422 e RS485) e dei tre tipi di handshake (nessuno, software o hardware).
Abbiamo già visto ome inizializzare le seriali, a questo punto dobbiamo apire ome
eettuare il porting delle funzioni di gestione dei dati he transitano sulle seriali. Si parte
dalla funzione SerialeInt he gestise le due seriali integrate. Tale funzione è riportata
in appendie D, pag. 109. La funzione rieve ome parametro il numero della seriale.
SerialeInt() Come prima osa si ontrolla se è attivo l'handshake hardware (RS232).
Se è abilitato si legge lo stato del Modem Status Reigster ed in partiolare si ontrollora
il bit CTS
28
. Se CTS = 1 srivo CTS_OFF nel registro CTSReeived e abilito le interruzioni
sui segnali in ingresso (MS) e buer di ingresso pieno (RBF). Se ineve CTS = 0 aggiorno
il registro e abilito anhe l'interruzione in aso di buer di trasmissione vuoto (TBE).
A questo punto metto in val_reg lo stato del registro IIR he riporta l'ID dell'inter-
ruzione e tramite l'operatore swith verio quale interruzione è oorsa. Riordo he
leggere tale registro ripulise i bit attivi no a he non si ha una nuova interruzione.
Nel aso in ui val_reg = 2 ho il buer di trasmissione vuoto. Se l'handshake hard-
ware è abilitato e CTS = 1 posso trasmettere sulla seriale altrimenti eso dallo swith.
28
CTS è il omplemento del Clear To Send in ingresso.
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Se la stringa da trasmettere non è vuota, aggiorno aluni ag in aso di SIO_0, trasmetto
un arattere ed inremento il puntatore della stringa da trasmettere. Nel aso in ui la
trasmissione sia nita oltre ad aggiornare aluni registri e ag, aspetto he il buer di
trasmissione sia vuoto leggendo il bit TE nel registro LSR dopodihé setto il bit RTS nel
registro MCR ed eso dallo swith.
val_reg = 6 signia avere interruzioni in riezione e trasmissione. Controllo ome
prima osa se i sono errori in riezione. In tal aso eso dallo swith. Se non i sono
errori leggo il arattere rievuto. Se tale arattere è un XON o un XOFF on tale handshake
abilitato, allora tale arattere non viene inserito nel buer. Se il arattere è buono ed è
abilitato l'handshake hardware, metto RTS = 1 no a he il buer non è ompleto (he
valuto tramite DIM_STRINGA_RX. Se il buer è ompleto azzero RTS. Nel aso in ui sia
abilitato l'handshake software, l'ultimo arattere di ontrollo è un XON ed il buer è pieno,
allora trasmetto un XOFF.
Usito dallo swith rileggo lo stato del registro ISR per veriare he non vi siano
state ulteriori interruzioni. Se non i sono state eso dalla funzione.
SerialeInt0() È l'handler he viene rihiamato nel aso di una interruzione generata
dalla seriale 0. Viene letto il registro ISR e valutato tramite un operatore swith il
valore dei ag, ome già visto nella funzione SerialeInt(). Nel aso di un'interruzione
in riezione e il dato rievuto sia orretto passo alla memorizzazione. Controllo he il primo
buer sia utilizzabile, se non lo è ontrollo il seondo buer. Alla ne eso dall'handler
on l'istruzione di ne interruzione _SetEXRegByte(OCW2M,NONSPECIFIC_EOI).
SerialeInt1() È l'handler legato alle interruzioni della seriale 1. Tale handler non
fa altro he rihiamare SerialeInt(1) dopodihé 'è l'istruzione di ne interruzione.
Questo annidamento è neessario perhé la funzione SerialeInt() viene rihiamata
anhe al di fuori dell'interruzione.
GetSIOChar(), GetSIOString() Rieve in ingresso il numero della seriale. Se il
buer di riezione non è vuoto, diminuiso di 1 la sua dimensione. Se è attivo l'hand-
skaking hardware metto RTS = 1. Se invee è abilitato l'handshake software, se l'ultimo
arattere di ontrollo rievuto è un XOFF e se la dimensione del buer è sotto la soglia,
allora invio un XON.
Se il buer di riezione invee è vuoto ritorno il arattere 256 he orrisponde al
arattere di errore.
La funzione GetSIOString() fa sostanzialmente la stessa osa ripetuta per una
stringa intera.
SendSIOChar(), SendSIOString() Controllo la dimensione del buer da trasmet-
tere. Se superiamo la dimensione massima, o se è stato rievuto un XOFF on handshake
software abilitato allora ritorno un FALSE. In aso ontrario metto il arattere da tra-
smettere nel buer di trasmissione. Se non 'è nessuna trasmissione in orso (TXLibera
= 1) allora aggiorno il ag di trasmissione libera, metto RTS = 0 se non ho handsha-
ke hardware dopodihé invio il arattere. Se invee la linea di trasmissione è oupata,
inremento la dimensione del buer.
SendSIOString() fa sostanzialmente la stessa osa ripetuta però per tutta la stringa
da trasmettere.
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Seriali interne nell'ARM9 Passando al miroontrollore della Atmel, è neessario
modiare alune porzioni di odie per adattarlo alla nuova arhitettura. Come prima
osa, si tolgono tutti le parti riguardanti l'handshake hardware in quanto l'ARM9 gestise
in automatio le linee CTS e RTS.
La lettura del registro IIR per veriare se l'interruzione è generata da un buer di
trasmissione vuoto oppure da un RX Ready si trasforma nella lettura del registro US_CSR
ma il signiato rimane identio.
Le funzioni di lettura (inp) e srittura (outp) di un arattere su seriale diventano
rispettivamente rihiami alle API AT91F_SIO_Get e AT91F_SIO_Put.
Il le Sio. ontenente le funzioni di gestione delle seriali interne è stato ompleta-
mente rivisto, modiato e ristrutturato seondo la nuova arhitettura. Sono state tolte
le funzioni rimaste da modihe passate e non più usate. Sono state eliminate le variabili
dihiarate ma non usate. È stata rivista tutta l'indentatura del odie al ne di migliorare
la omprensibilità e la lettura da parte del programmatore.
Seriali esterne sulla sheda Intel La testata elettronia TE550 oltre alle due
seriali interne al miroproessore Intel, dispone di una seriale esterna (SIOEX_0) montata
sulla sheda CPU e no a 2 seriali esterne (SIOEX_1 e SIOEX_2) messe a disposizione
dalle shede aggiuntive e he si onnettono alla CPU tramite il bus parallelo. Tutte queste
porte seriali sono gestite dall'integrato ST16550.
Il le ST16550. raoglie tutte le funzioni per gestire tali porte. SendEXSIOStr() in-
via la stringa alla UART selezionata. La massima dimensione è vinolata da SIO_BUF_LEN
= 256 byte. È possibile riferirsi direttamente al buer di riezione mediante la struttura
SIO_EX[UART℄:
 SIO_EX[UART℄.LenRX: lunghezza del pahetto dati rievuto
 SIO_EX[UART℄.LenTX: lunghezza del pahetto dati da inviare
 SIO_EX[UART℄.BufRX[℄: buer di riezione
 SIO_EX[UART℄.BufTX[℄: buer di trasmissione
 SIO_EX[UART℄.BusyTX: (FALSE/TRUE) india se la seriale è in trasmissione
oppure no.
EXU_RS485() seleziona se utilizzare o no la gestione del possesso linea per la 485
nella UART passata ome argomento. Inne i sono le funzioni di interrupt per le UART
0, 1 e 2.
EXU_Init() Inizializza la UART esterna passata ome argomento della funzione.
Come prima osa rihiamo IndirizzaPuntatoriUART() he inizializza le variabili dei
registri dell'integrato on gli indirizzi deniti per ogni seriale. A questo punto imposto il
baud rate:
// *** CALCOLO DEL DIVISORE PER IL BAUD RATE ***


























// *** SETTAGGIO DEL BAUD RATE ***
_outp(EX_LCR,0x80); // divisor lath alto
_outp(EX_DLL,(unsigned har) (BaudDivisor % 256));
_outp(EX_DLM,(unsigned har) (BaudDivisor >> 8));
Il BaudDivisor viene alolato in base al valore di frequenza e baud-rate. Come
indiato sul datasheet è neessario settare il bit 7 del registro LCR dopodihé è possibile
aedere ai due registri (parte alta e parte bassa) per impostare il valore del baud rate.
A questo punto, sempre nel registro LCR imposto la parità, il numero di bit dati e
quelli di stop, inizializzo la struttura SIO_EX e onguro l'handshake.
Gestione delle interruzioni delle seriali esterne L'handler he gestise le inter-
ruzioni generate dalla seriale esterna SIO_EX0 deve essere ompletamente ristrutturato.
Il odie è riportato nella sezione E, pag. 113.
Come prima osa leggo i registri Interrupt Status Register (ISR) e Line Status Register
(LSR). Il primo i onsente di risalire alla sorgente dell'interruzione attraverso 4 bit. Finhé
ho interruzioni pendenti rimango in un ilo while() he gestise le varie sorgenti di
interruzione.
Se l'interruzione è dovuta ad un Reeived Data Ready o un Reeive Data time out
allora rimango in un ilo while() no a he è settato il bit Reeived Data Ready nel
registro LSR. All'interno di questo ilo metto nel buer di riezione il arattere rievuto.
Se è attivo l'handshake software ed il arattere rievuto è un XON allora azzero il ag
he mette in pausa la trasmissione e quindi riabilito la trasmissione dopodihé rihiamo
la funzione FillTxFIFO() he riempie la FIFO dell'integrato ST16550. Aumento la lun-
ghezza del buer di riezione. Se è abilitato l'handshake software e se ho superato la
soglia di dimensione buer, allora invio il arattere XOFF e setto il ag di Overrun. Se
invee è attivo l'handshake hardware metto a zero logio la linea RTS.
Se la sorgente di interruzione è un Transmitter Empty riempio il buer di trasmissione
della FIFO e rileggo i registri ISR e LSR.
Inne, se la sorgente è una variazione del Modem status Register, se è attivo l'hand-
shake hardware e se CTS = 0 allora setto il ag di pausa trasmissione. se invee CTS
= 1 azzero tale ag e riempio il buer di trasmissione.
Seriali esterne nell'ARM9 Tutte le funzioni inluse nel le ST16550. devono
essere mantenute perhé le seriali onnesse al bus parallelo sono gestite srivendo ad
opportuni indirizzi. Sarà suiente riadattare le funzioni di lettura e srittura e ridenire
orrettamente gli indirizzi.
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Il problema prinipale però è legato alla seriale SIO_0 he nel miro Atmel è interna.
In questo seondo passo di ompilazione si tende a mantenere la struttura il più possibile
fedele al odie per Intel. Tanto per fare un esempio, la funzione FillTxFIFO() he si
oupa di riempire il buer FIFO dell'integrato ST16550 viene modiata inserendo un
operatore if he identia il aso in ui la seriale su ui riempire il buer sia la SIO_0.
In questo aso non è possibile riempire il buer e pertanto i 16 byte di FIFO vengono
trasmessi immediamente.
In futuro si potrà organizzare meglio la struttura del odie, portando le funzioni
della ex SIO_0 nello stesso le e on le stesse modalità delle seriali interne all'Atmel. Per
esempio si potrebbe pensare di separare le funzioni FillTxFIFO() e SendEXSIOStr()
per la seriale SIO_0.
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5 Sviluppo hardware
In gura 20 sono mostrati i blohi hardware utilizzati dal nuovo miroproessore At-
mel. Si omettono al momento le linee di onnessione on la SDRAM in quanto non
interferisono on altre linee utilizzate.
Figura 20: Componenti hardware utilizzati.
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3 linee della USART US2 sono ondivise on le linee Chip Enable e Read Busy della
NAND Flash e on la linea LED1. Allo stato attuale del rmware si mantiene questa
ongurazione per sfruttare il più possibile la sheda di sviluppo. Queste tre linee in
realtà possono essere selte a piaimento e quindi sulla sheda prototipo utilizzeremo
altre linee libere.
Le 6 linee di I/O e quelle presenti sul onnettore del bus parallelo devono essere
riadattate al livello di tensione delle shede CMOD e di I/O e quindi è neessario portare
il livello logio alto da 3,3V a 5V.
Per quanto riguarda le porte seriali, lo standard RS232 ha la soglia a ±3V e quindi
potrei interfaiarmi direttamente. In realtà ho bisogno di una iruiteria esterna per
realizzare la omuniazione in modalità RS485 ome indiato nel datasheet (g. 21):
Figura 21: Connessione tipia su Bus RS485.
Si può risolvere on l'integrato MAX485 già presente sulla sheda on CPU Intel,
ma subentra un ulteriore problema. La omuniazione RS232 o RS485 viene speiata
agendo su un registro interno all'ARM9. Il problema è he l'ARM9 può omuniare diret-
tamente in RS232 utilizzando le linee di trasmissione e riezione, mentre per omuniare
in RS485 serve dell'hardware esterno. Alla lue di questo, si è deiso di riutilizzare gli
integrati già presenti sulla sheda on CPU Intel, riservando le varie linee di abilitazio-
ne ENRX e ENTX. Tali linee sono state prese sulla PIOB perhé pur essendo disponibili
sulla PIOC, non erano siamente raggiungibili sulla sheda di sviluppo. Sarà neessario
rimodiare le funzione di ongurazione delle seriali attivando o disattivando tali linee
a seonda del protoollo utilizzato.
Per quanto riguarda la seriale US2 (COM3) i segnali di abilitazione RS232, RS422 e
RS485 sono generati dall'integrato ST16C550. Con il nuovo hardware, i segnali di abilita-
zione devono essere forniti dalla CPU ATMEL. In partiolare si deve prestare attenzione
al segnale ENTX_485 generato indirettamente dalla funzione EXU_EnTX485().
Quando hiamo la funzione EXU_RS485 la trasmissione è disabilitata (OP1 = 0).
Se invee invoo la funzione EXU_RS422 abilito la trasmissione solo se passo ome
argomento Abilitazione = 1.
Per quanto riguarda il onnettore per il bus parallelo, si ha la neessità di adattare
i livelli di tensione da 3,3V a 5V. Per le linee unidirezionali he riguardano le linee di
indirizzo ed i segnali si ontrollo si possono ontinuare ad utilizzare i buer 74HC244 in
quanto aetta in ingresso una soglia minima di 2,0V per il livello logio alto.
Le 8 linee dati invee essendi bidirezionali, hanno bisogno di un integrato dediato
he è stato identiato nel 74LVC4245.
Tale integrato ha un segnale di abilitazione he posso ontrollare on il Chip Selet
e un segnale direzione he ontrollo on la linea di Write dell'ARM9. Vi sono sono poi
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8 linee dati Ahe si aaiano sul mondo a 5V e 8 linee dati Bper il mondo a
3,3V. Tutti i ritardi temporali introdotti da tale integrato sono tipiamente inferiori ai
5nS, quindi anhe ammesso he il miroontrollore ATMEL lavori a 200MHz e he ogni
istruzione venga eseguita in un 1 ilo di lok rientriamo nelle speihe.
Figura 22: Buer 3-State bidirezionale 74LVC4245.
5.1 Shema elettrio della sheda aggiuntiva
Lo shema elettrio della sheda da ollegare alla evaluation board per interfaiarsi on
le CMOD e le shede di I/O si può dividere in 4 blohi distinti.
Il primo bloo riguarda la onnesione on l'LKI (vedi g. 23). Si utilizzano i due
segnali RX e TX della US0 onnessi ad un MAX485 (la omuniazione on gli LKI è solo
in RS485). L'NE555 presente nel bloo è ongurato per funzionare ome monostabile.
La linea di trasmissione funge da segnale di trigger. In riezione l'usita del monostabile
è tale da porre i transeiver in riezione. Non appena si ha un dato in trasmissione, il
monostabile pone i transeiver ome trasmissione. In questo modo si evita di utilizzare
ulteriori linee della CPU. Il onnettore J2 serve per onnettere l'LKI.
Altri due blohi quasi identii (g. 24, 25) servono per interfaiare le altre due
porte seriali. Si utilizza un MAX202 per i segnali TX, RX, CTS e RTS e due integrati
MAX485 per la RS422 e la RS485.
Inne abbiamo un bloo riguardante l'hardware neessario per interfaiare il bus
dati, il bus indirizzi e gli altri segnali di ontrollo (g. 26).
Per quanto riguarda le alimentazioni, sono neessarie le tensioni +24V, +5V e +3.3V.
L'evaluation board fornise già la +5V e la +3.3V. La +24V dovrà essere erogata da un
alimentatore esterno. Dato he gli integrati da alimentare a +5V sono parehi, per non
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Figura 23: Shema elettrio per onnessione on LKI.
Figura 24: Shema elettrio per onnessione on la stampante.
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Figura 25: Shema elettrio per onnessione on il PC.
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Figura 26: Shema elettrio per interfaiarsi on il BUS parallelo.
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ariare troppo la sheda di sviluppo, si è deiso di utilizzare un regolatore di tensione
per generare la +5V dalla +24V.
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6 Collaudo della TE550
6.1 Controllo di un LKI on la DBGU
Dopo aver riadattato i vari blohi software e aver riompilato il tutto on il ompilatore
IAR, il passo suessivo per poter testare il orretto funzionamento del nuovo rmware,
è neessario sviluppare una sheda hardware on i omponenti neessari per interfaiarsi
on le shede CMOD, quelle di I/O e l'LKI.
In realtà, la sheda di sviluppo dispone di una porta seriale denominata DBGU he
omunia in RS232. Con un onvertitore RS232-RS485 è possibile interfaiarsi e omu-
niare on un LKI e veriare da subito il orretto funzionamente di alune porzioni di
odie.
6.1.1 DBGU
La DBGU (Debug Unit) è una UART a due linee he può essere utilizzata per debug e
trae. Può inoltre essere utilizzata ome generia porta seriale RS232.
I pin della DBGU sono multiplexati su linee PIO. In fase di programmazione andrà
ongurato il ontrollore PIO anhé il ontrollo di tali linee sia assegnato alla DBGU.
In partiolare le due linee sono mappate su PA9 e PA10 le quali risultano libere e quindi
possono essere assegnate alla DBGU senza ulteriori problemi.
Oltre al ontrollore PIO è neessario indiare al PMC di fornire il lok alla DBGU.
Figura 27: Diagramma a blohi funzionali DBGU.
Per onsentire alla DBGU di omuniare on l'LKI è neessario utilizzare un onver-
tirore RS232-RS485. A livello di odie abbiamo già visto nella sezione 4.2 (pag. 4.2)
ome ongurare la DBGU. Dopo aver opiato la diretory del progetto in una nuova
diretory, andremo a modiare il odie anhé la US0 diventi la DBGU.
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La seriale US0 viene inizializzata nel le SerialSet(). Il odie attualmente risritto
è il seguente:
// =================================================================
// INIZIALIZZAZIONE DELLA PORTA SERIALE US0
// =================================================================
// ***** Baur Rate *************************************************
sel_baud = 38400;
// sel_baud = 57600;
// sel_baud = 115200;
// ****** Configurazione bit, stop e parita' ***********************
sel_frame = SIO_8N1; // 8 bit data, 1 bit stop, parity none
// ****** Configurazione modalita' normale *************************
sel_frame |= AT91C_US_USMODE_NORMAL;
// **** abilito il lok per la seriale ****************************
AT91F_US0_CfgPMC();
// ***** onfiguro il PIO per l'uso della seriale ******************
AT91F_US0_CfgPIO();






// ***** abilito il rievitore ed il trasmettirore *****************
AT91F_US_EnableTx((AT91PS_USART) AT91C_BASE_US0);
AT91F_US_EnableRx((AT91PS_USART) AT91C_BASE_US0);






// ***** abilito le interruzioni ***********************************
AT91F_US_EnableIt((AT91PS_USART) AT91C_BASE_US0, AT91C_US_RXRDY
| AT91C_US_TXBUFE | AT91C_US_RXBUFF);
he viene risritto per l'utilizzo della DBGU ome segue:
// =================================================================
// INIZIALIZZAZIONE DELLA PORTA SERIALE DBGU (ex US0)
// =================================================================
// ***** Baur Rate *************************************************
sel_baud = 38400;
// sel_baud = 57600;
// sel_baud = 115200;
// ****** Configurazione bit, stop e parita' ***********************
sel_frame = SIO_8N1; // 8 bit data, 1 bit stop, parity none
// ****** Configurazione modalita' normale *************************
sel_frame |= AT91C_US_USMODE_NORMAL;
// **** abilito il lok per la seriale ****************************
AT91F_DBGU_CfgPMC();
// ***** onfiguro il PIO per l'uso della seriale ******************
AT91F_DBGU_CfgPIO();






// ***** abilito il rievitore ed il trasmettirore *****************
AT91F_US_EnableTx((AT91PS_USART) AT91C_BASE_DBGU);
AT91F_US_EnableRx((AT91PS_USART) AT91C_BASE_DBGU);







// ***** abilito le interruzioni ***********************************
AT91F_US_EnableIt((AT91PS_USART) AT91C_BASE_DBGU, AT91C_US_RXRDY
| AT91C_US_TXBUFE | AT91C_US_RXBUFF);
L'ID delle interruzioni non è più riferito alla US0 ma riguarda adesso le interruzioni
di sistema.
Nel le Sio. dobbiamo modiare l'array SIOAddBase[3℄ modiando l'indirizzo
AT91C_BASE_US0 on quello della DBGU.




6.1.2 Test di omuniazione on l'LKI
Reset ompleto Dopo aver ollegato l'LKI tramite seriale alla porta DBGU della
sheda di sviluppo, si passa al test funzionale del rmware. La prima istruzione he viene
inviata al display è quella di pulizia totale dello shermo, L'LKI di default mostra la sritta
oine e quindi i aspettiamo di veder somparire tale messaggio.
Emerge però un problema apparentemente legato alle interruzioni. Sostanzialmen-
te in aluni handler delle interruzioni vengono utilizzati i omandi di abilitazione e
disabilitazione generali delle interruzioni e questo produe il fallimento del program
ounter.
Le due istruzioni __enable_interrupt() e __disable_interrupt() agisono sui
due ag FIQ disable e IRQ disable del registro CPSR della CPU Atmel. Commentando
provvisoriamente tali instruzioni all'interno degli handler delle interruzioni si elimina il
problema legato al fallimento del program ounter.
Di default i due jumper JP4 e JP5 sono ongurati in modalità azzeramento totale.
Dopo una prima fase di sansione delle porte, si entra nella porzione di odie di an-
ellazione dello shermo. Il omando da inviare al display è strutturato ome già visto a
pagina 21.
Si invia il byte 0xDD di inizio omando, l'indirizzo 0x01, il omando 0x37 di lear
sreen, il numero di byte dati ompreso il heksum ed inne il heksum. Non essendoi
dati dal passare all'LKI, si hanno solo i due byte di heksum. L'intera stringa da inviare
all'LKI è dunque 0xDD013702FC79. Inviando tale stringa all'LKI e veriando passo passo
l'invio di iasun arattere, non si ottiene il risultato aspettato, ovvero il display non si
pulise.
Il problema è legato al odie del PIC all'interno dell'LKI. Non trasferendo aratteri
ASCII ma valori binari, il PIC non può sapere quando una stringa è terminata e quindi
onsidera terminata una trasmissione dopo 2ms dall'arrivo dell'ultimo byte. Ovviamente
eettuando un debug passo passo sull'ARM9, si superano di gran lunga i 2ms tra un byte
e il suessivo ed quindi la stringa non viene rionosiuta dall'LKI. È neessario quindi
inserire un breakpoint prima dell'inizio della trasmissione ed uno alla ne. Raggiunto il
primo breakpoint il debug prosegue in modalità run no al seondo breakpoint e si osserva
la orretta pulizia dello shermo.
L'invio di una stringa di dati all'LKI è gestita tramite interruzioni. Nel preedente
esempio di anellazione dello shermo, la funzione ClearLCDFrame() oltre a generare
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la stringa 0xDD013702FC79 si oupa anhe di inviare il primo byte 0xDD dopodihé
ontinua la normale eseuzione del odie. Al termine dell'invio di tale byte, la seriale
genera una interruzione di trasmettitore libero e all'interno dell'handler di tale interruzione
viene inviato il seondo byte e osì via. A dierenza del 386, si osserva he l'ARM9 ha
un omportamento dierente per quanto riguarda le interruzioni di trasmettitore libero.
Al termine dell'invio di un byte, viene generata un'interruzione e si entra nell'handler
he la gestise. Se però non vi sono altri aratteri da trasmettere, al termine di tale
handler, si rieve nuovamente una interruzione di trasmettitore libero e non si riese più
ad usire da tale ilo. Il proessore 386 dopo la prima interruzione di trasmettitore libero
non ne genera altre no a he non inizia una nuova trasmissione. Tale problema è stato
risolto disattivando manualmente le interruzioni al termine dell'invio dell'ultimo arattere
e riattivandole ogni volta he si trasmette un byte.
Alla ne si ottiene il orretto funzionamento della proedura di reset ompleto. Dopo
la anellazione dello shermo, ompare la mashera di rihiesta odie di aesso. Abbia-
mo quindi veriato subito il orretto funzionamento della tastiera e dopo aver immesso
il odie di aesso, l'LKI visualizza i risultati del reset (g. 28).
Figura 28: Messaggio di Reset Completo.
Riprogrammando il PIC dell'LKI è possibile variare il baud rate della omuniazione
seriale. Al momento tale valore è impostato a 38400 bps, he è il valore limite sostenibile
per il proessore 386. Con l'ARM9, tale omuniazione è stata veriata no a 115200
bps.
Modalità taratura Dopo aver veriato il orretto funzionamento della modalità
Reset Completo si passa a veriare la taratura. Il passaggio da una modalità di lavoro
ad un'altra, avviene modiando lo stato dei due jumper JP4 e JP5 he nel nostro aso
orrispondono a due pulsanti sulla sheda di sviluppo. Per la modalità taratura bisogna
inoltre spostare lo swith posto all'interno dell'LKI sul valore taratura.
Quello he i aspettiamo di vedere sul display è la rihiesta del odie operatore per
poter entrare suessivamente nel menu taratura (g. 29). Mandando in run il odie
viene reata orrettamente la mashera di rihiesta odie ma subito dopo il program
ounter perde il valore orretto e la CPU va a lavorare in aree di memoria non denite.
Il problema è legato a funzioni denite ome funzioni extra (perhé eseguite in inter-
valli temporali hiamati extra). Commentando tutta la parte riguardante la parte extra il
odie viene eseguito orrettamente.
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Figura 29: Menù taratura.
Lo shedulatore interno al odie esegue i vari omandi seondo delle tempistihe
predenite. Vengono sanditi iliamente i omandi da inviare o leggere dalle CMOD e
dagli LKI. Alla ne di ogni ilo vengono inserite le funzioni extra he si oupano ad
esempio di visualizzare l'ora e la data o altre informazioni utili. Per ogni LKI si possono
denire no a 4 funzioni extra (vedi sezione 4.3.1, pag. 51).
Il problema legato a tali funzioni extra è stato individuato nei tre array di aratteri
(TmpS[16℄, TmpS1[20℄ e TmpS2[16℄)utilizzati nella funzione. All'interno della funzione
Esegui_Comando_Extra() un operatore swith() ontrolla la variabile uiCmd e in base
al suo valore esegue una determinata porzione di odie. All'interno di ogni ase vengono
deniti aluni dei tre array di aratteri dopodihé troviamo il odie. Eettuando vari
test, si osserva he il problema è legato alla denizione all'interno di iuasun ase.
Conettualmente non ha molto senso dihiarare variabili all'interno di un ase se servono
per tutti i ase e quindi tale dihiarazione è stata portata fuori dallo swith. Così faendo
si risolve il problema iniziale.
Probabilmente la dihiarazione di variabili all'interno di iasun ase satura la di-
mensione massima dello stak.
Modalità lavoro Spostando il selettore interno all'LKI su lavoro, si entra nella moda-
lità di lavoro della testata elettronia. Tale modalità genererà siuramente errore perhé
non sono presenti shede CMOD, ma è utile veriare la presenza di eventuali altri errori.
All'avvio viene visualizzata una shermata he riporta la versione del rmware ed
eventuali errori riguardanti RAM, FLASH e altro hardware (g. 30).
Suessivamente viene eettuato il test degli otto visualizzando la mashera di ero-
gazione on i valori tutti a otto, ed inne dovrebbe essere visualizzata la mashera di
erogazione ompleta (g. 31). In realtà non avendo shede CMOD onnesse, la mashera
di erogazione riporta solamente un messaggio di errore (nello speio errore 118).
6.2 Test hardware: omuniazione seriale on la stam-
pante
In attesa della sheda aggiuntiva desritta in preedenza, è possibile testare la omuni-
azione seriale on la stampante e on il Personal Computer. Per tale test, è suien-
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Figura 30: Menù taratura.
Figura 31: Modalità lavoro.
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te utilizzare un unio integrato (MAX202) on qualhe altro omponente esterno ome
indiato nello shema 32.
Figura 32: Shema elettrio per l'interfaiamento on le porte seriali.
Come primo test possiamo onnettersi alle porte PC12 e PC13 dell'ARM9 e veriare
il funzionamento della stampante. La stampante (modello TM-U295) è in grado di stam-
pare un artellino al termine di ogni erogazione, oppure stampare la lista dei parametri o
altro anora. Un esempio di stampa al termine dell'erogazione è riportato in gura 33
Non potendo al momento eettuare una erogazione, si opta per la stampa dei para-
metri. Dal menù taratura si seleziona la lista dei parametri poi on il tasto F1 presente
sull'LKI è possibile stampare tale lista.
La omuniazione seriale on la stampante ha un baud rate sso di 9600 bps.
6.3 Test hardware: omuniazione seriale on il PC
Terminati i test on la stampante, la shedina on il MAX202 viene spostata sulla seriale di
omuniazione verso il Personal Computer. Un primo test può essere eettuato inviando
dei omandi tramite il terminale del sistema operativo.
Per un test più aurato è neessario installare un software denominato VET he è
in grado di omuniare on la TE550. Tramite tale software si ha un ontrollo pressohé
totale della testata elettronia (vedi gura 34).
Di default la omunazione è impostata a 9600 bps e ome prova abbiamo sariato su
PC la lista dei parametri e dopo averne modiati aluni li abbiamo ritrasmessi all'ARM9.
Quello he si osserva è he il VET restituise un errore di salvataggio su Flash, nonostante
i dati orrettamente salvatati sulla NAND Flash.
Il problema è legato alla ondivisione delle due linee TX a RX della seriale PC on
alune linee della NAND Flash. In pratia al termine della srittura sulla NAND Flash i
segnali CE e R/B orrompono il pahetto di risposta sulla seriale. I dati vengono sritti
orrettamente, ma il pahetto di risposta verso il PC è errato.
Un veria denitiva potrà essere eettuata solamente on la sheda prototipo.
La seriale on il PC è stata testata on un avo di ira 6 metri no a 57600 bps.
Oltre tale valore la omuniazione fallise. Probabilmente on un avo più orto e di
migliore qualità è possibile aumentare ulteriormente il baud rate. La lunghezza massima
dei avi per la omuniazione seondo lo stantard RS232 non è ben denita. La EIA
29
stabilise una lunghezza massima di 15 metri (50ft) ma in ogni aso la apaità del avo
non deve superare i 2,5 nF. La Texas Instruments eettuando test sperimentali a diversi




Figura 33: Cartellino al termine di una erogazione.






Figura 34: VET: shermata di gestione parametri.
6.4 Test srittura e lettura eventi
Anhe senza sheda CMOD, è possibile simulare la srittura su RAM degli eventi, e la
srittura su Flash dei totalizzatori. Per tale veria, è suiente inserire due blohi di
odie nel main() ontenenti i rispettivi omandi di srittura.
Per l'evento si riorre alla funzione AddEventoErogazione() avendo denito in pre-
edenza la struttura StampePendenti.Erogazione[Addr-1℄.Evento ome nell'esem-
pio:
/* simulazione evento */
har Addr;
Addr = 1;
























































mempy(StampePendenti.Erogazione[Addr-1℄.Evento.Log.Erogazione.NomeCMOD , "*", 1);
AddEventoErogazione(Addr, TRUE);
Per veriare la orretta srittura dell'evento è suiente entrare nel menù taratatura
e visualizzare la lista eventi ome indiato in gura 35:
6.5 Test srittura e lettura totalizzatori
La srittura su ash dei totalizzatori si può simulare rihiamando la funzione Write
TotalizzatoreFLASH() indiando il tipo ti totalizzatore (KEY_TOT_TRAFILATO) ed il
numedo della sheda CMOD. In analogia a quanto già visto per la srittura degli eventi,







I valori dei totalizzatori sono deniti ome interi anhe se le due ifre deimali meno
signiative indiano la parte deimale. 123400 viene visualizzato sull'LKI ome 1234,00.
La orretta srittura su ash si può failmente veriare entrando in modalità lavoro. Il
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Figura 35: Menù eventi.
valore del totalizzatore presente in ash verrà mostrato in una delle mashere disegnate
sul display.
6.6 Test di omuniazione on la CMOD
Purtroppo non è stato possibile eettuare il ollaudo della omuniazione on le shede
CMOD tramite bus parallelo a ausa della mananza della sheda di interfaiamento.
Come già visto in preedenza, per poter onnettere la nuova sheda CPU on il bus
parallelo, sono neessari degli integrati in grado di adattare il livello di tensione +3.3V
dell'ATMEL on i +5V del bus.




La nuova CPU ATMEL ore prestazioni nettamente migliori rispetto alla CPU Intel in
partiolare per quanto riguarda il tempo di eseuzione delle singole istruzioni. Un primo
inremento prestazionale della TE550 può essere ottenuto aumentanto il baud rate delle
omuniazioni seriali e diminuendo le tempistihe dello shedulatore interno.
7.1 Inremento del baud rate
Per quanto riguarda le omuniazioni seriali abbiamo già veriato la possibilità di au-
mentare il baud rate rispetto alla sheda on CPU Intel. Sulla vehia sheda, il baud
rate impostato di default è:
 38400 bps per la omuniazione on l'LKI
 9600 bps per la omuniazione on il PC
 9600 bps per la omuniazione on la stampante
La seriale he omunia on l'LKI è stata portata a 115200 bps riprogrammando il PIC
interno all'LKI. L'inremento del baud rate è del 200%. La onseguenza di tale inremento
è una risposta più veloe del display e della tastiera. Le mashere vengono disegnate
più veloemente sul display ed è possibile immettere dati da tastiera più rapidamente.
L'utilizzatore nale della TE550 interagise on una interfaia più reattiva.
La seriale di omuniazione on il PC lavora di default a 9600 bps, anhe se tale
valore è modiabile dalla lista dei parametri della TE550. In laboratorio abbiamo portato
il baud rate a 57600 bps (+500%). Questo si riperquote sull'utilizzo del VET. Il download
e l'upload della lista parametri e della lista degli eventi è molto più rapida.
Rimane inne la seriale della stampante. La stampante può lavorare on 4 dierenti
baud rate no a 9600 bps, quindi non è possibile aumentare tale valore ulteriormente.
Questo non è un grosso problema in quando la meania di stampa non riusirebbe
omunque a smaltire la oda di stampa. Il buer interno è di 512 byte ed ogni riga
stampata sono 35 aratteri. I totale quindi, la stampante riese a memorizzare no a 14
righe omplete. La trasmissione di 14 righe rihiede un intervallo di tempo di un ordine
di grandezza inferiore al seondo, mentre la stampa di tali righe rihiede un intervallo
temporale di almeno un ordine di grandezza superiore al seondo.
7.2 Ottimizzazione dello shedulatore
Abbiamo già visto la struttura dello shedulatore e le sue tempistihe (sezione 4.3.1, pag.
51). Abbiamo inoltre già visto he la CPU ATMEL riese a omuniare sulle porte seriali
on un baud più elevato rispetto alla CPU Intel e lavorando on un lok di 190MHz
(ontro i 32MHz dell'80386) è hiaro he le tempistihe dello shedulatore possono essere
riviste e ottimizzate.
Come primo test in laboratorio, abbiamo dimezzato tutti i tempi veriando un
eettivo inremento di risposta da parte dell'LKI.
Per ottimizzare al meglio le tempistihe è neessario riorrere a misure di laborato-
rio tramite osillosopio digitale. Questa operazione in realtà non ha molto senso fatta
sull'attuale struttura del odie, he riordiamo essere stato progettato per l'Intel 80386.
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7.3 Ottimizzazione della struttura del odie
L'ottimizzazione nale riguarda la struttura del odie. Molte selte progettuali del rm-
ware sono legate alle sarse prestazioni dell'Intel 386. Una mashera da disegnare sul
display può essere suddivisa in più mashere semplii da passare di volta in volta all'LKI.
Preso ad esempio la modalità taratura, abbiamo già visto he in 960ms vengono eseguite
8 operazioni legate all'LKI. Può essere neessario quindi anhe più di un seondo per
disegnare un'intera mashera sul display.
Se il miroontrollore ATMEL riusisse a disegnare tutta la mashera in un'unia
operazione avremmo il doppio vantaggio di un odie più semplie e prestazioni migliori.
Modiare la struttura del rmware è in realtà un'impresa abbastanza omplessa he
rihiede un'analisi preliminare molto attenta.
Riordiamo inne he il rmware deve rispondere agli standard OIML R117 e WEL-
MEC 7.2.
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A Codie LEDs blink
/*************************************************************************
*
* Used with ICCARM and AARM.
*
* () Copyright IAR Systems 2006
*
* File name : main.
* Desription : Define main module
*
* History :
* 1. Data : Marh, 30 2006
* Author : Stanimir Bonev
* Desription : Create
*
* This example projet shows how to use the IAR Embedded Workbenh
* for ARM to develop ode for the Atmel AT91SAM9261 evaluation boards.
* It shows basi use of parallel I/O, timer and the interrupt ontroller.
*




* Set J12 (VDDCORE)
* Set J8 (VDDOSC VDDPLL)
* Set J13 (FORCE POWER ON)
* Remove J4 (BOOT MODE SELECT)
* Set J21 on 1-2 position
*






#define USR_LED1_ON() AT91F_PIO_ClearOutput(AT91C_BASE_PIOA, USR_LED1)
#define USR_LED1_OFF() AT91F_PIO_SetOutput(AT91C_BASE_PIOA, USR_LED1)
#define USR_LED2_ON() AT91F_PIO_ClearOutput(AT91C_BASE_PIOA, USR_LED2)
#define USR_LED2_OFF() AT91F_PIO_SetOutput(AT91C_BASE_PIOA, USR_LED2)
typedef void (*VoidFpnt_t)(void);
//* system timer ounter
volatile unsigned int StTik;
/*************************************************************************





* Desription: Periodi Timer Interrup Handler
*
*************************************************************************/
__irq __arm void AT91F_SysHandler(void)
{
volatile int StStatus;

























// Init AIC ontroller
// Reset all soure vetor and soure mode registers









// Clear AIC stak




AT91C_BASE_AIC->AIC_SPU = (unsigned int) AT91F_SpuriousHandler;
AT91C_BASE_AIC->AIC_DCR = 1;




// Read the system timer status register
AT91F_PITGetPIVR(AT91C_BASE_PITC);
StTik = 0;
AT91F_AIC_ConfigureIt ( AT91C_BASE_AIC, // AIC base address
AT91C_ID_SYS, // System peripheral ID
AT91C_AIC_PRIOR_HIGHEST, // Max priority







// ~ Tik 0.5 se BLINK User LED1









// ~ Tik 1 se BLINK User LED1















// CHIUSURA DI TUTE LE VALVOLE
//--------------------------------------------------------------------
SriviUsitaCPU_OFF( CPU_OUT1 | CPU_OUT2);
SriviUsitaOFF(1, POMPA | VALVOLA_BF | VALVOLA_AF | AUX);
SriviUsitaOFF(2, POMPA | VALVOLA_BF | VALVOLA_AF | AUX);
SriviUsitaOFF(3, POMPA | VALVOLA_BF | VALVOLA_AF | AUX);
SriviUsitaOFF(4, POMPA | VALVOLA_BF | VALVOLA_AF | AUX);
SriviUsitaEXTRA_OFF( EXTRA_OUT35 | EXTRA_OUT36 | EXTRA_OUT37 | EXTRA_OUT38);
// *************************************************
// *** Riabilito il WD spento durante lo startup ***
// *************************************************
_SetEXRegByte(P2CFG, 0xFF); // Setto P2.4 ome CS per riabilitare il WD
_SetEXRegByte(P2LTC, 0x00); // Setto P2.4 ome CS per riabilitare il WD
_SetEXRegByte(P2DIR, 0x00); // Setto P2.4 ome CS per riabilitare il WD
// Rinfreso WD
_RefreshWD(uWD);
// Selta dello savallamento totalizzatore
OVERFLOW_TOTALIZZATORE = (double) 99999999L;
OVERFLOW_TOTALIZZATORE = OVERFLOW_TOTALIZZATORE * (double)100;









// I bit 0 e 1 li pongo ad 1 perhe' i pin sono usati ome ingressi
UsiteCPU = 0x03;
//--------------------------------------------------------------------
// CONFIGURAZIONE PIEDINI PER IN/OUT SU SCHEDA CPU
//--------------------------------------------------------------------
_SetEXRegByte(P3CFG, (_GetEXRegByte(P3CFG) & 0xCF)); // P3.5 = In1, P3.4 = In2
_SetEXRegByte(P3DIR, (_GetEXRegByte(P3DIR) | 0x30));
_SetEXRegByte(P1LTC, (_GetEXRegByte(P1LTC) | 0x03)); // P1.0 - P1.1 = In3 e In4 usite
_SetEXRegByte(P1CFG, (_GetEXRegByte(P1CFG) & 0xF0)); // P1.0 = In3, P1.1 = In4
_SetEXRegByte(P1DIR, (_GetEXRegByte(P1DIR) | 0x03)); // P1.2 = Out1, P1.3 = Out2
_SetEXRegByte(P1DIR, (_GetEXRegByte(P1DIR) & 0xF3));
// //--------------------------------------------------------------------
// // ABILITAZIONE INTERRUPT INT4 PER COMUNICAZIONE PARALLELA PIC
// // ***** DISABILITATO!!! IL PIC NON UTILIZZA PIU' L'INTERRUPT *****
// //--------------------------------------------------------------------
// // Abilito Interrupt INT4 (IR0 Slave -> 8..15)
// SetIRQVetor( Isr_TestBusPIC, 8, INTERRUPT_ISR);
// Disable8259Interrupt(0, IR0);
//--------------------------------------------------------------------
// CONFIGURAZIONE PIEDINI PER I2C (RTC) + START RTC
//--------------------------------------------------------------------






// ABILITAZIONE INTERRUPT SERIALE UART EX0
//--------------------------------------------------------------------
// Abilito il pin INT1 ome ingresso per interrupt
_SetEXRegByte(P3DIR, (_GetEXRegByte(P3DIR) | 0x08));
_SetEXRegByte(P3CFG, (_GetEXRegByte(P3CFG) | 0x08));
// Assoio IR5 del master all'ISR del 16C550:
// IR0-7 MASTER -> 0..7 , IR0-7 SLAVE -> 8..15
SetIRQVetor( Isr_16550_UART0, 5, INTERRUPT_ISR);
// Abilito l'interrupt IR5 del master
Enable8259Interrupt(IR5, 0);
// Assoio IR7 del master (INT3 / Spurious Interrupt) ad una ISR
SetIRQVetor( Isr_SpuriousInt, 7, INTERRUPT_ISR);













// ABILITAZIONE INTERRUPT SERIALE UART EX1
//--------------------------------------------------------------------
// Program hip onfiguration registers
_SetEXRegByte(INTCFG, _GetEXRegByte(INTCFG)|0x01);
// Assoio IR0 dello slave all'ISR del 16C550:
// IR0-7 MASTER -> 0..7 , IR0-7 SLAVE -> 8..15
SetIRQVetor( Isr_16550_UART1, 8, INTERRUPT_ISR);




















// ABILITAZIONE INTERRUPT RTC DS1375
//--------------------------------------------------------------------
// Abilito il pin INT0 ome ingresso per interrupt
_SetEXRegByte(P3DIR, (_GetEXRegByte(P3DIR) | 0x04));
_SetEXRegByte(P3CFG, (_GetEXRegByte(P3CFG) | 0x04));
//--------------------------------------------------------------------





mempy(StartupStr[0℄, "                    ", 20);
mempy(StartupStr[1℄, "                    ", 20);
mempy(StartupStr[2℄, "                    ", 20);
//--------------------------------------------------------------------















// TEST HARDWARE: WATCHDOG (solo in aso di lavoro normale)
//--------------------------------------------------------------------
// if ( (fJMP4 == FALSE) && (fJMP5 == FALSE) )
// ||
// ( (fJMP4 == TRUE) && (fJMP5 == FALSE) )
{TestWD();}
//--------------------------------------------------------------------
// CHIUSURA DI TUTE LE VALVOLE
//--------------------------------------------------------------------
SriviUsitaCPU_OFF( CPU_OUT1 | CPU_OUT2);
SriviUsitaOFF(1, POMPA | VALVOLA_BF | VALVOLA_AF | AUX);
SriviUsitaOFF(2, POMPA | VALVOLA_BF | VALVOLA_AF | AUX);
SriviUsitaOFF(3, POMPA | VALVOLA_BF | VALVOLA_AF | AUX);
SriviUsitaOFF(4, POMPA | VALVOLA_BF | VALVOLA_AF | AUX);
SriviUsitaEXTRA_OFF( EXTRA_OUT35 | EXTRA_OUT36 | EXTRA_OUT37 | EXTRA_OUT38);
//--------------------------------------------------------------------








C Inizializzazione delle porte seriali
Funzione SerialSet() per la CPU Intel:
void SerialSet()
{
unsigned int sel_baud, idx_sio;
har int_soure, sel_flow, sel_frame;
/* Seriale 0 = UTILIZZATA PER COMUNICAZIONE CON LKI */
idx_sio = 600; //IDX_P600;
sel_baud = 38400;
// sel_baud = 57600;




























/* Seriale 1 = COM1 CONFIGURABILE */
idx_sio = 610; //IDX_P610;





















































// Selezione funzionamento seriale: RS232
if (ValPar(311)->Opzione == 0)
{
// Tipo di handshake:
swith(ValPar(313)->Opzione)
{
















// Selezione funzionamento seriale: RS422 o RS485
if (





































Funzione SerialSet() per la CPU Atmel:
void SerialSet()
{
unsigned int sel_baud, sel_frame;
sel_frame = 0;
// =================================================================
// INIZIALIZZAZIONE DELLA PORTA SERIALE US0
// =================================================================
sel_baud = 38400;
// sel_baud = 57600;
// sel_baud = 115200;
/****** Configurazione bit, stop e parita' ************************/
sel_frame = SIO_8N1; // 8 bit data, 1 bit stop, parity none
/****** Configurazione modalita' normale o 485 ********************/
sel_frame |= AT91C_US_USMODE_RS485;
// sel_frame |= AT91C_US_USMODE_NORMAL;
/***** abilito il lok per la seriale ****************************/
AT91F_US0_CfgPMC();
/***** onfiguro il PIO per l'uso della seriale *******************/
AT91F_US0_CfgPIO();




















// INIZIALIZZAZIONE DELLA PORTA SERIALE US1
// =================================================================















































/***** Selezione funzionamento seriale: RS232 *******************/



















/***** Selezione funzionamento seriale: RS422 o RS485 ***********/
if ( (ValPar(311)->Opzione == 1) || (ValPar(311)->Opzione == 2) )
{
// Tipo di handshake:
swith(ValPar(313)->Opzione)
{










/***** abilito il lok per la seriale ****************************/
AT91F_US1_CfgPMC();
/***** onfiguro il PIO per l'uso della seriale *******************/
AT91F_US1_CfgPIO();






/***** abilito il rievitore ed il trasmettirore ******************/
AT91F_US_EnableTx((AT91PS_USART) AT91C_BASE_US1);
AT91F_US_EnableRx((AT91PS_USART) AT91C_BASE_US1);










// INIZIALIZZAZIONE DELLA PORTA SERIALE US2 - RS232
// =================================================================
/***** modalita' RS232 *********************************************/
sel_frame |= AT91C_US_USMODE_NORMAL;
















































/***** Tipo di handshake ******************************************/
swith(ValPar(323)->Opzione)
{









sel_frame |= AT91C_US_USMODE_HWHSH; //handshake hardware
break;
}
/***** abilito il lok per la seriale ****************************/
AT91F_US2_CfgPMC();
/***** onfiguro il PIO per l'uso della seriale *******************/
AT91F_US2_CfgPIO();





















void SerialeInt( UCHAR SIOGenInt )
{
har val_reg, msr, reeived_har, reeived_ok;
/* ontrollo CTS in aso di abilitazione handshake HW (RS232) */
if(SIOFlow[SIOGenInt℄ == RTSCTS232 )
{
msr = inp( SIOAddBase[SIOGenInt℄ + MSR ) & 0x10;
if(msr == 0x10) /*dato he si tratta del omplemento */
/*dell'ingresso CTS => CTS = OFF, */
/*quindi deve essere sospesa la */
/*trasmissione; */
/*si riprogramma IER per generare */
/*solo interrupt in riezione e per */






else /*dato he si tratta del omplemento */
/*dell'ingresso CTS => CTS = ON, */
/* quindi e' possibile attivare la */
/* trasmissione; */
/*si riprogramma IER per generare */
/*interrupt in riezione,trasmissione*/







/* Lettura registro IIR */
val_reg = inp( SIOAddBase[SIOGenInt℄ + IIR ) & 0x06;
while(val_reg != 0)
{
swith ( val_reg )
{
ase 2: // Buffer Trasmissione Vuoto
/* nel aso di abilitazione handshake HW ome prima osa */
/* si va a ontrollare la possibilita' di trasmettere, */
/* ovvero lo stato del bit CTS (RS232). */
if(SIOFlow[SIOGenInt℄ == RTSCTS232 )
{
msr = inp( SIOAddBase[SIOGenInt℄ + MSR ) & 0x10;
if(msr == 0x10) /*dato he si tratta del omplemento */
/*dell'ingresso CTS => CTS = OFF, */
/*quindi deve essere sospesa la */
/*trasmissione; */
/*si riprogramma IER per generare solo */
/*interrupt in riezione e per */





break; /* se CTS = OFF non si trasmette */
/* alun arattere. */
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}}
if ( DimensioneTX[SIOGenInt℄-- )
{ // Se la stringa da trasmettere non e' finita...
// Se sto inviando un byte verso i moduli LKI/CMOD (SIO_0)








} // invio il arattere e imposto il puntatore
else
{ // se e' finita...
DimensioneTX[SIOGenInt℄=0; //. metto dimensione a zero.
TXLibera[SIOGenInt℄=TRUE; //. metto il flag di libero.
#ifdef ORIGINAL




/* Disabilita il buffer di usita in 422 */
{
/* ritardo neessario per non perdere l'ultimo arattere*/
/* N.B.: e' dipendente dalla freq. do lok della CPU o */
/* dai wait-state */
while ( (inp(SIOAddBase[SIOGenInt℄ + LSR ) & 0x40) == 0);
SioMr[SIOGenInt℄ |= SIO_MCR_RTS;





ase 6: // o si hanno ontemporaneamente interrupt in
// trasmissione e riezione
if (inp( SIOAddBase[SIOGenInt℄ + LSR ) & 0x0E)
{ // se i sono errori nel hr rievuto...
break; // esi
}
/* memorizzazione arattere rievuto da seriale */
reeived_har = inp( SIOAddBase[SIOGenInt℄ + RBR );
reeived_ok = 1;
if((SIOFlow[SIOGenInt℄ == XONXOFF232 ||
SIOFlow[SIOGenInt℄ == XONXOFF422_485) &&
(reeived_har == XON || reeived_har ==XOFF))
{ /* in aso di riezione XON o XOFF on tale */
/* protoollo abilitato non si inserise il */













/* se abilitato handshake HW (RS232) */
/* RTS = 1 finhe' buffer non ompleto */
if(SIOFlow[SIOGenInt℄ == RTSCTS232 )
{
SioMr[SIOGenInt℄ |= SIO_MCR_RTS;





/* se abilitato handshake HW (RS232)*/
/* RTS = 0 poihe' buffer pieno */
if(SIOFlow[SIOGenInt℄ == RTSCTS232 )
{















// imposta puntatore e dimensione
if(SIOFlow[SIOGenInt℄ == XONXOFF232 ||
SIOFlow[SIOGenInt℄ == XONXOFF422_485)
{
/*se e' abilitato il protoollo Xon/Xoff e' neessario*/



















val_reg = inp( SIOAddBase[SIOGenInt℄ + IIR ) & 0x06;
}
/* reset eventuali interrupt "pendenti" mediante lettura di LSR e MSR */
inp( SIOAddBase[SIOGenInt℄ + LSR );








INTReq = (_inp(EX_ISR0) & 0x0F);
TempLSR = _inp(EX_LSR0);
/* EX_ISR = 0x01 : No interrupt pending */
while (INTReq != 0x01)
{
// Distinguo il tipo di interrupt: RX Trigger (14 byte / 1 byte RX) ------ PRIORITA' 1





// Controllo XON/XOFF (RX) ...........................................
if (SIO_EX[0℄.fUsaXonXoff == TRUE)
{










// Se e' abilitato handshake, ontrollo superamento buffer RX .......
if ((SIO_EX[0℄.fUsaXonXoff == TRUE) && (SIO_EX[0℄.fOverrunRX == FALSE)





if ((SIO_EX[0℄.fUsaRtsCts == TRUE) && (SIO_EX[0℄.fOverrunRX == FALSE)
&& (SIO_EX[0℄.LenRX >= (SIO_BUF_LEN-SIO_HNDSK_ADV_RX)))
{
TMP_REG = _inp(EX_MCR0);




SIO_EX[0℄.LenRX = SIO_EX[0℄.LenRX % SIO_BUF_LEN;
TempLSR = _inp(EX_LSR0);
}
INTReq = (_inp(EX_ISR0) & 0x0F);
TempLSR = _inp(EX_LSR0);
}
// Distinguo il tipo di interrupt: TimeOut RX (RX terminata) ------ PRIORITA' 2
if ( INTReq & 0x0C )
{
while (TempLSR & 0x01)
{
SIO_EX[0℄.BufRX[SIO_EX[0℄.LenRX℄ = _inp(EX_RHR0);
// Controllo XON/XOFF (RX) .............................................
if (SIO_EX[0℄.fUsaXonXoff == TRUE)
{
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// Se e' abilitato handshake, ontrollo superamento buffer RX .........
if ((SIO_EX[0℄.fUsaXonXoff == TRUE) && (SIO_EX[0℄.fOverrunRX == FALSE)





if ((SIO_EX[0℄.fUsaRtsCts == TRUE) && (SIO_EX[0℄.fOverrunRX == FALSE)
&& (SIO_EX[0℄.LenRX >= (SIO_BUF_LEN-SIO_HNDSK_ADV_RX)))
{
TMP_REG = _inp(EX_MCR0);




SIO_EX[0℄.LenRX = SIO_EX[0℄.LenRX % SIO_BUF_LEN;
TempLSR = _inp(EX_LSR0);
}
INTReq = (_inp(EX_ISR0) & 0x0F);
TempLSR = _inp(EX_LSR0);
}
// Distinguo il tipo di interrupt: TX pronto -------------------- PRIORITA' 3
if ( INTReq & 0x02 )
{
FillTxFIFO(SIOEX_0);
INTReq = (_inp(EX_ISR0) & 0x0F);
TempLSR = _inp(EX_LSR0);
}
// Distinguo il tipo di interrupt: MODEM STATUS REGISTER variato --------- PRIORITA' 4
if ( INTReq == 0x00 )
{
// Controllo CTS
if (SIO_EX[0℄.fUsaRtsCts == TRUE)
{
// Se /CTS = 0, allora CTS = 1:
if ((_inp(EX_MSR0) & 0x10) == 0)
{SIO_EX[0℄.fPausaTX = TRUE;}
// Se /CTS = 1, allora CTS = 0:















Figura 36: Pannello Test.
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