Unitat de control per un sistema autònom d'anàlisi del moviment humà by Torrent Poch, Marc
Unitat de Control per un Sistema Autònom d'Anàlisi del Moviment Humà
    
Índex de continguts
Capítol 1. Introducció......................................................................................................................3
1.1. Objectius..............................................................................................................................4
1.2. Especificacions.....................................................................................................................5
1.3. Antecedents..........................................................................................................................7
Capítol 2. Components del sistema..................................................................................................9
2.1. Microcontrolador dsPIC30F3014........................................................................................9
2.1.1. Estructura....................................................................................................................10
2.1.2. Característiques..........................................................................................................12
2.1.3. Eines de programació.................................................................................................14
2.2. Memòria microSD..............................................................................................................15
2.2.1. Característiques..........................................................................................................17
2.3. Comunicacions per Bluetooth............................................................................................20
2.3.1. Característiques..........................................................................................................22
2.4. Acceleròmetre AMI601......................................................................................................25
2.4.1. Principi de funcionament............................................................................................26
2.4.2. Característiques..........................................................................................................28
2.4.3. Convertidor de nivells lògics......................................................................................30
2.5. Giroscopi ADIS16100........................................................................................................31
2.5.1. Principi de Funcionament...........................................................................................32
2.5.2. Característiques..........................................................................................................34
2.6. Regulació de tensions.........................................................................................................37
Capítol 3. Disseny del Hardware...................................................................................................39
3.1. Disseny dels esquemàtics...................................................................................................39
3.2. Disseny dels PCB...............................................................................................................49
Capítol 4. Disseny del programa....................................................................................................53
4.1. Flux del programa principal...............................................................................................53
4.2. Adquisició de dades de l'acceleròmetre.............................................................................55
4.2.1. Protocol I2C...............................................................................................................55
4.2.2. Característiques del bus..............................................................................................56
4.2.3. El perifèric I2C...........................................................................................................59
4.2.4. Funcions bàsiques.......................................................................................................62
4.2.5. Interfície amb l'acceleròmetre AMI601......................................................................63
1
Projecte Final de Carrera
4.3. Adquisició de dades del giroscopi......................................................................................64
4.3.1. Protocol SPI................................................................................................................65
4.3.2. Modes de funcionament.............................................................................................67
4.3.3. Funcionament del perifèric.........................................................................................68
4.3.4. Funcions bàsiques.......................................................................................................70
4.3.5. Interfície amb el giroscopi ADIS16100......................................................................71
4.4. Tractament de les dades.....................................................................................................73
4.5. Emmagatzemament en memòria........................................................................................74
4.5.1. Accés a la targeta........................................................................................................75
4.5.2. La llibreria SD............................................................................................................80
4.5.3. El format FAT16.........................................................................................................83
4.5.4. La llibreria FAT16......................................................................................................87
4.6. Transmissió de dades per Bluetooth...................................................................................93
4.6.1. Port de comunicació sèrie UART...............................................................................94
4.6.2. Funcionament del perifèric.........................................................................................95
4.6.3. Interfície amb el dispositiu Bluetooth ESD200..........................................................98
4.6.4. Programa del Bluetooth..............................................................................................99
Capítol 5. Anàlisi de les senyals..................................................................................................101
5.1. Software Labview............................................................................................................101
5.2. Software Matlab...............................................................................................................106
Capítol 6. Experiments realitzats.................................................................................................109
Capítol 7. Conclusions.................................................................................................................115
Capítol 8. Bibliografia.................................................................................................................117
Annex A. Esquemàtics i PCBs.....................................................................................................119
Annex B. Codi de programa........................................................................................................123
2
Unitat de Control per un Sistema Autònom d'Anàlisi del Moviment Humà
Capítol 1. Introducció
La quantificació  de  l'activitat  física  i  la  mesura  del  moviment  és  un  factor  determinant  en
l'avaluació de la qualitat de vida de les persones amb mobilitat reduïda o de la tercera edat. La
creixent edat de la població en els països amb un índex  de desenvolupament més elevat ha tingut
des de ja fa anys un fort impacte en els sistemes hospitalaris i de la salut. Amb tot, està previst
que  l'impacte  augmenti  en  els  propers  anys  en  les  nacions  industrialitzades  degut  a  la  gran
davallada de la mortalitat, amb un increment dramàtic en el nombre de persones que necessitaran
d'assistència. Per exemple, als Estats Units d'Amèrica es preveu que a l'any 2050 la taxa de
persones vivint al seu propi domicili, però requerint algun tipus d'ajuda assistencial, es tripliqui
passant dels 0.8 milions actuals als 2.6 milions.
Les malalties cròniques com la artritis i les malalties cardiovasculars i neuronals degeneratives
tenen com a conseqüència una limitació en la mobilitat i l'activitat física diària de les persones
afectades. La mesura i l'anàlisi de l'activitat física d'aquestes persones en la seva vida quotidiana
pot permetre un estudi més detallat dels problemes que pateixen i conduir cap a una millora en la
assistència i en els tractaments mèdics. A més, la mesura ininterrompuda de l'activitat durant les
24 hores del dia pot ser també útil en l'assistència al comportament postural. Per altra banda, una
de les preocupacions més grans en persones de mobilitat reduïda i sobretot en la gent gran, és el
risc que es produeixi  una caiguda.  La mesura continuada dels moviments  d'una persona pot
permetre donar mesures sobre el risc de caiguda d'aquesta persona, i pot conduir a l'estudi de
tècniques per a evitar-ho en un major grau.
Actualment, la mesura de la despesa d'energia en persones és un mètode comunament acceptat
com a estàndard per a la mesura de l'activitat física. Però es fa difícil realitzar mesures precises
en entorns no controlats  i  fora del  medi  d'un laboratori.  Per  aquesta raó,  existeix un interès
creixent  en  realitzar  mesures  de  l'activitat  física  diària  de  les  persones  (de  forma  directa  o
indirecta)  utilitzant  tècniques  de  mesura  com:  l'observació,  la  realització  de  qüestionaris,  la
gravació del  ritme cardíac,  o la  captura del  moviment.  En l'actualitat  es realitzen estudis  de
l'activitat  física  en  entorns  controlats  de  laboratoris,  on  es  realitzen  mesures  del  moviment
basant-se en la utilització de diferents sensors com ara pedòmetres, acceleròmetres, o giroscopis
fixats en diferents parts del cos com el pit, els braços o les cames. Però aquests mètodes no
permeten mesurar els pacients durant la seva activitat diària. Per altra banda, per realitzar estudis
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sobre la mobilitat  d'un pacient,  o el risc de caiguda, cal un mètode que permeti realitzar les
diferents mesures de moviment a l'entorn propi del pacient i durant la seva vida quotidiana.
Una de les línies d'investigació iniciades pel Centre d'Estudis Tecnològics per la Atenció a la
dependència i a la Vida Autònoma (CETpD) s'està desenvolupant al Laboratori de Computació
Ubiqua (LabCU) situat al Centre Tecnològic de Vilanova i la Geltrú (CTVG). Aquesta línia té
com a objectiu el disseny i desenvolupament d'estructures de control per al cas de xarxes de
sensors corporals,  que pretenen la monitorització de la marxa d'un usuari a partir d'elements
físics vestibles. En relació amb l'usabilitat d'aquests dispositius, és necessari que des del primer
moment el desenvolupament dels elements tecnològics compti amb l'aprovació dels pacients que
més  endavant  en  seran  usuaris.  D'altra  manera,  existeix  el  risc  de  desenvolupar  dispositius
tecnològicament  satisfactoris,  però  que  més  tard  poden  ser  descartats  per  l'usuari  final.  Per
aquesta raó, el grup de recerca compta també amb el suport del laboratori d'usabilitat '4all-lab', i
d'investigadors de l'Hospital Comarcal Sant Antoni Abad de Vilanova i la Geltrú.
1.1. Objectius
L'objectiu del LabCU és la creació d'una xarxa de sensors corporals (BSN, de l'anglès Body
Sensor Network) que permeti tractar persones amb problemes de mobilitat de manera ubiqua,
allà  on  es  trobin  i  en  tot  moment,  amb  l'objectiu  de  maximitzar  la  seva  capacitat  de  vida
independent.
Seguint la línia d'investigació del LabCU, l'objectiu d'aquest projecte és el disseny i la creació
d'un  prototipus  propi  de  BSN  per  a  la  mesura  i  posterior  anàlisi  de  l'activitat  física  i  del
moviment.  El  disseny  del  prototipus  es  vol  realitzar  en  base  a  unes  especificacions  que
compleixin amb uns objectius concrets, que són els següents:
● Proporcionar dades sobre la cinemàtica del pacient, que constin de mesures de velocitat i
acceleració tant lineal com circular, utilitzant com a elements sensors acceleròmetres i
giroscopis.
● Proporcionar una elevada modularitat en el disseny, que permeti el posicionament dels
sensors en diferents parts del cos per a la mesura de diferents paràmetres.
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● Proporcionar un dispositiu amb un grau elevat de portabilitat, és a dir, que sigui capaç de
funcionar de forma independent i sense l'ajuda d'elements externs.
● Proporcionar un dispositiu el menys invasiu possible per al pacient, és a dir, que sigui de
dimensions molt reduïdes i vestible.
● Proporcionar les eines necessàries per al  posterior anàlisi  de les dades capturades pel
dispositiu de forma fàcil i ràpida.
1.2. Especificacions
El prototip constarà de cinc mòduls sensors, constituïts cada un per un acceleròmetre capaç de
mesurar acceleració en els tres eixos de l'espai (X, Y, i Z), i un giroscopi capaç de mesurar la
velocitat angular en un eix. Així cada mòdul serà capaç de mesurar el moviment en quatre graus
de llibertat, mostrats a la figura 1.1.
Figura 1.1. Representació dels graus de llibertat dels nodes sensors
Els cinc mòduls estaràn situats al cos de manera que permetin mesurar el moviment de les quatre
extremitats i del tronc. Per això se situaran de manera similar a la que mostra la figura 1.2: un a
cada braç a l'altura del bíceps, un a cada cama a l'altura del quadríceps, i un mòdul central a
l'altura  del  pit.  Cada  mòdul  sensor  es  dissenyarà  per  a  que  tingui  unes  dimensions  el  més
reduïdes possible.
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El  mòdul  central  serà  la  unitat  de  control  del  sistema,  i  allotjarà  el  microcontrolador  que
s'encarregarà de recollir les dades de la resta de mòduls. Aquest mòdul, al allotjar la majoria de
components del sistema, tindrà unes dimensions més grans que la resta. El sistema integrarà en el
mòdul central dues funcions que són les que li donaran la propietat de portable. Aquestes són,
per una banda un mòdul Bluetooth que permetrà al dispositiu transmetre dades en temps real cap
a un ordinador sense la necessitat de tenir cap cable connectat entre el sistema i el PC. Això
facilitarà que el pacient es pugui moure lliurement. Aquest sistema però, és tant sols aplicable en
un rang limitat, ja que el Bluetooth té un rang de cobertura d'aproximadament 10 metres. 
Figura 1.2. Esquema de la situació dels mòduls sensors
Per solucionar el problema de la limitació de cobertura s'afegirà al disseny una memòria externa.
D'aquesta manera el dispositiu podrà gravar les dades en un mitjà físic sense cap suport extern,
pel seu posterior anàlisis. Com a solució a l'emmagatzemament de dades s'ha pensat en instal·lar
una targeta de memòria flash del tipus SD com les que utilitzen moltes càmeres digitals i telèfons
mòbils. Aquest tipus de memòries combinen una gran capacitat, amb la possibilitat de connectar-
les a un gran nombre de dispositius diferents. Això és una gran avantatge ja que a l'hora de
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realitzar l'anàlisi de les dades, la targeta es pot connectar fàcilment a un PC mitjançant un lector
de targetes estàndard i descarregar ràpidament les dades.
La part principal de la unitat de control serà el microcontrolador, les principals funcions del qual
seran recollir les dades dels sensors i enviar-les cap al dispositiu Bluetooth o bé cap a la targeta
de memòria. Un dels dubtes sorgits a l'inici del disseny ha estat decidir el ritme de mesures
necessari per a assegurar una correcte captura dels moviments. Després de consultar diferents
treballs i articles sobre el tema, s'ha proposat un ritme de 60 Hz, ja que és un valor utilitzat en
experiments similars, i es justifica per la velocitat i la cadència de canvi que poden tenir els
moviments normals d'una persona. Això significa que caldrà capturar 60 vegades per segon la
dada d'un grau de llibertat dels sensors. Tenint en compte que el disseny disposarà de 20 graus de
llibertat, això significa una cadència a mantenir de 1200 mesures per segon.
Per a l'anàlisi de les mesures es realitzaran dos programes diferents per a PC. Un dels programes
s'utilitzarà quan el disseny transmeti les dades en temps real mitjançant el dispositiu Bluetooth.
Aquest es realitzarà mitjançant la plataforma LabView de National Intruments. La seva funció
bàsica serà mostrar les dades capturades en temps real a la pantalla en forma de gràfic,  i  al
mateix  moment  emmagatzemar-les  en  un  fitxer  de  text.  Per  comunicar-se  amb  el  prototip,
s'utilitzarà un adaptador de Bluetooth a USB estàndard per a PC, i mitjançant el drivers que
inclou el propi Labview es connectarà amb el dispositiu mitjançant el protocol RFCOMM.
El  segon  programa  d'anàlisi  serà  programat  amb  la  plataforma  MatLab  de  la  companyia
MathWorks. El programa consistirà en una sèrie de funcions que permetran interpretar el format
en que estaran guardades les dades en els fitxers de mesures. Aquests fitxers podran provenir tant
de la targeta de memòria del sistema, com del programa  de LabView. El procediment de les
funcions serà convertir el format dels fitxers a un format amb el que MatLab sigui capaç de
treballar, i llavors representar en una gràfica les mesures.
1.3. Antecedents
La mesura i anàlisi del moviment humà és un camp d'investigació molt extens i en el que es
destinen molts recursos. Un dels sectors capdavanters en la investigació és el de la medicina
preventiva,  però  cada  vegada  més  estan  sorgint  empreses  privades  que  donen  aplicacions
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diferents  a aquests sistemes.
En el camp de la medicina, durant els últims anys s'han desenvolupat diferents dispositius que
funcionen com a xarxes de sensors corporals per a la monitorització de pacients. Però moltes
d'aquestes  solucions  es  caracteritzen  per:  l'anàlisi  de  dades  off-line;  l'ús  en  ambients  molt
estructurats  (laboratoris,  hospitals,  a  casa,  etc.);  nodes  sensorials  que  no  comparteixen,  o
escassament, la informació; el requeriment d'un PC connectat per cable per a realitzar anàlisis
on-line. Això fa que els BSN existents siguin d'utilitat tant sols en certs espais estructurats, i amb
una infraestructura externa important.
Pel que fa la investigació en el camp de la medicina, cal destacar el treball fet pel Laboratory of
Movement Analisys and Measurement (LMAM) de l'École Polytechnique Fédérale de Lausanne,
encapçalat pel Dr. Kamiar Aminian. La línia d'investigació d'aquest laboratori és molt similar a la
nostra, i també han desenvolupat un dispositiu que els permet fer l'anàlisi off-line de mesures de
moviment. El dispositiu (figura 1.3.a), que han comercialitzat sota el nom de Physilog, consta de
diferents  mòduls  independents  amb sensors  cinemàtics  i  que  funcionen com a  gravadors  de
dades. La diferència amb el nostre prototip, es que el nostre està a més pensat per a realitzar
l'anàlisi de dades on-line.
Pel que fa a la investigació privada cal destacar la empresa Xsens Technologies que es dedica a
la comercialització de mòduls sensors inercials amb diverses aplicacions, una de les quals és
l'anàlisi  del  moviment  humà.  Els  productes  d'aquesta  empresa  es  basen  en  la  utilització  de
diversos nodes sensors cablejats a una base central que fa de transmissor de les mesures en temps
real cap a un ordinador (figura 1.3.b).
Figura 1.3. Dispositius comercials: a) Physilog  b) Xsens MTX
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Capítol 2. Components del sistema
En aquest capítol de la memòria es vol proporcionar una descripció exhaustiva dels diferents
components  seleccionats  per al  prototip,  i  les  raons que han portat  a  utilitzar-los.  El  capítol
cobreix els  components  principals  del  sistema,  i  més rellevants  per  al  seu funcionament.  Es
comença pel microcontrolador del sistema, que és el component principal i el que governa la
resta de components. Seguidament es realitza una descripció dels altres elements importants del
sistema com són la memòria de dades i el dispositiu de comunicacions Bluetooth. També es fa
una descripció del principi de funcionament i les característiques dels sensors. Per últim es fa
una menció a l'apartat de l'alimentació i la gestió d'energia del prototip.
2.1. Microcontrolador dsPIC30F3014
Com a nucli del sistema s'ha escollit  un microcontrolador de la família dsPIC30F de la casa
Microchip. Aquest tipus de dispositiu combina les funcions típiques d'un microcontrolador, amb
funcions bàsiques d'un Processador Digital de Senyals (DSP), en el que el fabricant anomena
Controlador  Digital  de  Senyal  (DSC).  D'aquesta  manera  es  combinen  tots  els  recursos  dels
millors microcontroladors de 16 bits conjuntament amb les principals característiques dels DSP.
La DSP incorporada en el dsPIC disposa com a part central de dos acumuladors de 40 bits que
permeten, entre d'altres coses, realitzar una multiplicació de dos nombres de 16 bits en un sol
cicle de processador. Una de les principals aplicacions d'aquestes capacitats en dispositius com el
dsPIC30F  és  la  de  filtrar  digitalment  les  senyals  analògiques  capturades  a  velocitats  que
s'aproximen al temps real.
La  part  del  microcontrolador,  té  com  a  nucli  un  microprocessador  d'arquitectura  harvard
modificada,  amb  busos  de  memòria  i  dades  separats.  Això  permet  tenir  diferents  mides  de
registre  per  a  dades  (16  bits),  i  per  a  programa  (24  bits),  cosa  que  millora  notablement  el
rendiment de la CPU. A part, el microcontrolador disposa d'un elevat nombre de funcions que li
proporcionen una gran flexibilitat. Entre elles destaquem:
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● Maneig flexible d'interrupcions
● Gran nombre d'opcions de rellotge
● Protecció “brown-out”
● Gos guardià
● Seguretat de codi
● Simulació en temps real
● Diversos modes d'estalvi d'energia.
● Gran quantitat de perifèrics.
La família de microcontroladors dsPIC30F comparteix les principals característiques  en tots els
seus models, i la principal diferència entre aquests és la quantitat de memòria que integren, i la
quantitat de perifèrics amb els que estan equipats. Per al nostre prototip s'ha escollit el model
dsPIC30F3014, un model de gamma mitja dins la família. No s'ha escollit el dispositiu amb més
capacitat  ja  que  els  dispositius  de  gamma  més  alta  tenen  també  el  problema  de  tenir  un
encapsulat més gran i amb un major nombre de pins, amb la qual cosa la integració del dispositiu
es complica.
2.1.1. Estructura
L'estructura general dels dsPIC està dividida en el nucli, els elements d'integració del sistema, i
els perifèrics. Al nucli del sistema hi trobem la Unitat Central de Processament (CPU), el motor
de  la  DSP,  la  memòria  de  programa i  de  dades,  i  les  interrupcions.  A la  figura  2.1  podem
observar en detall les diferents parts que formen el nucli del sistema. Per una banda tenim els
diferents elements que formen el motor de la DSP, que són:
● Dos acumuladors de 40 bits (ACCA i ACCB).
● Un multiplicador de 16 x 16 bits.
● Un sumador/restador de 40 bits.
● Un registre de desplaçament (barrel shifter) de 40 bits.
Per altra banda, la CPU està formada principalment pels següents sistemes (també visibles a la
figura 2.1):
● El banc de registres, on s'executen les instruccions.
● La unitat aritmetico-lògica, que realitza les operacions matemàtiques.
● Els generadors de direccions (X AGU i Y AGU).
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● El comptador de programa, que controla l'execució de les instruccions.
● Els mòduls d'accés a memòria de dades i de programa.
● Els busos de dades (X-Data i Y-Data) i d'adreces.
La memòria del microcontrolador es divideix en memòria de programa i de dades. A la memòria
de programa s'emmagatzema el programa que ha d'executar el microcontrolador, i és la principal
del sistema amb una grandària de fins a 144 Kbytes en els models més grans de la família. És de
tipus flash no volàtil, és a dir que es conserva encara que el dispositiu es quedi sense alimentació,
i es pot programar una mitjana de 100.000 vegades. Per altra banda la memòria de dades es pot
presentar en dos topologies. Una és en forma de memòria RAM volàtil, que és la  principal i està
present a tots els sistemes. Pot arribar a grandàries de fins a 8 Kbs, i sense cap límit de cicles
d'escriptura. Alguns models de microcontrolador van equipats amb una segona memòria de dades
del tipus EEPROM. Aquesta a diferència de la RAM és no volàtil, i s'utilitza per emmagatzemar
dades importants que cal conservar en cas de pèrdua de l'alimentació. Aquesta memòria de dades
secundària pot arribar a una grandària de 4 Kbs, i té una vida útil típica d'un milió de cicles
d'escriptura.
Figura 2.1. Diagrama de blocs intern del microcontrolador
Els  elements  d'integració  del  sistema  són  tots  aquells  elements  que  no  són  bàsics  per  al
funcionament del microcontrolador, però que li aporten noves funcionalitats que doten al sistema
de més flexibilitat i major fiabilitat, i que en redueixen el preu. El dsPIC30F integra els següents
elements:
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● Oscil·lador intern.
● Reset del sistema.
● Detecció de nivell de tensió baix.
● Temporitzador de gos guardià, per a corregir 'penjades' del sistema.
● Modes d'estalvi d'energia.
● Programació de la memòria de programa a través del programador ICD2.
● Configuració del dispositiu.
La  tercera  part  del  sistema  la  formen  els  perifèrics,  que  permeten  la  interacció  del
microcontrolador amb el  món extern.  La família  dsPIC30F compta amb un gran nombre de
perifèrics per a aplicacions molt variades. Cada model de la família integra uns quants d'aquests
perifèrics, depenent de la seva complexitat i de les aplicacions per a les que estigui pensat. Entre
els diferents perifèrics possibles podem trobar:
● Ports d'entrada/sortida digital genèrics, que comparteixen pins amb la resta de perifèrics.
● Temporitzadors.
● Convertidors d'analògic a digital de 10 i 12 bits.
● Mòduls de captura d'entrada.
● Mòduls de comparació de sortida.
● PWM per al control de motors.
● Mòduls de comunicació UART, SPI, i2C i CAN.
● Interfícies de modulació en quadratura (QEI).
● Interfícies per a conversió de dades (DCI) amb suport per a I2S i AC97.
2.1.2. Característiques
La primera característica que es busca en qualsevol microcontrolador és el nombre d'operacions
que es capaç de realitzar per unitat de temps, ja que això fixa el rendiment del dispositiu. En el
cas dels dsPIC30F tenim dues opcions de velocitat màxima del dispositiu, que varien en funció
del voltatge d'alimentació. Si alimentem el microcontrolador a una tensió d'aproximadament 5
V., podem obtenir una velocitat de processat de fins a 30 MIPS (milions d'operacions per segon).
La segona opció és alimentar el dispositiu a 3.3 V. amb la qual cosa es pot arribar a una velocitat
de fins a 20 MIPS. En el nostre cas s'ha decidit utilitzar una alimentació de 3.3 V. per raons de
compatibilitat amb la resta de components, i perquè 20 MIPS ens donen suficient rendiment per
al nostre sistema.
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Les operacions per segon que realitza el microcontrolador venen determinades per la velocitat
del rellotge del sistema. El microcontroladors dsPIC30F permeten un gran nombre d'opcions de
configuració d'aquest rellotge. La opció més recomanada es la d'utilitzar un cristall o oscil·lador
extern juntament amb el PLL (multiplicador de freqüència) intern del dispositiu, que permet
multiplicar  la  velocitat  de  l'element  extern  fins  a  16  vegades.  D'altra  banda,  el  propi
microcontrolador porta integrats dos oscil·ladors interns: un de baixa velocitat (512 Khz), pensat
com a rellotge d'emergència davant d'una fallada del principal, i un altre d'alta velocitat (7.32
Mhz), que es pot utilitzar com a rellotge del sistema. No es recomana però en aplicacions en que
es necessiti una elevada precisió de temps, ja que el rellotge intern és poc precís, i pot tenir una
variació de fins el 10% respecte el valor nominal.
Amb totes les opcions presentades, la velocitat màxima de rellotge a la que es pot fer funcionar
un dsPIC30F és de 80 o 120 Mhz, depenent de si alimentem el dispositiu a 3.3 o a 5 V. Aquesta
característica  va  estretament  lligada  als  MIPS  del  dispositiu,  ja  que  una  instrucció  del
microcontrolador es realitza en 4 períodes del seu rellotge.
Pel  que fa  a les  capacitats  d'emmagatzemament,  el  dsPIC30F3014 disposa de 24 Kbytes de
memòria  flash  de  programa,  2  Kbytes  de  memòria  RAM de  dades,  i  1  Kbyte  de  memòria
EEPROM.
En el nostre prototip utilitzarem diferents perifèrics de comunicació per transferir dades entre el
microcontrolador i la resta de components. Per la comunicació amb el giroscopi i la targeta de
memòria utilitzarem el perifèric SPI, mentre que per comunicar amb l'acceleròmetre  utilitzarem
el perifèric I2C, i per comunicar amb el dispositiu Bluetooth utilitzarem un dels dos ports UART
dels que disposa el microcontrolador. En el capítol 3 dedicat al disseny del programa es farà una
petita introducció al funcionament dels diferents perifèrics utilitzats.
El consum del dispositiu és un factor clau en el disseny que es vol realitzar, per això es tindran
molt en compte els modes de baix consum del microcontrolador alhora de realitzar el programa.
Segons  les  referències  del  fabricant,  el  dsPIC  consumeix  típicament  entre  52  i  72  mA.  en
funcionament normal, a una tensió de 3.3V. i a 20 MIPS de velocitat. Això el converteix en un
dels elements que més energia consumeix del sistema, ja que estarà funcionant durant una gran
part del temps. En els instants de temps restants en els que el microcontrolador no hagi de fer cap
operació, es pot posar en mode de baix consum.
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Els dsPIC30F disposen de dos modes d'estalvi d'energia: el mode Idle i el mode Sleep. En el
mode Idle, la CPU es desactiva i deixa de executar instruccions, mentre que el rellotge i els
perifèrics  continuen  en  funcionament.  Aquest  mode  redueix  el  consum  normal  del
microcontrolador més o menys a la meitat. El mode Sleep, redueix encara més el consum, ja que
apaga totes  les  funcions principals  del  sistema incloent  el  rellotge i  els  perifèrics.  Tant  sols
algunes de les funcions bàsiques queden en funcionament per a permetre que el microcontrolador
surti del mode Sleep davant d'algun esdeveniment. Mentre el microcontrolador està en aquest
mode tant sols consumeix una mitjana de 60  µA., i tenint en compte que el temps que triga a
despertar-se és d'uns 250 µs. fa  que aquesta funció sigui molt interessant, ja que es pot posar el
dispositiu en mode sleep durant períodes molt curts de temps.
2.1.3. Eines de programació
Per a la programació i les proves de funcionament del microcontrolador s'han utilitzat una sèrie
d'eines que ens ofereix el propi fabricant. La principal és l'entorn de desenvolupament MPLAB
IDE, que integra en sol entorn diferents eines per a la edició del codi de programa, la seva
compilació i el debugat. El llenguatge de programació utilitzat per a la realització dels programes
és l'ANSI C, al que Microchip ha afegit petites modificacions perquè s'adapti als dispositius. El
compilador utilitzat és el MPLAB C30, que és una adaptació del famós compilador GCC de
GNU. Aquest compilador està pensat i optimitzat per a treballar amb dispositius dsPIC, i la seva
funcionalitat  principal  és  compilar  el  codi  generat  en llenguatge C,  i  traduir-lo  a  llenguatge
assemblador  que  pot  ser  directament  utilitzat  pel  microcontrolador.  La  principal  avantatge
d'aquest  compilador  és  que  disposa  d'algoritmes  que  redueixen  la  quantitat  de  codi  generat
respecte altres compiladors fins a un 165% segons Microchip, de manera que s'optimitza l'ús de
la memòria dels dispositius.
Una  altra  eina  indispensable  per  al  desenvolupament  d'aplicacions  amb  els  dsPIC  és  un
programador.  Els  programadors són eines hardware que s'utilitzen per a introduir  el  codi de
programa al microcontrolador. Microchip proporciona diverses eines amb diferents funcions per
aquesta finalitat; nosaltres utilitzem una de les més bàsiques, que és l'MPLAB ICD2 (figura 2.2).
Aquesta eina és una interfície hardware que es connecta al  port  USB d'un PC per  permetre
introduir  el  codi  de  programa  al  microcontrolador.  Per  l'altra  banda  es  connecta  al
microcontrolador  mitjançant  una  interfície  de  cinc  cables  amb  la  que  tots  els  dsPIC  estàn
equipats. Una avantatge d'aquest programador és que permet la programació del dispositiu una
vegada instal·lat en el circuit final, amb la qual cosa es poden corregir errors de programació
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fàcilment. A més el programador incorpora funcions bàsiques de debugat, que juntament amb
l'entorn de desenvolupament permeten executar codi en el dispositiu on-line i visualitzar a quin
punt es produeix una fallada.
Figura 2.2. Programador de microcontroladors Microchip MPLAB ICD2
2.2. Memòria microSD
Un dels objectius del prototip es que gaudeixi d'un grau elevat d'autonomia, és a dir, que sigui
capaç de treballar durant períodes de temps relativament llargs sense la intervenció de cap agent
extern. Per a complir amb aquest objectiu cal, entre d'altres coses, disposar d'una memòria física
per a emmagatzemar les dades dels sensors durant períodes d'hores o dies. A part d'una gran
capacitat, es vol que la memòria compleixi amb  altres requisits: que sigui no volàtil, és a dir que
no s'esborri al deixar d'alimentar-la, que sigui de fàcil interconnexió amb un microcontrolador
estàndard, i que proporcioni una manera fàcil de transferir les dades emmagatzemades cap a un
ordinador.
Un tipus de memòria que compleix amb alguns d'aquests requisits és la memòria flash, ja que es
tracta d'un tipus de memòria no volàtil, que pot emmagatzemar grans volums d'informació, i que
esta àmpliament utilitzada en una gran quantitat d'aplicacions. Aquesta memòria, per a la nostra
aplicació, es troba principalment en dos formats diferents: integrada en un xip, o en format de
targeta. El format en xip presenta l'avantatge de tenir unes dimensions molt reduïdes i d'anar
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integrat  en  el  propi  circuit,  però  en  memòries  d'alta  capacitat  utilitza  una  interfície  de
comunicació en paral·lel. Aquest fet complica la comunicació amb un microcontrolador, ja que
necessita d'entre 10 i 20 línies d'entrada/sortida digitals dedicades íntegrament a la memòria.
Per altra banda, existeix tot un mercat de memòries flash en format targeta, com per exemple les
targetes SD, MMC o CompactFlash. Aquest format integra memòries de molta alta capacitat en
unes dimensions molt reduïdes, i amb una interfície de programació sèrie estàndard, que permet
connectar-les a un gran nombre de dispositius. A més al tractar-se d'un format molt extens, fa que
sigui compatible amb molt dispositius comercials com ara PCs i PDAs, a part de tenir un cost
molt baix. El format targeta, ens permet a més un mètode molt senzill per descarregar les dades
cap a un PC, ja que només cal extreure la targeta del prototip i connectar-la a un ordinador,  i
aquest  la  reconeixerà  automàticament  com a  dispositiu  de  memòria  i  permetrà  transferir  les
dades.
Figura 2.3. Comparació de dimensions entre una targeta SD estàndard i una microSD
Per realitzar el prototip s'ha escollit una targeta del tipus SD (Secure Digital), ja que és una de les
més  esteses  al  mercat.  Aquest  tipus  de targeta  es  comercialitza  en tres  formats,  la  principal
diferència  dels  quals són les  dimensions.  El  format  més gran és l'SD estàndard,  i  llavors  el
segueixen el format miniSD i el format microSD. S'ha escollit aquest últim ja que és el més petit,
amb unes dimensions de tant sols 11x15x0.7 mm. (veure figura 2.3), però pel que fa a la resta
d'especificacions és molt similar al format SD estàndard. El model instal·lat compta amb una
capacitat  de  1GB,  però  el  prototip  pot  funcionar  amb  qualsevol  capacitat  dins  del  format
microSD.
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2.2.1. Característiques
Les targetes SD són dispositius de memòria flash no volàtil que es caracteritzen per una gran
capacitat d'emmagatzemament. La seva principal avantatge és el controlador intern amb el que
van equipades. Aquest controlador fa la targeta independent del sistema on es connecta, fet que
fa que siguin compatibles amb gairebé qualsevol sistema microprocessat. A la figura 2.4 es pot
observar un esquema bàsic dels  components d'una targeta SD estàndard.  A l'esquema es pot
veure el controlador de la targeta, amb diferents registres de control, fent de intermediari entre la
interfície  de  comunicació amb la  memòria,  i  la  interfície  de  comunicació  amb l'exterior.  El
funcionament intern de la targeta és desconegut, ja que els fabricants el mantenen en secret per
evitar plagis. Del que si dona informació el fabricant és de la interfície externa de la targeta, i la
metodologia per accedir-hi des d'un microcontrolador.
Figura 2.4. Esquema intern d'una targeta de memòria microSD
Existeixen dues maneres d'interconnectar la targeta amb un microcontrolador. La principal és
utilitzant el bus de comunicació propietari  de SD, que consta bàsicament de quatre línies de
dades i una de sincronització, amb la qual cosa pot aconseguir velocitats de transmissió molt
altes de fins a 100 Mbps. El principal problema és que no existeixen implementacions del bus
SD  en  els  microcontroladors  comercials,  de  manera  que  no  es  pot  connectar  la  targeta
directament, i cal implementar els propis drivers per al sistema. Per aquesta raó, les targetes van
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equipades amb una interfície de comunicació secundària que implementa un bus SPI estàndard
de 4 fils. El bus SPI està incorporat en gairebé tots els microcontroladors existents de gamma
mitja  i  alta  com a  perifèric,  fet  que  fa  que  la  targeta  sigui  compatible  amb molts  sistemes
diferents. Utilitzant el bus SPI no es poden arribar a velocitats de transferència tant altes, però es
possible arribar fins als 25 Mbps., velocitat més que suficient per a la nostra aplicació.
La memòria de la targeta està estructurada de forma molt similar a un disc dur. La unitat bàsica
de memòria és el byte, format per 8 bits. Aquests a la vegada s'agrupen en blocs, que poden ser
de mida variable, però que en general són conjunts de 512 bytes. El bloc és la unitat bàsica de
memòria que es pot escriure o llegir d'una targeta, per tant quan es vol llegir informació de la
targeta es fa referència al bloc físic que es vol llegir.
El controlador intern de la targeta proporciona un joc de comandes amb les quals es possible
realitzar qualsevol operació. Amb aquest protocol de comandes es pot llegir informació sobre les
característiques  i  l'estat  de  la  targeta,  i  escriure  paràmetres  de  configuració  als  registres  del
controlador. A part, permet fer operacions de lectura i escriptura bàsiques a la memòria, com són
llegir / escriure un bloc, o bé llegir / escriure múltiples blocs. Aquest protocol de comunicació
inclou també seguretat en les transmissions mitjançant Codis de Redundància Cíclica (CRC) que
asseguren que les dades enviades o rebudes es transmeten correctament i sense cap error. Els
detalls tècnics de com realitzar la interfície amb la targeta mitjançant el bus SPI, així com el
funcionament del propi bus, estan explicats al capítol 3.
Per  tal  que  les  dades  escrites  a  la  targeta  siguin  llegibles  des  de  qualsevol  altre  dispositiu
estàndard, com per exemple un PC, i per facilitar la transferència d'informació, es va decidir
utilitzar un sistema de fitxers.  El sistema triat  va ser el  FAT16 de Microsoft  degut a que es
compatible gairebé amb qualsevol sistema operatiu informàtic existent, i que és un dels sistemes
de fitxers més senzills que existeix. El sistema FAT16 ordena la informació en fitxers i carpetes, i
aquest format és directament compatible i pot ser utilitzat per un sistema operatiu com Linux o
Windows. La implementació del format FAT16 i el  seu funcionament està explicat de forma
detallada al capítol 3.
La velocitat de lectura i escriptura d'informació de la targeta, ve determinada per la velocitat de
transferència del bus SPI, i pels temps d'accés a memòria. La velocitat de transmissió SPI es pot
configurar fins a una velocitat  de 25 Mhz.,  que es equivalent a una velocitat  de transmissió
teòrica de 3,1 Mbyte/s. Però a aquesta velocitat cal restar-li el temps que triga la memòria a
trobar el bloc on ha de llegir o escriure. Aquests temps són inherentment indeterministes, ja que
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depenen de molts factors com per exemple la distància entre el bloc actual i el següent que es vol
llegir. El fabricant però proporciona uns mínims i uns màxims de temps amb els que assegura
que una operació s'haurà realitzat. Aquests temps queden reflectits a la taula 2.1. Els temps que
hem  de  tenir  en  compte  per  al  nostre  prototip  són  els  d'escriptura  d'un  bloc,  que  segons
especificacions pot ser de fins a 250 ms. Però com que les operacions d'escriptura es realitzaran
majoritàriament en blocs de memòria contigus, els valors de temps s'acostaran més als 0.5 ms.
Taula 2.1. Temps d'operació de les targetes microSD
Pel qua fa a les característiques elèctriques, la targeta pot alimentar-se amb tensions d'entre 2.7 i
3.6  V.,  cosa  que  ens  permet  alimentar-la  a  un  nivell  normalitzat  de  3.3  V.  i  assegurar  la
comptabilitat amb els nivells lògics del microcontrolador per a les comunicacions. El consum de
corrent de la targeta varia depenent de l'operació que es realitzi. Així, segons el fabricant, la
targeta consumirà com a màxim 75 mA. quant estigui realitzant operacions d'escriptura. Aquest
és un consum bastant elevat comparat amb la mitjana dels altres components, però cal tenir en
compte que la targeta no escriurà dades durant tot el temps, amb la qual cosa el consum mig es
veurà reduït. A més, el controlador intern de la targeta incorpora un mode de baix consum, en el
qual  la  targeta  tan  sols  consumeix  250  µA.  La  targeta  entra  en  estat  de  baix  consum
automàticament quan no s'està realitzant cap altre operació.
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2.3. Comunicacions per Bluetooth
Un dels objectius del disseny és que el dispositiu final tingui la capacitat de transmetre les dades
enregistrades en temps real a un dispositiu informàtic per la seva visualització immediata. A més
per  millorar  la  mobilitat  i  autonomia  del  sistema,  aquest  hauria  de  oferir  la  possibilitat  de
connectar-se a diferents dispositiu fixes (PC) o mòbils (PDA, telèfon). Així doncs es va pensar la
possibilitat d'afegir al disseny algun mètode de transmissió de dades sense fils. D'aquesta manera
el dispositiu informàtic no interferix de manera directa amb el prototip i aquest manté la seva
capacitat d'ubiqüitat.
Al  mercat  actual  existeixen  diferents  tecnologies  de  comunicació  via  radio,  algunes  d'elles
pensades per  a ser portables.  Aquestes últimes estan pensades per a  poder ser  integrades en
dispositius mòbils com ara PDAs i telèfons, i per això presenten característiques comunes entre
les  que  destaquen  la  seva  estandardització  per  funcionar  en  un  gran  nombre  de  dispositius
diferents, les seves reduïdes dimensions per a fer la tecnologia portable, i el seu baix consum.
D'entre el gran nombre de tecnologies que compleixen aquestes característiques podem destacar
la tecnologia RF, la tecnologia Bluetooth, i la tecnologia Zigbee.
La tecnologia RF és la que fa més temps que existeix, i per la que existeixen més dispositius al
mercat.  Al  ser una tecnologia que treballa  a  freqüències relativament  baixes,  el  seu consum
energètic  és  realment  molt  baix.  Però degut  a  aquesta  mateixa  característica,  fa  que la  seva
capacitat de transmissió de dades sigui també baixa. Com que per a la aplicació es necessita
garantir una velocitat de transmissió mínima per assegurar el temps real, s'ha hagut de descartar
aquesta tecnologia.
Una  altra  tecnologia  interessant  és  el  Bluetooth.  Es  tracta  d'un  protocol  complert  per  a
comunicacions  a  curta  distància,  que  integra  un  gran  nombre  de  funcions  per  aplicacions
especifiques. Al ser un estàndard molt extens, existeixen un gran nombre de dispositius mòbils
que integren aquesta tecnologia. La principal aplicació actual d'aquest tipus de dispositius és per
a realitzar comunicacions punt a punt entre dos dispositius, de manera que serveix de reemplaç
d'un  cable.  Tot  i  ser  una  tecnologia  més  enfocada  a  les  comunicacions  punt  a  punt,  també
incorpora funcions per a la creació de petites xarxes de dispositius. La freqüència de treball és de
2.4 Ghz, amb la qual cosa l'ample de banda per a la transmissió d'informació és gran. I tot i
consumir més energia que el seu antecessor, manté uns paràmetres de rendiment realment bons.
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La  tercera  tecnologia  analitzada  és  la  tecnologia  Zigbee.  Aquesta  tecnologia  guarda  moltes
similituds amb el Bluetooth, ja que treballa a gairebé la mateixa freqüència. Tot i això aquesta
tecnologia està enfocada a un mode de funcionament molt diferent. Zigbee està molt més enfocat
a la realització de grans xarxes amb molts dispositius connectats a la vegada. La tecnologia té la
capacitat de realitzar xarxes amb diferents topologies com per exemple xarxes en estrella, xarxes
multi-màster, i xarxes del tipus 'mesh'. Una de les qualitats que esgrimeix és el seu reduït consum
d'energia en comparació amb altres tecnologies similars com Bluetooth. Aquest consum reduït
però, té alhora un gran impacte en les capacitats de transmissió de dades, que es veuen reduïdes.
Després d'un estudi detallat, es va decidir que la opció més vàlida per al prototip era utilitzar la
tecnologia  Bluetooth.  Les  raons  principals  d'aquesta  decisió  són  que,  en  primer  lloc,  no  es
necessita realitzar una gran xarxa de comunicació, sinó que el que es busca és realitzar una
comunicació sense fils punt a punt.  A més,  el  Bluetooth ofereix més possibilitats  al  ser una
estàndard realment molt extens, i gràcies a que la majoria de dispositius electrònics portables
l'incorporen.  I  en  tercer  lloc,  les  possibilitats  que  ofereix  el  protocol  Bluetooth  per  a  crear
dispositius de comunicació enfocats totalment a una aplicació final concreta.
Gràcies a la seva extensa utilització, existeixen al mercat una gran varietat de dispositius que
utilitzen la tecnologia Bluetooth, molts d'ells enfocats a solucionar problemàtiques en aplicacions
molt concretes. Una de les aplicacions en les que el Bluetooth està guanyant força, gràcies en
part al seu cost cada cop més reduït, és en la utilització com a reemplaç d'un cable. Aquesta
aplicació s'utilitza quan es vol comunicar dues màquines o dispositius en un ambient hostil, o
quan per la situació es fa difícil o perillós utilitzar un cable. La solució es troba en posar un
transductor Bluetooth a cada part, que s'encarrega de traduir les senyals que haurien de passar pel
cable, i transmetre-les sense fils.
En aquesta línia d'aplicació existeix el dispositiu ESD200 de la casa Sena, un petit transductor
que converteix les senyals que li arriben a través d'un bus de comunicació UART cap a senyals
de ràdio Bluetooth. Es tracta d'un dispositiu de dimensions molt reduïdes i amb un consum molt
baix, pensat per a anar directament integrat en un circuit d'aplicació (veure figura 2.5). Les seves
dimensions exactes són de 18x20x11.7 mm., i funciona amb una interfície de 8 pins que inclou la
alimentació del dispositiu i el bus UART. El dispositiu incorpora un firmware complert amb la
capacitat d'operar amb el protocol Bluetooth RFCOMM (també anomenat Serial over Bluetooth).
Aquest  protocol  emula  el  protocol  de  comunicacions  sèrie  RS-232,  de  manera  que  per  als
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dispositius  connectats  l'existència  del  Bluetooth  esdevé  totalment  transparent,  i  els  permet
comunicar-se com si ho fessin a través d'un port sèrie normal.
Figura 2.5. Fotografia del dispositiu Bluetooth
2.3.1. Característiques
L'ESD200 és un dispositiu Bluetooth de classe 2, la qual cosa significa que el dispositiu té una
potència d'emissió màxima de 2.5 mW (4 dBm) i un rang de comunicació que pot arribar als 30
metres de distància depenent del medi. Al ser un dispositiu de classe 2 fa que el seu consum
energètic sigui molt reduït en comparació amb altres dispositius Bluetooth de classe 1. Pel que fa
a la velocitat, al utilitzar el protocol RFCOMM queda supeditada a les velocitats permeses en la
comunicació RS-232. Tot i que el dispositiu permet transferències teòriques, de fins a 230400
bps., a la realitat molts dispositius com ara Pcs i PDAs tant sols permeten velocitats de port sèrie
estàndard, i per tant la velocitat queda limitada a un màxim de 115200 bps.
La interfície física del dispositiu consta bàsicament del port de comunicacions UART, a través
del  qual  un  microcontrolador  estàndard  pot  enviar-li  comandes  i  dades  per  transmetre.  El
dispositiu compta amb un connector de 8 fils tal i com es pot veure a la figura 2.6, amb els quals
s'alimenta i es comunica amb l'exterior. Deixant de banda l'alimentació, les dues senyals bàsiques
per a la comunicació són les senyals RXD i TXD que són l'enviament i la recepció de dades del
port UART. Les senyals RTS i CTS formen part també del port UART, encara que aquestes dues
tant sols s'utilitzen quan es realitza un control de flux de la informació per hardware. El control
de flux està desactivat per defecte, ja que molts microcontroladors no suporten aquesta funció.
La senyal RST és un reset del dispositiu que s'utilitza per a la inicialització d'aquest, i per a
desactivar-lo  quan  no  es  realitzen  transmissions.  La  senyal  DCD és  una  senyal  digital  que
s'activa quan es realitza alguna connexió Bluetooth amb un altre dispositiu. Aquesta senyal dona
al  microcontrolador  una  forma de senzilla  de  detectar  quan el  dispositiu  Bluetooth entra  en
funcionament.
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Figura 2.6. Esquema de connexió del dispositiu Bluetooth
Mitjançant el port UART aquest dispositiu dona la possibilitat a qualsevol microcontrolador de
comunicar-s'hi de forma senzilla, ja que és un del protocols estesos que existeixen. El sistema
permet comunicar-se a través del port sèrie UART en dues modalitats diferents: una de simple i
l'altre utilitzant control de flux de dades. En la modalitat simple, s'utilitza una interfície de dos
fils per a la comunicació, que són el d'enviament i el de recepció de dades. En aquest mode
s'envien les dades a un velocitat específica, però sense cap mecanisme per a comprovar si el
dispositiu rep les dades correctament. La modalitat amb control de flux s'utilitza per a informar
al microcontrolador el moment en que el dispositiu està preparat per rebre dades i així evitar
errors de transmissió. Aquesta modalitat utilitza quatre fils per a la comunicació, els dos de dades
més dos de sincronització. El microcontrolador dsPIC però no suporta el control de flux, i per
tant el disseny s'ha realitzat utilitzant la modalitat de comunicació simple. Al capítol 3 es fa una
descripció  del  bus  de  transmissió  UART  i  del  perifèric  amb  el  que  està  equipat  el
microcontrolador dsPIC.
 A més de les configuracions del port UART, el dispositiu requereix també configuracions per a
la connexió Bluetooth. El dispositiu Bluetooth pot actuar com a màster o com a esclau en una
connexió. Com a màster el dispositiu intentarà trobar altres dispositius i iniciar una comunicació,
i  com a esclau esperarà  que un dispositiu màster li  demani una connexió. Com a esclau el
dispositiu pot esperar en dos modes diferents d'escaneig: el mode d''inquiry' i el mode de 'page'.
En el mode d''inquiry' el dispositiu està esperant una instrucció de pregunta d'un altre dispositiu,
mentre  que  en  el  mode  'page'  el  dispositiu  està  esperant  una  instrucció  de  connexió.  Per  a
facilitar  la  identificació  dels  dispositius,  cada  un  d'ells  compta  amb  una  adreça  única
d'identificació  anomenada  adreça  BD  (Bluetooth  Device)  composada  per  12  caràcters
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hexadecimals. La connexió entre dos dispositius Bluetooth es porta a terme utilitzant l'adreça BD
com a identificador del dispositiu al que es vol connectar. Si no es coneix l'adreça del dispositiu
al que es vol connectar, existeix un mode de escaneig en que el dispositiu llença una comanda
pregunta.  Els  dispositius  que  estiguin  en  mode  'inquiry'  i  rebin  la  comanda  de  pregunta
respondran amb la seva adreça única i un nom que opcionalment es pot posar als dispositius.
El dispositiu ESD200 compta amb quatre modes de funcionament diferents:
● Mode 0. En aquest mode el dispositiu no té el mòdul Bluetooth activat i per tant  no es
pot fer cap connexió. Simplement està en mode d'espera per a rebre comandes des del
microcontrolador a través del port UART. Bàsicament aquest mode s'utilitza per a canviar
la configuració del dispositiu abans de posar-lo en funcionament.
● Mode 1. En aquest mode el dispositiu intenta sempre connectar-se a l'últim dispositiu
amb el que va establir comunicació. En aquest mode el dispositiu funciona com a màster
i intenta establir una comunicació. Una vegada el dispositiu ha connectat per primera
vegada amb un altre dispositiu es pot configurar en Mode 1, i a partir d'aquest moment
cada  vegada  que  es  posi  en  funcionament  entrarà  en  aquest  mode  automàticament.
Mentre  està  en  Mode  1  el  dispositiu  no  pot  ser  descobert  ni  connectat  per  altres
dispositius Bluetooth.
● Mode 2. Aquest mode es semblant al Mode 1, però en aquest cas el dispositiu actua com
a esclau. Una vegada configurat el dispositiu espera una connexió de l'últim dispositiu
que  s'hi  va  connectar.  En  aquest  mode  el  dispositiu  espera  una  connexió  d'un  altre
dispositiu en concret, per tant no pot ser descobert ni connectat per altres dispositius.
● Mode 3. En aquest mode el dispositiu actua com a esclau, i està esperant una connexió de
qualsevol altre dispositiu que actuï com a màster. Per tant en aquest mode el dispositiu
pot ser descobert per qualsevol altre dispositiu.
Per  últim,  les  característiques  elèctriques   del  dispositiu,  entre  les  que  destaquen  la  tensió
d'alimentació i el  consum. El dispositiu necessita estar alimentat a 3.3 V. estables per al seu
correcte funcionament, i el fabricant avisa que canvis o pujades de tensió que surtin d'aquest
nivell poden provocar avaries i fins i tot la destrucció del dispositiu. Així doncs es tracta d'un
dispositiu molt sensible i al que cal protegir de sobretensions alhora d'integrar-lo en un circuit.
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Pel que fa al consum d'energia, aquest varia en gran mesura depenent de l'estat i el mode de
funcionament  del  dispositiu.  En  el  mode  0  en  el  que  només  es  comunica  amb  el
microcontrolador via UART, el dispositiu consumeix de mitjana 8 mA. Aquest consum contrasta
amb els quasi 50 mA que consumeix quan es troba en mode d'escaneig abans d'establir  una
connexió. En operació normal, és a dir amb una connexió Bluetooth establerta i transferint dades
a una velocitat de 115200 bps, el dispositiu té un consum mig de 38 mA, cosa que el converteix
juntament  amb el  microcontrolador  en  un dels  components  que  més  energia  consumeix del
disseny.  Quan  el  dispositiu  Bluetooth  no  s'utilitza,  té  la  capacitat  d'entrar  en  mode  de
funcionament de baix consum, en el que el seu consum mig no arriba a 1 mA.
2.4. Acceleròmetre AMI601
L'acceleròmetre AMI 601 de la casa Aichi Steel és el que proveeix al prototip les dades més
rellevants a mesurar. Es tracta d'un sensor intel·ligent que mesura sis graus de llibertat. Per una
banda és capaç de mesurar tant el camp magnètic com l'acceleració en els eixos X, Y i Z. A part
de les seves capacitats sensitives, el sensor també incorpora un petit microcontrolador intern que
li  permet  realitzar  operacions  de  calibratge  automàtic,  i  corregir  desviacions  degudes  a  la
temperatura, gràcies al sensor de temperatura de que disposa. El microcontrolador intern permet
també la  digitalització de les  senyals  mesurades en el  propi  sensor  i  evita  així  l'introducció
d'errors deguts a interferències. El sensor incorpora una sortida digital mitjançant el protocol I2C
que  facilita  la  interconnexió  del  sensor  amb  qualsevol  microcontrolador  comercial.  Totes
aquestes  funcions  estan  empaquetades,  gràcies  a  la  tecnologia  MEMS,  en  un  sol  xip  de
6x5.2x1.6 mm.
Les raons que han portat a escollir aquest sensor són per una banda el gran nombre de sensors
que  incorpora  en  el  mateix  encapsulat.  Tot  i  que  en  el  prototip  actual  no  es  fan  servir  els
magnetòmetres, aquests podrien ser utilitzats en prototips futurs, i el fet que aquests estiguin
integrats en el mateix xip, fa aquest sensor molt interessant. Per altra banda, el fet que el sensor
porti un controlador intern a on es realitzi la conversió a digital és també una gran avantatge. El
fet que el sensor doni directament mesures digitals, fa que ens estalviem molt problemes de
condicionament de senyal
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2.4.1. Principi de funcionament
L'AMI601 integra per una banda un sensor magnètic de 3 eixos que permet mesurar l'orientació
del sensor respecte el camp magnètic terrestre. El funcionament del sensor es basa en la propietat
dels materials magnetoresistius de variar lleugerament la seva resistència elèctrica en funció del
camp magnètic al que estiguin sotmesos. Aquesta està definida segons l'equació de la figura 2.7.
En  concret,  s'utilitza  una  variant  d'aquests  materials;  són  els  anomenats  materials  de
magnetoresistència  gegant  (GMR),  que  es  caracteritzen  per  tenir  variacions  molt  grans  de
resistència davant la presencia de camps magnètics dèbils. I és gràcies a aquesta propietat que es
poden utilitzar per mesurar el camp magnètic terrestre.
Figura 2.7. Equació de la resistència en els materials magnetoresistius
Cadascun dels tres eixos del sensor magnètic està construït a partir d'un fil de metall amorf amb
propietats de GMR i de tant sols 20  µm. de gruix (figura 2.8). Quan es fa circular un pols de
corrent a través d'aquest material, la seva resistència varia considerablement depenent del camp
magnètic al que estigui sotmès. Davant d'un camp magnètic uniforme, la variació de resistència
dependrà únicament de l'angle que formin el fil de GMR i la direcció del camp magnètic que
volem  calcular.  Aquest  mètode  per  mesurar  la  direcció  del  camp  magnètic  presenta  dos
problemes bàsics. Per una banda la impedància varia simètricament sigui quina sigui la polaritat
del  camp,  i  això fa  que no es  pugui  conèixer  el  sentit  del  camp.  L'altre  inconvenient  és  la
dificultat  d'obtenir  una  sortida  lineal.  Per  solucionar  aquestes  problemàtiques  s'utilitza  una
bobina enrotllada al voltant del fil de GMR. Amb això obtenim un voltatge induït a la bobina
cada vegada que un pols de corrent circula pel material GMR. A través del voltatge induït es pot
extreure la part imaginària de la impedància (reactància) del fil de GMR, i per tant conèixer la
seva variació. Amb això s'aconsegueix linealitzar la sortida i conèixer la direcció i sentit del
camp magnètic.
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Figura 2.8.  Detall del fil magnetoresistiu del sensor
El principi  de funcionament dels  acceleròmetres és el  mateix que el  dels sensors magnètics.
S'utilitza  la  mateixa  estructura  del  fil  amorf  de  GMR  envoltat  per  una  bobina.  A aquesta
estructura se li acobla un microimant muntat sobre un voladís (figura 2.9). Aquest voladís opera
com un pèndol,  de manera  que es mou davant  d'acceleracions,  acostant-se  i  allunyant-se de
l'element sensor. Els moviments, provoquen que la intensitat de camp magnètic al fil de GMR
canvii, i per tant varii el seu valor de resistència. Aquest sistema ens permet conèixer el sentit de
l'acceleració, en funció de si el camp augmenta o disminueix, i també la magnitud. El sistema
també permet la correcció dels offsets en les acceleracions deguts a canvis magnètics externs, ja
que disposem dels sensors magnètics de la brúixola que els mesuren, i per tant podem corregir
les lectures.
Figura 2.9. Esquema del principi de funcionament del sensor en voladís
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2.4.2. Característiques
El sensor AMI601 disposa de totes les funcions necessàries per ser definit com un 'smart sensor'
o sensor intel·ligent. L'encapsulat del sensor incorpora juntament amb els sis sensors, els circuits
necessaris per la correcció i amplificació de les senyals, un convertidor d'analògic a digital, i un
port de comunicació a través de bus I2C. Tot el sistema està governat per un microcontrolador de
la família 8051 de Intel (figura 2.10).
Els elements sensors estan pensats per realitzar mesures de petites magnituds, i per tant tenen
una elevada sensibilitat i una bona linealitat. Els sensors magnètics es caracteritzen per tenir una
sensibilitat de 10 bit/µT. (bits per microTesla), i un rang dinàmic de ±200 µT. Aquest és un rang
acceptable tenint en compte que el camp magnètic terrestre es caracteritza per una densitat de
flux magnètic d'entre 30 i 60  µT. segons la latitud. Per altra banda les mesures tenen una no
linealitat de com a màxim el 4% del valor de fons d'escala. Paral·lelament els acceleròmetres
poden realitzar mesures d'acceleració entre els -2 i els 2 g., és a dir, fins a dues vegades el valor
de la gravetat. Tenen una sensibilitat de 400 bits per g i una no linealitat del 10% del valor de
fons d'escala.
Figura 2.10. Diagrama de blocs intern del sensor AMI601
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El dispositiu permet  l'opció de modificar el  guany i  l'òfset  dels  sensors  a  través  del  bus  de
comunicació I2C. Aquests valors queden introduïts a la memòria del microcontrolador, de manera
que  els  canvis  es  conserven durant  l'operació  del  dispositiu.  Amb la  modificació  del  guany
s'aconsegueix variar el marge dinàmic del sensor i per tant modificar la seva sensibilitat. Mentre
que variant l'òfset podem eliminar per complet els errors absoluts en les mesures.
El microcontrolador integrat al dispositiu s'encarrega de la configuració d'aquest i de l'enviament
de les lectures dels sensors. La comunicació amb l'exterior, com ja s'ha comentat, es realitza
mitjançant el protocol de bus sèrie I2C. El sensor permet una velocitat màxima de transferència
de dades a través del bus de 700KHz, que equivaldrien aproximadament a uns 85 Kbyte/s. El
microcontrolador permet realitzar un determinat nombre d'operacions diferents mitjançant l'ús de
comandes enviades a través del bus. La taula 2.2 resumeix les principals comandes que permet el
sensor. Els detalls sobre la manera en què les comandes són enviades i la lectura de la informació
estan  explicats amb més detall a l'apartat del capítol 3 dedicat al protocol de comunicació I2C.
Comanda Tipus Bytes Descripció
GET_GAIN Lectura 6 Retorna el valor del guany de cada sensor
GET_COSR Lectura 6 Retorna l'ajust d'òfset de cada sensor
GET_FINR Lectura 6 Retorna l'ajust fi d'òfset de cada sensor 
GET_MES Lectura 12 Retorna les lectures de cada sensor
GET_MES_T Lectura 2 Retorna la lectura del sensor de temperatura
GET_FIREWARE Lectura 6 Retorna informació sobre el firmware del microcontrolador
GET_DAT Lectura 6 Retorna els valors d'origen i sensibilitat de les lectures
GET_STATUS Lectura 1 Retorna informacions sobre l'estat del sensor
SET_SLEEP Escriptura 2 Configura el sensor en mode d'estalvi d'energia
SET_GAIN Escriptura 6 Configura els guanys dels sensors
SET_COSR Escriptura 6 Configura l'ajust d'òfset dels sensors
SET_FINR Escriptura 6 Configura l'ajust fi d'òfset dels sensors
SET_INDEX_DAT Escriptura 1 Configura l'index de lectura per a la comanda GET_DAT
Taula 2.2. Resum del joc de comandes del sensor AMI601
Per  al  funcionament  del  sensor  és  necessari  alimentar-lo  a  dos  nivells  de  tensió  diferents.
Necessita un nivell de tensió alt  per alimentar els components analògics que són els sensors
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pròpiament dits i la part a condicionament de la senyal. Aquest nivell de tensió pot estar en un
rang entre els 2,6 i 3,6 V. En el nostre cas serà de 3,3 V. per raons de normalització. Per a
alimentar  la  part  de  circuits  digitals  del  sensor  que  inclouen  el  microcontrolador  i  les
comunicacions, es necessita un nivell de tensió baix d'entre 1,65 i 2,4 V. També per raons de
normalització s'ha decidit proveir un nivell de tensió de 1,8 V.
Pel que fa al consum d'energia, arriba a uns valors de 30 mA. en operació contínua, i se situa
entre 2 i 3 µA. en mode d'estalvi d'energia. Els valors de consum en operació són bastant elevats
comparat amb altres dispositius de característiques semblants. L'explicació d'aquests consums
rau en la utilització de sensors de camp magnètic, que requereixen de més energia per al seu
funcionament. A continuació es mostra a la taula 2.3 un resum dels paràmetres més rellevants del
sensor.
Component Paràmetre Min. Tip. Max. Unitat
Sensor Magnètic
Rang dinàmic ±0.13 ±0.2 ±0.42 mT
Sensibilitat 5 10 15 bit/µT
Linealitat -- 1.3 4 %FS
Acceleròmetre
Rang dinàmic ±3.4 ±5 ±10.5 g
Sensibilitat 600 400 200 bit/g
Linealitat -- 4 10 %FS
General
Alimentació analògica 2.6 3.0 3.6 V
Alimentació digital 1.65 1.8 2.4 V
Consum -- 11 30 mA
Freqüència I2C 50 400 700 KHz
Temps lectura sensors -- 4.7 -- ms
Taula 2.3. Resum de característiques del sensor AMI601
2.4.3. Convertidor de nivells lògics
Una  problemàtica  associada  a  aquest  sensor  és  el  fet  que  necessiti  dos  nivells  diferents
d'alimentació. En concret el nivell de 1,8 V. necessari per alimentar els circuits digitals del sensor
i el mòdul de comunicació I2C. El problema en aquest sentit és que el microcontrolador que es
connecta al sensor en el nostre cas és un dsPIC, que s'alimenta a un nivell de tensió normalitzat
de 3,3 V. Això fa que el nivells lògics dels dos dispositius siguin diferents, i pot donar lloc a
errors de comunicació al bus I2C.
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Per aquesta raó cal utilitzar un convertidor de nivells lògics que normalitzi els nivells de tensió
entre el  dsPIC i  el  sensor.  Per  sort,  al  mercat  existeix una família  de dispositius  enfocats  a
solucionar  problemàtiques  d'aquest  tipus.  S'ha  escollit  un  dispositiu  recentment  introduït  al
mercat per la casa Maxim IC, el model MAX13030E. La aplicació principal d'aquest és la de
convertir nivells entre les targetes de memòria que funcionen a 3,3 V., i els microcontroladors
d'alta integració actuals, que funcionen a 1,8 V.
El MAX13030E disposa de 6 canals bidireccionals per a convertir els nivells d'una tensió alta a
una tensió més baixa. La principal característica d'aquest dispositiu és la velocitat en que realitza
els canvis de nivell lògic que permeten velocitats de transmissió de fins a 100Mbps. Per aquesta
raó el dispositiu està pensat per aplicar-se per exemple en la conversió de nivells en targetes de
memòria o en altres sistemes amb sis canals com per exemple el nostre sensor. Els nivells lògics
es fixen a partir de les alimentacions externes VCC i VL. El voltatge VCC, és la part d'alta tensió i
pot estar en un rang que va dels 2.2 als 3.6 V. Per altra banda VL és el voltatge de nivell més baix
i pot estar entre 1.6 i 3.2 V. Els senyals lògics presents als cantó de VL del dispositiu, apareixen
com a senyals de voltatge més alt al cantó de VCC, i viceversa. En el nostre disseny, el nivell de
tensió alt correspon al microcontrolador que s'alimenta a 3.3V, mentre que el nivell de tensió
baix és el que necessita la part de circuits digitals del sensor que és de 1.8V. Per a a aconseguir la
tensió d'alimentació a  1.8V.  S'ha  utilitzat  un regulador  de voltatge addicional  de  molt  baixa
potència, ja que només és necessari per al sensor.
2.5. Giroscopi ADIS16100
Com a solució per a mesurar la velocitat angular s'ha escollit el giroscopi ADIS16100 de la casa
Analog Devices. Aquesta empresa fa diversos any que investiga en el camp dels sensors MEMS
(Micro-Electro-Mechanical-Systems),  concretament  en  acceleròmetres  i  giroscopis,  i  ha
aconseguit molts bons resultats en els seus productes. El giroscopi escollit té unes excel·lents
qualitats com a sensor de precisió, mantenint un cost molt reduït i unes dimensions de l'ordre de
mil·límetres. En aquest minúscul encapsulat, s'hi troben el sensor d'un sol grau de llibertat, els
diferents circuits analògics de condicionament de la senyal, i un digitalitzador de senyal amb
sortida mitjançant bus sèrie amb protocol SPI (Serial Pheriperal Interface). 
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En l'actualitat podem trobar acceleròmetres MEMS en encapsulats de tant sols 3x3 mm. i amb
sensibilitat en els tres eixos. Això no és així quan parlem dels giroscopis, ja que estan realitzats a
partir d'estructures mecàniques molt més complexes i difícils d'integrar en un sol xip. Per això  la
majoria dels giroscopis MEMS del mercat tant sols tenen un sol eix sensible, i per aconseguir
giroscopis 3D, com en els acceleròmetres, cal muntar tres giroscopis en el mateix dispositiu i en
diferents  angles.  Això  dificulta  la  realització  dels  circuits  integrats,  sobretot  en  entorns
automatitzats, i fa que el terreny dels giroscopis MEMS estigui encara poc explorat. Tot i això,
les tendències indiquen que amb l'avenç actual en la integració de dispositius, en un futur pròxim
sorgiran al mercat giroscopis 3D en un sol xip.
2.5.1. Principi de Funcionament
Existeixen diferents formes de mesurar la velocitat angular d'un objecte, fet que ha donat lloc a
l'aparició de diferents tecnologies i principis de funcionament. Inicialment, es buscava fabricar
instruments  de  precisió  i  robustos,  ja  que  les  dimensions  no eren un factor  a  tenir  molt  en
compte. Però l'evolució de les tecnologies i l'aparició dels dispositius MEMS, han fet que la
tendència  sigui  miniaturitzar  aquests  dispositius  cada  vegada  més,  cosa  que  només ha  estat
possible tant sols en algunes de les tecnologies inicials.
Dins de les tecnologies MEMS disponibles, la que ha anat guanyant més pes ha estat la dels
giroscopis sísmics o vibrants, que és la que utilitza el giroscopi ADIS16100, i que es basa en la
mesura de l'acceleració de Coriolis. Aquesta acceleració es produeix en qualsevol moviment de
rotació, i es pot definir com a l'increment de la velocitat tangencial d'un objecte degut a la seva
velocitat  angular.  A la  figura  2.11  podem veure  un  exemple  que  pot  fer  més  entenedor  el
concepte. Si imaginem una persona dreta a sobre un disc giratori, podem observar que la seva
velocitat tangencial (fletxa blava) serà petita si es troba a prop del centre de rotació. A mesura
que  la  persona  s'allunyi  del  centre,  la  seva  velocitat  tangencial  anirà  augmentant.  Aquesta
variació de la velocitat tangencial és l'acceleració de Coriolis.
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Figura 2.11. Concepte d'acceleració de Coriolis en els moviments de rotació
El giroscopi utilitza aquest principi utilitzant una massa sísmica (que representaria a la persona
de l'exemple) amb moviment lliure en l'eix perpendicular a la velocitat tangencial, de manera que
es pot apropar o allunyar del centre de rotació (veure figura 2.12). A mida que la massa es mou,
es  produeix  una  força  en  el  sentit  de  la  velocitat  tangencial  proporcional  a  l'acceleració  de
Coriolis. Per mesurar aquesta força s'utilitza el mecanisme que es pot observar a la figura 2.12.
Aquest consisteix en tancar  la massa sísmica dins un marc, unit a l'exterior per un conjunt de
molles que es comprimeixen a mesura que la força i per tant l'acceleració de Coriolis augmenten.
Figura 2.12. Principi de funcionament del giroscopi ADIS16100
Per a mesurar la força aplicada a les molles, el sensor utilitza una sèrie de sensors capacitius.
Aquests  consisteixen  en  una  sèrie  de  'dits'  capacitius  distribuïts  entre  el  marc  de  la  massa
sísmica, i la part fixa del sensor (veure figura 2.12). Al fer circular un corrent elèctric pels 'dits'
es creen una sèrie de condensadors, que en condicions de repòs tenen tots el mateix valor de
càrrega capacitiva. Amb la compressió de les molles, les distàncies entre els condensadors varia
de manera que es creen capacitats diferencials. Aquestes variacions de capacitat resultants són
proporcionals a la velocitat angular del sistema segons l'equació de la figura 2.13.
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Figura 2.13. Equació de la variació de capacitat en el giroscopi ADIS16100
Una problemàtica lligada a aquesta tecnologia de sensor és que la força aplicada a les molles pot
ser causada per cops i vibracions i ser interpretada pel sensor com una velocitat angular. Per
evitar  aquest  efecte,  s'afegeix   una  segona  estructura  de  sensor  idèntica  a  la  primera,  però
muntada  en  anti-fase  respecte  l'altre.  D'aquesta  manera  els  dos  sensors  mesuren  la  mateixa
magnitud de rotació però en direccions oposades. La diferència entre les dues mesures s'utilitza
per a calcular la velocitat angular, tot descartant les possibles acceleracions lineals que afecten
per igual els dos sensors. Aquest mètode permet que les mesures del sensor siguin immunes
davant  xocs i vibracions de fins a 1000 g de magnitud.
2.5.2. Característiques
El giroscopi ADIS16100 es comercialitza en un encapsulat ceràmic de 8x8x5 mm., que integra el
sensor de velocitat angular juntament amb un sensor de temperatura, un convertidor d'analògic a
digital, i una interfície sèrie SPI per a la comunicació amb un microcontrolador (veure diagrama
de la figura 2.14).
L'element sensor està configurat  per mesurar velocitats angulars de 300º per segon amb una
sensibilitat  de  4  bit/º/seg.  mitjançant  el  qual  es  pot  aconseguir  una  resolució  teòrica  en  les
mesures de fins a 0,25 º/seg. Per altra banda el sensor disposa d'una molt bona linealitat a la
sortida,  amb  un  error  de  tant  sols  el  0,15%  del  valor  de  fons  d'escala.  Totes  aquestes
característiques fan del sensor una elecció excel·lent per aplicacions on es necessiti precisió en
mesures de baixa velocitat angular. El sensor té la opció de configurar el marge dinàmic per a
ampliar-lo,  mitjançant  la  connexió  d'una  resistència  externa.  Amb  aquesta  opció  el  marge
dinàmic es pot multiplicar fins quatre vegades, obtenint marges de 1200 º/seg. S'ha de tenir en
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∆C = capacitat diferencial
ω = velocitat angular
v = velocitat tangencial
M = massa sísmica
C = capacitat total
d = distància inicial dels condensadors
K= constant elàstica de les molles
C=2⋅⋅v⋅M⋅C
d⋅K
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compte però que aquesta modificació pot afegir derives en les mesures i errors absoluts que
caldrà calibrar i corregir.
Figura 2.14. Diagrama de blocs intern del giroscopi ADIS16100
El sensor porta incorporats filtres passa baixos per tal d'eliminar sorolls d'alta freqüència en les
mesures.  Aquests  es  troben  situats  a  la  sortida  de  la  senyal  del  sensor  i  abans  de  la  seva
amplificació limitant les altes freqüències. Hi ha un segon filtre passa baixos molt més restrictiu,
configurable mitjançant  l'addició d'un condensador extern.  Aquest  segon filtre,  serveix per  a
configurar l'ample de banda desitjat en les lectures del giroscopi. Aquest ample de banda està
configurat per defecte a 40 Hz, però es pot disminuir afegint un condensador extern.
Un  cop  la  senyal  ha  estat  degudament  filtrada,  es  codifica  en  format  digital  a  través  d'un
convertidor de 12 bits i 4 canals multiplexats. D'aquests quatre, només dos són utilitzats: un per
les lectures del giroscopi i l'altre per a les del termòmetre. Els altres dos queden lliures i són
accessibles com a entrades analògiques auxiliars, de manera que permeten la connexió d'altres
dispositius analògics al sensor.
El bus de comunicació sèrie síncron (SPI) que el sensor incorpora està configurat per a treballar
en mode 'full-duplex', és a dir, que pot rebre i enviar dades alhora. A part, el bus eé configurable
en un gran rang de velocitats que poden anar dels 10 Khz. als 20 Mhz. Aquest fet fa que el sensor
pugui funcionar a una gran velocitat, i pugui enviar fins a un milió de mesures per segon al
dispositiu al que estigui connectat. Per realitzar una lectura, el microcontrolador ha d'enviar una
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paraula de configuració al sensor en la que s'especifiqui de quin canal del convertidor ADC vol
la mesura. La resposta del sensor s'envia duran la següent paraula de configuració enviada pel
microcontrolador. El funcionament detallat del protocol SPI està explicat de forma detallada al
capítol 3.
Pel  que  fa  als  paràmetres  elèctrics,  per  al  funcionament  del  sensor  es  necessita  una  sola
alimentació de 5 V. estables. Tot i això el sensor disposa d'una entrada de voltatge per al circuit
de  comunicacions  SPI,  per  poder  alimentar  aquesta  part  a  un  nivell  de  tensió  igual  al  del
microcontrolador. En relació al consum, aquest és relativament baix, ja que en operació contínua
i amb un ritme de sortida de 50 K  mesures per segon, el sensor només consumeix un màxim de
9 mA.
A la taula 2.4 hi ha un resum dels paràmetres més importants del sensor com a sumari del que
s'ha explicat.
Component Paràmetre Min. Tip. Max. Unitat
Giroscopi
Rang dinàmic ±300 -- ±1200 º/seg
Sensibilitat 3.68 4.1 4.52 bit/º/seg
Linealitat -- 0.15 -- %FS
Termòmetre
Rang dinàmic -- ±300 -- K
Sensibilitat -- 6.88 -- bit/K
General
Alimentació 4.75 5 5.25 V
Alimentació digital 2.7 -- 5.25 V
Consum -- 7 9 mA
Freqüència SPI 10 -- 20000 KHz
Temps lectura sensor -- 800 -- ns
Taula 2.4. Resum de característiques del giroscopi ADIS16100
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2.6. Regulació de tensions
El prototip està pensat per ser alimentat des d'una bateria, al tractar-se d'un sistema mòbil. Per
això s'ha realitzat tot el disseny pensant en que l'alimentació principal del sistema estaria en un
rang d'entre 6 i 9 V. de corrent continu. A partir d'aquesta premissa s'han realitzat les diferents
regulacions de tensió als nivells que necessiten els diferents components. Els nivells de tensió
necessaris són tres: 5 V. per als giroscopis, 3.3 V. per a la majoria de components, i 1.8 V. pels
acceleròmetres. 
Per a la regulació de 5 V. s'ha utilitzat el regulador lineal LP38691 que es caracteritza per una
gran precisió del voltatge regulat amb un error típic del 2%, i una caiguda de tensió en càrrega
també mínima (típicament  250 mV.  A plena  càrrega).  El  corrent  màxim de  sortida  que  pot
suportar el regulador és de 0.5 A., cosa que garanteix un marge de consum molt ampli, ja que el
consum del prototip és aproximadament cinc vegades més baix.  La tensió d'entrada màxima
suportada pel dispositiu és de 10 V.
Per a la regulació de 3.3 V. s'ha utilitzat el  regulador lineal LP2981, que es caracteritza per
suportar un corrent màxim a la sortida de 100 mA., i per estar encapsulat en SOT-23, que és
l'encapsulat més petit del mercat i per tant l'espai en placa ocupat pel regulador és mínim. La
resposta del regulador davant la càrrega és excel·lent, amb tant sols una variació de la sortida de
200 mV. a plena càrrega. La tensió màxima d'entrada d'aquest dispositiu és de 16 V.
Finalment, per a la regulació de 1.8 V. necessària pels acceleròmetres, s'ha utilitzat el regulador
LP5900. Aquest regulador, com el de 3.3 V., suporta una sortida màxima de 100 mA., amb una
caiguda de tensió a plena càrrega de tant sols 80 mV. típicament. El problema d'aquest regulador
és que accepta  voltatges d'entrada de 2.5 a 5.5 V., i per tant no es pot connectar directament a
l'alimentació de la bateria. Per això, aquest regulador es munta en cascada amb el regulador de 5
V., i així s'eviten sobretensions que el podrien malmetre. Aquest regulador està empaquetat en un
encapsulat LLP sense pins sortints de 2x2 mm. d'àrea, la qual cosa minimitza l'espai que ocupa
en placa, però en dificulta el procés de soldadura.
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Capítol 3. Disseny del Hardware
En aquest  capítol  es  vol  fer  una  descripció  del  procés  de  creació  de  les  plaques  de  circuit
integrat.  Tots  els  passos  realitzats  en  el  disseny  dels  circuits  s'ha  realitzat  amb  la  suite  de
programes Altium Designer, que integra tota una sèrie d'eines creades per a facilitar i millorar el
disseny de les plaques. El primer pas per a la creació d'aquestes és el disseny d'esquemes que
mostrin les relacions entre els diferents components del prototip. A la primera part del capítol es
vol  descriure  de  quina  manera  s'han  realitzat  aquests  esquemàtics,  i  la  connexió  entre  els
diferents components.
La segona part del capítol està dedicada al disseny de la placa en sí, donant una especial atenció
als encapsulats dels components escollits, i  la manera d'integrar-los per que ocupin el menor
espai possible en placa. Una vegada acabat el disseny es volen mostrar les dimensions del circuit,
i l'aspecte d'aquest una vegada acabat i amb tots els components muntats.
3.1. Disseny dels esquemàtics
L'esquemàtic  d'un  circuit  mostra  en  detall  els  pins  accessibles  de  cada  component,  i  les
connexions elèctriques entre ells. S'utilitza com a ajuda per visualitzar tots els components del
circuit, tant actius com passius, i veure en detall les interconnexions de forma simplificada i de
manera que faci més fàcil la detecció d'errors i de incompatibilitats. La majoria de programes de
disseny de circuits assistit per ordinador utilitzen un esquemàtic del circuit per a sintetitzar-lo
posteriorment en un circuit integrat o PCB (Printed Circuit Board). Com a programa de disseny
assistit per ordinador s'ha utilitzat el paquet de software Altium Designer que integra tots els
aspectes de la creació d'un circuit. Es pot utilitzar per a realitzar el dissenys dels esquemàtics, la
modelització de cada component i posteriorment transformar-ho en una disseny PCB complert.
El disseny de l'esquemàtic s'ha realitzat a partir de les diverses especificacions que ha de tenir,
segons els nostres objectius, el prototip final. La principal és que es tracta d'un sistema multi
sensor fet  per  mesurar  diferents  paràmetres de moviment  del  cos humà. Per tant  els  sensors
estaran repartits en diferents parts del cos i units amb una connexió elèctrica mitjançant cable. En
el disseny s'ha de tenir en compte que cal realitzar diversos circuits integrats, un per cada mòdul
sensor, però tots ells iguals. Amb l'excepció del mòdul central, que és l'encarregat de realitzar
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totes les operacions,  i  que contindrà a part  dels sensors: el  microcontrolador, la memòria, el
dispositiu Bluetooth, i els diferents components per a la administració de l'energia. Aquest mòdul
central serà a on es connectaran la resta de mòduls sensors, i per tant integrarà els diferents
connectors necessaris.
En primer lloc s'ha realitzat el disseny del mòdul central, que és el que integra la majoria de
components, i per tant el més complexe. Com a primera aproximació al disseny esquemàtic, s'ha
realitzat  un diagrama de blocs  a  on es  mostra  a  nivell  genèric  la  relació entre  els  diferents
components i que es pot veure a la figura 3.1.  La peça central del sistema és el microcontrolador
dsPIC30F3014, al qual es connecten la resta de components mitjançant diferents busos i ports de
comunicacions.  Per  una  banda  la  memòria  de  dades  del  sistema,  constituïda  per  la  targeta
microSD, juntament amb el giroscopi,  comparteixen connexió al bus SPI de 4 fils, controlat pel
dsPIC. Per altra banda, el  mòdul de comunicacions Bluetooth es connecta mitjançant el  port
UART, i el sensor d'acceleració es connecta al bus I2C a través del dispositiu de conversió de
nivells lògics.
Figura 3.1. Diagrama de blocs genèric del  mòdul central del prototip
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Al diagrama de blocs de la figura 3.1 es mostren també els connectors de la resta de mòduls
sensors del prototip. Cada connector comparteix varies línies tant de potència com de senyal
digital, que serveixen per a alimentar cada un dels mòduls sensors, i també per comunicar els
sensors  amb  el  microcontrolador.  Cada  mòdul  sensor  està  constituït  per  uns  giroscopi,  un
acceleròmetre,  i  un convertidor  de nivells  lògics.  Per  això el  bus d'interfície  de cada mòdul
sensor inclou dues alimentacions, una a 3.3 V. i l'altra a 5 V., i les interfícies dels busos SPI i I2C
que es comparteixen entre tots els components que els utilitzen.
En el diagrama de la figura 3.1 s'ha volgut representar també la part de gestió de l'energia del
dispositiu, que s'encarrega de realitzar les regulacions de tensió d'alimentació. Degut als diferents
components,  fan  falta  fins  a  tres  valors  de  tensió  diferents  d'alimentació.  Aquestes  tensions
s'aconsegueixen  dels  tres  reguladors  instal·lats:  el  regulador  LP38693  de  5  V.,  el  regulador
LP2981 de 3.3 V., i el regulador LP5900 de 1.8 V.
El següent pas en el disseny un cop tenim un diagrama bàsic del sistema és la creació d'un
esquemàtic  detallat  on  es  vegin  reflectits  tots  els  components  i  les  seves  connexions.  A
continuació  es  vol  realitzar  una  descripció  detallada  dels  esquemàtics  realitzats.  Degut  a  la
grandària  de  l'esquema  resultant,  i  per  fer  més  entenedor  el  seu  contingut,  s'ha  dividit
l'esquemàtic en les següents parts: el microcontrolador, l'acceleròmetre, el giroscopi, la targeta de
memòria, i les regulacions de tensió. Els esquemàtics complerts del prototip es poden trobar a
l'annexe A de la memòria.
Abans de començar amb la descripció dels esquemàtics, cal fer l'aclariment de dues convencions
utilitzades en tots els documents. Aquestes fan referència a les senyals de massa i alimentació
regulada a 5 V. Per una banda, totes les senyals que en els esquemàtics estan connectades al
símbol de GND o terra, estan realment referenciades a massa. Aquesta convenció s'utilitza per a
no omplir l'esquemàtic amb línies innecessaries, i clarificar-lo. Per altra banda, totes les senyals
connectades al símbol d'alimentació Vcc, estan en realitat connectades a la sortida del primer
regulador, que dona els 5 V. constants. 
La primera part de l'esquemàtic que es mostra a la figura 3.2 correspon al microcontrolador, que
és la part central del disseny i la que s'encarrega de controlar i gestionar les senyals de la resta de
dispositius.  En  la  figura  es  mostren  els  components  associats  al  funcionament  del  propi
microcontrolador,  i  la  referència  de  les  senyals  utilitzades  per  connectar  amb  la  resta  de
components. Els components associats al  microcontrolador són per una banda el rellotge del
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sistema, que en el prototip actual funciona a 7.37 Mhz., i que necessita, per al filtrat de la sortida,
dos condensadors ceràmics de 22 pF. connectats entre les senyals del rellotge i massa.
Figura 3.2. Part de  l'esquemàtic corresponent al microcontrolador
El  microcontrolador  incorpora  una  interfície  de  programació,  que  permet  a  través  d'un
programador  específic  com l'ICD2,  programar  la  memòria,  i  fins  hi  tot  realitzar  operacions
bàsiques de debugat. La interfície de programació consta de cinc fils entre els que hi ha: massa,
alimentació a 5 V., la senyal de reset MCLR, i dues línies de dades PGC i PGD. En el prototip
s'inclou  un  connector  a  la  interfície  de  programació  per  tal  que  sigui  fàcil  reprogramar  el
dispositiu en qualsevol moment i  facilitar  així  la correcció d'errors i  les modificacions en el
programa. La senyal de reset MCLR, és una senyal especial de lògica inversa que ha de estar per
defecte a l'estat lògic inactiu, que en el seu cas és a nivell alt. Per mantenir la senyal sempre a
nivell alt és connecta aquesta a l'alimentació mitjançant una resistència de pull-up. La resistència
és de 4.7 KΩ, i el que fa es mantenir la senyal a nivell alt mentre cap altre dispositiu la controli.
En el moment que un altre dispositiu, en el nostre cas el programador, posi la senyal a 0, la
resistència fa que això no entri en conflicte amb la tensió aplicada a l'altre cantó.
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La  resta  de  senyals  del  microcontrolador  referenciats  a  aquesta  part  de  l'esquemàtic,  estan
connectats físicament a altres components del circuit. A la taula 3.1 es mostra la relació entre la
referència de cada senyal, la seva funció, i el component al que està connectada.
Pin Referència Connexió
1 SDI1 / SDA Lectura de dades del bus SPI. / Línia de dades del bus I2C.
4 RF1 Senyal CS del bus SPI connectada al giroscopi 1 (mòdul central).
10 RB12 Senyal de vref del giroscopi 1.
19 MCLR Senyal de reset del microcontrolador connectada al programador.
20 RB1 Senyal rst del sensor AMI601 (mòdul central).
21 RB2 Senyal busy del sensor AMI601 (mòdul central).
22 RB3 Senyal trg del sensor AMI601 (mòdul central).
25 PGC Senyal de dades del programador.
26 PGD Senyal de dades del programador.
35 RC14 Senyal CS del bus SPI connectada al giroscopi 2.
36 RA11 Senyal CS del bus SPI connectada al giroscopi 3.
37 RD9 Senyal CS del bus SPI connectada al giroscopi 4.
38 RD3 Senyal CS del bus SPI connectada al giroscopi 5.
41 RD2 Senyal de CD de la targeta de memòria.
42 RD8 Senyal de CS de la targeta de memòria
43 SCK1 Senyal de rellotge del bus SPI.
44 SDO1 / SCL Senyal de escriptura del bus SPI. / Senyal de rellotge de bus I2C.
Taula 3.1. Resum de pins connectats al microcontrolador
Com es pot observar, el microcontrolador comparteix en alguns dels seus pins diverses funcions
per a estalviar pins de sortida i per minimitzar els encapsulats. Així els pins 1 i 44 del nostre
disseny comparteixen les funcionalitats de bus SPI i I2C. Però aquest fet no presenta un problema
gaire greu, ja que el microcontrolador accedirà seqüencialment als diferents sensors, de manera
que no s'utilitzaran els dos busos a la vegada i per tant sempre ni haurà un de deshabilitat. La
resta de senyals del microcontrolador que s'utilitzen són principalment entrades i sortides digitals
com per exemple el selectors de xip CS del bus SPI. Per altra banda les senyals rst, trg i busy de
l'AMI601, i vref del giroscopi ADIS16100, s'utilitzen tant sols en els sensors del mòdul central.
Això es així degut a que es va utilitzar el mòdul central per a realitzar proves amb els sensors, i
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es volien provar totes les funcionalitats d'aquests. Però per a l'operació normal dels sensors no
són necessaris i per tant no s'han afegit a la interfície de la resta de sensors, i així s'han estalviat
conductors en els cables.
La següent part mostrada de l'esquemàtic correspon al giroscopi ADIS16100, i es pot veure a la
figura 3.3.  La interfície d'aquest sensor consta principalment del bus SPI amb les senyals de
SCLK, SDI i SDO connectades al microcontrolador, i de la senyal de CS connectada a la sortida
digital RF1 del mateix. A part el giroscopi necessita un condensador extern per a funcionar, que
permet seleccionar el rang de freqüències que retornarà la sortida del sensor, com ja s'ha explicat
a l'apartat sobre el seu principi de funcionament. Per aquesta fi,  s'ha muntat un condensador
ceràmic de 220 nF. de capacitat. Pel que fa a l'alimentació, el sensor està alimentat en dues de les
seves entrades a un nivell de tensió de 5 V.
Figura 3.3. Part de  l'esquemàtic corresponent al giroscopi
L'acceleròmetre AMI601 juntament amb el convertidor de nivells lògics i el regulador a 1.8V
formen la tercera part dels esquemàtics  (figura 3.4). El sensor necessita dos nivells de tensió
diferents  per  al  seu funcionament.  El  nivell  de 3.3  V.  alimenta  la  part  analògica del  sensor,
formada  pel  propi  element  sensor,  mentre  que  per  alimentar  la  part  digital,  formada  pel
controlador intern i la interfície I2C, es necessita un nivell de tensió de 1.8 V. El nivell de 1.8 V.
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el proporciona el regulador LP5900 que necessita, segons especificacions, diversos condensadors
ceràmics de filtre per al seu correcte funcionament. En concret necessita dos condensadors de
470 nF., un a l'entrada de voltatge i l'altre a la sortida, que corresponen als condensadors C10 i
C14 de l'esquemàtic.  El  voltatge d'entrada al  regulador és de 3.3 V. provinent  del  regulador
LP2981, que és el que alimenta la majoria de components del disseny. El sensor necessita també
d'un condensador extern per a funcionar correctament segons el fabricant. Aquest és del tipus
electrolític amb un valor de capacitat de 10 uF.
El convertidor de nivells lògics MAX13030E és el que fa la conversió entre la part digital del
sensor a 1.8 V., i el microcontrolador a 3.3 V. Per a realitzar la conversió el dispositiu necessita
d'una  referència  dels  dos  nivells  de  tensió  que  es  volen convertir,  que  serveixen a  més  per
alimentar-lo.  Per  al  seu  correcte  funcionament,  el  dispositiu  necessita  nivells  de  tensió
d'alimentació molt estables, i és per això que també incorpora diversos condensadors de filtre. En
concret  utilitza  un  condensador  ceràmic  de  100  nF.  (C13)  a  l'alimentació  de  1.8  V.,  i  dos
condensadors  més  en  paral·lel  de  100  nF  (C11)  i  1  uF  (C12)  a  l'alimentació  de  3.3  V.  El
dispositiu disposa de 6 canals de conversió de senyals, dels quals tant sols se n'utilitzen 5 al
prototip.  Dos dels canals estan dedicats al  bus de transmissió I2C, que són els que realment
aprofiten les característiques d'alta velocitat en les transicions del dispositiu. Els altres tres canals
estan dedicats a senyals d'estat del funcionament del sensor que es connecten als ports genèrics
d'entrada / sortida digital del dsPIC. En concret, la senyal de busy, que mostra quan el sensor està
ocupat realitzant una mesura, està connectada al port RB2 del microcontrolador en configuració
d'entrada; la senyal rst de reset del sensor està connectada al port RB1 configurat com a sortida; i
la senyal trg, que es fa servir per a despertar el sensor, està connectada al port RB3 configurat
com a sortida.
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Figura 3.4. Part de  l'esquemàtic corresponent a l'acceleròmetre
La  targeta  de  memòria  microSD està  integrada  al  prototip  mitjançant  un  lector  de  targetes
específic, que no és res més que un connector especial per a la targeta, que a més li serveix de
protecció. La targeta també utilitza la interfície del bus SPI compartit, tal i com es pot veure a la
figura 3.5. Les seves senyals principals són per tant: la senyal SCLK, la senyal SDI i la senyal
SDO provinents del microcontrolador, juntament amb la senyal de CS que es connecta al port
digital RD8 configurat com a sortida. L'alimentació de la targeta prové del regulador de 3.3 V. ja
que és el voltatge estàndard per aquest dispositiu. El lector de targetes implementa també un
senzill detector de presencia de targeta, per mitjà d'un microinterruptor. Aquest està connectat per
una banda a la tensió d'alimentació de 3.3 V., i per l'altre al microcontrolador dsPIC mitjançant el
port digital RD2 configurat com a entrada. D'aquesta manera, si el port digital està a nivell baix
significa que no es detecta cap targeta, mentre que si per al contrari està a nivell alt vol dir que hi
ha una targeta inserida al lector.
46
Unitat de Control per un Sistema Autònom d'Anàlisi del Moviment Humà
Figura 3.5. Part de  l'esquemàtic corresponent a la targeta microSD
A la figura 3.6 es mostra un detall dels connectors per als mòduls sensors. Com es pot veure, els
quatre connectors comparteixen la majoria de senyals i l'alimentació. Cada mòdul sensor consta
d'un giroscopi i un acceleròmetre, de manera que es necessiten tan la interfície SPI com la I2C.
Però com que el microcontrolador comparteix el pins de les dues interfícies no fan falta cables de
senyal addicionals, i en fem prou amb les senyals SCLK, SDI i SDO. El que si fan falta són dos
nivells d'alimentació, ja que un sensor necessita 5 V., mentre que l'altre necessita 3.3 V. També es
necessiten 4 senyals diferents per als CS dels quatre giroscopis, de manera que s'utilitzen les
senyals digitals RC14, RA11, RD9 i RD3 del dsPIC configurades com a entrada.
Figura 3.6. Part de  l'esquemàtic corresponent als connectors del mòdul central
Finalment, l'última part dels esquemàtics del mòdul central correspon a la regulació de tensions.
A la figura 3.7 es mostra l'esquemàtic format pel regulador LP38693 que dona una sortida de 5
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V. regulats, i pel regulador LP2981 que dona 3.3 V. regulats. A la figura també es pot veure el
connector P1, que és el connector de l'alimentació externa, i que està pensat per a funcionar en
un  rang  de  tensions  d'entre  6  i  10  V.  Els  dos  reguladors  necessiten,  segons  el  fabricant,
condensadors ceràmics externs per a filtrar tant la tensió d'entrada com la de sortida. Com a
solució s'han muntat quatre condensadors de 3.3 uF corresponents als condensadors C1, C2, C6 i
C7 de l'esquemàtic. Els quatre condensadors igualen o superen en valor als recomanats per al
fabricant, de manera que es garanteix el filtrat.
Els mòduls sensors són circuits integrats de menors dimensions per facilitar així la integració en
diferents  parts  de  cos  del  pacient.  Estan  compostos  per  dos  sensors:  el  giroscopi  i
l'acceleròmetre, tal i com es pot veure a la figura 3.8. També incorporen el convertidor de nivells
lògics i el regulador a 1.8 V. necessaris per a l'acceleròmetre. D'aquesta manera es facilita la
integració dels dispositius i es simplifiquen les interfícies. Cada mòdul sensor es connecta al
mòdul principal mitjançant un cable de 7 nuclis.
L'estructura dels mòduls sensors és molt semblant a la explicada per al mòdul principal. Queda
integrada en un sol circuit la part del giroscopi, i la part del l'acceleròmetre, tal i com es pot
veure  a la  figura 3.8.  El  connector  que es veu és  el  connector  mascle que encaixa amb els
connectors femella situats al mòdul principal. Entre els components i el connector, tot i que no
quedi reflectit a la figura, hi ha el cable d'interfície, que pot varia en llargada entre 1 i 1.5 metres,
depenent de la localització del sensor al cos.
Figura 3.7. Part de  l'esquemàtic corresponent als reguladors de tensió
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Figura 3.8. Esquemàtic dels mòduls sensors
3.2. Disseny dels PCB
Per al disseny de la placa de circuit integrat (PCB) s'ha utilitzat igualment la suite de software
Altium Designer, amb el seu programa de creació de PCBs. Gràcies a aquest software es pot
dissenyar un circuit multi capa i optimitzat per a que ocupi la menor àrea possible, utilitzant les
seves múltiples funcions d'optimització.
El primer pas en la creació del PCB, és dibuixar les empremtes (o en anglès  footprints) dels
diferents components del sistema. Això vol dir dibuixar el contactes a la placa a on es soldaran
els pins del component. La disposició dels pins al component depèn de l'encapsulat d'aquest, i hi
pot haver diferents opcions, ja que existeixen components que es comercialitzen amb diferents
encapsulats per a diferents aplicacions. En el disseny s'ha intentat escollir sempre els encapsulats
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més  petits  de  cada  component  per  reduir  al  màxim les  dimensions  del  prototip.  En  alguns
components utilitzats com el microcontrolador i els reguladors s'ha pogut escollir l'encapsulat,
mentre que en d'altres aquest és fixe.
El model del microcontrolador escollit es comercialitza en dos encapsulats diferents. De més
gran a més petit són: el PDIP de 40 pins, el TQFP de 44 pins i el QFN de 44 pins. D'aquests tres
s'ha escollit el TQFP, ja que tot i ser més gran que el QFN, resulta més fàcil de soldar ja que el
pins són visibles (veure figura 3.9). L'encapsulat TQFP consta de 44 pins en unes dimensions de
tant sols 12x12 mm.
Figura 3.9. Encapsulat TQFP 44 pins del microcontrolador dsPIC30F3014
S'ha  pogut  escollir  per  altra  banda l'encapsulat  dels  reguladors,  tot  i  que  la  mida  d'aquests,
comparats amb la resta de components, no és molt significativa. S'ha intentat muntar l'encapsulat
més petit possible de cada un, de manera que per al regulador de 5 V., s'ha escollit un encapsulat
del tipus SOT-223, amb unes dimensions de 6.5x7 mm. Mentre que els reguladors de 3.3 V. i 1.8
V. s'han muntat amb el mateix tipus d'encapsulat LSOP de tant sols 3x3 mm.
Els sensors,  al  ser  uns dispositius especials,  venen en una càpsula de característiques també
especials. Aquesta és única per a cada tipus de sensors, i sol ser de dimensions molt reduïdes. Els
dos sensors escollits pel sistema compten amb encapsulats sense pins visibles, que es troben a la
part inferior del components, i situats a la perifèria d'aquest. Això fa que augmenti la dificultat
alhora de soldar aquests dispositius si no es tenen els mitjans tècnics apropiats. El giroscopi es
comercialitza en un encapsulat amb 16 pins, i unes dimensions de 8.2x8.2x5 mm. Mentre que
l'encapsulat  de  l'acceleròmetre,  que  es  sense  pins  externs  també,  disposa  de  14  pins  en  un
encapsulat de 6x5.3x1.5 mm.
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Figura 3.10. Encapsulats dels sensors: a) giroscopi  b) acceleròmetre
Pel que fa la resta d'elements que ocupen un espai destacable en el prototip, tenim per una banda
el lector de targetes microSD, que disposa dels 8 pins per a la interfície amb la targeta més dos
més per al mecanisme de detecció de targeta inserida. Les dimensions totals del lector amb la
targeta de memòria inserida són de 16.8x14 mm. Per altra banda tenim el dispositiu Bluetooth,
que ve muntat en un circuit propi on hi ha integrats tots els components necessaris per al seu
funcionament,  inclosa  una  antena  per  a  la  ràdio.  Aquest  mòdul  independent  és  connecta
mitjançant 8 pins del tipus de 2.54 mm de separació,distribuïts en dues columnes. Tot aquest
mòdul està altament integrat, de manera que les seves dimensions totals són de 18x20 mm.
Figura 3.11. Dimensions del les plaques de mòdul central i mòduls sensors
Amb l'ús dels components descrits s'han aconseguit unes dimensions de placa realment reduïdes,
amb una mida de cada mòdul sensor de tant sols 23x27 mm., i una mida del mòdul central de
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39x56 mm. (figures 3.11 i 3.12). Aquestes dimensions fan el dispositiu ideal per  a una aplicació
de sensors corporals, ja que els fa gairebé imperceptibles per l'usuari. Els PCBs realitzats dels
diferents circuits es poden trobar a l'annex A d'aquesta memòria.
Figura 3.12. Fotografia del mòdul central del prototip
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Capítol 4. Disseny del programa
El  capítol  de  disseny  del  programa  vol  realitzar  una  descripció  del  programa  que  conté  el
microcontrolador,  i  que  fa  que  aquest  realitzi  totes  les  operacions  de  captura  de  senyals,
emmagatzemament en memòria i  transmissió de dades.  Al llarg d'aquest  capítol  es  veurà en
detall el funcionament del diferents protocols de comunicació utilitzats (SPI, I2C i UART), així
com la metodologia per realitzar les lectures de dades dels sensors. Per altra banda s'explicarà
com es realitza la interfície amb la targeta de memòria, i com es guarda la informació en aquesta
en  un  format  estàndard  com  el  FAT16.  També  es  vol  explicar  la  interfície  amb  el  mòdul
Bluetooth, amb el joc de comandes necessari per a la comunicació amb ell, i la transmissió de les
dades.
4.1. Flux del programa principal
El programa del microcontrolador consta de dues parts diferenciades: la inicialització i el bucle
de programa. La inicialització és la rutina que s'executa una sola vegada a l'inici de l'operació.
Aquesta  rutina  especial  serveix  per  a  inicialitzar  tant  el  microcontrolador  com els  diferents
dispositius que es connecten a ell i necessiten unes atencions concretes abans de poder començar
a operar normalment. L'altre part és el bucle de programa, que és la part on el flux d'instruccions
s'executa per ordre i indefinidament, fins que s'apaga el mòdul. 
A  la  figura  4.1  es  pot  observar  el  diagrama  de  flux  que  representa  el  programa  del
microcontrolador.  A l'inici del programa, s'executen les diferents rutines d'inicialització, a on
trobem en primer lloc la inicialització del microcontrolador, seguida per la configuració inicial
dels giroscopis i dels acceleròmetres. Seguidament, si es detecta una targeta de memòria inserida
al lector, es procedeix a la inicialització de la targeta, mentre que si no es detecta s'inicialitza el
dispositiu  Bluetooth.  D'aquesta  manera  es  pot  decidir  fàcilment  si  el  dispositiu  guardarà  les
dades capturades a la memòria, o per el contrari les transmetrà en temps real per Bluetooth.
Una  vegada  acabades  les  rutines  d'inicialització  s'entra  en  el  bucle  de  programa.  En  cada
execució del bucle es realitzen una sèrie d'operacions de forma seqüencial, començant per la
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lectura de les mesures de tots els sensors. Un cop obtingudes les lectures dels sensors dels cinc
mòduls  es  captura  el  temps,  per  a  tenir  una  referència  en  l'anàlisi  posterior.  Seguidament,
depenent de si hi ha una targeta de memòria inserida es procedeix o bé a guardar les dades en
memòria,  o  bé a  transmetre-les  cap al  dispositiu  Bluetooth.  Un cop acabades totes  aquestes
operacions  el  microcontrolador  entra  en  mode  de  baix  consum  d'energia  durant  un  temps
determinat, i torna a iniciar el bucle.
Figura 4.1. Flux del programa principal del microcontrolador
En un cicle de programa del microcontrolador es realitza l'adquisició de dades de deu sensors
diferents:  cinc  acceleròmetres  i  cinc  giroscopis.  De  cada  acceleròmetre  es  reben  les  dades
d'acceleració en tres eixos més la referència de voltatge, mentre que de cada giroscopi rebem una
dada de velocitat angular. Això fa un total de 50 dades per cada cicle de programa, que significa
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un volum de 100 bytes, ja que les dades són de 16 bits. Si comptem amb una mitjana de 60 cicles
per segon, tal i com indiquen les especificacions de captura de moviment humà, obtenim que el
dsPIC ha de manejar un total de 6Kbytes de dades cada segon.
Aquest  notable  volum da  dades  fa  que  es  necessiti  un  grau elevat  de  velocitat  en  totes  les
operacions del microcontrolador, i fa vital una ràpida comunicació amb els sensors i la resta de
components. Per aquesta raó el sensors van equipats amb busos de comunicació d'alta velocitat,
I2C en el cas dels acceleròmetres i SPI en el cas dels giroscopis. En els següents apartats és vol
entrar amb detall en el funcionament d'aquests dos busos de comunicacions, i en la manera com
els utilitzen els sensors escollits.
4.2. Adquisició de dades de l'acceleròmetre
L'adquisició de dades de l'acceleròmetre comprèn una sèrie de protocols i d'operacions que cal
seguir si es volen obtenir dades correctes. En primer lloc, cal establir una comunicació amb el
sensor a través del bus I2C, que és la comunicació a més baix nivell entre el microcontrolador i
aquest. Una vegada establerta aquesta comunicació, cal enviar comandes al sensor en un format
específic per a que aquest sigui capaç d'entendre-les i de respondre correctament.
En aquest apartat es vol descriure el  funcionament bàsic del protocol I2C, i  el  funcionament
intern del bus. També es vol explicar el funcionament intern del perifèric del microcontrolador
dedicat a aquesta finalitat, i per altra banda del sensor. Un cop es conegui el funcionament intern
del  bus,  es  vol  explicar  el  format  de comunicació que utilitza el  sensor,  amb el  seu joc de
comandes propi,  i  per  últim les  funcions de programa que s'han realitzat  per  aconseguir  les
lectures de valors.
4.2.1. Protocol I2C
El bus I2C (Inter-Integrated Circuit) és un bus sèrie multi-màster inventat per Philips a principis
dels  anys  80.  L'objectiu  principal  d'aquest  bus  és  el  de  connectar  varis  perifèrics  de  baixa
velocitat (memòries, convertidors ADC, sensors, etc.) a un sistema microprocessat a través d'una
interfície  senzilla  (figura  4.2).  Aquesta  utilitza  tan  sols  dos  cables  bidireccionals:  un  cable
anomenat  SDA per  a  les  dades,  i  un  altres  anomenat  SCL com a  rellotge.  Cada  dispositiu
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connectat al bus s'identifica amb una adreça única (tant si és un microcontrolador, com una  LCD
o una memòria) i  pot operar com a transmissor o com a receptor depenent de la funció del
dispositiu. Òbviament un LCD és tant sols un receptor, però una memòria tan pot rebre com
enviar dades. A més a més de ser transmissors o receptors, els dispositius poden estar definits
com a màsters o com a esclaus. Un màster és el dispositiu que inicia les transferències de dades
dins el  bus i  genera les  senyals  de rellotge que permeten la  transferència.  En aquest  temps,
qualsevol dispositiu adreçat pel màster és considerat un esclau.
Figura 4.2. Esquema bàsic de la comunicació a través del bus I2C
El bus I2C té la capacitat de ser utilitzat com a bus multi-màster. Això vol dir que hi pot haver
més d'un dispositiu capaç de controlar el bus connectat alhora. Per exemple, es poden connectar
dos microcontroladors al mateix bus de manera que actuïn els dos de màster en instants de temps
diferents. Aquesta possibilitat planteja la possibilitat de que més d'un màster intenti iniciar una
transferència a la vegada. Per evitar els errors que podria provocar aquest fet, el bus implementa
un procediment d'arbitració que dona preferència a un dels màsters. En el present projecte però
tant sols s'utilitza una topologia de bus amb un sol màster que es el dsPIC, i varis esclaus que són
els sensors. Així doncs no entrarem en detalls sobre els procediments d'arbitració i mecanismes
per evitar col·lisions utilitzats en topologies multi-màster.
4.2.2. Característiques del bus
Les dues línies de la interfície (SDA i SCL) són bidireccionals, i estan connectades a una font de
tensió  positiva  mitjançant  resistències  de  pull-up,  tal  i  com es  pot  observar  a  la  figura  4.2.
D'aquesta manera s'assegura que quan el bus està lliure, les dues senyals estiguin a nivell alt. Les
etapes de sortida dels dispositius connectats al bus han de ser de topologia de col·lector obert per
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a permetre al bus realitzar la funció AND cablejada, necessària per als procediments d'arbitració.
Per altra banda, els nivells lògics alt i baix no estan definits en valors absoluts de voltatge, i
depenen  del  nivell  al  que  estigui  funcionant  el  sistema,  ja  que  així  es  disposa  d'una  major
flexibilitat en el disseny.
La velocitat del bus està configurada genèricament en tres modes diferents. En el mode estàndard
les dades es transfereixen fins a una velocitat de 100 Kbit/s, en el mode ràpid fins a 400 Kbit/s, i
en el mode d'alta velocitat fins a 3.4 Mbit/s. Aquest últim mode es va afegir a la segona revisió
del  bus,  i  tant  sols  el  permeten  alguns  dispositius.  El  dsPIC  només  permet  els  modes  de
transferència estàndard i ràpid. El nombre màxim de dispositius que es poden connectar a un
mateix bus tan sols depèn de la capacitància, que pot ser com a màxim de 400 pF. En cada cable
de la interfície.
La transferència d'informació a través del bus es fa seguint un protocol específic, com es pot
observar a la figura 4.3. Cada transferència s'inicia i s'acaba amb una condició de start i una de
stop que dona el màster. La condició de start consisteix en passar la senyal SDA de nivell alt a
nivell baix mentre es manté la senyal SCL a nivell alt. La condició de stop és a la inversa, és a
dir, passant la senyal SDA de nivell baix a nivell alt. La condició de stop es pot substituir per una
condició  de  start  repetida  quan  es  vol  iniciar  una  comunicació  amb  un  perifèric  diferent
immediatament després d'acabar-la amb un altre.
Figura 4.3. Format de transmissió de dades a través del bus I2C
Un cop executada la condició de start o start repetida, comença la transferència d'informació.
Aquesta és fa en format de bytes, consistents de 8 bits d'informació, on el bit més significatiu
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(MSB)  és  el  primer  a  enviar-se.  El  receptor  de  la  informació  està  obligat  a  enviar  un
reconeixement (en anglès acknowledgement) de que ha rebut la informació correctament. Per a
aquest reconeixement,  el màster envia un novè pols de rellotge durant el  qual l'esclau ha de
mantenir la senyal SDA a nivell baix per indicar un reconeixement positiu, o bé mantenir-la a
nivell alt per indicar un reconeixement negatiu. En el cas que sigui el màster el que estigui rebent
dades, aquest enviarà el novè pols de rellotge i mantindrà la senyal SDA a nivell baix o alt per
indicar a l'esclau el reconeixement de la transmissió.
Figura 4.4. Formats de recepció i transmissió de dades en el bus I2C
El  primer  byte  que  s'envia  al  iniciar  una  transmissió  amb una  condició  de  start  és  el  byte
d'adreça. Aquest byte és enviat sempre pel màster, i conté la adreça física de l'esclau amb el que
es vol comunicar. El format de l'adreça és de 7 bits, i està seguida d'un vuitè bit anomenat R/W
que indica la direcció de les dades. Un zero en aquest bit indica una transmissió de dades del
màster cap a l'esclau (WRITE), i un ú indica una demanda de dades per part del màster (READ).
L'adreça d'un dispositiu consta d'una part fixa i d'una part programable. Aquesta última part és la
que fixa en última instància quants dispositius hi podrà haver connectats al bus. La grandària de
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la part programable de l'adreça depèn de cada dispositiu. Així per exemple si les adreces tenen 4
bits fixes i 3 programables, el nombre màxim de dispositius que hi podrà haver al bus serà de 8.
L'assignació d'adreces a diferents dispositius està coordinada i normalitzada per un comitè del
bus I2C. De totes maneres, aquest mode d'adreçament limita el nombre màxim de dispositius en
un sol bus a 128. Existeix un segon mètode d'adreçament, suportat per alguns dispositius, amb
adreces de 10 bits de manera que el màxim de dispositius passa a ser de 1024.
Segons aquestes especificacions, hi poden haver tres formats de comunicació diferents: el màster
com a transmissor, el màster com a receptor, o una combinació dels dos. A la figura 4.4 es poden
observar els detalls de cada format. En el primer format, el màster envia el byte d'adreça, i el
dispositiu adreçat contesta amb un reconeixement. A partir d'aquí el màster comença l'enviament
de dades cap a l'esclau, i aquest contesta amb reconeixements. En el format amb el màster com a
receptor, la comunicació s'inicia igual que amb l'anterior, és a dir el màster envia el byte d'adreça
i l'esclau retorna el reconeixement. Però a partir d'aquí, és l'esclau qui envia les dades, i el màster
qui retorna els reconeixements. L'últim format és simplement una combinació dels dos anteriors,
en el que s'utilitzarà una condició de start repetida alhora de canviar el màster de mode receptor a
transmissor o viceversa.
4.2.3. El perifèric I2C
El microcontrolador dsPIC30F3014 escollit  incorpora el bus I2C com a perifèric del sistema.
Aquest  fet  fa  que  moltes  de  les  funcions  necessàries  per  al  funcionament  del  bus  estiguin
implementades  en  el  hardware,  de  manera  que  la  comunicació  a  través  de  I2C resulta  més
senzilla d'implementar. Les funcions hardware que implementa el perifèric són les següents:
● Lògica independent per al funcionament com a màster i com a esclau.
● Generació de condicions de start, stop i de reconeixemnt (acknowledge).
● Suport per a bus multi-màster, amb algoritmes per evitar col·lisions.
● Suport per a dispositius amb adreces de 7 i 10 bits.
● Generació automàtica de pauses per al microcontrolador.
● Suport per als modes de comunicació a 100 i a 400 Khz.
El  funcionament  del  perifèric  es  basa  en  la  utilització  de  sis  registres,  utilitzats  per  a  la
configuració i la operació del bus. Aquests registres són els següents:
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● I2CCON (16 bits): registre de control i configuració del bus
● I2CSTAT (16 bits): registre que informa de l'estat del bus.
● I2CRCV (8 bits): registre de búfer per a la recepció de dades.
● I2CTRN (8 bits): registre de búfer per a la transmissió de dades. 
● I2CADD (10 bits): registre que emmagatzema l'adreça de l'esclau.
● I2CBRG (9 bits): registre que emmagatzema el valor per al generador de velocitat de
transmissió.
El registre I2CCON permet controlar i canviar la configuració del perifèric, tal i com mostra la
figura 4.5. Cada bit del registre permet configurar una opció de funcionament del bus, les més
rellevants de les quals són les següents: el bit I2CEN permet habilitar o deshabilitar el perifèric.
De  forma  semblant  el  bit  I2CSIDL fixa  si  el  bus  quedarà  habilitat  o  deshabilitat  quan  el
microcontrolador entri en mode de baix consum. El bit A10M permet especificar si les adreces
del dispositius connectats al bus són de 7 o 10 bits. El bit RCEN configura el dispositiu com a
màster preparat per a rebre dades. Els bits SEN, RSEN, PEN, i ACKEN activen i executen les
condicions de start, start repetit, stop i reconeixement (acknowledge) respectivament. 
Per la seva banda, el registre I2CSTAT informa en tot moment sobre diversos paràmetres del bus.
Segons  l'estat  dels  seus  bits,  el  registre  informa  de  successos  en  la  comunicació,  els  més
rellevants dels quals són els següents (veure també figura 4.5): el bit ACKSTAT indica quan s'ha
rebut un acknowledge negatiu per part de l'esclau. El bit D_A indica si l'últim byte rebut era de
dades o bé era una adreça, i si és un byte d'adreça, el bit R_W indica el sentit de la comunicació.
EL bit  TRSTAT indica  si  s'està  duent  a  terme una  transmissió  de  dades  o  si  aquesta  ja  ha
finalitzat,  i  complementant a aquest hi  ha els bits  RBF i  TBF que indiquen si  els  búfers de
recepció  i  transmissió  estan  plens.  El  bit  I2COV indica  que  s'ha  produït  un  desbordament
(overflow) al búfer de recepció, això vol dir que s'ha rebut una nova dada abans que s'hagi llegit
la última, i que per tant hi ha hagut una dada que s'ha perdut. Per últim els bits S i P indiquen si
s'ha produït al bus una condició de start o start repetida, o bé de stop.
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Figura 4.5. Registres de configuració del perifèric I2C al dsPIC
El registre I2CTRN és al que s'escriu la dada que es vol transmetre,  i  s'utilitza quan es vol
transmetre una dada com a dispositiu màster, o quan es vol respondre una transmissió com a
dispositiu esclau. Mentre l'enviament de la dada es va produint, el registre I2CTRN actua com un
registre de desplaçament que va traient la dada bit a bit. Per aquesta raó, tant sols es pot escriure
a aquest registre quan no s'està enviant cap dada i el bus està lliure.
Les dades rebudes quan el dispositiu actua tant com a màster o com a esclau, són escrites bit a bit
a un registre no accessible anomenat I2CRSR. Quan la recepció de la dada es completa, el byte
es  transfereix  automàticament  cap  al  registre  I2CRCV  per  fer  la  dada  accessible.  Aquest
mecanisme crea una estructura en doble búfer que permet que el dispositiu vagi rebent la següent
dada quan la actual encara no ha estat llegida. Si el perifèric rep un altre byte complet abans que
l'últim hagi estat llegit es produeix un desbordament al búfer de recepció, i la dada al registre
I2CRSR es perd.
Quan el perifèric funciona com a màster ha de generar el rellotge SCL del bus, que generalment
és o bé de 100 o bé de 400 KHz. Per a generar el rellotge, el perifèric disposa d'un generador de
velocitat que funciona en base a un comptador descendent. El registre I2CBRG guarda el valor
del comptador a partir del qual comença a descomptar fins a arribar a 0, moment en el qual
canvia l'estat de la senyal SCL. EL comptador varia al ritme de la freqüència d'operacions del
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microcontrolador.  Així  doncs  si  tenim  per  exemple  una  freqüència  d'operacions  del
microcontrolador de 10 Mhz.  I  volem una freqüència del  perifèric  de 400 KHz.,  aplicant  la
fórmula corresponent tindrem que el valor del comptador ha de ser de 0x00F.
4.2.4. Funcions bàsiques
Per a realitzar el programa del microcontrolador s'ha utilitzat el llenguatge C juntament amb el
compilador MPLAB C30 que lliura el propi fabricant dels dsPIC. Aquest compilador incorpora
una sèrie de llibreries específiques per als microcontroladors dsPIC entre les quals hi ha funcions
per a la operació dels diferents perifèrics. A la taula 4.1 podem observar un llistat complet de les
funcions de la llibreria per a I2C i la seva descripció.
Funció Descripció
OpenI2C Configura i habilita el bus I2C
MasterReadI2C Llegeix un sol byte del bus en mode màster
MasterGetsI2C Llegeix una cadena de bytes de llargada predeterminada
MasterWriteI2C Escriu un sol byte al bus en mode màster
MasterPutsI2C Escriu una cadena de bytes al bus en mode màster
SlaveReadI2C Llegeix un sol byte del bus en mode esclau
SlaveGetsI2C Llegeix una cadena de bytes de llargada predeterminada
SlaveWriteI2C Escriu un sol byte al bus en mode esclau
SlavePutsI2C Escriu una cadena de bytes al bus en mode esclau
StartI2C Genera una condició de start al bus
RestartI2C Genera una condició de start repetida al bus
StopI2C Genera una condició de stop al bus
AckI2C Genera una condició de reconeixement (acknowledge)
NotAckI2C Genera una condició de no reconeixement
IdleI2C Genera una condició de espera al bus
DataRdyI2C Indica que s'ha rebut una dada completa a través del bus
CloseI2C Deshabilita el perifèric
ConfigIntI2C Habilita i configura la prioritat de la interrupció del perifèric
Taula 4.1. Resum de les funcions per a I2C del dsPIC
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4.2.5. Interfície amb l'acceleròmetre AMI601
El sensor AMI601 compta amb un controlador intern que implementa una comunicació a través
de bus I2C com a dispositiu esclau. Aquest controlador també implementa un joc de comandes
específic que el microcontrolador ha d'utilitzar per a comunicar-se. De totes les comandes que
implementa el sensor, en el prototip bàsicament s'utilitzarà la comanda de lectura de les mesures
del sensor. Durant un cicle de programa, s'establirà comunicació amb els cinc acceleròmetres del
sistema amb la mateixa comanda de lectura. El programa utilitza la mateixa rutina per a tots els
sensors, canviant l'adreça per la del dispositiu que correspongui.
L'algoritme a seguir per a la lectura del sensor és el que es mostra a la figura 4.6 i 4.7. El dsPIC
actuant com a màster inicia la comunicació amb una condició de start, seguidament adreça el
sensor corresponent i indica que la transacció es realitza del màster cap a l'esclau. Seguidament
el màster envia dos bytes amb un valor constant, i un tercer byte amb la comanda que vol que
realitzi el sensor, en aquest cas, retornar les lectures de tots els eixos. A cada byte de dades el
sensor respon amb reconeixement positiu, excepte amb el byte de la comanda en el que respon
amb un reconeixement negatiu indicant al màster el final da la transacció. En aquest punt el
màster inicia una nova transacció generant una condició de start repetida. Seguidament torna a
adreçar  el  sensor,  aquest  cop  indicant  que  la  direcció  de  la  transacció  és  del  sensor  cap  al
microcontrolador. El sensor respon amb un reconeixement i a partir d'aquí comença a enviar les
dades: primer envia dos valors constants, seguidament un byte d'error amb valor zero per indicar
que la comunicació és correcte.
Figura 4.6. Esquema de l'enviament d'una comanda de lectura al sensor
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El sensor envia sis dades corresponents als tres eixos de sensor magnètic i  als tres eixos de
sensor d'acceleració. Com que les dades de les lectures són de 12 bits, el sensor envia cada dada
partida en dos bytes, el high i el low. Així doncs el sensor envia 12 bytes amb les lectures. A cada
byte el microcontrolador respon al sensor amb un reconeixement positiu, fins a arribar a l'últim
byte en el que respon un reconeixement negatiu, i seguidament genera una condició de stop, amb
el que es dona per acabada la transmissió.
Figura 4.7. Diagrama de blocs de la funció d'interfície amb el sensor AMI601
4.3. Adquisició de dades del giroscopi
L'adquisició de dades del giroscopi es realitza, similarment als acceleròmetres, enviant comandes
al sensor i esperant una resposta per part d'aquest. La diferència principal és que els giroscopis es
comuniquen mitjançant el bus SPI, que també és un protocol de comunicació sèrie, però molt
diferent a l'I2C.
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En aquest apartat es vol explicar el funcionament intern del bus i el protocol SPI, per a ajudar a
entendre la manera com es realitza la comunicació del sensor amb el microcontrolador. Es vol
explicar el funcionament intern de les comunicacions, tant la part de control del sensor, com el
perifèric SPI del microcontrolador. Per últim es vol explicar com es realitza la interfície entre els
dos dispositius, i quin paper juga cada un.
4.3.1. Protocol SPI
La topologia bàsica del protocol SPI (Serial Peripheral Interface), permet el funcionament de
diversos dispositius en un mateix bus, és a dir, compartint la mateixa interfície i les mateixes
senyals.  Al  bus  cal  sempre  un  dispositiu  mestre,  que  és  el  que  porta  el  control  de  les
transmissions de dades mitjançant  les  senyals  de rellotge i  de selecció d'esclau.  La resta  de
dispositius connectats al bus funcionaran com a esclaus del mestre, i tant sols podran transmetre
dades quan aquest els doni permís. Aquest sistema de funcionament té una avantatge bàsica, ja
que amb un sol bus, és a dir amb 3 o 4 cables de senyal, podem fer que una xarxa sencera de
dispositius es comuniquin entre ells. També hi ha un inconvenient però, i es la necessitat d'un
mestre per a que les comunicacions funcionin, de manera que si el mestre falla tot el bus queda
inutilitzat.
La interfície del bus SPI la componen els diferents senyals físics necessaris per implementar la
comunicació entre dos dispositius. El bus SPI proporciona diversos modes de funcionament, i no
tots els modes necessiten el mateix nombre de senyals per a funcionar. Es pot aconseguir una
configuració mínima de comunicació utilitzant  tant  sols  3  senyals  funcionant  en mode half-
duplex, o una configuració de 4 senyals en mode full-duplex. A la figura 4.8 es pot observar un
esquema de la connexió del bus utilitzant la configuració de 4 senyals.
El bus SPI és un bus síncron, i això comporta que totes les dades transmeses a través d'ell tindran
associades una senyal de rellotge. Aquesta senyal ve etiquetada en els diferents dispositius que la
incorporen com a SCLK que significa Serial Clock. La senyal de rellotge ve sempre generada pel
mestre del bus, i controla quan les dades són enviades o rebudes entre els dispositius connectats
al bus. Aquesta senyal també és l'encarregada de fixar la velocitat a la que funcionarà el bus i a la
que es transmetran les dades. L'avantatge de ser un bus síncron és que no calen unes velocitats
predeterminades  o  estàndards  que  s'hagin  de  complir,  sinó  que  les  velocitats  les  fixen  els
dispositius  que s'estan  comunicant  en un determinat  instant  de  temps.  La velocitat  serà  tant
ràpida com permeti el dispositiu més lent que usi la comunicació en un instant de temps. Aquesta
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característica fa que si els dispositius a comunicar són ràpids, la comunicació entre ells serà molt
ràpida.  Es  poden  assolir  velocitats  de  varis  Mbit/s,  cosa  que  el  converteix  en  un  bus  de
comunicació molt ràpid.
Figura 4.8. Esquema físic d'una comunicació bàsica a través del bus SPI.
Les dades es transmeten a través de dues senyals unidireccionals, encara que hi ha la opció en
alguns  modes  de  funcionament  d'utilitzar  un sol  senyal  bidireccional  tal  i  com veurem més
endavant. La senyal que transfereix dades des del dispositiu mestre cap als esclaus la podem
trobar anomenada de dues formes diferents segons el fabricant. Uns quants fabricants l'anomenen
MOSI,  que  significa  Master Output Slave Input,  mentre  que  d'altres  fabricants  l'anomenen
simplement  SDO, que significa Serial  Data  Out. El  mateix cas es  dona per  a  la  senyal  que
transmet les dades des de l'esclau cap al mestre. Es pot trobar anomenada com a MISO (Master
Input Slave Output) o com a SDI (Serial Data In). La segona nomenclatura, SDO i SDI, pot
portar a vegades a confusions en les connexions, ja que la mateixa nomenclatura s'utilitza tant
per al mestre com per als esclaus. S'ha de tenir en compte a l'hora de les connexions el sentit dels
senyals. El port SDO del mestre s'ha de connectar al por SDI de l'esclau i viceversa.
Finalment, la senyal SS és la senyal de selecció d'esclau (Slave Select), encara que també la
podem trobar anomenada com a CS (Chip Select). Aquesta senyal té la funció d'indicar amb quin
esclau s'està comunicant el mestre en cada moment. Quan el mestre es comunica amb un esclau,
per indicar-ho posa a zero lògic la senyal SS de l'esclau amb el que es comunica, mentre que
quan no s'està comunicant amb un esclau posa la senyal SS a u lògic. Aquesta característica fa
que cada esclau que es connecta a un mateix bus SPI necessiti una senyal pròpia de selecció
d'esclau. Així doncs, en un bus amb un sol esclau es pot utilitzar una interfície d'un mínim de 3
senyals, mentre que si al bus hi ha connectats tres esclaus necessitarem un mínim de 5 senyals.
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4.3.2. Modes de funcionament
El bus SPI permet configurar la comunicació utilitzant diferents modes de funcionament que
especifiquen  la  sincronització  entre  mestre  i  esclau.  Una  de  les  problemàtiques  de  la
sincronització de dades es decidir en quin instant concret de temps en un període de rellotge es
realitzara la captura de la dada per part del dispositiu. La captura normalment es realitza en
l'instant d'un canvi d'estat del rellotge, és a dir, quan aquest puja de 0 a 1 (flanc de pujada), o bé
quan baixa de 1 a 0 (flanc de baixada). Al existir molts dispositius al mercat, normalment cada
dispositiu decideix en quin instant de temps realitzarà les captures.  Per això normalment els
dispositius  com  ara  microcontroladors,  pensat  per  a  ser  utilitzats  com  a  mestre  en  la
comunicació,  incorporen  diferents  opcions  de  configuració  en  aquest  sentit.  Els
microcontroladors  dsPIC  incorporen  4  modes  possibles  de  funcionament  mitjançant  la
configuració  de  dos  aspectes  diferents.  Per  una  banda  permeten  configurar  l'estat  actiu  del
rellotge. Es pot configurar l'estat lògic 0 o bé l'estat lògic 1 com a estat actiu del rellotge. Per
altra banda, també permeten configurar en quin instant es farà el canvi de dada, en el cas de
enviament, o de captura, en el cas de recepció de dades. Es pot configurar per a que ho faci quan
el rellotge passi de l'estat actiu a l'estat inactiu, o bé quan el rellotge passi de l'estat inactiu a
l'estat actiu. A la figura 4.9, extreta del manual dels microcontroladors Microchip, es mostren els
diferents modes de funcionament en el gràfic temporal.
Figura 4.9. Modes de funcionament del perifèric SPI del dsPIC
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4.3.3. Funcionament del perifèric
Els microcontroladors de la família dsPIC30F incorporen el bus SPI com a perifèric. Aquest fet
permet al bus SPI funcionar paral·lelament al microcontrolador, de manera que mentre s'envien
dades a través del bus, el microprocessador està lliure per a realitzar altres tasques. L'esquema de
la figura 4.10 mostra el  diagrama de blocs del perifèric,  i  ens servirà per a descriure el seu
funcionament bàsic.
Figura 4.10. Diagrama de blocs del perifèric SPI del dsPIC
El  perifèric  SPI  utilitza  diversos  registres  per  al  seu  funcionament,  a  part  dels  registres  de
configuració  que  veurem més  endavant.  En  concret  per  a  l'intercanvi  de  dades  utilitza  tres
registres especials que són: SPIxBUF, SPIxRXB i SPIxTXD. Aquests tres registres, tot i estar
físicament en posicions de memòria diferents comparteixen la mateixa adreça, de manera que
l'usuari tant sols podrà llegir i escriure sobre el registre SPIxBUF. Aquest registre funciona com a
intercanvi  de  dades,  així  quan  l'usuari  vol  transmetre  una  dada,  l'escriu  sobre  el  registre
SPIxBUF, i aquesta es copia automàticament al registre SPIxTXD. D'igual forma, quan una dada
es  rebuda,  es  guarda  al  registre  SPIxRXB,  i  aquesta  és  automàticament  copiada  al  registre
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SPIxBUF perquè pugui ser llegida per l'usuari.
El registre SPIxSR és el que s'anomena un 'shift register' o registre de desplaçament, és a dir, un
registre amb la propietat de fer córrer el bits posicions de memòria cap a la dreta dintre del propi
registre.  Quan s'envia  una dada,  aquesta passa  automàticament  del  registre  SPIxTXD cap al
registre SPIxSR, i allí va rotant de manera que va sortint bit a bit per port SDOx a cada període
de rellotge.  Cal  dir  que tot  aquest  procés  el  realitza  el  perifèric  automàticament  i  de  forma
paral·lela al microprocessador. Això fa que el microprocessador, una vegada ha escrit la dada que
es vol enviar al registre corresponent, queda alliberat per a dedicar-se a altres tasques.
Com ja s'ha comentat amb anterioritat, el bus SPI és capaç de funcionar en mode full-duplex, és
a dir, es capaç de rebre i  enviar una dada al mateix temps. Això s'aconsegueix gràcies a les
rotacions del registre SPIxSR. Cada vegada que un bit es desplaçat a la dreta i surt pel port
SDOx,  al  mateix temps,  un altre  bit  entra pel  port  SDIx a l'esquerra del  registre.  D'aquesta
manera quan es realitzen vuit rotacions s'ha enviat i s'ha rebut una dada completa. En aquest
moment la dada rebuda s'envia al registre SPIxRXD.
Per altra banda, per configurar el funcionament del bus SPI s'utilitzen una sèrie de registres de
configuració, que són principalment els registres SPIxCON i SPIxSTAT. El primer registre és de
configuració del bus íntegrament, mentre que en el segon hi ha una part de configuració, i una
altre part que informa sobre l'estat del bus. A la figura 4.11, es pot veure una descripció detallada
dels registres.
Figura 4.11. Registres de configuració del perifèric SPI del dsPIC
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Les  principals  opcions  de  configuració  que  permet  el  registre  SPIxCON  són  les  següents.
Mitjançant els bits 0 al 4 es pot configurar la velocitat del rellotge SPI. Aquest es basa en el
rellotge del microcontrolador, i amb el bits es configura el valor de dos divisors, de manera que
el rellotge de l'SPI serà un submúltiple del rellotge del microcontrolador, i podrà anar com a
màxim a la velocitat d'aquest. El bit 5 (MSTEN) permet configurar el dispositiu com a mestre o
com a  esclau  del  bus  SPI.  En  el  cas  de  ser  mestre,  els  bits  6  (CKP)  i  8  (CKE)  permeten
configurar l'estat actiu i la transició del rellotge, tal i com s'ha explicat a l'apartat de modes de
funcionament. El bit 10 (MODE16), permet configurar el bus en mode 16 o 8 bits. Mentre que
els  bits  13  (SPIFSD)  i  14  (FRMEN)  permeten  configurar  el  perifèric  en  el  modes  de
funcionament 'framed'.
Pel que fa al registre SPIxSTAT, permet configurar principalment l'activació o desactivació del
perifèric mitjançant el bit 15 (SPIEN). A part, el registre compta amb tres bits que mostren l'estat
del bus SPI. El bit 0 (SPIRBF) indica quan s'ha completat la recepció d'una dada a través del bus
de manera que l'usuari  pot  saber quan ha de llegir  del  port.  El  bit  1 (SPITBF) fa la  funció
complementària,  i  mostra quan una dada s'ha acabat  d'enviar  a  través del  bus.  El  tercer bit,
SPIROV serveix per  indicar  un desbordament  al  búfer  de recepció,  és  a  dir,  un error  en la
recepció. Això succeeix quan es rep una dada pel bus abans que l'usuari hagi llegit la última
rebuda, cosa que significa que hi ha una dada rebuda que s'ha perdut.
4.3.4. Funcions bàsiques
El següent apartat vol fer una breu descripció de les funcions utilitzades per accedir al bus SPI
com  a  perifèric  dels  microcontroladors  dsPIC30F.  Alhora  de  programar  el  controlador,  el
fabricant  proporciona  un  compilador  en  llenguatge  ANSI  C.  D'aquesta  manera  es  possible
programar  el  microcontrolador  amb  un  llenguatge  d'alt  nivell,  i  no  cal  programar-lo  en
assemblador. El compilador incorpora una extensa llibreria de funcions entre les quals trobem
funcions bàsiques de funcionament del perifèric SPI que incorporen els microcontroladors. Amb
aquestes funcions, la comunicació a través del bus SPI es torna molt més senzilla, ja que per a
realitzar enviaments i lectures de dades tant sols hem de invocar les diferents funcions de la
llibreria.  A la taula  4.2 podem  veure  un  llistat  de  les  funcions  amb  la  seva  corresponent
descripció.
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Funció Descripció
ConfigIntSPI Configura la interrupció associada al port SPI
CloseSPI Deshabilita el perifèric SPI
DataRdySPI Indica que el buffer SPI conte una dada que pot ser llegida
ReadSPI Llegeix el contingut del buffer del SPI (1 byte)
WriteSPI Envia un byte a través del bus SPI
OpenSPI Habilita i configura el perifèric del bus SPI
PutsSPI Envia una cadena de bytes (string) a través del bus SPI
GetsSPI Llegeix una cadena de bytes del bus SPI
EnableIntSPI Habilita la interrupció associada al bus SPI
DisableInt SPI Deshabilita la interrupció associada al bus SPI
SetPriorityIntSPI Configura la prioritat de l'interrupció
Taula 4.2. Resum de les funcions per a SPI del dsPIC
4.3.5. Interfície amb el giroscopi ADIS16100
El giroscopi ADIS16100 utilitza una topologia SPI de 4 cables, és a dir, es comunica en mode
full-duplex, llegint i escrivint a la vegada. A la figura 4.12 es pot observar el diagrama de temps
detallat del procés de comunicació. Si ens fixem en detall amb les senyals, veiem que la senyal
de Chip Select (CS) emmarca tota la comunicació, i ha d'estar mantingut a zero lògic mentre duri
la  comunicació.  La senyal  de  rellotge  SCLK controla  el  ritme de la  conversió  de les  dades
capturades i alhora controla la transferència d'informació des de i cap al sensor durant cada cicle
de conversió. L'entrada de dades DIN, s'utilitza per a configurar els paràmetres de control del
sensor, mentre que la sortida de dades DOUT retorna les lectures del sensor.
Figura 4.12. Diagrama de temps de la comunicació amb el sensor ADIS16100
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Per a configurar el sensor enviant-li dades a través de DIN s'ha de seguir el codi mostrat a la
figura 4.12. El primer bit que s'envia determina si es configura el sensor o no. Si el bit (anomenat
WRITE) és un 1, es reescriurà el registre de configuració del sensor amb el que s'envii per DIN,
mentre que si WRITE és 0, la resta de la paraula que s'envii no es tindrà en compte. Hi ha dos
bits de configuració (ADD0 i ADD1), que determinen de quin canal de l'ADC es transmetran les
dades. EL convertidor ADC del sensor té quatre canals: un dedicat al giroscopi, un al sensor de
temperatura, i dos auxiliars que permeten connectar senyals analògiques externes al sensor. El bit
de CODING indica la codificació de les dades que retorna el sensor. Si aquest bit està a 0, el
sensor retorna els resultats codificats en complement a dos, mentre que si està a 1, retorna els
resultats en binari normal. La resta de bits de la paraula de configuració han de estar en l'estat
que mostra la figura 4.13, o en qualsevol estat en el cas dels bits DONTC. Com que el registre de
configuració és de 12 bits, els quatre últims bits de la paraula de configuració que s'enviïn seran
ignorats.
Figura 4.13. Comanda bàsica de lectura del sensor ADIS16100
En el mateix instant en que s'envia la paraula de configuració a través de DIN, el sensor retorna
el resultat de la mesura per DOUT, realitzant les transicions en els flancs de baixada del rellotge.
El resultat s'envia en format de paraula de 16 bits, dels quals els dos primers estan sempre a 0
lògic, el tercer i el quart són els bits ADD0 i ADD1, que mostren de quin canal és la dada. Els 12
bits restants són el resultat de la mesura, convertida a digital mitjançant l'ADC de 12 bits. En el
setzè període de rellotge, la senyal de CS es torna a posar a 1 lògic, indicant que la transferència
ha finalitzat, i la senyal DOUT queda en tercer estat (alta impedància). Si per qualsevol raó, la
senyal de CS es posés a 1 abans del setzè període de rellotge, com a sistema de protecció no
s'escriuria la configuració enviada per DIN, i igualment DOUT quedaria en tercer estat.
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4.4. Tractament de les dades
Aquest apartat de tractament de les dades vol fer referència principalment a la manera com el
microcontrolador manipula les dades que rep dels sensors, i amb quin format les emmagatzema o
les transmet. Cal tenir en compte que cada mesura capturada d'un sensor es guarda en un format
de 12 bits, ja que els sensors estan equipats amb convertidors de senyals analògiques a digitals de
12 bits. Per tant, les mesures rebudes poden tenir un valor entre un rang de 0 i 4095, i tant sols es
pot tractar de nombres enters. A aquesta dada de la captura digital cal aplicar-li més endavant un
tractament matemàtic per tal de convertir-la a un valor físic de mesura que nosaltres poguem
entendre. Aquest procés consisteix normalment en restar un valor constant a la dada per treure-li
l'òfset de mesura, i multiplicar el resultat per una constant de transformació. Aquests valors de
transformació són específics per a cada tipus de sensor, i venen donats normalment pel fabricant.
Per millorar el rendiment del microcontrolador s'ha decidit que aquesta transformació es fa fora
del sistema, mitjançant els programes d'anàlisi de les dades també programats. El dsPIC treballa
doncs amb els valors de les mesures tal com li arriben dels convertidors A/D. 
Com que la unitat de treball bàsica del dsPIC és el byte, els valors de les mesures es guarden en
variables de 16 bits per a facilitar les operacions, tot i que tant sols els 12 bits de menor pes
contenen el valor. Així, a mesura que van arribant les mesures de cada sensor, aquestes es van
guardant a la memòria RAM interna del dsPIC, en un vector de bytes, amb una grandària de 42
bytes. En aquest vector es guarden en un ordre preestablert la mesura de cada un dels 20 graus de
llibertat, més el valor del temps al acabar les captures. Un cop obtingut tot el vector de mesures
hi ha dos opcions de tractament depenent de si el sistema està treballant guardant les dades a la
targeta de memòria, o bé transmetent-les per Bluetooth.
Si el sistema treballa enviant les dades per Bluetooth, una vegada es té tot el vector de mesures
aquests  es  comença  a  transmetre  immediatament  cap  al  dispositiu  Bluetooth.  El  vector  de
mesures s'envia amb un protocol concret i preestablert, per tal que el sistema receptor, que en
aquest cas és el programa de Labview del PC, reconegui en tot moment a quin sensor pertany
cada mesura. El protocol utilitzat consisteix en envoltar cada dada amb un identificador únic
d'inici  i  un  de  final,  de  manera  que  es  pot  saber  immediatament  d'in  prové  la  dada.  Els
identificadors consisteixen en un byte amb un valor constant i diferent per a cada mesura. El
valor  utilitzat  és  la  equivalència  en  codi  ASCII  de  les  lletres  de  l'abecedari  en  majúscules.
D'aquesta manera la trama enviada comença amb una 'A' (de valor hexadecimal 0x41), seguida
de la primera mesura, a continuació la lletra 'B' (0x42) i la segona mesura, i així successivament
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amb tot el vector de mesures. El format de la trama resultant es pot observar a la figura 4.14.
Figura 4.14. Estructura de la trama de dades creada amb les lectures dels sensors
Per altra banda, si el dispositiu treballa gravant les dades a la targeta de memòria, el procediment
varia lleugerament. Cada vegada que es construeix una trama com la de la figura 4.14, aquesta es
guarda en una altre variable de la memòria interna del microcontrolador de 512 Kb de grandària.
Quan aquesta variable s'emplena completament de dades, aquesta és enterament gravada a la
targeta de memòria. És necessari realitzar aquest pas intermedi degut a que a la targeta no podem
escriure-hi bytes independentment, sinó que s'hi escriu en blocs, que és la unitat bàsica de la
targeta, i cada bloc té una mida de 512 Kb.
4.5. Emmagatzemament en memòria
En aquest apartat es vol descriure totes les operacions del microcontrolador relacionades amb la
gravació de dades a la targeta de memòria microSD. Per això cal abans fer una petita explicació
del funcionament d'una targeta d'aquest tipus més enllà de les seves característiques físiques que
han estat explicades al capítol 2. L'apartat es divideix en diferents parts. Primer de tot es vol
donar una petita explicació de l'accés a la targeta des de un microcontrolador. El nivell més baix
de comunicació l'ocupa el protocol SPI, que és en el que es basa la comunicació, però aquest ja
ha  estat  explicat  amb detall  a  l'apartat  del  giroscopi,  i  per  tant  ens  centrarem en el  joc  de
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comandes que s'ha d'utilitzar per aconseguir la comunicació, i la llibreria de funcions bàsiques
d'interfície amb la targeta que s'ha realitzat per al dsPIC.
Per altra banda, s'ha volgut que les dades guardades a la targeta es poguessin consultar fàcilment
des d'altres dispositius (bàsicament PCs). Per aquesta raó s'ha decidit guardar les dades en un
format estàndard i universal com és el FAT16, utilitzat des de fa molts anys en el món de la
informàtica i els PCs. En la segona part d'aquest apartat s'explica en que consisteix el format
FAT16, i es descriu la col·lecció de funcions creada per que el microcontrolador sigui capaç de
emmagatzemar dades a la targeta seguint aquest format.
4.5.1. Accés a la targeta
El microcontrolador accedeix a la memòria de la targeta a través del mateix bus SPI al que estan
connectats els sensors. La interfície física amb la targeta s'ha explicat ja al capítol del hardware
dedicat  a  aquesta,  i  el  protocol  del  bus  SPI  s'ha  explicar  de  forma  genèrica  en  l'apartat
d'adquisició de dades del giroscopi. Aquest subapartat es vol centrar en el protocol que utilitza el
controlador que porta integrat la targeta, així com el seu joc de comandes, i de quina manera el
microcontrolador aconsegueix comunicar-s'hi.
La comunicació amb la targeta a través del bus SPI està orientada a bytes, és a dir, cada comanda
o bloc de dades està construït  a partir  de bytes amb una grandària de 8 bits, i  estan sempre
alineats amb la senyal CD del bus SPI. Els missatges SPI consisteixen d'una comanda que envia
el microprocessador, una resposta que envia la targeta i, depenent de la comanda, blocs de dades
que poden anar en qualsevol de les dues direccions. Totes les transaccions d'informació estan
controlades pel microcontrolador, i és aquest qui comença cada transacció posant la senyal de CS
a nivell baix. La targeta sempre envia una resposta davant de qualsevol comanda enviada pel
microcontrolador. Fins i tot si hi ha un problema en la comunicació, la targeta respondrà amb un
missatge d'error. A més, qualsevol bloc de dades enviat a la targeta, serà reconegut per aquesta
enviant una resposta de reconeixement. Els blocs de dades de la targeta poden ser configurats al
valor que es vulgui entre 1 i 512 bytes, però el valor per defecte i l'utilitzat en el projecte és de
512 bytes.
Les  targetes  SD requereixen d'un  procés  d'inicialització  per  part  del  microcontrolador  per  a
portar-les a l'estat d'operació normal. Quan s'alimenta la targeta s'inicia en mode de bus SD, que
és el bus propi de la targeta. Per passar a operar en bus SPI cal posar a nivell baix la senyal de
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CS mentre se li està enviant la comanda de reset (CMD0). Si la targeta ho detecta correctament,
entrarà en mode de funcionament  SPI  i  respondrà a  la  comanda.  En aquest  punt,  la  targeta
romandrà en mode SPI  fins  que es  deixi  d'alimentar.  El  procés  d'inicialització de la  targeta
continua amb l'enviament de diverses comandes per part del microcontrolador i la realització de
certes  operacions  especials.  El  procés  d'inicialització  s'explicarà  amb  més  detall  al  següent
apartat, on s'explicarà la funció realitzada per a inicialitzar la targeta. Una vegada s'ha acabat
amb èxit el procés d'inicialització, la targeta queda en mode de funcionament normal i està llesta
per a operar.
Les operacions més comunes a realitzar a una targeta de memòria són les d'escriptura i lectura de
dades. A continuació es detalla com es realitzen a la targeta SD aquestes dues operacions.
La targeta en mode SPI suporta operacions de lectura tant de un sol bloc de memòria (CMD17)
com de múltiples blocs (CMD18). Davant de la recepció d'alguna d'aquestes dues comandes la
targeta envia una resposta i seguidament el bloc o blocs de dades, tal i com es pot veure  a la
figura 4.15. Cada bloc de dades enviat està sufixat per un Codi de Redundància Cíclica (CRC) de
16 bits  que es pot  utilitzar  opcionalment  per a  afegir  robustesa a  la  comunicació davant  de
possibles errors de transmissió. En el mode SPI, el codi CRC està desactivat per defecte, i en la
implementació realitzada no s'ha utilitzat. En el cas que es produeixi un error en l'extracció de
dades de la targeta, aquesta retorna una resposta especial d'error. En el cas de lectura de múltiples
blocs,  la  transferència  es  pot  aturar  en  qualsevol  moment  utilitzant  la  comanda  de  parada
d'enviament (CMD12).
Figura 4.15. Diagrama de l'operació de lectura en les targetes SD
Pel  que  fa  a  l'escriptura  de  dades  a  la  targeta,  igualment  que  amb  la  lectura,  se  suporten
escriptures de un o múltiples blocs (CMD24 i CMD25). Davant d'una comanda d'escriptura la
targeta envia una resposta d'acceptació i espera que se li  comencin a enviar blocs de dades,
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comportament que es pot observar a  la figura 4.16. Cada bloc de dades enviat té un prefix de
començament de bloc (1 byte), i un sufix que és el CRC, que en el nostre cas està desactivat.
Després  de  l'enviament  d'un  bloc  de  dades,  la  targeta  envia  una  resposta  de  recepció  i
seguidament, si la transmissió s'ha completat sense errors, programa la memòria amb les dades
enviades. Mentre la targeta estigui ocupada programant la targeta mantindrà la línia de dades a
nivell  baix  per  indicar-ho  al  microcontrolador.  En  una  escriptura  de  múltiples  blocs  el
microcontrolador indica a la targeta un final de transmissió enviant una un prefix de stop en
comptes d'un de començament de bloc.
Figura 4.16. Diagrama de l'operació d'escriptura en una targeta SD
El controlador de la  targeta inclou un joc de comandes extens que inclou, entre d'altres,  les
comandes de lectura i escriptura vistes. Totes les comandes existents tenen una grandària de 6
bytes,  transmeses  amb el  bit  més  significatiu  (MSB) primer.  El  primer  byte  de  la  comanda
correspon al  codi  de comanda,  els  quatre  següents  s'utilitzen per  als  arguments  que algunes
comandes necessiten, i l'últim byte és de CRC. El joc de comandes de les targetes SD es divideix
en diferents classes, depenent de la finalitat de cada comanda. Existeixen un gran nombre de
comandes  especialitzades  en  certes  aplicacions  de  les  targetes  de  memòria,  i  que  no  totes
implementen. En aquest document ens centrarem tant sols en el joc de comandes més bàsic.  A la
taula 4.3 hi ha detallades aquestes comandes bàsiques juntament amb la seva descripció i el tipus
de resposta que retorna la targeta.
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Índex Abreviació Arguments Resposta Descripció
CMD0 GO_IDLE_STATE [31:0] bits nuls R1 Reseteja la targeta
CMD1 SEND_OP_COND [31] bit reservat
[30] HCS
[29:0] bits reservats
R1 Envia al microcontrolador informació
sobre  la  capacitat  de  la  targeta  i
comença el procés d'inicialització
CMD8 SEND_IF_COND [31:12] bits reservats
[11:8] voltatge
[7:0] comprovació
R7 Envia a la targeta informació sobre
el  voltatge  d'alimentació  i  li
pregunta si hi pot operar
CMD9 SEND_CSD [31:0] bits nuls R1 Llegeix informació específica
CMD10 SEND_CID [31:0] bits nuls R1 Llegeix l'identificació de la targeta
CMD12 STOP_TRANSMISSION [31:0] bits nuls R1b Força la tarjeta a parar una operació
de lectura de multiples blocs
CMD13 SEND_STATUS [31:0] bits nuls R2 Llegeix el registre de status
CMD16 SET_BLOCKLEN [31:0] gràndaria R1 Configura la llargada de bloc
CMD17 READ_SINGLE_BLOCK [31:0] adreça R1 Llegeix un bloc de la memòria
CMD18 READ_MULTIPLE
_BLOCK
[31:0] adreça R1 Transmet  continuament  blocs  a
partir de l'adreça d'inici
CMD24 WRITE_BLOCK [31:0] adreça R1 Escriu un bloc a la targeta
CMD25 WRITE_MULTIPLE
_BLOCK
[31:0] adreça R1 Escriu  blocs  continuament  a  partir
de l'adreça especificada
CMD32 ERASE_WR_BLK
START_ADDR
[31:0] adreça R1 Configura l'adreça del primer bloc a
esborrar
CMD33 ERASE_WR_BLK
END_ADDR
[31:0] adreça R1 Configura l'adreça de l'últim bloc a
esborrar
CMD38 ERASE [31:0] bits nuls R1b Esborra el blocs seleccionats
CMD42 LOCK_UNLOCK [31:0] bits reservats R1 bloqueja / desbloqueja la targeta
CMD59 CRC_ON_OFF [31:1] bits nuls
[0]opció de CRC
R1 Activa o desactiva la opció d'enviar i
rebre CRC
Taula 4.3. Resum del joc de comandes d'una targeta SD
Depenent de la comanda enviada, existeixen fins a set tipus diferents de resposta que pot retornar
la targeta. Molts tipus de resposta es donen només davant de comandes específiques d'aplicació.
Pel que fa a les respostes a comandes bàsiques, la més comuna és la resposta R1, tot i que com es
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pot veure a la taula 1, hi ha comandes que retornen altres respostes com la R1b, la R2 o la R7. La
resposta estàndard R1 consta d'un sol byte, a on cada bit té un significat concret tal i com es pot
veure a la figura 4.17. La funció de cada bit és la següent:
● El bit 0 (in idle state) indica si la targeta està en mode de baix consum i inicialitzant-se o
si està totalment operativa.
● El bit 3 (erase reset) indica si s'ha avortat una operació d'esborrat.
● El bit 2 (illegal command) indica si hi ha hagut un error en la comanda rebuda per la
targeta, o si aquesta era incorrecta.
● El bit 4 (com crc error) indica que ha fallat la comprovació del CRC.
● El bit 5 (erase sequence error) indica que hi ha hagut un error en una comanda de borrat
de memòria.
● El bit 6 (adress error) indica que l'adreça de memòria no es correcta.
● El  bit  7  (parameter  error)  indica  que  els  arguments  de  la  comanda  enviada  són
incorrectes.
Figura 4.17. Format de resposta R1 d'una targeta SD
A part d'aquesta resposta estàndard, cada vegada que s'envii un bloc de dades per escriure a la
targeta, aquesta respondrà amb una validació de les dades enviades. Aquesta validació és un byte
amb una combinació de tres bits que indica l'estat de la recepció. Si la combinació és un '010'
significa que les dades s'han transmès correctament. Un '101' significa que el CRC no concorda
amb les dades rebudes, i un '110' significa que hi ha un error en l'escriptura.
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4.5.2. La llibreria SD
La llibreria SD és una llibreria per al microcontrolador dsPIC utilitzada  per  aconseguir una
interfície de comunicació bàsica amb la targeta. Aquesta llibreria no s'ha creat de zero, sinó que
s'ha adaptat una llibreria existent en C per a un altre tipus de microcontroladors. Tot i que la
estructura general de la llibreria és similar a l'original, ha calgut adaptar totes les funcions de
nivell baix per que funcionessin correctament amb el dsPIC. El codi font complert de la llibreria
es  pot trobar a l'Annex B d'aquesta memòria. La llibreria aglutina una col·lecció de funcions
utilitzades per a la comunicació amb la targeta, les més importants de les quals són: la funció
SendCSDCmd () per a enviar comandes a la targeta, SDCardInit () per inicialitzar la targeta, i
SectorRead () i SectorWrite () per a llegir i escriure blocs de memòria a la targeta.
La funció SendSDCCmd () serveix per a enviar comandes a la targeta. Al subapartat anterior s'ha
explicat breument el joc de comandes existent, i les respostes associades a aquestes comandes.
Aquesta funció gestiona tant la construcció i enviament de les comandes, com la gestió de les
respostes retornades. La funció té com a variables d'entrada la comanda que es vol enviar i els
seus arguments. Les comandes es passen a la funció utilitzant el seu format abreviat, és a dir, si
volem enviar una CMD17 a la funció li passarem READ_SINGLE_BLOCK. La funció compta
amb una taula interna que relaciona el nom de la funció amb el seu valor en hexadecimal, així
com el tipus de resposta que s'espera. Una vegada la funció ha construït la comanda i l'ha enviat,
espera la resposta de la targeta. Està preparada per a acceptar tres tipus de resposta diferents: la
R1, la R1b i la R2. La funció retorna la resposta rebuda per la targeta sigui quina sigui i amb el
format corresponent depenent del tipus de resposta. La funció no realitza cap comprovació de la
resposta rebuda, i per tant cal fer la gestió d'errors en e programa principal.
La funció CSDRead () és una funció especial utilitzada per a enviar la comanda especial CMD9
(SEND_CSD). Aquesta funció s'utilitza principalment durant la inicialització de la targeta per a
llegir el registre CSD, que dona informació bàsica sobre aquesta. Com que la comanda CMD9
retorna  un  format  especial  de  resposta,  s'utilitza  aquesta  funció  especial  per  a  gestionar-la.
Aquesta funció no necessita cap variable d'entrada, i retorna el registre CSD de la targeta de 16
bytes de grandària.
La funció SDCardInit () s'utilitza una vegada al principi del programa per a inicialitzar la targeta
SD. Aquesta inicialització s'ha de realitzar cada vegada que alimentem de nou la targeta després
d'haver estat desconnectada. En les primeres operacions que realitza la targeta al despertar-se
treballa amb els valors mínims de rendiment, i per tant s'ha d'establir una comunicació a baixa
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velocitat i fins a 400 Khz. La primera acció que realitza la funció és configurar el perifèric SPI a
baixa velocitat.  La inicialització de la targeta comença enviant 80 polsos de rellotge des del
microcontrolador, amb els que la targeta verifica el seu estat. Seguidament se li ha de enviar la
comanda CMD0 mentre la senyal de CS està a nivell baix, de manera que la targeta s'inicialitzi
utilitzant el bus SPI. Si la targeta respon correctament a aquesta comanda, seguidament se li
envia  repetidament  la  comanda  CMD1 fins  que  la  targeta  està  completament  inicialitzada  i
respon a la comanda. La funció esta equipada amb un comptador per evitar que el programa
quedi penjat, així si la targeta no ha respost després d'un nombre d'intents es retorna un error en
la inicialització.
La figura  4.18 es un diagrama de flux on es  pot  observar  de forma resumida tot  el  procés
d'inicialització de la targeta. Un cop acabada la primera fase de la inicialització, es procedeix a
llegir el registre CSD de la targeta. Aquest registre dona informació bàsica com ara la grandària
de  memòria, la grandària dels blocs, els temps d'accés, etc. Generalment s'utilitza per a variar el
paràmetres de la llibreria, depenent del tipus de targeta que sigui. Però el nostre prototip està
pensat  tan  sols  per  a  funcionar  amb un  tipus  de  targeta,  de  manera  que  aquesta  part  de  la
inicialització no pren molta importància. La única comprovació que es fa és si  la targeta és
realment una targeta SD i no d'un altre tipus com podria ser MMC.
Si tots els passos fins a aquest punt han estat correctes, és pot passar a utilitzar la interfície
ràpida. Així dons es torna a configurar el perifèric SPI per a que funcioni a alta velocitat. A partir
d'aquest punt s'intenta realitzar la lectura d'un bloc de la targeta varies vegades fins que aquesta
respon correctament, moment en el qual es dona per acabat el procés d'inicialització.
La funció s'encarrega de gestionar també els possibles errors que pot retornar la funció. Aquesta
pot distingit entre vuit errors d'inicialització diferents, i retorna una resposta amb l'estat de l'error.
Els possibles errors són els següents:
● sdcValid – Tot es correcte, i la inicialització s'ha realitzat sense problemes
● sdcCardInitCommFailure – no s'ha pogut establir comunicació
● sdcCardNotInitFailure – la targeta no ha entrar en el mode d'inicialització
● sdcCardInitTimeout – ha passat el temps màxim de resposta
● sdcCardTypeInvalid – el tipus de targeta no està acceptat
● sdcCardBadCmd – no s'ha reconegut la comanda
● sdcCardTimeout – timeout durant una lectura o escriptura de dades
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● sdcCardCRCError – CRC invàlid
● sdcCardDataRejected – CRC invàlid de les dades enviades
Figura 4.18. Diagrama de flux del procés d'inicialització d'una targeta SD
La funció SectorRead () llegeix un bloc de dades de la targeta i l'emmagatzema en una variable a
la memòria RAM del microcontrolador. En la seva invocació necessita dues variables, una és la
adreça física del bloc que es vol llegir, i l'altre la variable on es guardaran les dades.  Per a llegir
el  bloc,  envia  la  comanda  READ_SINGLE_BLOCK  a  la  targeta  mitjançant  la  funció
SendSDCCmd() explicada anteriorment. Si es rep una resposta vàlida de la targeta, s'espera a
que aquesta envii l'event de start, i seguidament es comencen a llegir bytes del bus SPI. Llegeix
els 512 bytes del bloc, i els va emmagatzemant a la variable que se li ha passat. En finalitzar la
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funció retorna l'estat de la lectura per informar si la operació s'ha completat correctament o hi ha
hagut algun error.
La funció SectorWrite () funciona de manera molt similar a la seva anàloga de lectura. Igualment
com l'anterior, la funció necessita dues variables d'entrada: l'adreça a on es vol escriure el bloc, i
la variable que emmagatzema la informació que es vol escriure. Per a escriure el bloc envia la
comanda WRITE_SINGLE_BLOCK cridant la funció SendSDCCmd (), i si la targeta respon
correctament comença e enviar el bloc de dades byte a byte. En acabar la funció retorna l'estat de
la transferència, donant informació sobre si aquesta sa dut a terme correctament o hi ha hagut
algun error.
Si  no  tenim  en  compte  el  procés  d'inicialització  de  la  targeta,  que  és  bastant  complex,  el
funcionament de la targeta queda bastant simplificat. Amb les funcions de llegir i escriure blocs a
la targeta podem dur a terme la majoria d'operacions normals, i de fet són aquestes dues funcions
les que s'utilitzen per a construir tota la llibreria de format FAT16 que s'explicarà a continuació.
No cal oblidar però que aquestes funcions es basen en tot un altre conjunt de funcions de nivell
més baix que gestionen tot el funcionament del bus SPI. Podríem dividir  doncs les funcions
realitzades en tres capes diferents: per una banda la capa de nivell més baix o capa física, que
serien les  llibreries  SPI que tracten directament  amb els  registres  del  microcontrolador.  Una
segona capa seria la de control de la targeta descrita per les funcions que s'acaben d'explicar, i
que es podria definir com a capa d'interfície. I una tercera capa, que seria la capa d'aplicació, que
es la que dona format a les dades introduïdes a la targeta, i que s'explica a continuació.
4.5.3. El format FAT16
El format FAT (File Allocation Table) de sistemes de fitxers va ser desenvolupat  per primera
vegada a principis dels anys 80 per l'empresa Microsoft.  La primera implementació d'aquest
sistema va ser la FAT12 pensada per funcionar en discos flexibles de baixa capacitat, però al llarg
del temps s'ha anat millorant el format per a permetre treballar amb sistemes més grans. Els dos
tipus més coneguts són la FAT16 i la FAT32. El sistema FAT és un format relativament senzill
d'implementar i  està suportat per gairebé qualsevol sistema operatiu de PC existent.  Aquesta
ubiqüitat l'ha fet un format ideal per a discos extraibles i memòries d'estat sòlid com ara les
targetes de memòria flash per a permetre l'intercanvi d'informació entre sistemes amb diferents
arquitectures i sistemes operatius.
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El sistema FAT utilitza una estructura de memòria basada primerament en els blocs físics del
sistema d'emmagatzemament, als que anomena sectors. En les targetes de memòria flash, per
exemple, l'espai de memòria està subdividit en blocs programables en grandària des de la pròpia
targeta.  La grandària estàndard d'aquests blocs és de 512 Kb. El sistema FAT, per a facilitar
l'adreçament  de  memòria,  divideix  a  més  l'espai  de  memòria  utilitzant  una  unitat  més  gran
anomenada clúster. Cada clúster pot estar format entre un i diversos sectors fins a un màxim de
128. En el cas de la targeta SD de 1 Gb de capacitat, està organitzada en sectors de 512 Kb, i en
clústers de 32 sectors, la qual cosa fa que la unitat bàsica de memòria de la FAT sigui de 16Kb.
La organització de la memòria en clústers per una part facilita l'adreçament i el maneig d'aquesta,
però per altra banda presenta problemes en quan a la optimització de l'espai disponible. Segons
el format FAT, a cada fitxer del sistema se li assigna un o més clústers depenent del la grandària.
El problema  es que un clúster tant sols pot estar adreçat a un fitxer, i si el fitxer no omple
completament el clúster, la resta de memòria queda inutilitzada. Així per exemple si tenim un
fitxer d'un sol kilobyte , i el sistema de fitxers està organitzat en clúster de 16 Kb, tindrem 15 Kb
de memòria que es perdran i restaran inutilitzats.
El sistema de fitxers FAT està dividit en quatre seccions diferents: el sector d'arranc, la taula FAT,
el directori arrel i l'espai de dades (vegeu figura 4.19). El primer sector del disc és sempre el
sector d'arranc o MBR (de l'anglès Master Boot Record). Aquest sector inclou informació bàsica
sobre el disc i el seu format en una àrea anomenada com a bloc de paràmetres BIOS. Aquesta
àrea inclou informació bàsica com ara el nombre de bytes per sector i el nombre de sectors per
clúster, varis descriptors del format, i l'adreça a on comença cada secció del format. El sector
d'arranc  també  inclou  el  codi  executable  que  permet  al  sistema  operatiu  arrancar,  el  que
s'anomena el 'boot loader' del sistema operatiu.
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Figura 4.19. Seccions de memòria en una partició FAT16
La taula FAT és una llista indexada de tots els clústers del disc, que s'utilitza per saber si un
clúster determinat del disc està ocupat o lliure, d'aquesta manera es redueixen els temps d'accés a
memòria, ja que observant la taula FAT es pot trobar fàcilment espai lliure al disc, o be la posició
concreta d'un fitxer. Per raons de seguretat i per afegir redundància contra possibles errors, la
taula FAT està duplicada en disc. Es pot observar a la figura 4.18 la taula FAT 1 i el seu duplicat
la taula FAT 2. La taula FAT està dividida en entrades que són paraules de 16 bits, cada una de
les  quals  representa  un clúster  del  disc  consecutivament,  així  la  primera entrada de  la  taula
apunta al primer clúster, la segona entrada al segon clúster, i així fins a mapar tot el disc. Cada
entrada pot emmagatzemar una de cinc condicions diferents:
● Un clúster lliure, quan el valor de l'entrada és 0x0000.
● L'adreça del següent clúster en una cadena. En aquest cas el valor de l'entrada és el del
pròxim clúster al que apunta.
● Una marca de final de fitxer, que marca l'últim clúster que ocupa un fitxer determinat. Per
indicar-ho l'entrada agafa el valor de 0xFFF8 o bé 0xFFFF.
● Un clúster reservat, en aquest cas el valor de l'entrada és 0x0001.
● Un clúster defectuós, quan l'entrada agafa un valor de 0xFFF7.
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EL format FAT16 utilitza una organització amb enllaços per a determinar quins clústers del disc
ocupa un fitxer, i la taula FAT és la que s'encarrega de guardar aquests enllaços. El funcionament
és el següent: quan es crea un fitxer, es crea un registre d'aquest al directori arrel o al subdirectori
corresponent que conté diverses informacions sobre la seva creació. Una de les dades del registre
és el clúster d'inici del fitxer. Si la grandària del fitxer és menor a la de un clúster, a l'entrada de
la taula FAT on apunta el clúster inicial hi trobarem un 0xFFFF indicant que el clúster d'inici és
també el clúster final del fitxer. Si el fitxer ocupa més d'un clúster, a l'entrada de la taula FAT hi
trobarem el valor del següent clúster on continua l'arxiu. Si anem a l'entrada de la taula FAT
apuntada trobarem l'enllaç al següent clúster i així successivament fins a trobar el clúster final.
Un dels problemes que ocasiona aquesta manera d'organitzar les dades es que es genera una
fragmentació del disc. Això passa quan al disc queden pocs clústers lliures, i els clústers d'un
mateix fitxer s'han de repartir separats en tot el disc. Això provoca que els temps d'accés siguin
molt més lents, ja que s'accedeix a diferents parts del disc contínuament. Aquest factor no està
previst que succeeixi en el nostre disseny, ja que es partirà d'un disc completament buit, i la
escriptura de clústers s'anirà fent de manera seqüencial. D'aquesta manera els temps d'accés a
disc queden minimitzats.
La secció del directori arrel és una taula on s'emmagatzema informació bàsica sobre els fitxers i
les carpetes que estan dins del directori arrel. Aquesta secció tant sols s'utilitza en els formats
FAT12 i FAT16, ja que limita el nombre total de fitxers i carpetes a l'espai reservat per a la
secció. En formats més moderns aquesta limitació desapareix ja que el directori arrel s'inclou a
l'espai de dades juntament amb la resta de subdirectoris. Cada fitxer o carpeta emmagatzemat a
la taula del directori arrel està representat per una entrada de 32 bytes, on es guarda el nom i la
extensió del fitxer, el seus atributs, les dades de creació, modificació i accés, la grandària del
fitxer, i l'adreça del seu clúster inicial. A la taula 4.4 es mostren els detalls de l'entrada de fitxer.
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Òfset Grandària Descripció
0x00 8 Nom del fitxer en format curt (8 caràcters)
0x08 3 Extensió del fitxer de 3 caràcters
0x0B 1 Atributs del fitxer
0x0C 1 Reservat
0x0D 1 Creació del fitxer: dècimes de segon
0x0E 2 Creació del fitxer: hora, minut i segon
0x10 2 Creació del fitxer: any, mes i dia
0x12 2 Últim accés al fitxer: any, mes i dia
0x14 2 Reservat
0x16 2 Última modificació del fitxer: hora, minut i segon
0x18 2 Última modificació del fitxer: anys, mes i dia
0x1A 2 Adreça del clúster d'inici del fitxer
0x1C 4 Grandària del fitxer en bytes
Taula 4.4. Format de gravació del registre d'un fitxer en el format FAT16
Els primers 8 bytes de l'entrada d'un fitxer corresponen al seu nom, per tant aquest no pot ser
més gran de 8 caràcters en majúscula o minúscula, ja que el sistema no distingeix entre els dos. A
part, el primer byte del nom pot agafar uns valors especials que donen propietats diferents a
l'entrada. Aquests valors especials són els següents:
● 0x00 – L'entrada està lliure
● 0xE5 – L'entrada ha estat esborrada i no està disponible. Quan es borra un fitxer en el
format FAT16, es posa aquest caràcter a l'entrada de fitxer, i s'esborren les entrades de la
taula FAT, però no es borra la zona de memòria on estava l'arxiu. D'aquesta manera es
possible recuperar fitxers esborrats anteriorment.
● 0x05 – El caràcter inicial és un 0xE5. S'utilitza per diferenciar-ho del caràcter especial.
● 0x2E – L'entrada comença amb un punt. Pot ser '.' o bé '..'.
4.5.4. La llibreria FAT16
Per a escriure les dades dels sensors a la targeta de memòria en el format FAT16 s'ha creat una
llibreria en llenguatge C per al dsPIC30F. No s'ha construït una llibreria FAT complerta, sinó que
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tan sols s'ha creat la part necessària per a les necessitats del disseny. Aquesta part de la llibreria
és la que permet crear un arxiu a la targeta, escriure-hi dades, i tancar-lo. Les restriccions per a
aquest  arxiu són que tant  sols  es pot crear  al  directori  arrel  de la  carpeta,  ja  que la  part  de
subcarpetes  no  s'ha  implementat.  El  dispositiu  crea  sempre  l'arxiu  amb  un  nom  que  conté
caràcters constants 'PROVA' i un numero variable que indicarà el numero de fitxer començant
per 001 fins a 999. Alhora de crear un nou arxiu, un algoritme comprovarà quins arxius hi ha a la
targeta, i continuarà la numeració en un ordre consecutiu.
Per a crear un fitxer en format FAT16 s'han de tenir en compte diversos aspectes, com la taula
FAT, la definició del fitxer, i el lloc que ocuparà en memòria. Alhora de dissenyar la llibreria s'ha
realitzat tenint en compte les accions que cal realitzar per a la correcta gravació del fitxer. Són
les següents:
● Buscar a la taula FAT un clúster de memòria buit on escriure les dades del fitxer.
● Buscar al directori arrel una entrada buida a on escriure la capçalera del fitxer amb el
nom, atributs, dates, clúster inicial, i grandària.
● Buscar l'últim fitxer gravat a la memòria per saber el nom del fitxer a crear.
● Escriure la capçalera del fitxer a partir de les dades aconseguides.
● Escriure les dades al fitxer.
● Gestionar els canvis de clúster i l'actualització de la capçalera.
Per realitzar aquestes accions s'ha escrit la llibreria que conté les següent funcions: BuscaFAT (),
BuscaDIR (), NumArxiu (), CreaArxiu () i EscriuArxiu (). Aquestes funcions utilitzen variables
globals per a emmagatzemar valors comuns a totes les funcions. Aquests valors tenen a veure
amb les posicions de  la memòria a les que estem treballant, per una banda guardem el sector de
la taula FAT i del directori arrel, i també la posició en bytes dins del sector. Per altra banda
guardem també el clúster el la memòria a on estem guardant les dades. Aquestes variables es van
actualitzant i van canviant a mesura que anem escrivint a la memòria.
El programa del prototip està pensat per a gravar un arxiu diferent a cada sessió. Per sessió
s'entén des de que s'activa el dispositiu fins que es torna a desactivar,  així cada vegada que
alimentem el dispositiu aquest crearà un nou fitxer. Per tant, el primer que fa el dispositiu quan
s'inicialitza és crear un nou fitxer utilitzant la funció CreaArxiu (). Aquesta funció a la vegada
crida 3 funcions més que són: la funció BuscaFAT (), BuscaDIR (), i NumArxiu ().
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La funció BuscaFAT () escaneja la taula FAT de la targeta en busca d'un clúster lliure a on poder
escriure. Utilitza dues variables globals, una per guardar el sector de la taula FAT que s'està
escanejant, i  l'altra on s'emmagatzema l'adreça el  clúster lliure. La funció comença llegint el
sector de la taula FAT al que apunta la variable global. En el cas de la primera execució de la
funció,  aquest  apuntarà al  primer sector de la taula FAT. Seguidament  escaneja tot  el  sector
buscant una entrada lliure, és a dir una paraula que sigui igual a 0x0000. Si troba una entrada
lliure,  modifica  les  dues copies de la  taula  FAT per a  canvia  el  sector  lliure com a ocupat,
escrivint un 0xFFFF al seu lloc. La funció passa l'entrada que ha trobat buida com al pròxim
clúster de memòria a on s'escriuran dades. En el cas que la funció no trobi cap entrada lliure al
sector actual, aquesta llegeix el proper sector de la taula FAT i actualitza la variable global de
posició a la FAT. A la figura 4.20 podem veure el diagrama de flux simplificat de la funció amb
les  principals  accions  que  realitza.  El  codi  complert  de  la  funció  es  pot  trobar  a l'annex B
d'aquesta memòria.
Figura 4.20. Diagrama de flux de la funció BuscaFAT ( )
La funció BuscaDIR () llegeix seqüencialment els sectors del directori arrel on s'emmagatzemen
els  registres  dels fitxers,  buscant una entrada buida on definir  un nou fitxer.  Aquesta funció
utilitza dues variables globals, una per guardar l'adreça del sector del directori arrel en el que
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s'està operant, i l'altre per guardar la posició de l'entrada buida dins del sector.  A la primera
execució del la funció, comença a buscar entrades buides a partir del primer sector del directori
arrel. Si no hi troba cap entrada buida, llegeix el sector següent i guarda la seva adreça a la
variable global. Com que un registre de fitxer ocupa 32 bytes d'espai, la funció escaneja els bytes
del sector múltiples de 32. En concret mira el primer byte de cada registre, de manera que si
aquest és 0x00 o bé 0xE5 vol dir que l'entrada està lliure i s'hi pot escriure. La funció retorna
l'adreça del sector i la posició dins el sector on es troba el primer registre lliure. A la figura 4.21
es pot veure el diagrama de blocs simplificat de la funció, i a  l'annex B es pot veure el codi
complet de la funció.
Figura 4.21. Diagrama de flux de la funció BuscaDIR ( )
El format FAT16 estableix que no poden existir a la mateixa carpeta dos fitxers amb el mateix
nom,  per  tant  cada  vegada que  es  crea  un nou fitxer  se  li  ha  d'assignar  un nom diferent  a
l'anterior. Per evitar problemes de repetició de noms, s'ha establert que cada nom de fitxer estigui
compost per la paraula 'PROVA' més un número de tres xifres. Aquest número ha de seguir un
ordre seqüencial començant per 001 corresponent al primer fitxer creat. La funció NumArxiu ()
s'encarrega de buscar quin número té l'últim fitxer creat a la targeta per tal que el nou fitxer
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tingui el número de l'antic més 1. Aquesta funció està pensada per executar-se sempre després de
la  funció  BuscaDIR (),  de  manera  que  aquesta  li  proporciona  la  primera  entrada  buida  del
directori arrel. Així doncs la funció busca a l'entrada immediatament anterior a aquesta, guarda el
número del fitxer, i l'augmenta en una unitat. Si l'entrada buida que li dona la funció BuscaDIR ()
és la primera en un sector, llavors llegeix el sector anterior i busca a l'última entrada d'aquest. La
funció retorna el  número que s'escriurà al  nou fitxer  creat.  A  la  figura 4.22 es pot  veure  el
diagrama  de  flux  simplificat  que  mostra  el  funcionament  de  la  funció,  i  a  l'annex  B de la
memòria es pot trobar el codi complet de la funció.
Figura 4.22. Diagrama de flux de la funció NumArxiu ( )
La funció CreaArxiu (), com ja s'ha dit anteriorment, s'executa una sola vegada a cada sessió de
programa. El primer que fa aquesta funció és cridar seqüencialment les funcions BuscaFAT (),
BuscaDIR () i  NumArxiu (),  de manera que aquestes li  retornen el clúster de memòria a on
s'escriuran les dades del fitxer, l'entrada del directori arrel a on ha d'escriure el registre del fitxer,
i el número que tindrà el nom del fitxer creat. Una vegada disposa d'aquesta informació la funció
escriu el registre del fitxer a l'entrada corresponent amb el nom i el número determinat. La resta
de dades del  registre són: l'extensió del  fitxer,  els  atributs,  les  dates de creació,  l'adreça del
primer clúster, i la grandària. Com a extensió del fitxer, escriu TXT, ja que la majoria de sistemes
operatius identifiquen aquesta extensió com a fitxer de text sense format. Com a atributs del
fitxer utilitza els estàndard, és a dir, fitxer normal amb capacitats de lectura i escriptura. Les
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dates de creació, modificació i últim accés són una constant totalment arbitrària, ja que el dsPIC
no disposa de rellotge ni calendari, per tant és impossible conèixer aquestes dades. El clúster
inicial del fitxer és l'adreça que li  ve donada per la funció BuscaFAT ().  I  per últim, fixa la
grandària del fitxer en un clúster, és a dir 16 Kb, que és la grandària mínima que pot ocupar un
fitxer  en el  format  FAT16.  Aquesta grandària s'anirà modificant  a mesura que el  fitxer  vagi
creixent. La figura 4.23 mostra el diagrama de flux simplificat de la funció. Per a més informació
sobre el codi de la funció cal referir-se a l'annex B d'aquesta memòria.
Figura 4.23. Diagrama de flux de la funció CreaArxiu ( )
Per últim, la funció EscriuArxiu () és l'encarregada d'escriure les dades al fitxer prèviament creat.
Aquesta  funció  a  més  realitza  automàticament  els  canvis  de  clúster  quan  són  necessaris.  A
aquesta  funció  se  li  passa  com a  variable  d'entrada  una  cadena  de  caràcters  de  512 Kb de
grandària, de manera que cada vegada que s'executa aquesta funció s'escriu un sector de dades a
la targeta. La funció utilitza una variable global que guarda el número de sector dins el clúster al
que s'està escrivint. Quan s'emplena de dades un clúster, la funció busca el pròxim clúster de la
targeta lliure per a poder escriure-hi. Per fer-ho utilitza la funció BuscaFAT (), que li retorna
l'adreça de pròxim clúster lliure. La pròpia funció BuscaFAT () s'encarrega de crear els enllaços
corresponents  a  la  taula  FAT per  a  que  l'arxiu  estigui  correctament  creat.  A part  la  funció
EscriuArxiu () modifica la grandària del fitxer al seu registre del directori arrel, sumant-li 16 Kb
al seu valor. A la figura 4.24 es pot veure el diagrama de flux simplificat de la funció. El codi de
la pròpia funció es pot trobar a l'annex B d'aquesta memòria.
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Figura 4.24. Diagrama de flux de la funció EscriuArxiu ( )
4.6. Transmissió de dades per Bluetooth
La transmissió de dades per Bluetooth es realitza automàticament si no es detecta cap targeta
inserida al lector de targetes. La transmissió es realitza utilitzant el dispositiu Bluetooth  que
s'encarrega de transferir les dades com si es realitzes a través d'un port sèrie RS-232 estàndard.
D'aquesta manera el microcontrolador no s'ha de preocupar de tot el protocol necessari per a les
comunicacions  Bluetooth,  ja  que  està  tot  gestionat  pel  dispositiu,  que  funciona  de  forma
independent. El microcontrolador es comunica amb el dispositiu mitjançant el port UART, de
manera que en funcionament normal, els bytes que envia el microcontrolador cap al port, són
directament  retransmesos cap al  dispositiu connectat  per Bluetooth,  que normalment  serà  un
ordinador.
En aquest  apartat  es vol  fer  una descripció de tot  el  procediment  utilitzat  per  a  realitzar les
transmissions Bluetooth, començant per analitzar el funcionament d'un port UART, i l'explicació
del funcionament del perifèric UART del microcontrolador. També es vol realitzar una descripció
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del protocol necessari per l'enviament de comandes de configuració al dispositiu Bluetooth, i el
programa utilitzat pel dsPIC per a comunicar-se.
4.6.1. Port de comunicació sèrie UART
El port  UART (acrònim que prové de Universal  Asynchronous Receiver/Transmitter)  és  una
interfície de comunicació sèrie que s'utilitza per a comunicar dos dispositius a través de cable. En
aquesta interfície les dades es transmeten asíncronament entre els dos dispositius, és a dir, sense
una senyal de rellotge que marqui el  ritme de la transmissió.  Per aquest fet,  la comunicació
només es pot aconseguir si els els dos dispositius estan configurats a la mateixa velocitat i amb
les mateixes opcions. La informació es transmet en forma de bytes, juntament amb bits de start i
stop per a que l'altre dispositiu pugui identificar on comença i on acaba un byte.
El port UART s'utilitza comunament en conjunció amb altres estàndards de comunicació com
l'estàndard RS-232. Actualment també forma part com a perifèric en molts microcontroladors
comercials  al  ser  un  estàndard  molt  utilitzat  per  a  la  interfície  amb  un  gran  nombre  de
dispositius.  El  microcontrolador  dsPIC30F3014  està  equipat  amb  dos  ports  UART  que  li
permeten connectar-se alhora amb dos dispositius que utilitzin aquesta tecnologia.
La transmissió de dades UART es realitza byte a byte seguint un protocol concret, tal i com es
pot veure a la figura 4.25. La transmissió de cada byte comença amb un bit de start que posa la
senyal a nivell baix. D'aquesta manera el dispositiu a l'altre banda detecta el començament d'una
transmissió, ja que quan el port no transmet les senyals es mantenen a nivell alt. Seguidament
s'inicia la transmissió de bits de dades, amb la particularitat que es pot definir la llargada d'un
byte entre 5 i 8 bits. Opcionalment al final del byte de dades es pot enviar un byte de paritat per a
comprovar que aquest s'ha transmès correctament. El bit de paritat es pot configurar com a parell
o inparell, i el que fa es comprovar si el nombre de bits a nivell alt del byte és parell o imparell.
Per acabar la transmissió d'un byte s'envia una senyal de stop a nivell alt que es pot configurar
entre 1 bit, un bit i mig o dos bits.
Figura 4.25. Protocol de transmissió de dades per UART
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Com ja hem comentat,  el  microcontrolador dsPIC incorpora un port  UART com a perifèric.
Aquest perifèric incorpora les següents funcionalitats:
● Comunicació full-duplex, es pot transmetre i rebre informació al mateix temps en format
de 8 o 9 bits.
● Opció de paritat parell, imparell o desactivada.
● Un o dos bits de stop.
● Generador de bauds totalment integrat.
● Velocitat des de 29 bps fins a 1.875 Mbps.
● 4 búfers FIFO de 9 bits de transmissió i 4 de recepció.
● Detecció d'errors en la paritat.
● Interrupcions programables de transmissió i recepció.
4.6.2. Funcionament del perifèric
El perifèric UART està compost principalment per tres components: el transmissor asíncron, el
receptor asíncron,  i el generador de ritme de bauds. Aquest últim és el rellotge que marca la
velocitat de transmissió del perifèric. Per a generar la senyal del rellotge de bauds, el generador
utilitza la freqüència de cicles del microcontrolador, i el divideix entre un número programable
multiplicat per 16. El número programable es configura al registre U1BRG,i pot prendre valors
entre 1 i 65536. D'aquesta manera si el microcontrolador funciona a un ritme de 20 mega cicles
per segon podem obtenir una velocitat de transmissió mínima de 19 bps i màxima de 1.25 Mbps.
I per a obtenir una velocitat estàndard de 115200 bps, hauríem de programar el registre U1BRG
amb el valor 10. 
El transmissor asíncron, un esquema del qual es pot veure a la figura 4.26, és la part del perifèric
encarregada  dels  enviament  de  dades  cap  al  dispositiu  connectat.  La  part  principal  del
transmissor és el registre de desplaçament UxTSR, que és l'encarregat de treure bit a bit pel port
de sortida els bytes a transmetre de forma sincronitzada amb el  generador de bauds. Aquest
registre especial no es accessible per l'usuari, sinó que aquest escriu les dades a transmetre al
registre UxTXREG. Aquest registre és en realitat un búfer quadruple que permet emmagatzemar
fins a quatre bytes en cua. Aquest búfer es l'encarregat de carregar el registre UxTSR amb la
dada a transmetre, cada vegada que s'envia el bit de stop de la transmissió anterior, de manera
que  immediatament  pot  començar  la  transmissió  de  la  següent  dada.  El  transmissor  també
s'encarrega de generar, juntament amb els bits de start i stop, el bit de paritat de la transmissió en
el cas que aquest s'utilitzi.
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Figura 4.26. Diagrama de blocs de la part del perifèric UART destinada a l'enviament
L'altre component del perifèric és el receptor asíncron, que s'encarrega de la recepció de dades
pel port, i l'esquema del qual es pot veure a la figura 4.27. Igualment com el transmissor, la part
principal  d'aquest  és el  registre  de desplaçament  que rep les  dades (UxRSR) des del  pin de
recepció  UxRX.  El  pin  de  recepció  es  mostrejat  tres  vegades  cada  cicle  de  rellotge  per
determinar si hi ha un valor de nivell alt o nivell baix al pin. Un altre mecanisme de seguretat
escaneja les dades rebudes i fa una comprovació de paritat per assegurar que no hi ha hagut
errors en la transmissió. El mòdul també compta amb un detector de bit de stop, de manera que
quan  es  rep,  el  valor  del  registre  UxRSR  es  transfereix  directament  al  búfer  de  recepció
UxRXREG. Aquest és igual al búfer de transmissió, i es capaç d'emmagatzemar fins a quatre
bytes de manera que l'usuari tant sols cal que comprovi la recepció cada vegada que s'emplena
aquest búfer. Al ser un port de transmissió asíncron, moltes vegades no se sap amb certesa el
moment  exacte  en  el  que  es  rebran  dades.  Per  això  és  molt  típic  utilitzar  la  interrupció  de
recepció  per  port  UART.  Aquesta  interrupció  es  por  programar  per  a  que  executi  una
determinada rutina de codi cada vegada que es rep un byte, o bé cada vegada que s'omple el
búfer de recpeció.
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Figura 4.27. Diagrama de blocs de la part del perifèric UART destinada a la recepció
La configuració i l'accés al perifèric es realitza mitjançant cinc registres. Primer de tot el registre
UxMODE (figura  4.28),  que  s'utilitza  per  al  control  del  perifèric.  Aquest  registre  permet
controlar entre d'altres coses la habilitació deshabilitació del perifèric i la configuració del bit de
paritat  i  del  bit  de stop. Per altre  banda permet la utilització de dues funcions especials  del
perifèric. Una és la detecció automàtica de la velocitat de la comunicació mitjançant la captura
de  les  dades  que  arriben  al  microcontrolador.  L'altre  és  la  habilitat  de  despertar  el
microcontrolador quan es troba en mode de baix consum i arriba un bit de start des del port
UART. Aquesta funció resulta molt útil alhora de reduir el consum del sistema.
Un altre registre del perifèric és el UxSTA, que també és un registre de control, i a més de estat
del perifèric. Permet controlar la configuració de les interrupcions lligades al perifèric, com ara
la de recepció. I per altra banda dona diferents informacions sobre l'estat del port. Per una banda
ens informa sobre l'estat dels enviament a través de dos bits que indiquen per una banda si el
registre de transmissió està transmeten o ja ha acabat, i per l'altre si el búfer està ple o lliure. El
registre també ens informa mitjançant dos bits si s'estan rebent dades pel port o altrament aquest
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està lliure, i també si hi ha una dada a punt per ser llegida al búfer de recepció.. I per últim també
ens informa sobre errors en el perifèric que inclouen: errors de paritat, errors de recepció, i errors
de sobreescriptura al búfer.
Figura 4.28. Representació del registres de configuració del perifèric UART
Els  tres  registres  restants  del  perifèric,  corresponen  a  el  registre  de  transmissió  de  dades
UxTXREG, el registre de recepció de dades UxRXREG, i el registre de càrrega del generador de
bauds UxBRG.
4.6.3. Interfície amb el dispositiu Bluetooth ESD200
El dispositiu Bluetooth ESD200 té dos modes de funcionament diferents. En el primer mode, el
dispositiu  accepta  comandes  de  configuració  a  través  del  port  UART.  En  aquest  mode  el
dispositiu pot estar connectat o no mitjançant un enllaç Bluetooth, però aquest no envia dades a
través de l'enllaç. En el segon mode de funcionament, el dispositiu ha de estar connectat a un
altre mitjançant un enllaç Bluetooth. Funciona de manera que totes les dades que rep pel port
UART les reenvia cap al dispositiu enllaçat, i viceversa, les dades que rep a través de l'enllaç
Bluetooth les envia directament al port UART. En aquest segon mode, els dispositius Bluetooth
es tornen transparents, de manera que per als dispositius connectats als extrems la comunicació
és idèntica a una comunicació UART cablejada.
En el mode de configuració, el dispositiu disposa d'un joc de comandes AT que permeten al
microcontrolador  aplicar  diverses  configuracions  al  dispositiu.  A la taula  4.5 es  presenta  un
resum del joc de comandes, amb les comandes més importants i la seva descripció.
98
Unitat de Control per un Sistema Autònom d'Anàlisi del Moviment Humà
COMANDA FUNCIÓ DESCRIPCIÓ
ATZ Reset Reset de software.
AT&F Reset Reset de hardware.  Retorna tots els  paràmetres als  valors de
fàbrica.
AT Port UART Comprova la connexió amb el microcontrolador.
AT+UARTCONFIG,b,
p,s,h
Port UART Configura el port UART. b = bitrate, p = parity, s = stop bits, h =
hardware control flow
AT+BTINFO? Informació BT Retorna informació sobre la configuració BT del dispositiu.
AT+BTINQ? Informació BT Retorna informació sobre dispositius propers en mode 'inquiry'.
AT+BTLAST? Informació BT Retorna informació sobre l'últim dispositiu BT amb el que es va
establir connexió.
AT+BTVER? Informació BT Retorna la versió del firmware.
AT+BTRSSI,n Informació BT Retorna informació sobre la qualitat del  senyal de la connexió
establerta.
AT+BTMODE,n Mode BT Canvia el mode d'operació del dispositiu.
+++ Estat BT Passa del mode de transmissió al mode de configuració.
ATO Estat BT Passa del mode de configuració al mode de transmissió.
AT+BTCANCEL Estat BT Tanca la connexió BT actual.
AT+BTSCAN,n,to Estat BT Posa el dispositiu en mode 3, escanejant una connexió.
ATD Connexió BT Connecta a un dispositiu concret a través de l'adreça, o a l'últim
que s'havia connectat si no s'especifica cap adreça.
ATH Connexió BT Tanca la connexió BT actual.
AT+BTKEY Seguretat Introdueix una contrasenya per a la connexió.
AT+BTSEC,a,e Seguretat Configura la autenticació i la encriptació de la connexió
AT+BTNAME Miscellània Configura el nom del dispositiu.
AT+BTLPM Miscellània Entra en mode de baix consum d'energia
Taula 4.5. Resum del joc de comandes de configuració del dispositiu ESD200
4.6.4. Programa del Bluetooth
En el programa del microcontrolador s'ha realitzat dues rutines per al dispositiu Bluetooth, la
d'inicialització del dispositiu, i la principal. Per a la transmissió de dades a través del port UART
s'ha utilitzat una llibreria de funcions per al perifèric que inclou el compilador MPLAB C30. Les
funcions utilitzades són les següents:
● OpenUART ()  -  Aquesta  funció  configura   els  registres  de  control  del  perifèric  i  el
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generador  de  bauds  amb  els  valors  d'entrada  que  si  e  li  passen.  També  habilita  el
perifèric.
● WriteUART () - Aquesta funció envia a través del port UART el byte que se li passa com
a variable d'entrada.
● BusyUART () - Aquesta funció consulta el registre d'estat del perifèric i retorna 1 si el
perifèric està ocupat enviant una dada i 0 si ja ha acabat.
● CloseUART () - Deshabilita el perifèric.
La comunicació entre el microcontrolador i el dispositiu Bluetooth és unidireccional, ja que és el
microcontrolador el que envia les dades cap al Bluetooth, i aquest el que les passa cap a un PC o
PDA. Per tant no ha calgut utilitzar funcions de recepció del port UART ni interrupcions. Totes
les comandes i les dades s'han enviat a través del port UART byte a byte mitjançant la funció
WriteUART ( ).
En  la  rutina  de  programa  d'inicialització  del  dispositiu  Bluetooth  el  primer  que  es  fa  és
configurar el port UART. Cada vegada que s'inicialitza el dispositiu, el port queda configurat
amb els valors de fàbrica, que són una velocitat de 9600 bps, sense paritat i un bit de stop. El que
es fa doncs es canviar la velocitat del port, mitjançant la comanda AT+UARTCONFIG, per a
utilitzar la màxima permesa, en aquest cas 115200 bps, que es la màxima que permeten els ports
sèrie del molts PCs. El següent pas és posar el dispositiu Bluetooth en mode de escaneig com a
esclau,  és  a  dir,  en  mode  3.  En aquest  mode  el  dispositiu  està  esperant  una  connexió  d'un
dispositiu extern que inicii una connexió com a màster. En aquest mode el dispositiu pot ser
descobert per qualsevol altre dispositiu, com ara un PC o una PDA, que són els que utilitzarem
en la aplicació. Per a posar el dispositiu en mode escaneig s'utilitza la comanda AT+BTSCAN.
Un cop el dispositiu està configurat i en mode 3, es passa al mode de transmissió mitjançant la
comanda ATO. 
Un cop acabada la rutina d'inicialització es passa directament a executar la rutina principal. En
aquesta el que es fa es enviar les dades dels sensors directament cap al port UART mitjançant la
comanda WriteUART ( ). Mentre s'executa aquesta rutina principal, poden succeir dues coses,
que el dispositiu Bluetooth tingui una connexió establerta o que no. Si el dispositiu no té cap
connexió establerta, les dades que s'envien al dispositiu Bluetooth no tindran cap destinació i
simplement es perdran. En el cas que si que hi hagi una connexió establerta, cas que esta definit
com a  funcionament  normal  del  prototip,  les  dades  seran  transmeses  cap  al  PC  o  la  PDA
connectats.
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Capítol 5. Anàlisi de les senyals
Per l'anàlisi de les dades capturades s'han creat dos programes per a PC, un pensat per realitzar
l'anàlisi de dades  on-line, i l'altre per fer-lo amb les dades guardades en un fitxer. Aquests dos
programes cobreixen els dos modes de funcionament principal del prototip. En aquest capítol es
vol realitzar una descripció dels dos programes realitzats, i del seu funcionament intern.
5.1. Software Labview
Per a realitzar el programa que permet visualitzar en un ordinador les dades capturades en temps
real,  s'ha utilitzat  la plataforma de software Labview de la companyia National Instruments.
Aquest paquet de software està especialitzat  en la captura i  anàlisi  de dades provinent de la
instrumentació a través d'una interfície de programació gràfica. Aquestes característiques, entre
d'altres, el fan perfecte per a ser utilitzat per a la visualització de les mesures en forma de gràfics
i  altres  elements  visuals.  A part,  el  programa inclou un gran nombre  de  controladors  per  a
dispositius  externs,  que  permet  connectar-los  directament  al  programa i  controlar-los  des  de
aquest.
El programa rep les mesures dels sensors a través de Bluetooth, i realitza un seguit d'operacions
per a convertir les dades a un format legible per le persones. Durant el  seu funcionamenr el
programa executa indefinidament les accions mostrades a la figura 5.1.
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Figura 5.1. Diagrama de blocs del programa de Labview
 Per a comunicar amb el dispositiu Bluetooth del prototip hem utilitzat un dispositiu Bluetooth
estàndard per a PC que es connecta al port USB d'aquest. El propi Labview ens proporciona el
controladors necessaris per a configurar el mòdul Bluetooth i iniciar una comunicació amb el
prototip. A la figura 5.1 es mostra com amb dos simples funcions (quadrats grocs), el Labview
permet crear una connexió Bluetooth. La primera funció inicia una comunicació com a màster
amb l'adreça del dispositiu donada. Com que el prototip està configurat com a esclau en mode de
funcionament 3, quan rep la petició del Labview accepta i queda establerta la comunicació. A
partir d'aquest moment, el prototip comença a enviar dades de les mesures en paquets de 63
bytes, segons la trama explicada al capítol 4. La única operació que ha de fer el Labview és llegir
les dades que li  arriben i guardar-les en un vector, que és la operació que realitza la segona
funció de la figura 5.1.
Figura 5.1. Programa de connexió per Bluetooth del Labview
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El següent pas que realitza el Labview és l'anàlisi del vector rebut per a extreure'n les dades útils.
Per fer-ho el programa busca patrons concrets dintre del vector, seguint les especificacions de la
trama.  Així  per  a  buscar  el  primer  valor  corresponent  a  la  mesura  del  eix  x  del  primer
acceleròmetre, el Labview busca com a patró una 'A', seguida de dos caràcters i llavors una 'B',
com es pot veure a la figura 5.2. Seguidament converteix el número dels dos bytes centrals a
format  decimal,  i  aplica  els  factors  de  conversió  necessaris  per  a  convertir  la  dada  a  una
magnitud física estàndard, que en el cas dels acceleròmetres són Gs.
Figura 5.2. Busca i conversió de les dades del vector
El  programa de  Labview també utilitza  el  temps rebut  del  microcontrolador.  Primer  de tot
converteix el temps rebut a segons per a facilitar l'anàlisi, tal i com es pot veure a la figura 5.3. El
temps que es rep del microcontrolador esta en una base de temps no estàndard, i per tant se li
aplica un factor de conversió prèviament calculat per a convertir-lo a segons. A partir d'aquesta
dada s'extreuen tres mesures importants per a l'anàlisi. Aquestes són el temps absolut en segons
des de l'inici de la recepció de dades, i el període i la freqüència de recepció.
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Figura 5.3. Captura i càlcul del temps d'execució i freqüència de mostreig
Per  altra  banda,  al  programa  també  s'inclou  una  rutina  que  captura  les  dades  anteriorment
convertides i les guarda en un fitxer, en un format de text estàndard. Per fer-ho, el programa crea
un fitxer amb un nom prèviament definit, i escriu les dades del vector separades per un tabulador,
i al final del vector insereix un retorn de carro ( veure figura 5.4). El programa compta amb un
control que permet iniciar i parar la gravació de dades en qualsevol moment.
Figura 5.4. Gravació de les dades en un fitxer de text
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El Labview té la característica d'incloure en els programes una interfície de visualització, que
permet  veure  les  dades  que  arriben per  el  Bluetooth  i  mostrar-les  per  pantalla  en  forma de
gràfics. A la figura 5.5. es pot observar l'aspecte d'aquesta interfície, amb la finestra de gràfics
corresponent a cada mòdul sensor. Cada una de les finestres de gràfic mostra el valor que van
prenent cada un dels graus de llibertat en cada instant de temps.
Figura 5.5 Interfície gràfica del programa Labview
A part, la interfície de visualització també ens permet veure les mesures en format numèric, i
conèixer el  valor màxim, mínim, i la mitjana aritmètica de les dades capturades. També ens
mostra  altra  informació,  com  ara  la  freqüència  de  funcionament  i  el  temps,  i  opcions  de
configuració del programa. A la figura 5.6 es pot veure aquesta part de la interfície de programa.
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Figura 5.6. Interfície del programa Labview amb el valor numèric de les mesures
5.2. Software Matlab
El programa realitzat amb el programa Matlab, està constituït per una sèrie de fitxers .m, que són
scripts d'execució.  El programa funciona executant un d'aquests scripts des de la consola de
comandament  del  Matlab.  S'han  creat  dos  programes  diferents  per  a  l'anaàlisi.  El  primer
programa converteix les dades de les mesures del sensors provinents d'un fitxer, ja sigui guardat
a la tarjeta o amb el programa Labview, i el transforma a un format que el Matlab entén i amb el
que pot treballar fàcilment. Aquest format es basa en deixar les mesures del mateix sensor en una
mateixa columna, i separar les columnes amb tabuladors. Aquest format, que és un estàndard
dins  de  Matlab,  pot  servir  per  analitzar  posteriorment  les  dades  mitjançant  formules
matemàtiques o estadístiques, per extreure informacions rellevants sobre les mesures.
També s'ha  inclòs al  Matlab,  un segon programa que,  desprès que el  primer converteixi  les
dades, permet graficar per pantalla les mesures contenides a l'arxiu i separar-les en els diferents
graus de llibertat. Un exemple del resultat d'aquest programa es pot observar a la figura  5.7.
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Figura 5.6 Exemple de gràfic generat amb el programa Matlab
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Capítol 6. Experiments realitzats
Com a resultats de la creació del prototip s'han realitzat una sèrie d'experiments senzills per a
comprovar el correcte funcionament d'aquest. Les proves s'han realitzat amb els sensors situats a
les quatre extremitats i al tronc. Es mostraran doncs els resultats obtinguts per a diferents mòduls
sensors  col·locats en diferents posicions del cos. L'objectiu d'aquests experiments és donar una
primera  aproximació  de  com  es  podria  utilitzar  el  sistema  de  sensors  per  a  identificar  els
moviments qua s'han realitzat a partir de les lectures dels sensors.
En  primera i segona prova s'han realitzat moviments senzills per mostrar les mesures captades al
sensor que es col·loca al pit. Aquestes dues proves s'han realitzat amb el sensor a la mà per a
comprovar que els valors de les mesures són correctes.  En primer lloc s'ha realitzat un moviment
d'inclinació endavant i endarrere . El resultat es pot observar a la figura 6.1 a on es pot observar
el canvi de l'eix Z. En el punt inicial l'eix del sensor Z està situat gairebé paral·lel al terra i per
tant està a un valor pròxim al zero. Quan s'inclina el sensor cap endavant podem veure com el
l'eix X arriba fins al valor de 1, cosa que vol dir que s'ha realitzat un moviment de gairebé 90
graus al llarg d'aquest eix. Quan el sensor s'inclina cap endarrere podem veure l'efecte contrari, ja
que el sensor passa a mesurar un valor de -1 g.
'
Figura 6.1. Moviment d'inclinació endavant i endarrere
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El segon experiment és molt similar al primer, però aquesta vegada el moviment d'inclinació s'ha
realitzat cap als costats (figura 6.2). Es pot veure com en aquest cas l'eix sensible al moviment és
l'eix X, que passa a valer -1 amb un inclinació cap a l'esquerra, i 1 amb una inclinació cap a la
dreta. En aquest experiment es pot apreciar el grau d'exactitud i precisió dels sensors, ja que la
senyal de l'eix X, queda molt ben definida.
Figura 6.2. Moviment d'inclinació lateral
Els següents experiments s'han realitzat amb el prototip muntat al cos, amb els sensors a les
seves posicions corresponents. A la figura 6.3. es pot observar la captura del moviment a una
cama mentre es realitzava un acció d'ajupir-se i tornar-se a aixecar. Com es pot comprovar els
eixos  Y i  Z  són  els  sensibles  a  aquest  tipus  de  moviment,  mentre  que  l'eix  X  està  situat
perpendicular i l'únic que mesura són unes petites pertorbacions.
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Figura 6.3. Monitorització de la cama realitzant una acció de ajupir-se
En el següent experiment s'ha realitzat una acció de caminar, i s'han capturat les mesures d'una
cama, que es mostren a la figura 6.4.  Com es pot comprovar, en aquest tipus moviment els
sensors mostren un patró diferent a l'anterior, ja que la variació de moviment és molt similar en
els tres eixos. En l'acció d'ajupir-se en canvi, hi ha dos eixos que si que varien mentre que el
tercer no queda afectat.
Figura 6.4. Monitorització de la cama realitzant una acció de caminar
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En el següent experiment s'ha volgut comprovar la reacció dels sensors davant d'un moviment
brusc com podria ser una caiguda. En aquest cas s'ha capturat el moviment d'un braç al donar un
cop de puny a l'aire (figura 6.5). Com es pot veure, els valors d'acceleració superen del molt el
valor de 1 g i surten d'escala. Aquest pot ser un bon exemple d'estudi per a una situació de
caiguda, ja que segurament la brusquedat del moviment seria semblant. En el cas d'una caiguda
el terra es veuria com la magnitud d'acceleració del pit segurament seria major a la dels sensors
situats a les cames.
Figura 6.5. Captura del moviment d'un braç en l'acció de donar un cop.
Un cas similar a l'anterior pot ser en el cas d'un salt. En la captura de la figura 6.6 es poden
observar les lectures del sensor del pit  en el moment de fer un salt cap amunt. Com es pot veure,
els des eixos sensibles al moviment en aquesta direcció donen lectures amb valors molt elevats
d'acceleració, mentre que el tercer eix queda molt menys afectat pel salt. Aquesta podria ser una
possible estratègia per a discernir entre un salt i una caiguda.
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Figura 6.6. Captura del moviment del sensor del pit al fer un salt
Per finalitzar, s'ha volgut enregistrar un moviment més complex com pot ser asseure's en una
cadira. Per això s'ha capturat senyal de tots cinc sensors, i el resultat es pot veure a la figura 6.7.
Com a trets característica d'aquest moviment podem destacar que els moviments a les extremitats
són molt simètrics, i per altra banda l'eix més afectat al pel moviment al sensor del pit és el de
l'eix Z, cosa que ja passava amb el primer experiment realitzat.
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Figura 6.7. Moviment al sensor del pit
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Capítol 7. Conclusions
La conclusió a la que s'ha arribat al finalitzar aquest projecte és que s'han acomplert de manera
satisfactòria els objectius proposats al seu inici, i s'ha arribat a una solució molt similar a la
plantejada  en  la  planificació.  S'ha  aconseguit  dissenyar  i  implementar  un  prototip  funcional
equipat amb els cinc mòduls sensors planejats. Amb el funcionament del dispositiu es disposen
de 12 mesures d'acceleració i 5 de velocitat angular que permeten mesurar una gran quantitat de
moviments corporals, a una freqüència de mostreig que permet capturar fins hi tot els moviments
més ràpids com per exemple hipotètiques caigudes.
El prototip aconseguit té unes dimensions el suficientment reduïdes com per poder ser considerat
portable i vestible. S'ha aconseguit integrar en el mòdul central una memòria flash que permet la
gravació de dades de forma completament autònoma i durant llargs períodes de temps. També
s'ha  aconseguit  integrar  el  mòdul  de  comunicacions Bluetooth  que  permet  la  comunicació  i
l'anàlisi de les dades en temps real. Com a suport per aquest mode de funcionament s'ha realitzat
un programa executable en PC que permet la visualització en pantalla de les dades en forma de
gràfics.
Amb l'obtenció d'aquest dispositiu completament funcional, s'ha aconseguit crear una eina que
podrà ser utilitzada per a continuar la recerca en el camp de l'anàlisi del moviment humà. Gràcies
a la gran quantitat de mesures que proporciona el dispositiu serà possible realitzar estudis de
moviments  més complexes  i  que impliquen l'acció de diverses  parts  del  cos.  Aquest  primer
prototip, pot servir com una primera aproximació a dispositius que permetin la mesura de totes
les articulacions del cos de manera simultània, que és en última instància, el paradigma de la
recerc en aquest camp.
Aquest primer dispositiu, enceta a la vegada nombroses línies de treball futur amb les que es
poden continuar desenvolupant dispositius més sofisticats. Entre les possibles línies de treball
futur possibles es vol destacar:
● L'addició de més graus de llibertat a cada mòdul sensor fins a obtenir unitats de mesura
inercial amb 3 eixos d'acceleròmetre, giroscopi i magnetòmetre.
● La reducció de les dimensions de les  plaques de circuit  integrat,  aconseguint  mòduls
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gairebé imperceptibles per a l'usuari final.
● L'eliminació dels cables d'unió entre els diferents mòduls, substituint-los per enllaços de
ràdio, per a fer el sistema més vestible.
● Aconseguir integrar en els dispositius una font d'energia pròpia que no els fai perdre el
seu grau de portabilitat.
● Aconseguir  mòduls  totalment  independents  de  manera  que  puguin  treballar  sols  o
compartint tasques en xarxa.
● Realitzar millores en la usabilitat dels dispositius de manera que aquests siguin acceptats
pels usuaris finals.
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Annex A. Esquemàtics i PCBs
En l'Annex A de la memòria s'inclouen els diferents esquemàtics i PCBs del prototip realitzats
amb la suite de programes Altium Designer.
Esquemàtic dels mòduls sensors:
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Esquemàtic del mòdul central:
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Placa de circuit imprès del mòdul central. Capa top:
Placa de circuit imprès del mòdul central. Capa bottom:
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Placa de circuit imprès dels mòduls sensors. Capa top i bottom:
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Annex B. Codi de programa
En l'Annex B es presenta el codi de programa desenvolupat per al microcontrolador dsPIC30F.
Aquest inclou el codi del programa principal, el codi d'interfície amb la targeta de memòria, el
codi  de la  llibreria  de funcions d'accés a  la  targeta  de memòria,  i  el  codi  de la  llibreria de
funcions per al format FAT16.
PROGRAMA PRINCIPAL
//#define __dsPIC30F3012__
#include <p30f3014.h>
#include <uart.h>
#include <spi.h>
#include <ports.h>
#include <timer.h>
#include <time.h>
#include <reset.h>
#include<dsp.h>
#include "funcio.h"
#include "spi_meu.h"
_FOSC( CSW_FSCM_OFF & XT_PLL8 );// XT_PLL8); //CSW_FSCM_ON &
_FWDT(WDT_OFF & WDTPSA_1 & WDTPSB_8);//configuro el WDT a 16ms  
_FBORPOR(PBOR_ON & BORV_27 & MCLR_DIS);
_FGS(CODE_PROT_OFF); 
//#define MIPS 20000 // 20 MIPS
#define Freq 7372800
#define pll 8
#define FCY Freq*pll/4
#define CS1 PORTFbits.RF0
#define CS2 PORTDbits.RD2
#define CS3 PORTBbits.RB10
#define CS4 PORTBbits.RB2
#define CS5 PORTBbits.RB5
//DECLARACIO VARIABLES
unsigned int i,n,y,config1,config2;
unsigned int dada_e,var_int;
unsigned int dada_r[21];
char cap;
//int com a string
typedef union {
unsigned int data;
unsigned charstr[sizeof(int)];
} print_int;
print_int int1;
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//DECLARACIO FUNCIONS
void initua_2(unsigned long  int vel);
void init_T3();
//void __attribute__((__interrupt__)) _ADCInterrupt(void);
//void __attribute__((__interrupt__)) _T3Interrupt(void);
//void __attribute__((__interrupt__)) _T2Interrupt(void);
//void __attribute__((__interrupt__)) _U1TXInterrupt(void);
//void __attribute__((__interrupt__)) _U1RXInterrupt(void) ; 
//void spi_e (unsigned int paraula);
unsigned int spi_l (void);
int main(void)
{
ADPCFG = 0xFFFF; //deshabilitem els pins com a entrades analògiques
//TRISB = 0xF7;
TRISFbits.TRISF3 = 0;
TRISFbits.TRISF6 = 0;
TRISFbits.TRISF0 = 0; //CS de l'accelerometre 1
TRISDbits.TRISD2 = 0; //CS de l'accelerometre 2
TRISBbits.TRISB10 = 0; //CS de l'accelerometre 3
TRISBbits.TRISB2 = 0; //CS de l'accelerometre 4
TRISBbits.TRISB5 = 0; //CS de l'accelerometre 5
CS1 = 1;  //inicialitzem el CS de l'accelerometre 1
CS2 = 1; //inicialitzem el CS de l'accelerometre 2
CS3 = 1; //inicialitzem el CS de l'accelerometre 3
CS4 = 1; //inicialitzem el CS de l'accelerometre 4
CS5 = 1; //inicialitzem el CS de l'accelerometre 5
PORTFbits.RF3 = 0;
PORTFbits.RF6 = 0;
init_T3();
//inicialitzem SPI
config1 = FRAME_ENABLE_OFF & //registre SPI1CON
          FRAME_SYNC_OUTPUT &
          ENABLE_SDO_PIN &
          SPI_MODE16_OFF &
          SPI_SMP_OFF &
          SPI_CKE_ON &
          SLAVE_ENABLE_OFF &
          CLK_POL_ACTIVE_HIGH &
          MASTER_ENABLE_ON &
          SEC_PRESCAL_1_1 & //FCY/prescalers
          PRI_PRESCAL_16_1; //230KHZ//920 KHz
config2 = SPI_ENABLE & //registre SPI1STAT
SPI_IDLE_CON &
          SPI_RX_OVFLOW_CLR;
//CONFIGURACIO DEL GIROSCOP
OpenSPI1(config1,config2); //Obrim el port SPI
PORTFbits.RF1 = 0; //inici comunicació SPI
WriteSPI1 (0x83); //primera paraula de configuració
while(SPI1STATbits.SPITBF); //espera que acabi de transmetre
while(!DataRdySPI1());  //espera que el buffer de recepcio estigui ple
WriteSPI1 (0x10); //segona paraula de configuració
while(SPI1STATbits.SPITBF); //espera que acabi de transmetre
while(!DataRdySPI1());  //espera que el buffer de recepcio estigui ple
CloseSPI1(); //tanquem port SPI
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PORTFbits.RF1 = 1; //final comunicació SPI
//INICIALITZACIO BLUETOOTH
Delayms (200);
initua_2(9600);
//char conf1 [1] = {'A'};
char  conf1  [25]  =
{'A','T','+','U','A','R','T','C','O','N','F','I','G',',','1','1','5','2','0','0
',',','N',',','1','\r'};
for (i=0;i<25;i++)
{
WriteUART2(conf1[i]);
while(BusyUART2());
}
Delayms (500);
char conf4 [4] = {'A','T','Z','\r'};
for (i=0;i<4;i++)
{
WriteUART2(conf4[i]);
while(BusyUART2());
}
CloseUART2(); //Tanco el port sèrie
Delayms(1000);
initua_2(115200);
char conf2 [20] = {'A','T','+','B','T','N','A','M','E','=','"','g','e','n',
'o','u','0','5','"','\r'};
for (i=0;i<20;i++)
{
WriteUART2(conf2[i]);
while(BusyUART2());
}
Delayms(500);
for (i=0;i<4;i++)
{
WriteUART2(conf4[i]);
while(BusyUART2());
}
Delayms(1000);
char conf3 [10] = {'A','T','+','B','T','S','C','A','N','\r'};
for (i=0;i<10;i++)
{
WriteUART2(conf3[i]);
while(BusyUART2());
}
CloseUART2(); //Tanco el port sèrie
Delayms(1000);
while(1)
{
y = 0; //inicialitzem el nº de sensor
while (y<=4)
{
dada_e = 0x18; //inicialitzem lectura canal 0 (eix x) '00011000'
n = 0; //inicialitzem comptador lectures
while(n<=3)
{
OpenSPI1(config1,config2); //Obrim el port SPI
SPI1STATbits.SPIROV = 0; //overflow flag bit
//dada_r1 = ReadSPI1();  //buidem el registre SPIBUF
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//Selecciono el CS de cada sensor
switch (y)
{
case 0: CS1 =0;
break;
case 1: CS2 =0;
break;
case 2: CS3 =0;
break;
case 3: CS4 =0;
break;
case 4: CS5 =0;
break;
}
WriteSPI1 (dada_e);
while(SPI1STATbits.SPITBF); //espera que acabi de transmetre
while(!DataRdySPI1());  //espera que el buffer de recepcio estigui ple
CloseSPI1(); //tanquem port SPI
var_int = spi_l(); //llegim la dada per spi
//dada_r[n+(4*y)] = var_int >> 3; //shifto 2 posicions el nº rebut
//var_int= var_int >> 3;
switch (y)
{
case 0: dada_r[n] = var_int>>2;
break;
case 1: dada_r[n+4] = var_int>>3;
break;
case 2: dada_r[n+8] = var_int>>3;
break;
case 3: dada_r[n+12] = var_int>>3;
break;
case 4: dada_r[n+16] = var_int>>3;
break;
}
 
//Selecciono el CS de cada sensor
switch (y)
{
case 0: CS1 =1;
break;
case 1: CS2 =1;
break;
case 2: CS3 =1;
break;
case 3: CS4 =1;
break;
case 4: CS5 =1;
break;
}
dada_e = dada_e + 0x01;  //preparem per llegir la següent dada
n++; //següent dada
}
y++;
}
PORTFbits.RF3 = 0;
PORTFbits.RF6 = 0;
//DelayUs(50);
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//LLEGIM DADES DEL GIROSCOP
PORTFbits.RF1 = 0; //inici comunicació SPI
dada_r[4] = spi_l(); //llegim la dada per spi
//dada_r[4] = dada_r[4] >> 3; //shifto 2 posicions el nº rebut
 
PORTFbits.RF1 = 1; //final comunicació SPI
//TEMPS
dada_r[20] = TMR3; //valor del temps
//Envio les dades x port serie
cap = 0x41; //inicialitzo capçalera a la lletra A
n = 0; //comptador a 0
initua_2(115200); //inicialitzo el port serie
while (n<=20)
{
int1.data = dada_r[n]; //passo la dada a estructura de caracters
WriteUART2(cap); //capçalera
while(BusyUART2());
WriteUART2(int1.str[1]);
while(BusyUART2());
WriteUART2(int1.str[0]);
while(BusyUART2());
cap = cap + 0x01; //seguent lletra
n++;
}
CloseUART2(); //Tanco el port sèrie
//Delayms(50); //ajustem la freq a 60Hz
Delayms (10);
WDTSWEnable;
Idle(); //dorm
WDTSWDisable;
} //tanco while
} //tanco main
PROGRAMA D'INTERFÍCIE DE LA TARGETA DE MEMÒRIA
//DECLARACIO VARIABLES
extern unsigned int config1,config2;
unsigned int i,n,config11,config22;
unsigned int compt = 0;
unsigned int dada_e;
unsigned int temp,t_val,resta; 
byte trama[16];
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char cap;
volatile byte mem[512];
//int com a string
typedef union {
unsigned int data;
unsigned charstr[sizeof(int)];
} print_int;
print_int int1;
//DECLARACIO FUNCIONS
void spi_e (unsigned int paraula);
unsigned int spi_l (void);
  
//INICI PROGRAMA
int main(void)
{
ADPCFG = 0xFFFF; //deshabilitem els pins com a entrades analògiques
//TRISB = 0xF7;
TRISDbits.TRISD3 = 0;  //led
TRISBbits.TRISB5 = 0; //cs
TRISBbits.TRISB7 = 0; //prova
PORTBbits.RB5=1; //inicialitzem el CS del SPI
trama[0] = 0x41; //'A'
trama[3] = 0x42; //'B'
trama[6] = 0x43; //'C'
trama[9] = 0x44; //'D'
trama[12] = 0x45; //'E'
trama[15] = 0x0A; //new line
init_T3(); //comptador del temps
//inicialitzem SPI
config11 = FRAME_ENABLE_OFF & //registre SPI1CON
          FRAME_SYNC_OUTPUT &
          ENABLE_SDO_PIN &
          SPI_MODE16_OFF &
          SPI_SMP_OFF &
          SPI_CKE_ON &
          SLAVE_ENABLE_OFF &
          CLK_POL_ACTIVE_HIGH &
          MASTER_ENABLE_ON &
          SEC_PRESCAL_1_1 & //Freq*2/prescalers
          PRI_PRESCAL_16_1; //230KHZ//920 KHz
config22 = SPI_ENABLE & //registre SPI1STAT
SPI_IDLE_CON &
          SPI_RX_OVFLOW_CLR;
SDCardInit(); 
Delayms (1);
CreaArxiu();
CloseSPI1(); //tanquem port SPI
Delayms (1);
while(1)
{
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dada_e = 0x18; //inicialitzem lectura canal 0 (eix x) '00011000'
n = 1; //inicialitzem comptador lectures
while(n<12)
{
OpenSPI1(config11,config22); //Obrim el port SPI
SPI1STATbits.SPIROV = 0; //overflow flag bit
//dada_r1 = ReadSPI1();  //buidem el registre SPIBUF
PORTBbits.RB7 = 0; //inici comunicació SPI
WriteSPI1 (dada_e);
while(SPI1STATbits.SPITBF); //espera que acabi de transmetre
while(!DataRdySPI1());  //espera que el buffer de recepcio estigui ple
CloseSPI1(); //tanquem port SPI
temp = spi_l(); //llegim la dada per spi
temp = temp >> 3; //shifto 2 posicions el nº rebut
trama[n] = temp >> 8;
trama[n+1] = temp;
PORTBbits.RB7 = 1; //final comunicació SPI
dada_e = dada_e + 0x01;  //preparem per llegir la següent dada
n = n + 3; //següent dada
}
t_val = TMR3; //valor del temps
trama[13] = t_val >> 8;
trama[14] = t_val;
//condicio de canvi de sector a la tarjeta
if (compt + 16 >511)
{
resta = 16 - (511 - compt + 1);
for (n=compt;n<=511;n++) mem[n] = trama[n-compt];
OpenSPI1(config1,config2); //Obrim el port SPI amb la configuracio per a
la tarjeta
PORTDbits.RD3 = 1; //encenem el LED
EscriuArxiu((byte*)mem);
PORTDbits.RD3 = 0; //apaguem el LED
CloseSPI1(); //tanquem port SPI
//compt = 0;
for (n=0;n<resta;n++) mem[n] = trama[n+(16-resta)];
compt = resta;
}
else
{
for(n=0;n<16;n++) mem[compt+n] = trama[n];
compt = compt + 16;
}
} //tanco bucle infinit
} //tanco main
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LLIBRERIA DE FUNCIONS PER A L'ACCÉS A LA TARGETA
//INCLUDES
#include <p30f4011.h>
#include "typedefs.h"
#include "sdlib.h"
#include <spi.h>
#include <timer.h>
//VARIABLES
SDCSTATE gblFlag;
byte MSD_State; // Takes values MSD_WAIT, MSD_DATA_IN or MSD_DATA_OUT
unsigned int config1,config2;
volatile byte msd_buffer[512]; 
CSD gblCSDReg;
typedef enum
{
    GO_IDLE_STATE,
    SEND_OP_COND,         
    SEND_CSD,
    SEND_CID,
    STOP_TRANSMISSION,
    SEND_STATUS,
    SET_BLOCKLEN,
    READ_SINGLE_BLOCK,
    READ_MULTI_BLOCK,
    WRITE_SINGLE_BLOCK,
    WRITE_MULTI_BLOCK,
TAG_SECTOR_START,
TAG_SECTOR_END,
UNTAG_SECTOR,
    TAG_ERASE_GRP_START,
    TAG_ERASE_GRP_END,
    UNTAG_ERASE_GRP,
    ERASE,
    LOCK_UNLOCK,
    SD_APP_OP_COND,
    APP_CMD,
    READ_OCR,
    CRC_ON_OFF
}sdmmc_cmd;
/*********************************************************************
 * sdmmc_cmdtable
 * - Provides information for all the sdmmc commands that we support
 * 
 * Notes: We turn off the CRC as soon as possible, so the commands with
 *        0xFF don't need to be calculated in runtime 
 *********************************************************************/
const typSDC_CMD sdmmc_cmdtable[] =
{
    // cmd                  crc   response
    {cmdGO_IDLE_STATE,      0x95, R1, NODATA},
    {cmdSEND_OP_COND,       0xF9, R1, NODATA},
{cmdSEND_CSD,           0xAF, R1, MOREDATA},
    {cmdSEND_CID,           0x1B, R1, MOREDATA},
    {cmdSTOP_TRANSMISSION,  0xC3, R1, NODATA},
    {cmdSEND_STATUS,        0xAF, R2, NODATA},
    {cmdSET_BLOCKLEN,       0xFF, R1, NODATA},
    {cmdREAD_SINGLE_BLOCK,  0xFF, R1, MOREDATA},
    {cmdREAD_MULTI_BLOCK,   0xFF, R1, MOREDATA},
    {cmdWRITE_SINGLE_BLOCK, 0xFF, R1, MOREDATA},
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    {cmdWRITE_MULTI_BLOCK,  0xFF, R1, MOREDATA}, 
    {cmdTAG_SECTOR_START,   0xFF, R1, NODATA},
    
    {cmdTAG_SECTOR_END,     0xFF, R1, NODATA},
    {cmdUNTAG_SECTOR,       0xFF, R1, NODATA},
    {cmdTAG_ERASE_GRP_START, 0xFF, R1, NODATA},
    {cmdTAG_ERASE_GRP_END,  0xFF, R1, NODATA},
    {cmdUNTAG_ERASE_GRP,    0xFF, R1, NODATA},
    {cmdERASE,              0xDF, R1b, NODATA},
    {cmdLOCK_UNLOCK,        0x89, R1b, NODATA},  
    {cmdSD_APP_OP_COND,     0xE5, R1, NODATA},
    {cmdAPP_CMD,            0x73, R1, NODATA},
    {cmdREAD_OCR,           0x25, R3, NODATA},
    {cmdCRC_ON_OFF,         0x25, R1, NODATA}
};
/******************************************************************************
 * Function:        void SDCardInit(void)
 *
 * PreCondition:    None 
 *
 * Input:           None
 *
 * Output:          None
 *
 * Side Effects:    gblFlag is updated according to result of Intialization
 *                  MSD_State is set to MSD_WAIT 
 *
 * Overview:        This routine is called from InitializeSystem() in main.c
 *                  It initializes the SD card if there is some error in
 *                  initialization all the LEDs are turned ON.
 *                  Also, set the MSD_State = MSD_WAIT
 *
 * Note:            None
 *****************************************************************************/
void SDCardInit(void) 
{
SDC_Error status;
SocketInitialize();
    TRISDbits.TRISD3 = 0;  //inicialitzem led
    status=MediaInitialize(&gblFlag);
    if (status) { 
    /* If there was some error, turn on all leds */
    PORTDbits.RD3 = 1; //encenem el LED
    gblFlag.isSDMMC=0;
} else gblFlag.isSDMMC=1; 
MSD_State=MSD_WAIT;
 }    
/******************************************************************************
 * Function:        BYTE MediaDetect(void)
 *
 * PreCondition:    SocketInitialize function has been executed.
 *
 * Input:           void
 *                  
 * Output:          TRUE   - Card detected
 *                  FALSE   - No card detected
 *
 * Side Effects:    None
 *
 * Overview:        None
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 *
 * Note:            None
 *****************************************************************************/
void SocketInitialize(void)
{    
    // Turn off the card
//    SDC_ON_DIR=OUTPUT; // Card Power - output
    MEDIA_CD_DIR = INPUT; //Card Detect - input
    SDC_CS = 1; //Initialize  Chip  Select
line
    SDC_CS_DIR = OUTPUT; //Card Select - output
MEDIA_WD_DIR = INPUT; //Write Protect - input
}//end SocketInitialize
/******************************************************************************
 * Function:        SDC_Error MediaInitialize(SDCSTATE *Flag)
 *
 * PreCondition:    None
 *
 * Input:           None
 *                  
 * Output:          sdcValid                    - Everything is fine
 *                  sdcCardInitCommFailure      - Communication has never been
established with card
 *                  sdcCardNotInitFailure       - Card did not go into an
initialization phase
 *                  sdcCardInitTimeout          - Card initialization has timedout
 *                  sdcCardTypeInvalid          - Card type was not able to be defined
 *                  sdcCardBadCmd               - Card did not reconized the command
 *                  sdcCardTimeout              - Card timedout during a read, write
or erase sequence    
 *                  sdcCardCRCError             - A CRC error has occurred during a
read, data should be invalidated
 *                  sdcCardDataRejected         - Card and data sent's CRC did not
match
 *
 * Side Effects:    none
 *
 * Overview:        MediaInitialize initializes the secure digital media card and
supporting variables.
 *
 * Note:            goto's were used for errro conditions
 *****************************************************************************/
SDC_Error MediaInitialize(SDCSTATE *Flag)
{
    word timeout;
    SDC_Error       status = sdcValid, CSDstatus = sdcValid;
  
    SDC_RESPONSE    response; 
// clear out flags 
Flag->_byte = 0x0;
    SDC_CS = 1;                               //Initialize Chip Select line
     
    // This function was called for a reason Turn it on
    //SDC_ON;
    //Media powers up in the open-drain mode and cannot handle a clock faster
    //than 400kHz. Initialize SPI port to slower than 400kHz
    //OpenSPI(SPI_FOSC_64, MODE_11, SMPMID);
config1 = FRAME_ENABLE_OFF & //registre SPI1CON
          FRAME_SYNC_OUTPUT &
          ENABLE_SDO_PIN &
          SPI_MODE16_OFF &
          SPI_SMP_OFF & //samplejem a la meitat
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          SPI_CKE_ON &
          SLAVE_ENABLE_OFF &
          CLK_POL_ACTIVE_HIGH &
          MASTER_ENABLE_ON &
          SEC_PRESCAL_8_1 & //Freq*2/prescalers
          PRI_PRESCAL_16_1; //230KHZ
config2 = SPI_ENABLE & //registre SPI1STAT
SPI_IDLE_CON &
          SPI_RX_OVFLOW_CLR;
OpenSPI1(config1,config2);
    // let the card power on and initialize
    Delayms(100);
    //Media requires 80 clock cycles to startup [8 clocks/BYTE * 10 us]
    for(timeout=0; timeout<10; timeout++)
        mSend8ClkCycles();
    Delayms(1);
    SDC_CS = 0;
    // Send CMD0 to reset the media 
    response = SendSDCCmd(GO_IDLE_STATE,0x0);
    
    if(response.r1._byte == SDC_BAD_RESPONSE)
    {
        status = sdcCardInitCommFailure;      // we have not got anything back from
the card 
        goto InitError;
    }
    
    // See if the device is ready
    if(response.r1._byte != 0x01)                  //0x01=No Err&Busy Initializing
    {
        status = sdcCardNotInitFailure;      // we have not got anything back from the
card 
        goto InitError;
    }                   
// According to spec cmd1 must be repeated until MMC card is fully initialized
    timeout = 0xFFF;
    
response = SendSDCCmd(SEND_OP_COND,0x0);
    timeout--;
    
while(response.r1._byte != 0x00 && timeout != 0)  //0x00 ???!!!
    {
response = SendSDCCmd(SEND_OP_COND,0x0);
        timeout--;            
    }
        
    // see if it failed        
    if(timeout == 0)        
    {
        status = sdcCardInitTimeout;      // we have not got anything back from the
card 
        goto InitError;
    }                        
    else  {
    // get the CSD register before increasing the spped page 4-8 of sd card
manual last line
    CSDstatus = CSDRead();
    if(!CSDstatus)
{
        //OpenSPI(SPI_FOSC_4, MODE_11, SMPMID);       //Increase clock speed
config1 = FRAME_ENABLE_OFF & //registre SPI1CON
          FRAME_SYNC_OUTPUT &
133
Projecte Final de Carrera
          ENABLE_SDO_PIN &
          SPI_MODE16_OFF &
          SPI_SMP_OFF & //samplejem a la meitat
          SPI_CKE_ON &
          SLAVE_ENABLE_OFF &
          CLK_POL_ACTIVE_HIGH &
          MASTER_ENABLE_ON &
          SEC_PRESCAL_1_1 & //Freq*2/prescalers
          PRI_PRESCAL_16_1; //1.8MHZ
config2 = SPI_ENABLE & //registre SPI1STAT
SPI_IDLE_CON &
          SPI_RX_OVFLOW_CLR;
OpenSPI1(config1,config2);
}
        else 
        status=sdcCardTypeInvalid;
}
// Turn off CRC7 if we can, might be an invalid cmd on some cards (CMD59)
// response = SendMMCCmd(cmdCRC_ON_OFF,0x0);
// Ok Now set the block length to 512. It should be already
SendSDCCmd(SET_BLOCKLEN,BLOCKLEN_512);
// set the write protect state
if(IsWriteProtected())
Flag->isWP = TRUE;
    // read it a couple times until we sucessfully read it, seen san disks that really
do not 
    // like this init routine for somereason, almost have to prime the device...
    for(timeout = 0xFF; timeout > 0 && SectorRead(0x0,(byte*)msd_buffer)!= sdcValid;
timeout--)
    {;}
    // see if we had an issue
    if(timeout == 0)  
    {      
        status = sdcCardNotInitFailure;
        goto InitError; 
    }
    return(status);
    
InitError:
    SDC_CS = 1;                               // deselect the devices
    
    return(status);                            
}//end MediaInitialize
/******************************************************************************
 * Function:        SDC_RESPONSE SendSDCCmd(BYTE cmd, DWORD address)
 *
 *
 * Input:           None
 *                  
 * Output:          response            - Response from the card
 *                                      - 0x00 or 0x01 Command received 
 *                                        successfully, else, command failed
 *                  -Bit 0              - In idle state if 1
 *                  -Bit 1              - Erase Reset if 1
 *                  -Bit 2              - Illgal Command if 1
 *                  -Bit 3              - Com CRC Error if 1
 *                  -Bit 4              - Erase Sequence Error if 1
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 *                  -Bit 5              - Address Error if 1
• -Bit 6              - Parameter Error if 1
•
 *                  -Bit 7              - Not used, always '0'
 *
 * Side Effects:    None
 *
 * Overview:        SendSDCCmd prepares the command packet and sends it out
 *                  over the SPI interface. Response data of type 'R1' or 'R2' for
SEND_STATUS command (see
 *                  SD or MMC product manuals) is returned.
 *
 * Note:            SDC_CS is not set at the end of this function.
 *                  if the command has no data stage, call macro
 *                  mSendMediaCmd_NoData(), it reasserts SDC_CS to 1.
 *                  If the command has a data stage, SDC_CS must be
 *                  reasserted after the data transfer stage is complete.
 *                  See SectorRead and SectorWrite for examples.
 *****************************************************************************/
SDC_RESPONSE SendSDCCmd(byte cmd, dword address)
{        
    word timeout = 8;
byte index;
SDC_RESPONSE response;
CMD_PACKET CmdPacket;
    
    SDC_CS = 0;                           //Card Select
    
    // Copy over data
    CmdPacket.cmd        = sdmmc_cmdtable[cmd].CmdCode;
    CmdPacket.address    = address;
    CmdPacket.crc        = sdmmc_cmdtable[cmd].CRC;       // Calc CRC here
    EscriuSPI1(CmdPacket.cmd);                //Send Command
   EscriuSPI1(CmdPacket.addr3);              //Most Significant Byte
    EscriuSPI1(CmdPacket.addr2);
   EscriuSPI1(CmdPacket.addr1);
    EscriuSPI1(CmdPacket.addr0);              //Least Significant Byte
    EscriuSPI1(CmdPacket.crc);                //Send CRC
    // see if  we are going to get a response    
    if(sdmmc_cmdtable[cmd].responsetype == R1 || sdmmc_cmdtable[cmd].responsetype ==
R1b)
    {
ReadMedia();
        response.r1._byte = ReadMedia();
        timeout--;
//if (response.r1._byte == 0x01) PORTBbits.RB7 = 1;
        while((response.r1._byte == 0xFF) && (timeout != 0))
        {
            response.r1._byte = ReadMedia();
            timeout--;
        }
//PORTBbits.RB7 = 0;
    }
    else if(sdmmc_cmdtable[cmd].responsetype == R2)
    {
        ReadMedia();
        
        response.r2._byte1 = ReadMedia();
        response.r2._byte0 = ReadMedia();
    }
    
    if(sdmmc_cmdtable[cmd].responsetype == R1b)
    {
response.r1._byte = 0x00;
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for(index =0; index < 0xFF && response.r1._byte == 0x00; index++)
{
        timeout = 0xFFFF;
           
        do
        {
            response.r1._byte = ReadMedia();
            timeout--;
        }while((response.r1._byte == 0x00) && (timeout != 0)); 
}
    }
        
    mSend8ClkCycles();                      //Required clocking (see spec)
 
    // see if we are expecting data or not
    if(!(sdmmc_cmdtable[cmd].moredataexpected))
SDC_CS = 1;
    
    return(response);        
}
//funcio d'espera
void Delayms(byte milliseconds)
{
T1CON = 0x2014;
while(milliseconds > 0)
{
// load timer
TMR1 = 0;
// turn on timer
T1CONbits.TON = 1;
// wait for it to be done
while(TMR1!=MILLISECDELAY)
asm("nop");
// turn off timer
T1CONbits.TON = 0;
// Making a little more accurate
asm("nop");
asm("nop");
milliseconds--;
   }
Error:   
// now turn everything off 
T1CONbits.TON = 0;
}
/******************************************************************************
 * Function:        SDC_Error CSDRead(BYTE *buffer)
 *
 * PreCondition:    None
 *
 * Input:           buffer      - Buffer where data will be stored
 *                  
 * Output:          See SDC_Error.
 *
 * Side Effects:    None
 *
 * Overview:        CSDRead reads Card Specific Data (CSD) from the card by issuing
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the 
• CMD9 SEND_CSD command. The contents of CSD register
•
• are used to find the 
 * card  size,  i.e.  gblNumBlks  and  block  length  i.e.
gblBlkLen
 * Response type for SEND_CSD is R1
 *****************************************************************************/
SDC_Error CSDRead()
{
    word index, timeout=0x2ff;
    SDC_RESPONSE response;
    byte data_token;
    SDC_Error status = sdcValid;
    byte cmd=SEND_CSD;
    dword address=0x00;
CMD_PACKET CmdPacket;
    
    SDC_CS = 0;                                  //Card Select
    
    // Copy over data
    CmdPacket.cmd        = sdmmc_cmdtable[cmd].CmdCode;
    CmdPacket.address    = address;
    CmdPacket.crc        = sdmmc_cmdtable[cmd].CRC;       // Calc CRC here
    
    
    EscriuSPI1(CmdPacket.cmd);                  //Send Command
    EscriuSPI1(CmdPacket.addr3);                //Most Significant Byte
    EscriuSPI1(CmdPacket.addr2);
    EscriuSPI1(CmdPacket.addr1);
    EscriuSPI1(CmdPacket.addr0);                //Least Significant Byte
    EscriuSPI1(CmdPacket.crc);                  //Send CRC
    // see if  we are going to get a response    
    response.r1._byte = ReadMedia();
    timeout--;
    while((response.r1._byte == 0xFF) && (timeout != 0))
    {
            response.r1._byte = ReadMedia();
            timeout--;
    } 
  
   // Make sure the command was accepted
    if(response.r1._byte != 0x00)
    {
        status = sdcCardBadCmd;
    }
    else
    {
        index = 0x2FF;                                     
     
        //Now, must wait for the start token of data block   
        data_token = ReadMedia();
        index--;
while((data_token == SDC_FLOATING_BUS) && (index != 0))
        {
            data_token = ReadMedia();
            index--;
        }
    
        // Hopefully that zero is the datatoken 
        if((index == 0) || (data_token != DATA_START_TOKEN))
            status = sdcCardTimeout;
        else
        {
            for(index = 0; index < CSD_SIZE; index++)//Reads in 16-byte of data
{
gblCSDReg._byte[index] = ReadMedia();
            }  
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        }
        
        mSend8ClkCycles();                        //Required clocking (see spec)
    }
    SDC_CS = 1;
    return(status);
}//end CSDRead
/******************************************************************************
 * Function:        byte IsWriteProtected()
 *
 * PreCondition:    None
 *
 * Input:           None
 *                  
 * Output:          TRUE if Write Protected, FALSE otherwise
 *
 * Side Effects:    None
 *
 * Overview:        Check the write protect status of the card
 *****************************************************************************/
byte IsWriteProtected(void)
{
    if(MEDIA_WD) return TRUE;
    else return FALSE;
}
/******************************************************************************
 * Function:        SDC_Error SectorRead(DWORD sector_addr, BYTE *buffer)
 *
 * PreCondition:    None
 *
 * Input:           sector_addr - Sector address, each sector contains 512-byte
 *                  buffer      - Buffer where data will be stored, see
 *                                'ram_acs.h' for 'block' definition.
 *                                'Block' is dependent on whether internal or
 *                                external memory is used
 *                  
 * Output:          See SDC_Error.
 *
 * Side Effects:    None
 *
 * Overview:        SectorRead reads 512 bytes of data from the card starting
 *                  at the sector address specified by sector_addr and stores
 *                  them in the location pointed to by 'buffer'.
 *
 * Note:            The card expects the address field in the command packet
 *                  to be byte address. Therefore the sector_addr must first
 *                  be converted to byte address. This is accomplished by
 *                  shifting the address left 9 times.
 *****************************************************************************/
SDC_Error SectorRead(dword sector_addr, byte* buffer)
{
    word index;
    SDC_RESPONSE    response;
    byte data_token;
    SDC_Error status = sdcValid;
#ifdef STATUSLED
STRTRIS = OUTPUT;
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STRLED = 1;
#endif
    // send the cmd
    response = SendSDCCmd(READ_SINGLE_BLOCK,(sector_addr << 9));
    // Make sure the command was accepted
    if(response.r1._byte != 0x00)
    {
        status = sdcCardBadCmd;
    }
    else
    {
        index = 0x2FF;                                     
     
        //Now, must wait for the start token of data block   
        do
        {
            data_token = ReadMedia();
            index--;
        }while((data_token == SDC_FLOATING_BUS) && (index != 0));
    
        // Hopefully that zero is the datatoken 
        if((index == 0) || (data_token != DATA_START_TOKEN))
            status = sdcCardTimeout;
        else
        {
            for(index = 0; index < SDC_SECTOR_SIZE; index++)
                                                 //Reads in 512-byte of data
{
buffer[index] = ReadMedia();
            }  
            // Now ensure CRC    
            mReadCRC();                          //Read 2 bytes of CRC
            //status = mmcCardCRCError;
        }
        
        mSend8ClkCycles();                       //Required clocking (see spec)
    }
    SDC_CS = 1;
#ifdef STATUSLED
STRLED = 0;
#endif
    return(status);
}//end SectorRead
/******************************************************************************
 * Function:        BYTE ReadMedia(void)
 *
 * PreCondition:    None
 *
 * Input:           None
 *                  
 * Output:          BYTE    - One byte of data read in from SPI port
 *
 * Side Effects:    None
 *
 * Overview:        ReadMedia reads in one byte of data while sending out 0xFF
 *
 * Note:            Could not use ReadSPI because it initializes SSPBUF to
 *                  0x00. The card expects 0xFF (see spec).
 *****************************************************************************/
word ReadMedia(void)
{
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WORD buf;
    SPI1BUF = 0x00FF;                              //Data Out - Logic ones
//while(SPI1STATbits.SPITBF); //espera que acabi de transmetre
    //while(!SPI1STATbits.SPIRBF);                     //Wait until cycle complete
while(!IFS0bits.SPI1IF);
IFS0bits.SPI1IF = 0;
//  if (SPI1STATbits.SPIRBF)
// {
SPI1STATbits.SPIROV = 0;
    buf._word = SPI1BUF;
return(buf.v[0]);                             //Return with byte read 
// }
} //end ReadMedia
/********************************************************************
*     Function Name : WriteSPI1                                     *
*     Description   : This routine writes a single byte/word to     * 
*                     the SPI bus.                                  *
*     Parameters    : Single data byte/word for SPI bus             *
*     Return Value  : None                                          *
********************************************************************/
void EscriuSPI1(byte data_out)
{   
    //SDC_CS = 0;
if (SPI1CONbits.MODE16)          /* word write */
        SPI1BUF = data_out;
    else 
        SPI1BUF = data_out & 0xff;   /*  byte write  */
//while(SPI1STATbits.SPITBF); //espera que acabi de transmetre
//while(!SPI1STATbits.SPIRBF);
while(!IFS0bits.SPI1IF);
IFS0bits.SPI1IF = 0;
SPI1STATbits.SPIROV = 0;
//SDC_CS = 1;
}
/******************************************************************************
 * Function:        SDC_Error SectorWrite(DWORD sector_addr, BYTE *buffer)
 *
 * PreCondition:    None
 *
 * Input:           sector_addr - Sector address, each sector contains 512-byte
 *                  buffer      - Buffer where data will be read, see
 *                                'ram_acs.h' for 'block' definition.
 *                                'Block' is dependent on whether internal or
 *                                external memory is used
 *                  
 * Output:          See SDC_Error.
 *
 * Side Effects:    None
 *
 * Overview:        SectorWrite sends 512 bytes of data from the location
 *                  pointed to by 'buffer' to the card starting
 *                  at the sector address specified by sector_addr.
 *
 * Note:            The card expects the address field in the command packet
 *                  to be byte address. Therefore the sector_addr must first
 *                  be converted to byte address. This is accomplished by
 *                  shifting the address left 9 times.
 *****************************************************************************/
SDC_Error SectorWrite(dword sector_addr, byte* buffer)
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{
    word index;
    byte data_response;
SDC_RESPONSE    response; 
    SDC_Error status = sdcValid;
  
#ifdef STATUSLED
STWTRIS = OUTPUT;
STWLED = 1;
#endif
    // send the cmd
    response = SendSDCCmd(WRITE_SINGLE_BLOCK,(sector_addr << 9));
    
    // see if it was accepted
    if(response.r1._byte != 0x00)
        status = sdcCardBadCmd;    
    else
    {
        EscriuSPI1(DATA_START_TOKEN);               //Send data start token
        
        for(index = 0; index < 512; index++)      //Send 512 bytes of data
            EscriuSPI1(buffer[index]);
            
        // calc crc    
        //mSendCRC();                               //Send 2 bytes of CRC
        data_response = ReadMedia();
data_response = ReadMedia();
        data_response = ReadMedia();              //Read response
        if((data_response & 0x0F) != DATA_ACCEPTED)
        {
            status = sdcCardDataRejected;
        }
        else
        {
            index = 0xFFFF;                            //using i as a timeout counter
            
            data_response = ReadMedia();
            data_response = ReadMedia();
            while((data_response == 0x00) && (index != 0)) //Wait  for  write
completion
            {
            data_response = ReadMedia();
            index--;
}
            if(index == 0)                        //if timeout first
                status = sdcCardTimeout;
        }
        
        mSend8ClkCycles();        
    }
    
    SDC_CS = 1;
    
#ifdef STATUSLED
STWLED = 0;
#endif
  return(status);
} //end SectorWrite
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LLIBRERIA DE FUNCIONS PER AL FORMAT FAT16
#include "fatlib.h"
#include "typedefs.h"
//VARIABLES
dword FATsec = FAT1_INI; //primer sector de la taula FAT
dword FATanterior = 0x00000000; 
word FATpos = 0;
word DIRpos = 0;
word FATposAnt = 0;
word ComptSec = 0;
WORD cluster;
dword DIRsec;
dword sectorE; //sector on escriurem
extern volatile byte msd_buffer[512];
/***********************************************************
*Funcio: void BuscaFAT (void)
*
*Entrada: cap
*Sortida: cap
*
*Descripcio: Necessita una variable global d'entrada, que sera
* el sector de la FAT a on operem. La funcio retorna el
* primer cluster lliure dins la taula FAT, i actualitza
* el sector de la taula FAT on operem.
***********************************************************/
void BuscaFAT (void)
{
int i2;
word pos = 0;
do {
SectorRead(FATsec,(byte*)msd_buffer);
for (i2=0;i2<512 && pos==0;i2=i2+2)
{
if (msd_buffer[i2] == 0x00) pos = i2; 
}
if (pos == 0) FATsec++;
}while (pos == 0);
FATpos = pos;
msd_buffer[FATpos] = 0xFF;
msd_buffer[FATpos+1] = 0xFF;
SectorWrite(FATsec, (byte*)msd_buffer); //escrivim a la FAT
SectorWrite(FATsec-FAT1_INI+FAT2_INI, (byte*)msd_buffer); //escrivim a la copia de la
FAT
if (FATanterior == 0x00)
{
FATanterior = FATsec;
FATposAnt = FATpos;
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}
else {
cluster._word = ((FATsec-FAT1_INI)*256)+(FATpos/2); //num del cluster a apuntar
SectorRead(FATanterior,(byte*)msd_buffer);
msd_buffer[FATposAnt] = cluster.v[0];
msd_buffer[FATposAnt+1] = cluster.v[1];
SectorWrite(FATanterior, (byte*)msd_buffer); 
SectorWrite(FATanterior-FAT1_INI+FAT2_INI, (byte*)msd_buffer); 
FATanterior = FATsec;
FATposAnt = FATpos;
}
}
/***********************************************************
*Funcio: void BuscaDIR (void)
*
*Entrada: cap
*Sortida: cap
*
*Descripcio: Necessita una variable global d'entrada, que sera
* el sector del directori arrel a on operem. La funcio retorna
el
* primer espai lliure per a crear un nou arxiu dins
* el directori arrel, i actualitza el sector de la taula FAT
on operem.
***********************************************************/
void BuscaDIR (void)
{
word pos =0;
word i2;
DIRsec = DIR_INI; 
do {
SectorRead(DIRsec,(byte*)msd_buffer);
for (i2=0;i2<512 && pos==0;i2=i2+0x20)
{
if (msd_buffer[i2] == 0x00 || msd_buffer[i2] == 0xE5) pos = i2 +
1; 
//0x00 significa una entrada lliure
//0xE5  significa  una  entrada  lliure
anteriorment ocupada per un fitxer
}
if (pos == 0) DIRsec++;
}while (pos == 0);
pos = pos - 1;
DIRpos = pos;
}
/***********************************************************
*Funcio: DWORD NumArxiu (int pos)
*
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*Entrada: posició actual a la taula del directori arrel
*Sortida: numero d'arxiu en una estructura DWORD accesible byte a byte
*
*Descripcio: Mira quin numero d'arxius hi ha gravats a la tarjeta
* i actualitza el numero d'arxiu al proxim a escriure.
***********************************************************/
DWORD NumArxiu (word pos)
{
DWORD num_arxiu;
if (pos < 32) SectorRead(DIRsec-1,(byte*)msd_buffer);
num_arxiu.v[0] = msd_buffer[(pos-32)+7];
num_arxiu.v[1] = msd_buffer[(pos-32)+6];
num_arxiu.v[2] = msd_buffer[(pos-32)+5];
if (num_arxiu.v[0] == 0x39)
{
num_arxiu.v[0] = 0x30;
if (num_arxiu.v[1] == 0x39)
{
num_arxiu.v[1] = 0x30;
num_arxiu.v[2]++;
}
else num_arxiu.v[1]++;
}
else num_arxiu.v[0]++;
if ((num_arxiu.v[0] < 0x30) || (num_arxiu.v[0] > 0x39))
{
num_arxiu.v[0] = 0x31;
num_arxiu.v[1] = 0x30;
num_arxiu.v[2] = 0x30;
}
return(num_arxiu);
}
/***********************************************************
*Funcio: CreaArxiu (void)
*
*Entrada: cap
*Sortida: cap
*
*Descripcio: Crea un nou arxiu a la tarjeta SD amb el nom PROVA seguit d'un 
* numero  identificador  d'ordre.  El  tamany  per  defecte  de
l'arxiu és d'un cluster.
***********************************************************/
void CreaArxiu (void)
{
DWORD Num;
BuscaFAT();
BuscaDIR();
Num = NumArxiu(DIRpos);
if (DIRpos < 32)  SectorRead(DIRsec,(byte*)msd_buffer);
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//escrivim el nom del nou arxiu
msd_buffer[DIRpos] = 0x50; //P
msd_buffer[DIRpos+1] = 0x52; //R
msd_buffer[DIRpos+2] = 0x4F; //0
msd_buffer[DIRpos+3] = 0x56; //V
msd_buffer[DIRpos+4] = 0x41; //A
msd_buffer[DIRpos+5] = Num.v[2]; //centenes del numero
msd_buffer[DIRpos+6] = Num.v[1]; //desenes del numero
msd_buffer[DIRpos+7] = Num.v[0]; //unitats del numero
msd_buffer[DIRpos+8] = 0x54; //extensio
msd_buffer[DIRpos+9] = 0x58; //extensio
msd_buffer[DIRpos+10] = 0x54; //extensio
msd_buffer[DIRpos+11] = 0x20; //atributs 
msd_buffer[DIRpos+16] = 0xB6; //data creacio (LSB)
msd_buffer[DIRpos+17] = 0x36; //data creacio (MSB)
msd_buffer[DIRpos+18] = 0xB6; //data ultim acces (LSB)
msd_buffer[DIRpos+19] = 0x36; //data ultim acces (MSB)
msd_buffer[DIRpos+24] = 0xB6; //data ultima escriptura (LSB)
msd_buffer[DIRpos+25] = 0x36; //data ultima escriptura (MSB)
cluster._word = ((FATsec-FAT1_INI)*256)+(FATpos/2); //num del cluster a apuntar
msd_buffer[DIRpos+26] = cluster.v[0]; //primer cluster de l'arxiu (LSB)
msd_buffer[DIRpos+27] = cluster.v[1]; //primer cluster de l'arxiu (MSB)
//per defecte definim l'arxiu de manera que ocupi un cluster (16KB)
msd_buffer[DIRpos+28] = 0x00; //tamany de l'arxiu (LSB) 
msd_buffer[DIRpos+29] = 0x40; //tamany de l'arxiu 
msd_buffer[DIRpos+30] = 0x00; //tamany de l'arxiu 
msd_buffer[DIRpos+31] = 0x00; //tamany de l'arxiu (MSB) 
SectorWrite(DIRsec,(byte*)msd_buffer);
}
/***********************************************************
*Funcio: void EscriuArxiu (BYTE *buffer)
*
*Entrada: dades a escriure
*Sortida: cap
*
*Descripcio: Escriu un sector de memoria a l'arxiu ultimament creat 
* Gestiona el canvi de cluster.
***********************************************************/
void EscriuArxiu (byte* buffer)
{
DWORD tamany;
if (ComptSec > 32) //Canvi de cluster!!
{
ComptSec = 0;
BuscaFAT(); //busquem un nou sector lliure a la memoria
SectorRead(DIRsec,(byte*)msd_buffer);
tamany.v[0] = msd_buffer[DIRpos+28];
tamany.v[1] = msd_buffer[DIRpos+29];
tamany.v[2] = msd_buffer[DIRpos+30];
tamany.v[3] = msd_buffer[DIRpos+31];
tamany._dword = tamany._dword + 0x4000; //engrandim  un  cluster  el
tamany de l'arxiu
msd_buffer[DIRpos+28] = tamany.v[0];
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msd_buffer[DIRpos+29] = tamany.v[1];
msd_buffer[DIRpos+30] = tamany.v[2];
msd_buffer[DIRpos+31] = tamany.v[3];
SectorWrite(DIRsec,(byte*)msd_buffer);
}
sectorE = ((((FATsec-FAT1_INI)*256)+(FATpos/2)-2)*32)+DATA_INI+ComptSec; //adreça del
sector on s'escriurà
SectorWrite(sectorE, (byte*)buffer); 
ComptSec++; //actualitzem per a escriure al seguent sector
}
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