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1 Úvod
Vývoj  technologií  na poli  softwarového inženýrství  jde v posledních  letech kupředu 
mílovými  kroky  a  současné  technologické  prostředky  nabízejí  stále  efektivnější 
možnosti  při  řešení  vyvíjených  aplikací.  V dnešní  době  se  stále  častěji  přistupuje 
k vývoji  aplikací  pomocí  nástrojů,  které  usnadňují  a  automatizují  vývojářům rutinní 
práci. Velká část dnes komerčně vyvíjených aplikací si bývají v základu podobné, např. 
internetové obchody, redakční systémy, intranetové podnikové systémy a jiné. Řešení 
těchto  často  se  vyskytujících  postupů  jsou  si  v  základu  velmi  podobné.  Z důvodu 
potřeby  efektivně  využívat  časové  prostředky  se  tyto  postupy  zdokonalují  a  ty 
nejefektivnější se kumulují a vznikají tak ucelené soubory funkčních postupů a vzorů, 
které tvoří  základ pro efektivní  vývoj  aplikací.  Tato prostředí,  která  v sobě zahrnují 
nástroje a vzory pro efektivnější vývoj aplikací se nazývají vývojové frameworky. Síla 
frameworků je hlavně v přizpůsobivosti na momentální situaci a na potřeby oblastí, ve 
kterých jsou nasazeny.
Na tvorbě databázového administrativního systému, který je předmětem této bakalářské 
práce, se pokusím demonstrovat, jak lze efektivně využít těchto prostředků.  
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2 Vymezení problému, cíle práce
 Specifikace požadavků na systém a vymezení  cílů této bakalářské 
práce
 
2.1 Požadavky na systém
K práci pojišťovacího agenta neodmyslitelně patří nutnost vedení agendy uzavřených 
smluv a ostatních materiálů, které se vztahují k této profesi. A to především z důvodů 
dohledatelnosti  smluvních  údajů,  přehledu  o  podnikání  a  rozdělování  zisků.  Pokud 
ovšem naroste objem uzavřených smluv nad určitou míru, agentovi vzniká nutnost své 
podnikání kontrolovat a rozpoznávat silné a slabé články.
Pojišťovací agent, jakožto článek mezi makléři a prodejci, se stará o vyřizování smluv 
sjednaných  pojišťovacími  prodejci.  Skrze  provizní  systém  dále  rozděluje  provize  z 
pojistných částek, a to mezi další podřízené články, nevyjímaje sebe. Problém nastává 
při  analyzování  výkonnosti  jednotlivých  prodejců,  protože  získávání  informací  z 
velkého počtu smluv je velmi neefektivní a časově náročné. Agent také nemá přehled o 
svých vlastních výdělcích.
2.2 Specifikace cílů
Za téma své bakalářské práce jsem si vybral návrh osobního databázového systému, 
neboť mne zajímá  technická  část  řešení  problémů a  také  vývoj  technologií  na  poli 
softwarového inženýrství. 
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Tato bakalářská práce si klade za cíl vytvořit databázový a administrativní systém, který 
bude uchovávat záznamy s údaji z uzavřených pojistných smluv a na základě těchto 
údajů bude nabízet prostřednictvím webového rozhraní přístup k těmto datům.
 V rámci systému bude možno v záznamech vyhledávat smluvní údaje, provádět výběry 
na základě filtrování výběrovými kritérii  a také analyzovat  finanční příjmy, které ze 
smluv plynou.
Hlavní náplní této práce je návrh datového modelu, který bude korespondovat s reálnou 
situací a potřebami pojišťovacího agenta.
2.3 Struktura práce
V první části práce budu teoreticky rozebírat technické prostředky, které jsou součástí 
vybraného řešení problému.
V další části se budu věnovat analýze současné situace a znázornění procesů.
Další část je věnována vlastní realizaci systému pomocí řešení, vybraného v předešlé 
části.
A  na  závěr  zhodnotím  ekonomickou  stránku  a  úspěšnost,  které  bylo  dosaženo 
realizací vybraným řešením.
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3 Teoretická východiska práce
 Třívrstvá architektura, úvod do datového modelování, relační  
databáze, webové technologie HTML, PHP, MySQL, 
 framework symfony a objektové programování
 
3.1 Třívrstvá architektura
Smysl  třívrstvé  architektury  v tomto  pojetí  spočívá  v rozdělení  celé  aplikace  na  tři 
úrovně spolu navzájem komunikující.  
Obrázek 2-1 Diagram - třívrstvá architektura [2]
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Databázová vrstva
Hlavním  úkolem  této  vrstvy  je  poskytování  bezpečného  úložiště  dat  pro  aplikaci, 
zabezpečení přístupu k datům a také poskytnutí rozhraní pro přístup k datům. Jedním ze 
sekundárních úkolů je zajištění základní integrity dat. 
Aplikační vrstva
Tato  vrstva  tvoří  vlastní  aplikační  logiku.  Základním  úkolem  je  poskytnutí  všech 
požadovaných funkcí  ze  strany klientské vrstvy.  Aplikační  vrstva  komunikuje  nejen 
s klientskou  vrstvou,  ale  i  s vrstvou  databázovou  za  účelem  manipulace  s daty 
podnícenou požadavkem z klientské vrstvy.
Klientská vrstva
Má za úkol prezentovat data informačního systému a nabízet uživateli rozhraní, které 
tato data uživatelsky přívětivě zprostředkuje a dále umožní využívat všech funkcí, které 
systém aplikační vrstvy nabízí.
3.2 Datové modelování
3.2.1 Postup tvorby datového modelu
Tvorba databázového modelu vychází z potřep samotné aplikace. Při tvorbě datového 
modelu  je  dobré  celý  proces  rozdělit  do  několika  podprocesů,  kde  se  celá  datová 
konstrukce  vyvíjí  od  jednoduchého  schématu  entitních  vztahů,  po  podrobný  model 
obsahující  celkovou strukturu  entit  a  jejich  vzájemnou provázanost.  Prvním krokem 
tvorby by měl  být  konceptuální  návrh,  ve  kterém se  objekty  zájmu reálné  situace 
převedou  do  entitních  schémat  tyto  objekty  reprezentující.  Dalším  krokem  ve 
specifikaci modelu by měl být logický návrh,  blíže specifikuje vazby mezi entitami a 
dále  řeší  zabezpečení  integrity  dat  a  normalizaci  datového  modelu.  Samotná 
implementace datového modelu se tvoří procesem fyzického návrhu, jehož výsledkem 
je  fyzické  schéma  datového  modelu  a  je  závislé  již  na  konkrétní  databázové 
implementaci.[2, 3]
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Obrázek 2-2 Diagram - tvorba datového modelu [zdroj]
3.2.2 E-R model
Entitně–relační diagramy pomáhají popsat reálnou situaci pomocí entit a jejich vztahů 
s cílem  připravit  schéma  pro  následné  zpřesnění  struktury  modelu.  Schéma  E-R 
diagramu modelu je pouze na konceptuální úrovni, nikoliv na úrovni dat. E-R model je 
vhodný při řešení metodou shora-dolů, ale i naopak. Při návrhu se identifikují typy entit 
korespondující s reálnými typy objektů, dále typy vztahů, do kterých můžou entity mezi 
sebou vstupovat a dále jejich atributy, které blíže specifikují vlastnosti entit a vztahů. 
Význam má především tedy v popisu reálné situace, ale je také prospěšný při tvorbě 
nižších vrstev databáze.[3]
Je  dobré  si  uvědomit,  že  E-R  model  je  nástroj  nezávislý  na  následně  použitém 
databázovém  modelu  a  omezení  pro  vztahy  a  popisné  atributy  jsou  dané  znalostí 
vlastního problému.
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3.3 Relační databáze
Relační  databáze  vyhovují  relačnímu  modelu  a  slouží  pro  vytváření  informačních 
systémů.
Proč se relační databáze používají:
• relační databáze poskytují rychlejší přístup k datům, než soubory
• obsahují mechanizmy pro paralelní přístup k datům
• obsahují systém podpory uživatelských práv
• poskytují  snadné rozhraní pro získávání množin dat prostřednictvím zadaných 
kritérií
3.3.1 Relační model
Relační model vychází ze souboru  základních matematických principů – teorii množin 
a predikátové logiky. U zrodu teorie relačních databází stál na konci 60. let Dr. Edgar F. 
Codd,  výzkumník  IBM.  Relační  model  definuje,  jakým  způsobem  je  možné  data 
reprezentovat, chránit datovou strukturu a jaké operace je možné nad daty provádět.
Charakteristické vlastnosti relačního modelu jsou
Entita je jedna instance datového typu. 
Atribut je vlastnost objektu. Každá entita by měla mít více než jeden atribut. V případě 
opačném je  tato  entita  naprosto zbytečná,  neboť je-li  jiná  entita  ve vztahu s entitou 
jednoho atributu, výsledná relace entit nezíská o nic více informací, než by tomu bylo 
bez tohoto vztahu. 
Každý entitní typ v relačním modelu by měl mít tabulku atributů, která obsahuje:
• jméno atributu
• typ atributu
• příznak součásti identifikačního klíče
• příznak povolení ponechání možnosti prázdné hodnoty atributu
• příznak nutnosti atributu být unikátní
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3.3.2 Normalizace
„Normalizace  je  činnost,  při  které  upravujeme  návrhy  datových  struktur  tak,  aby 
splňovaly zvolené normalizační formy – úrovně. Tyto normalizační formy či pravidla 
vychází z požadavku na efektivní ukládání dat a minimalizují redundance při zachování 
integrity a konzistence dat. Datový  model, který porušuje některou  z normalizačních 
forem není navržen optimálně. Při normalizaci databáze na vyšší normalizační úrovni 
musí být normalizován na všech předcházejících.“[3]
1. forma normalizace říká, že každý atribut musí být atomární. To znamená, že složené 
atributy se  musí  dekomponovat  do atomických atributů,  aby mohly být  použity  pro 
vazby v relacích. Dobrým příkladem je složený atribut adresa, který je možný rozložit 
na atomární atributy město, ulice, PSČ a podobně.
2.  forma  normalizace říká,  že  každý  atribut  v dané  entitě  musí  záviset  na 
identifikačním(primárním) klíči a zároveň atributy musí splňovat 1. formu normalizace.
3. forma normalizace říká, že všechny neklíčové atributy musí být na sobě nezávislé a 
zároveň atributy musí splňovat 2. formu normalizace.
3.3.3 Integritní omezení
Integrita databáze je jinými slovy konzistence dat,  na kterou je dohlíženo na úrovni 
databázového serveru. Stará se, aby struktura dat zůstala konzistentní a bezchybná.
Entitní integrita zajišťuje v entitním typu primární klíč, který jednoznačně identifikuje 
každou  entitu  tohoto  typu.  Dále  toto  integritní  pravidlo  říká,  že  primární  klíč  je 
minimální v tom smyslu, že nelze z klíče odebrat žádný atribut, jehož odstraněním by 
neutrpěla jednoznačnost tohoto klíče.
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Doménová integrita  definuje  omezení   datového  typu  a  rozsahu hodnot  na  úrovni 
atributů.  Záleží  pak  jen  na  konkrétní  databázové  implementaci,  do  jaké  míry  má 
vyřešenou podporu této doménové integrity.
Referenční  integrita  se stará o to,  aby nedošlo k poškození integrity mezi entitami, 
které jsou spolu v nějakém vztahu. Tyto pravidla by měly určovat např. co se stane 
s podřazenou  entitou  v případě,  že  dojde  k odstranění  nadřazené  entity.  Je  zase  na 
databázovém stroji, do jaké míry podporuje udržování referenční integrity.
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3.4 Stěžejní technologie
3.4.1 PHP
Jazyk  PHP(zkratka  PHP  znamená  Hypertext  Preprocessor,  v  původním  významu 
Personal Home Page) je skriptovací programovací jazyk, který je určený především pro 
generování  dynamických  internetových  stránek.  Jeho  skripty  jsou  zpracovávány  na 
straně serveru a výsledek je uživateli  posílán zpět ve formě vygenerovaného HTML 
kódu..  Jazyk  PHP  je  vyvíjen  jako  open  source  a  tímto  si  získal  vysokou přízeň  a 
podporu ze strany vývojářů. PHP je multiplatformní, lze jej provozovat na většině dnes 
používaných operačních systémech.[1, 9]
3.4.2 MySQL
MySQL  je  relační  databázový  server,  který  kopíruje  standard  SQL-92.  Vývojáři 
MySQL od počátku vsadili na vysoký výkon a škálovatelnost, avšak na úkor absence 
triggerů,  transakcí  či  uložených  procedur.  Postupem času  se  tyto  chybějící  součásti 
doplňují,  zároveň  zůstává  zachován  důraz  kladený  především  na  výkon  a  rychlost 
operací  databázového  serveru.  V  dnešní  době  se  již  jedná  o  poměrně  vyspělý 
databázový systém který v mnoha případech může konkurovat komerčním produktům. 
[7]
3.4.3 HTML
HTML(HyperText  Markup  Language)  je  jedním  z  jazyků  pro  vytváření  webových 
stránek. Jazyk prošel od doby vytvoření mnoha změnami, které byly zapříčiněné jednak 
nutností podpory nových standardů a formátů, ale také samotné webové prohlížeče se 
svou interpretací HTML kódu podílely na formování jazyka. [6].
Značky používané jazykem HTML se dělí do 3 skupin, podle významu v dokumentu:
strukturální  značky rozvrhují strukturu dokumentu
popisné popisují povahu obsahu elementu, uplatnění najdou především v hromadném 
zpracování dokumentů
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stylistické značky stylují elementy ve kterých jsou zmíněné, v dnešní době se preferuje 
stylování oddělené od samotného kódu, tj. v externím CSS souboru
3.4.4 CSS
CSS(Cascading Style Sheets) je jazyk, který je určen pro specifikaci formátování např. 
HTML elementů. Smyslem jazyka je nutnost oddělení strukturálního a popisného kódu 
stránky od kódu, který elementy formátuje.  Oddělené CSS soubory velmi usnadňují 
práci tvůrcům stránek, vše je přehledně oddělené a jedním CSS souborem je možné 
nastylovat  více  stránek,  tudíž  odpadá  psaní  duplicitních  značek  a  práce  je  tak 
efektivnější. CSS nabízí širší možnosti formátování, než dovoluje specifikace HTML. 
3.4.5 Symfony framework
Symfony je mladý, avšak velice schopný PHP framework. Jeho první verze byla vydána 
v říjnu  roku  2005  zakladatelem  projektu  Fabienem Potencierem  cca  rok  po  vydání 
PHP5. Celý framework je uvolněn pod open source licencí a je stále vyvíjen. 
Jádro frameworku symfony je založeno na modelu MVC (Model – View – Controler) 
frameworku Mojavi, objektově relačním mapování Propel a šablonovacích pomocnících 
převzatých z Ruby on Rails. Framework dále obsahuje mnoho nástrojů a tříd, které řeší 
mnoho často se vyskytujících problémů a zkracuje tím čas potřebný pro vývoj aplikací. 
Psaní  kódu  v symfony  se  řídí  pravidly,  které  zajišťují  kódu  lehkost  a  efektivnost, 
například DRY(don’t repeat yourself).[4]
Specifické vlastnosti symfony:
• jednoduchá instalace a konfigurace na většině HW platforem
• nezávislost na databázi využívané v projektech
• velmi dobře čitelný a lehce spravovatelný kód
• snadná rozšířitelnost o nové knihovny
Automatizované vlastnosti symfony:
• vestavěná vrstva pro internacionalizaci
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• pro tvorbu šablon prezenční vrstvy není třeba znalost samotného frameworku
• podpora automatické validace a znovunaplnění formulářů
3.4.6 Základní koncepty symfony
OOP 
Objektově orientované programování  je základním pilířem programování  aplikací ve 
frameworku  symfony.  Myšlenka  skrývající  se  za  objektově  orientovaným 
programováním je  ta,  že  na  počítačový  program je  možné  nahlížet  jako  na  soubor 
jednotlivých  objektů,  které  mezi  sebou  vzájemně  reagují.  Tyto  objekty   přebírají 
strukturu a funkce podle vzoru reálných objektů.  To umožňuje snadnější  orientaci  a 
pochopení aplikační logiky, než je tomu v klasickém pojetí funkčního programování.
ORM 
Objektově relační mapování je rozhraní, které je určeno pro přístup do relační databáze 
objektově  orientovaným  způsobem.  Toto  rozhraní  je  ve  své  podstatě  překladač 
objektové logiky na logiku relační. Hlavní přednost objektově relačního mapování je, že 
tato abstraktní vrstva v sobě zapouzdřuje veškerou logiku dat a ve zbytku aplikace se již 
není třeba zaobírat  vytvářením SQL dotazů, či přístupem k databázi. To přispívá ke 
stabilitě aplikace a k bezpečnosti manipulace s databází. Znamená to, že každý jeden 
přístup  k databázi  se  bude  provádět  pokaždé  stejným  způsobem,  právě  tak,  jak  je 
naprogramovaná abstraktní vrstva objektově relačního mapování. Jednou z nejlepších 
současných  abstraktních  ORM  vrstev  pro  PHP  je  Propel,  který  je  open  source 
produktem a také v symfony je zaintegrován.
PEAR
PEAR je framework a  distribuovaný systém pro znovupoužitelné PHP komponenty, 
který se stará o správu PHP skriptů a sdružuje v sobě celou řadu osvědčených knihoven. 
Dále obsahuje normy a konvence pro vývoj nových knihoven. [8]
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RAD
Zkratka  RAD(Rapid  application  development),  v překladu  rapidní  vývoj  aplikací  je 
souhrn  myšlenek  a  postupů,  které  v praxi  usnadňují  a  zefektivňují  vývoj  aplikací. 
V dnešní době je běžnou praxí, že zákazník během vývoje požaduje viditelné výsledky 
jednotlivých fází vývoje a také své požadavky na aplikaci pozměňuje a doplňuje. Z toho 
vyplývají  základní zásady rapidního vývoje,  vytvářet  aplikaci v krátkých vývojových 
cyklech,  programovat  pouze potřebnou funkčnost  a nevytvářet  zbytečnou komplexní 
funkcionální strukturu, která bude v praxi nevyužita. Často je třeba kód refaktorizovat, 
neboť změnou požadavků se mění i funkčnost a logické uspořádání kódu.[4]
YAML
Je velmi jednoduchý jazyk,  který umožňuje popsat  datovou strukturu,  podobně jako 
XML.  Jazyk  disponuje  mnohem  jednodušší  syntaxí  tak,  aby  byl  dobře  čitelný  pro 
člověka  a  zároveň  byl  snadno  strojově  zpracovatelný.  Psaní  YAML konfiguračních 
souborů  je  mnohem  rychlejší  nežli  XML,  není  totiž  třeba  psát  uzavírací  značky  a 
uvozovky značící textové řetězce. Formát YAML určuje stromovou strukturu pomocí 
odsazení, posloupné položky jsou uvozeny pomlčkou a hodnota od klíče je oddělena 
dvojtečkou. To jsou základní konvence formátu datové struktury jazyka YAML.
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4  Analýza problému a současné situace
 Požadavky stanovené pojišťovacím agentem, současná situace řešení  
administrativní a účetní činnosti, procesy probíhající v současnosti a 
analýza požadavků na datovou strukturu
 
4.1 Požadavky stanovené na systém
Práce pojišťovacího agenta je z velké části závislá na vyhodnocování historických dat a 
na  smluvních  údajích,  které  se  nacházejí  založeny  v papírové  podobě.  Nejen  proto 
vznikl  požadavek  na  tvorbu  elektronického  databázového  systému,  který  by  měl 
zjednodušovat  některé  úkony  a  vytvořit  podporu  pro  automatické  vyhodnocování 
finanční situace. Vznesené požadavky lze rozdělit do několika tématických celků:
Přehled o finančních stavech
Agent, který prostřednictvím svých prodejců uzavírá smlouvu se zákazníkem, dostává 
od  makléře  za  uzavřenou  a  zaplacenou  pojistku  peněžní  provizi,  která  je  určena 
smluvními  podmínkami.  Peníze  z takto  uzavřených  smluv  je  třeba  dále  rozdělit  dle 
dohodnutých podmínek mezi své prodejce. 
Databázový systém by měl nabízet možnost identifikovat zaevidované splátky smluv na 
základě vstupních kritérií, jež budou výběr splátek specifikovat osobou prodejce, který 
smlouvy pojistek sjednal a obdobím, za které se vyplacené peníze z provizí rozdělují. 
Na těchto výběrech je pak třeba aplikovat souhrn provizí, aby bylo patrné, jak peníze 
rozdělit mezi své prodejce. Dále se zde nabízí požadavek na možnost sledování výše 
nerozdělených provizí, které agentovi zůstávají jakožto jeho zisk.
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Rychlý přístup k databázi dat
V tomto podnikání často vznikají požadavky na získání informací z uzavřených a již 
zaevidovaných  papírových  smluv.  Velmi  nepraktická  je  v tomto  ohledu  současná 
situace, neboť agent musí být přítomen ve své kanceláři a údaje z dokumentů zdlouhavě 
dohledávat v papírové evidenci. Také proto vznikl požadavek na centralizované úložiště 
dat,  které  by  bylo  přístupné  ze  sítě  internet.  Agent  by  touto  možností  získal  větší 
mobilitu a údaje o svých klientech by měl všude tam, kde by měl přístup k síti internet.
Informace k podpoře motivace prodejců
Práce  pojišťovacího  agenta  je  z  části  také  manažerská  činnost.  O svých  prodejcích 
potřebuje být dostatečně informovaný, a to zejména z  hlediska výkonnosti. Databázový 
administrativní  systém  by  měl  být  schopen  za  vybrané  období  porovnat  výkonnost 
jednotlivých  prodejců,  a  být  tak  podporou  pro  další  rozhodování  o  jejich  případné 
motivaci či mimořádné odměně.
Podpora obnovy obchodních styků
Podnikání pojišťovacího agenta není postaveno pouze na sjednávání smluv s novými 
zákazníky.  Je  třeba  se  patřičně  zajímat  i  o  stávající  klientelu.  Leckdy  i  současní 
spokojení zákazníci, kterým končí smluvní lhůta, chtějí v obchodním styku zůstat. Pro 
tyto případy by měl systém poskytovat možnost výpisu těch smluv, které se blíží svou 
platností  ke  konci,  a  vést  tak  agenta  ke  kontaktování  zákazníka  ve  věci  založení 
pojištění nového.
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4.2 Analýza současného stavu
Požadavek  na  vytvoření  databázového  systému  vznikl  na  základě  nedostačující  a 
nesystematické podpory podnikání. Pojišťovací agent, který  tento požadavek vznesl, se 
nachází v situaci, kdy již objem uzavřených smluv, které spravuje, překračuje možnosti 
efektivní správy bez využití efektivních podpůrných prostředků.
V současné  době  se  snaží  situaci  řešit  pomocí  kancelářských  počítačových  aplikací. 
Toto řešení se jeví  jako velmi zdlouhavé a neefektivní.  Pokud chce agent například 
zjistit svoji finanční situaci, nebo výši provizí pro své prodejce, musí dohledat všechny 
papírové  dokumenty  které  se   daného  období  a  osob  týkají,  vybrat  z nich  patřičné 
hodnoty a zapsat je do tabulkového procesoru. Na těchto hodnotách dále musí aplikovat 
například  souhrny,  nebo  některé  další  matematické  operace.  Takováto  manipulace 
s daty není příliš efektivní, jelikož není automatizovaná, systematická ani ucelená. Pro 
efektivní  práci  s daty  by  mělo  stačit  data  zadávat  do  systému  pouze  jednou,  a 
poskytnout tyto data všem operacím. V praxi se však agent potýká s tím, že pro získání 
různých přehledů manipuluje  se  stejnými daty i  několikrát.  Je  to  způsobeno tím,  že 
nedává svým datům potřebnou strukturu a není potom schopen tyto  již  zadaná data 
využít v dalších přehledech.
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4.2.1 Analýza probíhajících procesů
Dohledávání smluvních údajů
Všechny dokumenty  týkající  se  uzavřených  pojistek  má  agent  řádně  zaevidované  a 
uložené  na  bezpečném  místě  jeho  kanceláře.  V případě  že  potřebuje  některý  údaj 
z uzavřené pojistky, musí být fyzicky přítomen ve své kanceláři a daný dokument ve 
své evidenci najít. Takovéto dohledávání není příliš praktické a taktéž zabírá agentovi 
čas.
Obrázek 3-3 Diagram - proces dohledání smluvních údajů
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Rozdělování provizí prodejcům
Každý měsíc  probíhá  rozdělování  zisků,  které  agent  obdrží  od  makléře  za  všechny 
splátky  sjednaných  smluv.  Zisk  je  třeba  rozdělit  mezi  prodejce,  kteří  tyto  smlouvy 
sjednali a kterým patří část předem dohodnuté provize. V současné době 
Obrázek 3-4 Diagram - rozdělování provizí prodejcům
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Sledování výkonnosti prodejců
Pokud  chce  agent  vědět,  jak  výkonní  jsou  jeho  prodejci,  musí  si  za  dané  období 
dohledat potřebné dokumenty a ze smluvních dat vytvořit souhrny částek pro jednotlivá 
období. Dále probíhá motivační ohodnocení nejvíce výkonných prodejců V současnosti 
je pro znázornění výkonnosti.využíván především program Excel.
Obrázek 3-5 Diagram - sledování výkonnosti prodejců
27
4 Analýza problému a současné situace 
Zjišťování vlastních výdělků
Čas od času potřebuje agent zjistit, jaké zisky mu toto podnikání přináší. V současnosti 
musí dohledávat za dané období všechny dokumenty,  které se týkají daného období, 
odečíst od částek provize, které musí zaplatit svým prodejcům za sjednání smluv a tyto 
částky sečíst. 
Obrázek 3-6 Diagram - zjišťování vlastních výdělků
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Podpora obnovování končících pojištění
Velmi neefektivně se v současné době řeší situace, kdy zákazníkovi končí pojistka. Toto 
je velmi důležitá část procesu podnikání v pojišťovnictví. V této fázi se totiž zákazník 
často poohlíží po novém pojištění. Pokud je se současným pojištěním spokojen, tak je 
zde velká pravděpodobnost, že bude chtít obdobné služby u stejného agenta. Agent se 
však nemůže spolehnout na to, že ho zákazník sám zkontaktuje, a proto musí sledovat, 
které  smlouvy  jsou  u  konce  své  platnosti  a  zákazníka  kontaktovat.  Při  současném 
objemu smluv je tato činnost velice časově náročná a potřebovala by zautomatizovat a 
zefektivnit.
Obrázek 3-7 Diagram - podpora obnovy končících smluv
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4.3 Požadavky na strukturu datového modelu
Z procesních diagramů agentových činností je celkem zřejmé, na jakých entitách by měl 
být  datový  model  založen.  Předmětem  podnikatelské  činnosti  agenta  je  sjednávání 
smluv svými prodejci a příjem peněz ze splátek smluv. Každá smlouva pojišťuje jeden 
automobil a pojištění zakládá jeden zákazník. Každá splátka ze smlouvy se rozděluje 
mezi agenta a prodejce na základě předem určené provize. 
Obrázek 3-8 E-R diagram - konceptuální schéma(zjednodušené)
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5 Vlastní řešení aplikace
 Plán zpracování aplikace, analýza řešení aplikační vrstvy,  tvorba 
databázového modelu a aplikace databázového administračního 
systému
 
5.1 Plán zpracování aplikace
Tvorba  aplikace  databázového  administrativního  systému  bude  probíhat  v několika 
etapách, kde každá další bude navazovat na předcházející. Pro etapu vývoje je potřeba 
zajistit  všechny  potřebné  prostředky,  které  jsou  nedílnou  součástí  pro  správný  běh 
aplikace. 
Instalace a konfigurace těchto součástí je popsána v kapitolách 8.2 a 8.3 a mají význam 
pro  provozování  aplikace  na  lokálním počítači  za  účelem dalšího vývoje.  Pokud je 
aplikace pouze provozována na webovém hostingu s podporou těchto součástí, není je 
třeba instalovat a zpravidla není ani možnost je konfigurovat. K dalším krokům vývoje 
aplikační  vrstvy  lze  přistoupit  za  předpokladu  dostupnosti  webového  serveru,  PHP 
serveru pro překlad skriptů a MySQL, či jiné relační databáze.
Tvorba databázového modelu je základním kamenem celé aplikace. Model databáze a 
jeho  součásti  musí  korespondovat  s reálnými  objekty  řešeného  problému.  Dobře 
promítnutý  popis  reálné  situace  do  databázového  modelu  zaručí  jeho  správnou 
funkčnost  a  provázanost  jeho  součástí.  Z modelu  je  dále  potřeba  vygenerovat  třídy 
modelu,  které  budou sloužit  jako  prostředník  pro  přístup  k datům a  dále  také  SQL 
příkazy pro vytvoření databázové struktury. Tyto úkony budou provedeny automaticky 
za pomoci nástrojů frameworku symfony.
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Dalším krokem, který navazuje na hotový databázový model je tvorba modulů, skrze 
které  bude  k datům  přistupováno.  Tyto  moduly  budou  tvořit  aplikační  logiku  a 
prezentační vrstvu aplikace. Většina částí těchto modulů bude vytvářena přes generátor 
administračního  rozhraní,  který  je  součástí  frameworku  symfony.  Vzhled  a  funkce 
výsledných  modulů se  bude  konfigurovat  pomocí  konfiguračních  souborů  pro  tento 
generátor. Výsledkem této fáze budou moduly zpřístupňující formuláře pro editaci dat a 
pro jejich výpis.
Další  fáze  tvorby  aplikace  je  vytvoření  layoutu,  který  bude  sdílený  všemi 
zobrazovanými stránkami aplikace a který bude obsahovat navigační prvky odkazující 
na moduly akcí..
Hotové aplikaci bude chybět  už pouze nastavení vzhledu zobrazovaných elementů a 
doladění funkčnosti.
Tabulka 4-1 Harmonogram tvorby aplikace
Celkov á časov á n áročnost 5 20 45 60 75 85
Instalace  a ko nfigu race aplikací
Tvorba databázov ého mode lu
In icializace  a kon figu race modu lů
Tv orba layo utu a aute ntizace
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5.2 Analýza možných řešení aplikační vrstvy
V mnoha případech, kdy se chce člověk profesionálně zabývat pojišťovnictvím platí, že 
dotyčný  je  zaměstnancem  jednoho  zaměstnavatele,  makléře,  či  rovnou  pojišťovny. 
Pokud  je  tento  zaměstnavatel  dostatečně  progresivní,  určitě  jde  s dobou  a  využívá 
možností  nějakého  administrativního  databázového  systému.  Tyto  systémy  bývají 
navrhovány právě na  míru jejich uživatelů, a jejich používání byť jen v mírně odlišných 
podmínkách často neposkytuje plnou funkcionalitu systému. 
Řešením může být systém založený na modulárním řešení, kde je potřebné funkčnosti 
dosaženo propojením již hotových modulů pro tyto účely koncipované. Dalším možným 
řešením  je  docílit  dané  funkcionality  naprogramováním  celé  aplikační  i  datové 
funkčnosti ručně, popřípadě využít některých z nástrojů, které často používané postupy 
vytvoří automaticky podle konfiguračních požadavků. Dále uvádím možné alternativy 
pro vytvoření databázového systému.
SYMFONY
Je  framework  postavený  na  jazyku  PHP  a  díky  tomu  podporuje  většinu  dnes 
používaných  webových  technologií  a  formátů.  Dále  framework  disponuje  velmi 
užitečnými  nástroji,  které zefektivňují  a zrychlují  vývoj  aplikací.  Z dostupných PHP 
frameworků se mi tento jeví pro tento účel nejlépe použitelný. Je přehledný a snadno 
pochopitelný, to zvláště díky kvalitní dokumentaci. 
Klady
• produkt je distribuován jako volně šiřitelná aplikace
• usnadnění a zefektivnění práce díky nástrojům frameworku
• automatické generování tříd modelu
• obsahuje  třídu  pro  generování  jednoduchého  administračního  rozhraní 
databáze
• obsahuje celou řadu již hotových vzorových řešení
• je spustitelný na celé řadě platforem
• snadná instalace a malé nároky na paměť
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Zápory
• pomalejší běh třídy Propel
MS ACCESS
Je dalším z možných řešení problému. Jedná se o vývojové prostředí sady MS Office. 
Produkt umožňuje především práci s SQL databázemi a nabízí podporu mnoha formátů 
zvláště  od  společnosti  Microsoft.  Program MS Access  využívá  programovací  jazyk 
VisualBasic. Velmi výhodná se jeví spolupráce s ostatními produkty sady MS Office, se 
kterými je v sadě dodáván.
Klady
• dobré řešení pro malé projekty
• propojitelnost s dalšími aplikacemi MS Access
• snadná tvorba pohledů
• jednoduchost ovládání ve stylu MS Office
Zápory
• pořizovací náklady na produkt jsou nezanedbatelné
• vývoj aplikací je možný pouze pod operačním systémem MS Windows
• nestandardní podpora SQL dotazů
• chybí podpora UTF-8
MS VISUAL STUDIO
Je balík produktů, nástrojů a technologií pro rychlou a produktivní tvorbu aplikací od 
společnosti  Microsoft.  Produkt  je  hodně velkého  rozsahu a  je  určen spíše  na  velké 
projekty.
Klady
• dobré řešení pro střední a velké projekty
•  nástroje pro podporu teamové práce
• podpora více programovacích jazyků
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Zápory
• pořizovací náklady na produkt jsou vysoké
5.2.1 Kritéria pro výběr řešení
Všechna  zmíněná  řešení  jsou  reálně  použitelná  pro  řešení  současné  situace 
s administrací  dokumentů  a   podpory  na  základě  zpracování  dat.  Avšak  k  výběru 
ideálního řešení je nutné důkladně zvážit zákazníkovi potřeby a možnosti. 
Požadavky na operace
Vytvořený systém musí umět pracovat s daty, vkládat je, zobrazovat, editovat, mazat a 
to  vše  v  pohodlném  formulářovém  rozhraní.  Dále  musí  být  systém  schopný  z dat 
generovat statistiky a být otevřený pro tvorbu dalších nově požadovaných výpisů.
Rozsah
Navrhovaná aplikace je malého rozsahu, nebude proto příliš záležet na rychlosti běhu 
databáze a nebude  potřeba žádná optimalizace výkonu.
Finanční možnosti
Na tento projekt se agent rozhodl investovat maximálně 20 000 Kč a předpokládá, že se 
investice do jednoho roku vrátí, poté, co se naučí využívat schopnosti systému a po 
odladění systému.
5.2.2 Výběr řešení
Na  základě  agentových  možností  a  požadavků  jsem  jako  řešení  projektu  vybral 
framework  symfony.  Z finanční  stránky  je  rozhodnutí  takové,  protože  náklady  na 
využití PHP, MySQL a symfony jsou pro tento účel nulové, kdežto ostatní uvažované 
varianty jsou zatíženy licenčními poplatky.
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5.3 Tvorba databázového modelu
Základní konceptuální model vychází z požadavků na datovou strukturu(kapitola 3.3) a 
je dále upravován a obohacován o nové atributy a vazby, které vyšly najevo při analýze 
procesů probíhajících v současnosti(kapitola 3.3).
5.3.1 Popis vzájemných entitních vztahů 
Pro lepší pochopení vztahů mezi jednotlivými objekty uvedu a popíšu ty nejdůležitější.
Smlouva  je ústředním objektem celého řešeného problému. Každá pojistná událost je 
zdokumentována smlouvou mezi zákazníkem a pojišťovnou a to v papírové podobě. Na 
smlouvě se vyskytuje většina údajů, které je třeba do administrativního systému zanést. 
Entita smlouvy bude mimo obecných údajů obsahovat také odkazy na jiné objekty, jako 
jsou např. zákazník, automobil, prodejce a jiné.
 
Zákazník  obsahuje informace specifikující  osobu klienta, ať už se jedná o fyzickou 
osobu, nebo o firmu. Odkaz na jednoho zákazníka může být ve více smlouvách.
Auto  obsahuje  informace  specifikující  daný  automobil.  Objekt  auto  obsahuje  také 
odkazy na objekty, a to na  značku a typ paliva, které automobil pohání. Odkaz na jeden 
automobil  může  být  ve  více  smlouvách.  Odkaz  na  objekt  auto  se  také  vyskytuje 
v entitách zabezpečení, kde se páruje s odkazem na objekt typu zabezpečení. 
Prodejce obsahuje informace specifikující  osobu prodejce.  V případě, že je prodejce 
zaměstnancem např. autosalónu, obsahuje objekt prodejce mimo jiné odkaz na objekt 
dealer. Odkaz na jednoho prodejce může být ve více smlouvách. Na objekt prodejce se 
dále váže objekt provize, a to ve vztahu používaných provizí prodejce.
Provize  určuje, jakým způsobem se rozdělí provize z uzavřené smlouvy mezi agenta, 
prodejce a případně dealera. Objekt provize se váže na objekt prodejce, který může mít 
ve svém poli působnosti několik typů uzavíraných smluv a na ně se vázající provize. 
Tyto  vazby jsou zaznamenány pomocí entit  provizeProdejce.  Dále se objekt  provize 
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vyskytuje  jako  odkaz  v  entitě  smlouvy,  což  se  využije  při  sestavování  finančních 
výpisů.
Splátka je  objekt,  který  obsahuje  odkaz  na  entitu  smlouvy  za  kterou  je   splátka 
zaplacena, dále obsahuje datum zaplacení a částku. Záznamy splátek jsou v systému 
využívány pro přehled o finančních tocích.
Uživatel je objekt, který u většiny entit specifikuje, jakému uživateli daná entita patří. 
Je  to  z toho  důvodu,  neboť  je  systém  koncipovaný  jako  víceuživatelský.  Některé 
objekty odkaz na uživatele neobsahují, neboť jsou společné pro všechny uživatele. Jsou 
to například objekty značka, palivo a jiné.
5.3.2 Normalizace entitních vztahů
Auto
Z popisu  uvedeném  v předešlé  podkapitole  je  zřejmé,  že  entita  Auto potřebuje 
dekomponovat vazbu N:M k entitě  Typ zabezpečení.  Počítá se totiž s tím, že každý 
automobil může mít více než jeden typ zabezpečení
Obrázek 4-9 E-R diagram - zabezpečení automobilu, vazba N:M
Proto  je  nutné  vazbu  N:M  dekomponovat  a  umožnit  správnou  funkci  vztahu.  Po 
dekompozici a normalizaci jsem dospěl k následujícím vztahům entity Auto:
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Obrázek 4-10 E-R diagram – dekomponované vztahy entity Auto
Prodejce
Z popisu  uvedeném  v předešlé  podkapitole  je  zřejmé,  že  entita  Prodejce potřebuje 
dekomponovat vazbu N:M k entitě Provize. Prodejce totiž může mít více využívaných 
provizí.
Obrázek 4-11 E-R diagram - často používané provize, vazba N:M
Pro správnou funkci je nutné tuto vazbu dekomponovat pomocí dekompoziční tabulky, 
která bude obsahovat 2 atributy primárních klíčů obou entit.
Obrázek 4-12 E-R diagram – dekomponované vztahy entity Prodejce
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5.3.3 Logické schéma databázového systému
Po dekompozici vazeb N:M a po začlenění všech uvážených entit vzniklo následující 



















Obrázek 4-13 E-R diagram – celkové schéma
Z logického  schématu  a  ze  získaných  poznatků  z analytické  části  této  práce  jsem 
zhotovil fyzické schéma relační databáze. Datový slovník, jenž obsahuje výpis všech 
entit společně se svými atributy a jejich popisem je umístěný v kapitole příloh 9.2.
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5.3.4 Tvorba databáze a tříd modelu
Podle entitně relačního diagramu se vytvoří databázové schéma, které obsahuje tabulky 
všech potřebných entit,  spolu s  patřičnými atributy,  které  vyjadřují  jejich  vlastnosti. 
Schéma pro následné generování vrstvy modelu  je možné v symfony psát buď v jazyku 
xml, nebo yml. Já jsem si zvolil formát xml, neboť mi poskytuje větší přehlednost a také 
větší jistotu korektního rozparsování kódu. Nyní uvedu krátkou ukázku, jakým stylem 
jsou model a jednotlivé tabulky – objekty definovány.
Kód 4-1 Ukázka - schéma.xml
<?xml version="1.0" encoding="utf-8" standalone="no"?>
<database package="lib.model" name="adminsys" 
defaultIdMethod="native">
<table name="authority" phpName="Authority">
  <vendor type="mysql">
    <parameter name="Type" value="InnoDB DEFAULT CHARSET=utf8 
COLLATE=utf8_czech_ci"/>
  </vendor>
  <column name="id" type="integer" size="1" primaryKey="true" 
autoIncrement="true" required="true" />




Nyní je již možné ze zhotoveného schématu vygenerovat třídy modelu objektově relační 
vrstvy. Výhoda frameworku symfony je v tom, že obsahuje knihovny Propel, které tyto 
třídy modelu automaticky vygenerují  ze schématu.  Není  proto nutné napsat  jedinou 
řádku  kódu  a  přesto  je  k dispozici  rozhraní,  díky  kterému  je  možno  přistupovat 
k databázi objektovým způsobem. Následujícím příkazem se třídy modelu vygenerují .
Příkaz 4-1 Symfony – tvorba modelu
> symfony propel-build-model
Po úspěšném zpracování souboru se schématem se vygenerovaly třídy modelu, avšak 
stále  není  k dispozici  databázová  struktura,  tudíž  chybí  propojení  s reálnými  daty. 
Pomocí  dalších  příkazů  symfony  se  vytvoří  SQL příkazy,  které  se  následně  pošlou 
databázi(v mém případě MySQL), kde vytvoří patřičnou strukturu tabulek.
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Příkaz 4-2 Symfony – tvorba SQL příkazů a tabulek
> symfony propel-build-sql
> symfony propel-insert-sql
Nyní je vrstva modelu plně funkční a je možné využívat databázi a všech objektů a 
jejich  funkcí,  které  manipulují  s daty  vytvořené  databáze.  Jako  příklad  vytvořených 
funkcí bych uvedl tyto:
• doSelect($c) – funkce vrátí  seznam záznamů daného objektu,  které vyhovují 
zadanému kritériu proměnné $c
• setPromenna($x) – nastaví atribut daného objektu na hodnotu proměnné $x, při 
tvorbě  modelu  je  název  nastavované  proměnné  objektu  stejný  jako  atribut 
tabulky databáze
• getPromenna($x) – má ty stejné vlastnosti jako funkce předchozí, pouze místo 
zápisu atributu objektu vrací hodnotu atributu 
• save() – funkce se pokusí daný objekt uložit jako záznam do databáze
41
5 Vlastní řešení aplikace 
5.4 Tvorba aplikace
5.4.1 Inicializace administračních modulů
Administrační  modul  je  PHP  třída  sfPropelAdminGenerator,  která  má  za  úkol 
automaticky  generovat  vrstvu  kontroleru  a  vrstvu  pohledu  modulu  a  to  za  pomoci 
konfiguračních souborů, které specifikují vzhled a chování modulu. Modul navazuje na 
třídu modelu a  využívá  jeho funkční možnosti.  Následující  příkaz zajistí  inicializaci 
nového modulu, jenž bude možno v budoucnu nastavit k obrazu svému.
Příkaz 4-3 Symfony – inicializace modulu
> symfony propel-init-admin aplikace modul trida_modelu
Příkaz inicializace  modulu má jako parametry jméno aplikace,  pro kterou se modul 
tvoří, název nového modulu, pro který se administrační rozhraní tvoří a třídu modelu, ze 
které vychází možnosti a vlastnosti modulu.
Jelikož  chci  mít  v budoucí  aplikaci  možnost  operovat  se  všemi  daty,  provedu 
inicializaci modulů pro všechny třídy modelu a připravím si tak administrační rozhraní 
pro všechny entity daného modelu dat. 
Tímto jsem dospěl do stádia, kdy mohu volat akce jednotlivých modulů, které se při 
inicializaci vytvořily(jsou to funkce list, edit a delete). 
5.4.2 Konfigurace modulů
Dalším krokem po inicializaci modulů je jejich konfigurace. Hlavním konfiguračním 
souborem,  který  určuje  vzhled  a  funkčnost  generovaného  modulu  je  soubor 
„/config/generator.yml“  v adresáři daného modulu.  Zde je  možné nastavit  následující 
oblasti:
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Názvy polí  zobrazující se ve formulářích lze konfigurovat podle následujícího vzoru. 
Tyto změny se projeví v té akci, ve které je tento zápis vnořen. Pokud se nachází výše v 
hierarchii, pak toto nastavení platí pro všechny akce modulu.
Kód 4-2 Nastavení - generator.yml
    fields:
      znacka:
        name: Značka
      model:
        name: Model
Akce list  je  součástí  administračního  generátoru,  a  je  jí  proto možno konfigurovat. 
Akce list vygeneruje seznam všech záznamů daného objektu vyskytujících se v databázi 
a jejich způsob zobrazení lze konfigurovat například následovně:
Kód 4-3 Nastavení - generator.yml
    list:
      title:          Seznam evidovaných automobilů
      display:        [znacka, model, rv, cislo_karoserie, spz, 
     cislo_tech_prukazu, vykon_motoru, palivo]
      layout:         tabular
      filters:        [znacka_id, model, cislo_karoserie, spz]
      max_per_page:   20
      object_actions:
        _edit:         ~
        _delete:       ~
Akce edit je také součástí administračního generátoru, a je jí proto možno konfigurovat. 
Akce edit vygeneruje formulář pro editaci nového, či již existujícího záznamu a způsob 
zobrazení tohoto formuláře lze konfigurovat například následovně:
Kód 4-4 Nastavení - generator.yml
    edit:
        title:          Editace automobilu "%%znacka%% %%model%%"
        display:
          "TYP AUTA":          [znacka_id, model]
          "SPECIFICKÉ INFORMACE":    [rv, cislo_karoserie, spz, 
   cislo_tech_prukazu]     
          "DOPLŇUJÍCÍ INFORMACE":    [vykon_motoru, palivo_id]     
          "ZABEZPEČENÍ":     [_z1, _z2, _z3, _z4, _z5]     
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5.4.3 Tvorba layoutu, navigace a autorizace
V aplikaci jsou již hotové moduly a jejich akce, ale stále v ní chybí jakási struktura pro 
člověka na pohled viditelná.  Je třeba vytvořit  navigaci  a celkový obal stránek, který 
bude společný pro všechny stránky.
V konfiguračním souboru  „/config/view.yml“ adresáře aplikace je možné nastavit, zda-
li a pod jakým názvem má být vkládán layout do výsledného zobrazení.
Kód 4-5 Nastavení - view.yml
default:
  has_layout:     on
  layout:         layout
Název  souboru  layoutu  ponechávám  jeho  implicitní  a  tento  již  existující  soubor 
„/templates/layout.php“ v adresáři aplikace upravím. 
Kód 4-6 Výpis - layout.php
<!DOCTYPE html PUBLIC "-//W3C//DTD XHTML 1.0 Transitional//EN" 
"http://www.w3.org/TR/xhtml1/DTD/xhtml1-transitional.dtd">
<html xmlns="http://www.w3.org/1999/xhtml" xml:lang="en" lang="en">  
  <head>    
    <?php include_http_metas() ?>    
    <?php include_metas() ?>    
    <?php include_title() ?>    
    <link rel="shortcut icon" href="/favicon.ico" />  
  </head>  
  <body>    
    <div id="main_img">    
      <?php echo image_tag('/images/main.png'); ?>    
    </div>    
    <div id="menu">      
      <div id="menu_login">        
        <?php if ($sf_user->isAuthenticated()) echo 'Přihlášený 
uživatel <b>'.$sf_user->getAttribute('user').'</b> 
'.link_to('(Odhlásit)', 'myAccount/logoff'); else echo 'Uživatel není 
přihlášen '.link_to('(Přihlásit)', 'myAccount/login')  ?>      
      </div>      
      <?php echo include_partial('../lista') ?>    
    </div> 
    <div id="content">
      <?php echo $sf_data->getRaw('sf_content') ?>  




5 Vlastní řešení aplikace 
Z kódu je patrné, že výsledná stránka díky layoutu vždy obsahuje hlavičku se všemi 
meta  informacemi,  jež  jsou  načítány  z konfiguračního  souboru  aplikace,  dále  pak 
úvodní banner a menu. Menu obsahuje element s informací o přihlášeném uživateli a 
část obsahující seznam odkazů. V elementu s „id=content“ se již připojuje do layoutu 
stránka, na kterou je vznesen požadavek.
Autorizace
Jelikož  je  systém  koncipován  jako  víceuživatelský  a  data  se  v databázi  vážou  na 
jednotlivé uživatele, je nutné vytvořit rozhraní pro autentizaci. Dalším důvodem je to, 
že některá data jsou pro všechny uživatele společná, a proto jsou moduly pro jejich 
změnu přístupné pouze uživatelům s administrátorským účtem. V datovém modelu je 
již objekt uživatel vytvořen a taktéž tabulka v databázi, je proto možné na ně navázat 
rozhraní autentizace. 
V aplikaci  jsem si  vytvořil  nový  modulový  adresář  „myAccount“  a  vytvořil  v něm 
soubor  akcí  a  k nim související  šablony.  V konfiguračním souboru  setting.yml  jsem 
nastavil  modul  a  akci,  na kterou se  má  symfony obrátit  v případě,  že  uživatel  není 
přihlášený.
Kód 4-7 Nastavení - setting.yml(aplikace)
all:
  .actions:
    login_module:           myAccount
    login_action:           login
V akci login nejprve testuji, zda-li je uživatel již přihlášen. Pokud je, je přesměrován na 
akci isLogged a je o této skutečnosti informován. Pokud není, proběhne další testování, 
jestli  uživatel  již  odeslal  informace  pomocí  přihlašovacího  formuláře.  Pokud  dosud 
neposlal přihlašovací informace, obdrží šablonu s formulářem pro přihlášení, a pokud 
informace  poslal,  probíhá ověřování  údajů v databázi.  Pokud jsou informace  shodné 
s databázovými, je uživatel přihlášen a přesměrován na požadovanou stránku a pokud 
informace  shodné  nejsou,  je  uživatel  vyzván  k dalšímu  pokusu  o  přihlášení.  Po 
úspěšném  přihlášení  dojde  k zápisu  údajů  autentizace  do  proměnných  přístupných 
v celé aplikaci.
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Důležitý  moment  při  zabezpečování  aplikace  je  omezení  přístupu  k akcím  modulů 
v závislosti na právech uživatele. Nejprve v nastavení „security.yml“ aplikace nastavím 
pro  všechny  akce  implicitně  požadované  administrátorské  oprávnění.  Z pohledu 
bezpečnosti  je  to  důležitý  krok,  neboť  nemůže  dojít  k neoprávněnému  přístupu 
k modulům, u kterých se například zapomenou nastavit práva přístupu.
Kód 4-8 Nastavení - security.yml (aplikacce)
all:
  is_secure:       on
  credentials:     admin
Nyní provedu změny v nastavení bezpečnosti pouze v modulech, které jsou určeny pro 
uživatele. Přístup do modulů bude mít buď uživatel, nebo administrátor.
Kód 4-9 Nastavení - security.yml (modul)
all:
  is_secure:       on
  credentials:     [[user, admin]]
Menu
V souboru „layout.php“ je  inkludovaná další  separovaná část  kódu, která je  uložená 
v souboru „_lista.php“. Tato část kódu obsahuje odkazy hlavního navigačního menu, 
které se odkazují na následující moduly a akce:
smlouva/create  je  odkaz  na  formulář  pro  vytvoření  nové  smlouvy,  tato  akce  je 
automaticky generována při tvorbě modelových tříd
goto/databaze  je  odkaz  na  navigační  stránku,  odkud  je  možné  se  nasměrovat  na 
všechny možné moduly a akce související s oprávněním uživatel
statistika/list je odkaz na prvotní statistický výpis, modul a akci jsem vytvořil ručně a 
po odladění aplikace budu pracovat na doplnění modulu statistik o další akce
goto/global je odkaz na navigační stránku, odkud je možné se nasměrovat na všechny 
globální  data,  přístup  do  této  části  má  pouze  uživatel  s oprávněním administrátor a 
odkaz v menu  je  taktéž  zobrazován  pouze  pokud  je  přihlášen  uživatel  s tímto 
oprávněním
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Akce databaze z modulu goto zavolá šablonu obsahující odkazy na moduly související 
se  smluvními  entitami,  které  jsou  zpřístupněny   pro  konkrétního  uživatele. 
Prostřednictvím odkazů na moduly  je možné záznamy procházet, editovat a vytvářet 
záznamy nové.
Obrázek 4-14 Obrazovka - goto/databaze
Akce  global z modulu  goto  zavolá šablonu obsahující odkazy na moduly související 
s globálními daty, která jsou opakovaně využívána pro upřesnění vkládaných dat a jsou 
proto sdílena všemi uživateli. Prostřednictvím odkazů na moduly  je možné záznamy 
souvisejících entit procházet, editovat a vytvářet záznamy nové.
Obrázek 4-15 Obrazovka - goto/global
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5.5 Stylování vzhledu aplikace
Poslední úpravou téměř hotové aplikace je nastavení vzhledu elementů aplikace pomocí 
kaskádových stylů. V souboru „/config/view.yml“ v adresáři aplikace je možné nastavit, 
které soubory budou použity pro stylování vzhledu. Soubory CSS se musejí nacházet 
v adresáři „/css/“  v adresáři s webovým obsahem projektu.
Kód 4-10 Nastavení - view.yml
default:
  stylesheets:    [main, myCss]
Nyní má administrativní databázový systém vytvořeny všechny plánované součásti a je 
připraven k testování a k případným úpravám a opravám chyb,  vzniklých při  vývoji 
aplikace.
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6 Zhodnocení z ekonomického pohledu
Agent si od nového databázového administrativního systému slibuje zlepšení přehledu o 
svých  výdělcích,  schopnost  objektivnějšího  ohodnocení  svých  prodejců  a  zlepšení 
zpětné vazby s klienty. Naplněním všech těchto  invencí by mělo dojít k efektivnějšímu 
zacházení s klientelou, což by přispělo ke stabilizaci současné klientely a důsledkem 
toho by mohlo dojít k ušetření času prospěšného k získání klientely nové. 
Na  základě  agentových  možností  a  požadavků  jsem  jako  řešení  projektu  vybral 
framework  symfony.  Z finanční  stránky  je  rozhodnutí  takové,  protože  náklady  na 
využití PHP, MySQL a symfony jsou pro tento účel nulové, kdežto ostatní uvažované 
varianty jsou zatíženy licenčními poplatky.
6.1  Náklady na navrhované řešení
Náklady  na  výrobu  nové  aplikace  uvažuji  takové,  jaké  by  byly  při  zadání  vývoje 
aplikace profesionálnímu programátorovi. 
Nejprve  je  třeba  strávit  určitý  čas  nad  stanovením  a  ujasněním  si  požadavků  na 
plánovanou aplikaci. Tuto část  není v praxi radno podceňovat,  neboť práce, která se 
následně od požadavků odvíjí  by nemusela  splňovat  požadavky zákazníka,  a  ten by 
mohl  být  s prací  nespokojen.  Peněžní  ohodnocení  návrhové  části  projektu  tohoto 
rozsahu  jsem  ohodnotil  nulovou  cenou.  Důvodem  je  mé  osobní  ztotožnění  s touto 
myšlenkou,  neboť nový zákazník  se  rád nejprve  seznámí s novým dodavatelem bez 
rizika  a  bez  poplatků.  Při  další  spolupráci,  či  při  projektu  většího rozsahu bych  již 
zpoplatnění návrhu projektu jistě zvažoval.










Návrh a sjednání požadavků 5 0 0
Tvorba modelu 15 200 3 000
Tvorba aplikace 40 200 8 000
Stylování vzhledu aplikace 15 200 3 000
Dodatečné změny a opravy 10 100 1 000
Celkem 85 15 000
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6.2 SWOT analýza situace agenta
Silné stránky
• pojišťovací agent má široký sortiment klientely
• smlouvy sjednává za pomoci svých spolupracovníků - prodejců
• jeho znalosti v oboru automobilového pojišťovnictví jsou široké
Hrozby
• z důvodu  současného  časově  náročného  řešení  administrativních  úkonů  by 
mohlo dojít k úbytku klientely 
• k úbytku  klientely  by  také  mohlo  dojít  díky  slabé  podpoře  zpětné  vazby  se 
zákazníky
Příležitosti
• agent by mohl díky novému administrativnímu systému a jeho podpoře získat 
více časových prostředků, které by mohl využít efektivnější činností v podnikání
• díky  podpoře  zpětné  vazby  administrativního  systému  by  mohlo  docházet 
k vyšší obnově právě končících pojistných smluv za pojištění nové
• výpisy produktivity napomůžou při odměňování a motivaci prodejců
Slabé stránky
• agent se musí díky velkému množství smluv věnovat stereotypnímu dohledávání 
smluvních údajů




 Vlastní zhodnocení práce, provozu a budoucnosti systému
 
7.1 Splněné cíle
Zhodnocení potřeb pojišťovacího agenta na svůj databázový administrační systém
Agentovi  potřeby  na  systém  byly  dostatečně  prokonzultovány  a  bylo  dosaženo 
konečných  požadavků,  jež  jsou  v kapitole  3.1  shrnuty.  Z těchto  požadavků  vychází 
analýza řešení a vlastní tvorba systému.
Analýza projektu po finanční stránce a výběr nejefektivnějšího řešení
Na základě  stanovených  požadavků  bylo  vybráno  řešení,  které  se  pro  daný  projekt 
databázového administračního systému nejvíce hodí. Při výběru řešení bylo přihlédnuto 
nejen k potřebám zákazníka, ale také k jeho finančním možnostem.
Vlastní návrh a tvorba databázového administračního systému
Po úspěšné přípravné části byl vypracován návrh datové a objektové struktury aplikace, 
jenž  tvoří  funkční  základ  celé  aplikace.  Po  vytvoření  základního  rozhraní  pro 
manipulaci  s daty  byly  vytvořeny  formulářové  šablony,  které  zastávají  prostředníka 
mezi daty a uživatelem. Dále byla vytvořena autentizace uživatelů a nastavena práva 
skupinám uživatelů pro přístup k datům. Celou aplikaci dotváří layout, který obsahuje 
přehlednou navigaci a do kterého se zobrazují uživatelem požadované stránky.
Návrh a vytvoření databázového administrativního systému se podařilo bez problémů a 
nyní je základ systému plně funkční a je agentem testován v ostrém provozu.
51
7  Závěr
7.2 Zkušenosti s provozem v praxi
Po  úspěšném  vytvoření  aplikace  a  jejím  otestování  bylo  přistoupeno  k nasazení  do 
ostrého provozu a k plnění databáze smluvními daty. Praxe ukázala, že se v aplikaci 
nachází  několik  chyb,  které  při  testování  aplikace  ve  vývoji  nebyly  odhaleny.  Tyto 
chyby byly snadno odstraněny a dále pokračuje zadávání smluv do systému. Dále bylo 
používáním aplikace  zjištěno,  že  některé  postupy  by  potřebovaly  zjednodušit  a  tím 
zrychlit a zefektivnit vkládání smluv. Vše nasvědčuje tomu, že potřeby zákazníka byly 
dobře pochopeny a že databázový model je koncipován správně.
7.3 Budoucnost systému
Z prvotních  zkušeností  s využíváním  systému  se  zdá,  že  systém  plní  většinu 
stanovených  požadavků.  Ostrý  provoz  nastínil,  jakým  směrem  bude  nadále  vývoj 
systému směřovat. Plánované změny budou především kosmetického charakteru, které 
budou nabízet uživateli komfortnější funkčnost. Dále, jak bylo zřejmé již na počátku 
vývoje aplikace,  bude probíhat vývoj statistických výpisů, které budou vytvářeny na 
míru agentových požadavků na sledované informace. Aplikace je vhodně strukturovaná 
a tudíž přístupná k jakýmkoliv změnám.
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10.1 Obsah přiloženého CD
Prázdný projekt
Nachází se v adresáři „/adminsys/“ a obsahuje strukturu prázdného projektu symfony ve 
verzi 1.0.16 i s knihovnami symfony.
Soubory vytvořené aplikace
Soubory se  nacházejí  v adresáři  „/Instalace/“  a  jsou umístěny v adresářové  struktuře 
shodné  se  strukturou projektu.  Zde  se  nacházejí  všechny  mnou  vytvořené,  či 
modifikované soubory, které zajišťují správný chod aplikace.
SQL příkazy
Adresář „/Skripty/“ obsahuje SQL příkazy pro vložení globálních dat do databáze a také 
příkazů pro vložení dat testovacích.




Sloupec Typ Nulový Výchozí Klíč
id int(1) Ano NULL PK
nazev varchar(20) Ano   
auto
Sloupec Typ Nulový Výchozí Klíč
id int(6) Ano NULL PK
uzivatel_id int(4) Ano  FK
znacka_id int(2) Ano  FK
model varchar(35) Ano   
rv int(4) Ano   
cislo_karoserie varchar(18) Ano   
spz varchar(7) Ano   
cislo_tech_prukazu varchar(8) Ano   
vykon_motoru int(3) Ano NULL  
palivo_id int(1) Ano  FK
 
dealer
Sloupec Typ Nulový Výchozí Klíč
id int(2) Ano NULL PK
uzivatel_id int(4) Ano  FK
nazev varchar(20) Ano   
adresa varchar(40) Ano   
makler
Sloupec Typ Nulový Výchozí Klíč
id int(2) Ano NULL PK
uzivatel_id int(4) Ano  FK
nazev varchar(40) Ano   
 
palivo
Sloupec Typ Nulový Výchozí Klíč
id int(1) Ano NULL PK
nazev varchar(15) Ano   
 
pojistovna
Sloupec Typ Nulový Výchozí Klíč
id int(2) Ano NULL PK
uzivatel_id int(4) Ano  FK
nazev varchar(40) Ano   
prodejce
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Sloupec Typ Nulový Výchozí Klíč
id int(4) Ano NULL PK
uzivatel_id int(4) Ano  FK
jmeno varchar(20) Ano   
prijmeni varchar(35) Ano   
mesto varchar(35) Ano   
ulice varchar(45) Ano   
psc varchar(5) Ano   
rc varchar(10) Ano   
ico varchar(8) Ano NULL  
tel varchar(13) Ano NULL  
mail varchar(50) Ano NULL  
cislo_uctu varchar(22) Ano NULL  
dealer_id int(2) Ano NULL FK
 
Sloupec Typ Nulový Výchozí Klíč
id int(3) Ano NULL PK
uzivatel_id int(4) Ano  FK
cislo int(3) Ano   
typ_pojisteni_id int(2) Ano  FK
pojistovna_id int(2) Ano  FK
makler_id int(2) Ano  FK
typ_provize int(11) Ano   
provize_prodejce decimal(7,1) Ano   
provize_dealer decimal(7,1) Ano   
provize_agent decimal(7,1) Ano   
 
provizeprodejce
Sloupec Typ Nulový Výchozí Klíč
id int(6) Ano NULL PK
provize_id int(3) Ano  FK
prodejce_id int(4) Ano  FK
 
smlouva
Sloupec Typ Nulový Výchozí Klíč
id int(6) Ano NULL PK
uzivatel_id int(4) Ano  FK
cislo_smlouvy varchar(15) Ano   
datum_vlozeni date Ano   
datum_sjednani date Ano   
castka decimal(7,1) Ano   
leasing int(11) Ano   
datum_konec_leasingu date Ano NULL  
cena_automobilu decimal(7,1) Ano NULL  
cena_automobilu_s_dph decimal(7,1) Ano NULL  
pocet_ujetych_km decimal(7,1) Ano NULL  
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typ_splatky_id int(1) Ano  FK
zakaznik_id int(6) Ano  FK
auto_id int(6) Ano  FK
prodejce_id int(4) Ano  FK
provize_id int(3) Ano  FK
 
splatka
Sloupec Typ Nulový Výchozí Klíč
id int(7) Ano NULL PK
smlouva_id int(6) Ano  FK
datum_zaplaceni date Ano   
castka decimal(7,1) Ano   
typpojisteni
Sloupec Typ Nulový Výchozí Klíč
id int(2) Ano NULL PK
nazev varchar(20) Ano   
 
typsplatky
Sloupec Typ Nulový Výchozí Klíč
id int(1) Ano NULL PK
nazev varchar(20) Ano   
pocet_rocne tinyint(4) Ano   
 
typzabezpeceni
Sloupec Typ Nulový Výchozí Klíč
id int(2) Ano NULL PK
nazev varchar(30) Ano   
 
uzivatel
Sloupec Typ Nulový Výchozí Klíč
id int(4) Ano NULL PK
authority_id int(1) Ano  FK
jmeno varchar(20) Ano   
salt varchar(40) Ano   
sh1_password varchar(40) Ano   
datum_registrace date Ano   
 
Sloupec Typ Nulový Výchozí Klíč
id int(7) Ano NULL PK
typ_zabezpeceni_id int(2) Ano  FK
auto_id int(2) Ano  FK
 
zakaznik
Sloupec Typ Nulový Výchozí Klíč
id int(6) Ano NULL PK
uzivatel_id int(4) Ano  FK
jmeno varchar(20) Ano   
prijmeni varchar(35) Ano   
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mesto varchar(35) Ano   
ulice varchar(45) Ano   
psc varchar(5) Ano   
rc varchar(10) Ano   
ico varchar(8) Ano NULL  
tel varchar(13) Ano NULL  
mail varchar(50) Ano NULL  
 
znacka
Sloupec Typ Nulový Výchozí Klíč
id int(2) Ano NULL PK
nazev varchar(30) Ano   
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10.3 Konfigurace součástí pro vývoj aplikace
Apache
Většina  nastavení  webového  serveru  je  možné  učinit  v konfiguračním  souboru 
“/conf/httpd.conf“ v adresáři instalace Apache. Důležité je nastavení pro chod aplikace 
jsou tyto:
ServerName udává název a číslo portu serveru
DocumentRoot je adresář, kde se nacházejí webové dokumenty. V tomto případě je to 
adresář, kde se nachází vyvíjený projekt frameworku symfony.
Dalším  možným  rozšířením  webového  serveru  Apache  lze  nastavením  tzv.  virtual 
hostů, díky kterým je možné reálnou cestu adresáře projektu substituovat za název kratší 
a lépe zapamatovatelný.  V mém případě jsem si virtual host na aplikaci pojmenoval 
jako „adminsys“. Toto nastavení je k nalezení v konfiguračním souboru „/conf/extra/ 
httpd-vhosts.conf“ v adresáři  instalace webového serveru Apache. Nastavení z tohoto 
souboru se však projeví jen tehdy, když je používání virtual hostů povoleno v hlavním 
konfiguračním  souboru  Apache  „httpd.conf“.  Pro  správnou  funkci  virtual  hostů 
v operačním  systému  MS  Windows  je  potřeba  upravit  soubor 
„/windows/system32/drivers/etc/hosts“  a  přidat  dalšího  hostitele  –  v mém  případě 
„adminsys“, který se bude směrovat na adresu lokálního počítače, tj 127.0.0.1.





Kód 9-12 Nastavení - httpd.conf
# Virtual hosts
Include conf/extra/httpd-vhosts.conf
Kód 9-13 Nastavení - etc/hosts
127.0.0.1 adminsys
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Je  třeba  mít  na  paměti,  že  k projevení  změn  v konfiguračních  souborech  je  třeba 
restartovat službu Apache.
Mysql
Instalátor databázového serveru MySQL má velmi schopný kofigurátor, díky kterému 
není potřeba nastavovat konfiguraci ručním přepisem konfiguračního souboru. Důležitá 
nastavení pro správný chod aplikace jsou tyto:
Znaková  sada aplikace,  i  dat  ukládaných  do  databáze  jsou  z důvodu  kompatibility 
kódovány v UTF-8.
INNODB je  ukládací  engine,  který  obsahuje  například  podporu  cizích  klíčů,  které 
aplikace využívá. Je jej tedy potřeba zvolit jako výchozí ukládací engine.
Login je třeba nastavit jméno a heslo pro přístup do databáze. Tyto údaje bude v dalších 
krocích potřeba zadat při nastavování webové aplikace.
Po nastavení databáze je potřeba založit databázi, se kterou bude aplikace – databázový 
systém pracovat. Nazval jsem ji stejně jako projekt – „adminsys“.
