Form generation or morphogenesis is one of the main stages of both artificial and natural development. This paper provides results from experiments in which a genetic algorithm (GA) was used to evolve cellular automata (CA) to produce predefined 2D and 3D shapes. The GA worked by evolving the CA rule table and the number of iterations that the model was to run. After the final chromosomes were obtained for all shapes, the CA model was allowed to run starting with a single cell in the middle of the lattice until the allowed number of iterations was reached and a shape was formed. In all cases, mean fitness values of evolved chromosomes were above 80%.
INTRODUCTION
Computational Development is the study of artificial models of cellular development, with the objective of understanding how complex structures and forms can emerge from a few initial cells [3] . One of the crucial stages of an organism's development is that of form generation or morphogenesis, where the fundamental layout of the individual is to be defined. Self-organization plays a central role in shape formation, since within individual cells there exists no preconceived blueprint specifying how to construct a shape. Shapes emerge mainly from the local interaction of cells.
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Copyright is held by the author/owner. GECCO'06, July 8-12, 2006, Seattle, Washington, USA. ACM 1-59593-186-4/06/0007. Cellular automata (CA) have previously been used to study shape formation, as they provide an excellent framework for modeling local interactions that give rise to emergent properties in complex systems [2] . On the other hand, genetic algorithms (GAs) have been extensively used in the past in a wide range of applications, and in particular they have previously been used to evolve CA to perform specific tasks [1, 2, 4] . In this paper we describe research on using GAs to evolve CA to create predefined 2D and 3D shapes.
CELLULAR AUTOMATA
Two different regular lattices were studied, a 2D (33 × 33) and a 3D (17 × 17 × 17) lattice. The set of cell states was defined as Σ = {0, 1}, where 0 means an empty cell and 1 an occupied or active cell. The three different interaction neighborhood templates η considered are presented in Figure 1. The CA's rule φ was defined as a lookup table that determined, for each local neighborhood, the state (empty, occupied) of the objective cell at the next time step [4] . For a binary-state CA, these update states are termed the rule table's "output bits". The lookup table input was defined by the binary state value of cells in the local interaction neighborhood η0η1...ηn. Starting with an active cell in the middle of the lattice, the CA algorithm was applied allowing active cells to reproduce according to the CA rule table and until the indicated number of iterations was attained. Asynchronous updating of cells was chosen for the CA implementation. During an iteration of the CA algorithm, the order of reproduction of active cells was randomly selected. 
GENETIC ALGORITHM
The GA uses tournament selection with mutation and single-point crossover as genetic operators. The initial population consisted of 500 binary chromosomes chosen at random. Tournaments were run with sets of 3 individuals randomly selected from the population. Crossover and mutation rates were 0.60 and 0.015, respectively. Finally, the number of generations was set at 50.
Chromosomes contained two fields: the control field, which coded for the number of steps that the CA algorithm was allowed to run, and the action field, representing the CA lookup table's output bits in lexicographical order of neighborhood. Fitness was defined as f = (ins − 1 2 outs)/des, where ins is the number of filled cells inside the desired shape, outs is the number of filled cells outside the desired shape, and des is the total number of cells inside the desired shape [2] . During the course of a GA experiment, each chromosome produced in a generation was fed to the corresponding CA model, which was allowed to run for as many iterations as indicated in the chromosome's control field. Fitness was evaluated after the model stopped and a shape was formed. This process continued until the maximum number of generations was reached and then the individual with the highest fitness value was selected.
RESULTS
The GA was used to evolve the lookup table and the number of iterations for the desired shapes. Starting with one active cell in the middle of the CA lattice, cells were allowed to reproduce using the lookup table found by the GA and for as many iterations as indicated in the chromosome's control field. Since the CA algorithm uses asynchronous updating with the order of reproduction of cells randomly selected, a particular shape and fitness can slightly change on different runs of the CA algorithm for the same chromosome. For this reason, fitness mean and standard deviation from 100 runs of the CA algorithm are reported for all final chromosomes. The desired shapes and the evolved 3D shapes are presented in Figure 3 . As in the 2D case, cells outside the desired shape are shown in light gray. Fitness mean (x) and standard deviation (σ) from 100 runs of the CA algorithm, and the evolved number of iterations (i) are also presented. 
CONCLUSIONS
In general, the framework used proved to be suitable for modeling simple shapes, but more work is needed to explore shape formation of more complex forms, both in 2D and 3D. It is also desirable to study shape formation using a more elaborate model, such as that provided by genetic regulatory networks. Furthermore, in order to build a more accurate model of the development process, interaction with the environment and other artificial organisms is necessary.
The long-term goal of this work is to study the emergent properties of the artificial development process. It can be envisioned that one day it will be feasible to build highly complex structures arising mainly from the interaction of myriads of simpler entities.
