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In the early days of the field there was considerable optimism about the near-term prospects for constructing
artificially intelligent systems. In 1957, Herbert Simon said “there are now in the world machines that think, that learn
and that create”, and “in a visible future . . . the range of problems they can handle will be coextensive with the range
to which the human mind has been applied” [6]. There is also the rumor that sometime in the mid-sixties an MIT
undergrad was tasked with solving the object recognition problem as a summer project [1]. What we’ve learned since
then is that the AI problem in its entirety and many of its subproblems are indescribably hard.
Nevertheless, there have been some stunning successes, such as IBM’s Deep Blue that plays chess as well as
the best human players. However, these successes are always obtained in restricted domains that are by no means
“coextensive with the range to which the human mind has been applied”. As Drew McDermott said, “Deep Blue is
unintelligent because it is so narrow. It can win a chess game, but it can’t recognize, much less pick up, a chess piece.
It can’t even carry on a conversation about the game it just won. Since the essence of intelligence would seem to
be breadth, or the ability to react creatively to a wide variety of situations, it’s hard to credit Deep Blue with much
intelligence” [4].
The contribution of Marcus Hutter’s book “Universal Artificial Intelligence” is a model, called AIXI, that is im-
mune to criticisms such as McDermott’s. The primary claim of the book is that AIXI is universally optimal. AIXI is
universal because, regardless of the environment in which AIXI operates, it can “solve any solvable problem and learn
any learnable task”. In machine learning terms, AIXI has no parameters and is unbiased. It is optimal because there is
no system that solves problems or learns tasks faster, i.e., with fewer interactions with the environment. The status of
the claims to universality and to optimality in the book are different. Proofs of universality are offered, but support for
the claim of optimality is less formally conclusive. In Hutter’s own words, “we expect AIXI to be universally optimal”
(italics not in the original). The book contains many results that are of interest independent of AIXI, particularly in
Chapter 3 and the second half of Chapter 5, but reviewing these would take us too far afield.
Regardless of whether you are a card-carrying member of the Church of Strong AI, or you adhere to some other
religion that argues for the impossibility of the existence of genuinely intelligent artificial systems, most people would
treat claims such as these with a healthy dose of skepticism. Indeed, most people who make such claims are crackpots.
But Marcus Hutter is by no means a crackpot. He has Ph.D. degrees in both Physics and Computer Science, a long
list of publications, and a Kolmogorov medal. He is clearly passionate about the field of Artificial Intelligence, and
sanguine about the prospects for solving The AI Problem soon. His web page says “I’m interested in problems on the
boundary between science and philosophy which have a chance of being solved in my expected lifetime, especially
Artificial Intelligence”.
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tant. Proceeds from the sale of his book are being used to fund cash prizes for solving some of the problems it leaves
open. For example, you can earn 500 Euros for constructing a universal semimeasure with posterior convergence for
all Martin–Löf random sequences. He is also offering up to 50,000 Euros for anyone who can compress a 100 MB
subset of Wikipedia to less than 18 MB, which is the current record. Hutter claims that the abilities to compress well
and to act intelligently are closely related, and the prize is meant to spur work that will shed light on the validity of
that claim.
Before discussing the provocative ideas contained in the book, a few words on the text of the book are warranted.
First, Hutter is very careful to both state his assumptions and point out the limitations of AIXI. Regardless of how
outlandish the main claim of the book may sound (i.e., that AIXI is universally optimal), we believe that within the
context of his assumptions the claim is justified, with the caveat that one of AIXI’s limitations will be unacceptable to
many. Rather than reveal that limitation now and poison the well, we’ll allow the reader to make up their own mind
once they understand what Hutter has done.
The second thing potential readers of the book should know is that it is exceptionally dense. On many of the book’s
pages there are fewer words than mathematical formulas. Such rigor is necessary to back up such strong claims, but
anyone who is not an expert in both algorithmic information theory and sequential decision theory will find the text
to be very rough going. This is especially true of the introduction, which is typically a place where readers can get
the main ideas without diving into the details. Hutter says the following of his introduction. “This Chapter represents
a short tour through the book. It is not meant as a gentle introduction for novices, but as a condensed presentation
of the most important concepts and results of the book”. We fear that Hutter’s exciting ideas will not reach as broad
an audience as they deserve simply because their presentation asks too much of the reader. That said, we now turn to
what we hope is an intuitive explanation of the core content of the book.
1. Universal sequence prediction
For those familiar with the work of Ray Solomonoff, one way to characterize what Hutter has done is to say that
what Solomonoff did for the problem of induction, Hutter has done for the problem of sequential decision making.
For those unfamiliar with that work, read on.
Suppose you are trying to predict something, like the weather or the stock market. You have access to historical
data and want to predict as accurately as possible whether it will be sunny tomorrow, or whether the market will close
up or down tomorrow. Now imagine encoding the historical data as a bit string, and that the system producing the data
is doing so according to probability distribution μ(x), which is the probability that the observed bit string starts with
string x. Given that you’ve observed x, what is the best prediction for the next bit that will appear? If μ is known, you
can compute p(0|x) as μ(0x)/μ(x), and likewise for p(1|x).
But what if μ is unknown? William of Ockham said you should use the simplest model that is consistent with
the data. Epicurus said you should use all of the models that are consistent with the data. And David Hume said you
should find something else to do with your time, because there is no rational basis for induction [2]. Fortunately,
Solomonoff didn’t listen to Hume, and he invented the universal prior [7,8]. Let p be a program of length l(p) and U
be a universal Turing machine.1 Let U(p) = x∗ denote the fact that when U runs program p the output produced by





That is, to compute M(x) one must enumerate all programs p that, when run on a universal Turing machine, produce
output that starts with x.
Note that M(x) is similar to μ(x). Both assign probabilities to string prefixes. Whereas μ in some sense defines
the environment producing the strings, M assigns probabilities based on the output of literally random programs. If
a program p produces output that starts with x, that program contributes to M(x). The amount that it contributes is
1 To be precise, we should say that U is a universal monotone Turing machine. However, we will sacrifice some precision in the remainder of
this review in an effort to convey intuitions more effectively.
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output starting with x, then M(x) will be large, making William of Ockham happy. Even if there are very complex
(i.e., long) programs that produce output starting with x, they get to contribute to M(x), albeit to a much smaller
degree, making Epicurus happy.
Why should anyone other than William of Ockham and Epicurus care about M(x)? Because, regardless of what
distribution, μ, governs the environment, as the length of x grows, M(x) converges to μ(x). That is, with absolutely
no prior knowledge (i.e., no bias) about μ, using M is eventually as good as using μ to make predictions. It is in this
sense that Solomonoff’s prior is universal. In fact, it can be shown that convergence is rapid and that loss bounds are
tight.
Those familiar with the various “no free lunch” (NFL) theorems in machine learning [11] and optimization [12]
may be skeptical of any claims to universality, including those of Solomonoff and Hutter. NFL theorems are invariably
based on the assumption that the domain in which one is trying to learn can be computing any function. Algorithmic
complexity suggests that domains characterized by long programs are uninteresting because they contain little struc-
ture about which one can learn. For example, consider two programs, one that produces a string of one million zeroes
and another that produces a string of one million truly random bits. The former program is clearly much smaller
than the latter, and thus the output of the former is easier to predict than the output of the latter. By analogy, those
in the camp of William of Ockham, and thus the camps of Solomonoff and Hutter, would argue that any domain
for which l(p), the length of the program the domain is “running”, is large is uninteresting from a learning stand-
point precisely because it contains little structure, and the universal prior does the right thing by assigning it little
weight.
Given the above results, why is anyone still working on induction? For the simple reason that M(x) is not com-
putable because it involves determining which programs, out of all possible programs, cause a universal Turing
machine to produce output that starts with a given string. This will be the fly in Hutter’s ointment as well.
2. Universal sequential decisions
Rather than being interested in sequential prediction problems, Hutter is interested in sequential decision prob-
lems. Given an agent that at time t can take action yt ∈ Y which has some effect on the environment and results in
observation xt ∈ X and scalar reward rt ∈ [0, rmax], the goal of the agent is to learn to choose actions that maximize
future rewards. A typical assumption in such cases is that the environment is Markovian, that the effects of the agent’s
actions depend only on the state of the environment at time t , not on the state at any earlier times. In contrast, Hutter
is interested in real-world, partially observable, non-Markovian environments, where the effects of the agent’s actions
can depend on past states of the environment. This means that the agent’s policy, which is used to choose actions based
on observations, must also depend on arbitrarily old observations which convey some information about arbitrarily
old states of the environment.
Furthermore, Hutter does not need to assume that the probability distributions governing observations and rewards
are known. He deals with this lack of knowledge, which is typical of real-world domains, in precisely the same way
that Solomonoff dealt with the problem of unknown μ for sequence prediction. Assume each observation, xt , includes
both the standard things one might observe, such as values produced by sensors at time t , and the reward received
at time t . Let q be an environment—a program—that takes as input a string of actions, y, and produces as output a
string of observations, x, that includes rewards. When this holds for a particular q , y, and x we write q(y) = x. The





The symbol ξ is the Greek character xi, thus, apparently, the name AIXI.
Note the parallels between ξ and M . Observation sequences that can be explained by simple environments (i.e., can
be produced by short programs given the action sequence) have high probability. More importantly, Hutter proves that
as the length of the action/observation sequence tends to infinity, ξ converges to μ, the true but unknown distribution
governing the behavior of the environment. Unfortunately, the parallels also include the fact that ξ is not computable,
though we will return to the issue of computability at the end of this review.
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is to develop an algorithm for finding the optimal policy, the one that maximizes future rewards. In cases where this
maximization is restricted to a finite horizon into the future, e.g., the next k actions, there is a simple algorithm for
finding the optimal policy—enumerate all action sequences of length k and use ξ to compute their expected value, i.e.,
the one with the maximum expected reward. The action that starts the maximizing sequence is taken, and the process
repeats. The problem with this approach is that it is horrifically computationally expensive.
To address this problem, Hutter introduces a general problem-solving algorithm, denoted Mp∗. Let p∗ be an algo-
rithm that computes p∗(x) for input x. In our case, p∗ could be the brute force approach to computing the best next
action given the history of past actions and observations. Given p∗, x, and  ∈ (0, 12 ), Mp∗ provably computes p∗(x)
in time that is asymptotically only a factor of 1 +  slower than the fastest algorithm for computing p∗, despite the
fact that this fastest algorithm is unknown. The two questions that immediately come to mind are: How does Mp∗
work? And where’s the catch? We answer both questions below.
Given that p∗ and x are inputs to the algorithm, one thing that the algorithm does is start computing p∗(x). In
parallel, it enumerates proofs in a formal language (e.g., first-order logic) from shortest to longest, and checks to see
if any of these proofs establish that there is some other algorithm p with running time t that computes the same thing
as p∗. Each time such a proof is found, the pair (p, t) gets added to a list. A third parallel thread runs through the
items in this list and, for each (p, t) pair, computes t (x), which is the amount of time it will take p to compute p(x).
If t (x) is smaller than the remaining time required by p∗ to compute p∗(x), then the computation of the first thread is
stopped, p∗ is replaced by p, the first thread is restarted, this time computing p(x), and the entire process continues.
The fraction of “CPU time” devoted to searching for proofs of the existence of other algorithms for computing p∗
is , as is the fraction devoted to computing t (x) for all (p, t) pairs in the list. That leaves a fraction of 1 − 2 for
computing p∗(x) using the fastest algorithm found so far.
By construction, Mp∗(x) computes the same function as p∗(x), and Theorem 7.1 of Hutter’s book establishes that
this algorithm is slower than the fastest algorithm for computing p∗(x) by a modest multiplicative factor of 1 + .
The problem, as Hutter points out, is that there is a lower order term, an additive constant, in the run-time complexity
of Mp∗(x) that is exponential in the length of the proof that p′ computes the same thing as p∗, where p′ is the
fastest such algorithm. Despite the fact that Theorem 7.2 asserts that “the most efficient program for computing some
function f is also among the shortest programs provably computing f ”, unless the proofs involved in establishing
the running time and correctness of the most efficient algorithm are not more than a few bits long, Mp∗ is completely
impractical.
Though Mp∗ may be impractical, it is computable. Recall that this is not the case with ξ , which is Hutter’s ap-
proximation to the true probability distribution governing the behavior of the environment and is required to find an
optimal policy. The final major contribution of the book is AIXIt l , a version of the full AIXI model (i.e., ξ and Mp∗)
that is computable. The assumption required to make AIXIt l computable is that we, the AI community, are seeking a
program that runs on a computer (a real, physical computer with bounded memory) and makes intelligent decisions in
a reasonable amount of time. Suppose your computer has l bits of memory, and you think that this intelligent program
should react to changes in the environment in no more than t units of time. AIXIt l enumerates all programs for choos-
ing actions based on observations that are no more than l bits long, require no more than t time steps to choose an
action, and for which there exist proofs that bound the future rewards the program will obtain. The best such program
is allowed to specify the next action to take. This makes AIXIt l computable because programs that do not halt can be
terminated after t time steps. However, as with Mp∗, there is a large factor hidden inside the asymptotic analysis. In
this case, it is a multiplicative factor of 2l .
3. Conclusion
Many science fiction novels are based on the premise that an extraordinarily powerful computer is built that be-
comes intelligent. Such novels remind us of a cartoon we saw years ago in which the characters are pouring over a
list of three items. The first says “corner the market on athletic socks”, the third says “world domination”, and they’re
trying to figure out step 2. Ray Kurzweil has been making lists like that for years: (1) let Moore’s law work, (3) Arti-
ficial Intelligence. But what is step 2? Just because really fast hardware exists, it is not at all apparent what algorithm
should be run to endow that hardware with intelligence. We view Hutter’s contribution as providing an initial, formal
idea about what step 2 might be.
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putational complexity. He envisioned a world in which computational resources are not an issue and both asked and
answered the following two questions: How would I formally specify what it means to be universally and optimally in-
telligent? What algorithm(s) can be used to implement a universally optimal intelligent system? Just as Solomonoff’s
work on universal induction prompted decades of work by others, including computable and practical approxima-
tions to the universal prior (e.g., minimum message length [9], minimum description length [3], universal similarity
metrics [5], and context-tree weighting methods [10]), we expect the same to be true of Hutter’s work on universal
artificial intelligence.
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