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Abstrakt
Tato bakalářská práce se zabývá automatickou harmonizací melodie. Implemetovaný systém
využívá strojového učení, kdy se principy harmonie učí z databáze MIDI souborů. Vstupem
tohoto systému mohou být jednohlasé skladby ve formátu MIDI či v ABC notaci. Výstupem
jsou pak zharmonizované MIDI soubory ve stylu protestantského chorálu.
Abstract
This bachaleor’s thesis is focused on an automatic harmonization of melody. The implemen-
ted system is using a machine learning approach and learning the harmony principles from
the database of MIDI files. The input of the system could be monophony songs in MIDI or
ABC format. The output of the system are polyphony songs in MIDI format harmonized
in the style of protestant chorale.
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Kapitola 1
Úvod
Cílem této práce je vytvoření systému pro automatickou harmonizaci melodie, který se prin-
cipy harmonizace naučí z databáze MIDI nahrávek. Ačkoliv dané téma zní od informačních
technologií poněkud odtrženě, počítačoví odborníci zabývající se hudbou tento problém řeší
již řadu let a neustále se snaží najít nový a lepší způsob, jak k tomuto úkolu přistoupit.
Takto vytvořený systém pravděpodobně nebude dosahovat kvalit světoznámých skla-
datelů, ale aspoň se jim můžeme zkusit co nejvíce přiblížit. Harmonizace melodie totiž
kromě potřebných znalostí vyžaduje také invenci a hudební cit. Můžeme proto očekávat, že
se systém při harmonizaci bude dopouštět menších či větších chyb. Musíme si však uvědo-
mit, že tak tvůrčí činnost jako je harmonizace, nelze plně zautomatizovat, a proto se s tímto
faktem budeme muset smířit.
V zásadě by však celková harmonizace skladeb těmito systémy, aspoň podle výsledků
vědců, měla být uspokojivá a do jisté míry použitelná v praxi. Takovýto systém pak může
být užitečný pro hudební amatéry, kteří by si rádi ke svým oblíbeným melodiím dotvořili
harmonický doprovod, ale vzhledem ke svým nízkým hudebním znalostem toho nejsou
schopni.
Vstupem mého programu může být jednohlasá melodie obsažená v MIDI souboru nebo
v textové formě v ABC notaci [5]. Výstupem programu je pak MIDI soubor doplněný
o příslušné akordy, dále textová reprezentace toho souboru v ABC notaci [5] a její notový
zápis ve formátu postscript. Tyto výstupy činí z programu velmi užitečný nástroj, zvláště
pak MIDI výstup, který můžeme zpracovávat dále nejrůznějšími nástroji.
V první kapitole práce stručně nastíním pojem harmonie, její počátky a naznačím
také zákonitosti, které se při harmonizaci musí dodržovat. Zvolený přístup k harmonizaci
tyto znalosti ale nevyžaduje. Danou problematiku uvádím spíše ilustrativně, abychom si
uvědomili, jaká úskalí s sebou harmonizace nese a s čím vším se vyvíjený systém bude
muset vypořádat.
V kapitole 2 zmíním některé přístupy k harmonizaci, se kterými jsem se v rámci studia
této problematiky seznámil, a objasním jejich principy.
Kapitola 3 se zabývá výběrem vhodného způsobu harmonizace a také trénovacích dat.
Kapitola 4 nás seznámí s nástroji, které byly zvoleny pro přípravu dat a trénování
harmonizačního modelu. Stručně je také naznačeno, jak budou využity a s jakými vstupy
a výstupy pracují.
Kapitole 5 popisuje zvolené atributy pro trénování systému včetně jejich vhodné re-
prezentace.
Kapitola 6 obsahuje návrh systému. Nejprve jsou zde uvedeny předpoklady, se kterými
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se při návrhu počítá. Poté je vysvětleno, jak celý systém funguje, jakými fázemi systém
prochází a co všechno jednotlivé fáze obnáší.
Kapitola 7 se věnuje samotné implementaci systému. Obsahuje volbu programovacího
jazyka a podrobný popis pomocných skriptů určených pro přípravu trénovacích i testovacích
dat a pro vytvoření MIDI výstupu. U některých skriptů jsou také uvedeny ukázky jejich
výstupu.
Kapitola 8 se zabývá testováním vytvořeného systému. Popisuje princip zvoleného typu
testování a dále jsou zde komentovány výsledky testovacího skriptu, s jehož využitím se
snažím nalézt vhodné atributy, algoritmy a jejich metriky pro trénování systému, tak aby
jeho úspěšnost byla co možná největší.
V kapitole 9 stručně shrnu výsledky vytvořeného systému. Naznačím jeho další možné
rozšíření a uvedu také přínosy této práce.
Příloha obsahuje návod k použití harmonizačního systému a také ukázky jeho výstupů
v podobě notového zápisu.
4
Kapitola 2
Harmonie
Harmonie je nauka o akordech a o jejich spojování. Jako taková spadá do hudebního slohu
homofonie, kde je vždy jeden hlas hlavní (soprán) a ostatní jsou hlasy (alt, tenor a bas)
jsou vedlejší. Tyto vedlejší hlasy pak vytváří akordový doprovod.
V praxi se harmonie označuje jako vertikální aspekt hudby, kdy máme na mysli do-
provodné akordy, zatímco melodie bývá nazývána jako horizontální aspekt. Protikladem
k homofonii je starší hudební sloh polyfonie, který spojuje více samostatných melodií v je-
den celek, a zabývá se jím kontrapunkt [3].
Počátky harmonie, jak ji známe dnes, spadají do období baroka. Základy harmonie
položili ve svých teoretických spisech J. P. Rameau (1722) a J. J. Fux (1725). O další
rozvoj harmonie, ale především pak kontrapunktu se zasloužil J. S. Bach. Dokladem toho
je např. jeho mistrovské polyfonní dílo Umění fugy.
Harmonie během svého historického vývoje prošla celou řadou změň. Nakonec se vy-
vinula také moderní harmonie, která je od té klasické zcela odlišná a využívá nové a pro
většinu posluchačů nezvyklé techniky.
Harmonizace není zcela triviální záležitost. Pro výuku harmonie je nezbytné mít dů-
kladné znalosti v oblasti hudební nauky a teprve poté se může začít s jejími základy. Proto
se také harmonie vyučuje až na konzervatořích a následně se nabyté vědomosti rozvíjejí
ještě v nauce o kontrapunktu. Odtud lze také pochopit, proč jsou neustále vyvíjeny snahy
tuto činnost zautomatizovat.
2.1 Principy harmonizace
Harmonizace melodie je vlastně vyhledávání latentní neboli skryté harmonie, kterou me-
lodie obsahuje [3]. Jedná se tedy o nalezení posloupnosti akordů včetně jejich vhodného
propojení a to tak, aby nebylo porušeno žádné z pravidel harmonie. Dodržením všech pra-
videl dosáhneme toho, že vytvořený doprovod bude v souladu s melodií a skladba bude mít
přirozený průběh (viz. závěry v [3]).
Pro harmonizaci je nejdůležitější určení tóniny, ve které se harmonizovaná skladba
nachází (tedy jestli je skladba např. v C dur nebo a moll apod.). Podle tóniny můžeme
následně určit základní tón (tóniku), která se využije pro odvození typů akordů zvolených
pro jednotlivé tóny melodie.
Akordů existuje velké množství. Jsou to např. kvintakord a jeho obraty (sextakord a
kvartsextakord), septakordy a mnoho dalších akordů včetně jejich obratů. Tóny obsažené
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v jednotlivých akordech jsou následně určeny stupněm, na kterém je akord postaven a
tóninou skladby.
Pro každé dva typy sousedních akordů poté platí pravidla, jak je v souladu se záko-
nitostmi harmonie vhodně spojovat a které tóny se případně při jejich spojování mohou
zdvojovat a které naopak nikoliv.
Abychom si udělali o těchto pravidlech větší představu, uvedu zde základní pravidlo
z učebnice harmonie Jaroslava Kofroně [3] o přísném spojování příbuzných kvintakordů
(sousední akordy mají aspoň jeden společný tón).
Přísné spojení příbuzných kvintakordů
1. nejdříve si podle vzdálenosti základních tónů zjistíme, o jakou příbuznost jde a kolik
bude příbuzných tónů;
2. pak si vyjmenujeme oba spojované akordy a vytkneme společné tóny;
3. společné tóny zadržíme v témže hlase a
4. zjistíme, které tóny nám ještě chybí a vedeme zbývající hlasy nejkratším směrem
k těmto tónům.
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Kapitola 3
Předešlé práce
Abych mohl systém pro harmonizaci vůbec navrhnout a posléze implementovat, musel jsem
se s tímto tématem důkladně seznámit. Na počátku jsem neměl vůbec žádnou představu,
jak se k tomuto problému postavit, ale to se naštěstí postupně při studiu nejrůznějších
článků měnilo.
Velkou nevýhodou bylo, že přístupů k harmonizaci je opravdu hodně. Většina článků
byla navíc spíše teoretických a postrádaly konkrétnější návody. Musel jsem tedy vybírat jen
ty, které by mi mohly být přínosem.
Tato část celé práce byla časově nejnáročnější, ale věnovat jí tolik času bylo nezbytné.
Z velkého množství prostudované literatury zde uvádím pouze dvě práce (přístupy) mezi,
kterými jsem se pro můj systém rozhodoval.
3.1 Systém využívající skryté Markovovy modely
S tímto přístupem jsem se seznámil v diplomové práci Allana Moraya [4]. Výhodou použití
skrytých Markovových modelů je bezpochyby jejich schopnost plánovat, což vede k nalezení
globálně nejpravděpodobnější sekvence stavů. To má za následek, že systém s jejich použitím
dokáže vytvářet vhodné kadence, tedy harmonicky přirozené ukončení skladeb.
Skrytý Markovovův model lze srovnávat s konečným automatem. Má také zadanou
množinu stavů, do kterých se může v průběhu výpočtu dostat. Přechodová funkce je však
tvořena maticí přechodu a množina koncových stavů je nahrazena maticí pravděpodobnosti
generovaných vzorů [10].
Aby bylo možné skryté Markovovy modely použít pro generování harmonie, s notami
melodie se musí pracovat jako s pozorovanými stavy a s harmonickými symboly (označuje
typ akordu např. D7) jako se skrytými stavy.
Ona tížená globálně nejpravděpodobnější sekvence stavů se pak získá s využitím Vi-
terbiho algoritmu. Kromě tohoto algoritmu lze ještě použít tzv. sampling metodu, která
náhodně vybírá stavy z rozložení pravděpodobností stavů modelu a umožňuje tak generovat
méně pravděpodobné sekvence stavů originálnějším způsobem. To ve finále může způsobit,
že generovaná harmonie pomocí sampling metody nemusí působit až tak předvídatelně jako
při použití Viterbiho algoritmu.
Allan Moray [4] úkol harmonizace rozdělil na několik podproblémů, které se řešily
postupně. Tímto způsobem pak dosáhl lepších výsledků, než kdyby použil jeden model,
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který by řešil vše sám. Předpokladem pro daný postup je, že výstupy z každého vyřešeného
podproblému negativně neovlivní výslednou kvalitu harmonie.
Při návrhu systému bral v úvahu, že pro skladby v durových a mollových tóninách
platí odlišná harmonická pravidla. Proto pro harmonizaci vytvořil modely dva, kdy jeden
harmonizuje durové skladby a druhý mollové. Každý z těchto modelů se navíc skládal z ná-
sledujících částí: harmonizační jádro (harmonic skeleton), jádro pro tvorbu akordů (chord
skeleton) a jádro pro zdobení hlasů harmonického doprovodu (ornamentation). Poslední
zmíněné jádro však není pro harmonizaci podmínkou.
Všechny tyto součásti každého modelu využívají skryté Markovovy modely a jejich
funkčnost je popsána níže.
Harmonizační jádro
Každou základní dobu v melodii označí harmonickým symbolem, přičemž s notami melodie
se zachází jako s pozorovanými stavy a s harmonickými symboly jako se skrytými.
Jádro pro tvorbu akordů
Každou základní dobu v melodii doplní o 3 noty (hlasy) tak, aby byly slučitelné s harmo-
nickými symboly, které určilo harmonizační jádro. S harmonizačními symboly se v tomto
případě zachází jako s pozorovanými stavy a s trojicemi tónů reprezentující akordy jako se
stavy skrytými.
Jádro pro zdobení hlasů harmonického doprovodu
Jednotlivé hlasy harmonického doprovodu zdobí tím způsobem, že každý z nich obohacuje
o nové tóny a u všech tónů každého hlasu mění jejich délky trvání (tzv. figurující chorál).
Toto provádí v souladu s trénovacími daty, což umožňuje lépe napodobit styl autora, na
jehož skladbách se systém trénoval.
Tato technika je poněkud složitá. Vyžaduje použití skrytého Markovova modelu pro
každý hlas harmonického doprovodu zvlášť. Navíc se jí zvýší velikost modelu a aby bylo
možné takový model natrénovat, potřebovali bychom většího množství trénovacích dat, než
kdybychom tuto techniku nepoužili.
3.2 Systém založený na stromových metodách
Systém na tomto principu postavil v rámci své bakalářské práce Alex Chilvers [1]. Stro-
mové metody stejně jako skryté Markovovy modely patří do strojové učení, které má široké
uplatnění. Využívá se např. v biomedicínské informatice, v rozpoznávání řeči, psaného textu
apod.
Jak je vidět s úspěchem lze použít i pro harmonizaci melodie. Existuje více typů stro-
jového učení a konkrétně v této práci se jednalo o učení s učitelem (supervised learning) a
ještě přesněji o učení z instancí (instance based learning).
U tohoto typu učení jde o to, že systém se učí z množiny správně oklasifikovaných
instancí. Instance jsou složeny z vektoru n atributů a klasifikace. Při učení se všechny
tyto instance ukládají do paměti. Úkolem klasifikace je pak pro každou testovací instanci
(neobsahuje klasifikaci) nalézt nejpodobnější trénovací instanci a přiřadit jí její klasifikaci.
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To jaká klasifikace bude testovací instanci přiřazena, respektive do jaké třídy se zařadí
určuje algoritmus k-nejbližších sousedů [2].
Algoritmus k-nejbližších sousedů
Tento algoritmus funguje tím způsobem, že ve fázi učení předzpracuje trénovací množinu
tak, aby všechny příznaky měly střední hodnotu 0 a rozptyl 1 – to umístí všechny prvky
trénovací množiny do některého místa v n-rozměrném prostoru.
Dotazovaný prvek ve fázi klasifikace poté umístí do stejného prostoru a najde vůči
němu k nejbližších sousedů. Objekt pak klasifikuje do té třídy, do které patří většina z těchto
nejbližších sousedů.
Pokud je navíc k = 1, jedná se o speciální případ, metodu nejbližšího souseda [6].
Abych princip a problematiku klasifikace lépe přiblížil i nezasvěceným čtenářům uvedu
na ni krátký příklad.
Příklad na klasifikaci
Představme si, že máme k dispozici následující tabulku 3.1, která nás informuje o tom, zda
se za dané předpovědi počasí, teploty, vlhkosti a větru hrál zápas v tenise či nikoliv.
předpověď počasí teplota vlhkost vítr hrát zápas
slunečno teplo vysoká slabý ne
slunečno teplo vysoká silný ne
zataženo teplo vysoká slabý ano
deštivo mírně vysoká slabý ano
deštivo chladno normální slabý ano
deštivo chladno normální silný ne
zataženo chladno normální silný ano
slunečno mírně vysoká slabý ne
Tabulka 3.1: Tabulka informující nás o tom, zda se za dané předpovědi počasí a povětrnost-
ních podmínkách hrál zápas v tenise.
Hodnoty sloupců 1 až 4 v každém řádku označují atributy a hodnota ve sloupci po-
sledním je jejich klasifikací. Pokud bychom měli tedy na základě těchto údajů určit, zda se
bude moci pro konkrétní hodnoty jednotlivých atributů (např. zataženo, mírně, normální,
slabý) hrát zápas v tenise, stáli bychom před problémem klasifikace.
Ač se nastíněný problém může zdát jednoduchý a řešitelný i bez klasifikačních algo-
ritmů, v praxi by to bez jejich použití již nešlo. Reálné atributy totiž mají desítky i stovky
hodnot, čímž se celý problém velmi komplikuje [12].
Jak je vidět z daného příkladu, účinnost trénování závisí kromě vhodně zvolených
atributů také na jejich reprezentaci. Alex Chilvers [1] se oběma tématy ve své práci podrobně
zabýval a pro trénování svého harmonizačního systému vybral následující atributy.
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Lokální atributy
Jsou to atributy, které se vztahují k aktuálnímu tónu sopránu a pro každý jeho další tón
musí být znovu určeny. Z hlediska harmonie budou mít větší důležitost než globální.
Mezi tyto atributy byla vybrána aktuální výška tónu sopránu a výšky předcházejících
a následujících tónů sopránu (vzhledem k aktuálnímu tónu sopránu). To je velmi rozumné,
protože relativní výška sousedních tónů určitě ovlivňuje použité akordy pro harmonizaci i
jejich typ spojení.
Dalšími zvolenými atributy byly délka aktuálního tónu sopránu, délky předcházejících a
následujících tónů sopránu, vzdálenost aktuálního tónu sopránu vzhledem k předchozímu a
následujícímu taktu (určená počtem not a jejich délek mezi notou sopránu a daným taktem)
a pozice aktuálního tónu sopránu ve skladbě (podíl aktuálního čísla taktu a celkového počtu
taktů skladby).
Globální atributy
Tyto atributy jsou platné pro celou skladbu a nemění se. Byly sem zařazeny takt a tónorod,
který určuje, zda je skladba v dur nebo v moll. Zavedení těchto rysů je rovněž pochopitelné,
jelikož pro skladby v dur a v moll platí odlišné zákonitosti.
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Kapitola 4
Volba způsobu harmonizace a
trénovacích dat
4.1 Zvolený způsob harmonizace
Nejprve jsem svůj harmonizační systém chtěl postavit podle Allana Moraya [4], ale v pří-
pravné fázi jsem od něj nakonec ustoupil. Problém byl především v tom, že jsem nenalezl
vhodný program, který by mi poskytnul podrobnou harmonickou analýzu (posloupnost
akordů ve skladbě). Bez dané analýzy by totiž nebylo možné postavit harmonizační jádro.
Pokud bych použil nástroj umožňující jednodušší harmonickou analýzu, výsledná harmoni-
zace by zcela určitě byla provedena neuspokojivě.
Zvolil jsem tedy přístup Alexe Chilverse [1], který podle něj, dosahoval dokonce lepších
výsledků. U toho přístupu jsem neshledával žádné komplikace a podařilo se mně pro něj
nalézt také vhodné nástroje. Systém není navíc tak komplikovaný a narozdíl od přístupu
Allana Moraya [4] zde stačí vytvořit pouze jeden model a to jak pro skladby durové tak
mollové.
Tento přístup spočívá především v přípravě trénovacích dat pro nástroj umožňující
strojové učení. S použitím tohoto nástroje se trénováním vytvoří model, který se jednorázově
použije pro harmonizaci. Úspěch harmonizace pak především závisí na vhodně zvolených
atributech, které se pro trénování modelu využijí. Prvotním klíčem k úspěchu je pak zvolení
vhodných trénovacích dat.
4.2 Trénovací data
Po vzoru předchozích prací zabývajících se automatickou harmonizací melodie jsem jako
trénovací data pro můj systém zvolil Bachovy chorály. Původně se jednalo o jednohlasé
liturgické zpěvy protestantské církve, jež měly různé autory. Sám Bach však žádný z těchto
chorálů nenapsal. Tyto chorály jsou mu přisuzovány, jelikož k nim doplnil další hlasy a
tím je vlastně zharmonizoval. Velký počet těchto chorálů a fakt, že splňují pravidla kla-
sické harmonie a naprostá většina z nich je čtyřhlasá, z nich činí ideální data pro učení se
harmonie.
Archiv o 390 chorálech ve formátu MIDI, který jsem použil pro trénování svého systému
lze nalézt na adrese http://www.jsbchorales.net/down/sets/jsb403.zip.
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Kapitola 5
Použité nástroje v systému
Zde stručně popíši nástroje, které jsem se rozhodl pro můj systém použít. Uvedu funkci
těchto programů. Dále ukáži vstupy, které tyto programy vyžadují a výstupy, které produ-
kují.
5.1 Melisma music analyzer
Nástroj Melisma music analyzer [8] jsem objevil jako doporučený k některým z dalších
námětů bakalářských prací zabývajících se hudbou. Je určen pro analýzu a extrakci nej-
různějších informací z hudebních dat reprezentovaných MIDI soubory či textovými soubory
obsahující seznam not.
Nástroj se skládá z několika samostatných programů, kdy každý je specializován na
určitou činnost. Z těchto programů se pak v praxi vytváří kolony, kdy výstup z jednoho
programu slouží jako vstup pro následující program. Mezi tyto programy patří: meter,
grouper, streamer, harmony, key a mftext.
Použité nástroje mftext a meter zde stručně přiblížím.
5.1.1 Program mftext
Slouží pouze pro převod MIDI souboru na seznam not (tzv. note list), který je jedním ze
vstupů zbývajících programů. Kromě seznamu not obsahuje výstup ještě hlavičku obsahující
podrobnější informace o skladbě. Pokud navíc ve zdrojovém souboru mftext.c na 19. řádku
nastavíme hodnotu globální proměnné verbose na 1, vypisovaná hlavička bude rozšířena
o další údaje.
Tyto údaje budou zcela určitě použity jako atributy dané skladby pro trénování har-
monizačního systému. Jedná se především o takt (hodnota Time signature) a dále pak
informace určující tóninu skladby (hodnoty sharp/flats a minor).
Jak je vidět z ukázky výstupu tohoto programu níže, seznam not má následující formát:
Note X Y Z. Kde Z značí výšku tónu (např. C = 60), X okamžik, ve kterém tón začne znít
a Y okamžik, kdy je tón ukončen (X a Y jsou dány počtem milisekund od začátku skladby).
Výstup programu mftext
Header format=1 ntrks=2 division=480
Track start
Time=0 Tempo, microseconds-per-MIDI-quarter-note=400000
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Time=0 Key signature, sharp/flats=1 minor=0
Time=0 Time signature=3/4 MIDI-clocks/click=18 32nd-notes/24-MIDI-clocks=8
Time=0 Meta Text, type=0x03 (Sequence/Track Name) leng=29
Text = <from test_midi/hatysvatyj.mid>
Time=18265 Meta event, end of track
Track end
Track start
Time=0 Meta Text, type=0x03 (Sequence/Track Name) leng=29
Text = <from test_midi/hatysvatyj.mid>
Time=0 Meta Text, type=0x01 (Text Event) leng=9
Text = < 1 sharps>
Time=0 Meta Text, type=0x01 (Text Event) leng=8
Text = < Track 0>
Time=0 Meta Text, type=0x01 (Text Event) leng=8
Text = < Track 1>
Time=0 Program, chan=1 program=0
Time=0 Key signature, sharp/flats=0 minor=0
Time=0 Meta Text, type=0x01 (Text Event) leng=9
Text = < 0 sharps>
Time=0 Meta Text, type=0x01 (Text Event) leng=8
Text = < Track 0>
Time=18265 Meta event, end of track
Track end
Note 0 399 67
Note 400 799 71
Note 800 1199 71
Note 1200 1599 71
Note 1600 1999 71
Note 2000 2399 69
Note 2400 2799 69
Note 2799 3199 67
Note 3599 3999 71
Note 4000 4399 74
5.1.2 Program meter
Nejprve jsem chtěl použít pro určení jednotlivých hlasů ve skladbě program harmony, který
má velmi pěkně zpracovaný grafický výstup. Ukázalo se však, že daná reprezentace není až
tak výhodná pro sousední akordy, které mají některé společné tóny. Rozhodl jsem se tedy
pro tento úkol použít program meter.
Tento program jakýmsi způsobem navzorkuje seznam not skladby a to tak, aby bylo
možné skladbu proložit pravidelným metrem, jehož hodnota by odpovídala délce nejkratší
noty ve skladbě.
Ono vzorkování si lze představit např. tak, že bychom hráli skladbu, kde nejkratší
nota by byla šestnáctinová, a snažili bychom se nastavit metrum na metronomu tak, aby
šestnáctinové notě odpovídal jeden tik metronomu. Metru pak v tomto případě odpovídá
absolutní hodnota z rozdílu prvních hodnot v řádcích začínajících slovem Beat, které po
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sobě následují (viz. ukázka výstupu níže). Tento údaj je uveden v milisekundách a ačkoliv
lze pozorovat, že dané rozdíly jsou různé, můžeme je vzhledem k malé jednotce považovat
za stejné.
Pro určení hlasů ve skladbě však bude potřeba určit, které všechny tóny zní v časech,
jež odpovídají násobkům délky trvání např. čtvrťové noty.
Tento způsob harmonické analýzy vychází z předpokladu, že akordy se převážně mění
s každou čtvrťovou notou, což jsem vypozoroval také poslechem několika chorálů. Pro zmí-
něný úkol však samotné metrum bez znalosti délky noty, jíž odpovídá, nemá žádného
využití. Tento údaj lze určit až ze znalosti počtu mikrosekund na jednu čtvrťovou notu
(údaj microseconds-per-MIDI-quarter-note v hlavičce výstupu programu mftext), kdy po-
díl této hodnoty a metra vychází přibližně 0.25, což odpovídá délce šestnáctinové noty
(délka čtvrťové noty odpovídá délce 4 šestnáctinových).
Abychom tedy mohli provést harmonickou analýzu např. pro každou čtvrťovou notu,
stačí vždy brát první hodnotu Beat na každém čtvrtém řádku a určit všechny tóny, které
v daném okamžiku zní. Samozřejmě by se mohl použít také zmíněný údaj o délce trvání
čtvrťové noty, ale výsledky by nebyly tak konzistentní s výstupem programu meter jako
v tomto případě.
Výstup programu meter
Beat 0 2
Beat 140 0
Beat 315 1
Beat 490 0
Beat 665 4
Beat 805 0
Beat 980 1
Beat 1120 0
Beat 1295 2
Note 0 665 52
Note 0 665 64
Note 0 665 68
Note 0 665 71
Note 665 1295 52
Note 665 1295 59
Note 665 980 66
Note 665 1295 71
Note 980 1295 68
5.2 Timbl
Timbl je zkratka anglického názvu Tilburg memory based learner [11]. Jedná se o nástroj,
který byl vyvinut především pro potřeby zpracování přirozeného jazyka. Pro trénování
harmonizačního systému jej použil Alex Chilvers [1] a v jeho práci jsem se s ním také prvně
seznámil.
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Funguje na principech strojového učení a má v sobě zabudováno hned několik algoritmů
klasifikace (IB1, IGTREE a dalších od nich odvozených), které se liší filozofií přístupu ke
klasifikaci, rychlostí a také paměťovou náročností. U algoritmů pak umožňuje použít různé
metriky (např. Overlap metric, Modiffied value metric apod.). Výhodou různých algoritmů
a metrik je, že je budeme moci vzájemně při testování systému porovnávat a nakonec vybrat
ty nejlepší.
Vedle zmíněných parametrů Timblu patří k jeho dalším výhodám také možnost auto-
matického testování úspěšnosti klasifikace, kdy podporuje dva způsoby testování. Jednak
je to tzv. křížová validace (bude vysvětlena v kapitole testování) a dálé testování, které se
provádí na trénovacích datech samotných.
V neposlední řadě je jeho velkým plus také snadné použití a velmi podrobně napsaná
dokumentace [2], která kromě popisu samotného ovládání obsahuje také teorii ke zmíněným
algoritmům a metrikám.
Navíc balík jeho zdrojových souborů obsahuje předpřipravené demo příklady, na kte-
rých si lze jeho použití vyzkoušet.
5.2.1 Vstupy a výstupy Timblu
Timbl podporuje více druhů formátů vstupů (liší se pouze ve způsobu oddělení atributů) a
standardně se formát pokouší určit z prvního řádku dat.
Ukázka vstupu ve formátu C4.5
=,=,=,=,+,k,e,=,-,r,@,l,T
=,=,=,=,-,fr,i,=,+,z,I,n,E
=,=,=,=,=,=,=,=,+,sn,},f,J
=,=,=,=,+,l,I,=,-,x,a,m,P
=,=,=,=,=,=,=,=,+,tr,A,p,J
Z ukázky můžeme vidět, že hodnoty jsou odděleny čárkou. Znak = přitom odpovídá
hodnotě, kterou nebylo možno určit. Prvních 12 hodnot odpovídá atributům a 13. hodnota
klasifikaci.
Výstupem Timblu při testování by pak byl totožný soubor, ale byl by navíc rozšířen
o další sloupec, který by obsahoval jím určené klasifikace podle prvních 12 atributů.
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Kapitola 6
Volba atributů, reprezentace
atributů a akordů
Vzhledem k tomu, že Alex Chilvers [1] používal pro trénování data v tzv. **kern formátu
[7], mohl jako atributy použít mimo jiné i např. délku aktuální noty sopránu, délky pře-
cházejících a následujících not sopránu vzhledem k aktuálnímu tónu sopránu, pozice tónu
sopránu vzhledem k přecházejícímu a následujícímu taktu apod.
Můj systém má však pro trénování využívat MIDI soubory. Jak už by zmíněno výše
o programech mftext a meter, jejich výstup přímo dané informace neobsahuje, a proto jsem
se rozhodl použít pouze některé z atributů, které použil Alex Chilvers [1]. Budou to však
atributy, které by měly mít na úspěšnost trénování největší vliv.
Pro určení atributů, kde určujeme výšku tónů, je pak výhodné výšky všech tónů ve
skladbě převést do jedné oktávy (0–11 půltónů), čímž omezíme hodnoty těchto atributů na
zmíněný rozsah a dosáhneme tak lepších výsledků při trénování.
6.1 Zvolené atributy
6.1.1 Lokální atributy
Výška aktuálního tónu sopránu
Tato hodnota je dána počtem půltónů od tónu určujícího tóninu, ve které se skladba nachází.
Pokud tedy budeme mít skladbu např. v C dur (C = 60) a aktuální výška sopránu bude
např. F (F = 64), hodnota daného atributu bude 4.
Výška předcházejících/následujících tónů sopránu vzhledem k aktuálnímu tónu
sopránu
Výšky těchto tónů sopránu lze určovat vzhledem aktuálnímu tónu sopránu nebo vzhle-
dem k základnímu tónu tóniny (tónika), ve které se daná skladba nachází. Bude proto
lépe uvažovat obě varianty a testováním zjistit, která bude z hlediska úspěšnosti trénování
výhodnější.
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Pozice aktuálního tónu sopránu ve skladbě
Alex Chilvers [1] daný atribut reprezentoval jako podíl čísla taktu, ve kterém se aktuální
tón sopránu nacházel vůči celkovému počtu taktů skladby.
Já však údaje o taktech nemám přímo k dispozici, a proto jsem se rozhodl daný atribut
reprezentovat jako podíl čísla noty ve skladbě vůči jejímu celkovému počtu not. Daný podíl
přitom uvažuji dvouhodnotově (podíl(0, 0.5)⇒ 0, podíl< 0.5, 1.0 >⇒ 1).
Tento atribut slouží především k odlišení akordů na začátku a konci skladby, kde
především na konci skladby můžeme očekávat typický sled akordů tzv. kadenci.
6.1.2 Globální atributy
Takt
Tento atribut nese stejnou hodnotu, jakou lze vidět v notových zápisech, tedy např. 3/4.
To znamená, že jeden takt má tři čtvrťové noty.
Tónorod
Určuje, zda je skladba v dur (atribut = 0) nebo v moll (atribut = 1). Tímto rozlišíme
durové skladby od mollových, čímž vezneme v úvahu odlišné zákonitosti, které pro ně platí.
6.2 Reprezentace akordů
Z hlediska trénování bude akord (souzvuk 3 a více tónů) nejlépe reprezentovat jako 12-ti
bitový vektor, obsahující 0 a 1, kde počet 1 bude dán počtem tónů tvořících daný akord.
Hodnoty 1 poté budou ve vektoru nastaveny na indexech, jejichž hodnota odpovídá
počtu půltónů jednotlivých tónů akordu od tónu určujícího tóninu dané skladby. Pokud
tedy budeme chtít vytvořit daný vektor, např. pro akord obsahující tóny c-e-g v tónině C
dur, jeho tvar bude následující: 100010010000.
I když je tato reprezentace vhodná pro trénování, má také menší nevýhody a to v tom,
že ztratíme přehled o tónech, které jsou zastoupeny v jednotlivých hlasech.
Další nevýhoda se projeví až v případě, že akord bude obsahovat dva stejné tóny.
Vektor tak bude ochuzen o jeden tón (hodnota 1 bude ve vektoru nastavena dvakrát na
shodném indexu).
Zmíněné nevýhody však nemají nijak zásadní vliv na kvalitu harmonizace, a proto lze
danou reprezentaci akordu bez obav použít.
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Kapitola 7
Návrh systému
7.1 Předpoklady harmonizace
Při návrhu systému bylo třeba nejprve pro systém stanovit několik harmonizačních před-
pokladů, ze kterých se bude dále vycházet.
1. U všech skladeb, které budou použity pro trénování systému se přepokládá, že jsou
celé pouze v jedné tónině a že tedy u nich nedochází k tzv. modulaci (míšení tónin).
Stejný předpoklad se uvažuje také pro harmonizované skladby.
2. Samotná harmonizace bude provedena ve stylu protestantského chorálů, kdy každému
tónu sopránu bude zpravidla přiřazen jiný akord.
3. Vzhledem ke zvolené reprezentaci akordů, u které se ztrácí přehled o tónech v jednotli-
vých hlasech, bude použita těsná harmonie. Ta je charakterizována tím, že mezi vrchní
tři hlasy (soprán, alt a tenor) nelze vložit žádný jiný akordický tón (tj. tón patřící
témuž akordu) [3]. Díky tomuto typu harmonie se tak s nedostatkem reprezentace
akordů snadno vypořádáme.
7.2 Stavba systému
Funkčnost systému lze v zásadě popsat dvěma fázemi použití, které bude nutno rozdělit na
několik dílčích kroků.
7.2.1 Fáze přípravy trénovacích dat a natrénování modelu
Určení jednotlivých hlasů a dalších vlastností trénovacích skladeb
Výstupem této činnosti by měl být pro každý MIDI soubor trénovacích dat samostatný
soubor obsahující jednotlivé hlasy skladby (soprán, alt, tenor a bas) a údaje o její tónině
(bere s v úvahu pouze tónina melodie) a taktu.
Složení tónů (hlasů) v akordech lze pak určovat různou frekvencí. Asi nevhodnější by
bylo určovat akordy na začátku každé osminové nebo čtvrťové noty ve skladbě, přičemž
nižší frekvence nemá cenu uvažovat.
Frekvenci určování akordů tedy bude vhodné parametrizovat a testováním zjistit, která
varianta bude lepší.
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Vytvoření vektorů atributů ze souborů s hlasy
Zde se bude transformovat každý soubor získaný v předcházejícím kroku do samostatného
souboru tím, že se jeho údaje převedou na vektory atributů, jež budou uloženy v někte-
rém z podporovaných formátů Timblu. Parametry jako výška předcházejících/následujících
tónů vzhledem k tónu sopránu lze určit dvěma způsoby, a proto i toto bude vhodné para-
metrizovat.
Trénování modelu
Bude spočívat pouze ve sloučení všech souborů s atributy do jednoho souboru, který bude
předán na vstup Timblu. U Timblu se zároveň zvolí použité algoritmy a metriky a následně
se vytvoří soubor obsahující parametry získané trénováním. Tento soubor se pak zpětně
využije pro určení akordů k předložené melodii.
7.2.2 Fáze přípravy dat k harmonizaci, aplikace natrénovaného modelu
a vytvoření MIDI výstupu
Určení tónů melodie a dalších vlastností harmonizovaných skladeb
Zde se každý MIDI soubor určený k harmonizaci převede do samostatného souboru tím, že
se do něj extrahují následující údaje o tónině, taktu a hodnoty, které charakterizují melodii.
Mezi dané hodnoty patří výška tónů melodie a jejich údaje o začátku a konci znění vzhledem
k začátku skladby (tyto údaje jsou v milisekundách).
Jeden údaj bude ještě přidán navíc a bude označovat např. pořadí noty v melodii.
Tento údaj byl zvolen především proto, aby se dosáhlo stejného formátu, jaký budou mít
soubory s jednotlivými hlasy z trénovacíh dat. To posléze umožní zpracovávat oba typy
souborů stejným skriptem jen s tím rozdílem, že bude použit jiný mód.
Vytvoření vektorů atributů ze souborů s tóny melodií
Tuto činnost bude zajišťovat stejný skript jako v případě vytvoření vektorů atributů ze
souborů s hlasy z trénovacích dat. Rozdíl bude pouze v módu, kdy u souborů s hlasy
bude aktivní trénovací mód a vektory budou obsahovat zjištěné akordy, zatímco v daném
případě se využije testovací mód a místo skutečné hodnoty akordů bude použita nějaká
zvolená hodnota.
Použití natrénovaného modelu k určení akordů pro jednotlivé tóny melodie
Tato část bude spočívat pouze v použití Timblu, kdy na jeho vstup se přivede soubor
obsahující parametry trénování a soubor s vektory atributů harmonizované skladby. Timbl
následně doplní dané atributy o jím určené klasifikace (akordy) a výsledek uloží do nového
souboru.
Vytvoření MIDI výstupu
Vyžaduje, aby skript čerpal informace ze dvou souborů. Jsou to soubory s tóny melodie a
dále pak soubory s jejich vektory atributů doplněné Timblem o akordy.
Skript pak na základě tónů melodie a zjištěných akordů určí zbývající tři hlasy a přiřadí
jim stejné hodnoty, jaké mají jednotlivé tóny sopránu (čas, kdy tón začne znít a konec znění
tónu vůči začátku skladby).
19
Kapitola 8
Implementace
8.1 Výběr programovacího jazyka
Na základě použitých programů (mftext a meter) a ze znalosti jejich výstupů a informací,
které z nich bude potřeba určit, jsem se rozhodl pro některý ze skriptovacích jazyků.
Konkrétně jsem zvolil Perl a to také proto, že má volně k dispozici mnoho knihoven
pro práci s MIDI. Pro implementaci jsem nakonec použil knihovnu MIDI verze 0.81 [9],
jejímž autorem je Sean M. Burke.
Abych se vyhnul nepříjemnostem, které by při práci v Perlu mohly nastat, používal
jsem ve skriptech striktní režim (use strict), čímž musely být veškeré použité proměnné
předem deklarovány, a přepínač -w, který zajistí vypisování případných varování.
8.2 Vývojové prostředí
Systém jsem vyvíjel pod Kubuntu 8.04, protože jej mám na svém notebooku a pro tvorbu
zdrojových kódů jsem zvolil editor Kate.
Ačkoliv je Perl přenositelný na různé platformy, ve skriptech jsou použity některé uni-
xové utility (grep, head apod.) a tudíž bude systém použitelný pouze na unix-like systémech.
8.3 Realizace skriptů
8.3.1 extraktVoices.pl
vstup: vícehlasé MIDI soubory
výstup: soubory s příponou voices
Skript zajišťuje činnost popsanou v bodě 1 části 6.2.1 práce. Údaje o tónině (hodnoty
sharp/flats a minor) a taktu (hodnota time) určuje z hlavičky výstupu programu mftext.
Jednotlivé hlasy pak určuje z výstupu programu meter způsobem, který byl popsán v části
věnované tomuto nástroji.
Fakt, že ne vždy mohou akordy obsahovat všechny 4 tóny, je řešen tím, že místo
hodnoty chybějícího tónu je použit řetězec 00.
Pokud akordu chybí některý z tónů, nastává i problém příslušnosti tónů k jednotlivým
hlasům, tedy ovšem kromě tónu sopránu (je vždy zastoupen). Může se tak stát, že některé
tóny budou chybně přiřazeny zbývajícím hlasům. To však nikterak nevadí vzhledem ke
zvolené reprezentaci akordů.
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Ukázka výstupu
time = 4/4, sharp/flats = -1, minor = 1
bass tenor alto soprano
50 62 66 69
55 62 67 70
57 60 66 69
00 58 62 67
8.3.2 extraktMelody.pl
vstup: jednohlasé MIDI soubory
výstup: soubory s příponou voices
Tento skript realizuje určení tónů melodie a dalších vlastností harmonizovaných skla-
deb (bod 1, část 6.2.2 práce). Oproti původnímu návrhu však musel být podstatně změněn.
V případě původního návrhu byla totiž zharmonizovaná skladba v jiném tempu a délky not
byly odlišné vůči původní skladbě. Tento nedostatek byl zapříčiněn nedostatečnou repre-
zentací tempa a výstupem programu mftext, kde byl odlišný čas pro začátek a konec znění
jednotlivých tónů (vzhledem k začátku skladby) oproti původní skladbě.
Daný problém jsem vyřešil tím, že jsem převzal reprezentaci tempa (hodnoty v závor-
kách a dále hodnoty tempo a division, viz. ukázka výstupu) přímo z datové struktury MIDI
souboru prostřednictvím Perlu a použité knihovny. Stejně jsem postupoval také pro určení
atributů tónů melodie.
Některé atributy jsou ale jiné než v návrhu. Místo konce znění tónu (vzhledem k začátku
skladby) je délka tónu a přibyl údaj o síle daného tónu (velocity).
Ukázka výstupu
time = 4/4 (0 4 2 48 8), sharp/flats = -1, minor = 0, tempo = 500000,
division = 480
start length velocity pitch
0 479 105 62
480 479 80 62
960 479 95 70
8.3.3 extraktFeatures.pl
vstup: soubory s příponou voices
výstup: soubory s příponou chords (trénovací mód) nebo s příponou nochords (testovací
mód)
Skript ze souborů s příponou voices určuje vektory atributů, jak bylo zmíněno v návrhu
(bod 2 částí 6.2.1 a 6.2.2). V trénovacím módu jsou jeho výstupem soubory s příponou
chords a spolu s atributy obsahují skutečné reprezentace obsažených akordů ve skladbě.
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V testovacím módu je pak výstup totožný jen s tím rozdílem, že všechny akordy jsou
neznámé a jsou reprezentovány 12-ti bitovým vektorem samých 0.
Při implementaci jsem explicitně stanovil počet určení předcházejících a následujících
výšek tónů vůči aktuálnímu tónu sopránu na 8. Jako parametr skriptu lze pak zvolit, zda
budou tyto výšky tónů určeny vůči aktuálnímu tónu sopránu či vůči hlavnímu tónu tóniny
skladby. Formát oddělení atributů jsem zvolil sloupcový, což znamená, že atributy mohou
být odděleny libovolným bílým znakem.
Jako vhodné se později ukázalo, zavést do skriptu parametr, jež by stanovoval, jaká
míra chybějících tónů v hlasech (reprezentovány řetězcem 00) je ještě vhodná pro trénování.
Ukázalo se totiž, že u některých souborů je tato míra příliš velká a v případě, že by byly
použity pro trénování, výsledná harmonizace systémem by byla chudá (použité akordy by
obsahovaly méně tónů). Tuto míru jsem nakonec stanovil na hodnotu 5 %.
Soubor s hlasy skript zpracovává tak, že nejprve převede všechny tóny všech hlasů
do jedné oktávy (hodnoty 60–71). Následně použije modul tonic.pm resp. jeho funkci
getTonic(), která na základě hodnot sharp/flats a minor, určí výšku hlavního tónu tó-
niny skladby (tónika). S touto hodnotou se již pak snadno určí všechny neznámé atributy.
Výstupem skriptu jsou atributy v následujícím pořadí. Nejprve je hodnota aktuální
výšky tónu sopránu, dále jsou to hodnoty 8 předcházejících a 8 následujících výšek tónů
sopránu, pozice noty ve skladbě, takt, tónorod a akord.
8.3.4 trainModel.pl
vstup: vícehlasé MIDI soubory
výstup: soubor s parametry získanými trénováním
Daný skript implementuje celou první fázi funkčnosti harmonizačního systému (část
6.2.1 práce). Využívá skripty extraktVoices.pl a extraktFeatures.pl (trénovací mód).
Z databáze MIDI souborů vytvoří jeden velký soubor obsahující atributy všech skladeb
a následně použije Timbl, který trénováním vytvoří harmonizační model a uloží jej do
zvoleného souboru. Návod k použití tohoto skriptu lze nalézt v příloze.
8.3.5 harmonize.pl
vstup: jednohlasé soubory v MIDI nebo v ABC formátu [5]
výstup: harmonizované MIDI soubory
harmonize.pl zajišťuje druhou fázi funkčnosti systému (část 6.2.2 práce). Pro přípravu
dat k doplnění akordů jednotlivým tónům melodie využívá skripty extraktMelody.pl a
extraktFeatures.pl (testovací mód). V případě, že byly skladby zadány v ABC formátu
[5], musí se nejprve převést na MIDI soubory. K tomu byl využit program abc2midi.
Následně se použije Timbl a jím vytvořený model z trénovací fáze a oklasifikuje akordy
soubory s atributy harmonizovaných melodií (mají příponou nochords). Výsledky klasifikace
pak uloží do stejnojmenných souborů s příponou chords.
Pro vytvoření výsledných MIDI souborů se posléze použijí soubory z jednohlasých skla-
deb na vstupu s příponou voices a chords. Ze souborů s příponou voices se použijí všechny
informace. Údaje o tónině (hodnoty sharp/flats a minor) se opět předají funkci getTonic()
z modulu tonic.pm, čímž získáme základní tón harmonizované skladby. Hodnota tohoto
tónu se posléze využije pro určení jednotlivých tónů obsažených v určených akordech. Tóny
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akordů se následně upraví tak, aby jejich výška byla menší než výška not sopránů a záro-
veň, aby mezi sopránem a zbývajícími hlasy nebyla vzdálenost větší než oktáva (více než
11 půltónů). Tímto dosáhneme již zmiňované těsné harmonie.
Nakonec zbývá použít pro noty určených hlasů stejné údaje jaké mají noty sopránu.
Těmito údaji jsou začátek znění tónu, jeho délka (vše v milisekundách) a síla. Výsledné
MIDI soubory se ještě převádí do notového zápisu a to tak, že se nejprve převedou do
ABC notace [5] (program midi2abc) a následně do postscriptu (program abcm2ps). Návod
k použití tohoto skriptu je rovněž v příloze.
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Kapitola 9
Testování
Pro účely testování jsem vytvořil skript tests.pl, který testuje vliv jednotlivých atributů,
algoritmů a jejich metrik na úspěšnost trénování harmonizačního modelu.
Testy byly do skriptu přidávány postupně s ohledem na předchozí výsledky a vhodně
se u nich upravovaly zvolené atributy a jejich počet. Tímto způsobem bychom nakonec měli
dospět k nejlepším parametrům pro trénování harmonizačního systému. U každého testu se
přitom testují algoritmy IB1 a IGTREE. U IB1 jsou navíc použity metriky Overlap metric
a Modiffied value metric (označena mvdm) a také různá hodnota pro k (1, 3, 5) viz. [2].
Zjištěné nejlepší parametry trénování poté budou zabudovány do skriptu trainModel.pl,
tak aby je běžný uživatel nemusel zadávat. Konečná verze testovacího skriptu obsahuje cel-
kem 9 testů. Informace o jeho použití lze nalézt v příloze.
9.1 Metoda testování
Jako metodu testování jsem zvolil křížovou validaci, která by měla objektivním způsobem
vyhodnotit úspěšnost natrénovaného modelu. Timbl ji navíc velmi dobře podporuje, a tak
s její realizací nebyl žádný problém.
Metoda spočívá v rozdělení trénovacích dat do 10 stejných částí, kdy se vždy 9 použije
jako trénovacích a jedna jako testovací. Testování tedy proběhne celkem desetkrát a to tak,
aby vždy pro testování byla použita jiná část. Výsledná úspěšnost trénování je pak dána
aritmetickým průměrem výsledků z těchto testů.
9.2 Testy
9.2.1 Test č.1
Tento test sloužil ke zjištění, zda bude akordy vhodné určovat ve skladbě na začátku každé
čtvrťové noty či osminové. Jako atribut pro trénování byla použita pouze aktuální výška
noty sopránu.
Domníval jsem se, že pokud pro vzorkování použiji délku osminové noty, lépe zachytím
harmonický vývoj skladby a dosáhnu lepších výsledků. Výsledek testu to ale nepotvrdil.
V případě všech použitých algoritmů a metrik jsem získal lepší výsledky při použití
délky čtvrťové noty. Nejlepší výsledek 24,87 % byl dosažen pro obě použité metriky s algo-
ritmem IB1 (pro k = 1).
Pro další testy jsem se tedy rozhodl použít pro vzorkování délku čtvrťové noty.
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9.2.2 Test č. 2, 3, 4 a 5
V testech č. 2, 3 a 4 jsem se snažil určit přínos atributů tak, tónorod a pozice noty sopránu
ve skladbě ve spojení s aktuální notou sopránu. Všechny použité atributy takt, tónorod a
pozice noty ve skladbě vedly téměř u všech testovaných algoritmů k výraznému vylepšení
výsledků.
V testu č. 5 jsem se proto rozhodl je použít všechny ve spojení s aktuálním tónem
sopránu. To vedlo k dalšímu vylepšení učení, kdy nejlepší výsledek 27,18 % byl dosažen
opět pro obě použité metriky s algoritmem IB1 (pro k = 3).
Zvolené atributy tedy budou dále považovány za základní pro všechny zbývající testy.
9.2.3 Test č. 6
K základním atributům jsem zde přidal výšku předcházejícího tónu sopránu vůči aktuálnímu
sopránu, která byla určena vzhledem k aktuálnímu tónu sopránu nebo vzhledem k tónice.
Výsledky obou variant jsou velmi podobné, a proto v dalších testech budu testovat
vždy obě varianty pro určení výšky okolních tónů.
Nejlepší výsledek 29,38 % byl pak získán pro metriku Modiffied value metric s algorit-
mem IB1 (pro k = 3), kdy výška předcházejícího tónu byla určena vzhledem k tónice.
9.2.4 Test č. 7
Zde jsem k atributům použitých v testu č. 6 přidal ještě výšku následujícího tónu sopránu,
což mělo další pozitivní efekt.
Nejlepšího výsledku 31,34 % bylo dosaženo pro stejný typ metriky, algoritmu a způsob
určení výšky následujícího tónu jako v testu č. 6.
9.2.5 Test č. 8
Atributy použité v předcházejícím testu jsem rozšířil o 1 předcházející a 1 následující tón
sopránu.
Nejlepší výsledek 31,81 % byl získán s použitím metriky Overlap metric a algoritmu
IB1 (pro k = 5), kde výška okolních tónů sopránu vůči aktuálnímu byla určena vzhledem
k tónice skladby.
9.2.6 Test č. 9
Zde jsem také použil atributy z předcházejícího testu a rozšířil je opět o 1 předcházející a
1 následující tón sopránu.
Výsledky byly však již horší než nejlepší výsledek z předchozího testu a testování jsem
se proto rozhodl za tohoto stavu již ukončit.
9.3 Zhodnocení výsledků testů
Testováním jsem zjistil, že akordy obsažené ve skladbě bude vhodnější určovat vždy v čase,
který odpovídá násobku délky trvání čtvrťové noty a ne osminové.
Nalezl jsem také nejvhodnější atributy pro učení harmonizačního systému a ty jsem
také použil pro skript trainModel.pl. Zmíněné atributy byly použity v testu č. 8 a dosáhli
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jsme tak toho, že 31,81 % všech akordů bylo pro harmonizované skladby určeno přesně
v souladu s daty trénovacími.
To ovšem neznamená, že úspěšnost systému je přesně 31,81 %. Harmonizaci skladby
lze totiž provést více způsoby a tak je velmi pravděpodobné, že úspěšnost systému bude
větší.
Kompletní výsledky testu č. 8 uvádím níže (tab. 9.1 a 9.2). Z výsledků je patrné, že při
vhodných atributech zvolených pro trénování nehrají dané algoritmy a metriky příliš velkou
roli. To také platí o reprezentaci okolních tónů sopránu vůči aktuálnímu tónu sopránu, kdy
můžeme pozorovat, že výsledky stejných algoritmů u obou tabulek se liší pouze v řádu
desetin procenta.
algoritmus a metrika průměrná hodnota % střední odchylka %
IB1 (k=1) 28.86 2.37
IB1 (k=3) 31.27 2.30
IB1 (k=5) 31.81 2.41
IB1 (k=1) + mvdm 28.08 2.23
IB1 (k=3) + mvdm 29.98 2.47
IB1 (k=5) + mvdm 30.78 2.20
IGTREE 30.78 2.20
Tabulka 9.1: Úspěšnost přiřazení akordů testovacím datům v souladu s trénovacími. Har-
monizační model v tomto případě určoval výšky okolních tónů sopránu vzhledem tónice a
používal atributy uvedené u testu č. 8.
algoritmus a metrika průměrná hodnota % střední odchylka %
IB1 (k=1) 28.93 2.52
IB1 (k=3) 31.11 2.46
IB1 (k=5) 31.45 2.40
IB1 (k=1) + mvdm 28.24 2.45
IB1 (k=3) + mvdm 29.88 2.58
IB1 (k=5) + mvdm 30.74 2.35
IGTREE 30.74 2.35
Tabulka 9.2: Úspěšnost přiřazení akordů testovacím datům v souladu s trénovacími. Harmo-
nizační model v tomto případě určoval výšky okolních tónů sopránu vzhledem k aktuálnímu
tónu sopránu a používal atributy uvedené u testu č. 8.
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Kapitola 10
Závěr
10.1 Dosažené výsledky
Jak jsem již zmínil v úvodu, od systému nebylo možné očekávat bezchybnou harmonizaci.
V harmonizovaných skladbách se tak nacházejí místa, kde jsou špatně zvolené akordy dobře
patrné. Na druhou stranu je potřeba podotknout, že v mnoha místech skladeb se harmoni-
zace zdá býti zdařilá a promyšlená.
Výsledky jsou samozřejmě u každé skladby odlišné, podle její náročnosti a výskytu
podobných atributů v trénovacích datech, ale rozhodně můžeme proces učení se harmonie
považovat za úspěšný.
Celkově bych vyvinutý harmonizační systém přirovnal ke klavíristovi, který má har-
monické cítění, ale tu a tam se přehmátne a zahraje jiný akord, než by měl.
Za pozornost by určitě stálo oslovit profesionálního hudebníka, který by skladby určené
pro trénování analyzoval a označil ty, které nebudou vhodné např. z důvodu modulace apod.
Vynecháním těchto skladeb při trénování bychom podle mě dosáhli dalšího zlepšení a to
aniž bychom museli zasahovat do implementace stávajícího systému.
10.2 Budoucí vývoj
Další vývoj systému vidím především v rozšíření počtu atributů použitých pro trénování a
v hledání jejich vhodnější reprezentace.
Dále by bylo zajímavé rozšířit dosavadní způsob harmonizace o použití ozdobných tónů
ve všech hlasech (tzv. figurující chorál), což učinil ve své práci např. Allan Moray [4].
K harmonizaci by se také mohlo přistoupit jiným způsobem, než jednorázovým přiřa-
zováním celých akordů jednotlivým tónům melodie. Například tak, že bychom postupovali
stejně jako hudebníci při harmonizaci protestantského chorálu a to tak, že bychom k melodii
nejprve doplnili bas a posléze střední hlasy (tenor a alt).
V neposlední řadě by bylo vhodné odprostit se od předpokladu, že skladby jsou pouze
v jedné tónině a nějakým způsobem se vypořádat s modulací, čímž by se harmonizační
systém stal univerzálnějším.
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10.3 Přínos práce
Přínos práce vidím především v seznámení se s nejrůznějšími přístupy k harmonizaci melodie
v oblasti výpočetní techniky a dále pak s nástroji Melisma music analyzer [8] a s Timblem.
V rámci zvoleného postupu harmonizace jsem pak pronikl do algoritmů umělé inteli-
gence zabývajících se strojovým učením a uvědomil jsem si problémy, které při jejich použití
mohou nastat, pokud bude použita nevhodná reprezentace atributů.
Dále jsem se naučil základům jazyka Perl a seznámil jsem se s jeho knihovnou pro
práci s formátem MIDI [9].
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Dodatek A
Ukázky harmonizovaných skladeb
Zde uvádím ukázky harmonizace melodií chorálů 000206b .mid (obr. A.1), 001207b .mid
(obr. A.2) a 001306b .mid (obr. A.3) provedené mým programem.
Pro jejich harmonizaci byl použit model s názvem model.myBach, který se nachází
v adresáři originalBach na přiloženém CD. Tento model vznikl natrénováním na datech,
jež byly v práci zmíněny s výjimkou těchto harmonizovaných chorálů. To nám umožní
přímo porovnat schopnost harmonizace našeho programu s originálními harmonizacemi
J.S. Bacha.
Originální Bachovy chorály se nacházejí v adresáři originalBach a chorály harmonizo-
vané mým programem pak v adresáři myBach.
V případě, že bychom chtěli harmonizaci těchto chorálů provést znovu, lze to v adresáři
harmonizer provést tímto příkazem:
./harmonize.pl -midi ../originalBach -model ../orignalBach/model.myBach -out
myBach
from ../myBach/000206b_.mid
= 84
4
4
Obrázek A.1: Harmonizovaná melodie chorálu 000206b .mid.
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from ../myBach/001207b_.mid
= 96
4
4
Obrázek A.2: Harmonizovaná melodie chorálu 001207b .mid.
from ../myBach/001306b_.mid
= 96
4
4
Obrázek A.3: Harmonizovaná melodie chorálu 001306b .mid.
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Dodatek B
Manuál k programu
Skripty harmonizačního programu se nacházejí v adresáři harmonizer na přiloženém CD.
V tomto adresáři se také nachází knihovna a nástroje, jež skripty používají.
B.1 Důležité upozornění
Pro veškeré použití harmonizačního programu je nutno, aby se jeho skripty spouštěly přímo
z adresáře harmonizer, jinak nebudou správně fungovat.
B.2 Použití skriptů
Všechny ukázky použití skriptů jsou uvedeny tak, aby je bylo možno použít s ohledem na
obsah přiloženého CD.
B.2.1 Kompilace použitých nástrojů
Nejprve je nutno všechny zdrojové soubory použitých nástrojů v harmonizačním systému
v adresáři harmonizer zkompilovat příkazem: ./compile.sh
B.2.2 Trénování harmonizačního modelu
Je nutné v případě, že nemáme k dispozici natrénovaný model. Pro vytvoření harmonizač-
ního modelu se použije skript trainModel.pl.
Syntaxe trainModel.pl
trainModel.pl -dir MIDI -name MODEL,
kde MIDI je adresář s databází trénovacích skladeb a MODEL je název modelu vzniklého
trénováním.
Ukázka použití trainModel.pl
./trainModel.pl -dir ../trainMidi -name model.trained
Tímto příkazem vytvoříme model s názvem model.trained, pro jehož trénování se pou-
žijí MIDI skladby z adresáře . ./trainMidi. Natrénovaný model bude umístěn do adresáře
. ./trainMidi.
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B.2.3 Harmonizace skladeb
Harmonizaci skladeb lze provést až v případě, že máme k dispozici harmonizační model.
Pro samotnou harmonizaci je použit skript harmonize.pl.
Syntaxe harmonize.pl
harmonize.pl [-midi DIR | -abc DIR] -model MODEL -out OUT,
kde lze zadat vždy jeden z parametrů -midi nebo -abc a jeho hodnoty. Parametr -midi
se použije v případě, že v adresáři DIR budeme harmonizovat skladby ve formátu MIDI.
Parametr -abc pak v případě harmonizace skladeb v abc notaci.
MODEL je název použitého harmonizačního modelu a OUT označuje adresář, kde se
soubory vzniklé harmonizací uloží (bude umístěn o úroveň výše vůči adresáři harmonizer).
Ukázka použití harmonize.pl
./harmonize.pl -midi ../originalBach -model ../originalBach/model.myBach -out
myBach
Tímto příkazem se zharmonizují MIDI soubory v adresáři . ./originalBach pomocí modelu
. ./originalBach/model.myBach a umístí se do adresáře myBach (bude umístěn o úroveň
výše vůči adresáři harmonizer).
B.2.4 Testovací skript
Testovací skript tests.pl vypisuje výsledky trénování systému na STDOUT, kdy využívá
různé atributy, algoritmy a metriky. Kromě samotného testování v sobě zahrnuje také fázi
přípravy dat. Celková doba trvání je přibližně 38 minut (měřeno na mém notebooku). Další
informace o skriptu lze nalézt v kapitole testování.
Syntaxe tests.pl
./tests.pl DIR,
kde DIR je adresář obsahující trénovací skladby ve formátu MIDI.
Ukázka použití tests.pl
./tests.pl ../trainMidi
Pro testování se budou používat harmonizační modely natrénované na MIDI souborech v
adresáři . ./trainMidi.
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Dodatek C
Obsah CD
Na CD je několik adresářů. Zde je popis jejich obsahu:
• harmonizer - obsahuje skripty harmonizačního programu včetně použité knihovny
a dalších nástrojů
• myBach - obsahuje chorály 000206b .mid, 001207b .mid a 001306b .mid zharmoni-
zované mým programem
• originalBach - obsahuje originální Bachovy chorály 000206b .mid, 001207b .mid a
001306b .mid a harmonizační model s názvem model.myBach
• trainMidi - obsahuje Bachovy chorály ve formátu MIDI určené pro trénování har-
monizačního modelu
• textBc - obsahuje technickou zprávu ve formátu tex
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