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Abstrakt
Tato práce se zabývá návrhem, teoretickým rozborem a implementací softwaru, jenž by
umožňoval autonomnímu mobilnímu robotu účast v soutěži Robotour 2009. Robot, který
by se měl soutěže zůčastnit, byl vyvinut na Ústavu inteligentních systémů na Fakultě in-
formačních technologií Vysokého učení technického v Brně. Software pro robota využívá
částicových filtrů a Monte Carlo lokalizace.
Abstract
This paper deals with project, teoretical background and implementation of the software for
autonomous mobile robot, to allow participation in Robotour 2009 competition. The robot
was developed on Department of intelligent systems on Faculty of information technology
Brno university of technology. The robot software is using particle filters and Monte Carlo
localization.
Klíčová slova
Autonomní mobilní robot, pravděpodobnostní robotika, částicové filtry, Monte Carlo loka-
lizace, navigace, mapa, sonar, kompas
Keywords
Autonomous mobile robot, probabilistic robotics, particle filters, Monte Carlo localization,
navigation, map, sonar, compass
Citace
Milan Doubek: Robot pro Robotour 2009, bakalářská práce, Brno, FIT VUT v Brně, 2009
Robot pro Robotour 2009
Prohlášení
Prohlašuji, že jsem tuto bakalářskou práci vypracoval samostatně pod vedením pana Ing.
Jaroslava Rozmana.
. . . . . . . . . . . . . . . . . . . . . . .
Milan Doubek
19. května 2009
Poděkování
Chtěl bych poděkovat Ing. Jaroslavu Rozmanovi za vedení, rady a materiál poskytnutý k
vypracování bakalářské práce.
c© Milan Doubek, 2009.
Tato práce vznikla jako školní dílo na Vysokém učení technickém v Brně, Fakultě informa-
čních technologií. Práce je chráněna autorským zákonem a její užití bez udělení oprávnění
autorem je nezákonné, s výjimkou zákonem definovaných případů.
Obsah
1 Úvod 3
2 Soutěž Robotour 2009 4
2.1 O soutěži . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 4
2.2 Pravidla . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 4
2.3 Loňský vítěz . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 4
3 Návrh řešení 6
3.1 Vybavení robota . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 6
3.1.1 Sonary . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 6
3.1.2 Kompas . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 6
3.1.3 Ostatní . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 6
3.2 Samotný návrh . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 6
3.2.1 Pravděpodobnostní robotika . . . . . . . . . . . . . . . . . . . . . . . 7
3.2.2 Částicové filtry . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 7
3.2.3 Monte Carlo lokalizace . . . . . . . . . . . . . . . . . . . . . . . . . . 7
3.2.4 Mapa . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 7
3.2.5 Navigace . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 8
3.2.6 Program . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 8
3.2.7 Optimalizace . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 8
4 Teoretický rozbor 10
4.1 Pohybový model . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 10
4.2 Částicové filtry . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 11
4.3 Monte Carlo lokalizace . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 12
4.3.1 Ukázka . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 12
4.3.2 Algoritmus . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 12
4.3.3 Predikce . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 14
4.3.4 Korekce . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 15
4.4 Převzorkování . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 18
5 Implementace 20
5.1 MCL . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 20
5.2 Mapa . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 20
5.3 Navigace . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 21
5.3.1 Režim lokalizace . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 22
5.3.2 Režim návratu na start . . . . . . . . . . . . . . . . . . . . . . . . . 22
5.3.3 Režim navigace podle mapy . . . . . . . . . . . . . . . . . . . . . . . 22
1
5.4 Komunikace s robotem . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 22
5.5 Optimalizace . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 23
5.5.1 Generování částic . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 23
5.5.2 Orientace částic . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 24
5.5.3 Počet částic . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 24
5.6 Uživatelské rozhraní a ovládání . . . . . . . . . . . . . . . . . . . . . . . . . 24
6 Závěr 26
A Obsah CD 28
2
Kapitola 1
Úvod
Kdybychom si položili otázku, co je to inteligence, odpovědí by asi nejspíše bylo vlast-
nost některých živých organismů chovat se inteligentně. Hůře by se nám ovšem odpovídalo,
pokud by otázka byla zaměřena na definici umělé inteligence v robotice, případně informa-
tice. Definicí je totiž hned několik, ale žádná není naprosto přesná. A pokud umělá intelince
nemá ani přesnou definici, její měření téměř nepřipadá v úvahu. Jednou z možností, jak
umělou inteligenci hodnotit, je hodnocení chování dvou inteligentních objektů (robotů) za
stejných a jasně daných pravidel. O toto se již několik let snaží soutěž Robotour.
Vývoj softwaru, jenž by umožňoval účast robota v dané soutěži, je předmětem této
bakalářské práce. Robot, který by se měl soutěže účastnit, bude autonomní mobilní robot,
vyvinutý v rámci loňské bakalářské práce Řízení robota pomocí Fitkitu[3] na Ústavu inteli-
gentních systémů na Fakultě informačních technologií Vysokého učení technického v Brně.
Zadání je tedy řešeno právě pro tohoto robota a vybavení, jímž tento robot disponuje.
Obrázek 1.1: Robot vytvořený během loňské bakalářské práce[3]
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Kapitola 2
Soutěž Robotour 2009
V této kapitole bude popsána soutěž Robotour 2009 a její pravidla. Dále budou okrajově
zmíněná skupina, která v loňském roce dosáhla nejlepších výsledků a stručně popsáno jejich
řešení.
2.1 O soutěži
Robotour je soutěž pořádaná organizací Robotika.cz. Jejím hlavním cílem je porovnat
úroveň vývoje autonomních mobilních robotů jednotlivých skupin, které se tímto problé-
mem zabývají. Původně byla soutěž určena pro týmy z České republiky, ale posledního
ročníku se zúčastnily i dva týmy ze Slovenska.
2.2 Pravidla
V této soutěži mají roboti za úkol během třeceti minut projet okruh ve venkovním te-
rénu, který v letošním ročníku bude tvořen chodníky v brněnském parku Lužánky. Před
soutěží je k dispozici pouze mapa parku, na které je každému chodníku mezi dvěma křižo-
vatkami přiřazeno písmeno. Pomocí těchto písmen je poté během závodu definována trasa,
kterou robot musí projet. Trasy jsou oznamovány deset minut před startem. Celý závod
pak obsahuje čtyři různé trasy, ve kterých roboti sbírají body. Na začátku každého kole je
robot umístěn na náhodné místo na trase a všichni roboti startují zároveň. Po odstartování
již musí robot fungovat zcela autonomně, tedy bez jakýchkoliv zásahů svého týmu nebo
pořadatelů. Dále se robot musí umět vypořádat s případnými překážkami, které by mohly
být na trase umístěny. Překážky robot nemusí objíždět, ale musí umět překážku detekovat
a vizuálně nebo zvukově na ni upozornit. Robot během soutěže nesmí vyjet mimo chodník
nebo se dotknout překážky, jinak je z dané trasy diskvalifikován. Bonusové body tým získává
za převoz nákladu. V jednom týmu mohou být až tři roboti, kteří vzájemně spolupracují.
Použití tekutin, žíravin, pyrotechnických materiálů a živých bytostí je zakázáno. Jinak ro-
boti nejsou v technickém vybavení nijak omezeni. Podrobná pravidla jsou k dispozici na
serveru www.robotika.cz [1].
2.3 Loňský vítěz
Loňským vítězem této soutěže se stal tým LEE z ČVUT. Jejich robot byl mimo jiné
vybaven barevnými kamerami, kompasem, sonary a řídicím počítačem. Robota řídily dva
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hlavní algoritmy. První z nich upravoval směr jízdy podle objektů rozpoznaných v obraze,
který byl snímám kamerou. Pro tyto účely byla nejprve provedena teleoperovaná jízda všemi
možnými úseky na mapě oběma směry. Byly identifikovány všechny význačné objekty a byla
zaznamenána jejich pozice. Dále tento algoritmus uměl vyhodnocovat spolehlivost určení
směru budoucího pohybu. V případě, že tato spolehlivost klesla pod tolerovanou hodnotu,
aktivoval se druhý algoritmus, který navigoval robota do konce daného segmentu. Tento
algoritmus navigoval robota pomocí rozponávání hranic chodníku ve snímaném obraze. Dále
také uměl detekovat křižovatky a to tak, že výstupem byly velikosti úhlů mezi aktuálním
směrem jízdy a směry, do kterých vedly jednotlivé cesty z křižovatky. Díky výstupu z tohoto
algoritmu a datům z kompasu mohl být popis cesty zadán pomocí úhlů značících otáčení
robota na jednotlivých křižovatkách. Kvůli složitosti těchto grafických algoritmů byl jako
řídící počítač použit notebook s procesorem Intel Core2 Duo taktovaným na 2GHz. Kamera,
která byla použita k rozpoznávání objektů a hleděla kolmo vpřed, byla opatřena elektronicky
řízenou clonou, aby nedocházelo k oslňování.
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Kapitola 3
Návrh řešení
Jak již bylo napsáno výše, roboti nejsou nijak omezeni co se týče jejich technického
vybavení. Bylo by tedy vhodné použít co možná nejlepšího technického vybavení, jako je
GPS, grafických kamer, rychlých procesorů atd. Bohužel takovýmto vybavením v současné
době náš robot nedisponuje. Musíme se tedy spokojit s tím co je dostupné je a pokusit se
vymyslet co možná nejlepší řešení.
3.1 Vybavení robota
3.1.1 Sonary
Asi nejdůležitějsí součástkou, kterou budeme používat, jsou sonary. Sonar je zařízení,
které díky počítaní prodlevy mezi vyslání a následným příjmem odraženého zvukového
impulzu může určit vzdálenost nejbližší překážky ve svém okolí. Konkrétně tedy pouze ve
směru, do kterého je sonar natočen. Náš robot obsahuje takovéto sonary tři. Jeden měří
vzálenosti přímo před robotem. Další dva jsou po stranách natočeny o přibližně 35◦ od
předního sonaru. Měřící rozsah sonarů je od 3cm do 6m do dálky a 45◦ do šířky. Sonary
robota nám budou sloužit k lokalizaci. Můžeme pomocí nich zjistit, kde se robot nachází
na mapě. Toto je možné díky lokalizační metodě Monte Carlo, která bude rozebrána níže.
3.1.2 Kompas
Kompas umístěný na robotovi je elektronické zařízení, jenž vrací hodnotu od 0◦ do
360◦. Tato hodnota udává natočení robota ve stupních od dané světové strany. Kompas
použijeme také k lokalizaci robota a to konkrétně k jejímu zefektivnění.
3.1.3 Ostatní
Kromě výše uvedených součástek budeme používat i další, které jsou nezbytné pro
fungování robota. Například součástky v pohybové soustavě robota. Tyto součástky jsou
detailně popsány v [3].
3.2 Samotný návrh
Zde budou vyjmenovány algoritmy a metody, jenž budou v programu použity. Jejich
teoretický rozbor bude předmětem následující kapitoly.
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3.2.1 Pravděpodobnostní robotika
Celé naše řešení se bude zakládat na tzv. pravděpodobnostní robotice. Její klíčovou
myšlenkou je podle [7] reprezentovat nejistotu explicitně, pomocí výčtu převděpodobnostních
teorií. Jinak řečeno, namísto spoléhání se na jediný nejlepší odhad v dané nejistotě (v našem
případě pozice robota na mapě) použijeme pravděpodobnostní algoritmus, jenž reprezentuje
informaci pomocí rozložení pravděpodobnosti nad celým prostorem nejistoty. Náš robot tedy
nebude mít přesnou informaci o tom, v kterém místě se právě nachází, ale pouze její odhad
na základě zmíněného rozložení pravděpodobnosti.
3.2.2 Částicové filtry
Abychom získali rozložení pravděpodobnosti, použijeme tzv. částicové filtry. Ty repre-
zentují rozložení pravděpodobnosti pomocí konečné množiny hodnot, z nichž každá zhruba
odpovídá místu v oblasti nejistoty.[7] Budeme mít tedy množinu částic, kde každá částice
bude odpovídat místu na mapě, kde by se mohl robot nacházet. Kromě toho nám částicové
filtry zaštiťují další důležitou věc, kterou je možnost korekce rozložení pravděpodobnosti na
základě měření provedeného robotem. Odhad pozice robota na mapě bude tedy korigován
na základě sonary naměřených hodnot. Toto je možné dosáhnout díky tzv. důležitostnímu
faktoru. Jde vlastně o to, že každá jednotlivá částice bude kromě informace o aktuální pozici
v mapě obsahovat ještě váhu, která bude definovat její důležitost.
3.2.3 Monte Carlo lokalizace
Hlavní algorimem našeho programu bude tzv. Monte Carlo lokalizace. Tento algoritmus
zaštiťuje kompletní správu částic. Vykonává činnosti jako posun částic při pohybu robota,
aktualizace jejich vah podle měření sonarů a v neposlední řadě také jejich převzorkování,
což je vlastně nahrazení částic s malou vahou částicemi s vahou větší.
3.2.4 Mapa
Jako mapu pro robota použijeme obrázek. Budeme tedy mít rastrovou mapu, kde každé
políčko bude označovat prostor volný nebo obsazený. Hodnotu políčka určíme podle barvy
daného pixelu obrázku. Na obrázku 3.1 vidíme několik příkladů map. Konkrétně na obrázku
3.1a je zobrazena obyčejná mapa nějakého prostředí. Na dalších třech obrázcích pak můžeme
vidět stejnou mapu převedenou do rastru o různém rozlišení. Jak je z obrázků patrné, čím
menší použijeme rozlišení, tím menší bude přesnost mapy.
Obrázek 3.1: a) skutečná mapa, b) rastrová mapa 28x24, c) rastrová mapa 14x12, d) rastrová
mapa 7x6, převzato z [2]
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3.2.5 Navigace
S navigací robota to bude trochu složitější. Budeme ji muset rozdělit na několik režimů.
V prvním režimu pojede robot pouze slepě podle sonarů bez mapy. Na začátku každé jízdy
totiž nebude vědět, kde se na mapě nachází. To zjistí až po ujetí jisté vzdálenosti, proto
v tomto režimu pojede robot tím směrem, ve kterém zjistí sonary nejvíce volného prostoru.
Když robot konečně zjistí, kde se na mapě nachází, přepne se do druhého režimu, ve kterém
se podle pohybů v prvním režimu, které vykoná od konce, vrátí na výchozí místo, ze kterého
startoval. Poté, co tak učiní, se přepne do režimu třetího, ve kterém se již naviguje podle
mapy. Navigace pomocí mapy je řešena tak, že v každém sektoru (úseku od křižovatky
ke křižovatce) je označeno několik bodů, kterými robot postupně projíždí. Navigace tedy
probíhá tak, že robot jezdí od bodu k bodu. V tomto režimu pak projede všechny zadané
sektory a vrátí se na startovní pozici. Řešení se zpětným návratem na výchochozí bod a
následná navigace podle mapy sice není nejlepším, ale je to efektivní řešení, které v této
konstelaci zajistí přesné projetí všech sektorů a návrat na startovní pozici.
3.2.6 Program
Obrázek 3.2: Návrh programu
Na obrázku 3.2 je zobrazen předběžný návrh programu, který bude robota navádět podle
mapy a bude jeho aktuální pozici určovat podle MCL metody. Aktuální pohyb se bude ge-
nerovat z modulu navigace. Tento pohyb pak bude kromě posunu samotného robota sloužit
jako vstup predikce v MCL metodě. Modulu navigace bude vstupem odhadnutá pozice ro-
bota a mapa. Ta bude kromě modulu navigace použita v modulu korekce, kam vstupuje
společně s naměřenými hodnotami ze sonarů reálného robota. Kvůli výpočetní náročnosti
našeho programu by nebylo vhodné vytvářet program přímo v jazyce C pro fitkit robota.
Budeme tedy program psát pro běžné personální počítače s operačním systémem Windows.
S robotem poté budeme komunikovat pomocí rozhraní bluetooth. Jako programovací jazyk
nám dobře poslouží C# a to nejen díky knihovnám pro práci se sériovou linkou, na kterou
bude připojen bluetooth adaptér, ale také kvůli jednoduché práci s grafikou. Navíc v tomto
jazyce již na ústavu vzniklo několik podobně zaměřených programů.
3.2.7 Optimalizace
Díky specifičnosti našeho zadání můžeme některé implementační detaily poupravit tak,
aby náš program fungoval efektivněji. Například natočení robota nemusíme zdlouhavě
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zjišťovat pomocí MCL, ale můžeme použít hodnotu z kompasu robota. Takovýmito op-
timalizacemi dosáhneme nejen rychlejší lokalizace, ale i zrychlení samotného programu.
O těchto úpravách bude řeč v kapitole Implementace.
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Kapitola 4
Teoretický rozbor
4.1 Pohybový model
Obrázek 4.1: Pozice robota, zobrazena v globálním souřadném systému
Pozice mobilního robota operujícího v rovinném prostředí je zobrazena na obrázku 4.1.
Tato pozice je tvořena pomocí dvoudimenzionálních kartézských souřadnic doplněných úh-
lovým natočením robota. Pozici robota tedy máme popsanou pomocí vektoru o třech pro-
měnných  xy
θ

Pro natočení robota předpokládáme, že při θ = 0◦ bude robot natočen rovnoběžně s osou
x do kladného směru osy.
Dále bude třeba definovat místo na mapě. Budeme tedy potřebovat pozici bez natočení.
Té budeme říkat bod. Definovaný bude dvoudimenzionálními kartézskými souřadnicemi(
x
y
)
Poslední věcí, kterou potřebujeme nadefinovat, je posun robota. Použijeme model, který
se používá k zaznamenání odometrie, což jsou informace o pohybu získané z otických enko-
dérů robota. Je to tedy ujetá vzdálenost, kterou robot naměřil. Model odometrie je zobrazen
na obrázku 4.2. Můžeme zde vidět, že celý model se skládá ze tří pohybů. Prvním je δrot1,
který značí otočení robota před samotným pohybem. Přímý pohyb rovně je označen jako
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Obrázek 4.2: Model odometrie
δtrans. Celý pohyb pak ukončuje konečné pootočení δrot2. Teoreticky může být každý jed-
notlivý pohyb nulový a robot se tak může jen pootočit, nebo popojet rovně.
Ještě by bylo vhodné zmínit vzorce pro výpočet pohybu robota, pokud máme zadán
počáteční bod xt−1 = (x¯ y¯ θ¯) a bod xt = (x y θ), ve kterém se robot nachází po vykonání
pohybu. Tyto vzorce totiž budeme v našem programu hojně používat.
δrot1 = atan2(y − y¯, x− x¯)− θ¯ (4.1)
δtrans =
√
(x¯− x)2, (y¯ − y)2 (4.2)
δrot2 = θ − θ¯ − δrot1 (4.3)
Výpočet δtrans provedeme snadno pomocí pythagorovy věty. δrot2 vypočítáme jako rozdíl
aktuální pozice, předchozí pozice a prvnotního pootočení. A konečně δrot1 zjistíme jako vý-
sledek funkce atan2, která kromě výpočtu arcus tangens yx dokáže určit kvadrant, ve kterém
se nachází výsledná hodnota. Od této hodnoty ještě musíme odečíst výchozí natočení.
Celá kapitola o pohybovém modelu byla převzata z [7].
4.2 Částicové filtry
Jak již bylo uvedeno výše, částicové filtry slouží v mobilní robotice k lokalizaci robota a
nalezení jeho aktuální pozice díky datům ze senzorů robota. Díky použití této metody radi-
kálně vzrostla mohutnost mobilní robotiky a lokalizace s použitím mapy. Chrakteristickou
vlastností této metody je způsob reprezentace hustoty pravděpodobnosti popisující odhad
pozice robota. Oproti střední hodnotě a rozptylu používané Kalmanovým filtrem, využívá
tato metoda množinu tzv. částic. Jejich váhy a rozložení ve stavovém prostoru určuje, jak
je která pozice pravděpodobná. Množina částic je značena
Xt := x[1]t , x[2]t , ..., x[M ]t (4.4)
Každá částice x[m]t (pro 1 ≤ m ≤ M) je konkrétní instance stavu v čase t. Jinak řečeno,
částice je předpoklad, jak by mohla vypadat globální pozice v čase t. M zde značí počet
částic v množině Xt. V praxi většinou bývá počet částic poměrně velký (v řádech tisíců).
11
Každá částice ale také obsahuje tzv. důležitostní faktor, který značíme w[m]t . Důležitostní
faktory jsou použity k včlenění měření zt do množiny částic. Důležitost, neboli váha částice,
je pravděpodobnost měření zt pro částici x
[m]
t , dána rovnicí
w
[m]
t = p(zt | x[m]t ) (4.5)
Pokud interpretujeme w[m]t jako váhu částice, potom množina čátic reprezentuje funkci
bel(xt), což je víra robota, že se nachází na pozici xt.
Celá kapitola o částicových filtrech byla převzata z [6], [7] a [8]
4.3 Monte Carlo lokalizace
Nyní se zaměříme na populární lokalizační algoritmus, který k lokalizaci používá již
zmíněné částicové filtry. Algoritmus se nazývá Monte Carlo lokalizace nebo také MCL.
Tato metoda je aplikovatelná jak na lokální, tak na globální lokalizační problémy. A přesto,
že je tato metoda poměrně nová, stala se jednou z nejpopulárnějších lokalizačních algoritmů
v robotice. Je totiž snadno implementovatelná a poměrně dobře pracuje na širokém spektru
lokalizačních problémů.
4.3.1 Ukázka
Obrázek 4.3 ilustruje použití MCL v jednorozměrném prostředí. Počáteční globální nejis-
tota aktuální pozice robota je dosažena díky množině částic, které jsou náhodně rozmístěny
po celém stavovém prostoru (4.3a). Poté co robot svými senzory zaznamená dveře, MCL
upraví váhu každé částice. Výsledná množina je znázorněna na obrázku 4.3b. Výška každé
částice na obrázku značí její váhu. Množina částic přitom zůstává stejná jako na obrázku
4.3a, změněny jsou pouze váhy částic. Obrázek 4.3c zobrazuje množinu částic po převzor-
kování a posunutí o vzdálenost ujetou robotem. Tím jsme získali novou množinu částic,
kde všechny částice mají stejnou váhu. V této nové množině je ovšem větší množství částic
okolo míst, kde se před posunutím vyskytovaly dveře. Na obrázku 4.3d vidíme množinu
částic s nově nastavenými váhami podle posledního měření. V tuto chvíli je většina částic
s nějvětší vahou před druhými dveřmi, což je také pozice robota. Další pohyb robota vede
k převzorkování množiny částic a k jejímu následnému posunu o pohyb robota. Tento krok
je zobrazen na obrázku 4.3e. Je zřejmé, že v tomto příkladě jsme během několika málo
aproximací dosáhli rozložení pravděpodobnosti odpovídající aktuální poloze robota.
4.3.2 Algoritmus
Základní MCL algoritmus je zobrazen na obrázku 4.4. Můžeme ho rozdělit na tři hlavní
části. První část se nazývá predikce a na našem obrázku je zobrazena na řádku 3. Tato
funkce posune danou částici z aktuální pozice o vzdálenost, kterou ujel robot. Druhá část
se nazývá korekce a v ní se nastaví dané částici váha podle robotem naměřených hodnot.
Na obrázku je na řádku 4. Poslední částí je tzv. převzorkování, kdy jsou částice s malou
vahou zrušeny a částice s vahou velkou naopak znásobeny. Všechny tři fáze MCL algoritmu
se provedou nad všemi částicemi. Jednotlivé části nyní detailně popíšeme.
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Obrázek 4.3: MCL v jednorozměrném prostředí
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Obrázek 4.4: Základní MCL algoritmus. χt−1 značí množinu částic, ut značí posun robota,
zt značí hodnoty naměřené sonary a M je počet částic v množině
4.3.3 Predikce
Algoritmus implementující predikci má jako vstupní parametr hodnotu posunu a částici,
která se má posunout. Výstupem je pak částice posunutá o danou vzdálenost. Výpočet nové
pozice není nějak složitý. Jak už ale bylo uvedeno výše, robot nikdy neujede přesně poža-
dovanou vzálenost, která je mu k ujetí zadána. Na toto musíme brát ohled i my v našem
algoritmu. Musíme si tedy nejprve vypočítat chybu, kterou zatížíme náš přesný výsledek.
Použijeme k tomu funkci hustoty pravděpodobnosti s normálním rozložením (obrázek 4.5)
a střední hodnotou nula. Tato funkce představuje velikost odchylky od skutečně ujeté vzdá-
lenosti a můžeme ji matematicky vyjádřit vzorcem 4.6
Obrázek 4.5: Funkce hustoty pravděpodobnosti s normálním rozložením
εb(a) =
1√
2pib2
e−
1
2
a2
b2 (4.6)
Rozptyl je označen b . Výslednou hodnotu posunu vypočítáme podle vzorečku, který je
uveden níže. V něm se ještě kromě známých hodnot objevují parametry α1 až α4, což
jsou chybové parametry specifické pro daného robota. Díky nim můžeme určit, jak velké
bude zašumění pohybu robota. Tyto pamarametry budeme používat čtyři, abychom mohli
14
nastavit velikost šumu jak pro pohyb rovně, tak pro otáčení.
δˆrot1 = δrot1 − ε ∗ (α1δ2rot1 + α2δ2trans) (4.7)
δˆtrans = δtrans − ε ∗ (α3δ2trans + α4δ2rot1 + α4δ2rot2) (4.8)
δˆrot2 = δrot2 − ε ∗ (α1δ2rot2 + α2δ2trans) (4.9)
Když již máme vypočítanou hodnotu posunu včetně zašumění, můžeme přejít k výpočtu
souřadnic, na nichž se bude částice nacházet po posunutí o danou vzdálenost. Ty lze jedno-
duše vypočítat pomocí goniometrických funkcí. Nové natočení robota pak získáme sečtením
obou pootočení s aktuálním natočením robota
x′ = x+ δˆtrans cos(θ + δˆrot1) (4.10)
y′ = y + δˆtrans sin(θ + δˆrot1) (4.11)
θ′ = θ + δˆrot1 + δˆrot2 (4.12)
Tímto získáme novou částici xt = (x′ y′ θ′), která je oproti původní částici xt−1 = (x y θ)
posuna o ut = (δrot1 δtrans δrot2) a náhodný šum. Novou částici následně vracíme do MCL
algoritmu.
4.3.4 Korekce
Obrázek 4.6: Algoritmus korekce
Cílem tohoto algoritmu je nastavit váhu aktuální částice a to podle shody její pozice
s pozicí reálného robota. Algoritmus korekce je zobrazen na obrázku 4.6. Vstupem tomuto
algoritmu jsou vzdálenosti naměřené jednotlivými sonary na robotovi, aktuální pozice čás-
tice, jejíž váha se má určit a mapa, na níž se jak robot tak částice pohybují. Výstupem
pak bude váha částice, což je vlatně míra shody měření jednotlivých sonarů na robotovi
a měření pomyslných sonarů na robotovi, který by se nacházel na pozici částice. Pokud
totiž víme, kde na mapě se částice nachází, můžeme pomocí ray castingu určit vzdálenost
nejbližších překážek, které kolem sebe částice má. Tato vzdálenost bude v pixelech, ale
jelikož známe měřítko mapy, můžeme tuto hodnotu přepočítat na jednotky vzdálenosti.
V našem algoritmu 4.6 je toto na řádku 3. Řádeky 4 a 5 pak implementují získání samotné
hodnoty, která odpovídá podobnosti si dvou naměřených hodnot odpovídajících si sonarů.
Tato hodnota je získána z funkce na obrázku 4.7. Funkce 4.7 je složena za čtyř funkcí
zobrazených na obrázku 4.8. Každá z těchto funkcí reprezentuje jednu chybu měření, která
se při měření sonary vyskytuje. Kdybychom totiž měřili s dokonalými bezchybnými sonary
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Obrázek 4.7: Výsledná funkce. zk∗t značí velikost určenou ray castiongem z mapy pro sonar
k. Hodnota zmax označuje maximální možnou naměřenou hodnotu
v ideálním prostředí bez nečekaných událostí, stačilo by naměřené hodnoty pouze porovnat
a čím by byly k sobě blíž, tím větší by byla váha částice. My ovšem musíme tyto chyby
brát v úvahu a váhu částic určovat s ohledem na jejich výskyt. Proto zde existují tyto čtyři
funkce, které reprezentují čtyři nejčastější chyby při měření se sonary.
Obrázek 4.8: Čtyři funkce reprezentující jednotlivé chyby měření
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Chyba způsobená šumem měření
V ideální prostředí by sonary vždy změřily správnou vzdálenost k nejbližšímu objektu.
Použijme označení zk∗t pro tuto vzdálenost, kterou díky mapě můžeme určit pomocí ray
castingu. I když ale senzor správně změří vzdálenost k nejbližší překážce, hodnota kterou
od něj dostaneme je vystavena chybě. Tato chyba vzniká kvůli omezenému rozlišení so-
narů, atmosferickým vlivům na měřící signál atd. Tento šum měření je vyjádřený pomocí
gaussovskou distribucí se střední hodnotou zk∗t a standardní odchylkou σhit. Gaussovskou
distribuci budeme značit jako phit. Zobrazena je na obrázku 4.8a. V praxi jsou hodnoty na-
měřené sonary limitovány intervalem [0; zmax], kde zmax značí maximální možnou hodnotu,
kterou mohou sonary naměřit. Proto je pravděpodobnost měření dána jako
phit(zkt | xt,m) =
{
ηN (zkt ; zk∗t ;σ2hit) pokud 0 ≤ zkt ≤ zmax
0 jinde
(4.13)
kde zk∗t je spočítáno pomocí ray castingu a N (zkt ; zk∗t ;σ2hit) značí normální rozdělení se
střední hodnotou zk∗t a s odchylkou σhit:
N (zkt ; zk∗t ;σ2hit) =
1√
2piσ2hit
e
− 1
2
(zkt −zk∗t )2
σ2
hit (4.14)
Normalizér η můžeme vypočítat jako
η =
(∫ zmax
0
N (zkt ; zk∗t ;σ2hit)dzkt
)−1
(4.15)
Odchylka σhit je skutečná hodnota parametru šumu našeho měřícího modelu.
Chyba způsobená nečekanými objekty
Prostředí, ve kterém se robot pohybuje, je dynamické, zatímco mapa je statická. To může
způsobit překvapivě krátké naměřené hodnoty v porovnáním s hodnotami z mapy. Typic-
kým příkladem pohybujících se objektů jsou lidé, kteří sdílí s robotem operační prostor.
Jedním způsobem, jak se s takovými objekty vypořádat, je počítat s nimy jako se součástí
stavového prostoru a odhadovat jejich pozice. Druhým mnohem jednodušším způsobem je
brát je jako chybu senzorů. V takovém případě tyto objekty způsobí naměřenou hodnotu
menší než zk∗t . Matematicky je v takových situacích pravděpodobnost naměřené vzdálenosti
popsána hustotou pravděpodobnosti exponenciálním rozložením. Parametr tohoto rozložení
λshort je hodnota odvozená z našeho měřícího modelu. Z definice exponenciálního rozložení
získáme následující rovnici
pshort(zkt | xt,m) =
{
η λshorte
−λshortzkt pokud 0 ≤ zkt ≤ zk∗t
0 jinde
(4.16)
Jako v předchozím případě potřebujeme vyjádřit normalizér. Hodnota pravděpodobnosti
pod funkcí na intervalu [0; zkt ] je∫ zkt
0
λshorte
−λshortzkt dzkt = 1 − e−λshortz
k∗
t (4.17)
Potom hodnota noramlizeru bude
η =
1
1 − e−λshortzk∗t (4.18)
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Chyba způsobená poruchou
Někdy se může stát, že překážka není detekována vůbec. To se často stává v případě,
že se signál ze sonaru odrazí od překážky jiným směrem, než zpět k sonaru. V takovém
případě sonar vrátí hodnotu zmax, tedy hodnotu maximální. A jelikož jsou takováto měření
poměrně častá, je třeba tuto situaci zohlednit ve výsledném meřícím modelu. To provedeme
pomocí rozložení pravděpodobnosti okolo bodu zmax.
pmax(zkt | xt,m) = I(zkt = zmax) =
{
1 pokud zkt = zmax
0 jinde
(4.19)
Funkce I zde značí funkci, jež se bude rovnat jedné, pokud naměřená hodnota bude rovna
hodnotě maximální. Jelikož je pmax diskrétím rozložením, technicky pmax není funkce hus-
toty pravděpodobnosti. Toto nás zde ovšem netrápí, jelikož náš matematický model tím
není ovlivněn. V našich grafech ovšem kreslíme pmax jako rovnoměrné rozložení se středem
v bodě zmax a můžeme tak předstírat, že zde funkce hustoty existuje.
Chyba způsobená náhodným měřením
A konečně mohou sonary vyprodukovat naprosto nečekané hodnoty. Toto může nastat
například, když robot narazí do zdi nebo když sonar přijme signál od jiného sonaru. Pro
jednoduchost tato měření namodelujeme rovnoměrným rozložením na celý meřící rozsah
[0; zmax]:
prand(zkt | xt,m) =
{ 1
zmax
pokud 0 ≤ zkt ≤ zmax
0 jinde
(4.20)
Když nyní tyto čtyři různé distribuce složíme dohromady, vznikne nám finální rozložení,
které jsme již viděli na obrázku 4.7. V algoritmu 4.6 můžeme toto sloučení vidět na řádku 4
až 5. Je realizováno pomocí váženého průměru s pomocí parametrů zhit, zshort, zmax a zrand,
kde zhit+zshort+zmax+zrand = 1. Těmito parametry můžeme nastavit váhu jednotlivých
chybových modelů.
Dále pak v algoritmu 4.6 vidíme, že inicializační hodnota pravděpodobnosti je jedna
(řádek 1). Pravděpodobnost se musí vypočítat i pro každý sonar, který je umístěný na
robotovi. Výsledná hodnota pravděpodobnosti pak vznikce vynásobením inicializační prav-
děpodobnosti pravděpodobnostmi všech jednotlivých sonarů (řádek 6).
Celá kapitola o Monte Carlo lokalizaci byla s úpravami převzata z [7].
4.4 Převzorkování
Převzorkování provádíme proto, abychom se zbavili částic s malou váhou a naopak
znásobili částice s váhou velkou. Tímto dosáhneme toho, že částice v místě, kde se robot
pravděpodobně nenachází, budou zrušeny. Naopak v místě s vysokou pravděpodobností
výskytu robota budou částice znásobeny a bude jich tam tak více. Toto převzorkování není
potřeba provádět při každém spuštění MCL agoritmu. Stačí ho provést, pouze když se nám
významná část vah bude blížit nule. Toto zjistíme pomocí následujících vzorečků
cv2t =
1
M
M∑
i=1
(Mw(i)− 1)2 (4.21)
ESSt =
M
1 + cv2t
(4.22)
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kde M je velikost množiny částic a w(i) je váha částice i. ESSt je pak odhadem velikosti
množiny částic, blížících se nule. Převzorkování provedeme tehdy, když tato hodnota pře-
sáhne jistou prahovou hodnotu. Touto hodnotou většinou bývá malé procento počtu částic
v naší množině. Samotný algoritmus převzorkování je zobrazen na obrázku 4.9.
Obrázek 4.9: Algoritmus převzorkování. Vstupem je množina částic, výstupem pak pole
indexů částic, které se mají zachovat
Tento algoritmus je nejjednodušší metodou, jak převzorkovat množinu částic. Jeho prin-
cipem je zachování každé částice s pravděpodobností odpovídající její váze. K efektivnímu
dosažení tohoto principu si nejdříve z naší množiny částic, jejíž součet vah znormujeme na
jedničku, vytvoříme množinu s kumulativními váhami částic. To znamená, že váha každé
částice v této množině se bude rovnat součtu vah částic jí předcházejících plus váze své
vlastní. Dále si pak musíme vygenerovat pole náhodných čísel z intervalu [0, 1] s rovnoměr-
ným rozložením, které záhy seřadíme podle velikosti. Nyní již můžeme přejít k samotnému
výběru částic, které mají být zachovány a určování počtu jejich kopií. Provedeme to tak, že
budeme souběžně porovnávat naše dvě množiny a budeme určovat počet náhodných čísel
z našeho seřazeného pole, které se vejdou do intervalu mezi dvěma příslušnými částicemi
z kumulativní množiny vah. Je zřejmé, že pokud bude mít částice malou váhu, je její ekvi-
valent v množině kumulativních vah také jen o málo větší, než kumulativní hodnota částice
předchozí. Interval mezi nimy bude tedy také jen malý. Proto je zde jen malá šance, že se
nějaká hodnota z pole náhodných čísel trefí do tohoto intervalu. Přesně naopak to bude
s částicemi s vahou velkou. Interval bude velký a proto je zde tedy velká pravděpodobnost,
že se do něj trefí více čísel z pole náhodných čísel. Výstupem tohoto algoritmu je pole veli-
kosti celkového počtu částic, ve kterém jsou uloženy indexy částic, které mají být zachovány
nebo znásobeny v případě, že je zde více stejných indexů.
Část o převzorkování byla převzata z [4].
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Kapitola 5
Implementace
V této kapitole popíšeme konkrétní řešení. Tedy implementaci teorie popsané výše.
Námi vytvořený software by měl umožňovat robotovi účast v soutěži. Již na začátku práce
však bylo jasné, že kvůli vybavení robota je jeho účast v soutěži nejistá. K tomu se ještě
přidaly problémy s funkčností robota během práce. Výsledkem tohoto je, že náš program
byl implementován a otestován pouze jako simulace. Místo toho abychom robotovi posílali
příkazy a pousouvali ho tak v reálném světě, posunujeme pouze simulovaného robota na
mapě. Hodnoty naměřené sonary tak určujeme také z mapy pomocí ray castingu. Problémy
s účastí robota v soutěži jsou shrnuty v závěrečné kapitole.
5.1 MCL
Lokalizační algoritmus MCL byl implementován podle výše popsané teorie. Během práce
se ovšem vyskytly i nějaké problémy. Například s moc dlouhou dobou potřebnou na zori-
entování robota na mapě nebo s rychlostí výpočtu vah částic. Tyto problémy ovšem byly
odstraněny díky optimalizacím popsaným níže. Mimo jiné bylo také třeba se vypořádat
s částicemi, které během predikce opustí mapu nebo se vyskytnou ve zdi. V takovém pří-
padě je částici automaticky přiřazena hodnota nula a vůbec na ni není aplikována korekce.
Při nejbližším resamplingu je pak nahrazena částicí s větší vahou.
Samotná MCLmetoda byla implementována proto, abychommohli určit pozici na mapě,
kde se robot nachází. My však můžeme pouze odhadnout jeho nejpravděpodobnější místo
výskytu. To určíme pomocí váženého průměru všech částic. Natočení robota počítat nemu-
síme, jelikož můžeme přečíst téměř jistě správné natočení z kompasu. V programu na mapě
tak můžeme vidět vždy dva body. Modrý bod značí pozici reálného (simulovaného) robota.
Druhý bod je zelený a značí pozici odhadnutou pomocí MCL. Částice jsou pak vidět jako
malé červené tečky.
5.2 Mapa
Pro naše účely jsme potřebovali použít co možná nejpřesnější, volně dostupnou mapu
prostředí, kterým náš robot bude projíždět. Proto byla použita mapa parku Lužánky z
[5]. Ta byla následně upravena tak, že celý prostor kromě cest byl začerněn, tedy označen
jako obsazený. Dále bylo třeba označit jednotlivé chodníky mezi křižovatkami. Jelikož ale
oficiální mapa k soutěži nebyla doposud dostupná, byl rozsah mapy a označení sektorů
vhodně zvolen. Jednotlivým sektorům byla přiřazena čísla od 0 do 34. Výsledná mapa je
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zobrazena na obrazku 5.1. V našem programu ovšem tato mapa není použita přímo, ale je
ještě převedena na dvourozměrné pole hodnot typu boolean, kde jsou zdi reprezentovány
jedničkou a volné prostory nulou. Jelikož náš program bere jako počátek souřadnic levý dolní
roh obrázku, bylo také třeba všechny ypsilonové hodnoty přepočítávat. V MS Windows je
totiž počátek souřadnic uvažován v levém horním rohu okna. Poslední věcí, která byla
potřeba určit pro mapu, bylo měřítko. Jeho hodnota byla stanovena podle [5] na půl metru
na jeden pixel.
Obrázek 5.1: Zmenšenina mapy, použité pro navigaci robota
5.3 Navigace
Jak již bylo napsáno v návrhu, náš robot bude pracovat ve třech navigačních režimech.
Toto řešení, kdy se robot po zorientování na mapě vždy vrací na startovní místo, není nej-
vhodnější. Samotné zorientování robota ovšem proběhne maximálně na několika desítkách
metrů, což není v porovnání s maximální až kilometrovou trasou robota zase tak významné.
Navíc teoreticky v polovině případů by se stejně robot musel na místo startu vracet, jelikož
by vyjel nesprávným směrem. V dalších případech by se pak musel vracet alespoň část
cesty, jelikož by špatně odbočil. Z toho vyplývá, že pro nás bude toto nejjednodušší řešení
také nejefektivnější.
Hlavní úkolem navigace je ovšem stanovovat následující pohyb robota. Ten bude zapsán
do třísložkového odometrického modelu, který je popsán výše. Prvním otočením budeme
robota vždy směrovat. Pokud bude robot v daném pohybu popojíždět, budeme volit délku
pohybu jeden metr. Závěrečné otočení pak budeme používat pouze v režimu návratu na
start.
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5.3.1 Režim lokalizace
V tomto režimu se robot nachází vždy na začátku každé trasy, když neví, kde na mapě
je jeho pozice. Proto se musí spoléhat pouze na své sonary. Princip pohybu v tomto režimu
spočívá v tom, že robot pojede vždy tam, kde sonary naměří největší vzdálenost od pře-
káždy. Pokud tedy robot zjistí, že má vlevo více prostoru než před sebou, natočí se doleva
o polovinu velikosti úhlu mezi předním a levým sonarem a popojede. Pokud naměří všechny
sonary stejnou hodnotu, většinou pokud má kolem sebe robot dostatek místa, pojede robot
rovně bez natáčení. Ještě je třeba ošetřit situaci, kdy je robot přímo před zdí, tedy pokud
všechny sonary naměří vzdálenost menší než metr. V tom případě je robot pouze otočen
o 180◦ bez popojíždění. V tomto řežimu si také robot ukládá každý svůj pohyb, které pak
použije při návratu na startovní pozici.
5.3.2 Režim návratu na start
Robot přechází do tohoto režimu navigace ve chvíli, kdy se zorientuje a zjistí, kde
na mapě se nachází. To, že se robot zorientoval, zjisťujeme pomocí rozprostření částic
na mapě. Když se totiž všechny částice shromáždí kolem jednoho místa na mapě, máme
jistotu, že právě zde se robot nachází. Podmínka přechodu do tohoto režimu tedy bude,
že žádné dvě částice na mapě nejsou od sebe vzdáleny o více než deset metrů. Pokud je
tato podmínka splněna, robot se nejprve otočí o 180◦ a následně začně pozpátku vykonávat
pohyby z předešlého režimu. U těchto pohybů ovšem musí změnit pořadí otáčení tak, že
místo aby se otáčel před rovným pohybem, bude se otáčet až po něm. Navíc je potřeba toto
otočení znegovat. To znamená odečíst ho od 360◦.
5.3.3 Režim navigace podle mapy
Když robot konečně dosáhne startovní pozice, může pomocí mapy začít projíždět zada-
nou trasu. To je realizováno pomocí pomocných bodů, jenž jsou rozmístěny v jednotlivých
sektorech. Navigace pak probíhá od jednoho bodu k druhému. Rozmístění bodů v jednot-
livých sektorech je zobrazeno na obrázku 5.2. Body jsou vlatně jen pozice na mapě. Jejich
souřadnice jsou načítány z externího XML souboru Nodes.xml, který musí být ve složce
se spustitelným souborem programu. Pokud se nepodaří tento soubor najít, program je
předčasně ukončen. Sektor je pak tvořen množinou bodů tak, že krajní body jsou vždy
shodné pro tolik sektorů, pro kolik vede z dané křižovatky cest. Body v sektorech jsou
uloženy v seznamu a to libovolným směrem. Jejich posloupnost při průjezdu se pak určuje
podle společného bodu s předchozím sektorem.
Na začátku jízdy robot nejprve vyrazí k nejbližšímu bodu. Od něj bude následně po-
stupně pokračovat k dalším bodům, které jsou na zadané trase. Aktuální pozice robota na
mapě je počítána z částic spravovaných MCL algorimem a jeho natočení je bráno z kom-
pasu. Pokud by se z těchto údajů zjistilo, že natočení robota k aktuálnímu bodu, ke kterému
je navigováno, je vychýleno o více než o 8◦, robot se pootočí, čímž tuto chybu zkoriguje.
Takto robot projede všechny sektory, které mu byly zadány a vrátí se na strartovní pozici.
5.4 Komunikace s robotem
Komunikace probíhá přes sériovou linku, která je realizována bezdrátově pomocí blue-
tooth technologie. Robot tak může posílát informace o svém stavu, jako například měření
sonarů nebo hodnoty z kompasu. Tyto informace jsou přijímány díky knihovně pro práci
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Obrázek 5.2: Rozmístění navigačních bodů na mapě
se sériovou linkou, která v C# existuje. V našem programu byla vytvořena pro každou ro-
botem posílanou informaci příslušná kolonka, v níž se bude daná informace zobrazovat. Při
přijetí příchozích dat je vyvolána událost, ve které jsou příslušná data rozparsována podle
typu a následně zobrazena v příslušné kolonce v programu. Kromě příjmu informací může
program také robotovi posílat příkazy. Robot totiž popojíždí a otáčí se, pokud přijme po
sériové lince znaky ’i’, ’o’, ’j’, ’k’ a ’l’. Tato funkce byla u robota implementována během
bakalářské práce [3]. Náš program pouze tyto znaky posílá po sériové lince, pokud dojde
k jejich stisknutí.
5.5 Optimalizace
Pro zefektivnění práce našeho programu byly zavedeny některé optimalizace, které jeho
práci zrychlují.
5.5.1 Generování částic
MCL generuje náhodné částice na celém stavovém prostoru. V našem případě to zna-
mená, že by se částice měly generovat po celé mapě. My ovšem víme, že náš robot bude
umístěn na jedné z cest dané trasy. Můžeme tedy částice vygenerovat pouze na cestách
v sektorech, jimiž má robot projet. Toho dosáhneme tak, že si mapu rozstříháme na ob-
rázky jednotlivých sektorů a poznamenáme si jejich pozice. Toto ovšem musíme udělat ru-
čně, jelikož obrázky některých sektorů je třeba dodatečně upravit, protože do nich mohou
zasahovat dva sektory. Pozice jednotolivých obrázků jsou také uloženy v souboru Nodes.xml
a jsou načteny při startu programu. Nyní budeme generovat náhodné částice na cesty v ob-
rázcích jednotlivých zadaných sektorů. K vygenerovaným pozicím v každém sektoru pak
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následně přičteme poznamenanou pozici příslušného obrázku. Tím dosáhneme toho, že čás-
tice jsou vygenerovány opravdu pouze v sektorech, jimiž bude robot projíždět. Zrychlíme
tak zorientování robota i samotný program, jelikož nebudeme muset generovat tolik částic.
5.5.2 Orientace částic
Pro obecný MCL algoritmus by měly mít všechny částice náhodný úhel natočení. V na-
šem případě ovšem díky kompasu víme, jak je robot aktuálně natočen. Můžeme tedy gene-
rovat částice se stejným natočením, jako má robot. Bude zde tedy mnohem větší šance, že
některá částice bude vygenerována na stejné pozici a se stejným natočením jako má robot.
5.5.3 Počet částic
Díky předešlým optimalizacím můžeme stanovit počet generovaných částic přímo úměrný
počtu projížděných sektorů. V každém sektoru si spočítáme počet volných pozic (neobsa-
zených pixelů). Počet generovaných částic v sektoru pak určíme jako čtvrtinu všech možný
pozic. V každém sektoru tak bude počet částic přiměřený jeho velikosti a můžeme si tak
být jisti, že některá částice bude vygenerována v nejbližším okolí skutečné pozice robota.
Když se robot zorientuje na mapě, jsou všechny částice shromážděny již na poměrně
malém prostoru. Z toho vyplývá, že již není potřeba udržovat tolik částic, jako na začátku.
Je tedy vhodné některé částice zahodit. K tomuto dobře poušlouží nulové částice, tedy ty,
které se ocitnou ve zdi. Budeme tedy hned od začátku všechny částice, které se stanou
nulovými rušit. V tom budeme pokračovat, dokud nám jich nezbyde posledních čtyři sta.
Ty nám pro určování pozice robota bohatě postačí.
5.6 Uživatelské rozhraní a ovládání
Obrázek 5.3: Výsledný program
Na obrázku 5.3 můžeme vidět výslednou podobu programu. Vlevo je mapa, po které
se budou pohybovat malé červené tečky značící částice a dvě větší tečky. Modrá značící
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aktuální pozici reálného (simulovaného) robota a zelená představující pozici odhadovanou
pomocí MCL metody. Vpravo nahoře je pak výběr portu, na kterém je připojen bluetooth
adaptér a tlačítko připojit, pro navázání spojení s robotem na tomto portu. Pod nastavením
portu jsou okýnka pro jednotlivé informace, které jsou v programu vyparsována z komplet-
ních dat posílaných robotem po sériové lince. Jsou zde okýnka pro šest hodnot ze sonarů,
z čehož jsou tři, jenž jsou aktuálně na robotovi a tři pro sonary, které budou v budoucnu
přidány. Naměřená vzdálenost je v centimetrech. Dále pak tři okýnka pro aktuální akcele-
raci v osách x, y a z, okýnko pro hodnotu z kompasu a čtyři okýnka pro aktuální rychlosti
jednotlivých kol. Rychlost je uváděna ve stovkách centimetrů za sekundu. Zkratky u okýnek
s rychlostí jednolivých kol rozlišují přední, zadní, levá a pravá kola. Poslední dvě okýnka
udávají velikost střídy pulzní šířkové modulace, která řídí motory. Jsou zde dvě, protože
jedna slouží pro posun robota rovně a druhá pro otáčení na místě. Tato čísla nemají jed-
notku, jelikož jsou to pouze hodnoty pro nastavení čítačů, které vytváří PWM. Střední
hodnota, při které robot stojí, je 1381. Pod okýnky s jednotlivými informacemi je pak
velký textový box, ve kterém se zobrazují nerozparsované informace průběžně přijímané
od robota. Úplně vespod je pak políčko pro zadání sektorů, které má robot projet a dvě
tlačítka pro spuštění a pozastavení simulace průjezdu robota trasou. Projížděné sektory je
třeba zadat oddělené čárkou. Krom toho je ještě třeba kliknout do mapy na místo, odkud
bude startovat reálný (simulovaný) robot. Stisknutím tlačítka start se pak začne se simu-
lací a tlačítkem pauza lze simulaci přerušit. Pro názornost je mezi jednotlivé posuny robota
umístěna prodleva osm set milisekund. Tato doba jde zmenšovat nebo zvětšovat pomocí
tlačítka plus respektive mínus, které jsou umístěny pod tlačítkem start. Zvolená prodleva
ovšem může být zezačátku delší, jelikož je na mapě ještě mnoho částic, které budou sice
následně zrušeny, ale je třeba s nimi počítat. Vpravo od tlačítek je pak ještě vypisován text
s aktuálním režimem navigace.
V programu je také zabudováno několik ošetření chybových stavů. Pokud například
sektory nejsou zadány korektně nebo na sebe nenavazují, objeví se okno s chybovou hláš-
kou. Další nepřípustné stavy nastanou, pokud nebude kliknutím do mapy zadána startovní
pozice robota nebo se uživatel pokusí umístit robota do zdi.
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Kapitola 6
Závěr
Cílem této bakalářské práce bylo vytvořit navigační a lokalizační software, který by
umožňoval robotovi účast v soutěži. Tento úkol se ale nepodařilo úplně splnit, jelikož ro-
bot, který se měl soutěže účastnit, nebyl v době vzniku této bakalářské práce plně funkční.
Nebylo tedy možné vytvořit korektně fungující komunikační rozhraní mezi programem a
robotem, jako například ovládání podvozku robota pro popojíždění. Navržený software by
sice robotovi účast v soutěži umožňoval, pokud by ale kromě vytvoření komunikačního
rozhraní splňoval několik dalších podmínek. Aby byl robot autonomní, bylo by třeba, aby
program běžel přímo na něm. To v současné době není možné, jelikož robota řídí výpočetně
nedostatečný fitkit a celý notebook by náš robot neuvezl. Řešením by pro nás mohl být malý
netbook. U něj ovšem zase není jisté, zda by výpočetně náročný program zvládl. Dalším
problémem by byla mapa prostředí. Ta, kterou jsme získali z [5], nemusí být pro naše účely
dostatečně přesná. Větším problémem ovšem je, že jsme na mapě začernili všechny prostory
kromě cest. To by bylo možné, pouze pokud by kolem cest byly zdi nebo alespoň obrubníky.
V Lužánkách jsou ale jen lavičky, keře, stromy a podobné objekty. Bylo by tedy potřeba,
aby si robot vytvořil mapu prostředí sám, například pomocí metody SLAM (Simultaneous
Localization And Mapping). Program implementující tuto metodu již na ústavu existuje.
Pokud bychom do budoucna chtěli přemýšlet o více než jen účasti v této soutěži, bylo
by ideální vytvořit celý tým, který by se přípravou robota na soutěž zabýval. Našeho ro-
bota dovybavit barevnými kamerami a podle finačních možností třeba i GPS modulem.
Dále by bylo vhodné zapojit další roboty, kteří by navzájem spolupracovali. Z toho jednoho
robusnějšího, který by sledoval trajektorii robota vedoucího. Byl by také schopen převážet
náklad za bonusové body a například i notebook s navigačním a lokalizačním softwarem
pro vedoucího robota. Lokalizační a navigační algoritmus vytvořený v rámci této bakalářské
práce by pak mohl dobře posloužit jako záložní, pro případ selhání algoritmu primárního.
Studiem na tuto bakalářskou práci jsem se hodně dozvěděl z této oblasti informatiky,
která je velmi zajímavá a také perspektivní. Během tříletého bakalářského studijního pro-
gramu toho o robotice totiž moc probráno nebylo. Jsem tedy rád, že jsem se mohl něco
dozvědět tímto způsobem. Jediným problémem pro mě byly nedostupné studijní materiály
v češtině. Robotika totiž zažívá v posledních letech velký rozmach a některé nové knihy,
jako například [7], ještě nebyly do češtiny přeloženy. Nadruhou stranu jsem si tím velmi
zlepšil svou technickou angličtinu.
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Dodatek A
Obsah CD
Seznam souborů na přiloženém cd včetně popisu:
xdoube01 bp.pdf - tato bakalářská práce ve formátu pdf
xdoube01 bp zdroj.zip - latexové zdrojové kódy této bakalářské práce
xdoube01 program.zip - spustitelný soubor programu
xdoube01 program zdroj.zip - zdrojové kódy programu pro Microsoft Visual Studio
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