Collision detection is a fundamental problem in computer graphics. In this paper, temporal coherence is studied and an algorithm exploiting it for bounding volume hierarchies, is presented. We show that maintaining some of the intersection tests computed in the previous frame, along with certain information, is able to speedup the intersection tests considerably. The algorithm is able to accelerate the collision detection for small motions and works as fast as the regular algorithm for large motions, where temporal coherence does not exist. The algorithm framework can be implemented for any type of bounding volume hierarchy. To demonstrate this, it was implemented for the OBB and the AABB data structures and tested on several benchmark scenarios.
Introduction
Collision detection is a fundamental problem in computer graphics [10, 6] . Of the many algorithms and data structures used in collision detection [3, 2, 5, 1] , we focus on the Bounding volume (BV) hierarchy representation. We explore this representation in a dynamic environment.
Our basic premise is that in dynamic environments, objects comprising the scene do not move much between consecutive frames [9, 11, 4, 7, 8] . Temporal coherence implies that collision queries and their results are typically dependent on queries made in previous frames.
Temporal coherence for collision detection was introduced in [9] for Voronoi diagram based data structures. In [7] , a temporal coherence data structure for BV hierarchies, the front, was propose for k-DOPS. This data structure was further investigated in [8] for the spherical bounding volume data structure and later in [4] for a convex hull based data structure. The current work succeeds these methods, extending the technique, generalizing it for any bounding volume hierarchy and implementing it for OBB and AABB.
The underlying assumption is that most of the bounding volume intersection tests performed in the current frame were performed in the preceding frame as well. Moreover, the result of this test, intersection or disjointness, is the same most of the time. Therefore, rather than processing each collision query from scratch, by comparing the roots of the bounding volumes and expanding nodes downward, the algorithm "remembers" which collision tests determined the result before, and starts there. Thus, less bounding volume intersection tests are performed. To support the scheme, we use a Bounding Volume Test Tree, proposed in [4, 8] , which represents the collision tests performed thus far and the front data structure [4, 7, 8] , which maintains the set of intersection tests that determine the collision between the objects.
There are various possible ways to update the front [8, 4] . The question remains whether certain strategies are better than others. Rather than developing a strategy that depends on frames, our strategy depends on a bound on the motion of the objects. The full paper provides some empirical evidence to support the proposed strategy.
To accelerate the intersection tests performed on the front nodes in the next frame, a novel coherence intersection test is introduced. This test utilizes information saved from the previous frame to speedup the current intersection test.
An additional contribution of this paper is devising front updating policies empirically. Unlike previous work, which utilize frame-based policies, the proposed policies depend on the motion performed between frames. Thus, the policies can deal with small and large motions.
Based on the statistical observations, it is proposed that when large motion is detected, the algorithm should revert automatically to the basic (non-coherence) algorithm until it detects a smaller motion again. Thus, the algorithm always performs at least as well as the non-coherence algorithm.
The coherence scheme is implemented for the OBB and AABB data structures. The models move and can come in close proximity of each other. We show that our algorithm can run up to twice as fast as the equivalent non-coherence algorithm for OBB. Moreover, we show that collision detection is accelerated as the number of frames increases (for the same motion). Thus, the smoother the animation, the greater the benefit of our algorithm.
Algorithm and Data Structure
The intersection tests that should be performed for determining a collision between Bounding Volume (BV) hierarchies, can be described as a binary tree, the Bounding Volume Test Tree (BVTT) [11] . A front of the BVTT is a subset of the tree nodes which satisfies the condition that every path from a leaf to the root contains a single node from this subset.
Two operations on the front are supported: sprouting (replacing a node by its descendants) and pruning (replacing a set of nodes by their common ancestor) . Instead of developing a strategy that depends on frames [8, 4] , our strategy depends on a bound on the motion of the objects. Empirical evidence demonstrates that the magnitude of the motion is directly related to temporal coherence. See the full paper for our definitions of sprouting and pruning.
The key observation is that due to temporal coherence, the front of the previous frame resembles the front of the current frame. Thus, rather than performing all the intersection tests described in the BVTT tree (i.e., executing the non-coherence algorithm), the algorithm starts from the front of the previous frame. Obviously, this front does not always match the new BVTT tree and thus needs to be modified by pruning or sprouting.
The magnitude of movement between consecutive frames dominates the changes between their BVTT trees. Intuitively, if the amount of movement is large relative to the size of the BVs tested for intersection, the test result can change from disjointness to intersection and vice versa. Moreover, when large motions occur, the BVs belonging to BVTT nodes may also change, yielding the coherence information useless. Thus, the magnitude of the global motion has to be monitored to help decide when to use the coherence information and when to disregard it.
The algorithm proposed is fast not only because less intersection tests are performed, but also because the stored data enables it to perform faster BV-BV intersection tests. This is done by a novel box-box intersection test, which is based on coherence. For each node in the front data structure, information from previous frames is maintained and used in the current frame. This information includes the margin between the boxes. If the motion is smaller than the margin, the boxes are guaranteed not to intersect. Updating the margin is a major concern of the algorithm. When the margin test fails, we show how to efficiently perform an intersection test between the boxes for OBB and AABB based on previous intersection test results. The coherence hypothesis is that the same separating axis found in the previous frame, is also separating in the current frame.
The general coherence algorithm is described in Algorithm 1. We refer the reader to the full paper.
Experimental Results
This section describes the results obtained by our algorithm for the OBB and AABB data structures. In the implementation, the RAPID software package is used [12] . For AABB, the SAT lite algorithm is used with the necessary code modifications [13] . The tests are executed on a Pentium 4 1.8Ghz processor. The running times are presented as the ratio between the coherence algorithm and the orig- Call the no-coherence algorithm 3: Sprout nodes in the front and update coherence data
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Keep it in the front In our experiments, several standard benchmarks are used, each consisting of a moving object within a stationary environment (Figure 1 ). For each benchmark scenario, similar paths, each having a different motion size, are produced by interpolating the original path. Each test is performed 70 times and the results are averaged. Table 1 
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smaller the movement, the more beneficial the coherence algorithm is. For instance, for a movement of 0.05 of the object's size, our algorithm is twice as fast as the original non-coherence algorithm for the hand scenario. This experimental result is important, since it predicts the efficiency of our algorithm for new scenarios with a known movement distribution. Similar results are obtained for AABB. Finally, Table 1 compares the coherence and noncoherence algorithms on the original benchmark scenarios and for interpolated scenarios for motion size of 0.03. Some of the original scenarios contain very large movements between frames (often much larger the the object itself) and are not ideal for our algorithm. Even so, the results clearly demonstrate that the coherence algorithm is always faster. The advantage of the coherence approach on OBB varies from a factor of 2 for the Torus and the Flange and 1.1 for the Pipes model (which includes many very large movements). For the interpolated scenarios, the results are naturally better, yielding speedups factors of 1.27-2 for OBB and speedups factors of 1.04-1.26 for AABB. The difference between OBB and AABB is caused by the fact that AABB bounds the underlying models poorly, resulting in many triangle-triangle tests, where coherence cannot help.
In conclusion, while temporal coherence is highly dependent on the size of the movement between frames, it can still be used on any scenario and increase performance. This is because the loss of performance due to a large movement is usually marginal, while the gain when the movement is small is substantial.
