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Abstrakt
Technologie Composite WPF, oznacˇovana´ jako Prism V2, slouzˇı´ pro vy´voj kompozitnı´ch
aplikacı´ pro Windows Presentation Foundation. Jejı´m cı´lem je usnadnit vy´voj teˇchto apli-
kacı´ a to zejme´na s pomocı´ na´vrhovy´ch vzoru˚ typu Inversion of Control a Separated Pre-
sentation. Samotny´ balı´k knihoven, ktery´m Prism v2 je, vsˇak mnohdy pro vy´voj rozsa´hly´ch
kompozitnı´ch aplikacı´ nestacˇı´. Jedna´ se prˇedevsˇı´m o proble´m pouzˇitı´ vzoru Model-View-
ViewModel pro zobrazova´nı´ moda´lnı´ch a nemoda´lnı´ oken, jejich na´sledne´ zavı´ra´nı´ apod.
Tato pra´ce slouzˇı´ jednak pro sezna´menı´ s technologiı´ Prism, ale zaby´va´ se i ota´zkou rˇesˇenı´
vy´sˇe jmenovany´ch proble´mu˚.
Klı´cˇova´ slova: kompozitnı´ aplikace, moduly, Prism, CAL, na´vrhove´ vzory, Model-View-
ViewModel
Abstract
The Composite WPF technology, known as Prism V2, is a set of libraries that helps with
development of composite applications for Windows Presentation Foundation. The main
goal of Prism is to simplify development of composite applications with utilisation of
design patterns. Especially the Inversion of Control and Separeted Presentation design
patterns. There are many problems in the world of huge and complicated composite ap-
plications. This type of application usually uses modal and non-modal windows for ex-
ample. It is not easy to apply Model-View-ViewModel design pattern on modal window
and it is complicated to close that window from ViewModel. This thesis describes the
Prism itself and tries to solve the problems mentioned above.
Keywords: composite application, modules, Prism, CAL, design patterns, Model-View-
ViewModel
Seznam pouzˇity´ch zkratek a symbolu˚
CAL – Composite Application Library
DI – Dependency Injection
IoC – Inversion of Control
LOB – Line-of-business
PM – Presentation Model
RIA – Rich Internet Application
SL – Service Locator
SC – Supervising Controller
TDI – Tabbed document interface
TDD – Test-driven Development
MDI – Multiple document interface
MVC – Model-View-Controller
MVP – Model-View-Presenter
MVVM – Model-View-ViewModel
UI – User Interface
URI – Uniform Resource Identifier
VM – ViewModel
XAML – Extensible Application Markup Language
WPF – Windows Presentation Foundation
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51 U´vod
V dnesˇnı´ dobeˇ se musı´ vy´voja´rˇi aplikacı´ vyporˇa´dat s mnoha proble´my. Beˇhem vy´voje
docha´zı´ cˇasto k situacı´m, kdy za´kaznı´k cˇastokra´t meˇnı´ pozˇadavky na vy´slednou apli-
kaci, objevujı´ se nove´ technologie a postupy, ktere´ meˇnı´ dosavadnı´ styl pra´ce. Proto je
du˚lezˇite´ vytva´rˇet aplikace tak, aby bylo mozˇne´ je beˇhem vy´voje snadno upravovat a take´
rozsˇirˇovat jejich funkcˇnost. Takova´to aplikace nemu˚zˇe by´t vytvorˇena jako jednotny´ ce-
lek, kdy jednotlive´ komponenty jsou spolu teˇsneˇ sva´za´ny a nenı´ mezi nimi jasneˇ defi-
nova´na hranice. Do takto navrzˇene´ aplikace se pak velmi obtı´zˇneˇ prˇida´vajı´ nove´ funkce
nebo upravujı´ ty sta´vajı´cı´. Je obtı´zˇneˇ aplikaci testovat a oprava jedne´ chyby cˇasto zpu˚sobı´
vznik chyby v jine´ cˇa´sti aplikace.
Rˇesˇenı´m teˇchto proble´mu˚ je rozdeˇlit aplikaci do jednotlivy´ch bloku˚, tzv. modulu˚, kdy
kazˇdy´ z nich ma´ na starosti rˇesˇenı´ neˇjake´ specificke´ funkcˇnı´ oblasti. Tyto bloky je mozˇne´
vyvı´jet neza´visle na ostatnı´ch, mu˚zˇeme je velmi jednodusˇe testovat a take´ mu˚zˇeme pra´ci
na projektu rozdeˇlit mezi vı´ce ty´mu˚, cˇı´mzˇ se zvy´sˇı´ efektivita pra´ce. Aplikacı´m vytvorˇeny´m
pomocı´ tohoto principu, tedy pomocı´ skla´da´nı´ modulu˚ do jednoho celku, se rˇı´ka´ kompo-
zitnı´.
1.1 Kompozitnı´ aplikace
Kompozitnı´ aplikacı´ nazy´va´me takovou aplikaci, ktera´ je slozˇena´ z neˇkolika diskre´tnı´ch,
slabeˇ va´zany´ch (tı´m ma´me na mysli, zˇe jedna komponenta nenı´ prˇı´mo za´visla´ na druhe´)
komponent, ktere´ jsou zacˇleneˇny do tzv. shellu. Shell veˇtsˇinou cha´peme jako jedno hlavnı´
okno cele´ aplikace, do ktere´ho jsou jednotlive´ komponenty a moduly vlozˇeny.
Kompozitnı´ aplikace majı´ mnoho vy´hod, jsou to naprˇı´klad tyto:
• Moduly mohou by´t vyvı´jeny, testova´ny a prˇeda´va´ny do provozu neza´visle na sobeˇ.
Mohou by´t snadno upravova´ny a rozsˇirˇova´ny, cozˇ usnadnˇuje rozsˇirˇova´nı´ cele´ apli-
kace a jejı´ na´slednou spra´vu.
• Moduly jsou integrova´ny do jednoho shellu, kde spolu komunikujı´ pomocı´ slabe´
vazby. Shell zajistı´ jednotny´ vzhled cele´ aplikace a prˇı´stup k funkcı´m modulu˚ po-
mocı´ jednotlivy´ch komponent uzˇivatelske´ho rozhranı´.
• Moduly jsou od sebe jasneˇ oddeˇleny a je mozˇne´ je pak znovu pouzˇı´t prˇi vy´voji dalsˇı´
aplikace.
• Rozdeˇlenı´ do modulu˚ umozˇnı´ take´ rozdeˇlit pra´ci na projektu mezi vı´ce ty´mu˚, kdy
jeden ty´m mu˚zˇe pracovat na uzˇivatelske´m rozhranı´ a druhy´ na vy´voji aplikacˇnı´
logiky.
Ovsˇem navrhnout a vytvorˇit dobrˇe fungujı´cı´ kompozitnı´ aplikaci nenı´ snadne´. Velky´m
proble´mem je naprˇı´klad ono zajisˇteˇnı´ slabe´ vazby mezi jednotlivy´mi moduly. Proto vzniklo
a sta´le vznika´ mnoho ru˚zny´ch na´stroju˚ a knihoven, ktere´ vy´voj kompozitnı´ch aplikacı´
usnadnˇujı´. Mezi neˇ take´ patrˇı´ Composite Application Library.
61.2 Composite Application Library
Composite Application Library (da´le jen CAL) je sada knihoven, ktere´ usnadnˇujı´ vy´voj
kompozitnı´ch aplikacı´, a to konkre´tneˇ pro technologie Windows Presentation Foundation
(WPF) a Silverlight. CAL urychluje vy´voj kompozitnı´ch aplikacı´ pouzˇitı´m oveˇrˇeny´ch
na´vrhovy´ch vzoru˚ (viz 2 na straneˇ 9), ktere´ slouzˇı´ k tvorbeˇ takove´hoto typu aplikacı´.
Nezˇ se vsˇak dostaneme k popisu jednotlivy´ch na´vrhovy´ch vzoru˚, ktere´ jsou v apli-
kacı´ch tvorˇeny´ch pomocı´ CAL pouzˇı´va´ny, popı´sˇeme si, jak vypada´ architektura samotne´
CAL.
1.3 Za´kladnı´ architektura CAL
Architektura CAL (viz Obra´zek 1) se skla´da´ z aplikace, modulu˚ a servisnı´ vrstvy. Apli-
kace se skla´da´ z shellu, ktery´ definuje jednotlive´ regiony, do ktery´ch jsou na´sledneˇ vlozˇeny
jednotlive´ moduly. Moduly obsahujı´ tzv. view a sluzˇby, ktere´ jsou pro modul specificke´.
Pod u´rovnı´ aplikace pak lezˇı´ servisnı´ vrstva, ktera´ poskytuje prˇı´stup k ru˚zny´m sluzˇba´m
modulu˚ a CAL.
Obra´zek 1: Za´kladnı´ architektura CAL
Jednotlive´ cˇa´sti architektury kompozitnı´ aplikace jsou na´sledujı´cı´:
• Shell - Jedna´ se o hlavnı´ okno cele´ aplikace, ktere´ poskytuje mı´sto pro konkre´tnı´
prvky uzˇivatelske´ho rozhranı´ jednotlivy´ch modulu˚. Shell definuje rozvrzˇenı´ cele´
aplikace a veˇtsˇinou nema´ poneˇtı´ o tom, jake´ komponenty bude obsahovat. Sa´m o
sobeˇ obsahuje minima´lnı´ funkcˇnost, ta lezˇı´ spı´sˇe v jednotlivy´ch modulech.
7• Shell presenter - vesˇkera´ prezentacˇnı´ logika shellu patrˇı´ sem. Jedna´ se o konkre´tnı´
aplikaci jednoho z na´vrhovy´ch vzoru˚ Separated presentation (viz 3 na straneˇ 19) ,
cˇı´m se oddeˇlı´ vzhled uzˇivatelske´ho rozhranı´ od prezentacˇnı´ logiky.
• Regiony - jedna´ se o prvky rezervujı´cı´ mı´sto v shellu, do ktere´ho budou umı´steˇny
prvky uzˇivatelske´ho rozhranı´ jednotlivy´ch modulu˚. Moduly mohou k regionu˚m
prˇistupovat pomocı´ RegionManageru a pote´ do vybrane´ho regionu vlozˇit svu˚j ob-
sah.
• Moduly - mnozˇina modulu˚, tedy view a sluzˇeb, ktere´ spolu logicky spolupracujı´,
ale mohou by´t vyvı´jeny a testova´ny neza´visle na sobeˇ. V kompozitnı´ aplikaci se
moduly nejprve vyhledajı´ a pote´ nacˇtou. CAL pouzˇı´va´ na´sledujı´cı´ postup:
1. Naplneˇnı´ tzv. Module catalog (katalog modulu˚ obsahujı´cı´ seznam jednotlivy´ch
modulu˚ spolu s jejich metadaty). Katalog mu˚zˇeme naplnit neˇkolika zpu˚soby
- pomocı´ ko´du, deklarativneˇ pomocı´ XAML, pomocı´ konfiguracˇnı´ho souboru
a take´ mu˚zˇeme nacˇı´st vsˇechny moduly, ktere´ se nacha´zejı´ v urcˇite´ slozˇce na
disku.
2. Nacˇtenı´ modulu˚ - jedna´ se o ulozˇenı´ modulu na loka´lnı´ u´lozˇisˇteˇ, pokud se mo-
duly naprˇ. stahujı´ z internetu, a nacˇtenı´ tohoto modulu do aplikace. Moduly
se mohou nacˇı´tat automaticky nebo jsou nacˇı´ta´ny azˇ po explicitnı´m vyzˇa´da´nı´,
tzv. OnDemand.
3. Inicializace modulu˚ - moduly jsou inicializova´ny hned, jakmile jsou dostupne´.
• View - view majı´ na starosti zobrazova´nı´ obsahu modulu˚ na obrazovku. Jedna´ se
tedy o skupinu ovla´dacı´ch prvku˚, ktere´ umozˇnˇujı´ prˇı´stup k funkcı´m modulu. V
kompozitnı´ aplikaci jsou view cˇasto slozˇeny z dalsˇı´ch view. View by meˇlo by´t testo-
vatelne´ a pouzˇı´vat odpovı´dajı´cı´ na´vrhove´ vzory pro Separated Presentation (viz 3
na straneˇ 19). Meˇla by se take´ pouzˇı´vat funkce databindingu kdekoliv je to mozˇne´.
• Komunikace - jednotlive´ komponenty aplikace majı´ veˇtsˇinou potrˇebu komuniko-
vat s ostatnı´mi komponentami, at’ uzˇ jsou ze stejne´ho nebo jine´ho modulu. CAL
poskytuje dveˇ mozˇnosti rˇesˇenı´. Jsou to CompositeCommand a EventAggregator.
– CompositeCommand - kdyzˇ je aplikace slozˇena z neˇkolika view, je cˇasto take´
nutne´ sloucˇit prˇı´kazy, ktere´ jednotliva´ view podporujı´, do jednoho. Composi-
teCommand prˇedstavuje pra´veˇ takove´to sloucˇenı´, ktere´ umozˇnı´ tomu, kdo
CompositeCommand vyvolal, ovlivnit vı´ce prˇı´kazu˚ najednou.
– EventAggregator - view, ktera´ potrˇebujı´ poslat neˇjakou uda´lost ostatnı´m view
nebo komponenta´m, ale nevyzˇadujı´ jejich odpoveˇd’, pouzˇı´vajı´ pra´veˇ EventAg-
gregator. Libovolny´ pocˇet komponent mu˚zˇe s jeho pomocı´ rozesı´lat uda´losti
a stejneˇ tak si mu˚zˇe libovolne´ mnoho komponent vyzˇa´dat prˇı´jem konkre´tnı´
uda´losti.
• Services - sluzˇby, ktere´ aplikace a jednotlive´ moduly nabı´zejı´, at’ uzˇ pro vlastnı´ nebo
cizı´ vyuzˇitı´. Sluzˇby jsou nabı´zeny pomocı´ tzv. kontejneru, ktery´ sluzˇby lokalizuje a
8cˇastokra´t take´ vytva´rˇı´. CAL pouzˇı´va´ pro lokalizaci teˇchto sluzˇeb (tedy jako Service
Locator, viz 2.3 na straneˇ 15) kontejner Unity.
K detailnı´mu popisu jednotlivy´ch cˇa´stı´ CAL se dostaneme v cˇa´sti 4 na straneˇ 29. Nynı´
se budeme veˇnovat zminˇovany´m na´vrhovy´m vzoru˚m, ktere´ se v aplikacı´ch vyvı´jeny´ch
pomocı´ CAL velmi cˇasto pouzˇı´vajı´ a prakticky se bez nich neobejdeme.
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Na´vrhove´ vzory, ktere´ je nutne´ zna´t proto, abychom byli schopni vyvı´jet kompozitnı´
aplikace pomocı´ CAL, mu˚zˇeme rozdeˇlit do dvou skupin. Jedna´ se o:
1. Skupinu vzoru˚, ktere´ se zaby´vajı´ rˇesˇenı´m proble´mu˚ zavisly´ch komponent.
2. Na´vrhove´ vzory, ktere´ poma´hajı´ oddeˇlit vzhled uzˇivatelske´ho rozhranı´ od imple-
mentace aplikacˇnı´ logiky.
Do prvnı´ skupiny, ktera´ rˇesˇı´ proble´m zna´my´ pod na´zvem Inversion of Control, patrˇı´
vzory Dependency Injection a Service Location. Do druhe´ skupiny, ktera´ je oznacˇova´na
jako skupina vzoru˚ Separated Presentation, pak patrˇı´ Model-View-Controller, Model-View-
Presenter a hlavneˇ Model-View-ViewModel. Vsˇechny tyto vzory si v na´sledujı´cı´ch cˇa´stech
popı´sˇeme.
2.1 Inversion of Control (IoC)
Inversion of Control, nebo take´ obra´cene´ rˇı´zenı´, je na´vrhovy´ vzor, ktery´ umozˇnˇuje uvolnit
vztahy mezi jinak teˇsneˇ sva´zany´mi komponentami.
Popis proble´mu
Ma´me trˇı´du, ktera´ je za´visla´ na dalsˇı´ch komponenta´ch (viz Obra´zek 2). Aby mohla trˇı´da
tyto za´vislosti pouzˇı´vat, musı´ by´t konkre´tnı´ implementace teˇchto za´vislostı´ zna´ma´ jizˇ v
dobeˇ kompilace. Chceme-li zmeˇnit za´vislosti nebo aktualizovat jejich ko´d, znamena´ to
nutnost prova´deˇt zmeˇny i v nasˇı´ trˇı´deˇ. Trˇı´du je obtı´zˇne´ testovat izolovaneˇ, protozˇe ma´
prˇı´me´ reference na sve´ za´vislosti, ktere´ musı´ by´t pro otestova´nı´ funkcˇnı´. To znamena´,
zˇe pro testova´nı´ trˇı´dy nemu˚zˇeme pouzˇı´t tzv. Mock 1 a Stub implementace za´vislosti, cozˇ
testova´nı´ znacˇneˇ komplikuje a prodluzˇuje.
Pouzˇitı´ IoC
Hlavnı´m du˚vodem procˇ pouzˇı´t tento vzor je situace, kdy chceme oddeˇlit trˇı´du od jejı´ch
za´vislostı´. Snazˇı´me se tedy vyhnout tomu, abychom v teˇle trˇı´dy rucˇneˇ vytva´rˇeli instance
za´visly´ch komponent a sluzˇeb, se ktery´mi chceme v nasˇı´ trˇı´deˇ pracovat.
Pokud totizˇ vytva´rˇı´me instance za´vislostı´ v teˇle trˇı´dy rucˇneˇ, vytvorˇı´me tak mezi nasˇı´
trˇı´dou a jejı´mi za´vislostmi silnou vazbu. Pokud pak dojde k situaci, kdy musı´me udeˇlat
zmeˇny v implementaci neˇktere´ ze za´vislostı´, bude to pro na´s velmi cˇasto znamenat i nut-
nost upravit implementaci nasˇı´ trˇı´dy. Jednoduchy´m prˇı´kladem je naprˇ. novy´ parametr v
1Mock implementace objektu slouzˇı´ pro prova´deˇnı´ automaticky´ch testu˚. V podstateˇ se jedna´ o nahrazenı´
rea´lne´ho objektu testovacı´ fasa´dou, ktera´ neprova´dı´ zˇa´dnou funkcionalitu nahrazovane´ho objektu, ale jen se
jako tento objekt tva´rˇı´. Mı´sto pu˚vodnı´ logiky objektu je vlozˇeno chova´nı´, ktere´ v nasˇem testu potrˇebujeme.
Klasicky´m prˇı´kladem mu˚zˇe by´t simulace nacˇı´ta´nı´ dat do kolekce datovy´ch modelu˚ z databa´ze. Zde mı´sto
skutecˇne´ho vy´sledku zı´skane´ho z databa´ze pouzˇijeme staticky naplneˇnou kolekci, kterou vytvorˇı´me prˇı´mo
v ko´du.
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Obra´zek 2: Inversion of Control
konstruktoru za´vislosti. Pokud se totizˇ beˇhem tvorby aplikace uka´zˇe, zˇe potrˇebujeme v
za´visle´ komponenteˇ pracovat s dalsˇı´m objektem, ktery´ bude za´visle´ komponenteˇ prˇeda´m
jako parametr konstruktoru, musı´me upravit take´ implementaci nasˇı´ trˇı´dy. Jakmile in-
stanci za´vislosti vytva´rˇı´me rucˇneˇ, musı´me se totizˇ postarat o zajisˇteˇnı´ vsˇech parametru˚,
ktere´ vstupujı´ do konstruktoru te´to za´vislosti. V tomto prˇı´padeˇ to znamena´ zajistit zı´ska´nı´
instance objektu, ktera´ bude vytva´rˇene´ instanci za´vislosti prˇeda´na. Situace se tı´mto znacˇneˇ
komplikuje.
Aplikujeme-li vsˇak vzor IoC, velmi si tuto situaci usnadnı´me. O vytvorˇenı´ a prˇeda´nı´
instance objektu, ktery´ je pouzˇit jako novy´ parametr v konstruktoru za´vislosti, se totizˇ
musı´ postarat IoC kontejner. Nemusı´me tak prova´deˇt v implementaci nasˇı´ trˇı´dy prakticky
zˇa´dne´ zmeˇny. Tento vzor na´m take´ usnadnˇuje pouzˇitı´ za´vislostı´, jejichzˇ konkre´tnı´ imple-
mentace nenı´ zna´ma´ v dobeˇ kompilace, ale bude zna´ma azˇ v pru˚beˇhu zˇivotnı´ho cyklu
aplikace. Mu˚zˇe se naprˇı´klad jednat o komponenty, ktere´ budou stazˇeny z webu apod.
V nasˇı´ trˇı´deˇ se tak nemusı´me zaby´vat ani tı´m, odkud za´vislou komponentu zı´ska´me,
protozˇe vsˇe ma´ na starosti IoC kontejner. Bude sice nutne´ prove´zt urcˇita´ nastavenı´ kon-
tejneru, ale do implementace nasˇı´ trˇı´dy, nebudeme muset zasahovat.
Dalsˇı´ velkou vy´hodou pouzˇitı´ IoC je ulehcˇenı´ a urychlenı´ testova´nı´. Mu˚zˇeme totizˇ
pouzˇı´t zminˇovane´ Mock a Stub implementace za´vislostı´, ktere´ jednak testova´nı´ urychlı´ a
jednak odstı´nı´ chyby za´vislostı´ od chyb v testovane´ trˇı´deˇ. K te´to problematice se dosta-
neme v cˇa´sti 6 na straneˇ 60.
Rˇesˇenı´
Prˇenechat funkci vyhleda´nı´ a vy´beˇru konkre´tnı´ implementace za´vislosti na externı´ kom-
ponenteˇ cˇi zdroji. V podstateˇ to znamena´, zˇe trˇı´da nevytva´rˇı´ sama instance dalsˇı´ch trˇı´d,
ktere´ potrˇebuje, ale jsou jı´ doda´ny neˇjaky´m zpu˚sobem z vneˇjsˇku.
Implementace IoC
Na´vrhovy´ vzor Inversion of Control mu˚zˇe by´t implementova´n ru˚zny´mi zpu˚soby. Com-
posite Application Library (da´le jen CAL) pouzˇı´va´ dva typy implementace a jsou to De-
pendency Injection a Service Locator. Jak se od sebe jednotlive´ implementace lisˇı´ a zpu˚sob
jejich pouzˇitı´ si uka´zˇeme v na´sledujı´cı´ch cˇa´stech.
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Nevy´hody IoC
Stejneˇ jako kazˇdy´ na´vrhovy´ vzor ma´ kromeˇ svy´ch vy´hod take´ neˇjake´ nevy´hody, tak i
pouzˇitı´ IoC ma´ sva´ negativa. Pokud chceme v nasˇı´ aplikaci vzor IoC pouzˇı´t, musı´me za-
jistit mechanizmus, ktery´ na´m v pru˚beˇhu inicializace trˇı´dy poskytne vesˇkere´ potrˇebne´
za´vislosti. Nejcˇasteˇji tak pouzˇijeme jednu z existujı´cı´ch implementacı´ neˇktere´ho z IoC
kontejneru˚, ktery´ bude potrˇebny´ mechanizmus realizovat. Vytvorˇenı´ vlastnı´ho IoC kon-
tejneru je sice mozˇne´, ale jedna´ se o zbytecˇnou ztra´tu cˇasu. Existujı´cı´ implementace jsou
totizˇ vy´voja´rˇi dostatecˇneˇ proveˇrˇeny a navı´c je mozˇne´ tyto implementace snadno rozsˇı´rˇit
a upravit tak, aby se kontejner choval podle nasˇich potrˇeb.
Dalsˇı´ nevy´hodou, ktera´ plyne z pouzˇitı´ IoC, je skutecˇnost, zˇe orientace v ko´du, ktery´
tento na´vrhovy´ vzor vyuzˇı´va´, mu˚zˇe by´t pro programa´tora obtı´zˇneˇjsˇı´. Zvla´sˇteˇ pak v prˇı´padeˇ,
zˇe dany´ programa´tor tento na´vrhovy´ vzor nezna´.
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2.2 Dependency Injection (DI)
DI je v podstateˇ noveˇjsˇı´ na´zev pro IoC, jedna´ se uzˇ o konkre´tnı´ techniku vyuzˇitı´ IoC.
Obra´zek 3: Dependency Injection
Princip DI
Principem DI je nevytva´rˇet instance jednotlivy´ch za´visly´ch komponent prˇı´mo ve trˇı´deˇ,
ale deklarativneˇ tyto za´vislosti vyja´drˇit v jejı´ definici. Tyto za´visle´ komponenty jsou ob-
vykle reprezentova´ny spı´sˇe jako rozhranı´ nezˇ konkre´tnı´ implementace trˇı´d. To usnadnˇuje
testova´nı´ trˇı´dy, nebot’ mu˚zˇeme konkre´tnı´ implementace za´vislotı´ nahradit jejich Mock
verzemi. Pro zı´ska´nı´ korektnı´ instance komponenty, na ktere´ je trˇı´da za´visla´, pouzˇı´va´me
objektu Builder (viz Obra´zek 3), cozˇ je jaky´si kontejner, ktery´ pozˇadovanou instanci trˇı´deˇ
doda´ beˇhem jejı´ho vytva´rˇenı´ a inicializace.
Existuje neˇkolik typu˚ DI, viz [1]:
• Constructor Injection - pouzˇı´va´me parametry konstruktoru trˇı´dy k vyja´drˇenı´ jejı´ch
za´vislostı´ a take´ k zı´ska´nı´ instancı´ teˇchto za´vislostı´ v pru˚beˇhu vytva´rˇenı´ trˇı´dy. Jako
objekt Builder pro zı´ska´va´nı´ instancı´ teˇchto za´vislostı´ a jejı´ch vlozˇenı´ do trˇı´dy mu˚zˇe
slouzˇit naprˇı´klad UnityContainer.
• Setter Injection - za´vislosti jsou vyja´drˇeny pomocı´ setter metod, ktere´ pouzˇı´va´ ob-
jekt Builder pro zı´ska´nı´ instancı´ teˇchto za´vislostı´ a jejich vlozˇenı´ do trˇı´dy beˇhem jejı´
inicializace.
• Interface Injection - nejprve je definova´no rozhranı´, ktere´ urcˇuje metody, pomocı´
nichzˇ budou nastavova´ny instance objektu˚, ktere´ prˇı´slusˇna´ trˇı´da potrˇebuje. Kazˇda´
trˇı´da, ktera´ chce tyto instance vyuzˇı´vat, musı´ implementovat prˇı´slusˇne´ rozhranı´.
Dnesˇnı´ frameworky, stejneˇ tak CAL, pouzˇı´vajı´ prˇeva´zˇneˇ Constructor a Setter Injection, a
to z toho du˚vodu, zˇe v prˇı´padeˇ Interface Injection se musı´ vytvorˇit mnoho rozhranı´ pro
zı´ska´nı´ vsˇech za´vislostı´.
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V prˇı´padeˇ Constructor Injection a Setter Injection nenı´ potrˇeba ve trˇı´deˇ prova´deˇt zˇa´dne´
specia´lnı´ u´pravy a stejneˇ tak i kontejner prova´deˇjı´cı´ vkla´da´nı´ za´vislostı´ nema´ slozˇitou
pra´ci prˇi zı´ska´va´nı´ instancı´ teˇchto za´vislostı´. By´va´ vy´hodou poskytnout obeˇ metody pro
vkla´da´nı´ za´vislostı´. Constructor Injection ma´ vsˇak vy´hody v tom, zˇe ihned vidı´me, jake´
za´vislosti trˇı´da ke sve´ cˇinnosti potrˇebuje a navı´c je jeho zı´ska´nı´ umı´steˇno na spra´vne´m
mı´steˇ, tedy tam, kde trˇı´da vznika´. Pokud je mozˇne´ trˇı´du vytvorˇit vı´ce cestami, je vhodne´
napsat take´ vı´ce konstruktoru˚, ktere´ tvorbu zajistı´. Dalsˇı´ vy´hodou Constructor Injection
je mozˇnost skry´t nemeˇnne´ vlastnosti trˇı´dy jednodusˇe tak, zˇe k nim nevytvorˇı´me Setter.
V prˇı´padeˇ pouzˇitı´ Setter Injection se toto sta´va´ proble´mem, nebot’ pro prvnı´ zı´ska´nı´
instance za´vislosti pouzˇijeme Setter metodu, ale pak jizˇ nechceme umozˇnit tuto za´vislost
zmeˇnit. Setter metoda je vsˇak sta´le prˇı´stupna´, cozˇ nebra´nı´ ve zmeˇneˇ instance. Vy´hoda
Setter Injection spocˇı´va´ naopak v tom, zˇe pokud potrˇebujeme pro vytvorˇenı´ trˇı´dy jedno-
duche´ parametry, naprˇ. string, tak mu˚zˇeme setteru da´t jme´no, ze ktere´ho je u´cˇel parame-
tru ihned jasny´. V prˇı´padeˇ konstruktoru jsme odka´za´ni na pozici tohoto parametru, cozˇ
mu˚zˇe by´t me´neˇ prˇehledne´.
Vy´hody DI
Tı´m, zˇe pouzˇijeme vzor DI ve sve´ aplikaci, si prˇina´sˇı´me mnoho vy´hod. Jedna´ se prˇedvsˇı´m
o jednodusˇsˇı´ tvorbu, u´pravy a u´drzˇbu jednotlivy´ch komponent aplikace, protozˇe je mezi
nimi slaba´ vazba. Vy´razneˇ jednodusˇsˇı´ je take´ testova´nı´ ko´du, ktere´ spolu s volneˇjsˇı´mi
za´vislostmi patrˇı´ k hlavnı´m vy´hoda´m IoC obecneˇ.
Pouzˇitı´m DI take´ odpada´ povinnost zajisˇt’ovat korektnı´ prˇetypova´nı´ trˇı´d, protozˇe se o
neˇ postara´ sa´m IoC kontejner. Pokud navı´c pouzˇijeme Constructor Injection jsou za´visle´
komponenty, se ktery´mi budeme v nasˇı´ trˇı´deˇ pracovat, vyja´drˇeny explicitneˇ a velmi
snadno je nalezneme. IoC kontejner ve veˇtsˇineˇ prˇı´padu˚ nevyzˇaduje specia´lnı´ za´sah do
ko´du aplikace, jednotlive´ komponenty je pak mozˇne´ snadno vyuzˇı´t i jinde, bez nutnosti
prˇepisova´nı´ ko´du.
Nevy´hody
Prvnı´ nevy´hodou, ktera´ prˇicha´zı´ v souvislosti s pouzˇitı´m DI, je jisteˇ zajisˇteˇnı´ toho, zˇe IoC
kontejner potrˇebuje zna´t vsˇechny za´vislosti. Prˇed vytvorˇenı´m instance objektu, ktery´ je
vytvorˇen pomocı´ DI totizˇ musı´ kontejner umeˇt nale´zt vsˇechny implementace za´vislosti,
ktere´ jsou pro vytvorˇenı´ nove´ho objektu potrˇebne´. To pro programa´tora znamena´ nut-
nost, rˇı´ci kontejneru, jake´ konkre´tnı´ implementace odpovı´dajı´ abstraktneˇjsˇı´m rozhranı´m,
ktera´ jsou pouzˇita v definici parametru˚ konstruktoru objektu, ma´ kontejner pouzˇı´t. Kon-
tejner je take´ zodpoveˇdny´ za zˇivotnı´ cyklus za´vislostı´. Musı´me proto navı´c definovat,
ktere´ za´vislosti budou vytvorˇeny pouze jednou a pote´ bude pro kazˇde´ dalsˇı´ pouzˇitı´
vra´cena reference na jejich instanci, tedy tzv. singletony a u ktery´ch za´vislostı´ bude nao-
pak pokazˇde´ vytvorˇena nova´ instance.
Pouzˇitı´m DI si sice zajistı´me slabou vazbu mezi nasˇı´ trˇı´dou a za´vislostmi, ale take´ se
ko´d stane slozˇiteˇjsˇı´m pro spra´vu. Musı´me totizˇ v ra´mci projektu pracovat s vı´ce soubory
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se zdrojovy´mi ko´dy, nezˇ v prˇı´padeˇ, zˇe DI nepouzˇijeme. Projekt totizˇ musı´ obsahovat sou-
bory s implementacı´ IoC kontejneru a veˇtsˇinou take´ soubory s definicı´ pouzˇı´vany´ch roz-
hranı´ pro za´vislosti. Pro jednodusˇsˇı´ aplikace je tak mozˇna´ zbytecˇne´ zaby´vat se slozˇity´m
ko´dem, ale je snazsˇı´ napsat aplikaci klasicky´m zpu˚sobem.
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2.3 Service Locator (SL)
Jedna´ se opeˇt o konkre´tnı´ techniku vyuzˇitı´ IoC.
Obra´zek 4: Service Locator
Princip SL
Pouzˇijeme objekt SL, ktery´ obsahuje reference na sluzˇby, na nichzˇ je nasˇe trˇı´da za´visla´
a ktery´ poskytuje mozˇnost jejich nalezenı´ (viz Obra´zek 4). V nasˇı´ trˇı´deˇ pak tento ob-
jekt pouzˇijeme pro zı´ska´nı´ instancı´ za´visly´ch sluzˇeb (komponent). Objekt SL veˇtsˇinou
nevytva´rˇı´ instance za´visly´ch komponent (UnityContainer patrˇı´ k vy´jimka´m, viz Imple-
mentace SL), ale poskytuje zpu˚sob, jak tyto komponenty registrovat a pote´ je take´ nale´zt.
SL by meˇl poskytovat mozˇnost pro nalezenı´ za´visle´ komponenty bez specifikace jejı´ho
konkre´tnı´ho typu. Meˇl by naprˇı´klad umozˇnit nalezenı´ komponenty pomocı´ zada´nı´ jejı´ho
rozhranı´.
Implementace SL
CAL pouzˇı´va´ jako SL Unity kontejner, ktery´ umı´ vytvorˇit a zı´skat instanci i neregistro-
vane´ komponenty. Takovouto instanci zı´ska´me pomocı´ prˇı´kazu:
ServiceLocator.Current.GetInstance<T>(),
kde T je konkre´tnı´ typ instance, nesmı´ se jednat o rozhranı´.
Vy´hody SL
Vy´hody plynoucı´ z pouzˇitı´ vzoru SL v nasˇı´ aplikaci jsou stejne´ jako v prˇı´padeˇ pouzˇitı´
vzoru DI, protozˇe oba vzory jsou zobecneˇnı´m na´vrhove´ho vzoru IoC. Jedna´ se tedy
prˇedevsˇı´m o zajisˇteˇnı´ slabe´ vazby mezi za´visly´mi komponentami a objekty, ktere´ tyto
komponenty pouzˇı´va´jı´. Dalsˇı´ velkou vy´hodou je opeˇt snadneˇjsˇı´ a rychlejsˇı´ testova´nı´.
Navı´c odpada´, v prˇı´padeˇ pouzˇitı´ SL oproti DI, nutnost upravovat konstruktor trˇı´dy tak,
aby jako parametry obsahoval potrˇebne´ za´vislosti.
16
Nevy´hody SL
K nevy´hoda´m opeˇt patrˇı´ veˇtsˇı´ pocˇet souboru˚ se zdrojovy´mi ko´dy, ktere´ musı´me v ra´mci
projektu spravovat. Navı´c jsou zde oproti DI dalsˇı´ nevy´hody. Nezˇ budeme moci SL pouzˇı´t
pro zı´ska´nı´ instance urcˇite´ za´vislosti, musı´me nejdrˇı´ve napsat ko´d, ktery´ tuto za´vislost do
objektu SL zaregistruje. Teprve pak bude SL veˇdeˇt, kde ma´ instanci potrˇebne´ za´vislosti
zı´skat.
Aplikace vzoru SL je sice vy´hodna´ v tom, zˇe nemusı´me upravovat konstruktor trˇı´dy,
ktera´ pouzˇı´va´ za´visle´ komponenty, ale je zde proble´m s prˇehlednostı´. Zı´ska´nı´ instance
za´vislosti pomocı´ objektu SL mu˚zˇe by´t totizˇ pouzˇito v libovolne´m mı´steˇ unitrˇ teˇla trˇı´dy.
Navı´c se pak pro danou trˇı´du stane objekt SL dalsˇı´ za´vislou komponentou, cozˇ mu˚zˇe by´t
v neˇktery´ch situacı´ch problematicke´. Tuto nevy´hodu si blı´zˇe popı´sˇeme v na´sledujı´cı´ cˇa´sti.
17
2.4 Service Locator vs Dependency Injection
Obeˇ metody slouzˇı´ pro oddeˇlenı´ za´vislosti trˇı´dy na konkre´tnı´ implementaci komponenty,
kterou vyuzˇı´va´. Rozdı´l je vsˇak v tom, jak je konkre´tnı´ implementace dane´ trˇı´deˇ poskyt-
nuta.
V prˇı´padeˇ SL si o implementaci trˇı´da explicitneˇ pozˇa´da´, ale v prˇı´padeˇ DI zde zˇa´dna´
zˇa´dost nenı´ a implementace je prˇı´mo vlozˇena do trˇı´dy. Pouzˇijeme-li SL, je jasne´, zˇe nasˇe
trˇı´da je na neˇm za´visla´. SL sice skryje za´vislost na konkre´tnı´ch implementacı´ch, ale porˇa´d
je zde za´vislost na samotne´m SL. Pokud je tato za´vislost proble´mem, je vhodne´ pouzˇı´t DI.
DI ma´ oproti SL tu vy´hodu, zˇe je snadne´ najı´t za´vislosti dane´ trˇı´dy. Jsou uvedeny v kon-
struktoru. V prˇı´padeˇ SL je nutne´ procha´zet zdrojovy´ ko´d a hledat mı´sta, kde probı´ha´
vola´nı´ SL. Modernı´ IDE sice toto hleda´nı´ usnadnˇujı´ pomocı´ schopnosti nalezenı´ refe-
rence, ale sta´le je to slozˇiteˇjsˇı´ nezˇ pohled na konstruktor.
Pouzˇitı´ SL je vy´hodne´ v prˇı´padeˇ, zˇe pı´sˇeme trˇı´du, ktera´ bude vyuzˇı´vat dalsˇı´ ru˚zne´
trˇı´dy pro prˇı´stup k urcˇity´m zdroju˚m, kdy tyto trˇı´dy pı´sˇı´ jinı´ vy´voja´rˇi. Zde pak stacˇı´, aby
ostatnı´ vy´voja´rˇi nakonfigurovali na´sˇ SL tak, aby nasˇel tu jejich implementaci. To mo-
hou prove´zt naprˇı´klad v konfiguracˇnı´m souboru nebo prˇı´mo v ko´du. Horsˇı´ je situace v
opacˇne´m prˇı´padeˇ. Tedy pokud pı´sˇeme trˇı´du, ktera´ nevyuzˇı´va´ pro svou cˇinnost jine´ trˇı´dy,
ale je sama pouzˇı´va´na jiny´mi trˇı´dami. Proble´m spocˇı´va´ v tom, zˇe kazˇda´ trˇı´da, ktera´ bude
chtı´t nasˇı´ trˇı´du pouzˇı´vat pomocı´ SL, mu˚zˇe mı´t implementaci SL naprosto odlisˇnou od
ostatnı´ch trˇı´d. Da´ se sice vytvorˇit k nasˇı´ trˇı´deˇ rozhranı´, ke ktere´mu pak ostatnı´ trˇı´dy po-
skytnou adapte´r, s jehozˇ pomocı´ budeme k jejich SL prˇistupovat, ale tı´m vesˇkere´ vy´hody
prˇı´me´ho propojenı´ nasˇı´ trˇı´dy s SL prˇijdou vnivecˇ.
2.5 Prˇı´klad pouzˇı´tı´ vzoru˚ DI a SL v CAL za pomoci IoC kontejneru
Prˇı´klad DI - typ Constructor
1 private IMovieService Service;
2 private IEventAggregator EventAggregator;
3
4 public MovieViewModel(IMovieService service, IEventAggregator aggregator)
5 {
6 EventAggregator = aggregator;
7 Service = service;
8 Movies = new BindableCollection<MoviePresentationModel>();
9 }
10
11 private void SortMovies(object notUsed)
12 {
13 var temp = Movies.OrderByDescending(m => m.Price).ToList();
14 foreach (MoviePresentationModel model in temp) { Movies.Add(model); }
15 EventAggregator.GetEvent<EventMoviesSorted>().Publish(String.Empty);
16 }
Vy´pis 1: Zdrojovy´ ko´d trˇı´dy MovieViewModel
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Na rˇa´dku cˇı´slo 4 v prˇedchozı´m vy´pisu vidı´me za´pis konstruktoru trˇı´dy MovieViewMo-
del. Ten ma´ jako sve´ za´vislosti jednak service, ktery´ nacˇı´ta data z internetu, a jednak take´
aggregator, ktere´ ma na starosti prˇeda´va´nı´ uda´lostı´ mezi moduly.
Prˇı´klad SL
1 private IMovieService Service;
2 private IEventAggregator EventAggregator;
3
4 public MovieViewModel()
5 {
6 EventAggregator = ServiceLocator.Current.GetInstance<IEventAggregator>();
7 Service = ServiceLocator.Current.GetInstance<IMovieService>();
8 Movies = new BindableCollection<MoviePresentationModel>();
9 }
Vy´pis 2: Zdrojovy´ ko´d trˇı´dy MovieViewModel
V tomto prˇı´kladu vidı´me opeˇt konstruktor trˇı´dy MovieViewModel, tentokra´t vsˇak jeho
druhou variantu - pouzˇitı´ SL. Pro zı´ska´nı´ za´vislostı´ zde pouzˇı´va´me statickou trˇı´du Servi-
ceLocator, ktera´ na´m vra´tı´ instanci pozˇadovane´ za´vislosti. Jak vidı´me, o za´vislost je nutne´
explicitneˇ pozˇa´dat.
V obou prˇı´padech vsˇak musı´me nejprve za´vislosti2, ktere´ budeme pozdeˇji pouzˇı´vat,
registrovat v nasˇem kontejneru, ktery´ slouzˇı´ jako Locator v prˇı´padeˇ SL nebo jako objekt
Builder v prˇı´padeˇ DI. Prˇı´klad registrace uva´dı´ vy´pis 3
Prˇı´klad registrace za´vislosti
1 public MovieModule(IUnityContainer container, IRegionManager regionManager)
2 {
3 this .container = container;
4 this .regionManager = regionManager;
5 Container.RegisterInstance<IMovieService>(new MovieService());
6 }
Vy´pis 3: Zdrojovy´ ko´d trˇı´dy MovieModule
2Kromeˇ objektu IEventAggregator, pouzˇite´ho v prˇı´kladech, ktery´ je soucˇa´stı´ servisnı´ vrstvy CAL a tudı´zˇ
jej nemusı´me registrovat.
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3 Separated Presentation
Dnesˇnı´ klientske´, prˇı´padneˇ RIA aplikace pracujı´ tak, zˇe z neˇjake´ho zdroje zı´skajı´ data, ta
pak zobrazı´ v uzˇivatelske´m rozhranı´ aplikace a umozˇnı´ uzˇivateli data nejen prohlı´zˇet, ale
take´ modifikovat. Upravena´ data jsou pak zkontrolova´na a odesla´na zpeˇt ke zdroji pro
jejich ulozˇenı´. Cely´ tento cyklus ovsˇem vyzˇaduje urcˇitou aplikacˇnı´ logiku a definova´nı´
te´to logiky na u´rovni uzˇivatelske´ho rozhranı´ jej pak tvorˇı´ teˇzˇkopa´dny´m a slozˇity´m na
pochopenı´. Hlavnı´m proble´mem je vsˇak slozˇitost spra´vy, u´prav, testova´nı´ a znovu uzˇitı´
takto vytvorˇeny´ch cˇa´stı´ aplikace.
Na´vrhovy´ vzor Separeted Presentation poma´ha´ k jasne´mu oddeˇlenı´ vizua´lnı´ reprezen-
tace dat od aplikacˇnı´ logiky. Takove´to oddeˇlenı´ aplikacˇnı´ logiky (da´le jen logiky) od
uzˇivatelske´ho rozhranı´ (da´le jen rozhranı´) ma´ mnoho vy´hod. Mu˚zˇeme naprˇı´klad logiku
testovat neza´visle na rozhranı´. Testova´nı´ rozhranı´ totizˇ znamena´ manipulaci s ovla´dacı´mi
prvky rozhranı´, ktere´ pak urcˇity´m zpu˚sobem reagujı´. I kdyzˇ to vzˇdy neznamena´ nutnost
skutecˇne´ho klika´nı´ na ovla´dacı´ prvky a s pomocı´ vhodny´ch testovacı´ch na´stroju˚ se da´
manipulace s prvky rozhranı´ nasimulovat, je nastavenı´ teˇchto na´stroju˚ cˇasoveˇ na´rocˇne´.
Prˇi testova´nı´ logiky prˇes rozhranı´ je navı´c slozˇite´ oddeˇlit chyby, ktere´ byly zpu˚sobeny
logikou, od teˇch, ktere´ byly zpu˚sobeny rozhranı´m, protozˇe obojı´ je testova´no najednou.
Dalsˇı´ vy´hodou je mozˇnost rozdeˇlit pra´ci na projektu do vı´ce ty´mu˚. Ty´m vy´voja´rˇu˚ se
zameˇrˇı´ na realizaci aplikacˇnı´ logiky, zatı´mco na´vrha´rˇi uzˇivatelske´ho rozhranı´ se mohou
veˇnovat jeho vy´voji neza´visle na aplikacˇnı´ logice. Rozhranı´ je pak mozˇne´ snadno upra-
vovat podle meˇnı´cı´ch se uzˇivatelsky´ch pozˇadavku˚.
Pouzˇitı´ vzoru Separated Presentation take´ poma´ha´ tvorˇit aplikace, ktere´ jsou snadneˇjsˇı´
k pochopenı´ a hlavneˇ k pozdeˇjsˇı´ spra´veˇ. Navı´c ma´me mozˇnost znovu pouzˇı´t ko´d aplikacˇnı´
logiky na ru˚zny´ch mı´stech aplikace. Rozhranı´ mu˚zˇe by´t naprˇı´klad ru˚zne´ pro ru˚zne´ uzˇivatele
nebo mu˚zˇe by´t aplikacˇnı´ logika sdı´lena´ mezi desktopovou aplikacı´ a RIA verzı´ aplikace.
3.1 Na´vrhove´ vzory vyuzˇı´vajı´cı´ principu Separated Presentation
Existuje mnoho vzoru˚, ktere´ pracujı´ na principu Separated Presentation. Te´meˇrˇ vsˇechny
oddeˇlujı´ uzˇivatelske´ rozhranı´ a aplikacˇnı´ logiku do trˇı´ oddeˇleny´ch komponent a rozdı´ly
mezi jednotlivy´mi vzory spocˇı´vajı´ v tom, jak spolu jednotlive´ komponenty spolupracujı´.
Pouzˇı´vajı´ se na´sledujı´ typy komponent
• Komponenta pro uzˇivatelske´ rozhranı´ - View,
• komponenta pro aplikacˇnı´ logiku - Presenter, Presentation Model,
• komponenta pro byznys logiku a pra´ci s daty - Model.
Komponenta pro uzˇivatelske´ rozhranı´
Uzˇivatelske´ rozhranı´ kompozitnı´ aplikace je veˇtsˇinou slozˇeno z neˇkolika View kompo-
nent. View cha´peme jako skupinu ovla´dacı´ch prvku˚, jejichzˇ hlavnı´ funkcı´ je poskytnout
uzˇivateli rozhranı´, ktere´ odpovı´dajı´cı´m zpu˚sobem prezentuje data a logiku pra´ce s daty.
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View take´ prˇeda´va´ prˇı´kazy uzˇivatele pro manipulaci s daty dalsˇı´m komponenta´m. Tedy
modelu nebo presenteru, ktery´ pak urcˇı´, jaky´ bude mı´t uzˇivatelu˚v prˇı´kaz vliv na ulozˇena´
data a stav aplikace. V neˇktery´ch prˇı´padech obsahuje View i cˇa´st aplikacˇnı´ logiky, ktera´
je specificka´ pro danou implementaci rozhranı´, jinak je View definova´no jako UserControl
nebo DataTemplate prˇı´mo v XAML souboru, bez nutnosti za´pisu neˇjake´ logiky do code-
behind 3.
Komponenta pro aplikacˇnı´ logiku
Aplikacˇnı´ logika je postavena nad prˇı´pady uzˇitı´ Use Case a definuje logicke´ chova´nı´ a
strukturu aplikace, neza´visle na implementaci uzˇivatelske´ho rozhranı´. Aplikacˇnı´ logika
je cˇasto reprezentova´na komponentou Presenter nebo Presentation Model. Pro umozˇneˇnı´
znovu-uzˇitı´ jizˇ vytvorˇene´ komponenty pro aplikacˇnı´ logiku je nutne´, aby tato kompo-
nenta nemeˇla prˇı´me´ reference na trˇı´dy uzˇivatelske´ho rozhranı´ a ovla´dacı´ prvky a meˇlo
by by´t mozˇne´ tuto komponentu neza´visle testovat.
Komponenta pro byznys logiku a pra´ci s daty
Tato komponenta se stara´ o zı´ska´nı´ a spra´vu dat, se ktery´mi aplikace pracuje a zajisˇt’uje
take´ konzistenci a korektnost upravovany´ch dat. Byznys logika je typicky reprezentova´na
komponentou Model. Model by nemeˇl obsahovat zˇa´dnou logiku nebo chova´nı´, ktere´ je
va´za´no na urcˇity´ sce´na´rˇ Use Case.
Na´vrhovy´ vzor Separated Presentation v CAL
Bez ohledu na to, ktery´ typ vzoru pouzˇijeme, existujı´ dveˇ mozˇnosti, jak vzor vytvorˇit.
Jedna´ se o Presenter-First Composition a View-First Composition.
V prˇı´padeˇ Presenter-First Composition se jako prvnı´ vytvorˇı´ presenter a ten je pak
spojen s vhodny´m View a modelem. V druhe´m prˇı´padeˇ, tedy View-First Composition, se
jako prvnı´ vytvorˇı´ View a tomu je pak prˇirˇazen vhodny´ presenter i model. V obou postu-
pech je vyuzˇı´va´no Dependency Injection pro vkla´da´nı´ potrˇebny´ch za´visly´ch komponent.
V aplikacı´ch, ktere´ se vytva´rˇı´ pomocı´ CAL, se vyuzˇı´vajı´ varianty nejcˇasteˇji pouzˇı´vany´ch
vzoru˚ pro Separated Presentation, tedy vzoru Model-View-Presenter. Jsou to Supervi-
sing Presenter, Presentation Model a hlavneˇ Model-View-ViewModel. Vsˇechny jsou va-
riantami vzoru Model-View-Presenter,ale navza´jem se lisˇı´ v tom, jak view komunikuje s
modelem.
3Jedna´ se o soubor s ko´dem, ktery´ je automaticky vygenerova´n k odpovı´dajı´cı´mu XAML souboru. XAML
soubor ma´ na starosti definici vzhledu dane´ cˇa´sti aplikace a do code-behind souboru pak zapisujeme ko´d.
Ten obsahuje metody, properties a dalsˇı´, ktere´ neˇjaky´m zpu˚sobem interagujı´ s prvky uzˇivatelske´ho rozhranı´.
V neˇktery´ch prˇı´padech se do code-behind pı´sˇe take´ ko´d pro aplikacˇnı´ logiku. Tomu se vsˇak snazˇı´me z mnoha
du˚vodu˚ vyhnout.
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3.2 Historicky´ vy´voj
Nezˇ ale prˇistoupı´me k popisu jednotlivy´ch vzoru˚ pouzˇı´vany´ch v CAL, je dobre´ si pro
pochopenı´ smyslu teˇchto vzoru˚ prˇipomenout, jak jednotlive´ vzory postupneˇ vznikaly,
viz [6].
3.2.1 Model-View-Controller (MVC)
Prvnı´ na´vrh MVC pocha´zı´ ze 70. let minule´ho stoletı´, kdy se pouzˇı´valy velke´ sa´love´
pocˇı´tacˇe. V te´ dobeˇ byly vstup a vy´stup na sobeˇ do znacˇne´ mı´ry neza´visle´. Pro jedno-
duchost si mu˚zˇeme prˇedstavit, zˇe jeden blok ko´du se staral o vykreslenı´ znaku˚ na obra-
zovku, zatı´mco jiny´ zpracova´val vstup z kla´vesnice. Vzor MVC v podstateˇ odra´zˇel stav
hardwaru sve´ doby - View vykreslovalo uzˇivatelske´ rozhranı´ a Controller zpracova´val
vstup (viz Obra´zek 5).
Obra´zek 5: Model-View-Controller
3.2.2 Model-View-Presenter (MVP)
Jak se ale operacˇnı´ syste´my a programovacı´ jazyky vyvı´jely, vstup a vy´stup se postupneˇ
spojily do jednoho (naprˇı´klad tlacˇı´tko dnes zvla´da´ jak sve´ vykreslenı´ na obrazovku, tak
osˇetrˇova´nı´ uda´lostı´ mysˇi, kla´vesnice a dalsˇı´ch zarˇı´zenı´). Tı´m v podstateˇ zanikla pu˚vodnı´
potrˇeba pro MVC, protozˇe Controller uzˇ nemusel osˇetrˇovat vstup. Take´ zde se ale po-
stupneˇ prˇisˇlo na to, zˇe oddeˇlenı´ aplikacˇnı´ho ko´du od definice uzˇivatelske´ho rozhranı´
je zˇa´doucı´, acˇkoliv uzˇ komponenty teoreticky mohou vstup osˇetrˇovat samy. Pra´veˇ zde
vznika´ architektonicky´ vzor MVP (Model-View-Presenter, viz (Obra´zek 6).
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Obra´zek 6: Model-View-Presenter
Tento vzor ma´ neˇkolik variant:
• Passive View,
• Supervising Controller (SC),
• Presentation Model (PM).
V aplikacı´ch vytvorˇeny´ch pomocı´ CAL se setka´va´me hlavneˇ se SC a PM, proto si je
popı´sˇeme.
3.2.3 Supervising Controller (SC)
Jedna´ se jizˇ o konkre´tnı´ typ na´vrhove´ho vzoru Separated Presentation, ktery´ by´va´ take´
oznacˇova´n jako Supervising Presenter, viz [2], a jehozˇ hlavnı´m cı´lem je oddeˇlit imple-
mentaci uzˇivatelske´ho rozhranı´ od aplikacˇnı´ logiky. Definovat totizˇ logiku v ra´mci code-
behind uzˇivatelske´ho rozhranı´ jej cˇinı´ slozˇity´m pro pochopenı´, spra´vu, testova´nı´ i prˇı´padne´
opakovane´ pouzˇitı´.
Obra´zek 7: Supervising Controler
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Pouzˇitı´ zvoru SC
Oddeˇlenı´m aplikacˇnı´ logiky od vzhledu uzˇivatelske´ho rozhranı´ zı´ska´me mnoho vy´hod.
Patrˇı´ mezi neˇ snadnost testova´nı´ aplikacˇnı´ logiky, protozˇe odstranı´me nutnost klika´nı´ na
tlacˇı´tka a dalsˇı´ interakci s ovla´dacı´mi prvky rozhranı´. Bez zbytecˇny´ch cˇasovy´ch a dalsˇı´ch
komplikacı´ tak mu˚zˇeme logiku testovat v izolaci a zameˇrˇit se pouze na chyby v imple-
mentaci logiky.
Tı´m, zˇe je logika od rozhranı´ oddeˇlena jsem docı´lili take´ toho, zˇe mu˚zˇeme jednou
vytvorˇenou cˇa´st logiky pouzˇı´t na vı´ce mı´stech aplikace. Logika totizˇ nenı´ prova´za´na s
konkre´tnı´mi prvky uzˇivatelske´ho rozhranı´, ktere´ jsou pouze na jednom mı´steˇ. Navı´c
je cela´ funkcˇnost popsa´na na jednom mı´steˇ a da´ se v nı´ snadno orientovat, prova´deˇt
u´pravy atd. Samostatnost uzˇivatelske´ho rozhranı´ ma´ samozrˇejmeˇ take´ sve´ vy´hody. Jedna´
se hlavneˇ o mozˇnost rozdeˇlenı´ pra´ce na aplikaci mezi vı´ce ty´mu˚. Jeden ty´m se tak mu˚zˇe
zaby´vat pouze implementacı´ aplikacˇnı´ logiky a druhy´ ty´m pak bude pracovat na vzhledu
uzˇivatelske´ho rozhranı´.
Vy´hody tedy popsa´ny ma´me. Je ovsˇem nutne´ si take´ ujasnit neˇktera´ omezenı´ vzoru
SC. Tento vzor pouzˇijeme v prˇı´padeˇ, zˇe data, ktera´ chceme v rozhranı´ zobrazovat, podpo-
rujı´ databinding a nenı´ nutne´ prˇed jejich zobrazenı´m prova´deˇt jejich u´pravy a konverze.
SC tedy pouzˇijeme v prˇı´padeˇ, zˇe je mozˇne´ bezpecˇneˇ prova´deˇt zmeˇny datech a to s pomocı´
uzˇivatelske´ho rozhranı´ a propojenı´ databingem.
Resˇenı´
Rozdeˇlit zodpoveˇdnost za zobrazova´nı´ dat v uzˇivatelske´m rozhranı´ a koordinaci mezi
rozhranı´m a zdrojovy´mi daty do dvou trˇı´d, a to View a presenter.
View ma´ na starosti spra´vu prvku˚ uzˇivatelske´ho rozhranı´ a chova´nı´ teˇchto prvku˚,
ktere´ jsou pro rozhranı´ specificke´. View je pomocı´ data bindingu prˇı´mo napojeno na mo-
del, ktery´ poskytuje prˇı´stup k datu˚m a chova´ se jako pozorovatel tohoto modelu (viz
Obra´zek 7). View tedy mu˚zˇe pomocı´ bindingu data v modelu meˇnit a za´rovenˇ podle
zmeˇn v modelu samo sebe aktualizovat. Pokud je vsˇak potrˇeba prova´deˇt neˇjake´ kom-
plexneˇjsˇı´ u´pravy modelu, dosta´va´ slovo Presenter.
Ten dohlı´zˇı´ na interakci mezi View a modelem tak, zˇe prova´dı´ u´pravy modelu v
za´vislosti na cˇinnosti uzˇivatele a tyto u´pravy modelu pak take´ zobrazuje zpeˇt v uzˇivatelske´m
rozhranı´. Presenter proto musı´ mı´t referenci na View a cˇasto take´ View ma´ referenci na
presenter. Pro u´cˇely testova´nı´ je vhodne´, aby meˇlo view referenci na rozhranı´ presenteru,
ne na jeho konkre´tnı´ implementaci. Pak je mozˇne´ pro testova´nı´ podstrcˇit mı´sto u´plne´
implementace presenteru jen jejı´ Mock verzi.
Nevy´hody SC
Vsˇechny nevy´hody plynou z onoho oddeˇlenı´ logiky a vzhledu uzˇivatelske´ho rozhranı´.
Jako kazˇdy´ vzor Separeted Presentation, ma´ i tento neˇkolik funkcˇnı´ch prvku˚. Pro kazˇdy´
prvek to znamena´ minima´lneˇ jeden soubor se zdrojovy´mi ko´dy. Ma´me tedy o mnoho
vı´ce souboru˚, ktere´ musı´me spravovat a to mu˚zˇe by´t meˇne´ prˇehledne´.
24
Dalsˇı´m proble´mem, ktery´ je nutne´ vyrˇesˇit je vytva´rˇenı´ View a Presenteru a jejich pro-
pojenı´. Navı´c Presenter sice pracuje s modelem, ale model o Presenteru nevı´. To znamena´,
zˇe pokud je model zmeˇneˇn jinou komponentou nezˇ je presenter, musı´ se to presenter
dozveˇdeˇt.
3.2.4 Presentation Model (PM)
Opeˇt se jedna´ o konkre´tnı´ typ na´vrhove´ho vzoru Separated Presentation. K proble´mu
oddeˇlenı´ uzˇivatelske´ho rozhranı´ od aplikacˇnı´ logiky prˇistupuje vsˇak jinak nezˇ SC.
Obra´zek 8: Presentation Model
Pouzˇı´tı´ vzoru PM
Vhodnost pouzˇitı´ tohoto vzoru je te´meˇrˇ stejna´ jako v prˇı´padeˇ SC. Lisˇı´ se vsˇak v pra´ci s
daty, ktera´ jsou poskytova´na modelem. SC jsem s vy´hodou pouzˇili v prˇı´padeˇ, kdy jsem
pracovali nad jednoduchy´mi daty. Model pak tato data poskytoval View, ktere´ je bez
neˇjaky´ch u´prav pouze zobrazovalo.
Oproti tomu PM pouzˇijeme v prˇı´padeˇ, zˇe ma´me pracovat s daty, ktera´ jsou jizˇ kom-
plexneˇjsˇı´. Jedna´ se naprˇı´klad o data, ktera´ musı´ by´t prˇed zobrazenı´ ve View neˇjaky´m
zpu˚sobem upravena. Mu˚zˇe se tak jednat o prˇepocˇet na spra´vne´ jednotky, cˇi naprˇı´klad
rozdeˇlenı´ slozˇeny´ch dat na data vı´ce atomicka´. Jako prˇı´klad mu˚zˇe slouzˇit uchova´nı´ cˇasove´ho
u´daje v MSSQL serveru. Ten totizˇ nema´ datove´ typy DATE a TIME, ale pouzˇı´va´ datovy´
typ DATETIME. Ulozˇeny´ cˇasovy´ u´daj je tak kombinacı´ data a cˇasu. Tento u´daj by tak
zrˇejmeˇ bylo vhodneˇjsˇı´ rozdeˇlit na samostatne´ datum a samostatny´ cˇasovy´ u´daj. Prˇesneˇ
toto rozdeˇlenı´ bude mı´t na starosti PM.
Da´le take´ pouzˇijeme PM v prˇı´padeˇ, kdy chceme prova´deˇt validaci dat prˇed tı´m, nezˇ
budou ulozˇena do modelu a potazˇmo do databa´ze. Mu˚zˇe se jednat naprˇ. o oveˇrˇenı´, zˇe
zadana´ hodnota na´lezˇı´ do urcˇite´ho rozpeˇti nebo zda je dana´ polozˇka vu˚bec vyplneˇna.
Rˇesˇenı´
Rozdeˇlit zodpoveˇdnost za zobrazova´nı´ dat v uzˇivatelske´m rozhranı´ a koordinaci mezi
rozhranı´m a daty do dvou trˇı´d, a to view a presentation model.
View ma´ na starosti spra´vu prvku˚ uzˇivatelske´ho rozhranı´ a chova´nı´ teˇchto prvku˚,
ktere´ jsou pro rozhranı´ specificke´. PM ma´ na starosti prezentacˇnı´ logiku a pracuje jako
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jaky´si prostrˇednı´k mezi view a modelem (viz Obra´zek 8). Udrzˇuje v sobeˇ stav, ve ktere´m
se view nacha´zı´, naprˇı´klad je-li ve view neˇjaky´ seznam prvku˚, PM pak vı´, ktery´ prvek je
vybra´n a reaguje na zmeˇny vy´beˇru. View se chova´ jako pozorovatel presentation modelu
a ten je zase pozorovatelem modelu samotne´ho. PM by meˇl poskytovat rozhranı´, ktere´
pak view mu˚zˇe snadno pouzˇı´t, bez nutnosti neˇjake´ho slozˇiteˇjsˇı´ho ko´du.
Nevy´hody PM
Ty jsou stejne´ jako v prˇı´padeˇ SC.
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3.2.5 Model-View-ViewModel (MVVM)
S prˇı´chodem WPF vsˇak vznikl vzor Model-View-ViewModel, ktery´ je oznacˇova´n jako va-
rianta MVP. Jedna´ se o vzor, ktery´ je jako stvorˇeny´ pro modernı´ aplikace, kde uzˇivatelske´
rozhranı´ je pracı´ spı´sˇe na´vrha´rˇe, nezˇ programa´tora. Na´vrha´rˇ pomocı´ deklarativnı´ho za´pisu
v XAML nebo s pouzˇitı´m specificky´ch na´stroju˚ vytva´rˇı´ vy´sledny´ vzhled uzˇivatelske´ho
rozhranı´ (da´le jen UI) a pı´sˇe jen minimum klasicke´ho ko´du. MVVM stavı´ hlavneˇ na WPF
mechanismu pra´ce s daty - databindingu.
Obra´zek 9: Model-View-ViewModel
Pouzˇı´tı´ vzoru MVVM
Vhodnost pouzˇitı´ tohoto vzoru je stejna´ jako v prˇı´padeˇ PM. Pokud vsˇak vytva´rˇı´me nasˇı´
aplikaci pomocı´ WPF cˇi Silverlightu je tento vzor vhodneˇjsˇı´ nezˇ prˇedchozı´ dva. MVVM
byl totizˇ navrzˇen specia´lneˇ pro WPF a View, tedy vzhled uzˇivatelske´ho rozhranı´ je defi-
nova´n pomocı´ jazyka XAML a ulozˇen v sepa´rnı´m souboru. Snazˇı´me se, aby View bylo co
nejjednodusˇsˇı´ a na´vrha´rˇ mohl snadno meˇnit jeho vzhled.
MVVM je take´ vhodne´ pouzˇı´t v prˇı´padeˇ, kdy ma´me neˇkolik ru˚zny´ch mı´st, ze ktery´ch
cˇerpa´me data. Potom bude VM prˇedstavovat hlavnı´ VM, ktery´ bude propojen pomocı´
databindingu s View, a ten bude cˇerpat data z neˇkolika podrˇı´zeny´ch VM. Ty budou obsa-
hovat data z neˇkolika zdroju˚ a hlavnı´ VM bude vsˇechna data agregovat a upravovat do
potrˇebne´ formy.
Rˇesˇenı´
ViewModel (da´le jen VM) je, velmi podobny´ PresentationModelu ze vzoru PM. Jedna´ se
tedy o specia´lnı´ model, ze ktere´ho View cˇerpa´ data a ktery´ ma´ na starosti vesˇkerou
aplikacˇnı´ logiku a manipulaci s daty. Tento model je vsˇak v CAL nejvı´ce pouzˇı´vany´m
modelem, proto je nutne´ vyzdvihnout jeho hlavnı´ rysy.
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VM prˇedstavuje prostrˇednı´ka mezi View a Modelem. Jak jizˇ bylo rˇecˇeno, VM nemusı´
cˇerpat data pouze z jednoho datove´ho modelu, ale mu˚zˇe jich v sobeˇ zahrnovat vı´ce a
navza´jem jejich data kombinovat do potrˇebne´ struktury. Pro zı´ska´va´nı´ dat vsˇak VM ne-
musı´ vyuzˇı´vat pouze datove´ modely, ale mu˚zˇe vyuzˇı´vat sluzˇeb, ktere´ data zı´skavajı´ naprˇ.
s pomocı´ neˇjake´ webove´ sluzˇby. Takova´to data je vsˇak cˇasto potrˇeba upravit, aby mohla
by´t odpovı´dajı´cı´m zpu˚sobem da´le zpracova´na a zobrazena ve View. VM tedy prova´dı´
potrˇebne´ konverze teˇchto dat, ale take´ jejich validaci. O validaci se mu˚zˇe jednat v obou
smeˇrech, jak smeˇrem k View, tak smeˇrem k Modelu.
VM by nemeˇl mı´t zˇa´dny´ odkaz na View a take´ by nemeˇl s View prˇı´mo komunikovat.
Tı´m bychom totizˇ vytvorˇili mezi View a VM silnou vazbu. Te´ se vsˇak snazˇı´me vyhnout
z du˚vodu testova´nı´, mozˇnosti pouzˇı´t VM znovu v jine´ aplikaci atd. VM by tedy meˇl
obsahovat vesˇkerou funkcionalitu bez nutnosti ”sa´hnout“ na neˇktery´ prvek UI. Jsou sice
prˇı´pady, kdy se prˇı´me´ interakci s prvky uzˇivatelske´ho rozhranı´ nevyhneme, ale ty jsou
spı´sˇe vy´jimkou. Veˇtsˇinou se da´ situace vyrˇesˇit tak, abychom prˇı´mo s ovla´dacı´mi prvky
nemuseli pracovat.
Vı´me tedy, zˇe VM poskytuje data pro View a to je pote´ neˇjaky´m zpu˚sobem zobrazuje.
Tato data jsou ve VM definova´na ve formeˇ Properties 4 ke ktery´m je View prˇipojeno po-
mocı´ Databindingu. Binding je vytvorˇen pomocı´ deklarativnı´ho za´pisu v XAML souboru
dane´ho View, nenı´ k tomu potrˇeba code-behind. Pro na´vrha´rˇe UI tak je snadne´, anizˇ by
musel detailneˇ rozumeˇt ko´du, toto propojenı´ mezi View a VM definovat.
Navı´c je potrˇeba propojit View s VM take´ po funkcˇnı´ stra´nce. VM ma´ na starosti
prova´deˇnı´ vsˇech funkcı´ aplikacˇnı´ logiky a operacı´ s poskytovany´mi daty. Tyto funkce
vsˇak musı´ by´t neˇjaky´m zpu˚sobem zavola´ny a jelikozˇ budou vola´ny na zˇa´dost uzˇivatele,
musı´ k tomu docha´zet za pomocı´ View a ovla´dacı´ch prvku˚ UI. Proto jsou jednotlive´
funkce, ktere´ majı´ by´t uzˇivateli prˇı´stupne´, definova´ny pomocı´ tzv. Commands. Ty repre-
zentujı´ propojenı´ mezi ovla´dacı´m prvkem UI a funkcı´ aplikacˇnı´ logiky, ktera´ je ve VM
implementova´na. Toto propojenı´ je stejneˇ jako v prˇı´padeˇ propojenı´ dat rˇesˇeno pomocı´
Databindingu.
Ke zprovozneˇnı´ Databindingu je nutne´ splnit jesˇteˇ jednu podmı´nku. Tou je nutnost
nastavit VM jako tzv. DataContext 5 pro dane´ View. Tı´mto nastavenı´m tedy umozˇnı´me,
aby View mohl manipulovat s daty, ktera´ VM poskytuje. Mu˚zˇe ovsˇem nastat situace, kdy
data nebudou zmeˇneˇna za pomoci View, ale zmeˇnı´ je VM sa´m. Typicky´m prˇı´kladem je
zı´ska´va´nı´ dat z webove´ sluzˇby v pravidelny´ch intervalech. View se o tom, zˇe dosˇlo ke
zmeˇna´m v datech VM, ktere´ samo View nezpu˚sobilo, nedozvı´. Proto je nutne´ ve VM
implementovat rozhranı´ INotifyPropertyChanged 6, ktere´ View o zmeˇna´ch v datech infor-
muje. Se zmeˇnami v datech souvisı´ jesˇteˇ jedna podmı´nka a tou je skutecˇnost, zˇe data
Modelu mu˚zˇe upravovat pouze VM.
4Property je verˇejneˇ prˇı´stupna´ polozˇka trˇı´dy, se kterou lze manipulovat.
5DataContext je specia´lnı´ Property neˇktery´ch ovla´dacı´ch prvku˚ uzˇiv. rozhranı´ ve WPF s SilverLightu.
Pokud jej dane´mu prvku nastavı´me, mu˚zˇeme pak snadno vyuzˇı´vat principu DataBindingu a zı´ska´vat data
pro dane´ ovla´dacı´ prvky pra´veˇ z objektu, ktery´ je nastaven jako DataContext.
6Rozhranı´ INotifyPropertyChanged obsahuje uda´lost PropertyChanged, ktera´ da´va´ posluchacˇu˚m na
veˇdomı´, ktera´ vlastnost VM se pra´veˇ zmeˇnila.
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Pouzˇitı´ ko´du v code-behind pro konkre´tnı´ View
Na internetu je mnoho diskuzı´ o tomto proble´mu. Hlavnı´ ota´zkou je, zda lze pouzˇı´t ko´d
v code-behind urcˇite´ho View nebo je naopak zaka´zano zde jaky´koliv ko´d mı´t. Je nutne´
si uveˇdomit, zˇe MVVM je na´vrhovy´ vzor, ktery´ na´m da´va´ pouze na´vod k tomu, jak rˇesˇit
urcˇity´ typ proble´mu. Konkre´tneˇ tedy oddeˇlenı´ aplikacˇnı´ logiky od vzhledu UI. Nikde
nenı´ rˇecˇeno, zˇe View nesmı´ obsahovat zˇa´dny´ ko´d v code-behind. MVVM na´m pouze
radı´, jak docı´lit snadno spravovatelne´ho UI z pohledu na´vrha´rˇe, ale take´ vy´voja´rˇe. Sa-
mozrˇejmeˇ se v praxi mohou vyskytnout situace, kdy se bez ko´du v code-behind neo-
bejdeme. Naprˇı´klad ve VM tak definujeme logiku, ktera´ rozhodne, za jaky´ch okolnostı´
ma´ by´t urcˇity´ prvek View viditelny´, a v code-behind dane´ho View pak napı´sˇeme logiku,
ktera´ skrytı´ dane´ho prvku zajistı´. Umı´steˇnı´m takove´ho ko´du do VM bychom vytvorˇili
mezi View a VM silnou vazbu, cˇemuzˇ se pra´veˇ aplikacı´ MVVM snazˇı´me zabra´nit.
Pouzˇitı´ Commands a jejich Parameters
Spousˇteˇnı´ metod definovany´ch ve VM pomocı´ Commandu, ktery´ je k nim prˇidruzˇen a
pomocı´ DataBindingu je napojen na neˇjaky´ ovla´dacı´ prvek UI, patrˇı´ k za´kladnı´m rysu˚m
vzoru MVVM. V mnoha situacı´ch vsˇak budeme potrˇebovat prˇedat metodeˇ, ktera´ je po-
mocı´ Commandu vola´na, neˇjaky´ parametr. Je zde vı´ce mozˇnostı´, jak toto realizovat.
Prˇedstavme si situaci, kdy ma´me v UI zobrazen seznam za´kaznı´ku˚ a ke kazˇde´mu
z nich je mozˇne´ si zobrazit detailnı´ informace tı´m zpu˚sobem, zˇe libovolne´ho za´kaznı´ka
vybereme a klikneme na prˇı´slusˇne´ tlacˇı´tko. Pro prˇeda´nı´ vybrane´ho za´kaznı´ka mu˚zˇeme
pouzˇı´t
1. Element binding, kdy k dane´mu Commandu deklarativneˇ prˇirˇadı´me vybrane´ho
za´kaznı´ka, je CommandParameter (SelectedItem komponenty ListBox) a cı´lova´ me-
toda ve VM bude mı´t jeden parametr.
2. Ve VM definujeme property SelectedCustomer, ktera´ bude pomocı´ databindingu
propojena s vlastnostı´ SelectedItem dane´ho ListBoxu. V tomto prˇı´padeˇ nebude mı´t
cı´lova´ metoda parametr zˇa´dny´, ale interneˇ pouzˇije property SelectedCustomer.
Bude vy´hodneˇjsˇı´ pouzˇı´t druhou mozˇnost. Pouzˇitı´m element bindingu sice nesva´zˇeme
View s VM, ale sva´zˇeme jednu vlastnost View s jinou. To vsˇak mu˚zˇe View ucˇinit obtizˇneˇjsˇı´m
pro pozdeˇjsˇı´ spravova´nı´. Pokud se pozdeˇji rozhodneme pro jine´ rozmı´steˇnı´ prvku˚ UI,
mu˚zˇe dojı´t k rozbitı´ relativnı´ vazby pouzˇite´ v element bindingu. Pokud pouzˇijeme dru-
hou mozˇnost, zˇa´dne´ nebezpecˇı´ rozbitı´ relativnı´ vazby na´m nehrozı´.
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4 Klı´cˇove´ komponenty CAL
Jak bylo rˇecˇeno v u´vodu, CAL na´m slouzˇı´ pro vy´voj kompozitnı´ch aplikacı´. Kazˇda´ apli-
kace vyvı´jena´ pomocı´ CAL musı´ obsahovat urcˇite´ klı´cˇove´ komponenty. V na´sledujı´cı´ cˇa´sti
si jednotlive´ komponenty popı´sˇeme.
4.1 Modul
Kompozitnı´ aplikace je slozˇena z neˇkolika neza´visly´ch modulu˚. Kazˇdy´ modul je samo-
statnou funkcˇnı´ jednotkou, ktera´ ma´ na starosti jednu cˇa´st cele´ aplikace. Mu˚zˇe se naprˇı´klad
jednat o modul pro logova´nı´ uda´lostı´. Takovy´ modul pak obsahuje samotnou logovacı´
sluzˇbu, ktera´ prova´dı´ za´pis uda´lostı´. Take´ musı´ obsahovat trˇı´du, ktera´ definuje, jak bude
kazˇda´ uda´lost vypadat, tedy jake´ bude mı´t vlastnosti, metody a chova´nı´. Da´le pak mo-
dul obsahuje View, ktere´ je schopno zobrazit jednotlive´ zaznamenane´ uda´losti atd. Tento
modul je neza´visly´ na ostatnı´ch modulech, ale komunikuje s nimi pomocı´ slabe´ vazby.
Vy´hody plynoucı´ z pouzˇı´tı´ modulu˚
Pokud se rozhodneme pro modula´rnı´ architekturu vytva´rˇene´ aplikace, zı´ska´me mnoho
vy´hod. To, zˇe jsme funkcˇnost aplikace rozdeˇlili do modulu˚, na´m umozˇnı´ izolovany´ vy´voj
teˇchto modulu˚. Je pak snadne´ rozdeˇlit vytva´rˇenı´ a spra´vu modulu˚ mezi neˇkolik vy´vojovy´ch
ty´mu˚. Jednotlive´ moduly lze testovat v naproste´ izolaci od ostatnı´ch prvku˚ syste´mu.
Tı´m zajistı´me skutecˇnost, zˇe vesˇkere´ chyby nalezene´ beˇhem testova´nı´ se ty´kajı´ pra´veˇ
vytva´rˇene´ho modulu a ne neˇjake´ jine´ cˇa´sti aplikace, ktera´ je povazˇova´na za jizˇ otesto-
vanou a bezchybnou.
Oddeˇlene´ moduly je navı´c mozˇne´ snadno verzovat a prˇida´vat do nich nove´ funkce
nebo upravovat funkce sta´vajı´cı´. Velkou vy´hodou v prˇı´padeˇ pouzˇitı´ modulu˚, je minimali-
zace cˇasu potrˇebne´ho pro spusˇteˇnı´ aplikace. Mu˚zˇeme totizˇ vycˇlenit urcˇitou skupinu mo-
dulu˚, ktera´ je nezbytneˇ nutna´ pro spusˇteˇnı´ aplikace. Tato skupina je pak beˇhem spousˇteˇnı´
nacˇtena do pameˇti, ale dalsˇı´ moduly jsou nacˇı´ta´ny azˇ v prˇı´padeˇ potrˇeby. Bylo by zbytecˇne´,
aby se pokazˇde´ nacˇı´taly vsˇechny moduly, kdyzˇ mnoho z nich poskytuje funkce, ktere´
uzˇivatel vu˚bec nemusı´ pouzˇı´t.
S nacˇı´ta´nı´m modulu˚ se pojı´ dalsˇı´ vy´hoda. Je totizˇ mozˇne´ nacˇı´tat moduly z ru˚zny´ch
umı´steˇnı´. Nemusı´ se tak pokazˇde´ jednat o modul, ktery´ byl nacˇten z disku pocˇı´tacˇe, ale
mu˚zˇe by´t zı´ska´n z databa´ze nebo z urcˇite´ webove´ stra´nky. To ma´ samozrˇejmeˇ mnoho
vy´hod, jako je naprˇı´klad centralizovana´ spra´va takove´ho modulu. Provedeme-li zmeˇnu
v modulu, ktery´ je nacˇı´ta´n z databa´ze sdı´lene´ celou organizacı´, ma´me jistotu, zˇe kazˇdy´
uzˇivatel zı´ska´ odpovı´dajı´cı´ verzi tohoto modulu.
Navı´c je take´ mozˇne´ povolit uzˇivatelu˚m prˇı´stup pouze k urcˇity´m modulu˚m a jejich
funkcı´m. Na za´kladeˇ uzˇivatelsky´ch pra´v a rolı´ uzˇivatelu˚ tak mu˚zˇeme selektivneˇ vybı´rat
poskytovanou funkcˇnost modulu˚. Uzˇivatel se spra´vcovsky´mi pra´vy tak bude mı´t prˇı´stup
k modulu˚m a funkcı´m, ktere´ pro ostatnı´ uzˇivatele nebudou vu˚bec prˇı´stupne´ nebo budou
omezene´.
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Pravidla pro tvorbu modulu˚
Kdyzˇ vytva´rˇı´me novy´ modul, meˇli bychom mı´t na pameˇti neˇkolik pravidel. Prvnı´m z
nich je doporucˇenı´, zˇe modul by meˇl by´t pro zbytek syste´mu transparentnı´ a iniciali-
zovany´ pomocı´ zna´me´ho rozhranı´. Dı´ky tomu zajistı´me mozˇnost prˇida´nı´ modulu do
neˇjake´ho katalogu modulu˚ a mu˚zˇeme pak se vsˇemi moduly pracovat stejneˇ. Pracovat
ve smyslu jejich lokalizace a inicializace.
Da´le by pak vyvı´jeny´ modul nemeˇl mı´t prˇı´my´ odkaz na ostatnı´ moduly ani na apli-
kaci, ktera´ modul nacˇetla. Pokud bychom se totizˇ v jednom modulu prˇı´mo odkazovali
na modul jiny´, dosˇlo by k vytvorˇenı´ silne´ vazby mezi teˇmito moduly a prakticky vesˇkere´
vy´hody modula´rnı´ch aplikacı´ bychom ztratili. Proto by meˇlo komunikace mezi moduly
vyuzˇı´vat slabe´ vazby (naprˇı´klad pomocı´ sdı´lene´ sluzˇby) a ne komunikovat prˇı´mo.
Modul by take´ nemeˇl by´t zodpoveˇdny´ za inicializaci vsˇech svy´ch za´vislostı´. Ty by
mu meˇly by´t doda´ny externeˇ, naprˇı´klad pomocı´ Dependency Injection. Toto opeˇt slouzˇı´
pro zajisˇteˇnı´ slabe´ vazby mezi jednotlivy´mi moduly a sluzˇbami, ktere´ pouzˇı´vajı´. Jako
poslednı´ doporucˇenı´ uvedeme , zˇe modul by meˇl by´t uzpu˚soben k tomu, aby se dal do
aplikace jednodusˇe prˇidat i odebrat.
Implementace Modulu v CAL
Existuje neˇkolik zpu˚sobu˚, jak vytva´rˇet a uchova´vat jednotlive´ moduly, ale pro CAL je
typicke´ vytvorˇit jednu assembly pro kazˇdy´ modul. Tato assembly pak bude obsahovat
vsˇechna view, sluzˇby a dalsˇı´ trˇı´dy potrˇebne´ pro dany´ modul. Take´ je nutne´, aby obsaho-
vala trˇı´du, ktera´ implementuje rozhranı´ IModule. Toto rozhranı´ obsahuje jedinou metodu
Initialize, ktera´ je vola´nı´ v pru˚beˇhu inicializace modulu.
1 public interface IModule
2 {
3 void Initialize () ;
4 }
Vy´pis 4: Zdrojovy´ ko´d rozhranı´ IModule
Zˇivotnı´ cyklus modulu
Jak ukazuje Obra´zek 10 je zˇivotnı´ cyklus modulu rozdeˇlen do na´sledujı´cı´ch cˇa´stı´
Obra´zek 10: Zˇivotnı´ cyklus modulu
1. Definice/Nalezenı´ modulu - informace o modulu musı´ by´t prˇida´ny do ModuleCa-
talogu.
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2. Nacˇtenı´ modulu - assembly, ktera´ obsahuje dany´ modul, musı´ by´t nacˇtena do pameˇti.
Je mozˇne´, zˇe bude nutne´ tuto assembly nejdrˇı´ve sta´hnout z webu nebo ji jiny´m
zpu˚sobem zı´skat.
3. Inicializace modulu - jedna´ se o vytvorˇenı´ instance trˇı´d modulu a zavola´nı´ Initia-
lize().
Definice/Nalezenı´ modulu
Informace o jednotlivy´ch modulech, ktere´ mohou by´t v konkre´tnı´ aplikaci pouzˇity, se
nacha´zı´ v tzv. ModuleCatalogu. ModuleCatalog je mozˇne´ naplnit neˇkolika zpu˚soby. Prvnı´
dva zpu˚soby jsou staticke´ a jedna´ se o definici modulu˚ v ko´du aplikace nebo definice modulu˚
v XAML souboru. Tyto zpu˚soby jsou sice snadne´, ale pokud chceme do aplikace prˇidat
dalsˇı´ modul, znamena´ to za´sah do jednoho z teˇchto souboru˚ a rekompilaci cele´ aplikace.
Proto CAL nabı´zı´ dalsˇı´ zpu˚soby definice modulu˚. Jedna´ se o cˇtenı´ informacı´ o modu-
lech z konfiguracˇnı´ho souboru a nacˇtenı´ modulu˚ z definovane´ho adresa´rˇe. Tyto zpu˚soby majı´
oproti teˇm prˇedchozı´m tu vy´hodu, zˇe je velmi snadne´ prˇidat do aplikace novy´ modul.
V prvnı´m prˇı´padeˇ provedeme pozˇadovane´ u´pravy v konfiguracˇnı´m souboru, ktery´ je
prˇi kazˇde´m spusˇteˇnı´ aplikace zpracova´va´n ModuleManagerem. Musı´me vsˇak take´ prˇidat
prˇidat i vlastnı´ soubor s modulem. Proto se jako nejjednodusˇsˇı´ zpu˚sob jevı´ ten poslednı´ a
tı´m je nacˇı´ta´nı´ modulu˚ z definovane´ho adresa´rˇe. Pro prˇida´nı´ nove´ho modulu do sta´vajı´cı´
aplikace pak stacˇı´ soubor s modulem, nejcˇasteˇji knihovnu dll, zkopı´rovat do adresa´rˇe se
sta´vajı´cı´mi moduly a restartovat aplikaci.
Ve sve´ uka´zkove´ aplikaci budu pouzˇı´vat definici modulu˚ pomocı´ ko´du, proto zde
uva´dı´m na´sledujı´cı´ prˇı´klad, jak ma´ takova´ definice vypadat.
1 protected override IModuleCatalog GetModuleCatalog()
2 {
3 ModuleCatalog catalog = new ModuleCatalog();
4
5 // Adding modules that are referenced by the shell using typeof() :
6 catalog.AddModule(typeof (ModuleA), ”ModuleD”)
7 .AddModule(typeof (ModuleB))
8 .AddModule(typeof (ModuleC), InitializationMode.OnDemand);
9
10 // Adding modules in code that are not directly referenced by the shell :
11 const string moduleBAssemblyQualifiedName = ”Modules.ModuleB.ModuleB, Modules.
Silverlight, Version=1.0.0.0, Culture=neutral, PublicKeyToken=null”;
12
13 catalog.AddModule(new ModuleInfo(”ModuleB”, moduleBAssemblyQualifiedName));
14
15 return catalog;
16 }
Vy´pis 5: Zdrojovy´ ko´d metody GetModuleCatalog
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Nacˇtenı´ modulu˚
Jakmile je naplneˇn ModuleCatalog, jsou moduly prˇipraveny k nacˇtenı´ a inicializaci. Cely´
proces nacˇtenı´ a inicializace ma´ na stratosti ModuleManager.
Inicializace modulu˚
Inicializace je poslednı´ krok nutny´ pro prˇida´nı´ modulu do aplikace. Na tomto mı´steˇ je
vhodne´ prova´deˇt na´sledujı´cı´ cˇinnosti. Jednak zde prova´dı´me registrace typu˚ pouzˇı´vany´ch
jak modulem samotny´m, tak i ostatnı´mi moduly v containeru. Da´le pak prˇirˇazujeme
View k jednotlivy´m regionu˚m, ve ktery´ch se pak budou zobrazovat. To pouze v prˇı´padeˇ,
zˇe se rozhodneme pouzˇı´t techniku ViewDiscovery, viz cˇa´st 4.4 na straneˇ 39. V poslednı´
rˇadeˇ pak provedeme integraci modulu do aplikace. Sem naprˇı´klad patrˇı´ prˇida´nı´ ovla´dacı´ch
prvku˚ za pomocı´ sdı´lene´ sluzˇby do panelu na´stroju˚ atd.
Registrace typu˚ v containeru
Beˇhem inicializace prova´dı´ modul registraci konkre´tnı´ch implementacı´ obecny´ch roz-
hranı´ sluzˇeb a trˇı´d, ktere´ potrˇebuje pro svou cˇinnost nebo ktere´ naopak nabı´zı´ jiny´m
modulu˚m. K tomu, abychom mohli registraci prova´deˇt, musı´ mı´t modul prˇı´stup ke con-
taineru. K tomu pouzˇijeme DI, ktera´ na´m container doda´.
V na´sledujı´cı´m vy´pisu vidı´me, zˇe v konstruktoru trˇı´dy je uveden container jako za´vislost
a pote´ jsou v neˇm pomocı´ metody RegisterType() zaregistrova´ny konkre´tnı´ implementace
obecny´ch rozhranı´.
1 public class TreeModule: IModule
2 {
3 private readonly IUnityContainer container;
4 private readonly IRegionManager manager;
5
6 public TreeModule(IUnityContainer container, IRegionManager manager)
7 {
8 this .container = container;
9 this .manager = manager;
10 }
11
12 public void Initialize ()
13 {
14 container.RegisterType<ITreeViewModel, TreeViewModel>();
15 manager.RegisterViewWithRegion(RegionNames.MainRegion, typeof (TreeView));
16 }
17 }
Vy´pis 6: Zdrojovy´ ko´d trˇı´dy TreeModule
Prˇirˇazenı´ View k regionu
Existujı´ dveˇ mozˇnosti, jak prˇirˇadit konkre´tnı´ View ke konkre´tnı´mu regionu. Jedna´ se o
View Injection a View Discovery. Rozdı´l mezi nimi je popsa´n v cˇa´sti 4.2.
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Ve vy´pisu 6 vidı´me pouzˇitı´ metody View Discovery. V tomto prˇı´padeˇ se prˇi zobrazenı´
regionu MainRegion zobrazı´ TreeView.
Integrace modulu do aplikace
Poslednı´m krokem v inicializaci modulu je jeho propojenı´ se zbytkem aplikace. Tento
krok se bude samozrˇejmeˇ lisˇit pro kazˇdou aplikaci, ale je obvykle´ naprˇı´klad registrovat
View dane´ho modulu do navigacˇnı´ struktury aplikace jako jsou menu a panely na´stroju˚.
V tomto kroku se take´ prova´dı´ prˇirˇazenı´ reakcı´ na uda´lostı´ vyvolane´ v jine´m mı´steˇ apli-
kace a take´ ke sluzˇba´m vyuzˇı´vany´m vsˇemi moduly. Naprˇı´klad zde tak mu˚zˇeme reagovat
na uda´lost vyvolanou prˇi vypı´na´nı´ aplikace nebo se zaregistrovat k logovacı´ sluzˇbeˇ atd.
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4.2 Shell a View
Jedna´ se o prvky uzˇivatelske´ho rozhranı´ kompozitnı´ aplikace. Tyto prvky majı´ na starosti
vizualizaci obsahu, ktery´ je jim poskytova´n VM, jenzˇ je teˇmto prvku˚m prˇirˇazen.
Shell
Jedna´ se o hlavnı´ okno aplikace, ve ktere´m se zobrazuje nejdu˚lezˇiteˇjsˇı´ obsah. Shell nejcˇasteˇji
prˇedstavuje jedno okno, ve ktere´m se zobrazuje neˇkolik View. Obsahuje pojmenovane´ re-
giony, do ktery´ch pak jednotlive´ moduly mohou vkla´dat svu˚j obsah, tedy sva´ View. Shell
navı´c obsahuje navigacˇnı´ prvky, jako jsou na´strojove´ lisˇty a menu. Rovneˇzˇ v neˇm mohou
by´t uvedeny zdroje jako jsou Styles, DataTemplates a dalsˇı´, ktere´ se pouzˇı´vajı´ nejen v
Shellu samotne´m, ale take´ v modulech.
V na´sledujı´cı´m vy´pisu vidı´me na rˇa´dku cˇ. 10 vytvorˇenı´ pojmenovane´ho regionu v
ra´mci prvku ContentControl. Jedna´ se o region, do ktere´ho bude po spusˇteˇnı´ aplikace a
nacˇtenı´ prˇı´slusˇne´ho modulu vlozˇeno aplikacˇnı´ menu.
1 <Windows:Window x:Class=”Shell.Views.ShellView”
2 xmlns=”http :// schemas.microsoft.com/winfx/2006/xaml/presentation”
3 xmlns:x=”http :// schemas.microsoft.com/winfx/2006/xaml”
4 xmlns:prismrgn=”clr−namespace:Microsoft.Practices.Composite.Presentation.Regions;
assembly=Microsoft.Practices.Composite.Presentation”
5 xmlns:Constants=”clr−namespace:Infrastructure.Constants;assembly=Infrastructure”
6 xmlns:Windows=”clr−namespace:System.Windows;assembly=PresentationFramework”>
7 ...
8 <ContentControl HorizontalAlignment=”Left” Grid.Row=”1” x:Name=”MenuRegion”
9 prismrgn:RegionManager.RegionName=”{x:Static Constants:RegionNames.
MenuRegion}”>
10 </ContentControl>
11 ...
12 </Windows:Window>
Vy´pis 7: Prˇı´klad definice regionu v Shellu
View
Prˇedstavuje slozˇene´ cˇa´sti UI, ktere´ se vkla´dajı´ do Shellu. View tak prˇedstavuje kolekci ele-
mentu˚ UI. Jedna´ se vsˇak prˇedevsˇı´m o jednotku zapouzdrˇujı´cı´ a oddeˇlujı´cı´ jednotlive´ cˇa´stı´
UI. Nejcˇasteˇji je View reprezentova´no klasicky´m prvkem WPF aplikace, tzv. UserControl
(viz Vy´pis 8). V CAL ovsˇem View nemusı´ by´t definova´no pouze pomocı´ UserControl, ale
je mozˇne´ pouzˇı´t DataTemplates (viz Vy´pis 9), pomocı´ nichzˇ bude vy´sledne´ View vykres-
leno na za´kladeˇ dat obsazˇeny´ch v Modelu.
CompositeView
V CAL je take´ mozˇne´ pouzˇı´vat tzv. CompositeView, kdy se jedna´ o View, ktere´ v sobeˇ obsa-
huje neˇkolik dalsˇı´ch View, oznacˇovany´ch jako ChildView. Nadrˇazene´ View se pak ma´ pak
na starosti vytvorˇenı´ vsˇech svy´ch ChildView a vy´slednou konstrukci CompositeView.
35
CompositeView bude v praxi vypadat naprˇı´klad tak, zˇe se bude jednat o View slouzˇı´cı´
pro pra´ci se za´kaznı´ky. Toto view pak bude obsahovat dveˇ ChildView, kdy jedno z nich
bude slouzˇit jako seznam vsˇech za´kaznı´ku˚. Po vy´beˇru urcˇite´ho za´kaznı´ka z tohoto se-
znamu dojde k zobrazenı´ podrobny´ch informacı´ o tomto za´kaznı´kovi ve druhe´m, de-
tailnı´m View. Jak mu˚zˇe takove´ CompositeView vypadat vidı´me na Obra´zku 11.
1 <UserControl x:Class=”WpfApplication1.ExcessivelySimpleView”
2 xmlns=”http :// schemas.microsoft.com/winfx/2006/xaml/presentation”
3 xmlns:x=”http :// schemas.microsoft.com/winfx/2006/xaml”>
4 <Label>A VERY simple view</Label>
5 </UserControl>
Vy´pis 8: Prˇı´klad definice View pomocı´ UserControl
1 <Window x:Class=”WpfApplication1.Window1” .../>
2 <Window.Resources>
3 <DataTemplate x:Key=”ADataTemplateView”>
4 <Label>A really simple data template view</Label>
5 </DataTemplate>
6 </Window.Resources>
7 <Grid .../>
8 </Window>
Vy´pis 9: Prˇı´klad definice View pomocı´ DataTemplate
Obra´zek 11: Prˇı´klad CompositeView
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4.3 Bootstrapper
Bootstrapper je zodpoveˇdny´ za inicializaci aplikace vytvorˇene´ pomocı´ CAL. Dı´ky neˇmu
ma´me kontrolu nad tı´m, jak jsou jednotlive´ komponenty CAL napojeny na nasˇi aplikaci.
V klasicke´ WPF aplikaci je v souboru App.xaml uveden URI, ktery´ je pouzˇit pro zobra-
zenı´ hlavnı´ho okna aplikace. V aplikaci vytvorˇene´ pomocı´ CAL je za vytvorˇenı´ hlavnı´ho
okna, tedy Shellu, zodpoveˇdny´ pra´veˇ Bootstrapper. Je tomu tak proto, zˇe Shell vyzˇaduje
pro svou cˇinnost komponenty jako je naprˇı´klad RegionManager. Cˇasto take´ Shell vyuzˇı´va´
neˇjaky´ch dalsˇı´ch sluzˇeb, specificky´ch pro danou aplikaci, ktere´ je nutne´ mu dodat po-
mocı´ DI. CAL ma´ definovanou abstraktnı´ trˇı´du UnityBootstrapper, ktera´ poskytuje neˇkolik
virtua´lnı´ch metod. Tyto metody pak mu˚zˇeme pouzˇı´t pro vlastnı´ implementaci Bootstrap-
peru pro nasˇi aplikaci.
Hlavnı´ fa´ze Bootstrapperu
Bootsrapper procha´zı´ beˇhem sve´ inicializace neˇkolika fa´zemi, z nichzˇ ty hlavnı´ jsou uve-
deny na Obra´zku 12.
Obra´zek 12: Hlavnı´ fa´ze Bootstrapperu
Konfigurace containeru
Container hraje v aplikacı´ch postaveny´ch pomocı´ CAL i v CAL samotne´ klı´cˇovou roli. Je
nutny´ pro doda´va´nı´ vsˇech potrˇebny´ch za´vislostnı´ trˇı´da´m, ktere´ je vyzˇadujı´. Container je
tedy ozancˇova´n jako objekt Builder pro DI,viz 2.2 na straneˇ 12.
V metodeˇ ConfigureContainer, jak to ukazuje Vy´pis 10, probı´ha´ registrace vsˇech du˚lezˇity´ch
sluzˇeb pro nasˇi aplikaci. Bootstrapper zajistı´, zˇe nedojde ke dvojı´ registraci jedne´ sluzˇby,
cozˇ na´m umozˇnˇuje upravovat registraci sluzˇeb potrˇebny´ch pro CAL pomocı´ konfiguracˇnı´ho
souboru. Je take´ mozˇne´ u´lneˇ vypnout registraci implicitnı´ch sluzˇeb a vybrat si pouze ty,
ktere´ budeme v nasˇı´ aplikaci pouzˇı´vat.
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1 protected override void ConfigureContainer()
2 {
3 // Register the implementations for the system interfaces
4 this .Container.RegisterType<IMyWindowService,WindowService>(new
ContainerControlledLifetimeManager());
5
6 // Register the application model as a singleton.
7 this .Container.RegisterType<IApplicationModel, ApplicationModel>(new
ContainerControlledLifetimeManager());
8
9 // Register the ViewToRegionBinder
10 this .Container.RegisterType<IViewToRegionBinder, ViewToRegionBinder>();
11
12 // Register the visualizationregistry as a singleton. This has to be a singleton, so all
registrations are added in this instance.
13 this .Container.RegisterType<IModelVisualizationRegistry, ModelVisualizationRegistry>(
new ContainerControlledLifetimeManager());
14
15 base.ConfigureContainer();
16 }
Vy´pis 10: Zdrojovy´ ko´d metody ConfigureContainer
Nastavenı´ mapova´nı´ pro RegionAdapters
Beˇhem te´to fa´ze probı´ha´ mapova´nı´ implicitnı´ch adapteru˚. Tato mapova´nı´ jsou pak pouzˇita
RegionManagerem k tomu, aby umeˇl prˇirˇadit spra´vne´ adapte´ry k regionu˚m definovany´m
v XAML souboru pro urcˇita´ View. Adapte´r upravuje chova´nı´ vizua´lnı´ch komponent ta-
kovy´m zpu˚sobem, aby s nimi mohl RegionManager pracovat. Je samozrˇejmeˇ mozˇne´ za-
registrovat take´ vlastnı´ adapte´ry a to pomocı´ prˇepsa´nı´ virtua´lnı´ metody ConfigureRegio-
nAdapterMappings(). Na´sledujı´cı´ vy´pis ukazuje prˇı´klad takove´ho prˇepsa´nı´.
1 protected override RegionAdapterMappings ConfigureRegionAdapterMappings()
2 {
3 var regionAdapterMappings = base.ConfigureRegionAdapterMappings();
4
5 // Register an adaptermapping for the NewWindowControl, so this can be used as a
region.
6 regionAdapterMappings.RegisterMapping(typeof(NewWindowControl),
7 this .Container.Resolve<NewWindowRegionAdapter>());
8
9 // DockingManager Region adapter
10 regionAdapterMappings.RegisterMapping(typeof(DockingManager),
11 this .Container.Resolve<DockingRegionAdapter>());
12
13 return regionAdapterMappings;
14 }
Vy´pis 11: Zdrojovy´ ko´d metody ConfigureRegionAdapterMappings
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Vytvorˇenı´ Shellu
V te´to fa´zi dojde k zobrazenı´ Shellu. Vytva´rˇenı´ Shellu pomocı´ bootstrapperu usnadnˇuje
testova´nı´, protozˇe mı´sto skutecˇne´ implementace mu˚zˇeme pouzˇı´t mock verzi. Ve Vy´pisu
12 je videˇt, zˇe jako VM pro Shell je nastavena neˇjaka´ implementace rozhranı´ IApplication-
Model. Popis tohoto rozhranı´ a konkre´tnı´ implementace ApplicationModelu je uveden v
cˇa´sti 5.1 na straneˇ 47, ktera´ se zaby´va´ implementacı´ uka´zkove´ aplikace.
1 protected override DependencyObject CreateShell()
2 {
3 // Use the container to create an instance of the shell .
4 ShellView shell = Container.Resolve<ShellView>();
5 var model = Container.Resolve<IApplicationModel>();
6
7 shell .DataContext = model;
8
9 // Display the Shell as the root visual for the application .
10 shell .Show();
11
12 return shell ;
13 }
Vy´pis 12: Zdrojovy´ ko´d metody CreateShell
Inicializace modulu˚
Nejdrˇı´ve je pomocı´ containeru zı´ska´n ModuleManager a na neˇm je vyvola´na metoda
Run(). Tato metoda nejdrˇı´ve zkontroluje ModuleCatalog a pote´ na vsˇechny moduly v
ModuleCatalogu zavola´ metodu Initialize(), kterou musı´ kazˇdy´ modul implementovat
(viz 4.1 na straneˇ 30).
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4.4 RegionManager
RegionManager je komponenta, ktera´ je zodpoveˇdna´ za spra´vu kolekce regionu˚ a za
vytva´rˇenı´ regionu˚ novy´ch. Nejdrˇı´ve si vsˇak popı´sˇeme, co je to Region a k cˇemu slouzˇı´.
Region
Region je pojmenovana´ lokace v UI, ktera´ rezervuje urcˇity´ prostor UI a umozˇnˇuje v tomto
prostoru zobrazovat View jednotlivy´ch modulu˚. Moduly pak mohou jednotlive´ regiony
vyhledat a vkla´dat do nich sva´ View, anizˇ by musel veˇdeˇt, kde se dany´ region nacha´zı´
a v jake´ formeˇ je zobrazova´n. To na´m snadno umozˇnı´ zmeˇnit rozlozˇenı´ UI bez nutnosti
zasahovat do implementace jednotlivy´ch modulu˚.
Region se vytvorˇı´ prˇirˇazenı´m jme´na ucˇite´ WPF komponenteˇ. K tomu pouzˇı´va´me tzv.
attached property jme´nem RegionName, kterou na´m poskytuje CAL. Za beˇhu jsou pak
do teˇchto komponent prˇida´ny View nebo skupiny View podle toho, jak je region imple-
mentova´n. Prˇı´kladem mu˚zˇe by´t TabControl region, ktery´ zobrazuje jednotliva´ View jako
za´lozˇky. K regionu˚m prˇistupujeme pomocı´ jejich jme´na a mu˚zˇeme tak do nich prˇida´vat
View nebo je naopak odebı´rat. To mu˚zˇe probı´hat na nasˇi zˇa´dost, tedy programoveˇ, nebo
automaticky. Tyto dva prˇı´stupy se nazy´vajı´ View Injection a View Discovery.
View Injection
V tomto prˇı´padeˇ, v ko´du, zı´ska´me pomocı´ RegionManageru referenci na pozˇadovany´
region a programoveˇ do neˇj vlozˇı´me konkre´tnı´ View. Ma´me tak kontrolu nad tı´m, kdy
jsou View nacˇtena a zobrazena a navı´c mu˚zˇeme View z regionu i odebrat. Nenı´ vsˇak
mozˇne´ vkla´dat View do regionu, ktery´ jesˇteˇ nebyl vytvorˇen. View Injection pouzˇı´va´me
nejcˇasteˇji v prˇı´padeˇ, kdy chceme reagovat na neˇjakou uzˇivatelskou akci.
1 // View injection
2 IRegion region = regionManager.Regions[”MainRegion”];
3
4 var ordersPresentationModel = container.Resolve<IOrdersPresentationModel>();
5 var ordersView = ordersPresentationModel.View;
6
7 region.Add(ordersView, ”OrdersView”);
8 region.Activate(ordersView);
Vy´pis 13: Zdrojovy´ ko´d techniky View Injection
View Discovery
Ve View Discovery nejdrˇı´ve vytvorˇı´me v RegionViewRegistry spojenı´ mezi na´zvem regi-
onu a typem View. Kdyzˇ je pak region vytvorˇen, zjistı´, ktery´ typ View je k neˇmu prˇirˇazen,
a automaticky vytvorˇı´ jeho instanci a zobrazı´ jej. V tomto prˇı´padeˇ nema´me kontrolu nad
tı´m, kdy je View nacˇteno a zobrazeno.
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1 // View discovery
2 this .regionManager.RegisterViewWithRegion(”MainRegion”, typeof(MyView));
3 // View discovery
4 this .regionManager.RegisterViewWithRegion(”MainRegion”, () => this.container.Resolve<
ordersPresentationModel>().View);
Vy´pis 14: Zdrojovy´ ko´d techniky View Discovery
View Discovery vs View Injection
View discovery je jednodusˇsˇı´ prˇı´stup k zobrazova´nı´ View v regionu. Obecneˇ se pouzˇı´va´
View Discovery. Je vsˇak lepsˇı´ pouzˇı´t View Injection v prˇı´padech kdy chceme mı´t nad
zobrazova´nı´m View z dane´m regionu veˇtsˇı´ kontrolu. Dı´ky View Injection tak ma´me pl-
nou moc nad tı´m, kdy je View nacˇteno a zobrazeno. Navı´c ma´me take´ mozˇnost odebrat
urcˇite´ View z regionu, cozˇ v prˇı´padeˇ View Discovery nenı´ mozˇne´. Pro View Injection
se take´ rozhodneˇme v prˇı´padeˇ, zˇe chceme pouzˇı´t vı´ce instancı´ stejne´ho View v regionu.
Kazˇde´ View je pak napojeno na jina´ data. Poslednı´ vy´hodou, kterou View Injection po-
skytuje je kontrola nad tı´m, do ktere´ instance regionu je View prˇida´no. Prˇı´kladem mu˚zˇe
by´t zobrazenı´ View s podrobny´mi informacemi o za´kaznı´kovi, ktere´ chceme prˇidat do
konkre´tnı´ho regionu pro detaily za´kaznı´ka. Teˇchto reginu˚ pak ma´me zobrazeno vı´ce na-
jednou, naprˇı´klad jako za´lozˇky prvku TabControl.
RegionContext
V praxi cˇasto potrˇebujeme do regionu vlozˇit CompositeView (viz paragraf 4.2) a chceme
mezi nı´m a jeho ChildView sdı´let neˇjaka´ data. Protozˇe kazˇde´ View je izolova´no od teˇch
ostatnı´ch, jde o slozˇitou za´lezˇitost. CAL na´m vsˇak poskytuje rˇesˇenı´ ve formeˇ RegionCon-
textu. Jedna´ se o dalsˇı´ attached property, kterou CAL poskytuje. Mu˚zˇeme pomocı´ neˇj do
regionu ulozˇit libovolnou hodnotu, ktera´ se tak stane prˇı´stupna´ vsˇem jeho ChildView, jezˇ
jsou v dane´m regionu zobrazeny. Mu˚zˇe se jednat o libovolneˇ jednoduchy´ i slozˇity´ objekt
a navı´c lze pouzˇı´t i databinding. RegionContext lze pouzˇı´t jak v prˇı´padeˇ View Discovery,
tak i View Injection.
1 <TabControl AutomationProperties.AutomationId=”DetailsTabControl”
2 cal :RegionManager.RegionName=”{x:Static local:RegionNames.TabRegion}”
3 cal :RegionManager.RegionContext=”{Binding Path=SelectedEmployee.EmployeeId}”
4 ...>
Vy´pis 15: Prˇirˇazenı´ hodnoty do RegionContextu pomocı´ XAML
V ko´du pak RegionContext nastavı´me na´sledujı´cı´m zpu˚sobem:
RegionManager.Regions["Region1"].Context = employeeId;
a zpeˇt jej zı´ska´me pomocı´ metody GetObservableContext()
this.Model.EmployeeId =
(int)RegionContext.GetObservableContext(this).Value;
41
RegionContext interneˇ vyuzˇı´va´ pro uchova´nı´ hodnoty objektu ObservableObject, ktery´
implementuje rozhranı´ INotifyPropertyChanged. Je tedy mozˇne´ reagovat na jeho zmeˇny v
RegionContextu prˇirˇazenı´m odpovı´dacı´ reakce na uda´lost PropertyChanged.
Scoped Regions
RegionManager udrzˇuje vazby mezi jme´nem regionu a typem View. Jme´na regionu vsˇak
musı´ by´t unika´tnı´ a nenı´ v tom prˇı´padeˇ mozˇne´ mı´t v RegionManageru registrova´m je-
den konkre´tnı´ region (tedy i jedno konkre´tnı´ View) vı´cekra´t. Tato skutecˇnost se sta´va´
proble´m, pokud naprˇı´klad chceme pouzˇı´t TabControl, jenzˇ bude v kazˇde´ za´lozˇce zob-
razovat urˇcˇite´ View, ktere´ bude pro vsˇechny za´lozˇky stejne´, ale bude pracovat s jiny´mi
daty.
Musı´me proto pouzˇı´t metodu View Injection a navı´c tzv. ScopedRegion. V takove´m
prˇı´padeˇ dostane kazˇde´ View svu˚j vlastnı´ RegionManager a vytvorˇenı´ vazby na na´zev
regionu bude probı´hat v tomto unika´tnı´m Manageru namı´sto v tom nadrˇazene´m. Tı´mto
zpu˚sobem je tedy mozˇne´ vytvorˇit vı´ce stejny´ch View zobrazeny´ch v jednom TabControlu.
Obra´zek 13: Prˇı´klad situace vyuzˇı´vajı´cı´ ScopedRegionu˚
Na´sledujı´cı´ vy´pis uva´dı´ prˇı´klad vytvorˇenı´ ScopedRegionu. Metoda Add() vra´tı´ novy´
RegionManager, ktery´ pak View mu˚zˇe pouzˇı´t.
1 IRegion detailsRegion = this.regionManager.Regions[”DetailsRegion”];
2 View view = new View();
3 bool createRegionManagerScope = true;
4 IRegionManager detailsRegionManager = detailsRegion.Add(view, null,
createRegionManagerScope);
Vy´pis 16: Vytvorˇenı´ ScopedRegionu
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4.5 EventAggregator
Tato komponenta slouzˇı´ v CAL jako prostrˇednı´k prˇeda´vajı´cı´ zpra´vy (objekty) mezi jiny´mi
komponentami, mezi ktery´mi je slaba´ vazba. Je velmi du˚lezˇity´ pro modula´rnı´ aplikace,
protozˇe na´m umozˇnˇuje reagovat v jednom modulu na uda´losti vyvolane´ v modulu jine´m.
Take´ je velmi vy´hodny´ pro budoucı´ rozsˇı´rˇenı´ aplikace. V takove´ prˇı´padteˇ totizˇ mu˚zˇe by´t
do aplikace prˇida´n dalsˇı´ modul reagujı´cı´ na urcˇitou uda´lost a v modulu, ktery´ uda´lost
vyvolal nenı´ potrˇebovat prova´deˇt jake´koliv dodatecˇne´ u´pravy.
EventAggregator je schopen mı´t v sobeˇ zaregistrova´no mnoho objektu˚, ktere´ vyvola´vajı´
uda´losti. Samozrˇejmeˇ take´ umozˇnˇuje vı´ce aby vice objektu˚ mohlo naslouchat jedne´ konkre´tnı´
uda´lost. Na´zorneˇ to ukazuje Obra´zek 14.
Obra´zek 14: EventAggregator a registrovane´ objekty
CompositePresentationEvent
Informace, ktera´ se prˇena´sˇı´ mezi zdrojem a cı´lem, je pak reprezentova´na generickou
trˇı´dou CompositePresentationEvent<TPayload>, ktera´ v sobeˇ mu˚zˇe ne´st libovolny´ gene-
ricky´ typ. Dı´ky generice je zajisˇteˇno, zˇe jak zdrojovy´ objekt, tak i ten cı´lovy´ musı´ pouzˇı´vat
metody s odpovı´dajı´cı´mi parametry. Tedy parametr musı´ by´t na obou strana´ch takovy´,
jaky´ vstupuje do vytvorˇene´ ComopositePresentationEvent.
CompositePresentationEvent obsahuje neˇkolik metod. Jedna´ se o
• Neˇkolik variant metody Subscribe,
• Publish,
• Unsubscribe,
• Contains.
Metoda Subscribe ma´ neˇkolik prˇetı´zˇenı´ a umozˇnˇuje na´m tak naprˇı´klad pomocı´ de-
lega´ta prova´deˇt filtrova´nı´ uda´lostı´ a omezit tak prˇı´pady, kdy bude uda´lost prˇeda´na da´le
k cı´li. Je take´ mozˇne´ nastavit, na jake´m vla´kneˇ obdrzˇı´ cı´l danou uda´lost. Na vy´beˇr ma´me
• PublisherThread - obdrzˇenı´ na stejne´m vla´kneˇ, ktere´ uda´lost vyvolalo.
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• BackgroundThread - asynchronnı´ obdrzˇenı´ zpra´vy na vla´kneˇ z Thread-poolu.
• UIThread - obdrzˇenı´ zpra´vy na vla´kneˇ, ktere´ ma´ na starost uzˇivatelske´ rozhranı´.
Prˇı´kladem konkre´tnı´ trˇı´dy, reprezentujı´cı´ uda´lost, mu˚zˇe by´t na´sledujı´cı´ ko´d.
public class LogEvent: CompositePresentationEvent<LogEntry>{}
Chceme-li vyvolat nebo naopak reagovat na neˇjakou uda´lost, musı´me k tomu pouzˇı´t
metodu GetEvent(), ktera´ je jedinou metodou EventAggregatoru.
Na´sledujı´cı´ vy´pisy ukazujı´ nejdrˇı´ve, jak je urcˇita´ uda´lost vyvola´na pomocı´ metody
Publish() a na´sledneˇ na ni v jine´m modelu reagujeme pomocı´ metody Subscribe(). Je videˇt,
zˇe parametr metody Publish je typu LogEntry, jak to vyzˇaduje uda´lost LogEvent uvedena´
vy´sˇe. Stejneˇ tak cı´lova´ metoda ShowMessage, prˇirˇazena´ k metodeˇ Subscribe, ocˇeka´va´
parametr typu LogEntry.
1 void LogServiceLogChanged(object sender, EventArgs e)
2 {
3 LogEntry last = LogService.GetLastEntry();
4 eventAggregator.GetEvent<Events.LogEvent>().Publish(last);
5 ...
6 }
Vy´pis 17: Vyvola´nı´ uda´losti
1 public StatusBarViewModel(IEventAggregator aggregator)
2 {
3 eventAggregator = aggregator;
4 aggregator.GetEvent<Events.LogEvent>().Subscribe(ShowMessage);
5 ...
6 }
7
8 private void ShowMessage(LogEntry entry)
9 {
10 StatusBarMessage = entry.Message;
11 }
Vy´pis 18: Reakce na uda´lost
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4.6 Commands
Prˇı´kaz, tedy Command, na´m obecneˇ slouzˇı´ k vykona´va´nı´ neˇjaky´ch akcı´ vyvolany´ch uzˇivatelem.
WPF na´m k tomu nabı´zı´ tzv. RoutedCommands. Pro pouzˇitı´ v kompozitnı´ aplikaci se
vsˇak nehodı´. Jednak vyzˇadujı´, aby vlastnı´ metoda, ktera´ ma´ pozˇadovanou reakci na
vstup od uzˇivatele vykonat, byla v code-behind dane´ho View. To je v rozporu s do-
porucˇenı´mi pro na´vrhovy´m vzor MVVM, ale navı´c RoutedCommands prˇeda´vajı´ prˇı´kazy
pouze v ra´mci logicke´ho stromu 7 a VM, ktery´ obsahuje implementaci Commandu, se
nacha´zı´ mimo tento strom.
CAL ma´ ovsˇem opeˇt rˇesˇenı´, a to DelegateCommand a CompositeCommand. Oba umozˇnˇujı´
prˇedat prˇı´kaz mimo hranice logicke´ho stromu a nevyzˇadujı´ reagujı´cı´ metodu v code-
behind dane´ho View. Oba implementujı´ rozhranı´ ICommand a dajı´ se tak snad propojit s
prvkem UI pomocı´ Databindingu.
DelegateCommand
Jme´no Delegate zı´skal tento Command dı´ky tomu, zˇe pouzˇı´va´ delega´ty pro vyvola´nı´
metody CanExecute a Execute na cı´love´m objektu, jakmile dojde k vyvola´nı´ Commandu.
Jedna´ se o generickou trˇı´du, takzˇe probı´ha´ oveˇrˇova´nı´ korektnosti parametru˚ jednotlivy´ch
metod, cozˇ klasicky´ WPF Command nedeˇla´.
IActiveAware Interface
V neˇktery´ch prˇı´padech vyzˇadujeme, aby se DelegateCommand vykonal pouze, pokud
se nacha´zı´ ve View, ktere´ je momenta´lneˇ aktivnı´. K tomuto u´cˇelu DelegateCommand
implementuje rozhranı´ IActiveAware, ktere´ ma´ property IsActive, jezˇ mu˚zˇe by´t nastavena
pokazˇde´, kdyzˇ se prˇı´kaz stane aktivnı´m.
1 public class DelegateCommand<T> : ICommand, IActiveAware
2 {
3 public DelegateCommand(Action<T> executeMethod);
4 public DelegateCommand(Action<T> executeMethod, Func<T, bool> canExecuteMethod);
5
6 public bool IsActive { get; set; }
7 public event EventHandler CanExecuteChanged;
8 public event EventHandler IsActiveChanged;
9 public bool CanExecute(T parameter);
10 public void Execute(T parameter);
11 protected virtual void OnCanExecuteChanged();
12 protected virtual void OnIsActiveChanged();
13 public void RaiseCanExecuteChanged();
14 }
Vy´pis 19: Definice trˇı´dy DelegateCommand
7Logicky´ strom - odpovı´da´ zapouzdrˇenı´ elementu˚ zobrazenı´ a jejich datovy´ch zdroju˚
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CompositeCommand
Jedna´ se o specia´lnı´ Command, jenzˇ v sobeˇ zahrnuje neˇkolik DelegateCommandu˚, ktere´
se oznacˇujı´ jako ChildCommand. Jakmile dojde k zavola´nı´ metody Execute na Composi-
teCommandu, tak ten projde celou svou frontu ChlidCommandu˚ a na kazˇde´m zavola´
Execute. Stejna´ situace nasta´va´ v prˇı´padeˇ oveˇrˇenı´ mozˇnosti vykonat CompositeCommand
pomocı´ metody CanExecute.
CompositeCommand tak mu˚zˇeme naprˇı´klad pouzˇı´t v prˇı´padeˇ, kdy nasˇe aplikace
umozˇnˇuje mı´t najednou otevrˇeno vı´ce oken a my chceme da´t uzˇivateli mozˇnost, aby tato
okna mohl zavrˇı´t najednou. Kazˇde´ okno ma´ samozrˇejmeˇ mozˇnost by´t zavrˇeno samo-
statneˇ. Pokud vsˇak chceme zavrˇı´t vsˇechna okna najdou, pouzˇije ComopositeCommand.
Ten bude slozˇeny´ z jednotlivy´ch DelegateCommand, ktere´ majı´ na starosti uzavrˇenı´ in-
dividua´lnı´ho okna.
Obra´zek 15: Zna´zorneˇnı´ CompositeCommand a DelegateCommand
Activity Monitoring Behavior
V neˇktery´ch prˇı´padech budeme chtı´t, aby se po zavola´nı´ metody Execute na Composite-
Command vykonala tato metoda pouze na aktivnı´ch DelegateCommandech. K tomu ma´
CompositeCommand implementova´no monitorova´nı´ aktivity jednotlivy´ch ChildCom-
mandu˚, ktere´ uvedeme v cˇinnost, pokud v konstruktoru CompositeCommandu nastavı´me
parametr monitorCommandActivity na hodnotu true.
Jakmile je monitorova´nı´ povoleno, CompositeCommand provede prˇed zavola´nı´m
Execute na kazˇdy´ ChildCommand, dodatecˇne´ oveˇrˇenı´, zda je konkre´tnı´ Command ak-
tivnı´. Pokud aktivnı´ nenı´, property IsActive ma´ hodnotu false, nedojde k jeho vykona´nı´ a
nebude ani dotazova´n pomocı´ CanExecute zavolane´m na rodicˇovske´m CompositeCom-
mandu.
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5 Uka´zkova´ aplikace
Uka´zkova´ aplikace byla tvorˇena pro potrˇeby zadavatelske´ firmy. Tato firma se v soucˇasne´
dobeˇ zaby´va´ tvorbou informacˇnı´ch syste´mu˚ postaveny´ch na technologii SmartClient,
ktera´ je tvorˇena pomocı´ .NET frameworku, konkre´tneˇ se jedna´ o technologii WinForms.
Zadavatelska´ firma ma´ v u´myslu migrovat sta´vajı´cı´ aplikace do WPF a chce samozrˇejmeˇ
vyuzˇı´t kompozitnı´ architekturu a s nı´ souvisejı´cı´ techniku modulu˚, jako jı´ pouzˇı´vala do-
posud. Jejich pozˇadavek tedy byl vytvorˇit uka´zkovou aplikaci, ktera´ bude slouzˇit jako
architektonicky´ vzor 8 pro migraci jejich sta´vajı´cı´ch aplikacı´ a take´ pro tvorbu aplikacı´
novy´ch. Nejde tedy o to, jakou funkcˇnost ma´ uka´zkova´ aplikace, ale o to, jaky´m zpu˚sobem
je implementova´na a jake´ navrhove´ vzory jsou v implementaci pouzˇity.
Hlavnı´ pozˇadavky na aplikaci, kterou jsem implementoval, vzesˇly z aplikace, jakou
jizˇ firma pouzˇı´va´, ale ra´da by ji prˇevedla do WPF. Za´rovenˇ take´ zadavatelska´ firma
pozˇadovala, aby aplikace vyuzˇı´vala neˇktere´ komponenty od spolecˇnosti Syncfusion, ktere´
firma pouzˇı´va´ ve svy´ch sta´vajı´cı´ch aplikacı´ch. K tomu, abych tyto komponenty mohl
pouzˇı´vat jsem samozrˇejmeˇ potrˇeboval licenci, ktera´ by mi pouzˇı´tı´ umozˇnila. Proto jsem
se pokusil poslat spolecˇnosti Syncfusion email, ve ktere´m jsem jim celou situaci vysveˇtlil
a prosil jsem je o cˇasoveˇ omezenou licenci. Spolecˇnost se zachovala velmi vstrˇı´cneˇ a po-
skytla mi neomezenou studentskou licenci na jejich balı´k komponent.
Pozˇadavky byly na´sledujı´cı´:
• Podpora pro prˇihlasˇova´nı´ a odhlasˇova´nı´ uzˇivatelu˚ bez nutnosti restartu aplikace.
• Hlavnı´ okno bude rozdeˇleno do dvou oblastı´. Jedna bude obsahovat strom prˇı´kazu˚
a druhou oblastı´ pak bude hlavnı´ pracovnı´ cˇa´st.
• Aplikace bude umozˇnˇovat zobrazenı´ moda´lnı´ch i klasicky´ch popup oken.
• Jednotliva´ okna reprezentujı´cı´ urcˇitou funkci se budou otevı´rat do tzv. za´lozˇek v
hlavnı´, obsahove´, cˇa´sti.
• Pouzˇitı´ komponent od spolecˇnosti Syncfusion.
• Aplikace bude vyuzˇı´vat logovacı´ sluzˇbu, ktera´ mu˚zˇe fungovat v rezˇimu aktivnı´m
nebo pasivnı´m.
Chteˇl jsem take´ docı´lit toho, aby se nacˇı´taly pouze ty cˇa´sti aplikace, ktere´ uzˇivatel
momenta´lneˇ potrˇebuje. Pokud tedy uzˇivatel aktivuje prˇı´kaz otevı´rajı´cı´ nove´ View, dojde
k vytvorˇenı´ vsˇech potrˇebny´ch sluzˇeb, VM a dalsˇı´ch komponent azˇ v te´to chvı´li. Tı´m se
snı´zˇı´ doba potrˇebna´ pro spusˇteˇnı´ aplikace a take´ na´rocˇnost na syste´move´ prostrˇedky, nezˇ
v prˇı´padeˇ, kdy se vsˇechny cˇa´sti aplikace inicializujı´ prˇi jejı´m spusˇteˇnı´.
8Architektonicky´ vzor reprezentuje popis rˇesˇenı´ strukturalizace softwarove´ho syste´mu tak, aby praco-
val co nejefektivneˇji. Popisuje jednotlive´ prvky syste´mu, jejich vza´jemnou komunikaci a interakci spolu s
omezenı´mi, jak mohou by´t tyto prvky pouzˇity. V podstateˇ se jedna´ o na´vod jak spra´vneˇ rozvrhnout struk-
turu rozsa´hle´ho syste´mu, jeho rozdeˇlenı´ na jednotlive´ podsyste´my a funkce, ktere´ majı´ tyto podsyste´mu na
starosti atd.
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Obra´zek 16: Hlavnı´ okno uka´zkove´ aplikace
CAL na´m poma´ha´ vytva´rˇet kompozitnı´ aplikace. Pokud ovsˇem vytva´rˇı´me neˇjakou
slozˇiteˇjsˇı´ aplikaci, pak je na´m CAL sice dobry´ pomocnı´kem, ale veˇtsˇinou na´m samotna´
nestacˇı´. Klasicky´m proble´mem je pra´veˇ zobrazenı´ View v nove´m okneˇ aplikace. At’ uzˇ
se jedna´ o okno moda´lnı´, kdy aplikace cˇeka´ na jeho zavrˇenı´, nebo popup okno, ktery´ch
mu˚zˇe by´t najednou otevrˇeno vı´ce. CAL samotna´ na´m neposkytuje zˇa´dnou mozˇnost, jak
takove´ okno otevrˇı´t a hlavneˇ ho pak take´ zavrˇı´t.
Proto jsem se pokusil vyhledat, jestli jizˇ neˇkdo podobny´ proble´m nerˇesˇil, a pokud
ano, jake´ nasˇel rˇesˇenı´. Narazil jsem na blog jednoho z autoru˚ CAL, Erwina Van Der
Valka, ktery´ se zaby´val rˇesˇenı´m hned neˇkolika proble´mu˚, jezˇ vznikly s pozˇadavky na
mou uka´zkovou aplikaci.
Pan Van Der Valk na sve´m blogu zverˇejnil dva cˇla´nky, ve ktery´ch se zaby´val im-
plementacı´ tzv. Outlook Style Aplikace. Snazˇil se zde o vytvorˇenı´ aplikace, ktera´ bude
v mnohe´m podobna´ aplikaci Outlook. Van Der Valk chteˇl, aby jeho aplikace splnˇovala
neˇkolik pozˇadavku˚. Neˇktere´ z nich byly velmi podobne´ teˇm, ktere´ byly kladeny na mou
aplikaci. Mnoho dalsˇı´ch vsˇak bylo naprosto opacˇny´ch. Prˇesto mi jeho uka´zkova´ imple-
mentace velmi pomohla, a proto si v na´sledujı´cı´ cˇa´sti popı´sˇeme, jake´ jsou za´kladnı´ prvky,
ktere´ Van Der Valk ve sve´ implementaci vytvorˇil.
5.1 Application model
Jedna´ se o jaky´si centra´lnı´ model aplikace, ktery´ vı´, jak je aplikace strukturova´na. Jed-
notlive´ moduly mohou tento model pouzˇı´vat pomocı´ rozhranı´ IApplicationModel, ktere´
ApplicationModel, da´le jen AM, implementuje. AM obsahuje list tzv. Main UseCaseCon-
trollers, (viz 5.2), ktere´ mouhou by´t pomocı´ bindingu napojeny na kolekci tlacˇı´tek a pote´
aktivova´ny cˇi deaktivova´ny. AM take´ obsahuje metodu, kterou je mozˇne´ libovolny´ Use-
CaseController aktivovat z libovolne´ho mı´sta aplikace.
AM pouzˇı´va´ pro uchova´va´nı´ kolekce UseCaseControllers tzv. SingleActiveRegion.
Ten umozˇnˇuje uchova´nı´ kolekce objektu˚, ktere´ mohou by´t prˇida´va´ny, odebı´ra´ny a akti-
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vova´ny. Jak na´zev napovı´da´, SingleActiveRegion umozˇnˇuje, aby byl v jednom okamzˇiku
aktivnı´ pouze jeden cˇlen jeho kolekce, tedy pouze jeden UseCaseController.
To je ovsˇem v rozporu s mou uka´zkovou aplikacı´, ktera´ umozˇnı´ mı´t aktivnı´ch neˇkolik
UseCaseControlles za´rovenˇ. Proto bylo nutne´ SingleActiveRegion nahradit implementacı´
rozhranı´ IRegion. Ke konkre´tnı´ implementaci IRegion se dostaneme v cˇa´sti 5.8. Nynı´ si
vysveˇtlı´me, co onen zminˇovany´ pojem UseCaseController znamena´.
5.2 UseCaseController
Jako UseCaseControllers byly v uka´zkove´ implementaci nazva´ny jednotlive´ cˇa´sti te´to apli-
kace, ktere´ je mozˇne´ aktivovat a deaktivovat. Kazˇda´ implementace UseCaseController,
da´le jen UCC, deˇdı´ z abstraktnı´ trˇı´dy ActiveAwareUseCaseController, ktera´ definuje potrˇebne´
metody a vlastnosti.
Patrˇı´ sem zejme´na metoda OnFirstActivation, ktera´ je vhodny´m mı´stem pro prove-
denı´ vsˇech potrˇebny´ch kroku˚ souvisı´cı´ch s prvotnı´ aktivacı´ UCC. Prova´dı´me zde hlavneˇ
prˇirˇazenı´ View k jednotlivy´m regionu˚m pomocı´ tzv. ViewToRegionBinder. Ten se stara´ o
prˇida´nı´ view do dane´ho regionu a jeho na´sledne´ odebra´nı´ v prˇı´padeˇ aktivace a deakti-
vace UCC. Nemusı´me proto rucˇneˇ volat metody region.Add(view) a region.Remove(view).
Prˇı´klad pouzˇitı´ ViewToRegionBinderu vidı´me ve Vy´pisu 20. Zde je ovsˇem zarazˇejı´cı´, procˇ
k regionu prˇirˇazujeme VM a ne samotne´ View. K vysveˇtlenı´ se dostaneme v cˇa´sti 5.5.
Hlavnı´ ovsˇem je, zˇe pomocı´ ViewToRegionBinderu mu˚zˇeme jednodusˇe prˇirˇadit neˇkolik
View k neˇkolika regionu˚m a pak dojde prˇi aktivaci dane´ho UCC k zobrazenı´ vsˇech vy-
brany´ch view v jejich regionech. Tento prˇı´stup ma´ prakticke´ vyuzˇitı´ v prˇı´padeˇ, kdy naprˇı´klad
chceme zobrazit nejen View, ktere´ uzˇivateli zobrazı´ potrˇebne´ informace, ale chceme mu
take´ poskytnout novy´ panel na´stroju˚ umozˇnˇujı´cı´ pra´ci s teˇmito daty.
1 protected override void OnFirstActivation()
2 {
3 if ( popUp)
4 ViewToRegionBinder.Add(RegionNames.PopUpRegion, loggingViewModel);
5 else
6 ViewToRegionBinder.Add(RegionNames.MainRegion, loggingViewModel);
7 }
Vy´pis 20: Pouzˇitı´ ViewToRegionBinder pro prˇirˇazenı´ View k regionu˚m
5.3 ObjectFactory
Jak jsem uvedl v cˇa´sti 5, chteˇl jsem docı´lit efektivnı´ho vyuzˇitı´ syste´movy´ch prostrˇedku˚. K
tomu na´m poma´ha´ tzv. ObjectFactory, ktery´ se stara´ o vytvorˇenı´ potrˇebny´ch komponent
pro View azˇ v prˇı´padeˇ, kdy dojde k jeho prvnı´ aktivaci. Jak jsme si jizˇ vsˇimli, v kom-
pozitnı´ aplikaci vytvorˇene´ pomocı´ CAL velmi cˇasto pouzˇı´va´me pro doda´nı´ potrˇebny´ch
komponent DI, konkre´tneˇ Constructor Injection. To na´m vsˇak v tomto prˇı´padeˇ zpu˚sobuje
proble´m, protozˇe vesˇkere´ za´vislosti, ktere´ jsou vkla´da´ny pomocı´ Constructor Injection
musı´ by´t vytvorˇeny jesˇteˇ prˇed tı´m, nezˇ bude vytvorˇena trˇı´da, ktera´ je pouzˇı´va´. My nao-
pak chceme tyto za´vislosti dodat azˇ v pru˚beˇhu zˇivota trˇı´dy, v nasˇem prˇı´padeˇ UseCase.
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Dı´ky ObjectFactory tak mu˚zˇeme vyja´drˇit za´vislost nasˇı´ trˇı´dy na dalsˇı´ komponenteˇ v
konstruktoru a za´vislou komponentu vytvorˇit azˇ v prˇı´padeˇ potrˇeby pomocı´ metody Ob-
jectFactory.CreateInstance(). K takto vytvorˇene´ instanci se pak dostaneme pomocı´ property
ObjectFactory.Value.
Vytva´rˇenı´ za´visly´ch komponent azˇ v prˇı´padeˇ potrˇeby je tedy vyrˇesˇeno, ale nelı´bı´ se
na´m, zˇe bychom meˇli k teˇmto za´vislostem prˇistupovat pomocı´ ObjectFactory.Value a ne
pomocı´ konkre´tnı´ho typu za´vislosti. Proto ma´ kazˇdy´ UCC metodu AddInitializationMe-
thods, ve ktere´ mu˚zˇeme pomocı´ lambda vy´razu prˇirˇadit metodu ObjectFactory.CreateInstance()
k cˇlenske´ promeˇnne´ trˇı´dy. Prˇi prvnı´ aktivaci UCC pak dojde k ulozˇenı´ instance za´vislosti
do te´to promeˇmne´ a mu˚zˇeme k nı´ v ko´du prˇistupovat pomocı´ typu te´to za´vislosti a ne
pomocı´ ObjectFactory.Value.
1 public class LoggingMainUseCase : ActiveAwareUseCaseController
2 {
3 private readonly IApplicationModel applicationModel;
4 private LoggingViewModel loggingViewModel;
5
6 public LoggingMainUseCase( IViewToRegionBinder viewToRegionBinder,
7 ObjectFactory<LoggingViewModel> factoryViewModel,
8 IApplicationModel applicationModel)
9 : base(viewToRegionBinder)
10 {
11 applicationModel = applicationModel;
12 AddInitializationMethods( () => loggingViewModel = factoryViewModel.CreateInstance())
;
13 AddFinalizationMethods( () => loggingViewModel = null );
14 }
15 ...
16 }
Vy´pis 21: Pouzˇitı´ ObjectFactory pro zı´ska´nı´ za´vislosti
5.4 Uvolneˇnı´ pouzˇity´ch prostrˇedku˚
Take´ by bylo dobre´ mı´t mozˇnost uvolnit pouzˇite´ prostrˇedky, kdyzˇ uzˇ UCC nebudeme
potrˇebovat. Naprˇı´klad v prˇı´padeˇ, kdy dojde k odhla´sˇenı´ uzˇivatele. Proto jsem imple-
mentaci abstraktnı´ trˇı´dy ActiveAwareUseCaseController doplnil o metodu AddFinalizati-
onMethods, ktera´ umozˇnı´ programa´toru˚m prˇidat libovolne´ metody, jezˇ se provedou v
prˇı´padeˇ deaktivace a uzavrˇenı´ UCC. Prˇı´klad je uveden ve Vy´pisu 21.
Navı´c bylo nutne´ do implementace dodat metodu, ktere´ umozˇnı´ uzavrˇenı´ UCC z
libovolne´ho mı´sta aplikace. K tomu tedy slouzˇı´ metoda Close(), ktera´ nejdrˇı´ve UCC deak-
tivuje, pak zrusˇı´ prˇı´znak initialized znacˇı´cı´, zˇe UCC byl inicializova´n a odstranı´ vsˇechny
registrace z registru ViewToRegionBinder. To vsˇe zajistı´, zˇe prˇi prˇı´sˇtı´ aktivaci UCC dojde
opeˇtovneˇ k zavola´nı´ vsˇech inicializacˇnı´ch metod a spra´vne´mu pouzˇitı´ registru ViewTo-
RegionBinder. Pokud bychom jej totizˇ nevymazali, dosˇlo by z du˚vodu dvojı´ registrace k
zobrazenı´ dvou View v dane´m regionu, cozˇ je nezˇa´doucı´.
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5.5 Propojenı´ View s ViewModelem
V jednoduche´ kompozitnı´ aplikaci, ktera´ je vytvorˇena´ pomocı´ CAL je obvykle´ propojit
View s odpovı´dajı´cı´m VM na´sledujı´cı´m zpu˚sobem
• V code-behind View zapı´sˇeme v jeho konstruktoru rozhranı´ VM.
• Prˇi vytva´rˇenı´ View vyuzˇijeme Constructor Injection k doda´nı´ konkre´tnı´ implemen-
tace tohoto VM.
• Zı´skanou implementaci VM nastavı´me jako DataContext dane´ho View.
Dalsˇı´ mozˇnostı´ je pouzˇitı´ prostrˇednı´ka, ktery´ vytvorˇı´ jak View tak i odpovı´dajı´cı´ VM
a oba je propojı´. View i VM jsou pak implementacemi neˇjaky´ch obecneˇjsˇı´ch rozhranı´, jezˇ
jsou prˇi inicializaci modulu, ktery´ View obsahuje, nahrazena jizˇ konkre´tnı´ implementacı´.
VM pak ve sve´m konstruktoru obsahuje jako parametr rozhranı´ View jehozˇ modelem
bude. Pomocı´ IoC pak VM vytvorˇı´me, cˇı´mzˇ je mu doda´na implementace View, a toto
View registrujeme ke konkre´tnı´mu regionu.
Je nutne´ poznamenat, zˇe tato technika se pouzˇı´va´ spı´sˇe u vzoru PM nezˇ MVVM. Proto
je take´ v na´sledujı´cı´m vy´pisu pouzˇito oznacˇenı´ PresentationModel namı´sto ViewModel.
1 public void Initialize ()
2 {
3 RegisterViewsAndServices();
4
5 IStatusBarPresentationModel model = this.container.Resolve<IStatusBarPresentationModel
>();
6 this .regionManager.Regions[RegionNames.ShellStatusBarRegion].Add(model.View);
7 }
8
9 protected void RegisterViewsAndServices()
10 {
11 this .container.RegisterType<IStatusBarPresentationModel, StatusBarPresentationModel>();
12 this .container.RegisterType<IStatusBarView, StatusBarView>();
13 }
Vy´pis 22: Propojenı´ View s jeho VM (zde s PM)
U uka´zkove´ implementaci vsˇak bylo pouzˇito jine´ rˇesˇenı´. Van der Valk chteˇl docı´lit
toho, aby se k regionu˚m neprˇirˇazovala jednotliva´ View, ale naopak ViewModely. Kdyzˇ
pak ma´ dojı´t k zobrazenı´ dane´ho ViewModelu, pouzˇije se urcˇite´ View k jeho vizualizaci.
Tento postup si vyzˇadoval neˇkolik komponent.
Jedna´ se o
• ModelVisualizationRegistry,
• ModelVisualizer,
• Visualizing Region.
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ModelVisualizationRegistry
Tato komponenta slouzˇı´ k prˇirˇazenı´ urcˇite´ho View k urcˇite´mu VM. Jakmile pak dojde k
zobrazenı´ tohoto VM, bude pro jeho vizualizaci pouzˇito View, ktere´ je k neˇmu v Model-
VisualizationRegistry zaregistrova´no. Registraci View a jeho VM prova´dı´me v metodeˇ
Initialize pro na´sˇ modul.
1 public void Initialize ()
2 {
3 // Register the DataService concrete type with the container.
4 container.RegisterType<IDataService, DataService>();
5
6 visualizationRegistry .Register<GridViewModel, GridView>();
7
8 applicationModel.AddMainUseCase(useCase);
9 }
Vy´pis 23: Zaregistrova´nı´ View jako vizualiza´toru pro VM
ModelVisualizer - MV
Jedna´ se o prvek, ktery´ je mozˇne´ vlozˇit do regionu a ktery´ je schopen v sobeˇ uchovat jak
View tak i jeho VM. MV pak nastavı´ View jako svu˚j obsah ve Vizua´lnı´m stromu, cˇı´mzˇ
dojde k zobrazenı´ View v dane´m regionu. Za´rovenˇ je VM nastaven jako DataContext pro
View a navı´c MV prˇeda´va´ mezi View a jeho VM potrˇebne´ informace ty´kajı´cı´ se naprˇı´klad
RegionContextu nebo hodnot IsActive.
Obra´zek 17: Princip objektu ModelVisualizer (prˇevzato z [9])
Visualizing Region
Visualizing Region je komponenta, ktera´ obaluje klasicke´ regiony a umozˇnˇuje tak do nich
umı´stit MV. Pokud bychom Visualizing Region nemeˇli, museli bychom v ko´du cˇasto pra-
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covat se samotny´m MV, zajistit, aby ve spra´vnou chvı´li dosˇlo k vizualizaci VM pomocı´
prˇirˇazene´ho View atd.
Takto jsou metody MV vola´ny interneˇ pra´veˇ dı´ky Visualizing Regionu a my mu˚zˇeme
s obsahem regionu˚ pracovat klasicky´m zpu˚sobem.
5.6 Zobrazenı´ VM v popup okneˇ
Pokud chceme zobrazit VM v popup okneˇ, je nutne´ si uveˇdomit dveˇ veˇci.
1. Je mozˇne´ mı´t v jednom okamzˇiku otevrˇeno neˇkolik stejny´ch VM v popup oknech.
2. VM by nemeˇl veˇdeˇt o tom, zˇe je otevı´ra´n v popup okneˇ cˇi v hlavnı´m okneˇ aplikace.
Chceme-li zobrazit VM v popup okneˇ, potrˇebujeme v tomto okneˇ mı´t neˇjaky´ region,
do ktere´ho se vlozˇı´ odpovı´dajı´cı´ View pro dany´ VM. Hlavnı´ proble´m spocˇı´va´ v tom,
zˇe jme´na regionu˚ jsou registrova´na v RegionManageru a kazˇde´ jme´no musı´ by´t unika´tnı´.
Pokud tedy chceme otevrˇı´t neˇkolik instancı´ stejne´ho VM v neˇkolika popup oknech, dosˇlo
by k pokusu o neˇkolikana´sobnou registraci stejne´ho jme´na regionu. To by samozrˇejmeˇ
vedlo k chybeˇ.
Rˇesˇenı´m je vytvorˇenı´ tzv. ScopedRegionManager. Toho jednodusˇe docı´lı´me pomocı´ prˇı´kazu
RegionManager.CreateRegionManager()
Bylo by opeˇt dobre´, aby na tuto skutecˇnost nemusel programa´tor myslet. Proto bylo v
uka´zkove´ implementaci pouzˇito na´sledujı´cı´ rˇesˇenı´. Jelikozˇ se pro tvorbu veˇtsˇiny objektu˚,
ktere´ majı´ neˇjake´ za´visle´ komponenty (jako naprˇ. RegionManager), pouzˇı´va´ IoC kontej-
ner, bylo by vy´hodne´ ho pouzˇı´t i pro rˇesˇenı´ proble´mu se ScopedRegionMangerem.
Vytvorˇı´me tedy tzv. scopedContainer, jedna´ se o novy´ plneˇ samostatny´ IoC kon-
tejner, a do neˇj zaregistrujeme vytvorˇeny´ ScopedRegionManager. Pote´ vytvorˇı´me UCC
(potazˇmo VM) v tomto scopedContaineru, a pokud vytvorˇeny´ UCC bude potrˇebuje Regi-
onManager, tak automaticky dostane ScopedRegionManager zaregistrovany´ ve scoped-
Containeru.
Jak cela´ situace vypada´ ilustruje Obra´zek 18
5.7 Zobrazova´nı´ VM v nove´m moda´lnı´m okneˇ
Proble´m zobrazova´nı´ VM v nove´m moda´lnı´m okneˇ jsem vyrˇesˇil implementacı´ sluzˇby
MyWindowService, ktera´ je inspirova´na´ na´sledujı´cı´m ko´dem publikovany´m na blogu Erwina
Van Der Valka. [8]
1 public class WindowService : IWindowService
2 {
3 public bool? ShowViewModelInDialog<TViewType>(object viewModel)
4 where TViewType : Control, new()
5 {
6 Window w = new Window();
7 TViewType view = new TViewType();
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Obra´zek 18: Vytvorˇenı´ scopedContaineru a ScopedRegionManageru (prˇevzato z [9])
8 view.DataContext = viewModel;
9 w.Content = view;
10
11 return w.ShowDialog();
12 }
13 }
Vy´pis 24: Zdrojovy´ ko´d trˇı´dy WindowService
Ma´ implementace je doplneˇna o cˇa´st, ktera´ prˇizpu˚sobuje vzhled zobrazovane´ho okna
podle definovany´ch nastavenı´. Ta jsou provedena prˇı´mo v XAML souboru pro View, jezˇ
ma´ na starosti zobrazenı´ dat z dane´ho VM. Jedna´ se prˇedevsˇı´m o nastavenı´ odpovı´dajı´cı´ch
rozmeˇru˚ okna, jeho vy´chozı´ pozice, skrytı´ tohoto okna v Taskbaru operacˇnı´ho syste´mu
atd. Konkre´tnı´ implementace sluzˇby MyWindowService vycha´zı´ z na´sledujı´cı´ho rozhranı´
1 public interface IMyWindowService
2 {
3 bool? ShowViewModelInDialog(Control view, object viewModel, string windowTitle);
4
5 void CloseView(string viewName);
6
7 Dictionary<string,Control> Views {get;}
8 }
Vy´pis 25: Zdrojovy´ ko´d rozhranı´ sluzˇby MyWindowService
Vidı´me, zˇe toto rozhranı´ obsahuje dveˇ metody. Prvnı´ metoda ma´ na starosti ono zob-
razenı´ VM v nove´m moda´lnı´m okneˇ a ta druha´ se pak stara´ o jeho zavrˇenı´. Cˇasto totizˇ
potrˇebujeme mı´t mozˇnost zavrˇı´t moda´lnı´ okno jiny´m zpu˚sobem, nezˇ jen tı´m, zˇe uzˇivatel
klikne na zavı´racı´ tlacˇı´tko zobrazene´ho okna.
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Chceme-li neˇjake´ moda´lnı´ okno zavrˇı´t, musı´me da´t sluzˇbeˇ MyWindowService veˇdeˇt,
o ktere´ okno se jedna´. Proto si tato sluzˇba udrzˇuje seznam zobrazeny´ch oken a jakmile jı´
prˇeda´me jme´no neˇktere´ho ze zobrazeny´ch oken, provede jeho zavrˇenı´.
Tı´mto ma´me tedy vyrˇesˇeno jak otevı´ra´nı´ klasicky´ch popup oken, tak i moda´lnı´ch
oken. Dalsˇı´m pozˇadavkem na uka´zkovou aplikaci bylo, aby se jednotliva´ okna reprezen-
tujı´cı´ urcˇitou funkci otevı´rala do za´lozˇek v obsahove´ cˇa´sti hlavnı´ho okna. Rˇesˇenı´ tohoto
pozˇadavku ma´ souvislost take´ s dalsˇı´m pozˇadavkem, a tı´m bylo pouzˇı´tı´ komponent od
spolecˇnosti Syncfusion.
Ve sve´m balı´ku komponent pro WPF totizˇ nabı´zejı´ i tzv. DockingManager. Jedna´ se o
komponentu, ktera´ umozˇnˇuje, aby si uzˇivatel prˇizpu˚sobil rozmı´steˇnı´ jednotlivy´ch prvku˚
aplikace podle svy´ch potrˇeb. Tento syste´m je zna´m naprˇ. z Visual Studia od spolecˇnosti
Microsoft, kde je mozˇne´ jednotlive´ cˇa´sti UI prˇesouvat, dokovat, meˇnit jejich velikost atd.
Navı´c ma´ tato komponenta podporu pro tzv. MDI a TDI, cozˇ je prˇizpu˚sobenı´ UI pro pra´ci
s vı´ce okny, panely a za´lozˇkami. Pouzˇitı´ za´lozˇek bylo dalsˇı´m pozˇadavkem na uka´zkovou
aplikaci, takzˇe zacˇleneˇnı´ DockingManageru do implementace pu˚sobilo velmi slibneˇ. Bylo
ovsˇem nutne´ prˇizpu˚sobit neˇktere´ cˇa´sti CAL a take´ vytvorˇit podporu pro zobrazova´nı´
UCC v za´lozˇka´ch DockingManageru.
5.8 Zobrazenı´ UCC v DockingManageru
Nejprve bylo nutne´ zajistit, aby DockingManager umeˇl pracovat s CAL regiony. Proto
bylo potrˇeba vytvorˇit RegionAdapter, viz 4.3, ktery´ by upravoval chova´nı´ jednotlivy´ch
prvku˚ DockingManageru tak, aby mohly spolupracovat s RegionManagerem. Toto vsˇak
spolecˇnost Syncfusion vyrˇesˇila sama, protozˇe pro DockingManager napsala DockingRe-
gionAdapter.
Tı´mto bylo vyrˇesˇeno umı´steˇnı´ jednotlivy´ch regionu˚ do dokovacı´ch panelu˚, se ktery´mi
se pak da´ libovolneˇ manipulovat. Bylo tedy mozˇne´ vytvorˇit region pro strom prˇı´kazu˚,
ktery´ byl jednı´m z pozˇadavku˚ na uka´zkovou aplikaci. Do tohoto regionu je prˇi spusˇteˇnı´
aplikace umı´steˇno View, ktere´ je napojeno na VM s jednotlivy´mi prˇı´kazy. Toto View ma´ ve
sve´m XAML souboru nastaveny vsˇechny vlastnosti potrˇebne´ pro umı´steˇnı´ do Docking-
Manageru. Je zde naprˇı´klad rˇecˇeno, zˇe strom bude zobrazen jako tzv. Dock panel, bude
na leve´ straneˇ UI a bude zabı´rat definovanou sˇı´rˇku. Protozˇe tento strom bude uzˇivatel
potrˇebovat po celou dobu, kdy bude s aplikacı´ pracovat, bylo v XAML souboru take´
zaka´za´no zavrˇenı´ tohoto panelu.
Podpora pro funkcˇnost dokovacı´ch panelu˚ jako CAL regionu˚ byla tedy zajisˇteˇna.
Bylo ovsˇem nutne´ zajistit i podporu pro za´lozˇky zobrazovane´ v obsahove´ cˇa´sti aplikace.
Prˇedevsˇı´m se jednalo o ten prˇı´pad, kdy uzˇivatel jizˇ ma´ neˇktery´ UCC v za´lozˇce otevrˇen a
celkoveˇ je v obsahove´ cˇa´sti za´lozˇek, reprezentujı´ch dalsˇı´ UCC, vı´ce. Pokud v te´to chvı´li
uzˇivatel vybere ze stromu prˇı´kazu˚ takovy´ prˇı´kaz, ktery´ aktivuje jizˇ otevrˇeny´ UCC, bylo
by jisteˇ zˇa´doucı´, aby se za´lozˇka s tı´mto UCC stala take´ aktivnı´ a zobrazila se uzˇivateli.
Protozˇe pra´ci se za´lozˇkami ma´ na starosti DockingManager a aktivaci View pro vy-
brany´ UCC zase RegionManager, bylo nutne´ zajistit spolupra´ci mezi teˇmito objekty. Tento
proble´m jsem vyrˇesˇil implementacı´ vlastnı´ho Regionu, tzv. DockingDocumentRegion, jehozˇ
nejdu˚lezˇiteˇjsˇı´ metodou je metoda Activate, jak ukazuje na´sledujı´cı´ vy´pis.
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1 public class DockingDocumentRegion: Region
2 {
3 public override void Activate(object view)
4 {
5 IDockableUseCase useCaseController = view as IDockableUseCase;
6 if (useCaseController != null && useCaseController.DockableViewModel != null)
7 {
8 IDockableViewModel viewModel = useCaseController.DockableViewModel;
9 dockingManager.ActivateWindow(viewModel.Name);
10 }
11 base.Activate(view);
12 }
13 }
Vy´pis 26: Zdrojovy´ ko´d objektu DockingDocumentRegion
DockingDocumentRegion tak zajistı´, aby byl libovolny´ UCC, konkre´tneˇ View vykres-
lujı´cı´ informace z odpovı´dajı´cı´ho VM, zobrazen jako za´lozˇka.
Tı´m vsˇak vznikla potrˇeba neˇjak definovat, zˇe konkre´tnı´ VM poskytuje data, ktera´ pak
View vykreslı´ do za´lozˇky. Za´lozˇka ma´ v UI definova´n take´ svu˚j titulek, podle ktere´ho by
meˇl uzˇivatel poznat, jakou funkcˇnost za´lozˇka reprezentuje. Tato informace by take´ meˇla
by´t ve VM obsazˇena. Navı´c DockingManager nemusı´ nutneˇ zobrazovat vybrany´ prvek
jako za´lozˇku, ale mu˚zˇe se jednat o libovolny´ typ dokovacı´ho panelu. Bylo by tedy velkou
vy´hodou definovat ve VM, ktera´ z teˇchto mozˇnostı´ bude pro vykreslenı´ View pouzˇita.
Pro tyto u´cˇely jsem vytvorˇil rozhranı´ IDockableViewModel, zajisˇt’ujı´cı´ pro VM, ktery´
toto rozhranı´ implementuje, jeho korektnı´ zobrazenı´ v DockingManageru. Pokud neˇjaky´
VM toto rozhranı´ implementuje, dojde beˇhem propojova´nı´ tohoto VM s odpovı´dajı´cı´m
View pomocı´ objektu ModelVisualizer (viz 5.5), k nastavenı´ potrˇebny´ch vlastnostı´ pro
DockingManager.
1 public interface IDockableViewModel
2 {
3 // header of the Dockwindow or DockDocument tab
4 string Header { get; }
5 // desired state of docked view
6 DockState DockState { get; }
7 // this name is necessary for DockingManager window activation
8 string Name { get; }
9 }
Vy´pis 27: Zdrojovy´ ko´d rozhranı´ IDockableViewModel
DockingManager ma´ navı´c schopnost ulozˇit si rozlozˇenı´ jednotlivy´ch dokovacı´ch pa-
nelu˚ a toto rozlozˇenı´ pak take´ v libovolne´ chvı´li obnovit. Je k dispozici neˇkolik mozˇnostı´,
jaky´m zpu˚sobem bude rozlozˇenı´ uchova´no. Je tak naprˇı´klad mozˇne´ ulozˇit rozlozˇenı´ do
registru˚ syste´mu, do XML souboru, do souboru bina´rnı´ho atd. Uka´zkova´ aplikace si
rozlozˇenı´ svy´ch panelu˚ ukla´da´ prˇi sve´m ukoncˇova´nı´ a nacˇı´ta´ jej prˇi sve´m startu, ale bylo
by mozˇne´ tento stav upravit tak, aby se rozlozˇenı´ ukla´dala pro jednotlive´ uzˇivatele zvla´sˇt’.
Pak by si kazˇdy´ uzˇivatel mohl aplikaci prˇizpu˚sobit podle svy´ch potrˇeb a po kazˇde´m
prˇihla´sˇenı´ by bylo jeho rozlozˇenı´ automaticky nacˇteno.
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Nynı´ jsou jizˇ vyrˇecˇeny vesˇkere´ proble´my se zobrazova´nı´ VM, respektive UCC. Umı´me
je zobrazit jak v norma´lnı´m popup okneˇ, tak v okneˇ moda´lnı´m, ktere´ cˇeka´ na zavrˇenı´.
Doka´zˇeme VM zobrazit v dokovacı´ch panelech a za´lozˇka´ch a na´sledneˇ jizˇ zobrazene´
za´lozˇky aktivovat.
Mu˚zˇeme tedy prˇistoupit k proble´mu prˇihlasˇova´nı´ a odhlasˇova´nı´ uzˇivatelu˚. Jedna´
se sice o jeden z prvnı´ch pozˇadavku˚, ktery´ byl na uka´zkovou aplikaci kladen, ale v
kompozitnı´ WPF aplikaci je k vyrˇesˇenı´ tohoto proble´mu potrˇeba nejprve vyrˇesˇit ostatnı´
proble´my, ktere´ s tı´mto souvisı´.
5.9 Prˇihlasˇova´nı´ a odhlasˇova´nı´ uzˇivatelu˚
Uzˇivatel je v syste´mu reprezentova´n objektem User, ktery´ ma´ neˇkolik properties, z nichzˇ
ta hlavnı´ je isLogged a je typu Boolean. Podle te´to property pak v AM, viz 5.1, a prˇı´padny´ch
dalsˇı´ch VM, pozna´me, zˇe je uzˇivatel prˇihla´sˇen a mu˚zˇeme mu tak povolit cˇi zaka´zat jed-
notlive´ prvky ve stromu prˇı´kazu˚. Jak bylo rˇecˇeno v cˇa´sti 4.6 kazˇdy´ DelegateCommand
obsahuje metodu CanExecute, jejı´zˇ vy´sledek typu boolean rˇı´ka´, zda je dany´ prˇı´kaz vyko-
natelny´.
Chceme-li tedy povolit libovolny´ prˇı´kaz pouze pro prˇihla´sˇene´ho uzˇivatele, stacˇı´ do
teˇla metody CanExecute dane´ho prˇı´kazu dodat podmı´nku, ktere´ oveˇrˇı´, zˇe v AM je vlast-
nost isLogged objektu User nastavena na hodnotu true. Kra´tky´ prˇı´klad na´m ilustruje Vy´pis
cˇ. 28, ktery´ povolı´ prˇihla´sˇenı´ pouze v prˇı´padeˇ, zˇe uzˇivatel dosud nenı´ do syste´mu prˇihla´sˇen.
1 private bool CanLogIn(object notUsed)
2 {
3 return !appModel.LoggedUser.isLogged;
4 }
Vy´pis 28: Zdrojovy´ ko´d metody CanLogIn
Pozˇadavek byl, aby prˇihlasˇova´nı´ a odhlasˇova´nı´ fungovalo bez nutnosti restartova´nı´
aplikace. To znamena´, zˇe musı´me mı´t mozˇnost vybrat, ktere´ View musı´me zavrˇı´t, protozˇe
byla otevrˇena prˇihla´sˇeny´m uzˇivatelem, a ktera´ musı´ naopak zu˚stat otevrˇene´, nebot’ jsou
potrˇebna´ pro kazˇde´ho uzˇivatele. K tomu na´m vy´borneˇ poslouzˇı´ AM, ktery´ obsahuje se-
znam vsˇech UCC otevrˇeny´ch v hlavnı´m okneˇ, tedy vsˇech View, ktera´ si uzˇivatel otevrˇel
pomocı´ stromu prˇı´kazu˚. Do pu˚vodnı´ implementace ovsˇem bylo nutne´ doplnit take´ se-
znam UCC, ktera´ uzˇivatel otevrˇel ve formeˇ popup oken. Pokud tedy prˇihla´sˇeny´ uzˇivatel
provede odhla´sˇenı´ ze syste´mu, stacˇı´ na´m projı´t oba seznamy UCC a na kazˇdy´ UCC za-
volat metodu Close().
Tato metoda se postara´ nejen o zavrˇenı´ vsˇech UCC, ktere´ jsou zobrazeny v hlavnı´m
obsahove´m okneˇ, naprˇı´klad ve formeˇ za´lozˇek, a vsˇech UCC otevrˇeny´ch v popup oknech,
ale provede take´ vsˇechny tzv. finalizacˇnı´ metody, prˇirˇazene´ k zavı´rany´m UCC, ktere´ majı´
uvolnit pouzˇite´ prostrˇedky (viz 5.4).
Pro prˇihla´sˇenı´ uzˇivatele je v AM vyvola´na metoda LogInMethod, ktera´ pomocı´ sluzˇby
MyWindowService, viz 5.7, zobrazı´ prˇihlasˇovacı´ okno v nove´m moda´lnı´m okneˇ.
1 private void LogInMethod(object notUsed)
2 {
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3 Control view = container.Resolve<LogInView>();
4 windowService.Views.Add(ViewNames.LogIn, view);
5 windowService.ShowViewModelInDialog(view, container.Resolve<ILogInViewModel>(), ”
Log In Window”);
6 }
Vy´pis 29: Zdrojovy´ ko´d metody LogInMethod
Jak vypada´ prˇihlasˇovacı´ okno, tedy View, ilustruje Obra´zek 19. U tohoto View je
zajı´mave´, zˇe chceme-li docı´lit toho, aby byl po zobrazenı´ tohoto View umı´steˇn kurzor
do textove´ho pole pro vyplneˇnı´ uzˇivatelske´ho jme´na, musı´me pouzˇı´t code-behind. Situ-
ace, kdy potrˇebujeme umı´stit kurzor do neˇktere´ho prvku UI, se norma´lneˇ rˇesˇı´ pomocı´
objektu FocusManager a cı´lovy´ prvek pro umı´steˇnı´ kurzoru zapı´sˇeme do XAML ko´du pro
dane´ View.
Takto jsem tuto situaci pu˚vodneˇ chteˇl rˇesˇit i ja´, ovsˇem z nezna´me´ho du˚vodu FocusMa-
nager nastaven pomocı´ XAML ko´du nefungoval spra´vneˇ. Pak jsem se docˇetl, zˇe pokud
jsou ve View prvky propojeny se zdrojem dat dynamicky pomocı´ Databindingu, nelze
pouzˇı´t FocusManager nastaveny´ pomocı´ XAMLu[11], ale je nutne´ pouzˇı´t code-behind a
prˇı´kaz
UserNameBox.Focus();
prˇı´padneˇ
FocusManager.SetFocusedElement(this, UserNameBox);
Obra´zek 19: Okno pro prˇihla´sˇenı´ uzˇivatele
V uka´zkove´ aplikaci nenı´ kladen neˇjaky´ du˚raz na bezpecˇnost te´to aplikace, ani nebyly
definova´ny neˇjake´ specificke´ pozˇadavky pro bezpecˇnost prˇihlasˇova´nı´ uzˇivatelu˚ atd. Dı´ky
modula´rnı´mu syste´mu vsˇak nebude zˇa´dny´ proble´m do aplikace dodat neˇjakou sluzˇbu,
ktera´ zabezpecˇenı´ zajistı´, prˇı´padneˇ bude definovat pro jednotlive´ uzˇivatele jejich role a
prˇı´stupova´ pra´va. Snadno tak bude mozˇne´ zajistit, zˇe pouze uzˇivatel dane´ho typu bude
mı´t prˇı´stup k dany´m prˇı´kazu˚m ve stromu prˇı´kazu˚ apod.
Poslednı´m pozˇadavkem na uka´zkovou aplikaci byla logovacı´ sluzˇba, ktera´ bude umozˇnˇovat
aktivnı´ a pasivnı´ logova´nı´. Pojmem pasivnı´ logova´nı´ je mysˇleno, zˇe pokud dojde k neˇjake´
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uda´losti, ktera´ je urcˇity´m zpu˚sobem vy´znamna´, zapı´sˇe se tato uda´lost do souboru, ale
da´le se nic nedeˇje. V prˇı´padeˇ aktivnı´ho logova´nı´ je uda´lost nejen zapsa´na do souboru, ale
dojde take´ k zobrazenı´ te´to zpra´vy v okneˇ aplikace.
Tı´m, zˇe zapisujeme uda´losti do souboru, umozˇnı´me vsˇem modulu˚m aplikace aby
tento soubor sledovaly a reagovaly na zmeˇny v neˇm zpu˚sobene´. Bylo by mozˇne´ take´
vyuzˇı´t EventAggragator, ktery´ by vsˇem posluchacˇu˚m rˇekl, zˇe dosˇlo k za´pisu uda´losti do
logu a rovnou jim tuto uda´lost prˇedal, ale pouzˇitı´ souboru, ktery´ je moduly pozorova´n,
mi prˇipadalo jako obecneˇjsˇı´ rˇesˇenı´.
5.10 Logovacı´ sluzˇba
Meˇl jsem zkusˇenost s logova´nı´m pomocı´ Enterprise Library a jejı´ cˇa´sti Logging Application
Block. Proble´m byl vsˇak v tom, zˇe se mi nepodarˇilo donutit tuto sluzˇbu, aby kazˇdou zalo-
govanou uda´lost okamzˇiteˇ zapsala do souboru. Logovacı´ sluzˇba z Logging Application
Blocku totizˇ pouzˇı´va´ jaky´si typ vyrovna´vacı´ pameˇti a k za´pisu do souboru docha´zı´ v
ru˚zny´ch intervalech.
Navı´c jsem chteˇl, aby logovacı´ soubor meˇl strukturu, se kterou by bylo mozˇne´ snadno
manipulovat, filtrovat data v nı´ obsazˇena´ atd. Proto jsem chteˇl, aby se jednalo o XML
soubor, se ktery´ lze v jazyce C# snadno pracovat naprˇ. pomocı´ LINQ. To byl dalsˇı´ proble´m
Logging Application Blocku, protozˇe prˇi za´pisu do XML souboru, ktery´ je jako jeden z
mnoha mozˇny´ch cı´lu˚ logova´nı´, neusta´le docha´zelo k naproste´mu rozbitı´ forma´tova´nı´,
ktere´ je pro XML velmi du˚lezˇite´. Vy´sledny´ dokument tak byl prakticky nepuzˇitelny´.
Proto jsem se rozhodl vytvorˇit vlastnı´ logovacı´ sluzˇbu, ktera´ by tyto proble´my vyrˇesˇila.
Nejprve jsem tedy vytvorˇil trˇı´du, ktera´ reprezentuje vlastnı´ za´znam, jenzˇ se bude zapi-
sovat. Tato trˇı´da ma´ neˇkolik klı´cˇovy´ch properties, jak to ukazuje na´sledujı´cı´ vy´pis. Je
samozrˇejmeˇ mozˇne´ snadno prˇidat dalsˇı´ informace, ktere´ by mohly by´t pro zalogova´nı´
podstatne´.
1 public class LogEntry
2 {
3 public string Message { get; set; }
4 public DateTime TimeStamp { get; set; }
5 public int Priority { get; set; }
6 public int EventId { get; set; }
7 public string Severity { get; set; }
8 public string Title { get; set; }
9 public int ProcessId { get; set; }
10 public string ProcessName { get; set; }
11 }
Vy´pis 30: Zdrojovy´ ko´d trˇı´dy LogEntry
Da´le bylo nutne´ zajistit, aby se kazˇda´ uda´lost ihned prˇi zalogova´nı´ fyzicky zapsala do
XML souboru. K tomu slouzˇı´ trˇı´da Logger, ktera´ pro vytvorˇenı´ XML souboru a pra´ci s nı´m
pouzˇı´va´ trˇı´du XDocument a kolekci objektu˚ a metod z LinqToXML. Du˚lezˇite´ bylo zajistit,
aby prˇi vytvorˇenı´ logovacı´ho souboru dosˇlo take´ ke vlozˇenı´ spra´vne´ XML deklarace a
korˇenove´ho prvku. Prˇi dalsˇı´m za´pisu uda´losti do tohoto logovacı´ho souboru se pouze
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za poslednı´ prvek v XML stromu prˇipojı´ dalsˇı´ objekt LogEntry, samozrˇejmeˇ korektneˇ
forma´tovany´.
Umı´me tedy zalogovat libovolnou uda´lost a ihned ji take´ zapı´sˇeme do souboru. Nynı´
je potrˇeba zajistit, aby bylo mozˇne´ tento soubor pozorovat a jakmile dojde k jeho zmeˇneˇ,
vyvolat odpovı´dajı´cı´ reakci. Reakcı´ je mysˇleno naprˇı´klad prˇecˇtenı´ cele´ho stromu XML
elementu˚, tedy cele´ho logu, prˇı´padneˇ prˇecˇtenı´ pouze poslednı´ho zapsane´ho prvku.
Pro sledova´nı´ logovacı´ho souboru jsem vytvorˇil trˇı´du FileWatcher, ktera´ interneˇ pouzˇı´va´
trˇı´du FileSystemWatcher, jezˇ je obsazˇena v .NET frameworku. Te´to trˇı´deˇ se prˇi jejı´m vy-
tvorˇenı´ prˇeda´, pomocı´ parametru vstupujı´cı´ho do konstruktoru, cesta a na´zev souboru,
ktery´ ma´ sledovat. Trˇı´da pak poskytuje mozˇnost napojit libovolny´ handler (obsluzˇnou
metodu) na uda´lost, ktera´ je vyvola´na po kazˇde´m provedenı´ za´pisu do logovacı´ho sou-
boru.
Pote´ jizˇ zby´valo jen vytvorˇit modul, ktery´ by meˇl logova´nı´ na starosti. V tomto mo-
dulu je implementova´na sluzˇba LoggingService, ktera´ ma´ na starosti nacˇı´ta´nı´ cele´ho logo-
vacı´ho souboru a take´ zı´ska´nı´ poslednı´ zapsane´ uda´losti v prˇı´padeˇ za´pisu do logu. Tuto
sluzˇba pak vyuzˇı´va´ VM, ktery´ data z nı´ zı´skana´ zobrazuje ve sve´m View. VM definuje
neˇkolik prˇı´kazu˚ typu DelegateCommand, pomocı´ ktery´ch mu˚zˇe uzˇivatel naprˇ. smazat
cely´ logovacı´ soubor, vynutit za´pis testovacı´ uda´losti atd.
Za´pis do logovacı´ho souboru mu˚zˇe prova´deˇt libovolny´ modul, protozˇe staticka´ trˇı´da
Logger, ktera´ ma´ zapis na starosti, je obsazˇena v infrastrukturˇe syste´mu a je tedy vsˇem
modulu˚m prˇı´stupna´. Naopak cˇtenı´ z logu je mozˇne´ pouze dı´ky sluzˇbeˇ LoggingService,
tudı´zˇ jej lze pouzˇı´t pouze v modulu, ktery´ tuto sluzˇbu pouzˇı´va´.
Vytvorˇenı´m logovacı´ sluzˇby dosˇlo ke splneˇnı´ vsˇech pozˇadavku˚ na uka´zkovou aplikaci.
Jelikozˇ jednı´m z du˚vodu˚ procˇ pouzˇı´vat na´vrhove´ vzory zde uvedene´ je snadne´ testova´nı´,
rozhodl jsem se do uka´zkove´ aplikace take´ zahrnout neˇkolik testu˚. Na teˇchto testech jsem
chteˇl demonstrovat techniky, ktere´ se k testova´nı´ tohoto typu aplikacı´ pouzˇı´vajı´.
60
6 Testova´nı´
V cˇa´sti 2 jsem te´meˇrˇ u kazˇde´ho na´vrhove´ho vzoru uva´deˇl snadne´ testova´nı´ jako jednu z
hlavnı´ch vy´hod. K testova´nı´ se va´zˇou na´sledujı´cı´ pojmy Mock a Stub. Oba pojmy repre-
zentujı´ prvek pouzˇity´ v testovacı´m procesu, ktery´ na´m usnadnˇuje testova´nı´ komponenty,
jezˇ ma´ neˇkolik za´vislostı´. Za´vislosti pro na´s mohou prˇedstavovat dva typy proble´mu
1. Nechceme do testu vna´sˇet chyby, ktere´ jsou zpu˚sobene´ implementacı´ za´vislostı´, jezˇ
testovana´ komponenta pouzˇı´va´.
2. Komponenta vyuzˇı´va´ neˇjakou sluzˇbu, ktera´ je cˇasoveˇ na´rocˇna´ pro testova´nı´.
3. Za´vislost prˇedstavuje sluzˇbu, jejı´zˇ rea´lne´ chova´nı´ je pro testova´nı´ nevhodne´.
4. Ma´me sice implementovanou komponentu, kterou chceme testovat, ale zatı´m jesˇteˇ
nema´me naimplementova´ny za´vislosti, ktere´ testovana´ komponenta bude pouzˇı´vat.
V prvnı´m prˇı´padeˇ, pokud takovou komponentu testujeme, jisteˇ na´s zajı´ma´ prˇedevsˇı´m
jejı´ chova´nı´ a chyby, ktere´ jsou zpu˚sobeny v jejı´ implementaci a ne´ implementacı´ za´vislostı´.
Proto by bylo dobre´, abychom mohli docˇasneˇ, pouze pro potrˇeby testova´nı´ dane´ kom-
ponenty, nahradit skutecˇnou implementaci jejı´ch za´vislostı´ takovy´m zpu˚sobem, aby v
nich nedocha´zelo k chyba´m. Jedna´ se tedy naprˇı´klad o nahrazenı´ metod, ktere´ prova´deˇjı´
neˇjaky´ vy´pocˇet, takovy´m ko´dem, ktery´ vracı´ napevno nastavene´ hodnoty.
Ve druhe´m prˇı´padeˇ se jedna´ naprˇı´klad o situaci, kdy jako za´vislost cha´peme sluzˇbu,
ktera´ komunikuje s databa´zı´ cˇi souborovy´m syste´mem. V takove´m prˇı´padeˇ by kazˇde´
otestova´nı´ metody, ktera´ sluzˇbu pouzˇı´va´, vyzˇadovalo prˇipojenı´ k databa´zı´, provedenı´
pozˇadovane´ operace a na´sledne´ odpojenı´. To by na´m znacˇneˇ prodlouzˇilo cˇas potrˇebny´
pro provedenı´ testu a navı´c nezˇa´doucı´m zpu˚sobem zateˇzˇovalo syste´m.
Typicky´m prˇı´kladem trˇetı´ho prˇı´padu je vyuzˇitı´ mailove´ sluzˇby. Testujeme naprˇı´klad,
zˇe sluzˇba odesı´la´ emaily za´kaznı´ku˚m, kterˇı´ si koupili neˇjake´ zbozˇı´. Urcˇiteˇ necheme, aby
skutecˇneˇ dosˇlo k zası´la´nı´ testovacı´ch mailu˚ ke skutecˇny´m za´kaznı´ku˚m. Mu˚zˇeme sice
pouzˇı´t neˇjaky´ vyhrazeny´ email, ale pak se opeˇt dostaneme ke zbytecˇne´mu prodlouzˇenı´
testova´nı´, stejneˇ jako ve druhe´m prˇı´padu.
Poslednı´, cˇtvrty´ prˇı´pad, se pouzˇı´va´ hlavneˇ v takove´ situaci, kdy k vy´voji pouzˇı´va´me
techniku tzv. TDD, tedy Test-driven Development. V takove´m prˇı´padeˇ docha´zı´ k vy´voji
aplikace odshora dolu˚[12]. Pokud tuto techniku aplikujeme na MVVM, pak se jedna´ o
to, zˇe nejprve implementujeme VM, ktery´ take´ chceme testovat, a teprve po u´speˇsˇne´m
pru˚beˇhu testu˚ VM implementujeme sluzˇby, ktere´ pouzˇı´va´.
Nynı´ jizˇ k popisu˚ pojmu˚ Mock a Stub. Jak jsem jizˇ uvedl, oba pojmy majı´ souvislost
s testova´nı´m komponent, ktere´ majı´ neˇjake´ za´vislosti. Jak Mock, tak i Stub vystupujı´ v
testovacı´m procesu v roli za´stupcu˚ za skutecˇnou implementaci za´vislostı´. Jsou vsˇak mezi
nimi rozdı´ly, ktere´ si nynı´ popı´sˇeme.
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6.1 Mock
Jedna´ se o za´stupny´ objekt, ktery´ nahrazuje neˇjaky´ objekt rea´lneˇ naimplementovany´.
Tento za´stupny´ objekt je vygenerova´n pomocı´ neˇjake´ho mocking frameworku (naprˇ. v
uka´zkove´ aplikaci pouzˇity´ MOQ). Tento Mock objekt je vytvorˇen jako soucˇa´st testu a
na´vratove´ hodnoty jsou do testu pevneˇ zada´ny. Kazˇdy´ Mock objekt prˇedstavuje instanci
objektu, ktery´ implementuje neˇjake´ rozhranı´. Proto je v na´vrhovy´ch vzorech IoC a DI tak
cˇasto pouzˇı´va´no rozhranı´ jako parametr uda´vajı´cı´ za´vislost. Toto rozhranı´ je totizˇ mozˇne´
beˇhem testova´nı´ snadno nahradit pra´veˇ mock implementacı´.
Mock reprezentuje tzv. testova´nı´ chova´nı´ [13], ve ktere´m se jedna´ o oveˇrˇenı´, zda byla
urcˇita´ metoda zavola´na, kolikra´t byla vola´na, jestli dosˇlo k vyvola´nı´ vy´jimky beˇhem
vola´nı´ metody atd.
Pouzˇitı´ mock objektu˚ zahrnuje neˇkolik fa´zı´.
1. Vytvorˇenı´ instance mock objektu, ktery´ implementuje urcˇite´ rozhranı´.
2. Nastavenı´ chova´nı´ mock objektu.
3. Vyvola´nı´ metod, ktere´ otestujı´ chova´nı´.
4. Oveˇrˇenı´ korektnosti chova´nı´.
Na´sledujı´cı´ vy´pis ukazuje postupneˇ jednotlive´ fa´ze testova´nı´ pomocı´ mock objektu˚
1 public override void EstablishContext()
2 {
3 ...
4 mockDataService = new Mock<IDataService>();
5 // do not use DB table but empty collection of Customers
6 ObservableCollection<Customers1> customersCollection = new ObservableCollection<
Customers1>();
7 customersCollection.Add(new Customers1()
8 { City = ”TestCity” , CustomerID = 0, CustomerName = ”
TestName”,
9 CustomerSurname = ”TestSurname”, Phone = ”123455” });
10 mockDataService.Setup(ds => ds.GetModel()).Returns(customersCollection);
11 ...
12 gridViewModel = new GridViewModel(..., mockDataService.Object,...);
13 }
14
15 public override void Because()
16 {
17 // GetCustomers called from GridVeiwModel invokes GetModel method on DataService
18 gridViewModel.GetCustomers();
19 ...
20 }
21
22 [Fact]
23 public void When we call GetCustomers from VM DataService should perform
24 GetModel method and fill Customers collection()
25 {
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26 // atleastonce because GetModel can be called in two cases
27 // 1 − in GetCustomers
28 // 2 − after NewCustomerCommand was invoked
29 mockDataService.Verify(ds => ds.GetModel(), Times.AtLeastOnce());
30 Assert.True( gridViewModel.Customers.Count > 0);
31 }
Vy´pis 31: Cˇa´sti zdrojove´ho ko´du pro test trˇı´dy GridViewModel
Nejvı´ce na´s budou zajı´mat body 2 a 4. Implementace teˇchto bodu˚ se bude pro jednot-
live´ mock frameworky zrˇejmeˇ lisˇit. Zde si popı´sˇeme framework, ktery´ jsem pouzˇil ve sve´
uka´zkove´ aplikaci, tedy MOQ.
Ve vy´pisu 31 vidı´me,zˇe v teˇle metody EstablishContext nejprve vytvorˇı´me novy´ mock
objekt. Pote´ definujeme, pomocı´ metody Setup, jak se bude tento objekt chovat, kdyzˇ po
neˇm budeme pozˇadovat vykona´nı´ metody GetModel. Tato metoda v rea´lne´ implemen-
taci provede prˇipojenı´ k databa´zove´mu stroji, vykona´ dotaz a vy´sledek vra´tı´ jako kolekci
za´kaznı´ku˚. Konkre´tneˇ jako objekt ObservableCollection, ktery´ obsahuje neˇkolik objektu˚
typu Customer. Beˇhem testova´nı´ se vsˇak chceme vyhnout komunikaci s databa´zovy´m
strojem z mnoha, prˇedevsˇı´m cˇasovy´ch, du˚vodu˚.
Komunikaci s databa´zı´ samozrˇejmeˇ musı´me take´ otestovat, ale v prˇı´padeˇ, kdy bu-
deme testovat spra´vnost implementace objektu DataService. Zde ovsˇem testujeme chova´nı´
objetku GridViewModel, ktery´ DataService pouzˇı´va´ jako sluzˇbu. Proto musı´me mock ob-
jektu rˇı´ci, aby po zavola´nı´ metody GetModel vra´til zpeˇt kolekci programoveˇ naplneˇnou
testovacı´mi daty.
V teˇle metody Because dojde beˇhem pru˚beˇhu testu k zavola´nı´ metody GetCustomers,
obsazˇene´ v objektu GridViewModel. Tato metoda pomocı´ sluzˇby DataService nacˇı´ta´ ko-
lekci za´kaznı´ku˚ z databa´ze, vytva´rˇı´ z nich upravenou kolekci pro VM a nastavuje prvnı´ho
cˇlena te´to kolekce jako property VM SelectedCustomer. Tato property je ve View napojena
na prvek UI, tzv. ListBox, jehozˇ zvy´razneˇny´m a oznacˇeny´m prvkem bude pra´veˇ Selec-
tedCustomer, tedy prvnı´ za´kaznı´k nacˇteny´ z databa´ze.
Na´sleduje testovacı´ metoda, oznacˇena´ atributem Fact, ve ktere´ oveˇrˇı´me, zˇe dosˇlo k
zavola´nı´ metody GetModel na mock objektu, a to nejme´neˇ jednou. Navı´c provedeme
kontrolu, zˇe kolekce za´kaznı´ku˚ ve VM obsahuje neˇjake´ prvky.
Mu˚zˇeme si vsˇimnout, zˇe na´zev testovacı´ metody je neobvykle dlouhy´ a slozˇity´. To
ma´ vsˇak take´ svu˚j du˚vod. Jakmile totizˇ na´sˇ test spustı´me, Visual Studio na´m zobrazı´
seznam vsˇech vykonany´ch testovacı´ch metod. Ke kazˇde´ metodeˇ pak prˇirˇadı´ textovou
a grafickou reprezetnaci toho, jak dopadla. Pokud tedy ma´me testovacı´ metody tı´mto
neobvykly´m zpu˚sobem pojmenovane´, mu˚zˇeme ve vy´sledku testu snadno poznat, zda
je dana´ funkcˇnost testovane´ cˇa´sti syste´mu implementova´na spra´vneˇ nebo je nutne´ te´to
funkcˇnosti veˇnovat pozornost.
6.2 Stub
V tomto prˇı´padeˇ se jedna´ o rucˇnı´ vytvorˇenı´ implementace trˇı´dy pro potrˇeby testova´nı´.
Vytvorˇı´me kostru skutecˇne´ implementace jednotlivy´ch metod rozhranı´, ktere´ testovacı´
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trˇı´da implementuje a jako na´vratove´ hodnoty pouzˇijeme pevneˇ nastavene´ hodnoty. Stub
tedy nenı´ nic jine´ho nezˇ trˇı´da staticky definova´na vy´voja´rˇem [14].
V na´sledujı´cı´m vy´pisu vidı´me stub implementaci rozhranı´ ILogginService, ktera´ mı´sto
toho, aby prˇistupovala k logovacı´mu souboru na disku pocˇı´tacˇe, pouzˇı´va´ staticky vy-
tvorˇenou kolekci za´znamu˚ LogEntry.
1 public class LoggingServiceStub : ILoggingService
2 {
3 private bool cleared;
4 public bool LogCleared { get { return cleared; } }
5
6 private int getLogCalls;
7 public int GetLogCalls { get { return getLogCalls; } }
8
9 public ObservableCollection<LogEntry> GetLog()
10 {
11 ++ getLogCalls;
12 ObservableCollection<LogEntry> entries = new ObservableCollection<LogEntry>();
13 entries .Add(new LogEntry()
14 {
15 EventId = 1,
16 Message = ”Test”,
17 Priority = 1
18 }) ;
19 return entries ;
20 }
21
22 public void ClearLog() { cleared = true; }
23
24 public LogEntry GetLastEntry()
25 {
26 LogEntry ret = new LogEntry()
27 {
28 EventId = 1,
29 Message = ”Test”,
30 Priority = 1
31 };
32 return ret ;
33 }
34 }
Vy´pis 32: Cˇa´sti zdrojove´ho ko´du pro stub implementaci rozhranı´ ILoggingService
6.3 Mock vs Stub
Jak vidı´me, hlavnı´ rozdı´l mezi Mock a Stub je v implementaci. Pokud pouzˇijeme Stub,
musı´me implementaci testovacı´ho objektu vytvorˇit sami. Znamena´ to pro na´s nutnost
naimplementovat vsˇechny metody, ktere´ jsou vyzˇadova´ny rozhranı´m, jezˇ testovacı´ ob-
jekt implementuje. Navı´c budeme veˇtsˇinou muset prˇidat dalsˇı´ pomocne´ metody, viz me-
toda GetLogCalls ve Vy´pisu 32. Pomocı´ teˇchto metod budeme moci oveˇrˇit, zˇe v pru˚beˇhu
testu dosˇlo k zavola´nı´ pozˇadovany´ch metod na testovane´m objektu. Naimplementovat
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staticky´ stub se na´m hlavneˇ vyplatı´ v prˇı´padeˇ, kdy by nastavenı´ potrˇebne´ho chova´nı´ pro
mock objekt bylo velmi slozˇite´ a cˇasoveˇ na´rocˇne´.
Oproti tomu pokud potrˇebujeme otestovat pouze, zˇe urcˇita´ metoda testovacı´ho ob-
jektu byla beˇhem testu zavola´na, je pro na´s jisteˇ vy´hodneˇjsˇı´ pouzˇitı´ mock objektu. Ten
pro na´s zajistı´, zˇe vsˇechny metody definovane´ v rozhranı´ budou v testovacı´m objektu
prˇı´tomny. Navı´c pokud se jedna´ o funkci, ktera´ nema´ na´vratovou hodnotu, nemusı´me
na mock objektu ani definovat, co bude funkce vracet. Pouze oveˇrˇı´me, zˇe dosˇlo k za-
vola´nı´ te´to metody, bez ohledu na jejı´ implementaci. Na druhou stranu, pokud chceme
testovat pomocı´ Mock objektu˚, znamena´ to pro na´s pouzˇitı´ neˇjake´ho Mock Frameworku.
Musı´me se tedy s tı´mto frameworkem naucˇit pracovat a to vyzˇaduje dalsˇı´ cˇas.
Za´veˇr je tedy takovy´, zˇe to, jestli pouzˇı´t pro testova´nı´ mock nebo stub techniku, za´lezˇı´
na konkre´tnı´ situaci. Neˇkdy je rychlejsˇı´ a me´neˇ na´rocˇne´ pouzˇı´t Mock framework, jindy
zase vytvorˇenı´ vlastnı´ stub implementace.
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7 Za´veˇr
Cı´lem te´to pra´ce bylo pochopit a naucˇit se pracovat s knihovnou CAL, Composite Appli-
cation Library, ktera´ slouzˇı´ pro vytva´rˇenı´ kompozitnı´ch WPF aplikacı´. Tento dokument
spolu s uka´zkovou aplikacı´, ktera´ je soucˇa´stı´ te´to pra´ce, bude slouzˇit jako architektonicky´
vzor pro vy´voj budoucı´ch aplikacı´ zadavatelske´ firmy. Nynı´ totizˇ firma vytva´rˇı´ kompo-
zitnı´ aplikace vytvorˇene´ pomocı´ technologie WinForms, ale chystajı´ se migrovat sve´ apli-
kace do technologie WPF. Jednak budou migrovat aplikace sta´vajı´cı´ a navı´c chteˇjı´ sve´
budoucı´ aplikace vyvı´jet prˇı´mo pod WPF.
Prvnı´m krokem te´to pra´ce bylo sezna´menı´ se s na´vrhovy´mi vzory, ktere´ jsou v te´to
knihovneˇ vyuzˇı´va´ny. Jednalo se prˇedevsˇı´m o vzory Inversion of Control a Dependency In-
jection, jejichzˇ hlavnı´m u´kolem je zajistit doda´nı´ tzv. za´vislostı´ pro objekt, ktery´ s nimi
potrˇebuje pracovat. V aplikaci napsane´ pomocı´ CAL budeme najcˇasteˇji pouzˇı´vat DI, viz
cˇa´st 2.2, konkre´tneˇ jejı´ konstruktorovy´ typ, ale take´ Service Location, viz cˇa´st 2.3.
Dalsˇı´mi velmi du˚lezˇity´mi vzory jsou ty, ktere´ spadajı´ do oblasti nazy´vane´ Separated
Presentation. Hlavnı´m u´kolem teˇchto vzoru˚ je snaha oddeˇlit implementaci aplikacˇnı´ lo-
giky od konkre´tnı´ho vzhledu uzˇivatelske´ho rozhranı´, detailnı´ popis je v cˇa´sti 3. Sem patrˇı´
prˇedevsˇı´m vzor Model-View-ViewModel. Ten se vyvinul ze vzoru Model-View-Presenter,
ktere´ byl zase na´slednı´kem vzoru Model-View-Controller. MVVM je tedy na´stupcem
vzoru MVP, ktere´mu je principia´lneˇ velmi podobny´, je vsˇak uzpu˚sobem tak, aby vyuzˇı´val
nove´ mozˇnosti technologie WPF. Jedna´ se hlavneˇ o DataBinding a Commanding, ktere´
jsou opeˇt popsa´ny detailneˇji v cˇa´sti 3.2.5.
Hlavnı´m proble´mem, prˇedevsˇı´m na pocˇa´tku te´to pra´ce, bylo, zˇe vzor MVVM zazˇı´val
velky´ rozpuk a teprve se dosta´val do poveˇdomı´ vy´voja´rˇu˚. Mnoho z nich veˇdeˇlo, zˇe tento
vzor existuje, ale nebyl dostupny´ zˇa´dny´ konkre´tnı´ na´vod, jak se tento vzor pouzˇı´va´, jake´
ma´ mı´t vlastnosti, co patrˇı´ k jeho vy´hoda´m atd. Bylo dostupny´ch neˇkolik cˇla´nku˚ k to-
muto vzoru. Prvnı´m z nich byl cˇla´nek Johna Gossmana, vy´voja´rˇe, ktery´ pracoval na
vy´voji prvnı´ verze aplikace Microsoft Blend. Ten prakticky jako prvnı´, spolu s Johnem
Smithem, vytvorˇil vzor MVVM a popsal jeho hlavnı´ vy´hody, viz [3]. John Smith pote´
zverˇejnil konkre´tnı´ prˇı´klad, ilustrujı´cı´ pouzˇitı´ toho vzoru v rea´lne´ aplikaci, viz [4].
Jednalo se vsˇak pouze o jednoduchou aplikaci a postupneˇ vysˇlo najevo, zˇe je potrˇeba
vyrˇesˇit jesˇteˇ mnoho proble´mu˚, aby se tento vzor dal pouzˇı´t u skutecˇny´ch LOB 9 aplikacı´.
K hlavnı´m proble´mu˚m patrˇilo naprˇı´klad otevı´ra´nı´ novy´ch oken uzˇivatelske´ho rozhranı´
a jejich na´sledne´ zavı´ra´nı´. Tomuto proble´mu a jeho rˇesˇenı´ se veˇnuji v cˇa´stech 5.6 a 5.7.
Velka´ diskuze se take´ rozpoutala nad tı´m, zda mu˚zˇe by´t v code-behind pro kompo-
nentu View, ktera´ ma´ na starosti vyzualizaci dat z VM, pouzˇit neˇjaky´ ko´d nebo ne. Jak
ovsˇem uva´dı´ Glenn Block ve sve´m cˇla´nku, viz [5], to, jestli bude v code-behind neˇjaky´
ko´d, za´lezˇı´ pouze na vy´voja´rˇi a hlavneˇ na dane´ situaci. Neˇkdy se bez code-behind prosteˇ
neobejdeme a jine´ rˇesˇenı´ by bylo prˇı´lisˇ komplikovane´ a neˇkdy je zase pouzˇitı´ code-behind
nevhodne´ a je potrˇeba le´pe navrhnout vlastnı´ VM.
9LOB aplikace patrˇı´ do skupiny pocˇı´tacˇovy´ch aplikacı´, ktere´ se pouzˇı´vajı´ v podnikovy´ch, za´sobovacı´ch
a dalsˇı´ch procesech. Jedna´ se veˇtsˇinou o rozsa´hle´ programy, ktere´ majı´ velke´ mnozˇstvı´ funkcı´, pracujı´ s
databa´zemi a cˇasto take´ vyuzˇı´vajı´ webovy´ch sluzˇeb.
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Jakmile jsem pochopil teoreticky´ za´klad, tedy na´vrhove´ vzory, zacˇal jsem implemen-
tovat uka´zkovou aplikaci. Postupneˇ jsem vsˇak narazil na dalsˇı´ proble´my, ktere´ jsem nebyl
schopen, jen s pomocı´ CAL, vyrˇesˇit. Vlastneˇ se nejednalo o proble´my ve smyslu chyb,
ale sˇlo o to, zˇe pouze s pouzˇitı´m CAL je implementace LOB aplikace prˇı´lisˇ kompliko-
vana´. Pa´tral jsem tedy, zda se neˇkdo nezaby´val tı´m, jak LOB aplikacı´ naimplementovat s
pouzˇitı´m CAL jednodusˇeji. Narazil jsem na se´rii cˇla´nku˚ od spoluautora CAL Ervina van
der Valka viz [9]. S pomocı´ jeho uka´zkove´ implementace se mi povedlo naimplemen-
tovat uka´zkovou aplikaci tak, aby splnˇovala vesˇkere´ pozˇadavky, ktere´ si zadavatelska´
firma stanovila.
Velmi mne take´ zaujala prezentace, kterou meˇl John Papa na Microsoft PDC 2009,
kde prezentoval pouzˇitı´ CAL pro vytvorˇenı´ rozsa´hle´ LOB aplikace postavene´ na techno-
logii Silverlight. V te´to prezentaci John uka´zal pouzˇitı´ sve´ho tzv. Presentation Frameworku,
ktery´ ovsˇem v jeho demostracˇnı´ aplikaci nebyl zdaleka dokoncˇen. John sliboval, viz [10],
zˇe implementacı´ dokoncˇı´ a zverˇejnı´ ji na webu MSDN. Doposud se tak ovsˇem nestalo,
ale pevneˇ doufa´m, zˇe John svu˚j slib splnı´ a Presentation Framework spolu s jeho doku-
mentacı´ zverˇejnı´.
Zadavatelska´ firma take´ pozˇadovala, aby byly v uka´zkove´ aplikaci pouzˇity kompo-
nenty od firmy Syncfusion, se ktery´mi ma´ firma zkusˇenost zı´skanou beˇhem vy´voje Win-
Forms aplikacı´. Velkou vy´hodou bylo, zˇe se mi podarˇilo zı´skat akademickou licenci na
cely´ balı´k komponent. Nebyl jsem tak omezen neˇjaky´m cˇasovy´m limitem, cozˇ by zna-
menalo znacˇnou komplikaci. Beˇhem implementace uka´zkove´ aplikace, kdy jsem rˇesˇil za-
pojenı´ Syncfusion komponent, mne zarazilo, zˇe dostupna´ dokumentace je velmi ma´lo
podrobna´ a obsahuje pouze male´ mnozˇstvı´ prˇı´kladu˚. Musel jsem tak cˇastokra´t ta´pat a
zkousˇet, dokud jsem na spra´vne´ rˇesˇenı´ neprˇisˇel.
Nakonec se mi vsˇak vsˇechny proble´my podarˇilo vyrˇesˇit a uka´zkova´ aplikace je tak
kompletnı´. Kompletnı´ v tom smyslu, zˇe splnˇuje vesˇkere´ vlastnosti, ktere´ zadavatelska´
firma pozˇadovala. Navı´c jsem implementaci doplnil take´ o uka´zky jednoduchy´ch testu˚,
ktere´ demonstrujı´ jednu z hlavnı´ch vy´hod kompozitnı´ch aplikacı´, jezˇ jsou vyvı´jeny po-
mocı´ na´vrhovy´ch vzoru˚ uvedeny´ch v cˇa´sti 2, a to snadne´ testova´nı´ jednotlivy´ch cˇa´stı´ vy´sledne´
aplikace. Uka´zkova´ aplikace nebyla vyvı´jena pomocı´ techniky TDD, proto jsou uvedene´
testy spı´sˇe ilustracˇnı´ a pro rea´lnou aplikaci by bylo potrˇeba doplnit vı´ce komplikovaneˇjsˇı´ch
testu˚, ktere´ by proveˇrˇily kazˇdou cˇa´st aplikace.
Je samozrˇejmeˇ mozˇne´ tuto uka´zkovou aplikaci snadno rozsˇı´rˇit a take´ vylepsˇit. Prˇida´nı´
dalsˇı´ch modulu˚ nenı´ zˇa´dny´m proble´mem a stejneˇ tak je jednoduche´ rozsˇı´rˇit moduly
sta´vajı´cı´. Dobry´m prˇı´kladem vylepsˇenı´ sta´vajı´cı´ aplikace by naprˇı´klad byla sluzˇba, ktera´
bude prˇihla´sˇeny´m uzˇivatelu˚m zajisˇt’ovat urcˇita´ pra´va a privilegia. Budou tak naprˇı´klad
moci pouzˇı´vat moduly, ktere´ ostanı´m uzˇivatelu˚m nebudou prˇı´stupne´, vyuzˇı´vat funkce
sta´vajı´cı´ch modulu˚, ktere´ jsou pro uzˇivatele s nizˇsˇı´mi pra´vy nedostupne´ atd.
Implementaci uka´zkove´ aplikace jsem se snazˇil doplnit co nejvı´ce komenta´rˇi a rovneˇzˇ
jsem v tomto dokumentu pouzˇı´val velke´m mnozˇstvı´ vy´pisu˚ z ko´du. Myslı´m, zˇe jako pod-
klad pro pochopenı´ principu˚ potrˇebny´ch pro vytva´rˇenı´ kompozitnı´ch aplikacı´, vyvı´jeny´ch
pomocı´ technologie WPF a knihovny CAL, je tato pra´ce plneˇ dostacˇujı´cı´.
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A Uzˇivatelska´ prˇı´rucˇka
V te´to cˇa´sti si popı´sˇeme, jake´ podmı´nky je nutne´ splnit, aby bylo mozˇne´ spustit uka´zkovou
aplikaci a procha´zet jejı´ zdrojovy´ ko´d. Da´le se take´ sezna´mı´me s ovla´da´nı´m vlastnı´ apli-
kace.
A.1 Spusˇteˇnı´ aplikace
Pro spusˇteˇnı´ uka´zkove´ aplikace je nutne´ mı´t nainstalova´n na´sledujı´cı´ software:
• Visual Studio 2010 Ultimate Beta 2
• Syncfusion Essential Studio 2009 (version 7) - 7.4.0.20
Pro spusˇtenı´ testu˚ ve Visual Studiu je nutne´ mı´t navı´c nainstalova´no:
• JetBrains ReSharper 5 Full Edition Pre-Release Build 5.0.1611.9
http://download.jetbrains.com/resharper/ReSharperSetup.5.0.1611.9.msi
• xunitcontrib 0.3.2g (ReSharper 5 beta + nightly)
http://xunitcontrib.codeplex.com/releases/view/35006
Da´le je nutne´ v Configuration Manageru nastavit Active Solution Platform na x86. Vsˇechny
soubory CAL a dalsˇı´ potrˇebne´ knihovny jsou obsazˇeny ve slozˇce LIB.
A.2 Ovla´da´nı´ aplikace
Po spusˇteˇnı´ aplikace se zobrazı´ okno zobrazene´ na obra´zku 20. Bude aktivnı´ okno pro
prˇihla´sˇenı´ uzˇivatele. V neˇm je nutne´ do textove´ho pole User name zadat hodnotu ”prism”a
do pole Password zadat heslo ”123”. Pote´ je mozˇne´ se kliknutı´m na ”OK”nebo zma´cˇknutı´m
kla´vesy ”Enter”prˇihla´sit do aplikace. V hornı´ cˇa´sti hlavnı´ho okna, pod textem Prism Sam-
pleApplication, se nacha´zı´ neˇkolik ovla´dacı´ch prvku˚. Jsou to tyto prvky:
• Enable Region Emphasizing - kliknutı´m aktivujeme zvy´raznˇova´nı´ regionu˚.
Prˇejı´zˇdeˇnı´m kurzoru mysˇi prˇes prvky UI mu˚zˇeme zjistit, v jake´m jsou regionu.
• Disable Region Emph. - deaktivace zvy´raznˇova´nı´ regionu˚.
• StatusBar - skrytı´/zobrazenı´ statusbaru.
• Exit - ukoncˇenı´ aplikace.
• New Window - otevrˇenı´ popup okna se seznamem zalogovany´ch uda´lostı´.
• Offline - pasivnı´ typ logova´nı´.
• Online - aktivnı´ typ logova´nı´ (zalogovane´ polozˇky budou prˇida´va´ny do seznamu
zalogovany´ch uda´lostı´).
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Obra´zek 20: Hlavnı´ okno uka´zkove´ aplikace
Obra´zek 21: Okno pro prˇihla´sˇenı´ uzˇivatele
V leve´ cˇa´sti hlavnı´ho okna aplikace se nacha´zı´ strom prˇı´kazu˚. Strom je mozˇne´ klasicky´m
zpu˚sobem rozbalit a opeˇt sbalit. Jednotlive´ polozˇky pak reprezentujı´ urcˇite´ funkce apli-
kace a jsou dynamicky aktivova´ny a deaktivova´ny podle toho, co pra´veˇ uzˇivatel deˇla´ a v
jake´m stavu se aplikace nacha´zı´.
• Log in - otevrˇenı´ okna pro prˇihla´sˇenı´.
• Log out - odhla´sˇenı´ uzˇivatele (nejdrˇı´veˇ jsou uzavrˇena vsˇechna otevrˇena´ okna).
• Exit - ukoncˇenı´ aplikace.
• MainWindow - zobrazenı´ okna se seznamem zalogovany´ch uda´lostı´.
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• Grid - zobrazenı´ gridu s daty.
• New window - otevrˇenı´ popup okna se seznamem zalogovany´ch uda´lostı´.
Pra´ce s oknem pro logova´nı´
Toto okno obsahuje dveˇ tlacˇı´tka a seznam zalogovany´ch uda´lostı´. Pokud chceme do se-
znamu prˇidat novou uda´lost, je nutne´ nejprve nastavit typ logova´nı´ na ”Online”. K tomu
vyuzˇijeme stejneˇ pojmenovany´ ovla´dacı´ prvek v hornı´ cˇa´sti aplikace. Pote´ mu˚zˇeme klik-
nutı´m na tlacˇı´tko ”Log something!”vyvolat zalogova´nı´ umeˇle vygenerovane´ uda´losti a ta
bude prˇida´na na konec seznamu. Seznam je take´ mozˇne´ vymazat pomocı´ tlacˇı´tka ”Clear
Log”.
Pra´ce s gridem
Toto okno obsahuje trˇi tlacˇı´tka a grid s daty. Prˇi prvnı´m zobrazenı´ okna je grid pra´zdny´.
Data zobrazı´me kliknutı´m na tlacˇı´tko ”Get customers”. Pote´ mu˚zˇeme do seznamu prˇida´vat
nove´ polozˇky nebo ty sta´vajı´cı´ mazat. Smaza´nı´ polozˇky provedeme tak, zˇe jı´ nejdrˇı´ve
v seznamu vybereme pomocı´ kliknutı´ mysˇı´ na rˇa´dek se za´znamem a pak klikneme na
tlacˇı´tko ”Delete customer”. Zobrazı´ se dialog, ve ktere´m musı´me smaza´nı´ potvrdit klik-
nutı´m na ”Yes”. Tı´m dojde k odstraneˇnı´ polozˇky ze seznamu i z databa´ze.
Obra´zek 22: Okno s gridem a daty
Prˇida´nı´ nove´ polozˇky zacˇneme kliknutı´m na tlacˇı´tko ”New customer”. Zobrazı´ se na´m
nove´ moda´lnı´ okno, ve ktere´m vyplnı´me potrˇebna´ data a kliknutı´m na ”Insert custo-
mer”provedeme vlozˇenı´ te´to polozˇky do databa´ze. Tlacˇı´tko ”Insert customer”nebude ak-
tivnı´, dokud kazˇde´ textove´ pole s vlastnostı´ nove´ polozˇky nebude obsahovat neˇjaky´ text.
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B Obsah prˇilozˇene´ho CD
Struktura CD:
• src - zdrojove´ ko´dy uka´zkove´ aplikace
• text - text Diplomove´ pra´ce
• prirucka.pdf - seznam podmı´nek pro spusˇteˇnı´ a procha´zenı´ ko´dem, uzˇivatelska´
prˇı´rucˇka
• readme.txt - popis jednotlivy´ch slozˇek na CD
