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ABSTRAKT 
Diplomová práce se zabývá problematikou bezdrátových senzorových sítí a jejich 
komunikačními protokoly. Je postupně vysvětleno, z čeho je síť složena, na jakých 
standardech je postavena a v jakých odvětvích se nejčastěji používá. Hlavní náplní 
práce je seznámení s lokalizačními algoritmy, používaných ve WSN. Algoritmy jsou 
přehledně rozděleny do skupin podle používaných metod. V práci je dále uvedena a 
popsána struktura použitého simulačního nástroje J-Sim, pomocí kterého bude 
vytvořena bezdrátová senzorová síť. Na vytvořenou síť pak budou aplikovány jednotlivé 
lokalizační algoritmy, které musejí být nejprve implementovány do simulátoru pomocí 
Java kódu. Veškeré vytvořené třídy a samotné algoritmy, jsou v práci podrobně 
popsány. Výsledky simulací jsou detailně a graficky zobrazeny u jednotlivých 
lokalizačních algoritmů. 
KLÍČOVÁ SLOVA 
Simulace, J-Sim, Bezdrátová senzorová síť, WSN, RSSI, lokalizace, triangulace, 
MapGrowing, Java, Tcl. 
 
ABSTRACT 
This thesis deals with the issue of wireless sensor networks and communication 
protocols. Is explained of what the network is composed, what standards are used and 
in what sectors are most often used. The main scope of work is to introduce with the 
localization algorithms using in WSN. Algorithms are clearly divided into groups 
according to the methods used. In work is describes the structure used simulation tools 
J-Sim, for creating a wireless sensor network. To create network will be then applied 
different localization algorithms, which must first be implemented in a simulator using 
Java code. All generated classes and the algorithms are detailed described in the work. 
Results from simulations are detailed and graphically displays for individual localization 
algorithms. 
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Úvod 
Dnešní doba je plná nových technologií, do kterých bezpodmínečně patří i bezdrátové 
senzorové sítě. Jedná se o sítě, které jsou složeny z jednotlivých uzlů (senzorů), 
obsahující vlastní procesor, akumulátor, bezdrátový modul a senzor (čidlo), který 
převádí velké množství fyzikálních veličin na data, vhodná pro zpracování daným 
procesorem. Následná data jsou pak bezdrátově šířena pomocí dalších uzlů, až do 
základnových stanic (serverů), kde se zpracovávají nebo přes internet posílají přímo 
k uživateli. Tato technologie umožňuje využití a usnadnění práce ve všech odvětvích, 
které dnes známe. V posledních letech se začínají objevovat mobilní senzorové uzly 
a vznikla tak potřeba lokalizace jednotlivých uzlů ve WSN (Wireless Sensor Network). 
 Právě tento problém je cílem diplomové práce, kde se naváže na již vypracovaný 
základní výzkum simulačního nástroje J-Sim a implementují se třídy pro lokalizaci 
senzorových uzlů v síti, pracujících na principu triangulačních úloh. Existuje mnoho 
způsobů, pomocí kterých můžeme určit pozici uzlu. Některé z nich budou jednotlivě 
popsány, odsimulovány a dané výsledky přehledně reprezentovány. Z výsledků budeme 
schopni říci, které algoritmy jsou výkonnější, přesnější a jestli se hodí spíše do vnitřních 
nebo vnějších prostor.  
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1 Bezdrátová senzorová síť 
Senzorové sítě jsou technologickým rozmachem dnešní doby a začínají se rozšiřovat do 
všech odvětví. První senzorové uzly měly velikost přesahující i několik centimetrů, ale 
s nástupem nanotechnologie se zmenšují na rozměry milimetrů. Používají se nejčastěji 
k monitorování životního prostředí, bojového území v armádě, k průmyslovým 
účelům, jako je například zemědělství nebo sledování různých průmyslových strojů. 
Senzorová síť je navržena, jako standardní bezdrátová ad-hoc síť, kde každý senzorový 
uzel je vybaven multi-skokovým algoritmem. Lze tak pomocí senzorových uzlů poslat 
jeden paket, skrz celou senzorovou síť a tím je schopná spolehlivě přenášet data na 
velké vzdálenosti i při selhání několika uzlů. Pro získání fyzické adresy příjemce se 
využívá protokol ARP. Veškeré data shromážděna ze senzorového pole, jsou posílána do 
základnových stanic, kde se shromažďují a zpracovávají nebo pomocí internetu posílají 
k uživateli [1, 2]. 
 
 
Obr. 1.1: Bezdrátová senzorová síť. 
 
Rozmístění senzorové sítě se ve většině případů provádí následujícími způsoby [3]: 
 náhodné rozmístění – při potřebě pokrýt velké území, se senzorové uzly mohou 
vyhodit přímo z letadla nad místem, kde je potřeba snímat dané údaje. Jsou tak 
umístěny bez předchozího plánování jejich poloh. 
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 pevné rozmístění – jednotlivé senzorové uzly mají pevně dané své pozice a po 
dobu provozu/měření se nemění. 
 mřížkové rozmístění – senzorové uzly jsou rozmístěny do tvaru mřížky, kde 
vzdálenosti mezi uzly jsou většinou v celé síti stejné. 
 
1.1 Senzorový uzel 
Senzorový uzel je základním prvkem celé bezdrátové senzorové sítě, bez něj by nešla 
realizovat. Jde o nízkoenergetický přístroj, který je schopen na jeden akumulátor 
vykonávat svou činnost po velmi dlouhou dobu, řádově několik měsíců až let. 
Senzorový uzel se skládá z mnoha součástek, kde budou uvedeny jen ty nejdůležitější 
pro běh a plnění práce, pro kterou je uzel navržen [4].  
Jednotlivé součásti senzorového uzlu: 
 mikrokontrolér 
 bezdrátový modul 
 senzor 
 akumulátor 
 sekundární výstupní periferie 
Mikrokontrolér 
Je to zařízení, které obsahuje CPU, paměť a periferní zařízení. Zpracovává data ze 
senzoru, shromažďuje a připravuje k odeslání. Zároveň ovládá všechny součásti 
přístroje, pro správný běh senzorového uzlu. Mikroprocesor je programovatelný a tak 




Jedná se o přijímač a vysílač, pomocí kterého uzel komunikuje se svým okolím 
(sousedními uzly v dané síti). Frekvenční pásmo, které se používá pro komunikaci v 
bezdrátových senzorových sítích, leží na vyhraněných frekvencích mezi 433MHz až 
2,4GHz [5]. Dosah komunikace jednotlivých uzlů je mezi 10 – 100 metry. Nejčastěji se 
používají modulace QPSK (Quadrature Phase Shift Keying), BFSK (Binary Frequency 
Shift Keying) a GFSK (Gaussian Frequency Shift Keying). 
 




Pomocí něj lze monitorovat fyzikální jevy snímaného prostředí. Senzorový uzel může 
obsahovat nezměrné množství různých čidel od měření teploty, vlhkosti, až po snímání 
zrychlení, tahu a dalších. Senzory jsou děleny do tří skupin: pasivní všesměrové, pasivní 
směrové a aktivní senzory. 
 
Akumulátor 
Senzorovým uzlům pro svůj běh stačí málo energie, a proto ve většině případů obsahují 
jeden akumulátor s napětím okolo 1,2 V. Dále může uzel obsahovat fotovoltaické panely 
a pomocí slunečního záření se dobíjet. Mikroprocesor obstarává správu energie tak, aby 
nedocházelo k jejímu zbytečnému spotřebování [6]. Největší odběr energie má 
samozřejmě bezdrátový modul, který je potřeba pro komunikaci, proto senzorové uzly 
komunikují v intervalech nebo jen když musí. 
 
Sekundární výstupy 
Jsou zavedeny pro případ, kdy uzel není sám schopen komunikovat s okolím. Nejčastěji 
se jedná o USB port, pomocí kterého můžeme získat nashromážděná data nebo 
aktualizovat softwarovou výbavu senzoru. 
 
Obr. 1.2: Blokové schéma senzorového uzlu. 
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1.2 Komunikační protokol bezdrátové senzorové sítě 
Bezdrátové senzorové sítě využívají pro přenos standard IEEE 802.15.4. Jedná se o 
nízko rychlostní WPAN (Wireless Personal Area Network), který byl založen roku 2003. 
Na tomto standardu je vestavěna bezdrátová komunikační technologie, zvaná 
„ZigBee“ [7]. Její přednosti nejsou velikost a množství přenášených dat, ale velká výdrž 
akumulátoru vysílajícího uzlu. ZigBee je vysokoúrovňový komunikační protokol 
zahrnující síťovou a aplikační vrstvu. Pracuje v bezlicenčních pásmech 868MHz, 902-
928MHz a 2,4GHz, přenosová rychlost bývá 20, 40 nebo 250 kbit/s. Díky různorodosti 
aplikací, IEEE 802.15.4 definuje tři základní režimy přenosu [8]: 
 periodicky se opakující přenos (přenos nashromážděných dat z čidel). 
 nepravidelný přenos (na vyžádání uživatelem). 
 Alarm přenos (při překročení nastaveného limitu snímaných dat). 
Kvůli nutnosti implementovat standard do mikrokontrolerů, protokol nezabírá víc jak 
30kB programové paměti. ZigBee je složen ze tří základních vrstev (Obr. 1.3) [9]: 
 vrstvy standardu IEEE 802.15.4 – složené z fyzické a MAC vrstvy. 
 síťová vrstva (NWK) – realizuje připojení k síti, zabezpečení a směrování 
paketů. 
 aplikační vrstva (APL) – zajišťuje potřebné služby. 
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Obr. 1.3: Struktura protokolu ZigBee. 
 
Fyzická vrstva definuje několik základních rádiových pásem, aby mohl být standard 
využit v různých zemích. Dosah je přibližně několik desítek, metrů v závislosti na 
podmínkách šíření signálu. Pro přístup k fyzickému médiu je použita metoda CSMA/CA 
(Carrier Sense Multiple Access with Collision Avoidance). Samotná MAC vrstva 
definuje komunikační protokol, který je založen na přenosu datových rámců. Jsou 
definovány čtyři typy rámců používané pro přenos dat, řízení nebo správu sítě: 
 Data Frame – využívá se pro přenos užitečných dat. 
 Acknowledgement Frame – přenos potvrzovacích informací, na úrovni 
MAC vrstvy pro potvrzení komunikace. 
 Beacon Frame – používán základnovou stanicí k vysílání tzv. beacons 
(uvedení senzorových uzlů do spánkového režimu nebo k synchronizaci). 
 MAC Command Frame – rámec k nastavení a řízení senzorových uzlů 
v síti ZigBee. 
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Z důvodu minimalizace spotřeby energie senzorového uzlu, může základnová stanice 
pomocí synchronizace uspávat jednotlivé uzly. K jejich opětovnému probouzení dochází 
v předem stanovenou dobu, a poté se přenáší veškerá užitečná data. Interval 
synchronizačních sekvencí může být mezi 15ms - 15min. Synchronizace probíhá pomocí 
beacon rámce. Pokud síť nepoužívá beacon sekvence, jednotlivé uzly dotazují 
základnovou stanici. 
 Síťová vrstva zajišťuje připojení k síti, zabezpečení, směrování a synchronizaci. 
V případě základnové stanice se stará o start sítě a přidělování adres novým uzlům. Jako 
základní zabezpečení se používá AES (Advanced Encryption Standard). Další prací 
je zabezpečení odchozích rámců, dekódování a ověřování pravosti příchozích rámců. 
Síťová vrstva je zodpovědná za realizaci zabezpečení. 
 Aplikační vrstva se skládá z pomocné aplikační APS podvrstvy, ZigBee objektů 
(ZDO) a uživatelem definovaných aplikačních objektů. Pomocná aplikační podvrstva má 
na starost párování zařízení, podle poskytovaných služeb a požadavků. K tomuto účelu 
slouží párovací (binding) tabulky. ZigBee objekty definují roli jednotlivých zařízení 
v rámci sítě (základnová stanice, senzorový uzel, směrovač). Uživatelské aplikační 
objekty implementují konkrétní požadavky aplikace, podle definovaného ZigBee profilu. 
Technologie ZigBee postavená na standardu IEEE 802.15.4, definuje tři základní 
topologie sítě. Hvězdicová topologie, stromová topologie a síť typu mesh (Obr. 1.4). 
Pomocí topologie mesh, lze většinou sestrojit jakýkoliv typ sítě. WSN nejčastěji 
využívají mesh síť, z důvodu, že jsou bezdrátové a používají sdílené médium, takže 
každý uzel vidí na ostatní uzly v dosahu [10]. 
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Obr. 1.4: Podporované topologie protokolem ZigBee. 
 
ZigBee dělí zařízení na RFD (Reduced Functionality Device) a FFD (Full Functionality 
Device). Zařízení FFD zajišťují veškeré služby a implementují protokolové rámce, které 
ZigBee stanovuje. RFD implementují pouze nezbytné protokolové knihovny, aby 
maximálně omezily hardwarovou náročnost. RFD mohou pracovat pouze jako koncová 
zařízení, mohou komunikovat pouze s koordinátorem sítě a jsou omezeny na 
hvězdicovou topologii. Koordinátor sítě a směrovače jsou zařízení typu FFD. 
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2 Simulační prostředí J-Sim 
J-Sim (dříve označován JavaSim) je simulační prostředí, pro vývoj aplikací založených 
na komponentní softwarové architektuře ACA (Autonomous Component Architecture). 
Prostředí bylo vyvinuto v jazyce JAVA, což umožňuje spuštění nebo rozšíření na 
jakékoliv platformě. Rozhraní umožňuje integraci s různými skriptovacími jazyky, jako 
je Perl, Tcl nebo Python. Simulátor J-Sim je podobný simulačnímu prostředí NS-2, který 
také používá dvoujazyčné programovací prostředí, ale na rozdíl od něj, J-Sim má přímý 
přístup k Java třídám a metodám. V základní zkompilované podobě, simulátor obsahuje 
třídy (classes), které už přímo umožňují nastavení různých vlastností pro WSN [11]. 
 
 
Obr. 2.1: Simulační konzole programu J-Sim. 
 
Při vytváření sítě, je na výběr ze tří typů senzorů, se kterými můžeme pracovat. První 
z nich, je sensor node (senzorový uzel), který zpracovává měření nebo provádí akce na 
základě podnětů z landmarků.  Dalším uzlem je target node (koncový uzel), který 
zpracovává informace získané z prostředí a tyto data posílá senzorovým uzlům. 
Posledním je sink node (základnová stanice), díky němu máme možnost vyhodnotit 
výsledky, získané během simulování. Landmarky jsou klasické senzorové uzly, které ale 
navíc znají svoji pozici a mají implementováno více funkcí v aplikační vrstvě. Do sink 
uzlu je přeposílána veškerá komunikace, probíhající mezi aplikační a síťovou vrstvou 
senzorových uzlu. Můžeme tak zobrazit různé závislosti z výsledků simulace. Veškerá 
komunikace mezi uzly probíhá po příslušných kanálech. Senzorový uzel musí umět 
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komunikovat, jak se Sensor Channel (senzorový kanál), tak i s Wireless Channel 
(bezdrátový kanál), z toho důvodu jsou zavedeny stacky (sady, protokoly) díky kterým 
může senzorový uzel komunikovat jak s koncovým, sink tak i s dalšími senzorovými 
uzly. Při návrhu sítě se musí počítat se vším, proto je už v základní kompilaci zaveden i 
CPU model, Radio model nebo Battery model. 
 
 
Obr. 2.2: Typické WSN prostředí. 
 
2.1 Target Node (koncový uzel) 
Uzel je realizován jako generátor dat pro senzorový uzel, tím pádem jako první zahajuje 
komunikaci. Uzel může pouze vysílat, a proto lze říci, že nahrazuje čidlo senzorového 
uzlu. Generovaná data posílá pomocí sensor channel uzlům, v dosahu nastaveném 
pomocí vysílacího výkonu a patřičných metod. Při realizaci uzlu se musí implementovat 
následující třídy [12]: 
 Target Agent – definuje základní funkčnost uzlu. Periodicky generuje data 
a předává je nižším vrstvám, aby mohli být vyslány pomocí sensor channel. 
 Target Packet – stanovuje strukturu hlavičky paketu tak, aby mohl být poslán 
skrz sensor channel. 
 Sensor Mobility Model – uchovává pozici, rychlost a pohybový model každého 
uzlu. Podporuje dva rozdílné pohybové modely. Předem nadefinovaný uživatelem 
nebo náhodný, kdy se uzel pohybuje z jednoho bodu do druhého konstantní 
rychlostí zadanou uživatelem. 
 Sensor Phy – jedná se o fyzickou vrstvu uzlu. Přeposílá data generována vrstvou 
Target Agent do sensor channel. 
 Sensor Position Report Contract – obsahuje potřebné metody ke komunikaci 
mezi Sensor Phy a Sensor Mobility Model. 
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Obr. 2.3: Architektura Target node (čárkovaná čára definuje uzel). 
 
2.2 Sensor Channel 
Definuje médium, po kterém se posílají data mezi senzorovým a koncovým uzlem. Jedná 
se o bezdrátový přenos, proto musí být nadefinovány vlastnosti následujících tříd [13]: 
 Sensor Node Position Tracker -  shromažďuje informace o pozicích všech uzlů 
v síti. Tyto informace získá pomocí komponenty Sensor Mobility Model, kterou 
obsahuje každý uzel. Hlavní funkcí je určit, který uzel je v dosahu signálu 
vyslaného z koncového uzlu. 
 Sensor Channel – jedná se o přenosové médium, které spojuje všechny koncové 
a senzorové uzly. Jeho hlavní úkol je přijímat data z koncového uzlu a dotazovat 
se komponenty Sensor Node Position Tracker na seznam uzlů, které jsou 
v dosahu vysílacího uzlu. 
 Seismic Prop – hlavní funkcí je výpočet výkonu přijatého signálu, jako funkci 
vzdálenosti mezi vysílačem, přijímačem a útlumovým faktorem. Tento model je 
aplikován pouze na sensor channel, pro wireless channel je definován 
komplexnější model šíření signálu. Výkon přijatého signálu se vypočítá jako 
 𝑃𝑃𝑟𝑟 = 𝑃𝑃𝑡𝑡max(𝑑𝑑,𝑑𝑑0)𝑓𝑓𝑎𝑎  , (2.1)  
kde Pt je výkon vyslaného signálu, d je vzdálenost mezi uzly, d0 (minimální 
vzdálenost mezi uzly) a fa (útlumový faktor) jsou nastavitelné parametry 
v seismic propagation model. 
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2.3 Sensor Node (senzorový uzel) 
Jedná se o uzel, který přijímá data ze snímaného prostředí od koncových uzlů nebo 
jedná na základě příkazů vyslaných z landmarků. Implementuje následující třídy 
[12, 13]: 
 Sensor Protocol Stack – jedná se o sadu obsahující podobné typy tříd potřebné 
pro komunikaci pomocí sensor channel, jsou to: 
• Sensor Phy – přijímá data (ze sensor channel generovaná koncovým 
uzlem) obsahující paket a dále pozici koncového uzlu, vysílací výkon 
a identifikační číslo uzlu. Poté požádá sensor propagation model, aby 
vypočítal Pr (výkon přijatého signálu). Pokud je Pr pod úrovní přijímacího 
prahu (lze nastavit v SensorPhy), pak se paket zahodí a nezpracovává. 
Ostatní pakety jsou předány vyšším vrstvám v Sensor protokol stack. 
• Sensor Agent – přijímá data od nižších vrstev a počítá nebo získává data 
definované aplikační vrstvou, např. sílu a průběh signálu, SNR nebo 
pozici koncového uzlu. Poté se výsledek předá aplikační vrstvě. 
 
 Sensor Application and Transport Layers 
• Sensor App – přijímá data od Sensor Agent, vykoná nezbytné síťové 
operace a výsledná data přepošle do transportní vrstvy. Data poté projdou 
přes Wireless protocol stack a budou odeslány pomocí wireless channel do 
sink uzlu. Dále zajišťuje přiřazování výpočetního výkonu procesoru 
a správu energie z baterie. 
• Sensor Packet – stanovuje strukturu paketu tak, aby mohl být poslán 
pomocí wireless channel. Může se zde nastavit, jestli se bude jednat 
o unicast nebo multicast vysílání. 
• Wireless Agent – je součástí Wireless protocol stack a zavádí transportní 
vrstvu mezi sensor application a wireless protocol stack. 
 
 Wireless Protocol Stack 
• PktDispatcher – obstarává funkci IP vrstvy, přesněji posílá data vyšším 
vrstvám nebo nižším komponentám. 
• ARP – obsahuje tabulku, ve které je zaznamenány IP adresy a MAC 
adresy uzlů. ARP aktualizuje tabulku posíláním/přijímáním ARP 
požadavků se svými sousedy. 
• LL – obstarává funkci linkové vrstvy, přijímá unicastové IP pakety od 
PktDispatcher a dotazuje se ARP tabulky na MAC adresu dalšího skoku. 
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• Wireless Propagation Model – umožňuje nastavit šíření rádiového 
signálu ve wireless channel. Je možné zvolit ze tří modelů: 
 Free Space - rovný terén, přímá viditelnost. Signál se šíří 
jednou cestou.  
 Two-Ray Ground – k jednocestnému šíření zavádí také 
odrazivost signálu od země. 
 Irregular Terrain - je založen na elektromagnetické teorii, 
statistické analýze obou předchozích terénů a rádiového 
měření. Lze nastavit velké množství proměnných, které 
ovlivňují šíření rádiových vln v prostředí jiného typu, než 
u předchozích dvou modelů. Nelze definovat pro 2D 
prostor. 
• Wireless Phy – zastupuje funkci fyzické vrstvy bezdrátové síťové karty. 
Vysílá MAC rámce skrz wireless channel. Lze nastavit vysílací výkon ve 
wattech, když se nezadá ručně, vybere se z následujících hodnot podle 
vypočtené vzdálenosti mezi uzly: 
 0,85 mW pro vzdálenost do 40m. 
 7,21 mW pro vzdálenost do 100m 
 281 mW pro vzdálenost do 250m. 
 
 
Obr. 2.4: Architektura Sensor node (čárkovaná čára definuje uzel). 
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2.4 Sink Node (Základnová stanice) 
Tento uzel je v simulátorech známý jako bod, do kterého se přeposílají veškeré 
informace o simulaci, pro pozdější zobrazení výsledků. Může být sestaven připojením 
senzorové aplikační vrstvy, transportní vrstvy a bezdrátové protokolové sady [13]. 
 
 
Obr. 2.5: Architektura Sink node (čárkovaná čára definuje uzel). 
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3 Popis použitých Java tříd simulátoru J-Sim 
V této kapitole jsou popsány java třídy, které budou potřebné pro simulaci lokalizačních 
algoritmů. Bude se jednat o třídu WirelessPhy (Fyzická vrstva), která obstarává vysílání 
a přijímání dat. SensorLocApp obstarává funkci aplikační vrstvy uzlu a ProbePacket, 
kde je možno nastavit strukturu a obsah probe paketu. Aby bylo možné graficky zobrazit 
výsledné rozmístění uzlů podle souřadnic, musela být napsána nová třída LocPos, 
protože simulátor J-Sim neumožňoval tento druh zobrazení. Tady lze vidět výhodu 




Tato třída obstarává funkce fyzické vrstvy každého uzlu v síti. Definují se zde hodnoty 
bezdrátových karet, rychlosti přenosů a samotný model šíření signálu v bezdrátovém 
prostředí. Simulátor obsahoval pouze definici karet pro standard 802.11, který se 
obvykle ve WSN nepoužívá, proto musela být třída modifikována, aby svými hodnotami 
splňovala potřebný standard 802.15.4. 
 
static class SampleCard { 
static double freq       = 2400000000.0;   //2400 MHz 
static double bandwidth  = 250000.0;   //250 kb 
static double Pt         = 1.0e-3;    // for 100m in W 
static double Pt_consume = 0.660; 
static double Pr_consume = 0.395; 
static double P_idle     = 0.0; 
static double P_sleep    = 0.130; 
static double P_off      = 0.043; 
static double RXThresh   = 0.1 * (1/100.0) * (1/100.0) * (1/100.0) * 
(1/100.0);  //-80,0 dBm 
static double CSThresh   = 0.1 * (1/100.0) * (1/100.0) * (1/100.0) * 
(1/100.0) / 8.0; //-90,0 dBm 
static double CPThresh   = 10;       // (db) 
SampleCard() {}; 
Obr. 3.1: Přednastavené základní hodnoty bezdrátové karty ve WirelessPhy. 
 
Mezi ty nejdůležitější hodnoty patří vysílací frekvence freq, přenosová rychlost 
bandwidth, vysílací výkon Pt  a přijímací citlivost uzlu RxThresh. Všechny tyto 
 - 26 - 
 
proměnné, lze externě nastavit pomocí patřičných metod přímo z tcl skriptu 
viz Příloha (B). 
Dalším zásahem do kódu třídy, musela být přizpůsobivost proměnných P0, d0 na 
vysílacím výkonu. Jedná se o proměnné, potřebné pro lokalizační algoritmy. Výsledným 
řešením je, že při nastavení vysílacího výkonu, se matematicky vypočítají a přizpůsobí 
i hodnoty proměnných. Tyto hodnoty se získají z modifikované  rovnice (3.1) pro 
vzdálenost 10m. Ve spouštěcím tcl skriptu se výkon zadává v měrných decibelech, ale 
program pracuje pouze s watty, proto je zde ještě přepočet decibelů na watty, který tento 
problém elegantně řeší. Je tak možno zadat jakýkoliv vysílací výkon senzorového uzlu. 
 
public void setPt(double Pt_) 
{ 




Obr. 3.2: Metoda pro nastavení výkonu Pt. 
 
Ve fyzické vrstvě je definován i model šíření signálu v bezdrátovém prostředí, který ale 
bohužel nevyhovoval podmínkám. Jelikož byl uzpůsoben pro standard 802.11, proto 
musel být zaveden nový. V simulátoru je přenosový kanál řešen pouze jako třída, která 
předává definované proměnné z jedné fyzické vrstvy do druhé. Jmenovitě se jedná 
o pozici vysílacího uzlu, vysílací výkon a zesílení vysílací antény. Přijetím jakéhokoliv 
paketu, uzel získá tyto proměnné a dosadí je do modelu šíření, aby zjistil, jestli je ještě 
schopen přijmout paket. 
Byla volena nejjednodušší základní varianta modelu, která nebere v úvahu žádné 
překážky, odrazivost signálu ani difrakci. Pro přiblížení k reálnému šíření signálu, byla 
zavedena chybovost prostředí v podobě šumu, kterou je možno nastavit v předem 
stanovených krocích. Ve všech simulacích je nastaveno zesílení antén na hodnotu jedna. 
Pro výpočet byl použit vzorec 
 𝑃𝑃𝑟𝑟 = 𝑃𝑃𝑡𝑡 ∙ 𝐺𝐺𝑡𝑡 ∙ 𝐺𝐺𝑟𝑟 ∙ 𝜆𝜆2(4 ∙ 𝜋𝜋 ∙ 𝑑𝑑)2 ∙ 𝑛𝑛𝑛𝑛𝑛𝑛𝑛𝑛𝑛𝑛 , (3.1)  
 
kde Pt je vysílací výkon, Gt zesílení vysílací antény, Gr zesílení přijímací antény, 
λ vlnová délka, d vzdálenost mezi uzly a noise je koeficient šumu označen v kódu 
písmenem L. 
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d = Math.sqrt((Xs-Xc)*(Xs-Xc) + (Ys-Yc)*(Ys-Yc)); 
Loss = Math.pow(Lambda, 2)/(Math.pow((4*Math.PI*d), 2)*L); 
Pr = Pt_received * Gt_received * Gr * Loss; 
if ( Pr < RXThresh) { 
incorrect = true; 
return; 
Obr. 3.3: Model šíření signálu v bezdrátovém prostředí. 
 
Vzdálenost mezi uzly se počítá pomocí Euklidovské vzdálenosti dvou bodů v rovině. Po 
výpočtu velikosti přijatého signálu se ještě ověří, jestli vyhovuje minimální citlivosti 
přijímače, pokud ne, paket se zahodí a dále se nezpracovává. V opačném případě se 
posílá vyšší vrstvě (MAC layer) ke zpracování. Na dalším obrázku (3.4) je znázorněna 
metoda setError pro stanovení chybovosti. Lze ji nastavit v krocích 1, 2, 5, 10, 20%. 
Samozřejmě je k dispozici i nulová chybovost pro simulaci v ideálním bezdrátovém 
prostředí. 
 
public void setError(int p_){ 
        if(p_ == 0){ 
            L = 1.0;            } 
        else if (p_ == 1){ 
            L = 1.01773;        } 
        else if (p_ == 2){ 
            L = 1.03818;        } 
        else if (p_ == 5){ 
            L = 1.10002;        } 
        else if (p_ == 10){ 
            L = 1.20794;        } 
        else if (p_ == 20){ 
            L = 1.43723;        }} 
Obr. 3.4: Metoda pro stanovení chybovosti prostředí. 
 
Proměnná p_ udává procenta chybovosti zadané v tcl skriptu a podle toho se pak mění 
koeficient L, který ovlivňuje bezdrátový model šíření. Hodnota proměnné L se 
matematicky vypočítá z naměřených hodnot v ideálním prostředí upravením 
rovnice (3.1) do následujícího tvaru 
 𝐿𝐿 = 𝑃𝑃𝑡𝑡 ∙ 𝜆𝜆2(4 ∙ 𝜋𝜋 ∙ 𝑑𝑑)2 ∙ 𝑃𝑃𝑟𝑟  , (3.2)  
kde Pt vysílací výkon, Pr změřená velikost přijatého signálu a d je vzdálenost mezi uzly.  
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3.2 ProbePacket 
Tato třída definuje obsah dat v paketu, které landmarky posílají ostatním uzlům. 
V simulacích s lokalizačními algoritmy se bude používat pouze tento typ paketu. 
Základními proměnnými jsou: 
 senderID – jedinečné identifikační číslo uzlu v celé síti. 
 senderPos – pole souřadnic vysílajícího landmarku. 
 hopCount – počítadlo skoků od landmarku k přijímacímu uzlu. 
 hopDistance – průměrná vzdálenost jednoho skoku vysílajícího landmarku. 
 pktSequence – sekvenční číslo paketu. 
 vzdalenost -   vzdálenost mezi landmarkem a uzlem získaná z hodnoty RSSI 
(Receive Signal Strength Indicator). 
Třída obsahuje pouze jednu metodu, která přičítá jedničku k počítadlu skoků (Obr. 3.5). 
Jedná se o modifikaci známé techniky TTL. Tato metoda se volá z aplikační vrstvy uzlu 
pokaždé, když je přijat paket daným uzlem a má se přeposílat dále. 
 
public int incHopCount(){ 
this.hopCount += 1; 
return this.hopCount; 
} 
Obr. 3.5: Metoda počítadla skoků. 
 
3.3 SensorLocApp 
Jedná se o nástavbu aplikační vrstvy SensorApp, která je speciálně zaměřena na 
lokalizační algoritmy. Většina výpočtů a zobrazování výsledků se provádí odtud 
a kromě pár proměnných, jsou veškeré údaje pro každý uzel jedinečné. Třída dědí 
veškeré proměnné a metody z rodičovské třídy SensorApp, která obstarává nezbytnou 
komunikaci s nižšími vrstvami. Kromě základních proměnných definovaných 
v rodičovské třídě, jako jsou ID uzlu, obsluha radia, baterie a procesoru definuje třída i 
vlastní proměnné: 
 isAnchor – udává, jestli je uzel landmark (zná svoji pozici) nebo obyčejný uzel. 
 probeInterval – stanovuje interval posílání probe paketů. 
 anchorList – seznam landmarků obsažený pro algoritmus DV-Hop. 
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 anchorSeznam – zjednodušená verze jinak stejný jako anchorList, akorát ho 
používají ostatní lokalizační algoritmy, kromě DV-Hop. 
 hopDistance – průměrná vzdálenost každého skoku mezi uzlem a landmarkem. 
 myPos – pole se souřadnicemi zadané uživatelem se mění, pokud je uzel mobilní. 
 pr – změřený přijatý výkon uzlem. 
 estPos – odhadnutá pozice lokalizačním algoritmem. 
Dále je definováno několik metod pro manipulaci s daty, v aplikační vrstvě. První 
a nejdůležitější je metoda, která naslouchá na příchozím portu a očekává přijetí sensor 
paketu. Po přijetí takového paketu, metoda nejprve získá z hlavičky velikost přijatého 
signálu a poté z datové části extrahuje probe paket (ten je definován třídou 
ProbePacket). Od této chvíle má třída přístup k proměnným, uložených v probe paketu 
přes objekt pkt.  
 
protected synchronized boolean onProcessingWirelessPort(SensorPacket 
sensorPacket){ 
SensorPacket spkt = (SensorPacket) sensorPacket; 
pr = spkt.getPr(); 
if (sensorPacket.getBody()instanceof ProbePacket){ 
ProbePacket pkt = (ProbePacket) sensorPacket.getBody(); 
Obr. 3.6: Získání probe paketu z datové části senzorového paketu. 
 
Jako další se ověřuje, jestli je uzel jeden skok od landmarku a není náhodou sám 
tvůrcem tohoto paketu. Pokud jsou splněny obě tyto podmínky, následuje výpočet 
vzdálenosti od landmarku, na základě přijatého výkonu pomocí rovnice (4.2). A takto 
získaná vzdálenost se uloží do probe paketu, kde později budeme moci podle ID 
landmarku v paketu říci, jaká je vzdálenost od daného uzlu k tomuto landmarku.  
 
if(pkt.hopCount == 1 && pkt.senderID != nid){ 
pkt.setvzdalenost(d0*Math.pow((pr/p0),-0.5)); 
} 
Obr. 3.7: Výpočet vzdálenosti na základě přijatého výkonu.  
 
Následuje vypsání informací do konzole, které informují o přijetí paketu v daném čase 
a vypočtené vzdálenosti od daného landmarku. Tyto informace jsou pak ještě ukládány 
do souboru pomocí metody soubor pro pozdější analýzu. Poté se zavolá metoda, která 
aktualizuje seznam landmarků v dosahu daného uzlu a předá se ji přijatý probe paket. 
 - 30 - 
 
A pokud je navíc využíván pro vyhledání pozic algoritmus DV-Hop, přičte se 
k počítadlu skoků jednička a paket se přepošle všesměrově ostatním uzlům. 
 
System.out.println(„NODE“+nid+“ („+estPos[0]+“, „+estPos[1]+“) 
RECEIVE packet at time: „+getTime()+“, „+ pkt.toString()); 
soubor(„NODE“+nid+“ („+estPos[0]+“, „+estPos[1]+“) RECEIVE packet at 
time: „+getTime()+“, „+ pkt.toString()); 
boolean sort = this.updateAnchorSeznam(pkt); 
boolean forwardPacket = this.updateAnchorList(pkt); 
if ((forwardPacket) && (algoritmus == 0)){ 
p.incHopCount(); 
this.sendProbePacket(p); 
Obr. 3.8: Vypsaní informací do konzole a všesměrové přeposílání paketů. 
 
Dalším ověřením je, jestli je uzel landmark. Pokud ano, vypočítá se průměrná 
vzdálenost na jeden skok (Obr. 5.4) potřebná pro algoritmus DV-Hop. Jestli uzel 
neprojde podmínkou, znamená to, že se jedná o neznámý uzel. Použije se vybraný 
lokalizační algoritmus podle zadané hodnoty v tcl skriptu. Defaultní algoritmus je 
nastaven na DV-Hop, tedy proměnná algoritmus je rovna nule. 
 
If (this.isAnchor){ 




case 0: {this.estimateDV_Hop();  break;} 
case 1: {this.estimateTrilateration(); break;} 
case 2: {this.estimateMultilateration(); break;} 





Obr. 3.9: Volání různých algoritmů na základně proměnné algoritmus. 
 
Metoda pro aktualizaci seznamu landmarků, ukládá probe pakety od jednotlivých 
landmarků, které jsou symbolickými odkazy na tyto landmarky. Hlavní činností je přidat 
probe paket landmarku do seznamu pokud tam není, ale jestli je v seznamu již obsažen, 
vymazat ho a uložit místo něj nově přijatý. 
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Protected synchronized boolean updateAnchorSeznam(ProbePacket pkt){ 
ProbePacket arrived; 
if (this.nid == pkt.senderID){ return false; } 
while (itr.hasNext()){ 
ProbePacket current = (ProbePacket) itr.next(); 







Obr. 3.10: Metoda pro aktualizaci seznamu landmarků. 
 
Jedna s posledních metod je vytvoření a poslání probe paketu. Data pro probe paket se 
získávají z třídy, která volá tuto metodu. Z toho vyplývá, že uzel musí být landmark 
a znát tak svoji pozici. Po odeslání se vypíše do konzole a souboru informační zpráva 
o provedené události. Před završením se ještě zvýší sekvenční číslo, aby nedocházelo 
k záměně paketů. 
 
Protected synchronized void sendpacket(){ 
ProbePacket pkt = new ProbePacket(this); 
this.sendProbePacket(pkt); 
System.out.println(„\nSENDS ANCHOR „+nid+“, at time „+getTime()+“, „ 
+ pkt.toString()); 




Obr. 3.11: Metoda pro posílání probe paketu. 
 
Často používanou metodou v algoritmech je Euklidovská vzdálenost mezi dvěma body 
v rovině. Jedná se prakticky o vzdálenost mezi body, pokud známe jejich pozice 
v kartézských souřadnicích, která se vypočítá podle vzorce 
 𝑣𝑣𝑣𝑣𝑑𝑑á𝑙𝑙𝑛𝑛𝑛𝑛𝑛𝑛𝑛𝑛𝑡𝑡 = �(𝑥𝑥1 − 𝑥𝑥2)2 + (𝑦𝑦1 − 𝑦𝑦2)2 , (3.3)  
kde x1, y1 jsou pozice jednoho bodu a  x2, y2 pozice druhého bodu. 
Jeho implementace v třídě je znázorněna na obrázku (3.12), jedná se jen o algoritmus, 
který odečítá postupně stejné souřadnice každého bodu od sebe. 
 - 32 - 
 
public static double EuclideanDist(double x[], double y[]) { 
double sum = 0; 
int size = Math.min(x.length, y.length); 
for (int i = 0; i < 2; i++) { 




Obr. 3.12: Metoda pro výpočet vzdálenosti v kartézských souřadnicích. 
 
3.4 LocPos 
Tato třída se stará o grafické zobrazení uzlů na daných pozicích. Využívá k tomu balíček 
JMathTool, dostupný na adrese http://jmathtools.berlios.de/, který je navržen pro 
zobrazení různých druhů grafů (bodový, přímkový, sloupcový apod.). Volba této 
varianty je z toho důvodu, že práce s daty pro zobrazení je jednodušší a realizace 
rychlejší, než psaní vlastního kódu pracujícího například s plátnem (canvas). Navíc má 
balíček již implementován panel nástrojů pro přiblížení, posouvání grafů a také export 
výsledného grafu do souboru. Pro zobrazení se využívá bodový graf, kde každá datová 
sada (senzorové uzly, landmarky, sink uzly) má jinou barvu. Třída obsahuje proměnné 
obsahující souřadnice uzlů, které jsou uloženy ve dvourozměrném poli.  
 
private static double [][] estPos; 
private static double [][] nodepos; 
private static double [][] anchorpos; 
private static double [][] sink; 
private static double [][][] buffer; 
Obr. 3.13: Pole pro uchování souřadnic uzlů. 
 
Jedná se o statické proměnné, což znamená, že všechny objekty tvořeny touto třídou, 
mají tyto proměnné společné. Je to způsob, jak zajistit padesáti aplikačním vrstvám 
přístup k poli, ve kterém jsou umístěny souřadnice všech uzlů. Kdyby se nepoužila 
definice statická, tak by každá aplikační vrstva měla svoje seznamy, ve kterých by byly 
jen souřadnice daného uzlu, protože ostatní uzly by neměly přístup k tomuto objektu 
s poli. Jednalo by se o klasické objekty s vlastnostmi dané třídy. Nejdůležitějšími 
metodami v třídě jsou aktualizace polí souřadnicemi jednotlivých uzlů. Na následujícím 
obrázku je uvedena pouze aktualizace odhadnutých pozic. Zbylé dvě metody pracují 
podobně, akorát nevyužívají proměnnou buffer. 
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public static void updateEst(int nid_, double x_, double y_){ 
estPos[0][nid_] = x_; 
estPos[1][nid_] = y_; 
buffer[nid_][0][0] = nodepos[0][nid_]; 
buffer[nid_][0][1] = nodepos[1][nid_]; 
buffer[nid_][1][0] = estPos[0][nid_]; 
buffer[nid_][1][1] = estPos[1][nid_]; 
vykresli(); 
Obr. 3.14: Metody pro aktualizaci seznamů se souřadnicemi. 
 
Celkem jsou tři typy polí, kde první nodepos obsahuje reálné pozice všech uzlů, druhé 
pole anchorpos pak pozice landmarků, které mají jak skutečné, tak odhadnuté 
souřadnice stejné a poslední estPos obsahuje odhadnuté pozice všech uzlů. Proměnná 
buffer vytváří spojnici mezi reálnou a odhadnutou pozicí jednotlivých uzlů. Lze vidět, že 
se po aktualizaci ještě zavolá metoda vykresli a vykresli1. Jejich implementace jsou 
uvedeny na obrázcích (3.15 a 3.16). 
 
Public static void vykresli (){ 
plot.removeAllPlots(); 
for(int i = 0; i < počet; i++){ 
plot.addLinePlot(null, Color.lightGray, buffer[i][0], buffer[i][1]); 
} 
plot.addScatterPlot(„Node“, Color.blue, nodepos); 
plot.addScatterPlot(„Est node“, Color.gray, estPos); 
plot.addScatterPlot(„Anchor“, Color.green, anchorpos); 
plot.addScatterPlot(„Sink“, Color.red, sink); 
Obr. 3.15: Metoda pro vykreslení uzlů do okna. 
 
Metoda vykresluje každý typ uzlu jinou barvou: 
• Šedá – odhadnuté pozice uzlů 
• Modrá – reálná pozice uzlů 
• Zelená – pozice landmarků. 
• Červená – pozice sink uzlu 
První se vykreslí čáry mezi pozicemi již odhadnutých uzlů, dále pak modře jejich 
skutečné pozice, šedě odhadnuté pozice a nakonec zeleně landmarky. Všechny tyto 
pozice se vykreslují do jednoho samostatného okna. Metoda vykresli1 pouze zobrazuje 
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skutečné pozice uzlů a landmarků v druhém samostatném okně, jinak je shodná 
s metodou vykresli (Obr. 3.15). 
 
public static void vykresli1(){ 
plot1.removeAllPlots(); 
plot1.addScatterPlot("Node", Color.blue, nodepos); 
plot1.addScatterPlot("Anchor", Color.green, anchorpos); 
plot1.addScatterPlot("Sink", Color.red, sink); 
} 
Obr. 3.16: Metoda pro vykreslení rozvržení sítě. 
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4 Návrh simulace pro stanovení Pr(d0) v simulátoru J-Sim 
Cílem je navrhnout simulaci se dvěma uzly a výsledky zobrazit v závislosti přijatého 
výkonu na vzdálenosti mezi uzly. Simulace bude sloužit pro stanovení přijatého výkonu 
Pr v referenční vzdálenosti d0, který je potřebný pro výpočty poloh v lokalizačních 
algoritmech. V simulaci je definován jeden statický a jeden pohyblivý senzorový uzel. 
Uzly budou umístěny do 2D plochy o velikosti 150x100 metrů (Obr. 4.1). Vlastnosti 
uzlů v simulaci: 
 
Statický uzel: 
 Pozice – x=10, y=50. 
 Rychlost – 0 m/s. 
 Radius – závisí na vysílaném výkonu (Tab. 4.1).  
 Výkon vysílače – 0dBm. 
Pohyblivý uzel: 
 Pozice počáteční – x=10, y=50. 
 Pozice konečná – x=200, y=50. 
 Rychlost – 1,0 m/s. 
 Rx Threshold – -80 dBm, minimální citlivost přijímače. 
 
Tab. 4.1: Dosahy signálů závislé na patřičném vysílacím výkonu s nulovou chybovostí 
prostředí. 
Výkon [dBm] Výkon [W] Radius [m] 
1,8 1,51·10-3 120 - 125 
1,3 1,34·10-3 112 - 118 
0 1,0·10-3 95 - 100 
-5 0,316·10-3 50 - 52 
-7 199,52·10-6 42 - 48 
-9 125,89·10-6 30 - 33 
-12 63,09·10-6 22 - 25 
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Obr. 4.1: Grafické znázornění simulace. 
 
Celkový čas simulace je nastaven na 150s, delší simulace není potřebná, jelikož uzel za 
tento čas, překročí dosah signálu při maximálním vysílacím výkonu. Výsledkem je 
křivka, která se vzdáleností klesá až do doby, kdy citlivost přijímače nebude dostatečná 
pro přijetí vysílaného signálu. 
 
 
Obr. 4.2: Změřený přijatý výkon uzlem pro vysílací výkon Pt = 0dBm. 
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Obr. 4.3: Změřený přijatý výkon uzlem pro vysílací výkon Pt = -12dBm. 
 
Pro stanovení hodnoty přijatého signálu se použil vzorec (3.1), díky kterému můžeme 
vypočítat přijatý výkon v 10m na základě vysílacího výkonu. Získáním hodnot 
d0 a Pr(d0) jsme schopni pomocí rovnice (4.2) vypočítat vzdálenost uzlu od vysílajícího 
uzlu na základě přijatého signálu. 
 
Tab. 4.2: Tabulka přijatého referenčního výkonů ve vzdálenosti d0 pro nejčastější 
vysílací výkony. 
Vysílací výkon Pt 
[dB] 
Vzdálenost [m] Pr [dBm] Pr [W] 
1,8 10 -58,25 1,495·10-9 
1,3 10 -58,75 1,332·10-9 
0 10 -60,05 988,096·10-12 
-5 10 -65,05 312,46·10-12 
-7 10 -67,05 197,15·10-12 
-9 10 -69,05 124,39·10-12 
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Vzorec pro výpočet přijatého signálu pomocí změřeného signálu v referenční 
vzdálenosti d0 je 
 Pr(𝑑𝑑) = Pr(𝑑𝑑0) − 10 × 𝑛𝑛 × log� 𝑑𝑑𝑑𝑑0� , (4.1)  
z rovnice (4.1) pak upravením získáme rovnici (4.2) pro výpočet vzdálenosti mezi uzly 
závislé na velikosti přijatého signálu 
 
𝑑𝑑𝑛𝑛𝑖𝑖 = 𝑑𝑑0 × � 𝑃𝑃𝑛𝑛𝑖𝑖𝑃𝑃0(𝑑𝑑0)�−1𝜂𝜂 , (4.2)  
kde Pij je velikost přijatého signálu mezi uzly i a j, P0(d0) změřená (vypočtená) hodnota 
ve vzdálenosti d0, η je ztráta v prostředí v našem případě η=2.  
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5 Lokalizace senzorových uzlů ve WSN 
V senzorových sítích obrovských rozměrů s několika stovkami uzlů, které jsou navíc 
rozmístěny náhodně, je někdy zapotřebí zjistit polohu jednotlivých uzlů. Dalším 
důvodem lokalizace uzlů jsou objevující se mobilní senzorové uzly, které je potřeba 
sledovat v senzorové síti. Lokalizační algoritmy jsou řešením problému, jak zjistit 
geografickou polohu každého uzlu v síti. Je nutné brát v úvahu hodně parametrů 
a požadavků, a tím se stává celá věc velice komplexní. Základní princip spočívá v tom, 
že uzel neznající svou polohu, ji chce zjistit na základě získání informací o pozicích 
několika sousedních uzlů s určenými souřadnicemi, od kterých měřením získá 
vzdálenost, díky které dosazením do vhodného algoritmu určí svoji polohu. Uzly znající 
svoji pozici, se nazývají landmarky. Poloha těchto uzlů se zjistí například pomocí GPS 
modulu (Global Positioning System), kterým jsou opatřeny. V dnešní době existuje 
mnoho lokalizačních metod použitých ve WSN, některé z nich potřebují znát vzdálenost 
od landmarků, jiné zas počet skoků k nalezení neznámého uzlu. Podle těchto a jiných 
měřítek, jsou lokalizační algoritmy děleny do následujících skupin: 
 Range-free (bez změřeného dosahu) - nevyžadují žádný speciální hardware, 
algoritmy vyžadují po uzlu znát, jen které sousední uzly jsou v dosahu a jejich 
lokalizační schopnosti. 
 Range-based (založeno na změřeném dosahu) - využívají speciální hardware 
ke zjištění polohy uzlů. Často se využívá triangulace nebo trilaterace. 
 
5.1 Metody pro stanovení výkonnosti algoritmů 
Pro zjištění, který z algoritmů je efektivnější než ostatní použitý v různých situacích, se 
často využívá výpočtu celkové chybovosti, v odhadnutí pozic daného algoritmu. Jedná 
se většinou o poměr celkové průměrné chyby pozice ke všem uzlům. Existuje nemálo 
způsobů, jak vyjádřit celkovou efektivnost algoritmu, ale budou zde uvedeny jen dvě 
varianty, které byly brány v úvahu: 
 Metrika GER (Global Energy Ratio) 
 Average position error (Průměrná chyba pozice) 
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5.1.1 Metrika GER 
Tato metrika [14, 15] je schopna zachytit chybovost algoritmu, včetně konečné 
optimalizace odhadnutých pozic. Pracuje s energií, která je vyjádřena jako potřebná 
energie k úpravě vlastní pozice uzlu, na základě pozic sousedních uzlů. Energie potřebná 
pro upravení pozice, je vzdálenost mezi dvěma uzly vyjádřena jako ℮ij, která se 
normalizuje a poté vypočítá jako 
 ℮� 𝑛𝑛𝑖𝑖 = ?̂?𝑑𝑛𝑛𝑖𝑖 − 𝑑𝑑𝑛𝑛𝑖𝑖𝑑𝑑𝑛𝑛𝑖𝑖  , (5.1)  
kde dij je skutečná vzdálenost mezi uzly a ?̂?𝑑ij  odhadnutá vzdálenost mezi uzly. 
Takto normalizovaná energie každého uzlu, se pak použije ve vzorci pro chybu GER 
 
𝐺𝐺𝐺𝐺𝐺𝐺 = �∑ ℮� 𝑛𝑛𝑖𝑖 2𝑛𝑛 ,𝑖𝑖𝑛𝑛<𝑖𝑖
𝑁𝑁 ∙ (𝑁𝑁 − 1)2  , (5.2)  
v rovnici proměnná N vyjadřuje celkový počet uzlů. 
Metrika GER je ve výsledku velmi objektivní, ale má i své velké nedostatky. Mezi ty 
nejznámější patří: 
 Zrcadlení 
 Kumulace chyby 
 Pokles chyby se zvyšujícím se počtem uzlů. 
 
Zrcadlení 
Pokud nastane případ rozvržení sítě jako na obrázku (5.1) a dojde k zrcadlení, výsledná 
chyba algoritmu pomocí GER bude velmi nepřesná. Jelikož GER počítá s energií, která 
se získává za pomocí sousedních uzlů, tak nemá metrika šanci poznat, že se uzel nachází 
jinde, než ve skutečnosti je. Jelikož je zrcadlena celá síť, tím pádem při výpočtu energie 
vůči sousedním uzlům, které jsou taky zrcadleny, bude chybovost ve výsledku podobná 
ne-li stejná, jako by k zrcadlení vůbec nedošlo. Ve skutečnosti chyba může přesahovat 
i 100%. Toto je jeden z hlavních problémů, který metrika GER není schopna zachytit. 
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Obr. 5.1: Zrcadlení sítě. 
 
Kumulace chyby 
Dalším z problémů metriky GER, je zvyšování chyby pozice na základě chybné pozice 
sousedních uzlů. Jednoduše řečeno, sousední uzly optimalizovaly svou polohu s nějakou 
chybou a uzel, který využije tyto sousední uzly pro optimalizaci své polohy, pracuje už 
s určitou chybovostí sousedních uzlů, ke kterým přičítá svou vlastní chybu pozice. 
Z toho vyplývá, že každý další uzel, který optimalizuje svou polohu, bude mít čím dál 
tím větší chybu pozice. 
 
Pokles chyby 
Posledním problémem je pokles chyby se zvyšujícím se počtem uzlů. Jak vyplývá 
z rovnice (5.2), chyba se dělí větším počtem uzlů, než je použit v simulaci. Proto pří 
zvyšujícím se počtu uzlů (10, 100, 1000) bude chyba s daným řádem logaritmicky klesat 
(100, 10, 1). 
 
Hlavně z těchto tří důvodu, nebude metrika GER použita pro stanovení přesnosti 
lokalizačních algoritmů, simulované v této práci. Namísto toho bude použita vhodnější 
a jednodušší varianta, zvaná Average position error. 
 
5.1.2 Average position error 
Tato metrika [16] je jednodušší a tím pádem méně objektivní, než výše uvedená metrika 
GER, ale za to se vypořádá se zrcadlením, velkým počtem uzlů a samotnou chybou. Ta 
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se vždy počítá k dané pozici samotného uzlu a ne vůči sousedním uzlům. Jejím 
základním parametrem je chyba pozice uzlu, která se vypočítá z následující rovnice 
 𝜀𝜀𝑝𝑝 = 𝑝𝑝𝑛𝑛 − ?̂?𝑝𝑛𝑛𝐺𝐺  ∙ 100 , (5.3)  
kde pi je reálná pozice uzlu, ?̂?𝑝i odhadnutá pozice uzlu a R je rádiový dosah. 
Po zjištění chyby pozic všech uzlů, se použije následující rovnice pro výpočet celkové 
průměrné chyby odhadu pozice 
 
𝐴𝐴𝜀𝜀𝑝𝑝 = ∑𝜀𝜀𝑝𝑝𝑁𝑁  , (5.4)  
kde ɛp je chyba pozice uzlu a N je počet všech uzlů v simulaci. 
Chyba pozice vyjadřuje vzdálenost mezi reálnou pozicí uzlu a odhadnutou pozicí. 
V případě, kdy je vzdálenost mezi uzly 2,5m a rádiový dosah uzlu 50m, bude chyba 
pozice ɛp rovna 5%. Pokud by došlo k zrcadlení sítě, tak to výslednou chybu pozice 
neovlivní, protože se chyba vztahuje k reálné pozici daného uzlu, jak lze vidět 
na obrázku (5.2). 
 
 
Obr. 5.2: Metrika Average position error. 
 
5.2 Range-free schémata 
V bezdrátových senzorových sítích je výběr správného schématu těžká volba. 
Hardwarové náklady, energetické nároky, malý dosah a navíc levné, spolehlivé 
a upravitelné zařízení využívající range-based řešení, je prakticky nemožné. Jejich 
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vysoká přesnost je velké plus, nicméně nedostatečné k celkové ceně. K překonání range-
based schémat, bylo navrženo hodně range-free variant. Tato řešení odhadují polohu 
senzorového uzlu, na základě rádiového spojení mezi sousedními uzly nebo pomocí 
schopností snímání každého uzlu. Mezi nejznámější range-free algoritmy bezpochyby 
patří: 
 DV-HOP (Distance Vector - HOP) 
 DV-HOP2 
 DV-Distance 
 APS (Ad-Hoc Positioning System) 





5.2.1 DV-Hop (Distance Vector - Hop) 
Jeden z nejznámějších range-free lokalizačních algoritmů, využívajících landmarky se 
známými pozicemi je DV-Hop. Algoritmus používá mechanizmus, který je podobný 
klasickému DV směrování. Pracuje na principu, že landmarky vyšlou všesměrový probe 
paket do senzorové sítě, s počtem skoků nastavený na jedna. Každý uzel naslouchá 
a přijímá signál od landmarků v dosahu, po přijetí paketu uzel, zvýší počítadlo skoků 
o jedno, uloží si paket z landmarku do seznamu a přepošle paket všesměrově do WSN. 
Tímto způsobem si je uzel schopný zjistit počet skoků ke všem landmarkům v síti. 
Každý uzel má svoji tabulku, ve které uchovává tyto informace a po každém přijetí 
nového paketu ji aktualizuje, aby si zaručil co nejmenší počet skoků ke všem 
landmarkům v síti. Tuto tabulku mají i samotné landmarky, které jsou poté schopny 
odhadnout průměrnou vzdálenost na jeden skok díky tomu, že znají svoji přesnou pozici 
a počet skoků mezi sebou. Po tomto výpočtu se opět vysílá všesměrový paket, ve kterém 
jsou navíc obsaženy i informace o průměrné vzdálenosti na jeden skok, neboli 
tzv. HopSize. Po přijetí takového paketu, je každý uzel poté schopen odhadnout svoji 
vlastní vzdálenost od landmarku, na základě znalosti počtu skoků k landmarku 
a průměrné velikosti jednoho skoku k danému landmarku[17]. 
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Obr. 5.3: a) počet skoků od kotevního uzlu A, b) ukázka struktury sítě s HopSize. 
 
Průměrná vzdálenost na jeden skok mezi landmarky, se vypočítá použitím následujícího 
vzorce 
 𝐻𝐻𝑛𝑛𝑝𝑝𝐻𝐻𝑛𝑛𝑣𝑣𝑛𝑛𝑛𝑛 = ∑�(𝑥𝑥𝑛𝑛 − 𝑥𝑥𝑖𝑖 )2 + (𝑦𝑦𝑛𝑛 − 𝑦𝑦𝑖𝑖 )2∑ℎ𝑖𝑖  , (5.5)  
kde polohu prvního landmarku v síti udávají hodnoty (𝑥𝑥i , 𝑦𝑦i), druhou pak (𝑥𝑥j ,𝑦𝑦j) a hj je 
počet skoků od landmarku i k landmarku j.  
Každý uzel s neznámou pozicí, si zjistí vzdálenost k landmarku pomocí rovnice 
 𝑣𝑣𝑣𝑣𝑑𝑑á𝑙𝑙𝑛𝑛𝑛𝑛𝑛𝑛𝑛𝑛𝑡𝑡 = 𝑝𝑝𝑛𝑛č𝑛𝑛𝑡𝑡𝑛𝑛𝑒𝑒𝑛𝑛𝑒𝑒ů ∙ 𝐻𝐻𝑛𝑛𝑝𝑝𝐻𝐻𝑛𝑛𝑣𝑣𝑛𝑛 . (5.6)  
Uzel neznající svou polohu, po zjištění vzdálenosti pomocí rovnice (5.6) k jednotlivým 
landmarkům je schopen, zjistit trilaterací svoji přibližnou pozici, pokud má záznam 
minimálně od tří landmarků [18]. Trilaterace se vypočítá pomocí rovnic (5.10 – 5.13). 
Na obrázku (5.4) je ukázka metody, pro výpočet hodnoty HopSize. Využívá se probe 
paketů uložených v anchorListu, díky kterým lze vypočítat sumu Euklidovských 
vzdáleností a počet skoků mezi landmarky. Tato metoda je přístupná pouze landmarkům 
a její návratová hodnota je průměrná vzdálenost na jeden skok, jak lze vyčíst 
z rovnice (5.5). Pro výpočet Euklidovské vzdálenosti se používá metoda, která je 
zobrazena na obrázku (3.12). 
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protected synchronized double computeHopDistance() { 
double di = 0., hi = 0.; 
Iterator itr = this.anchorList.iterator(); 
while (itr.hasNext()) { 
ProbePacket anchor = (ProbePacket) itr.next(); 
hi += anchor.hopCount; 
di += SensorLocApp.EuclideanDist(this.myPos, anchor.senderPos); 
} 
return (hi == 0) ? -1 : (di / hi); 
Obr. 5.4: Metoda pro výpočet hodnoty HopSize. 
 
V třídě SensorLocApp je definována metoda, která se používá pro algoritmus DV-Hop. 
Na obrázku (5.5) je zobrazena podmínka pro ověření, jestli uzel má minimálně tři 
záznamy v anchorListu a navíc, jestli samotné landmarky už poslaly pakety se svými 
průměrnými vzdálenostmi na jeden skok, vypočtené podle rovnice (5.5). Po úspěšném 
proběhnutí tohoto testu, bude proměnná overeni mít hodnotu větší nebo rovna jak tři. 
Pokud by nastala situace, že z testu vyjde hodnota menší jak tři, tak se metoda přeruší 
a ve výpočtu pozice se nepokračuje z důvodu nedostatku dat pro rovnice trilaterace. 
 
protected synchronized void estimateDV_Hop() { 
int overeni = 0; 
if (this.anchorSeznam.size() >= 3) { 
Iterator itr = this.anchorSeznam.iterator(); 
overeni = 0; 
while (itr.hasNext()) { 
ProbePacket anchor = (ProbePacket) itr.next(); 
if (anchor.hopDistance != -1) { 
overeni++; 
Obr. 5.5: Ověření počtu landmarků a jejich vzdáleností. 
 
Dále je podmínka, která testuje výše zmíněnou proměnnou overeni, jestli je vše pořádku 
vytvoří se matice, do které se uloží pozice landmarků a vzdálenosti k nim. Vzdálenost se 
vypočítá pomocí rovnice (5.6) na základě počtu skoků a průměrné vzdálenosti na skok 
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if (overeni >= 3) { 
int pocet = anchorList.size(); 
Matrix matpozice = new Matrix(pocet, 3); 
int n = 0; 
Iterator itr = this.anchorList.iterator(); 
while (itr.hasNext()){ 
ProbePacket p = (ProbePacket) itr.next(); 
matpozice.set(n, 0, p.senderPos[0]); 
matpozice.set(n, 1, p.senderPos[1]); 
matpozice.set(n, 2, (p.hopCount * p.hopDistance)); 
n++; 
Obr. 5.6: Vytvoření matice s pozicí a vzdálenostmi z landmarkům. 
 
Jako poslední se vypočítá pozice neznámého uzlu pomocí trilaterace. Využije se k tomu 
dat z matice vytvořené na obrázku (5.6). 
Matrix matA = new Matrix(pocet, 2); 
Matrix matB = new Matrix(pocet, 1); 
Matrix matP = new Matrix(2, 1); 
//Vypocet matic 
for (int i = 0; i < pocet; i++) { 
matA.set(i, 0, (matpozice.get(i, 0) - matpozice.get(pocet - 1, 0))); 
matA.set(i, 1, (matpozice.get(i, 1) - matpozice.get(pocet - 1, 1))); 
matB.set(i, 0, (Math.pow(matpozice.get(i, 2), 2) - 
Math.pow(matpozice.get(pocet - 1, 2), 2) - Math.pow(matpozice.get(i, 
0), 2) + Math.pow(matpozice.get(pocet - 1, 0), 2) - 
Math.pow(matpozice.get(i, 1), 2) + Math.pow(matpozice.get(pocet - 1, 
1), 2))); 
} 
matA = matA.times(-2); 
Matrix trans = matA.transpose(); 
Matrix buffer = trans.times(matA); 
Matrix buffer1 = buffer.inverse(); 
Matrix buffer2 = buffer1.times(trans); 
matP = buffer2.times(matB); 
this.estPos[0] = matP.get(0, 0); 
this.estPos[1] = matP.get(1, 0); 
LocPos.updateEst((int) nid, estPos[0], estPos[1]); 
Obr. 5.7: Získání pozice pomocí trilaterace. 
 
Algoritmus DV-Hop časem dosáhl mnoha vylepšení, co se přesnosti týče. Takovým 
prvním vylepšením byl Improved DV-Hop (Vylepšený DV-Hop), který upravuje 
 - 47 - 
 
výslednou hodnotu HopSize. Jedná se prakticky o sečtení všech vypočítaných hodnot 
HopSize a podělení počtem landmarků v síti. Lze to vyjádřit pomocí následující rovnice 
 𝐻𝐻𝑛𝑛𝑝𝑝𝐻𝐻𝑛𝑛𝑣𝑣𝑛𝑛𝑎𝑎𝑣𝑣𝑛𝑛 = ∑𝐻𝐻𝑛𝑛𝑝𝑝𝐻𝐻𝑛𝑛𝑣𝑣𝑛𝑛𝑛𝑛𝑛𝑛  , (5.7)  
kde HopSize je hodnota z rovnice (5.5) a n je celkový počet landmarků v síti. 
 
Výsledky simulace 
Na následujících obrázcích je zobrazen výstup simulace pro 50 uzlů s výkonem -2dBm, 
takže jejich rádiový dosah je kolem 75m. Výsledná chyba odhadu pozice je 51.01%. Pří 
použití dané range-free techniky a výpočtu pracující na základě počtu skoků mezi uzly, 
jde o dobrý výsledek. Změna chybovosti prostředí je při použití toho algoritmu 
zbytečná, protože algoritmus nepracuje přímo se signálem, ale pouze se skoky mezi 
danými uzly. Rozlišení os a mřížky je v metrech. Na obrázku (5.9) lze vidět, že některé 
uzly mají odhadnutou pozici na stejných souřadnicích. Je to dáno použitou metodou 
odhadu vzdálenosti k jednotlivým landmarkům, která je založena na spočítání počtu 
skoků k landmarku a jeho vynásobení velikostí na jeden skok. Všechny uzly, co jsou 
odhadnuty do stejného bodu, byly skokově stejně ke všem landmarkům tzn. jejich 
spočítaná vzdálenost k jednotlivým landmarkům pomocí rovnice (5.6) je stejná, tudíž se 
budou lokalizovat do stejného bodu.    
 
 
Obr. 5.8: Rozmístění uzlů pro algoritmus DV-Hop. 
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Obr. 5.9: Odhadnuté pozice uzlů algoritmem DV-Hop. 
 
5.3 Range-based schémata 
Jedná se o schémata, která využívají speciálního hardwaru senzorového uzlu. Takovým 
může být například směrová anténa, ultrazvuková čidla, speciální funkce bezdrátové 
karty apod. Využívá se toho, že uzel je schopný sám si zjistit vzdálenost k ostatním 
uzlům, pomocí speciálního hardwaru nebo funkcí. Range-based schémata můžeme dělit 
na dvě skupiny: 
 Anchor-based (s landmarky) – musí byt v síti landmarky, které znají svoji 
polohu. 
 Anchor-free (bez landmarků) – síť nevyžaduje uzly se známou pozicí. 
Seznam níže uvádí nejznámější algoritmy založeny na range-based technice: 
 TOA (Time of Arrival) 
 TDOA (Time Difference of Arrival) 
 AOA (Angle of Arrive) 
 ROCRSSI (Ring Overlapping based on Comparison of RSSI ) 
 Triangulace (Vyměřování) 
 MapGrowing 
 - 49 - 
 
5.3.1 Triangulace (Vyměřování) 
Triangulace [19, 20] je ze skupiny Anchor-based schémat a využívá pro zjištění 
souřadnice neznámého uzlu, změřené vzdálenosti k referenčním uzlům (landmarky). Pří 
použití tří uzlů se jedná o 2D a v případě čtyř o 3D pozici. V této práci se bude pro 
zjištění vzdálenosti používat funkce bezdrátové karty, která spočívá ve zjištění hodnoty 
RSSI z velikosti přijatého signálu. Jedná se prakticky o změřenou velikost přijatého 
signálu, vztaženou na referenční hodnotu 1mW. 
 𝐺𝐺𝐻𝐻𝐻𝐻𝑅𝑅 = 10 ∙ log  𝑃𝑃𝑟𝑟1𝑚𝑚𝑚𝑚 , (5.8)  
kde Pr je změřená velikost přijatého signálu. 
 
Trilaterace 
Trilaterace [18] je metoda pro určení relativní polohy objektů, v našem případě 
neznámého uzlu. K výpočtu používá geometrický útvar kružnici, která představuje dosah 
vysílače uzlu se známou pozicí (Obr. 5.10). Pro úspěšné určení pozice nám stačí ve 2D 
prostoru tři body. Pokud bychom chtěli najít bod ve 3D prostoru, museli bychom znát 
čtyři body, kde první tři by sloužily pro určení x-ové a y-ové souřadnice a čtvrtý pak pro 
z-ovou souřadnici. U této metody se lze setkat s dvěma problémy: 
• Vzdálenost od vysílače k neznámému uzlu bude kratší než ve skutečnosti. 
• Vzdálenost bude naopak příliš dlouhá než ve skutečnosti. 
K chybnému odhadu pozice může dojít i jinými způsoby. Jedním může být, 
že souřadnice známého bodu byly chybně určeny nebo zadány a tím pádem budou 
všechny ostatní souřadnice uzlů pracující s tímto bodem chybně odhadnuty. Posunutí 
může být způsobeno i technikami pro zjištění vzdálenosti od vysílače k neznámému 
uzlu. Tento problém lze částečně eliminovat vykonáním více měření a poté 
zprůměrováním daných chyb. 
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Obr. 5.10: Zjištění pozice neznámého uzlu pomocí metody trilaterace. 
 
Trilaterace se matematicky vypočítá z rovnic, ve kterých jsou obsaženy následující 
hodnoty: 
• neznámá pozice uzlu (x, y) 
• známá pozice landmarku (xi, yi)  
• vzdálenost mezi nimi di 
Tím dostaneme jednu neznámou v rovnicích a jsme tím pádem schopni odvozením 
z následujících rovnic vypočítat pozici neznámého uzlu. 
  
(𝑥𝑥 − 𝑥𝑥1)2 + (𝑦𝑦 − 𝑦𝑦1)2 = 𝑑𝑑12(𝑥𝑥 − 𝑥𝑥2)2 + (𝑦𝑦 − 𝑦𝑦2)2 = 𝑑𝑑22
⋮(𝑥𝑥 − 𝑥𝑥𝑛𝑛)2 + (𝑦𝑦 − 𝑦𝑦𝑛𝑛)2 = 𝑑𝑑𝑛𝑛2,   (5.9)  
úpravami z rovnice (5.9) dostaneme matice A a B díky kterým můžeme vypočítat pozici 
bodu P podle rovnice (5.13). 
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⎡ (𝑑𝑑12 − 𝑑𝑑𝑛𝑛2) − (𝑥𝑥12 + 𝑥𝑥𝑛𝑛2) − (𝑦𝑦12 + 𝑦𝑦𝑛𝑛2)(𝑑𝑑22 − 𝑑𝑑𝑛𝑛2) − (𝑥𝑥22 + 𝑥𝑥𝑛𝑛2) − (𝑦𝑦22 + 𝑦𝑦𝑛𝑛2)
⋮(𝑑𝑑𝑛𝑛−12 − 𝑑𝑑𝑛𝑛2) − (𝑥𝑥𝑛𝑛−12 + 𝑥𝑥𝑛𝑛2) − (𝑦𝑦𝑛𝑛−12 + 𝑦𝑦𝑛𝑛2)⎦⎥⎥⎥
⎤ , (5.11)  
 𝑃𝑃 = �𝑥𝑥𝑦𝑦� . (5.12)  
Výsledný bod P pak získáme následující rovnicí 
 𝑃𝑃 = (𝐴𝐴𝑇𝑇 ∙ 𝐴𝐴)−1 ∙ 𝐴𝐴𝑇𝑇 ∙ 𝐵𝐵 . (5.13)  
 
Vzdálenosti získané funkcí RSSI jsou přesnější, než například pomocí metody DV-Hop. 
Samozřejmě je signál ovlivňován i mnoha vnějšími faktory, jakými můžou být překážky 
v šíření signálu, difrakce, šum apod.  
Metoda trilaterace není náročná na výpočet, ani nezatěžuje síť velkým množstvím 
přenášených paketů. Funkce algoritmu spočívá v tom, že pomocí hodnoty RSSI 
odhadnou uzly svoji vzdálenost k jednotlivým landmarkům, pomocí rovnice (4.2). Uzly 
pouze přijímají pakety od landmarků, které jsou v dosahu rádiového signálu vysílače, 
což je zajištěno tím, že vysílaný paket má nastaven počet skoků na jeden (TTL je rovno 
jedné). Takže uzel po přijetí probe paketu ho nepřeposílá dál, jak tomu bylo u DV-Hop. 
Landmarky posílají probe pakety v určitém intervalu, jehož hodnota je nastavitelná od 
sekund po hodiny. Uzly po přijetí probe paketu získají hodnotu RSSI a po výpočtu 
vzdálenosti od vysílače pomocí rovnice (4.2) si pak tento paket uloží do seznamu. Od 
každého landmarku, uzly uchovávají pouze jeden paket, který ale může být 
aktualizován. Seznam je ve výsledku velký jako celkový počet landmarků v dosahu 
daného uzlu. V pozdější fázi, kdy budou mít uzly v seznamu dostatek landmarků, 
využitím trilaterace zjistí své přibližné polohy. 
 Rovnice (5.9) co je zde uvedena, může být použita i pro multilateraci tj. pro 
výpočet pozice uzlu se využívá více jak čtyř landmarků. Algoritmy co jsou zde popsány, 
využívají rovnice (5.10 – 5.13), které jsou schopny spočítat i multilateraci. V těchto 
algoritmech je ale vložena podmínka, která zaručuje, že se bude vždy počítat pouze se 
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třemi landmarky tam kde vyžadována pouze trilaterace. V tabulce (5.1) pak lze vidět 
rozdíl ve výsledcích mezi trilaterací a multilaterací. 
I pro algoritmus trilaterace byla vytvořena metoda v třídě SensorLocApp. Jedná 
se o čistou trilateraci bez jakýchkoliv optimalizací a dodatečných funkcí. Jde prakticky 
o stejný kód, jaký používá i algoritmus DV-Hop, proto ho zde nebudu znovu uvádět. Jen 
pro zopakování uvedu popis jednotlivých kroků trilaterace. Jako první se provede 
kontrola počtu landmarků v seznamu (Obr. 5.5), jak už bývá zvykem u všech uvedených 
algoritmů. Pokud je seznam naplněn třemi probe pakety od landmarků, může začít 
vlastní výpočet pozice neznámého uzlu pomocí trilaterace (Obr. 5.7). Při každém přijetí 
paketu se přepočítávají i odhadnuté pozice. Před spuštěním simulace s funkcí RSSI 
musíme určit počet a pevné pozice landmarků. Bez těchto údajů by algoritmus nic 
nevypočítal, protože pracuje jako Anchor-based, tedy musí být v síti landmarky se 
známou pozicí pro správnou funkci algoritmu. 
 
Výsledky simulace 
Simulace je realizována pro 50 uzlů s výkonem 0dBm, což odpovídá přibližně dosahu 
100m. Plocha má rozměry 100x100 metrů (Obr. 5.12). Uzly jsou náhodně rozmístěny 
a landmarky jsou strategicky umístěny v síti, tak aby rádiový dosah mohli přijmout 
všechny uzly. Kvůli výpočtu pomocí trilaterace musí uzly v prvním scénáři přijmout 
paket od všech landmarků. 
 V dalším scénáři bylo na místo třech landmarků použito pět. Veškeré rozmístění 
zůstalo stejné a to se týká i výkonů a rozměrů plochy. Uzly při využití více jak tří 
landmarků používají multilateraci a tím by měli dosáhnout lepšího odhadu pozice.  
Jak lze vidět v tabulce (5.1) pomocí trilaterace, nebyly některé uzly schopny 
vypočítat svoji pozici v určitém chybném prostředí. Při využití multilaterace se tento jev 
skoro neobjevil a to jen díky většímu pokrytí sítě landmarky. Pouze u chybovosti 
prostředí 20% se nedokázal lokalizovat jeden uzel, zato při použití trilaterace, to byly 
celkem dva uzly, ve stejně chybovém prostředí. 
 Grafická závislost na obrázku (5.11) ukazuje celkovou průměrnou chybu 
odhadnuté pozice, na chybovosti prostředí. Výsledky jsou velmi podobné, což vyplývá 
i z tabulky (5.1). 
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0 0,0 0 0,0 0 
1 0,63 0 0,62 0 
2 1,35 0 1,34 0 
5 3,55 0 3,52 0 
10 7,39 0 7,41 0 
20 15,18 2 15,38 1 
Úspěšnost 
lokalizace 































Průměrná chyba algoritmu Aɛp
3 landmarky (Trilaterace) 5 Landmarků (Multilaterace)
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Obr. 5.12: Náhodné rozmístění uzlů pro algoritmus Trilaterace. 
 
 
Obr. 5.13: Odhadnuté pozice uzlů s 3 landmarky, chybovost prostředí 10%. 
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Obr. 5.14: Odhadnuté pozice s 5 landmarky, chybovost prostředí 10%. 
 
Z výsledků v tabulce (5.1) lze vidět, že 5 landmarků v síti nemá velký vliv na 
odhadnutou pozici uzlů. Rozdíl průměrné chyby pozice se pohybuje v setinách 
procentech, akorát u vyšších chybovostí prostředí, se jedná o změnu v desetinách 
procentech ve prospěch trilaterace, multilaterace vykazuje o něco horší výsledky. Je to 
dáno tím, že pro stanovení přesné 2D pozice stačí 3 landmarky. Pokud by se jednalo 
o určení 3D pozice věřím, že výsledky by byly lepší ve prospěch multilaterace. Položka 
úspěšnost lokalizace nám udává v procentech, kolik bylo úspěšně odhadnuto pozic uzlů 
z celkového počtu uzlů ze všech prostředí s danou chybovostí. 
 
5.3.2 MapGrowing 
Většina algoritmů dává slušné výsledky, pokud pracuje ve vnějších prostorech splňující 
přibližně čtvercové rozměry. Jenže když nastane případ, kdy je potřeba lokalizovat uzly 
uvnitř nějaké budovy, kde není síť rozmístěna ve čtverci, ale v chodbách různých tvarů, 
nastává problém při použití lokalizační techniky s pevně umístěnými landmarky. 
V různorodých chodbách by jejich počet byl velký a síť by byla velice nákladná na 
realizaci. Existuje ale i algoritmus MapGrowing [21, 22], který patří do skupiny Anchor-
free, tedy nepotřebuje ke své činnosti landmarky. Dokáže se vypořádat s netradičními 
tvary sítě, ve kterých jsou části vystřižené, vynechané apod. Takovým může být i síť ve 
tvaru „O“ a „C“ jak lze vidět na obrázku (Obr. 5.15). 
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Obr. 5.15: Síť tvaru „C“ a „O“. 
 
Algoritmy pracující se signálem, jako byla výše popsaná trilaterace, využívající funkci 
RSSI, mají v interiérech nevýhodu, že uzly musí být v dosahu vysílače, a to nelze občas 
díky zdím dodržet, nebo je signál natolik utlumen, že lokalizace dává úplně jiné hodnoty 
vzdáleností, než ve volném prostoru. Když zmenšíme dosah vysílačů a zvětšíme počet 
landmarků, nastává situace, kdy síť bude velmi drahá a zbytečně komplikovaná 
množstvím landmarků. Bude se tak ztrácet význam pro použití algoritmu, díky 
zvětšujícímu se počtu landmarků a zmenšujícímu počtu neznámých uzlů. 
 Algoritmus MapGrowing vysílá probe pakety s nastaveným počtem skoků na 
jedna a vysílací výkon je také většinou menší, ale záleží na kritériích a podmínkách, 
ve kterých je síť vybudována. Musí se dodržet podmínka rozmístění prvních dvou uzlů. 
Je to z důvodu, aby algoritmus věděl, kde je počátek souřadnic dané sítě. První uzel se 
umístí do bodu (0, 0) a druhý ve stejné rovině do libovolné vzdálenosti (ale v dosahu 
vysílače), tak aby splňoval souřadnice (x, 0) ve 2D prostoru. Vzdálenost druhého uzlu 
neboli souřadnice „x“, se vypočítá podle přijaté hodnoty RSSI od prvního uzlu. 
Algoritmus poté vyhledá nejbližší a nejvhodnější bod k těmto dvěma uzlům tak, 
že všechny tři body vytvoří vrcholy trojúhelníku (Obr. 5.16). 
 
 
Obr. 5.16: Pozice prvních třech bodů. 
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Po získání x-ové souřadnice druhého uzlu „v“, dostaneme vzdálenost označenou 
přímkou „a“ a poté je třetí uzel „s“ po přijetí probe paketů od uzlu „u“ a „v“, schopen 
zjistit vzdálenost k těmto dvěma uzlům, v obrázku (5.16) zastoupenou přímkami 
„b“ a „c“. Dosazením všech třech vzdáleností do následujících rovnic, získáme 
souřadnice třetího uzlu. 
 
𝑥𝑥 = 𝑎𝑎2 + 𝑏𝑏2 − 𝑐𝑐22 ∙ 𝑎𝑎  , (5.14)  
 
𝑦𝑦 = ±�(−𝑎𝑎 + 𝑏𝑏 − 𝑐𝑐) ∙ (𝑎𝑎 − 𝑏𝑏 − 𝑐𝑐) ∙ (𝑎𝑎 − 𝑏𝑏 + 𝑐𝑐) ∙ (𝑎𝑎 + 𝑏𝑏 + 𝑐𝑐)2 ∙ 𝑎𝑎  . (5.15)  
 
Síť v našem případě je vždy situována v kladné y-ové ose, díky dodržení podmínek 
uvedených výše, proto rovnice (5.15) vyjde většině případů kladně. Pokud by byl zvolen 
velmi zploštělí trojúhelník, může dojít k zrcadlení a tím pádem i k záporné y-ové 
souřadnici. 
Po určení vzdálenosti druhého uzlu od prvního převedením RSSI hodnoty na x-
ovou souřadnici, se sám uzel stane landmarkem, a je tak schopen vyslat probe paket se 
svou vypočítanou pozicí. Třetí uzel po přijetí paketů od těchto dvou uzlů vypočítá svoji 
přibližnou pozici pomocí rovnic (5.14 a 5.15) a stane se také landmarkem. Tyto tři uzly 
poté vyšlou všesměrový probe paket a uzly, které jsou v jejich dosahu ho přijmou. 
Všechny ostatní uzly kromě prvních třech používají pro určení své pozice trilateraci. 
Každý nový odhadnutý uzel se stává landmarkem, který poté využívají ostatní uzly 
v jeho dosahu. Tímto je algoritmus schopen postupně nalézt souřadnice všech uzlů, které 
nemusí být v dosahu prvních landmarků. Lze tak šetřit například energii, kterou uzel 
nespotřebovává pro zbytečně vysoký výkon vysílače. Hlavní problém ale je, 
že s narůstajícím počtem uzlů stoupá chybovost odhadnuté pozice každého nového uzlu. 
Pro implementaci do simulátoru J-Sim musela být vytvořena nová třída, která se 
stala aplikací dohlížející na data v aplikačních vrstvách uzlů. Třída nese název 
SensorListApp a hlavní funkcí je aktualizace seznamů s uzly, které mají neznámé 
a známé souřadnice. Další funkcí je pak vypočet pozic prvních dvou uzlů, které se 
počítají jinou metodou, než ostatní uzly. Seznamy jsou plněny objekty, které tvoří 
aplikační vrstvy uzlů, získá se tak přístup ke všem metodám a proměnným obsažených 
v aplikačních vrstvách. První uvedená metoda (Obr. 5.17) je aktualizace seznamů na 
základě proměnné isAnchor, podle které se uzel hlásí, že je landmark, a jsme tak schopni 
poznat do jakého seznamu ho přidat a z kterého odebrat. 
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public static void updateList(SensorLocApp app_){ 
obsahuje = false; 
if(app_.isAnchor){ 
Iterator itr = known_nodes.iterator(); 
while (itr.hasNext()){ 
SensorLocApp current = (SensorLocApp) itr.next(); 
if (current.nid == app_.nid){ 
known_nodes.remove(current); 
known_nodes.addElement(app_); 






for(int i = 0; i < known_nodes.size();i++){ 
buf = (SensorLocApp) known_nodes.get(i); 
buf.sendpacket(); 
Obr. 5.17: Aktualizace seznamu s landmarky. 
 
Pokud je uzel landmark, projde se seznam landmarků a hledá se shodné ID uzlu, jestli 
náhodou už není v seznamu obsaženo. Pokud je nalezeno, odebere se starý a přidá se 
aktuální landmark. Jestli v seznamu není, tak se pouze přidá na konec seznamu a uzel se 
vymaže ze seznamu s neznámými uzly. Tím je zaručeno, že uzel, který se stane 
landmarkem, nebude nadále přijímat probe pakety a nebude tím pádem aktualizovat 
neustále svoji pozici. Po přidání se pomocí metody sendpacket vyšle všesměrový probe 
paket s odhadnutými souřadnicemi daného landmarku. Je tak zajištěno, že po přidání 
landmarku do seznamu je poslán paket, podle kterého si můžou určit souřadnice ostatní 
uzly v dosahu. Na dalším obrázku je aktualizace seznamu s neznámými uzly, která je 
potřebná při vytváření sítě, a to z důvodu, aby se seznam naplnil všemi uzly pro pozdější 
eliminaci. 
Iterator itr1 = unknown_nodes.iterator(); 
while (itr1.hasNext()){ 
SensorLocApp current1 = (SensorLocApp) itr1.next(); 
if (current1.nid == app_.nid){ 
unknown_nodes.remove(current1); 
unknown_nodes.addElement(app_); 




Obr. 5.18: Aktualizace seznamu s neznámými uzly. 
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Aktualizace na obrázku (5.18) spočívá pouze v tom, aby se uzly, které nejsou 
v seznamu, přidávaly na konec a ty které tam jsou, aktualizovaly. 
Další metodou je samotný výpočet souřadnice druhého uzlu, který se vypočítá pomocí 
hodnoty RSSI, obsažené v probe paketu od prvního landmarku. Tato hodnota se převede 
na vzdálenost a uloží se jako x-ová souřadnice uzlu. Poté se aktualizují seznamy s uzly 
a tím se i vyšle probe paket, podle kterého se určí třetí uzel do požadovaného 
trojúhelníku.  
 
public static void estimateN2(SensorLocApp node_) { 
ProbePacket pkt = (ProbePacket) node_.anchorSeznam.get(0); 
node_.estPos[0] = pkt.vzdalenost; 
a = pkt.vzdalenost; 
node_.estPos[1] = node_.myPos[1]; 
node_.setAnchor(true); 
updateList(node_); 
Obr. 5.19: Získání x-ové souřadnice druhého uzlu. 
 
Pro nalezení třetího uzlu se prochází seznam s neznámými uzly a hledá se uzel, který 
splňuje tři podmínky: 
• má nejmenší vzdálenost k první uzlu (0, 0) 
• není to druhý uzel (x, 0) 
• musí být v rádiovém dosahu k prvnímu i druhému uzlu, tj. musí mít jejich probe 
pakety uloženy v seznamu. 
Pokud tuto podmínku uzel splňuje, je vybrán jako poslední vrchol do trojúhelníku. 
 
public static void findNode(){ 
if(n3 == false){ 
Iterator itr = unknown_nodes.iterator(); 
SensorLocApp nearnode = null; 
double rssi,min = Double.MIN_VALUE; 
while (itr.hasNext()){ 
SensorLocApp node_ = (SensorLocApp) itr.next(); 
rssi = node_.pr; 
if (rssi > min && (node_.nid != 2) && (node_.anchorSeznam.size() >= 
2)){ 
nearnode = node_; 
min = rssi; 
Obr. 5.20: Nalezení vhodného třetího uzlu. 
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Pak následuje samotný výpočet rovnic (5.14 - 5.15), aktualizace seznamů a grafické 
zobrazení dosažených výsledků. 
 
for(int i = 0 ; i < 2 ; i++){ 
ProbePacket pkt = (ProbePacket) nearnode.anchorSeznam.get(i); 
switch(i){ 
case 0: b = pkt.vzdalenost; break; 
case 1: c = pkt.vzdalenost; break; 
default: break; 
}} 









Obr. 5.21: Výpočet souřadnic třetího uzlu jako vrchol trojúhelníku. 
 
Výsledky simulace 
Veškeré uzly v simulaci jsou náhodně rozmístěny na ploše o rozměrech 50x500 metrů. 
Výkon je nastaven na -2dBm, čímž docílíme přibližného dosahu 75m. Síť obsahuje 
celkem 75 uzlů. V síti nejsou využity landmarky, proto v grafických výstupech chybí 
zelené čtverce, které by jinak značily jejich pozice. 
 
Tab. 5.2: Přehled výsledků získané ze simulace s použitím algoritmu MapGrowing. 
Chybovost prostředí [%] Aɛp [%] Počet nenalezených uzlů 
0 296,76 0 
1 196,52 0 
2 233,94 0 
5 243,15 0 
10 341,01 0 
20 283,06 0 
Úspěšnost lokalizace 100,0 % 
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Obr. 5.22: Výsledná závislost průměrné chyby algoritmu MapGrowing na chybovosti 
prostředí. 
 
Z grafu lze vyčíst, že chyba odhadu pozice algoritmu je i při nulové chybovosti prostředí 
velmi vysoká. Výsledky by teoreticky měly být podobné, jako u trilaterace 
využívající funkci RSSI, která se využívá i u tohoto algoritmu. U triangulace byly pevně 
stanoveny landmarky, které tvořily téměř pravidelný trojúhelník, ale algoritmus 
MapGrowing si trojúhelníky určuje sám. Ať už se jedná o ten první, který se sestaví za 
pomocí třech prvních uzlů nebo o ty další, které jsou sestaveny z landmarků v dosahu 
daného uzlu. Při rozvržení landmarků do tvaru malého trojúhelníku (skoro rovnoběžné 
přímky) způsobí, že je špatně odhadnuta pozice díky zrcadlení. Tento jev je u algoritmu 
MapGrowing velmi častý, z toho důvodu je i chyba při stejné metodě odhadu pozice na 
základě trilaterace s funkcí RSSI vysoká. Proto i při nulové chybě prostředí je chyba 
























Průměrná chyba algoritmu Aɛp
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Obr. 5.23: Rozvržení 75 uzlů na ploše 50x500m. 
 
Obr. 5.24: Odhadnuté pozice uzlů algoritmem MapGrowing, chybovost prostředí 1%. 
 
Obr. 5.25: Postupný vývoj celkové průměrné chyby pozice pro chybovost prostředí 5%. 
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Z výsledků je zřejmé, že algoritmus je méně přesný, než s pevně určenými landmarky. 
Je to hlavně dáno postupným nárůstem chyby, což lze vidět na obrázku (5.24 a 5.25). 
Chyba odhadu pozice (Obr. 5.22) kolísá se změnou chybovosti prostředí. Je to částečně 
ovlivněno i tím, že uzel může být chybně odhadnut kvůli chybovosti prostředí, 
ale jelikož se pracuje již s chybou pozice landmarků, vede to někdy k lepším výsledkům. 
Hlavní příčinou je velikost a tvar trojúhelníku, sestaveného z landmarků v dosahu 
daného uzlu, jak je popsáno výše. 
 
Optimalizace 
Je použita optimalizace za běhu algoritmu, na místo aplikování optimalizace po 
odhadnutí pozic všech uzlů. Vychází se z lokalizačního algoritmu min-max [23], který 
funguje na principu, že stanoví čtverec z kružnicového dosahu signálu. Poté hledá 
průnik ze všech čtverců, daných příslušnými landmarky, který udává plochu (čtverec, 
obdélník), kde by se uzel mohl nacházet. Pokud by vypočítaná pozice byla za hranicí 
této plochy, dosadí se za příslušnou souřadnici maximální nebo minimální hodnota 
neboli souřadnice příslušné hranice. Tímto opatřením lze zmírnit postupné navyšování 
celkové průměrné chyby pozice řádově o stovky procent (Obr. 5.28). 
 
dxmin = Math.max((p.senderPos[0]-dosah), dxmin); 
dxmax = Math.min((p.senderPos[0]+dosah), dxmax); 
dymin = Math.max((p.senderPos[1]-dosah), dymin); 
dymax = Math.min((p.senderPos[1]+dosah), dymax); 
Obr. 5.26: Stanovení plochy pomocí průniku ze všech čtverců. 
 
Určení stran čtverce se provádí při naplňování matice pro trilateraci a díky tomu 
nedochází k výraznému zpoždění při výpočtu pozice. Každý landmark uloží díky své 
známé pozici a známého maximálního dosahu do proměnných dxmin, dxmax, dymin, 
dymax souřadnice, které budou vymezovat maximální čtvercový dosah vysílače. Toto 
přiřazení probíhá pro všechny tři landmarky v dosahu daného uzlu, a tím se mění 
i velikost plochy, ve kterém se může uzel nacházet (Obr. 5.27). 
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Obr. 5.27: Plocha možné pozice uzlu. 
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Na obrázku (5.28) lze vidět, jak optimalizace dokáže zmírnit nárůst chyby o několik 
stovek procent. U některých simulací byly hodnoty obou chyb na konci simulace skoro 
podobné, ale tento jev se objevoval jen výjimečně. Převažují situace, které jsou 
zobrazeny na obrázkách (5.25 a 5.28) tj. optimalizace značně zlepšuje výsledky. 
 
V přílohách je uvedeno několik scénářů s různými tvary sítě a parametry uzlů. Veškeré 
scénáře obsahují přehledný souhrn výsledků, grafické výstupy ze simulátoru a patřičné 
závislosti. Veškeré dosažené výsledky jsou detailně popsány. 
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6 Závěr 
Diplomová práce se zabývá problematikou bezdrátových senzorových sítí. Nejprve je 
popsáno možné využití v praxi, poté se práce blíže zaměří na senzorové uzly, z kterých 
je složená bezdrátová senzorová síť. Jsou uvedeny i hardwarové části uzlu a jednotlivě 
popsána jejich činnost. Dále lze blíže pochopit přenos dat v bezdrátových senzorových 
sítích a to za pomocí standardu 802.15.4, na kterém je založena komunikační 
technologie ZigBee. Technologie se vyznačuje malými hardwarovými požadavky na 
zařízení, ve kterém je používána. ZigBee umožňuje použití ve třech typech síťových 
topologií a to ve stromové, hvězdicové a mesh. Bezdrátové senzorové sítě jsou nejčastěji 
typu mesh, jelikož se jedná o Ad-hoc síť. 
Veškeré simulace se provádí v simulátoru J-Sim, který je založen na ACA 
architektuře. Jedná se o dvoujazyčné prostředí, kde se využívá předem 
naprogramovaných Java tříd, ke kterým můžeme přistupovat pomocí tcl příkazů. 
V druhé kapitole jsou uvedeny a popsány potřebné implementace, pro zprovoznění 
simulace WSN. Je zde podrobně popsáno, z jakých uzlů máme na výběr pro simulaci 
a jaké implementace tříd jsou potřebné pro jejich správné nastavení. 
Ve třetí kapitole jsou blíže popsány Java třídy, které musely být buďto upraveny 
nebo podle potřeb napsány nové. Zejména velká úprava se týkala třídy zastupující 
aplikační vrstvu uzlu SensorLocApp, ve které se muselo naprogramovat chování pro 
jednotlivé lokalizační algoritmy. Další úpravou byla poznamenána i třída WirelessPhy, 
která pro změnu zastupuje fyzickou vrstvu uzlu. Hlavní změny se týkaly upravení 
hodnot bezdrátové karty, aby splňovala standard 802.15.4 a následné zavedení modelu 
šíření signálu v bezdrátovém prostředí. Vznikly i nové třídy, kde první byla potřebná pro 
grafické zobrazení uzlů a druhá pro řídící aplikaci lokalizačního algoritmu 
MapGrowing. 
Ve čtvrté kapitole byl proveden návrh simulace, pro zjištění vlastností 
bezdrátového modelu. Jednalo se hlavně o určení referenční hodnoty přijatého signálu 
ve vzdálenosti 10 metrů ze získaných výsledků. Dále byl odvozen výpočet pro zjištění 
vzdálenosti mezi uzly na základě přijatého signálu. Můžeme zde i vidět chování modelu 
bezdrátového prostředí a tabulku s přibližnými dosahy signálů závislých na vysílacím 
výkonu uzlu. 
V poslední kapitole jsme se seznámili s lokalizačními algoritmy a jejich 
vlastnostmi, podle kterých byly přehledně umístěny do patřičných skupin. Byly zde 
uvedeny i způsoby, jak vyjádřit efektivitu a přesnost lokalizačních algoritmů. Jednalo se 
především o metriku GER a Average position error, která se nakonec využila pro 
stanovení chyby pozice daných algoritmů. Byl i podrobně rozebrán problém kvůli 
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kterému se metrika GER nepoužila. Jednalo se hlavně o zrcadlení sítě, kumulaci chyb 
a pokles celkové chyby v závislosti na počtu uzlů. Jako první, byl popsán algoritmus 
DV-Hop, který spadá do range-free schémat, tj. nepoužívá speciální funkce uzlu. 
Je založen na spočítání počtu skoků mezi uzly a pomocí patřičného vzorce je schopen 
každý uzel odvodit svoji pozici. Celková chyba odhadnuté pozice se pohybovala 
okolo 50%. Algoritmy patřící do skupiny range-based vykazovaly lepší výsledky, 
ale musejí k tomu využívat speciální funkce bezdrátové karty. Tato funkce spočívá 
ve zjištění RSSI hodnoty z přijatého signálu. Pro určení pozice se často používala 
triangulace, která k určení pozice ve 2D ploše musí znát pozici tří bodů. Metoda 
trilaterace využívající RSSI, se spíše hodí do vnějšího prostředí, kde signálu nic nebrání 
v šíření. Lze tak dosáhnout velmi dobrých výsledků, kde chyba pozice se pohybuje 
okolo 10%. Zato algoritmus MapGrowing, který také využívá funkci RSSI, 
ale nepoužívá pevný počet stanovených landmarků, je schopen lokalizovat i uzly mimo 
dosah vysílače. Jedná se o techniku postupného zjišťování pozic uzlů a jejich následnou 
přeměnu na landmark, který je schopný vysílat vlastní probe pakety s odhadnutou 
pozicí. Jeho velká výhoda je ve využití ve velmi rozsáhlých sítích nebo ve vnitřních 
prostorech. S přesností u tohoto algoritmu je to horší, pohybuje se okolo 200%, což je 
oproti triangulaci dvacetinásobně více. Byla navržena i optimalizace, která využívá 
poznatky z lokalizačního algoritmu max-min. Je schopna celkovou chybu pozice snížit 
o stovky procent a pracuje na principu stanovení průniku ze čtverců o velikosti dané 
vysílacími dosahy uzlů. Ale i optimalizace je v některých případech nedostatečná, díky 
zrcadlení, které způsobují špatně zvolené trojúhelníky tvořené landmarky. Pro eliminaci 
tohoto jevu by v budoucnu bylo zapotřebí navrhnout řešení, které by tento problém 
odstranilo nebo alespoň zmírnilo.   
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A Variace scénářů s různými parametry 
A.1 Porovnání Triangulace a MapGrowing 
Scénář byl vytvořen s 50 uzly pro triangulaci a 48 uzly pro MapGrowing. Tento rozdílný 
počet je z důvodu zarovnání uzlů do čtvercové mřížky. U triangulace jich je víc, protože 
jsou v síti obsaženy navíc pevné landmarky mimo mřížku, kdežto MapGrowing pracuje 
pouze s jedním pevným landmarkem, který je navíc součástí mřížky. Jak už bylo 
zmíněno, uzly jsou rozmístěny ve tvaru mřížky (Obr. A.2) na ploše 100x100 metrů. 
Mezera mezi uzly je 15 metrů, jak v horizontálním, tak vertikálním směru. Algoritmu 
MapGrowing byl navíc pevně stanoven počáteční tvar trojúhelníku, z důvodů odstranění 
potíží při náhodné volbě jelikož se stávalo, že při zvolení pravoúhlého trojúhelníku byly 
matice pro výpočet trilaterace singulární a algoritmus nebyl schopen pokračovat 
v odhadu pozic. Tímto opatřením se částečně snížila chyba odhadnutých pozic, jelikož 
se jedná o skoro rovnostranný trojúhelník. Výkon uzlů u triangulace je 0 dBm, takže 
dosah je do 100m, proto i výsledná chyba je velmi malá. Pokud by se nastavil stejný 
výkon, jaký měl algoritmus MapGrowing tj. -7dBm (45m) nebyla by zhruba polovin 
uzlů schopna odhadnout svou pozici díky malému vysílacímu dosahu landmarků.  
 
Tab. A.1: Výsledky dvou různých algoritmů.  
Chybovost 
prostředí [%] 












0 0,0 0 80,42 0 
1 0,70 0 16,07 0 
2 1,51 0 119,24 0 
5 3,97 0 36,97 0 
10 8,16 0 146,57 0 
20 17,01 0 - 48 
Úspěšnost 
lokalizace 
100,0 % 83,66 % 
 




Obr. A.1: Závislost chyby pozice na chybovosti prostředí. 
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Obr. A.3: Odhadnuté pozice pomocí trilaterace, chybovost prostředí 5%. 
 
Obr. A.4: Odhadnuté pozice pomocí algoritmu MapGrowing, chybovost prostředí 5%. 
 
Obr. A.5: Vývoj chyby pozice u triangulace v prostředí s chybovostí 5%. 
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Obr. A.6: Vývoj chyby pozice algoritmu MapGrowing v prostředí s chybovostí 5%. 
 
Z výsledků lze vidět, že oba algoritmy nasazené ve stejném prostředí a podmínkách 
nemůžou sobě konkurovat. U 20% chybovosti prostředí nebyl dokonce algoritmus 
MapGrowing schopen odhadnou jakoukoliv pozici. Byly pouze odhadnuty první tři uzly 
pro sestavení trojúhelníku. Je to především zapříčiněno nastaveným výkonem, který měl 
velikost -7dBm, takže dosah uzlů byl kolem 45m. Když se k tomu přičte 20% chyba 
prostředí, jsme s odhadem některých uzlů posunuti v souřadnici o 9m, což jak lze vidět 
znemožnilo algoritmu nalézt ostatní uzly. Pokud se srovnají jen výsledky mezi algoritmy 
MapGrowing a porovnají se s náhodně rozmístěnými uzly v dřívějším scénáři (Tab. 5.2), 
tak rozdíl v chybě odhadu je na první pohled zřetelný. Při náhodném rozmístění se 
chyba pohybuje okolo 250%, zato u mřížkového rozmístění se pohybuje okolo 100%. 
Rozmístění uzlů do mřížky u triangulace využívající trilateraci nijak výrazně chybu 
odhadu nezlepšilo. Je to především dáno použitím pevně stanovených landmarků. Pokud 
je uzel schopen přijmout signál od třech landmarků, je poté schopen i s vekou přesností 
odhadnout svoji pozici a nezáleží na rozmístění uzlů. Zato algoritmus MapGrowing je na 
rozmístění uzlů závislý, jelikož landmarky jsou zastoupeny odhadnutými uzly a jejich 
výběr pro zbývající neznámé uzly je zcela náhodný. Tento způsob může dělat problémy 
při zvolení landmarků, které netvoří dostatečně velký trojúhelník a může tedy docházet 
k malému zrcadlení a posunu souřadnic do libovolného směru.  
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A.2 Algoritmus MapGrowing v síti tvaru C 
Následující scénář se skládá ze 100 uzlů, které jsou náhodně rozmístěny do tvaru 
písmene „C“. Dosah uzlů je 45 metrů, z čehož plyne, že výkon je nastaven na -7dBm. 
Scénář vznikl z důvodu ukázky, jak je algoritmus schopný postupně nalézt i uzly, které 
jsou umístěny v síti netradičních tvarů. 
 
Tab. A.2: Výsledky algoritmu MapGrowing. 
Chybovost prostředí [%] 
MapGrowing - 100 uzlů 
Aɛp [%] Počet nenalezených uzlů  
0 175,13 50 
1 259,92 0 
2 316,34 0 
5 202,97 0 
10 235,32 3 
20 188,55 27 
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Obr. A.8: Náhodně rozmístěná síť do tvaru „C“. 
 
 
Obr. A.9: Odhadnuté pozice v prostředí s chybovostí 1%. 
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Obr. A.10: Vývoj chyb pozice v prostředí s 1% chybovostí. 
 
Algoritmus byl schopen úspěšně lokalizovat téměř všechny uzly, kromě prostředí 
s chybovostí 0% a 20%, kde se úspěšnost nalezení pozice uzlu pohybovala kolem 50%. 
V prostředí s nulovou chybovostí by měl algoritmus bez problému nalézt a odhadnout 
souřadnice všech uzlů. Bohužel, velkou roli zde opět hraje tvar a velikost trojúhelníku 
složeného z landmarků, který využívá daný uzel k odhadu vlastní pozice. Dochází opět 
k velkému zrcadlení a tím pádem i k chybě, což lze vidět i na obrázku (Obr. A.9), kde 
jsou uzly rozmístěny na čtverci 50x50 metrů kolem počátku souřadnic. I když je na 
obrázku uvedena ukázka pro chybovost prostředí 1%, tak výsledky odhadnutých pozic 
byly pro všechny chybovosti prostředí velmi podobné. To samé platí i pro chybovost 
prostředí rovno 20%, kde se navíc ještě uzly mohou nacházet v okruhu 9 metrů od reálné 
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A.3 Algoritmus MapGrowing v síti tvaru O 
Poslední ukázkový scénář je opět pro algoritmus MapGrowing, ale tentokrát byl nasazen 
v síti ve tvaru „O“. Počet uzlů je 100 a jejich vysílací výkon je nastaven na -7dBm, 
dosah signálu je tedy 45 metrů. Rozmístění uzlů je provedeno náhodně, proto se můžou 
někde vyskytovat hloučky uzlů a jinde může být síť nedostatečně pokryta. Je to ideální 
příklad ukázky schopnosti algoritmu MapGrowing lokalizovat uzly, z jakékoliv strany 
sítě. 
 
Tab. A.3: Souhrn výsledků simulace se sítí tvaru „O“. 
Chybovost prostředí [%] 
MapGrowing - 100 uzlů 
Aɛp [%] Počet nenalezených uzlů  
0 262,16 1 
1 177,04 0 
2 271,78 0 
5 205,61 0 
10 222,04 0 
20 268,02 0 
Úspěšnost lokalizace  
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Obr. A.12: Rozmístěné uzly do tvaru sítě „O“. 
 
 
Obr. A.13: Odhadnuté pozice algoritmem MapGrowing pro chybovost prostředí 10%. 
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Obr. A.14: Nárůst chyby pozice pro chybovost prostředí 10%. 
 
Výsledky jsou podobné jako u sítě ve tvaru „C“, ale zde byly lokalizovány veškeré uzly 
ve všech prostředích s danou chybovostí, kromě prostředí s 20% chybou. Je zde výhoda, 
když algoritmus není schopen nalézt pozice postupným hledáním jedním směrem, díky 
místům pokrytými málo uzly, může se k těmto špatně dostupným uzlům dostat druhou 
stranou sítě. Takovýto postup u předcházející sítě nebyl možný díky chybějící části sítě 
na pravé straně. Celková chyba odhadu pozice se pohybuje kolem 220%, což je podobné 
jako u předchozího scénáře (Tab. A.2). Opět dochází k velkému zrcadlení díky špatně 
voleným trojúhelníkům a odhadnuté uzly jsou posouvány do čtverce 80x80 metrů kolem 
počátku souřadnic (Obr. A.13). Ani navržená optimalizace nedokáže zmírnit tak velký 
nárůst chyby pozice.  
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B Ukázka struktury tcl skriptu 
#Prijimaci prah sensor node -80dBm 
set rx 1.0e-11 
#nastaveni rozmisteni 0 - nahodne, 1 - mrizka 
set matrix 0 
set krok 50.0 
#nastaveni entropie generatoru nahodneho rozlozeni pozic 
set seed [expr floor( rand() * 11000) + 111] 
#nastaveni chybovosti v [%]: 0, 1, 2, 5, 10, 20 
set err 0 
#vysilaci vykon [dBm] napr. : 1.8, 1.3, 0.0, -1, -2, -5, -7, -9, -12 
#priblizny dosah signalu v [m]: 120, 115, 100, 85, 75, 50, 45, 30, 10   
set pt -1.0 
#nastaveni rozmeru plochy 
set maxX 50.0 
set maxY 500.0 
set minX 0.0 
set minY 0.0 
#mrizka plochy 
set dX 50.0 
set dY 500.0 
#typ algoritmu 0-DV-HOP, 1-Trilaterace, 2-Centralized, 3-Map_Growing 
set alg 3 
#Delka simulace v sekundach 
set simulace 500.0 
#intrval posilani probe paketu 
set probe 60.0 
 
#pocet Sensor Nodes 
set num_sensor_nodes 90 
#pocet Target Nodes 
set num_target_nodes 0 
#pocet Sink Nodes 
set num_sink_nodes 1 
 
# Kapacita senzoroveho kanalu, počet všech uzlu v simulaci 
 ! sensorChannel setCapacity $num_nodes 
#vytvori Sensor node position tracker 
mkdir drcl.inet.sensorsim.SensorNodePositionTracker sensorNodeTracker 
#nastavi velikost simulovaného prostredi 
 ! sensorNodeTracker setGrid $maxX $minX $maxY $minY $dX $dY 
# vytvori bezdratovy kanal 
mkdir drcl.inet.mac.Channel channel 
# kapacita bezdrátového kanalu 
 ! channel setCapacity [expr $num_sensor_nodes + $num_sink_nodes] 
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#vytvori node position tracker  
mkdir drcl.inet.mac.NodePositionTracker tracker 
 ! tracker setGrid $maxX $minX $maxY $minY $dX $dY  
 
#--------------------------------------------------------------------- 
# vytvori aplikacni vrstvu senzoru. 
mkdir drcl.inet.sensorsim.SensorLocApp app 
 ! app setNid $i 
 ! app setSinkNid $sink_id 
 ! app setCoherentThreshold 1000.0 
 ! app setProbeInterval $probe 
 
# energeticky model 
set bat($i) [java::new drcl.inet.sensorsim.BatteryCoinCell 1.2] 
java::call drcl.comp.Util setRuntime $bat($i) [java::new 
drcl.comp.ARuntime] 
set cpu($i) [java::new drcl.inet.sensorsim.CPUAvr] 
java::call drcl.comp.Util setRuntime $cpu($i) [java::new  
drcl.comp.ARuntime] 
set radio($i) [java::new drcl.inet.sensorsim.RadioSimple] 
java::call drcl.comp.Util setRuntime $radio($i) [java::new 
drcl.comp.ARuntime] 
 
# vytvori sensorovou fyzickou vrstvu 
mkdir drcl.inet.sensorsim.SensorPhy phy  
 ! phy setRxThresh 1.0 
 ! phy setNid $i  
# vytvori mobility models obsahuje pozice uzlu 
mkdir drcl.inet.sensorsim.SensorMobilityModel mobility 
# vytvori wireless agent vrstvu, linkovou a MAC vrstvu 
mkdir drcl.inet.sensorsim.WirelessAgent wireless_agent 
 
mkdir drcl.inet.mac.LL ll 
mkdir drcl.inet.mac.ARP arp 
mkdir drcl.inet.core.queue.FIFO queue 
mkdir drcl.inet.mac.Mac_802_11 mac 
 
# nastaveni fyzicke vrstvy 
mkdir drcl.inet.mac.WirelessPhy wphy 
 ! wphy setNid $i 
 ! wphy setRxThresh $rx 
 ! wphy setPt $pt 
 ! wphy setFreq 2400000000.0 
 ! wphy setBandwidth 250.0e3   
 ! wphy setError $err 
# nastaveni fifo fronty 
 ! queue setMode      "packet" 
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 ! queue setCapacity  50 
   
# landmark zjistuje svoji pozici 
attach -c app/.mobility@ -to mobility/.report@ 
 ! mobility setSeed $seed 
 
#nastaveni pouziteho algoritmu 
 ! app setAlgoritmus $alg 
 
#------------------------------------------------------------------- 
# pozice sink uzlu 
 ! n0/mobility setPosition 0.0 50.0 50.0 0.0   
 
# pozice senzorovych uzlu 
mkdir drcl.inet.sensorsim.LocPos location 
 ! location run 
# nahodne rozmisteni 
if {$matrix == 0 } { 
 ! n1/mobility setPosition 0.0 0.0 0.0 0.0 
 ! n2/mobility setPosition 0.0 10 0.0 0.0 
for {set i 3} {$i <= $num_sensor_nodes} {incr i} { 
 ! n$i/mobility setRandomPosition 
}} 
# rozmisteni mrizkou 
if {$matrix == 1} { 
for {set i 1} {$i <= $num_sensor_nodes} {incr i} { 




 ! n1/app setAnchor true 
 
# spusteni simulace 
puts "simulation begins..." 
set sim [attach_simulator event .] 
$sim stop 
run n* 
script {! n4/app getError} -at $simulace -on $sim 
script {puts "Seed: $seed"} -at $simulace -on $sim 
script {puts "Simulation END"} -at $simulace -on $sim 
$sim resumeTo $simulace 
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C Soubory na přiloženém CD-ROM 
Na CD-ROM jsou uloženy veškeré materiály, potřebné pro úspěšné simulování a dále 
pak soubory vytvořené během psaní diplomové práce. Jmenovitě obsahuje tyto položky: 
 Spustitelnou aplikaci simulátoru J-Sim v souboru *.jar. 
 Kompletní zdrojové balíčky simulátoru J-sim s potřebnými knihovnami 
umístěnými v projektu z programu NetBeans. 
 Veškeré vytvořené třídy jsou v tomto projektu obsaženy. 
 Tcl skripty s nadefinovanou strukturou WSN 
 Elektronická verze diplomové práce 
Pro spuštění simulátoru stačí mít nainstalovaný Java Virtual Machine, v minimální 
verzi 1.4. Soubor je typu jar, proto by neměl být žádný problém se spuštěním na jiných 
platformách. Pokud jde o implementaci vlastních tříd, doporučují otevřít projekt 
v prostředí NetBeans a pomocí něj jednoduše provádět patřičné úpravy. Projekt lze 
určitě implementovat i do programovacího prostředí Eclipse. 
