The increasing amount of biomedical information that is available for researchers and clinicians makes it harder to quickly find the right information. Automatic summarization of multiple texts can provide summaries specific to the user's information needs. In this paper we look into the use named-entity recognition for graph-based summarization. We extend the LexRank algorithm with information about named entities and present EntityRank, a multi-document graph-based summarization algorithm that is solely based on named entities. We evaluate our system on a datasets of 1009 human written summaries provided by BioASQ and on 1974 gene summaries, fetched from the Entrez Gene database. The results show that the addition of named-entity information increases the performance of graph-based summarizers and that the EntityRank significantly outperforms the other methods with regard to the ROUGE measures.
Introduction
There is an overload of textual information, also in the biomedical domain, where new research articles are published daily. Text summarization can support to deal with this textual data deluge by providing automatically generated summaries on certain topics, e.g., a gene or a disease, as well as supporting answers returned by question answering (QA) systems.
However, the adoption of these technologies in the biomedical domain is not straightforward. The domain specific language has different requirements for information extraction compared to news articles, where who, when, what, and where elements are often the most important. Additionally, there are less resources available in biomedicine for text summarization, such as benchmarking corpora or knowledge bases. Finally, requirements for summaries, such completeness or correctness, are even more important in this domain when compared to others, as important decision might be taken based on them. Therefore, text summarization for biomedicine raises new challenges that still need to be addressed.
Searching for specific information in biomedical publications is a hard task that involves screening many entries in PubMed 1 , the most popular search engine in biomedicine. PubMed contains over 24 million records and is growing exponentially (Lu, 2011) . Two thirds of all queries to PubMed return more than 20 results, which is probably the reason why 47% of all queries get followed by a subsequent query without accessing any abstract or article of the search result (Dogan et al., 2009) . In average, users read four documents to find the information they search for. Text summarization can support this task by providing summaries of many publications for a certain query or topic. Automatic text summarization has also the potential to support database curation by automatically generating short summaries about a topic, such as the ones manually created for the Entrez Gene database.
In this work, we propose two graph-based summarization algorithms based on named entities for improving automatic multi-document summarization for the biomedical domain. While the first approach extends the lexical PageRank (Erkan and Radev, 2004) with information from the NER, the second approach is solely based on named-entity recognition (NER). Additionally, we show how to adapt these algorithms for particular uses cases in biomedicine by including a bonus score. We evaluate our methods in two uses cases: generation of ideal answers for question answering (QA) systems and for gene summaries. The remainder of this paper is structured as follows: next section presents related work on text sumarization. Section 3.2 introduces our summarization algorithms, followed by an evaluation of these in section 4. Finally, we present a discussion on the results, identify the limitations of our work, and propose future work in section 5.
Related work
Automatic text summarization has been studied since the late 1950s (Luhn, 1958) and has been applied to many domains such as news or social media, with some remarkable success (Chen et al., 2015) . More recently, graph-based ranking algorithms like Google's PageRank (Page et al., 1999) and the HITS algorithm (Kleinberg et al., 1999) have been also successfully used for summarization. Essentially, these algorithms aim at deciding the importance of a vertex within a graph.
Mihalcea and Tarau introduced the TextRank (Mihalcea and Tarau, 2004) model, which essentially provides a general instruction for extracting lexical or semantical graphs from documents. In parallel and independent of the TextRank, Erkan and Radev introduced the LexicalPageRank (Erkan and Radev, 2004) . One of the main changes that they proposed is the creation of multi-document summaries, by building a single sentence graph from multiple documents.
There are some previous work on summarization for biomedicine, such as (Kogilavani and Balasubramanie, 2009 ) that relied on ontologies to suport document retrieval and documents clustering. Researchers have also connected a graph-based extractive summarization algorithm with the domain knowledge of an ontology, for instance, for single document summarization (Morales et al., 2008) . Their approach was similar to (Verma et al., 2007) , but used a graph-based algorithm instead. Some researchers explored other non-traditional methods to generate automatic summaries. For example, generating not only summaries, but also a table of relevant data for extracting medical events and date times from documents (Aramaki et al., 2009) . Another work proposed a system that uses patient data to provide a summarization of relevant information (Elhadad and McKeown, 2001) .
Regarding summaries to support QA systems, some works focused on answering one special question type (e.g., "What is the best drug treatment for X?") (Demner-Fushman and Lin, 2006) . Further, the general-purpose BioSquash system BIOSQUASH (Shi et al., 2007) was extended with biomedical domain knowledge from UMLS. The BioASQ challenge (Tsatsaronis et al., 2015; Krithara et al., 2016) was an important step to boost summarization solutions for biomedical QA systems, such as using machine learning approach based on Inductive Logic Programming (ILP) with different sets of features .
One of the first systems for automatic generation of gene summaries was proposed by (Ling et al., 2006) . A different approach, that has some similarities to our work, was proposed by Jin et al. (Jin et al., 2009) . They also use LexRank and extend it with two domain specific steps: identification of signature terms and calculation the similarity between each sentence based on the Gene Ontology (GO) terms. This approach is similar to our redundancy reduction step (cf. Section3.2). Finally, a similar approach to ours is the work of (Shang et al., 2014) which makes uses of TextRank based on frequency of words and LDA for topic relevance.
Methods and Materials
In this section, we introduce the data that we used and describe our methods for automatically generating summaries from scientific biomedical abstracts.
Data
Since we have two different use cases, we will also use two different datasets. However, both datasets rely on PubMed as source for the documents.
PubMed. PubMed 2 is a free search engine, that not only offers access to the MEDLINE database, but also to life science journals and online books. PubMed contains over 26 million records from over 26.000 journals. Domain dictionaries. Our dictionaries combine data from the Unified Medical Language System 3 (UMLS), a collection of various health and biomedical vocabularies, and from SNOMED, a suite of standards from the U.S. Federal Government for the electronic exchange of health information. We specified a default name and a list of aliases and variations for each entity. Furthermore, entities were grouped by types, e.g., genes or diseases.
EntrezGene. EntrezGene 4 is a database for genes from various species. Each entry in EntrezGene is provided with a rich range of information 5 , such as official symbol, corresponding organism and a short manually created summary.
Methods
In this section, we will describe the details of our summarization system and the algorithms that we have implemented.
Document retrieval. We fetched from PubMed the documents that we used for the generation of the summaries. We used the Entrez Programming Utilities 6 , a set of public APIs that provide access to the data in PubMed. It allows users to get a full record by its PubMed identifier (PMID), as well as to retrieve documents which match some given keywords. Overall, we fetched 68.083 abstracts, which were used to generate summaries. We rely only on the abstracts, not on the full text, due to the following reasons: (a) most of the records in PubMed contain only an abstract; (b) sentences in an abstract are more suitable for a summary, since they are a summarization of an article and contains the most relevant information; (c) the BioASQ dataset (cf. section 4.1) are based on the abstracts, not on the full text. Document pre-processing. We extracted linguistic and semantic annotations for the documents using the built-in text analysis functionality of an in-memory database (SAP HANA). Therefore, we created two full-text indexes (FTI), i.e., a a full indexing of all documents, one for linguistic annotations, i.e., part-of-speech (POS) tags and stems, and one for semantic annotations, i.e., named entities for genes, diseases, etc. The name-entity recognition (NER) was based on the custom dictionaries derived from various terminologies from UMLS, as previously described in our question answering system (Schulze et al., 2016) . Dictionary matching to the documents was performed inside the database based on an approximated matching of the dictionaries with the documents. We mapped the words in the linguistic index to the entities in the NER index only for entities composed of a single word.
Extended LexRank. We extended the LexRank graph-based algorithm (Erkan and Radev, 2004) with information from the NER step. LexRank finds the most central sentences by building a sentence graph, based on the idf-modified cosine similarity, and calculates the PageRank on the resulting graph. We relied on the pre-processing step to normalize each sentence, based on the stemming and the named entities. After running the LexRank on these normalized sentences, we remove redundant sentences and extract the best sentences for a summary.
LexRank is based on the assumption that similar sentences contain the exact same words. However, two sentences can express the same content using different forms of the same word or even their syn-onyms. We rely on stems, from the linguistic FTI, and on the named entities from the semantic FTI to normalize different but related words and to reduce the dimension of the vector space.
After merging both indices, we unify the resulting index by choosing a single form from one of the available ones. For instance, only 61% of the words were recognized as named entities. Therefore, we choose one form in this order: named entity, stem, normalized form or token text. Since the named entities not only include different forms of the same word but also synonyms and typical spelling mistakes, we chose this as the preferred form, followed by the stemmed form, that could also include different word classes and conjugations. The so-called normalized form only accounts for capitalization and mutated vowels, while the token text is the original word as it appears in the text. The unified index was used as input for the LexRank algorithm and for the calculation of the idf values.
After using LexRank to rank the sentences according to their centrality, we need additional postprocessing steps to generate the summaries. Firstly, we extracted the sentences that are most suitable for a summary using the following process: (1) we initialized two sets: an empty set A and a set B that contains all extracted sentences; (2) we ordered the sentences in set B by descending order according to their score; (3) we moved the top sentence s i from set B to set A. Then penalized all sentences s j similar to s i by calculating their new score according to the equation 1 below, where sim(s i , s j ) is the similarity between two sentences, t = 0.3 is a threshold and w = 0.5 is a penalty factor; (4) we repeated steps 2 and 3 until enough sentences were in set A.
At the end of this procedure, we obtained the most central sentences that are also as distinct as possible to each other. We concatenated these sentences to create a summary with the most relevant information.
EntityRank. We developed a second ranking approach inspired by the LexRank. Similar to LexRank, EntityRank also uses the similarity between the sentences to generate a sentence graph, but based on the named entities. Additionally, it also includes the possibility to adapt the calculation to the specific use cases.
Since the EntityRank is a graph-based algorithm, like LexRank and PageRank, we built a graph from the documents that we want to summarize. In order to represent the text as a graph, we created a similarity matrix by comparing every two sentences to each other, with no distinction between sentences that came from the same or from different documents. We experimented with two graph approaches, namely, weighted and non-weighted edges, and we implemented three approaches.
Our first approach used a non-weighted graph, like in LexRank, by adding non-weighted edges between the vertices that have a similarity greater than a certain threshold. The value of this threshold directly influences the density of the resulting graph, since a lower threshold results in more connections. After evaluating various values, we decided for 0.2. For the second approach, we created a weighted sentence graph. Compared to the unweighted graph, this method has no loss of information, since we add an edge between every two vertices whose corresponding sentences have a similarity greater than zero. This usually resulted in a much larger and dense graph, but it also contained much more information. We calculated the similarity between two sentences based on the cosine similarity and on the named entities. Our third hybrid approach combined the threshold used in the first method with the use of weighted edges from the second method. We add a weighted edge between every two sentences whose similarity score is larger than a certain threshold. We decided for a value of 0.1 for the threshold based on our experiments.
After creating the sentence graph, we calculated a score that represents the centrality of the sentence based on PageRank (Page et al., 1999) , which is a round-based algorithm. We recalculated the score of every vertex in each round by using the results from the previous round until convergence of the scores, using the equation below:
where N is the total number of vertices in the graph, adj[s] are all adjacent vertices of the vertex s, deg(s j ) is the degree of vertex s j , and d is a 'damping factor', which is typically set between 0.1 and 0.2 as proposed by (Page et al., 1999) .
Since this formula is only defined on non-weighted graphs, we did not use it on weighted graphs. Instead, we modified it to distribute the score of each vertex, depending on the weights of its edges. The resulting equation is a modified version of the EntityRank for weighted graphs:
where cosine(s 1 , s 2 ) is the cosine similarity between two sentences. With this formula, we calculated the non-weighted EntityRank and the weighted EntityRank using the same weight for every edge.
Similar to the PageRank, that gives more importance for certain Web sites, we introduced a score to describe the relevance of a sentence for a use case. This score was used to change the distribution of EntityRank and to give an higher weight to the sentences that have a greater relevance for the use case. We changed the equation accordingly:
where E(s i ) is the relevance of the sentence s i for the current use case. The average of this factor over all vertices is 1, in order to keep the average of all scores converging to 1.
EntityRank for question answering. Given that summaries for QA systems should focus on the question, we changed EntityRank to provide a bonus score for sentences that are related to the question. The bonus score was calculated based on the similarity of each sentence with the question, more specifically, on the common named entities. But before we can use the similarity, we need to normalize it, so that its average over all sentences is 1, by using the following equation:
where S is the set of sentences and sim(s i ) the similarity of the sentence s i to the question. We will use this normalized bonus score in the equation 4 to positively influence the summarization.
EntityRank for gene summaries. Since there is lot of information about most of the genes, the algorithm needs additional guidance on the right information for the summary. When analyzing human summaries from the Entrez Gene database, we noticed that they all cover similar topics, such as encoded protein, mutations, location or relation with certain diseases.
We created a bonus score that reflects how suited a sentence is for belonging to a gene summary. We relied on 9553 manually written summaries from EntrezGene to identify the most frequent named entities. The 15 most used terms were the following: "Proteins", "Genes", "protein location", "encoding", "variant", "family", "last name", "variant", "receptor", "receptor cells", "mutation", "numerous", "function", "enzymes", and "DNA". We created an artificial sentence from these most used terms, then we compared the artificial sentences to the sentences in the dataset. This similarity score was used to create the bonus score using equation 5 that was later applied in equation 4.
Evaluation
Unlike other domains, there are not gold-standard dataset for the evaluation of text summarization for biomedicine. Most papers introduce their own evaluation datasets, based either on abstracts from documents or on manual evaluation by experts. In this section, we evaluate our algorithms on the test collection provided by BioASQ and on a set of human summaries from the EntrezGene database. Tuning of parameters in our methods were solely based on the training sets.
Datatsets
BioASQ We used 1009 questions and the corresponding data provided by the BioASQ challenge 7 , an EU-funded project that aims to evaluate biomedical QA. These questions correspond to the datasets used in phase B of the tasks 1b (2013), 2b (2014) and 3b (2015). The BiOASQ dataset includes not only the questions, but also the relevant documents (PMIDs from PubMed), passages and concepts, as well as exact answer and ideal answers (summaries). We relied on the these relevant documents (but not the passages) to generate our summaries. These datasets may include more than one ideal answer for each question, which we use for the evaluation of our system. EntrezGene summaries We automatically collected manual summaries from EntrezGene. The resulting summaries include some noise, therefore, we removed all summaries that were shorter than 100 characters and those which were equal for multiple genes. We then split this set randomly into a training set of 9553 summaries, that was used for generating the bonus score, and a test set of 1974 summaries. The quality of this dataset is very low, when compared to the BioASQ data. Further, the summaries have different lengths and some might be outdated. In the document retrieval step, we relied on the PubMed API to search for the official symbol, official full name and the whole name of the gene. We considered the top 20 abstracts for each gene as source for the summary.
Results
We compared our summarization algorithms to LexRank. Further, we also evaluated the performance of EntityRank for our two use cases. We used the Java implementation of ROUGE-N from the Dragon Toolkit (Zhou et al., 2003) , which was developed by (Zhou et al., 2007) . It implements ROUGE-1 and ROUGE-2 with additional stop word removal. Since ROUGE is a recall-based measure, the length has no influence on the score. Therefore, we calculated the ROUGE scores on summaries of similar length.
Comparison to LexRank. We use the BioASQ dataset for comparison to LexRank, given its better quality. As recommended by BioASQ, we created summaries with a fixed length of 200 words and compared them to the reference summaries using both ROUGE-2 and ROUGE-1. Additionally, we also compared the algorithms for shorter summaries of only 100 words. Therefore, we extracted sentences until the next sentence would not fit in the limit of words.
Our comparison to LexRank is displayed in Figure 1 . We compared LexRank to the extended LexRank, the non-weighted and the weighted EntityRank, without considering any bonus scores. In these diagrams, the blue bar shows the average score of all summaries, which adds up to 1009 summaries, while the green bar shows the average score only for summaries which were created from more than 20 documents, which adds up to 197 summaries. Results for ROUGE-2 (results not shown) had a similar correlation among the various systems, though lower results.
Our extended LexRank achieved a slightly better score, compared to the original LexRank. This was expected, since the algorithm is essentially the same. In contrast, the non-weighted and weighted variants of the EntityRank produced very different results. The overall score of the non-weighted EntityRank is far lower, compared to the weighted EntityRank. This can be explained by the loss of information that occurs when ignoring the similarity between the sentences. Finally, we got better ROUGE scores for the summaries that were created with the weighted EntityRank. Question Answering. We evaluated the influence of the bonus factor by comparing the adapted version of the weighted EntityRank with the general version. Therefore we generated 100-and 200-words summaries and compared them according to the number of abstracts that were used for the generation (cf. Figure 2) . The bonus score slightly improved the results of the EntityRank, especially for summaries that were generated from fewer abstracts. While the 100-words summaries benefited from the bonus score, regarding summaries that were generated from less than 10 abstracts, 200-words summaries were improved or were similar for each number of abstracts. Although the overall improvement is only 2%, it shows that the bonus score did help guiding the EntityRank on the right sentences. We also compared our systems to participants of the BioASQ challenge during the current fourth edition of the challenge (Schulze et al., 2016) . We participated with the basic EntityRank and generated summaries with a length of five sentences instead of 200 words, which was the best version of our system that was ready at the time of the challenge (Spring/2016). As reported in (Schulze et al., 2016) , we got a first position in one of the batches and good scores in the other batches.
Gene Summarization. We also evaluated whether our bonus score could improve the generation of gene summaries. We evaluated the same algorithms used earlier in the comparison to LexRank, as well as weighted and unweighted EntityRank with the bonus score (cf. Figure 3) . The overall scores are significantly lower compared to the ROUGE-1 scores of the BioASQ dataset. This is due to the fact that the gene summaries is not a query-focused task and it can include many different topics related to the gene, while the summaries for QA should be related to the query (question). The weighted EntityRank obtained the highest scores among all systems. Thus, we can confirm the positive influence of the bonus score, which increased the scores of unweighted, as well as the weighted, EntityRank by roughly 2%. 
Discussion and Future Work
Considering that summaries need dense sentences with much information, we chose to use only the abstracts of the PubMed articles. But especially for a focused summary, there could be information in the full paper that is not contained in the abstract. Therefore, in future work, we plan to evaluate the performance of our algorithms on full text, specially regarding the gene summaries, as information contained on these are not restricted to the abstracts.
The ordering of the sentences and the readability are important issue to create a fluent and natural summaries similar to human-written ones (Jurafsky and Martin, 2009 ). Further, it has a large impact on the comprehensiveness of a summary. For example, the information of a sentence could require knowledge of another sentence.
Further, we did not evaluate the performance of our NER approach for the detection of biomedical terms. The reason for not recognizing a term could not only be a failure of the NER step but could also be due to misspelling of words or missing terms in our dictionaries. Especially the latter could possibly occur more often during real use, if new documents contain words that is still not available in our dictionaries. Since our algorithms are heavily dependent on the named-entities, we need to check whether there is still room for improvement on the NER step, either regarding adding new terminologies or using machine learning approaches.
Not only false negatives are an issue, but also false positives. False positives can be either due to the NER algorithm or an error in the dictionaries. This is a problem specially for acronyms which often match common English words, such as conjunctions, when using an approximate and lowercase-based matching. A stopwords filtering step could remove some of these false positives.
Finally, one issue could raise from merging the linguistic and semantic indices. Set of words that have the same stem and a related meaning could have been handled as the same. But this was not the case if one of them was recognized as a named-entity. However, we anticipate that these were indeed rare cases.
Conclusions
Automatic text summarization has the potential to support many domains. It enable researchers to quickly get an overview of a specific topic, without investing too much time for searching the information. Especially for fast changing domains like biomedicine, it can help clinicians to save valuable time that could be use on treating patients. Therefore, summarization algorithms should utilize domain knowledge to create accurate summaries.
In order to improve the understanding of the domain, we relied on named-entity recognition in our summarization algorithms. We showed that adding named entities to graph-based summarization algorithm did improve the results for the task. The named-entity information supported building a sentence graph, by improving the similarity measure. This approach is especially effective for summaries that are generated from few documents.
We showed two different ways of enriching graph-based algorithms with named-entity information. The extended LexRank proved that using named entities greatly improves the overall results of the LexRank in the medical domain. But the main contribution of this work is EntityRank, which is a graphbased algorithm that is solely based on named entities instead of terms. We showed that a graph-based summarization algorithm that only uses technical terms can outperform other graph-based approaches within a restricted domain. Although the performance only increases for summaries that are created from few documents, it still shows the potential of that approach, since it performs comparable to other state-of-the-art systems.
Additionally, we showed how the EntityRank could be adapted to more specialized use cases, such as question answering and gene summarization. We implemented two bonus scores and showed how they improve the results for special use cases.
