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Abstrakt
Tato práce pojednává o evolučním návrhu 3D struktur. Přináší přehled a zhodnocení
předchozích prací v této oblasti. Autor předkládá své vlastní řešení založené na obecném
přístupu k evolučnímu návrhu struktur. Práce se zabývá především, na rozdíl od předcho-
zích přístupů, možností jednoduché definice fitness funkce v systémech pro evoluční návrh
3D struktur. Autor se snaží udělat jeden z prvních kroků k budoucím systémům pro evolu-
ční návrh libovolného typu struktury, jako protipól systémům určených pro návrh jednoho
konkrétního typu struktury. Výsledkem této práce je jednoduchý systém pro evoluční návrh
3D struktur s možností externí definice fitness funkce formou XML souboru. Tato práce
také nabízí rady, pozorování a doporučení pro potencionální budoucí výzkum v této oblasti.
Abstract
This work deals with evolutionary design of 3D structures. The work brings the summary
of the previous works in this area and brings autor’s suggested solution of evolutionary
design of 3D structures. This paper seeks to the ability of easy fitness function definition in
the systems for evolutionary design of structures. The author tries to make one of the first
steps to the future systems for evolution design of any universal structures in contrast with
the evolution systems for design of a concrete type of structure. The result of this work
is the basic system for evolutionary design of 3D structures with the ability of external
fitness function definition via the XML file. This paper offers also the simple advices and
observations for the potential future work in this area.
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Kapitola 1
Úvod
Evoluce dokázala vytvořit organismy, které mohou létat, běhat a plavat s úžasnou hbi-
tostí [7]. Tyto schopnosti evoluce byly inspirací pro dnes poměrně široce používanou rodinu
tzv. evolučních algoritmů. Tyto algoritmy se snaží vlastnosti evoluce napodobit a simulovat
v umělém prostředí.
Evoluční návrh zajímavých 3D struktur může být přínosem v mnoha vědních discip-
línách. Za všechny jmenujme například umění (sochařství), technické disciplíny (robotika,
architektura, návrh výrobků) a v neposlední řadě také biologie (zkoumání evoluce) [7]. Cí-
lem evolučního návrhu je vytvořit budovy, mosty, stroje a roboty, které budou mít lepší
vlastnosti než tyto konstrukce navržené konvenčními metodami člověkem.
Avšak takto komplexní prostředí, jaké se nachází v samotné přírodě, je možné uměle jen
těžko vytvořit. Snažíme se tedy napodobit jen ty nejdůležitější aspekty evoluce a ostatní
jsme nuceni zanedbat [5].
Nejzajímavější výsledky v
”
umělém životě“ vzejdou díky tomu, že je v něm
zachycen nějaký aspekt reality [10].
Tato práce pojednává o evolučním návrhu 3D struktur. Podává stručný přehled různých
přístupech k návrhu a v nich použitých technikách. Také naznačuje směr, kterým se práce
bude dále ubírat. Toto téma pro semestrální projekt a pro diplomovou práci jsem si vybral
z toho důvodu, že mě zajímá oblast evolučních technik. V neposlední řadě také kvůli tomu,
že vývoj evolučního algoritmu se může ubírat různým směrem. Podle toho se algoritmus
bude dále upravovat, což může být poměrně zajímavé.
Cílem této práce bylo vytvořit systém, který bude schopen pomocí evolučního algo-
ritmu navrhnout 3D strukturu podle specifikovaných požadavků. Chci vytvořit program,
který bude struktury pomocí evolučního algoritmu vytvářet a také program pro vizualizaci
navržených struktur, který umožní interaktivní prohlížení navržených struktur. Tím bude
umožněno prohlédnout si a zhodnotit, jak moc splňují navržené struktury zadaná kritéria.
V neposlední řadě bude také možné ohodnotit vizuální stránku navržených struktur, pokud
to bude typ struktury vyžadovat.
Kapitola 2 se zabývá evolučními algoritmy. Popisuje nejčastěji používané operátory evo-
lučních algoritmů a zvlášť přibližuje jednotlivé typy evolučních algoritmů. Pro tvorbu 3D
struktur chci využít Lindenmayerovy systémy. Protože tyto systémy jsou vlastně bezkon-
textovou gramatikou, obsahuje kapitola 3 formální popis gramatiky obecně, dále bezkontex-
tové gramatiky a podrobněji také popis samotných Lindenmayerových systémů. Kapitola 4
předkládá různé techniky návrhu a reprezentace 3D struktur. Kapitola čerpá např. z prací
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Petera J. Bentleyho, Jordana Pollacka, Gregory Hornbyho a Jeffa Cluna. Každý přístup
je doplněn stručným hodnocením a porovnáním s ostatními přístupy. Kapitola 5 přibližuje
návrh řešení problému a tedy směr, kterým se chci v práci ubírat. Kapitola se vybranými
tématy z předchozí části práce blíže zabývá a hodnotí jejich případné užití v mojí práci.
Kapitola 6 předkládá informace o L-systému použitého v této práci, principu gene-
rování jedinců a jejich ukládání. Kapitola 7 pojednává o použitém evolučním algoritmu,
realizaci křížení, mutace a výpočtu fitness funkce. V kapitole 8 se čtenář dozví podrobnosti
o implementovaném systému pro vizualizaci trojrozměrných L-systémů a systému pro evo-
luční návrh 3D struktur. Kapitola 9 nabízí několik ukázek z testování navrženého systému
a závěrečná kapitola 10 přináší hodnocení této práce a postřehy a závěry pro případné
pokračování tohoto projektu nebo projektů s podobnou tématikou.
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Kapitola 2
Evoluční algoritmy
Evoluční algoritmy (dále jen EA) [16] jsou typem algoritmů používaných nejčastěji k řešení
optimalizačních problémů. Nelze přesně určit, které algoritmy (metody) jsou nejúspěšnější
v konkrétním typu úlohy, ale lze určit metodu produkující nejlepší výsledky v určité kate-
gorii problémů [5]. Výhodou evolučních algoritmů je jejich robustnost a znovupoužitelnost
- nemusíme pro řešení nového problému vytvářet zcela nový algoritmus. Často stačí pouze
upravit algoritmus, který jsme již dříve použili pro jiný problém. Výhodou EA oproti kon-
kurenčním technikám jako je např. simulované žíhání, hill-climbing nebo tabu search je,
že EA produkují dobré výsledky v rozsáhlé škále problémů. Tedy jejich využití je široké
a nezaměřuje se pouze na jednu kategorii problémů.
Jak již název napovídá, EA byly inspirovány samotnou evolucí v přírodě. Jedinci s nej-
lepšími vlastnostmi přežívají a dále se rozmnožují, naopak slabí jedinci brzy umírají. Jedinci
v nové generaci se podobají rodičům, ale nejsou úplně totožní. Když se tento princip opa-
kovaně aplikuje a jsou vytvářeny nové a nové populace, konečná populace obsahuje jedince
s podstatně lepšími vlastnostmi než počáteční populace. Na rozdíl od přirozené evoluce se
EA v několika ohledech liší. Protože na počítači nelze simulovat vývoj trvající miliony let, je
v případě EA počáteční populace náhodně generována. Stejně tak musí mít evoluční algo-
ritmus na rozdíl od přirozené evoluce stanovenu ukončující podmínku. Tou bývá nejčastěji
nalezení přijatelného jedince nebo vygenerování omezeného počtu populací.
Příklad průběhu EA [5]:
• inicializace,
• ohodnocení,
• výběr (volitelné),
• reprodukce,
• náhrada rodičů dětmi (volitelné),
• odstranění některých jedinců (volitelné),
• přemístění (např. mezi populacemi, volitelné),
• ukončení.
5
Inicializace probíhá generováním náhodných jedinců nebo použitím uživatelem defino-
vaných počátečních řešení (např. nejlepší řešení předchozích běhu algoritmu). Použití dříve
dosažených řešení má však své nevýhody. Nová řešení vzniklá z těchto mohou být značně
deformovaná, kvůli velkému rozdílu v jejich struktuře. Také se může stát, že algoritmus
”
uvázne“ na těchto řešeních a zanedbá potencionálně dobré vlastnosti obsažené v jedincích
s nižší hodnotou fitness (viz podkapitola Genetické algoritmy 2.1). Použití předem defi-
novaných částečných řešení bývá časté také u návrhu, kde chceme použít určité základní
stavební bloky. Z těch pak může během evoluce vzniknout komplexní stavba.
Mapování je zapotřebí pouze u algoritmů, které oddělují prostor hledání a prostor řešení.
Oddělení těchto prostorů umožňuje redukovat prohledávací prostor (např. snížit dimenzi),
zvýšit rychlost prohledávání prostoru. Tím se liší od ostatních evolučních algoritmů, které
toto dělení obvykle nepoužívají. Proces ohodnocení bývá místem, kde algoritmus stráví
nejvíce času. Někdy bývá ohodnocení explicitně určeno člověkem (např. v oblasti evolučního
umění, více v podkapitole 4.4).
Dalším krokem EA je výběr rodičů. Pokud tento výběr není v algoritmu přítomen,
všichni jedinci v populaci můžou mít potomky se stejnou pravděpodobností. Výběr pro-
bíhá na základě hodnoty fitness, použitím tzv. rulety1 nebo pomocí tzv. turnaje (více viz
podkapitola 2.1).
Proces reprodukce spočívá v aplikaci operátorů mutace a křížení. Mutace může být
provedena např. bitovou změnou, změnou struktury, inverzí, permutací, zapouzdřením atp.
Důležité je, aby operátor mutace neměnil strukturu jedince. Jedinec musí být podobný
svému rodiči, jinak by se nejednalo o EA, ale o vyhledávací algoritmus. Operace křížení
provádí kombinaci dvou jedinců.
Nově vytvoření jedinci mohou nahradit své rodiče. Někteří jedinci mohou být z populace
odstraněni. Tak se dá např. simulovat úmrtí jedince stářím a tak zabránit
”
nesmrtelnosti“
jedinců [5]. EA běží často paralelně ve více oddělených skupinách. Operace přemístění
umožňuje přemístit jedince z jedné skupiny do druhé. Ukončení bývá nečastěji podmíněno
získáním dostatečně kvalitního jedince nebo určitým počtem vygenerovaných populací.
Mezi nejčastější úlohy řešené pomocí evolučních algoritmů patří data-mining, hraní her,
strojové učení, řídící systémy, třídění nebo plánování. Výhodou evolučních algoritmů je pře-
devším rychlost a úspěšnost i v případě nepříznivých vstupních parametrů.
Dále zmíním tyto čtyři základní skupiny evolučních algoritmů [16]:
• genetické algoritmy,
• genetické programování,
• evoluční strategie,
• evoluční programování.
1 Náhodnost výběru chromozomů do procesu reprodukce je realizována tak, aby byla úměrná jejich síle,
což se uskutečňuje pomocí tzv. rulety. Tento postup připomíná ruletu, kulička se zastaví v oblouku (poloze)
s pravděpodobností úměrnou délce oblouku - síle chromozomu. Ruleta nám s největší pravděpodobností
vybírá ty chromozomy, které mají největší sílu. Ovšem i chromozomy s malou silou mají určitou malou
šanci být vybrány do reprodukce [16].
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2.1 Genetické algoritmy
Genetické algoritmy (dále jen GA, [22]) jsou dnes pravděpodobně nejpoužívanější skupinou
EA. Jsou v porovnání s ostatními skupinami EA nejvíce spjaty s biologickou evolucí. Každý
jedinec může být reprezentován např. pomocí bitového řetězce. Ten představuje chromozom
jedince a jednotlivé bity tohoto řetězce je možné vnímat jako geny jedince. GA jsou typické
přítomností dvou oddělených prostorů - prostoru hledání a prostoru řešení.
Prostor hledání
Obsahuje tzv. genotypy. Genotyp je soubor všech genů vložených do zárodku organismu bez
ohledu na jejich umístění v buňce [1]. V EA představuje zakódované parametry jedince.
Prostor řešení
Obsahuje tzv. fenotypy. Fenotyp je soubor všech pozorovatelných vlastností a znaků orga-
nismu, výsledek interakce jeho genotypu s prostředím [1].
Každého jedince představuje tedy příslušný genotyp a příslušný fenotyp.
Příklad průběhu GA [5]:
1. vygenerování populace,
2. ohodnocení jedinců2,
3. výběr jedinců k reprodukci,
4. reprodukce,
5. zpátky na bod 2 nebo ukončení pokud byla splněna podmínka ukončení.
Reprodukce je realizována aplikací dvou operátorů, operací křížení a operací mutace.
Operace křížení
Pro provedení operace křížení jsou vybrány dva jedinci. V každém z jejich chromozomů je
náhodně vybrán bod křížení. V těchto bodech jsou řetězce jedinců rozděleny a druhé částí
řetězců jsou mezi sebou prohozeny, viz obr. 2.1. Křížení probíhá asi v 70% případů, zbytek
nové populace tvoří pouhé kopie rodičů [5].
Operátor mutace
Operátor mutace je aplikován po operaci křížení na nově vzniklé jedince. Spočívá v ná-
hodném výběru genu v řetězci, který je poté nějakým způsobem změněn (např. v případě
bitového řetězce invertován, viz obr. 2.2).
2Ohodnocení jedinců s provádí pomocí tzv. fitness funkce. Ta určuje, do jaké míry je daný jedinec vhodný
pro další vývoj.
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U GA má velký význam tzv. elitismus. Jedná se o výběr (kopii) nejlepšího řešení do ná-
sledující generace. Důvodem použití tohoto postupu je zamezit ztrátě nejlepšího řešení při
náhodném výběru. Elitismus je tedy vlastnost upřednostňující potencionálně lepší řešení.
Obrázek 2.1: Křížení jedinců při použití genetického algoritmu.
Obrázek 2.2: Mutace jedince při použití genetického algoritmu.
2.2 Genetické programování
Genetické programování (dále jen GP) je úpravou genetického algoritmu. Tu představil John
R. Koza, Ph.D., který v současnosti působí na Stanfordské universitě v Kalifornii [14]. Koza
se pokoušel vyvinout algoritmus pro tzv. automatické programování (program vytvářející
programy). GP se stalo populární hlavně mezi informatiky. V GP ovšem mohou mít dva
jedinci různou délku chromozomu, což by v případě aplikace operátoru křížení na jedince
reprezentovaného pomocí řetězce mohlo být problémem. Proto zde jedince nepředstavuje
bitový řetězec, ale syntaktický strom. Listy syntaktického stromu jsou tvořeny ukončovacími
symboly (vstupy programu, konstanty) a ostatní uzly stromu obsahují symboly pro operace
se synovskými uzly. GP je nejčastěji používáno k učení a k tzv. symbolické regresi3.
GP narozdíl od GA nevyužívá dělení na genotyp a fenotyp. GP tedy nepracuje se za-
kódovanou podobou řešení, ale s řešením samotným. Stejně jako v případě genetických
3 Principem symbolické regrese je najít funkci, která by ideálně aproximovala body z tréninkové
množiny [16]. V případě symbolické regrese jsou listy stromu tvořeny proměnnými nebo konstantami a uzly
představují n-nární operace.
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algoritmů i zde jsou použity operátory mutace a křížení.
Operátor mutace
Operátor mutace náhodně vybere uzel stromu a na jeho místě vygeneruje nový podstrom
(viz obr. 2.3). Protože je ovšem tento operátor velmi podobný dále zmíněnému operátoru
křížení, někdy nebývá vůbec používán.
Operace křížení
Operace křížení vybere dva jedince a u každého náhodně určí bod křížení. Od těchto bodů
směrem k listům jsou poté podstromy od těchto bodů prohozeny, viz na obr. 2.4.
Selekce
Výběr jedinců pro operace mutace a křížení se nazývá selekce. Selekce pracuje náhodně
podle určitého rozdělení pravděpodobnosti. Popřípadě může výběr určovat i člověk a tak
zasahovat do procesu (usměrňovat vývoj správným směrem).
Obrázek 2.3: Při mutaci je náhodně vybraný uzel i s celým svým podstromem odstraněn
a nahrazen novým.
Algoritmus GP má podobný průběh jako GA. Je ukončen po dosažení určité hodnoty
fitness nebo po vygenerování určitého počtu populací. Poměrně častým jevem při použití GP
je vznik částí stromu, které nemají na funkčnost daného jedince žádný nebo bezvýznamný
vliv. Vznikají tedy nadbytečné části stromu. Pro snížení výskytu tohoto jevu se používá
penalizace za přílišnou délku stromu při určení hodnoty fitness jedince.
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Obrázek 2.4: Při křížení jsou náhodně vybrané uzly i se svými podstromy mezi sebou
prohozeny.
2.3 Evoluční strategie
Evoluční strategii (dále jen ES) začali používat na Technické univerzitě v Berlíně studenti
Peter Bienert, Hans-Paul Schwefel a Ingo Rechenberg. Jednou z prvních oblastí, kde byla
tato technika použita byl evoluční návrh tvaru potrubí. ES byla ovšem použita až na úpravu
(přidáváním a odstraňováním spojů nebo segmentů, změnou pozice spojů atp.) člověkem
vytvořeného návrhu [5]. Proměnné jsou na rozdíl od předchozích přístupů reprezentovány
jako reálné hodnoty.
Operátor mutace
Operátor mutace náhodně změní některý parametr rodiče. Výběr jedince určeného k mutaci
se řídí normálním rozložením pravděpodobnosti. Proměnné jsou na rozdíl od předchozích
přístupů reprezentovány jako reálné hodnoty.
Operace křížení
Nejpoužívanější varianty křížení jsou diskrétní křížení a křížení průměrem [18]. Diskrétní
křížení tvoří vektor potomka výběrem hodnot z rodičovských vektorů (každá hodnota vek-
toru vznikne náhodným výběrem buď z jednoho nebo z druhého rodiče. V případě křížení
průměrem je tvořen průměrem jednotlivých hodnot obou rodičů.
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Jednoduchá forma ES pracuje pouze se dvěma jedinci (rodič a dítě). Je označována
jako (1+1)–ES. Tato jednoduchá forma má ovšem tendenci uváznout v lokálním minimu.
Existují různé varianty ES (jak uvádí Bentley v [5]), označované jako:
• (µ+ λ)-ES,
• (µ, λ)-ES,
kde µ značí počet rodičů a λ počet potomků. Tyto varianty se v mnohém podobají ge-
netickému programování. Ovšem rodiče nejsou vybíráni náhodně, jako v případě GP, ale
deterministicky. ES navíc odděluje prostor rodičů od prostoru potomků. První varianta
vybírá nejlepší jedince z rodičů i potomků, druhá pouze z potomků. Pro funkčnost algo-
ritmu musí být počet rodičů vždy menší než počet potomků. Jedna z variant ES rozlišuje
i vliv různých proměnných, takže některé proměnné mají ve výsledku větší vliv. To je za-
jištěno rozdílným rozdělením pravděpodobnosti pro jednotlivé proměnné (tzv.
”
strategické
proměnné“). Rovněž každý chromozom obsahuje parametry pro mutaci.
2.4 Evoluční programování
Evoluční programování (dále jen EP) pochází od Dr. Lawrence Fogela (USA). Dále se jím
zabýval jeho syn David Fogel. EP bylo vyvinuto souběžně s ES. Má mnoho podobných
znaků, i když bylo vyvinuto nezávisle. Původně bylo EP vyvinuto pro vytvoření stroje s in-
teligentním chováním. Chování bylo reprezentováno jako konečný stavový automat (FSM)
a EP bylo použito k vytvoření tabulky přechodů tohoto automatu. Fitness funkce byla
určena jako rozdíl mezi posloupností znaků vytvořenou každým jedincem a plánovanou
posloupností znaků. [5].
EP našlo inspiraci v horolezeckém algoritmu. Na rozdíl od evoluční strategie mají šanci
uplatnit se i horší potomci. To je umožněno díky rozdělování jedinců do skupin. V každé
skupině pak probíhá tzv. turnaj, tedy výběr nejlepších potomků. Počet jedinců v turnaji je
určen parametrem algoritmu. Od genetického programování se od EP liší absencí operátoru
křížení, používá jen operátor mutace. Je to proto, že EP se snaží napodobit vývoj jednot-
livých druhů. Křížení mezi druhy v přírodě obvykle neprobíhá. Mutace probíhá u každého
potomka v populaci. Potomci vznikají kopií rodičů, dokud nemá populace dvojnásobnou
velikost. Na základě hodnoty fitness je poté půlka populace odstraněna. Jinou metodou
než vytvoření populace dvojnásobné velikosti je vytvoření nového potomka a jeho umístění
místo jedince s nejnižší hodnotou fitness v populaci. Algoritmus obvykle končí po dosažení
určitého počtu generací.
Existují tři hlavní typy EP:
• standardní EP (nepoužívá sebeadaptaci),
• meta-EP (používá rozdílné parametry pro mutaci jedinců, čímž je umožněna sebea-
daptace),
• Rmeta-EP (vyšší úroveň sebeadaptace).
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Kapitola 3
Gramatiky
Gramatika G je čtveřice G = (N,Σ, P, S), kde
• N je konečná množina nonterminálních symbolů,
• Σ je konečná množina terminálních symbolů, N ∩ Σ = ∅,
• P je konečná podmnožina kartézského součinu (N ∪ Σ)* N(N ∪ Σ)* × (N ∪ Σ)* ,
• S  N je výchozí symbol gramatiky [26].
Příklad gramatiky:
G = ({A,S}, {f, g}, {S → fAg, fA→ ffA|}, S)
3.1 Bezkontextová gramatika
Bezkontextová gramatika obsahuje pravidla tvaru: A → γ, A  N , γ  (N ∪ Σ)* [26].
Příklad bezkontextové gramatiky:
G = ({A}, {f}, {A→ fA|}, A)
3.1.1 Lindenmayerovy systémy
Lindenmayerovy systémy (dále jen L–systémy) jsou formální přepisovací gramatiky. Své
jméno dostali podle maďarského biologa Aristida Lindenmayera (1925-1989), který je zkou-
mal společně s polským informatikem Przemyslawem Prusinkiewiczem. Původně byl L–systém
vyvinut k simulaci růstu rostlin [20].
Závorkový L–systém
L–systém používající příkazy pro uložení a vyjmutí stavu želvy1 do/ze zásobníku se nazývá
závorkový L–systém. Pod pojmem stav si lze představit jak základní údaje o pozici želvy,
1 Želva je nástroj, který se pohybuje a tím kreslí obrazce (ať už se jedná o dvourozměrný nebo víceroz-
měrný prostor) podle příkazů zadaných programátorem. Původ má v programovacím jazyce Logo [17].
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jejím natočení, tak také aktuální barvu, základní tvar apod. Typický L–systém používá
jako základní tvar čáry. Avšak základním tvarem může být v podstatě cokoli, ať už se jedná
o některý ze základním geometrických obrazců či složitou geometrickou strukturu.
Iterace L–systému
L–systém je zpravidla deterministickou bezkontextovou gramatikou. To znamená, že ne-
existuje více pravidel se stejnou levou stranou pravidla. Každý nonterminál je tedy možné
přepsat pouze jedním možným způsobem.
Iterace L–systému znamená přepisování znaků v řetězci podle zadaných pravidel. Vý-
chozí symbol gramatiky je také označován jako tzv. nultá iterace. Každá další iterace pro-
běhne nahrazením všech nonterminálů v řetězci příslušnou pravou stranou pravidla. Pokud
zůstanou v řetězci jen samé terminální symboly, další iterace už nemohou proběhnout. Ře-
tězec by již zůstal nezměněný. Naproti tomu některé L–systémy mohou být přepisovány
nekonečněkrát, protože budou stále obsahovat nějaké nonterminální symboly.
Ukázka nulté, první a druhé iterace L–systému G = ({A}, {f}, {A→ A[+A][−A]},
A). Vizualizaci několika iterací tohoto L–systému můžete vidět na obr. 3.1):
A→ A[+A][−A]→ A[+A][−A] [+ A[+A][−A] ] [− A[+A][−A] ]
Vizualizace L-Systému
Každý symbol v řetězci vygenerovaném L–systémem může představovat příkaz pro želvu.
Ukázku několika iterací L–systému představujícím jednoduchou stromovou strukturu mů-
žete vidět na obr. 3.1. Konkrétní příklad želví gramatiky je v tabulce 4.1 v kapitole 4.3.
Obrázek 3.1: Ukázka několika iterací L–systému G = ({A}, {f}, {A→ A[+A][−A]}, A).
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Kapitola 4
Evoluční návrh 3D struktur
4.1 Evoluční návrh stolu podle Bentleyho
Peter J. Bentley se zabýval nejprve optimalizací návrhu stolu (optimalizace délky nohou
stolu viz obr. 4.1). Jednalo se o
”
pouhou optimalizaci“, která nebyla schopná vyvinou zcela
nový návrh. Později Bentley s Jonathanem P. Wakefieldem experimentovali s návrhem stolu,
který měl pevně definovaný základ (např. pevně definovaný počet nohou). Tento přístup již
byl schopný navrhnou inovativní řešení, ale stále byl limitovaný stavebními bloky a jejich
funkcí (deska stolu, noha stolu).
Obrázek 4.1: Optimalizace délky nohou stolu. Obrázek převzat z [5].
Omezení předchozího přístupu odstranili Bentley s Wakefieldem, když realizovali návrh
stolu, ve kterém jsou jedinci reprezentováni prostorovým dělením kvádrů pomocí dělících
rovin. Jejich přístup vytváří návrh čistě od počátku, nepoužívá žádné předdefinované zá-
kladní bloky. Jako EA použili klasický GA s ruletou pro výběr rodičů. První generace byla
náhodně vygenerována.
Každý kvádr má délku, šířku, hloubku a pozici v prostoru (viz obr. 4.2). Dále může být
rozdělen rovinou libovolné orientace. Každý objekt má pak svoji funkčnost specifikovánu
funkcí. Výhodou této reprezentace je jednoduchost. Nevýhodou je možnost vytvořit chyb-
nou reprezentaci (překrývání dělících rovin, dvojznačnost . . . ). Proto musí být přítomna
opravující funkce.
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Obrázek 4.2: Bentleyho a Wakefieldův návrh stolu bez předdefinovaných bloků - reprezen-
tace kvádrů. Obrázek převzat z [5].
Opravující funkce
Opravující funkce může detekovat, zda roh nějakého primitiva (kvádru) leží uvnitř jiného
primitiva. Pokud je rozdíl pozic větší v ose x, je zmenšena šířka primitiv. Pokud je větší
v ose y, je zmenšena jejich výška. Podobně v ose z. Velikosti se zmenšují, dokud se primitiva
nepřekrývají, ale pouze se dotýkají příslušnými hranami (viz obr. 4.3).
Druhou metodou je tzv.
”
růst primitiv“. Každé primitivum je vytvořeno jako pouhý
bod, který roste. Pokud se začne dotýkat jiného primitiva, příslušná strana přestane růst,
ostatní pokračují (viz obr. 4.3). Bentley a Wakefield použili jako opravnou funkci kombi-
naci těchto dvou metod. Když se primitiva překrývají, jsou zmenšeny jako v první metodě.
K detekci překrývání primitiv je pak použit přístup podobný druhé metodě. Tuto funkci
pak aplikovali v případě potřeby před mapováním genotypu na fenotyp.
Obrázek 4.3: Ukázka opravujících funkcí použité Bentleym a Wakefieldem. Zmenšování
rozměrů (nahoře) a
”
růst primitiv“ (dole). Obrázek převzat z [6].
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Fitness funkce
Prvním požadavkem na vlastnosti stolu je jeho velikost. Jedinci přesahující standardní ve-
likost určenou parametrem algoritmu budou mít nižší fitness. Dalším požadavkem je váha
stolu, která musí také splňovat určité limity. Nejjednodušším způsobem, jak vytvořit ob-
jekt s nízkou vahou, je zmenšit rozměry jeho primitiv. To může ovšem vytvořit objekt,
jehož jednotlivé části budou odděleny. Proto je fitness penalizována velkou hodnotu součtu
vzdáleností jednotlivých primitiv od stanoveného počátku.
Dalším důležitým aspektem je stabilita stolu vzhledem ke gravitaci. Stůl by měl stát
rovně a nemít tendenci se řítit. Povrch stolu by měl být rovný.
”
Rovnost“ povrchu lze určit
sumou rozdílů nejvyšší části každého primitiva a požadované výšky. Stoly vyvinuté s těmito
čtyřmi požadavky měli tendenci převrhnout se, když byl na ně umístěn nějaký předmět.
Proto přidali Bentley a Wakefield další kritérium -
”
schopnost podpory“. Protože stůl by
se neměl převrhnout ani při umístění velmi těžkých objektů na okraj stolu, byly zpřísněny
podmínky pro určení jeho stability a byla zvýšena požadovaná váha stolu.
Výsledky evoluční návrhu stolů Bentleyho a Wakefielda je možné vidět na obr. 4.4.
Obrázek 4.4: Ukázka stolů vyvinutých Bentleym a Wakefieldem. Obrázek převzat z [6].
4.1.1 Zhodnocení
Hlavní nevýhodu vidím v tom, že tímto přístupem vždy vznikne prostě
”
stůl z kvádrů
a desek“. I když mohou takto navržené stoly být netypické, po několikátém návrhu v řadě už
nás asi ničím nepřekvapí. Chybí zde oblé tvary, nepravé úhly a podobně. V tomto přístupu
jde abstrakce stranou před praktičností, podle mého názoru až příliš. Typické je pro tento
přístup použití stavebních bloků s definovanou funkcí.
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4.2 Evoluční návrh podle Pollacka
Jordan Pollack a Pablo Funes experimentovali s evolučním návrhem mostů, nosných kon-
strukcí a vozidel. Ty se skládaly jako stavebnicové LEGO R© modely. Pro výchozí prvky
použili sadu LEGO R© kostek různého tvaru a velikosti. Pro spoje různé velikosti (počet
”
knoflíků“ na kostkách, které do sebe zapadnou) poté spočetli jejich nosnosti.
Jakmile byla struktura navržena, vyhodnotila se její fitness funkce. Její hodnota jedno-
duše založena na tom, jak moc splňuje navržená struktura požadovanou funkci. Evoluční
proces probíhá v prostředí, na které nejsou kladeny žádné podmínky určující, jak se má
požadované funkce dosáhnout. Evoluce se tedy nedržela tradiční zednické metody
”
stavění
z cihel“ (v tomto případě kostek). Jejich hlavním cílem bylo vyvinout systém který bude:
• universální (schopný navrhnout rozmanité konstrukce),
• konzervativní (schopný kontrolovat, aby se simulace zcela
”
nevymknula kontrole“),
• efektivní (rychlejší a levnější je nově navržený systém testovat v simulaci než ve sku-
tečnosti),
• realizovatelný (nejenom v simulaci, ale i ve skutečnosti).
Obrázek 4.5: Ukázka jeřábu(vlevo) a stolu(vpravo) postavených z LEGO R© kostek. Obrázek
převzat z [11].
4.2.1 Zhodnocení
Na rozdíl od ostatních přístupů, Pollackovým hlavním cílem bylo vytvářet struktury, které
budou hlavně funkční a vyrobitelné. To je hlavní důvod, proč pro návrh použil sadu
LEGO R© kostek. Každou navrženou strukturu tak mohl ihned sestavit a vyzkoušet, zda
skutečně funguje.
Estetický vzhled nebyl v Pollakově návrhu tak důležitý. Proto vypadaly navržené struk-
tury často bizarně (o nějakých pravidelných tvarech si v tomto případě můžeme nechat
jenom zdát, viz obr. 4.5). Na druhou stranu musíme říci, že splňovaly požadovanou funkci.
Od ostatních přístupů se tento způsob návrhu liší také použitím jednoduchého fyzikálního
modelu (nosnost spojů).
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4.3 Evoluční návrh stolu podle Hornbyho
Pro návrh designu se může výhodně použít generativní systém. Jako kód je zde použit
genotyp – algoritmus pro konstrukci nového designu [12]. Americký vědec Gregory Hornby
během svého působení na oddělení věd university Brandeis poblíž Bostonu použil k návrhu
designu stolu Lindenmayerovy systémy společně s evolučními algoritmy. Díky použití gene-
rativního L–systému dosáhl vyvinutí designu s větší hodnotou fitness v porovnání s dříve
používanými negenerativními systémy. Generativní systém umožňuje lépe specifikovat vý-
sledný produkt díky opakovanému použití soběpodobných struktur.
Jelikož základní L–systémy byly schopny produkovat pouze struktury podobné rostli-
nám (právě ke generování rostlin jsou v počítačové grafice L–systémy často používány),
použil Hornby parametrický, bezkontextový L–systém (P0L–systém) Takový systém potom
použil k návrhu designu tvořeného jednotlivými voxely. Hornby také porovnával výsledky
dosažené použitím dříve používaného negenerativního systému a nově navrženého genera-
tivního systému. Podle očekávání byly návrhy dosažené novým systémem více komplexnější
a pravidelnějšího celkového tvaru (viz obr. 4.6).
Obrázek 4.6: Příklad stolu vyvinutého negenerativním (vlevo) a generativním(vpravo)
L–systémem. Obrázek převzat z [12].
Součásti Hornbyho systému pro návrh designu:
• návrhář designu a evaluátor,
• L–systém,
• evoluční algoritmus.
4.3.1 L–systém použitý Hornbym
L–systém používaný Hornbym je znázorněn v tabulce 4.1.
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Tabulka 4.1: Hornbyho želví gramatika.
symbol význam
[ uložení stavu želvy do zásobníku
] vyjmutí stavu želvy ze zásobníku
{ . . . }(n) zopakuj blok mezi složenými závorkami n–krát
f(n) posun želvy dopředu s vykreslením voxelu n–krát
g(n) posun želvy dopředu bez nakreslení úsečky
b(n) posun želvy dozadu s vykreslením voxelu n–krát
u(n) naklonění želvy přední částí směrem nahoru n–krát (kolem osy z)
d(n) naklonění želvy přední částí směrem dolů n–krát (kolem osy z)
l(n) natočení želvy doleva n–krát kolem osy y
r(n) natočení želvy doprava n–krát kolem osy y
/ natočení želvy n–krát ve směru hodinových ručiček kolem osy x
\ natočení želvy doprava n–krát proti směru hodinových ručiček kolem osy x
Příklad 0L–systému:
P0(n0) :
n0 > 1.0→ [P1(n0 ∗ 1.5)u(1)f(3)d(1)P0(n0− 1)]
P1(n0) :
n0 > 1.0→ [f(n0)]l(1)(4)
Strukturu vytvořenou pomocí této gramatiky můžete vidět na obrázku 4.7. Právě zno-
vupoužití částí řetězců, tak jak se tomu děje u L–systému, umožňuje snadnější změnu
v navrženém designu.
4.3.2 Evoluční algoritmus použitý Hornbym
Na počátku je náhodně vygenerována populace jedinců tvořených L–systémem. Evoluční
proces spočívá v opakovaném výběru jedinců s vysokou hodnotou fitness pro rodiče. Poté
se z těchto jedinců aplikací operátorů mutace a rekombinace získá nová populace. Dále jsou
popsány funkce operátorů.
Mutace
Mutace provede malou změnu rodiče - změnou některého z jeho produkčních pravidel. Na-
příklad záměnou příkazu v pravidle, změna hodnoty parametru v podmínce, přidání nebo
naopak ubrání některého z příkazů v rodiči, záměna bloku příkazů za jiné z produkčních
pravidel atp.
Příklady možných mutací produkčního pravila
P (p1, p2) : p2 > 9.0→ {f(1.0)g(2.0)}(p2)
19
Obrázek 4.7: Ukázka struktury vytvořené pomocí L–systému uvedeného v podkapitole 4.3.1.
: p2 > 5.0→ N(p2− 2.0)p1/1.5):
• mutace podmínky
P (p1, p2) : p2 > 8.0→ {f(1.0)g(2.0)}(p2)
: p2 > 5.0→ N(p2− 2.0)p1/1.5)
• mutace symbolu
P (p1, p2) : p2 > 9.0→ {v(1.0)g(2.0)}(p2)
: p2 > 5.0→ N(p2− 2.0)p1/1.5)
• vymazání náhodných znaků z řetězce
P (p1, p2) : p2 > 9.0→ {g(2.0)}(p2)
: p2 > 5.0→ N(p2− 2.0)p1/1.5)
• vnoření nového bloku znaků
P (p1, p2) : p2 > 9.0→ {P2(p1,p2)}(p2)
: p2 > 5.0→ N(p2− 2.0)p1/1.5)
P2(p1,p2) : p2 > 9.0→ g(2.0)
: p2 > 5.0→ f(1.0)
Rekombinace
Operátor rekombinace vezme dva rodiče a jejich kombinací nich vytvoří jednoho potomka.
Jednou z možností je provedení náhrady jednoho následníka prvního rodiče následníkem
druhého rodiče. Druhou možností je náhrada pouhé části jednoho následníka prvního ro-
diče částí následníka druhého rodiče (např. se provede náhrada pouhé skupiny znaků apod.).
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Příklady možných rekombinací následujících rodičů P1, P2:
P1(p1, p2) : p2 > 9.0→ {f(1.0)g(2.0)}(p2)
: p2 > 5.0→ N(p2− 2.0)p1/1.5):
P2(p1, p2) : p2 > 8.0→ g(2.0)
: p2 > 5.0→ f(1.0)
• záměna následníka a podmínky
P3(p1, p2) : p2 > 8.0→ g(2.0)
: p2 > 5.0→ N(p2− 2.0)p1/1.5):
• záměna následníka
P3(p1, p2) : p2 > 8.0→ N(p2− 2.0)p1/1.5)
: p2 > 5.0→ f(1.0)
Fitness funkce
Jako fitness funkci pro návrh stolu použil Hornby funkci jeho výšky, povrchu (voxel2),
plochy (plocha ve výšce y se rovná počtu voxelů v dané výšce), stability, kde Ymax je výška
stolu a počtu použitých voxelů. Funkce stability je spočtena jako suma voxelů ve všech
vrstvách stolu, které leží ve vnitřní častí stolu pod vrchní deskou stolu. Rovnice fitness
funkce viz rovnice 4.1).
fitness =
fvyska × fpovrch × fstabilita
počet všech voxelů vyjma vrchní desky stolu
(4.1)
4.3.3 Zhodnocení
Díky přepisování řetězců v L–systému jsou stoly navržené Hornbym typické opakováním
prvků v navržené struktuře. Jako nevýhodu lze považovat vytváření stolu pomocí voxelo-
vého modelu. Tímto způsobem lze obtížně navrhnout například stoprocentně oblé tvary.
To je ovšem možné považovat i za výhodu, protože navržené stoly mají tvary poměrně pra-
videlné. Tím vzniká velmi málo návrhů, které jsou příliš abstraktní a nepraktické (i když
můžou mít pro někoho vyšší estetickou hodnotu).
V porovnání s ostatními přístupy je tento přístup výjimečný použitím
”
pouhého“ voxelu
jako základní stavební jednotky. Nepoužívá tedy žádné sofistikovanější základní bloky, či
více druhů základních bloků s odlišnou funkcí nebo vlastnostmi. Právě díky tomu nepotře-
boval Hornby pro výpočet fitness funkce žádné složitější výpočty ani žádný fyzikální model
pro výpočet stability navržené struktury. Jako další výhodu bych zmínil použití repliká-
toru bloků (operátor složené závorky {, }). Ten umožňuje například při návrhu specifikovat
počet nohou stolu.
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4.4 Evoluční návrh podle Cluna a Lipsona
Jeff Clune a Hod Lipson působící na Cornellově univerzitě ve městě Ithaca, které se na-
chází ve státě New York v USA, použili pro reprezentaci jedinců typ neuronové sítě - tzv.
CPPN1. Ty dobře napodobují to, jak jsou v přírodě fenotypy vytvářeny. Předtím nebylo
použití CPPN pro reprezentaci 3D objektů příliš prozkoumáno. Přesto dokázali Clune a Lip-
son pomocí CPPN tvořit zajímavé a komplexní 3D objekty. Byla také vytvořena webová
stránka, kde si může kdokoliv vytvořit pomocí evoluce svůj 3D objekt a také ho nechat
vyrobit pomocí 3D tiskárny (http://endlessforms.com/, ukázky viz obr. 4.8).
Obrázek 4.8: Ukázka objektů vyvinutých pomocí systému Cluna a Lipsona, které byly poté
vyrobeny pomocí 3D tiskárny. Obrázek převzat z [7].
Jejich cílem bylo umožnit umělcům, architektům a inženýrům vyvíjet sochy, budovy
a různé skulptury. Předchozí práce, zabývající se touto problematikou, se snažili více či méně
přiblížit skutečné biologické evoluci. Clune a Lipson se zaměřili na tzv. vývojovou biologii2.
Ve své práci se zmiňují i o Hornbyho (viz. podkapitola 4.3) použití L–systémů. Naráží
na to, že L–systémy jsou schopné vytvořit například větvící se rostliny, ale nenapodobují
samotnou evoluci rostliny.
Již dříve existovala webová stránka, kde si mohou uživatelé tvořit svoje 2D obrazy
pomocí CPPN [25]. Ta pravděpodobně byla pro Cluna a Lipsona inspirací vytvořit něco
podobného ve třech rozměrech, tak jak je tomu u věcí ve skutečném světě.
1 ANN - Artificial Neural Network (nebo také jen Neural Network) - matematický nebo výpočetní model
inspirovaný strukturou a funkcí biologické neuronové sítě [4].
CPPN - Compositional Pattern Producing Networks - jedná se o typ ANN, který se liší v souboru
aktivačních funkcí a v tom, jak jsou tyto funkce použity [4].
2Vývojová biologie je biologická vědní disciplína zabývající se studiem procesů růstu a vývoje orga-
nismů [4].
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4.4.1 CPPN
CPPN sítě poměrně dobře abstrahují proces přírodního vývoje. Buňky v přírodním orga-
nismu se často liší podle toho, kde se v organismu (těle) nacházejí. Podle toho mají různou
funkci (srdce, ledviny. . .). Právě tuto vlastnost simuluje CPPN pomocí toho, že dovoluje,
aby bylo možné vytvářet podobné geometrické vzory pomocí vzorů jednodušších. Každá
CPPN je graf, ve kterém je každý uzel jednoduchá funkce (sinus nebo Gaussova funkce).
Povaha těchto funkcí umožňuje simulovat různé vlastnosti (symetrie, opakování. . .), které
může nabídnout evoluce. Spoje, které umožňují tok informací mezi uzly, mají svoji váhu.
Váha umožňuje zvětšit nebo zmenšit hodnoty, které spoji prochází.
Obrázek 4.9: Ukázka CPPN (vlevo) a vytvořeného obrázku pomocí této sítě (vpravo). Ob-
rázek převzat z [7].
Evoluce
Mutace může přidat uzel nebo změnit váhy. Jako funkce použili Clune a Lipson různé
sinusové, Gaussovy a lineární funkce. Evoluce probíhá podle algoritmu NeuroEvolution of
Augmenting Topologies (dále jen NEAT). Algoritmus začíná s malými genomy, které se dále
rozšiřují pomocí mutace. Algoritmus preferuje různorodost pomocí fitness funkce, která ta-
kovéto genomy zvýhodňuje.
Reprezentace 3D objektu pomocí CPPN
Pro vyvinutí 3D objektu jsou poskytnuty souřadnice pro CPPN. Je definován pracovní
prostor (rozměr každé dimenze) a souřadnice x, y, z každého voxelu jsou iterativně přidá-
vány do CPPN. Voxel je pak definován jako plný (pokud je jeho hodnota vyšší než určený
práh), jinak je prázdný. 3D voxelový model je pak zpracován algoritmem Marching Cubes3.
Fitness funkce
Tento projekt představuje interaktivní evoluci. Proto je jednoduše objektu, který uživa-
3 Marching Cubes je algoritmus pro převod diskrétního modelu na model polygonální [15].
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tel vybere jako nejlepší z nabídnuté sady objektů, přidělena nejvyšší hodnota fitness. Také
může vybrat další a přidělit jim poloviční hodnotu fitness. Ostatním je přidělena hodnota
fitness 1.
4.4.2 Zhodnocení
Protože se jedná o interaktivní evoluci, výsledky jsou samozřejmě subjektivní. Díky použiti
CPPN jsou vyvinuté objekty často symetrické (ať už levá a pravá nebo horní a dolní strana)
a podobají se přírodním útvarům (zvířatům, obličejům, hlavám, rohům.. .).
I když je model založen na voxelového modelu, díky zpracování pomocí algoritmu Mar-
ching Cubes vznikají i oblé tvary. Za nevýhodu považuji prahování voxelů (zda je voxel
plný nebo prázdný). Kvůli tomu nemusí být viditelné některé geometrické aspekty v CPPN
a také nelze vytvořit objekty tvořené z více materiálů (voxelový model má pouze hodnoty 0
a 1). Právě modely s více materiály by mohly být v této oblasti (interaktivní evoluci) ještě
zajímavější.
Protože v tomto projektu se jedná více o estetickou stránku navržených modelů, není
zda uplatněn žádný fyzikální model. Zajímavostí je, že navržené objekty si může kdokoliv
za poplatek nechat vyrobit na 3D tiskárně a nechat si svůj vlastní navržený model zaslat.
Tímto je částečně nahrazena potřeba fyzikálního modelu, protože lze v praxi ověřit, jestli
je objekt alespoň vyrobitelný.
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Kapitola 5
Navrhované řešení
Pro vytvoření systému, který bude schopen pomocí evolučního algoritmu navrhnout 3D
strukturu podle specifikovaných požadavků, bude potřeba zvážit především:
• použití vhodného evolučního algoritmu,
• použití vhodné fitness funkce,
Vzhledem k tomu, že v mojí práci budou dva oddělené prostory (prostor hledání obsahu-
jící genotypy ve formě gramatiky L–systému a prostor řešení obsahující fenotypy ve formě
vykreslené struktury), bude pravděpodobně nejvýhodnější použít GA, případně nějakou
jeho modifikaci. Mutace může měnit řetězce přepisovacích pravidel L–systému (vkládáním
terminálů či nonterminálů, mazáním znaků nebo vkládáním náhodných sekvencí znaků),
křížení poté může například zaměňovat pravidla jednotlivých jedinců mezi sebou atp.
Dále bych zhodnotil přístupy k evolučnímu návrhu 3D struktur zmíněné v kapitole 4.
Nejprve se zaměřím na to, co je použito jako základní prvky u jednotlivých přístupů. Bentley
používá sadu kvádrů, Pollack sadu kostek různé velikosti, Hornby a také Clune s Lipsonem
pouhý voxel. Pollackův přístup upřednostňuje především vyrobitelnost navržené struktury,
Hornby se trochu více zaměřuje na estetičnost a dalo by se říci, že Bentley je na půli cesty
mezi těmito dvěma. Clune s Lipsonem preferují interaktivní evoluci a tedy hlavně estetickou
stránku.
Ve své práci chci použít jako základ Hornbyho přístup - voxelový model tvořený pomocí
L–systému. Důvodem jeho použití je jednoduchost - je možné začít experimentovat s notně
omezeným L–systémem, např. pouze ve dvou rozměrech. Díky tomu půjde najít případnou
chybu v systému rychleji, než při použití složitějších systémů hned od počátku. Dalším
důvodem použití tohoto přístupu je také poměrně jednoduchá zobrazitelnost takového mo-
delu. Při dalším rozšíření je možné voxely, které představují v podstatě krychli nahradit
jinými geometrickými tělesy (koule, válec, jehlan). Pokud budou mít tato tělesa stejnou
délku, výšku a šířku, je možné pro ně použít podobnou 3D diskrétní mřížku (každé těleso
bude mít určenou pozici v 3D prostoru) jako pro voxelový model.
Také je potřeba zvážit nutnost použití fyzikální modelu a jeho složitosti. Fyzikální mo-
del by pravděpodobně zabral velkou část výpočetního času. Zvláště kdyby se aplikoval
přímo na voxelový model, který se může skládat ze stovek, možná tisíců voxelů. Pravdě-
podobně jednodušší by bylo použít jej až na model převedený na jednoduché geometrické
objekty. Avšak i tak není jisté, zda by výsledky nebyly porovnatelné se strukturami, které
by k návrhu používaly jen nějakou jednoduchou
”
náhražku“ fyzikálního modelu.
25
Kapitola 6
Použitý L-systém
V této práci jsou jedinci (generované struktury) reprezentovány pomocí trojrozměrného
závorkového L-systému. Přehled použitých příkazů tohoto L-systému můžete vidět v tabulce
6.1. Pro příkazy vykreslující voxely je možné v konfiguračním souboru (viz podkapitola B.3
v příloze) specifikovat počet voxelů, které vykreslí. Tedy např. pro příkaz forward nastavím
hodnotu 5 voxelů. Při každém provedení příkazu forward se vykreslí právě 5 voxelů směrem
dopředu. Tyto parametry se samozřejmě mohou použít s implicitní hodnotou 1 a L-systém
se bude chovat jako bezparametrický.
6.1 Generování jedinců
Pro potřeby evolučního algoritmu je potřeba jednotlivé L-systémy v populaci náhodně ge-
nerovat. Vlastnosti procesu generování lze ovlivnit těmito parametry a vlastnostmi nasta-
vitelnými v konfiguračním souboru (informace o nastavování parametrů viz popkapitola
B.3):
• minimální počet pravidel L-systému,
• maximální počet pravidel L-systému,
• minimální délka pravidla L-systému,
• maximální délka pravidla L-systému,
• řetězec dostupných terminálních symbolů L-systému.
Každý jedinec je tedy generován s omezeními podle zadaných parametrů. Nejprve je
náhodně určen počet jeho parametrů v rozmezí <minimální počet pravidel L-systému, ma-
ximální počet pravidel L-systému>, poté jsou náhodně generovány pravé strany pravidel
L-systému (jejich délka je omezena intervalem <minimální délka pravidla L-systému, ma-
ximální délka pravidla L-systému>). Ukázka vygenerovaného jedince je na obrázku 6.2,
ukázka náhodně vygenerované počáteční populace je poté na obr. 6.1.
Symboly použité v řetězcích:
• dostupné terminální symboly (dostupné příkazy definované v konfiguračních souboru,
např. forward, backward, up, down),
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Tabulka 6.1: Přehled pravidel použitého L-systému.
symbol význam
forward posun želvy směrem dopředu s vykreslením voxelu(ů)
backward posun želvy směrem dozadu bez vykreslení voxelu(ů)
left natočení želvy doleva
right natočení želvy doprava
push uložení stavu želvy do zásobníku
pop vyjmutí stavu želvy ze zásobníku
up posunutí želvy směrem nahoru s následným vykreslením voxelu(ů)
down posunutí želvy směrem dolů s následným vykreslením voxelu(ů)
Obrázek 6.1: Ukázka náhodně vygenerované počáteční populace.
• dostupné nonterminální symboly (pravidla daného L-systému),
• Symboly pro uložení a vyjmutí stavu želvy ze zásobníku (push, pop).
Stav želvy je určen:
• pozicí v prostoru (souřadnice x, y, z),
• natočením želvy.
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<?xml version="1.0" ?>
<individual generation="1" number="0" init="A"
fitness="0.125424" iterations="2" partner="none">
<rules numberOfRules="4">
<rule name="A">CAr</rule>
<rule name="B">Blb</rule>
<rule name="C">DbDDrBA</rule>
<rule name="D">[Af]</rule>
</rules>
<chain>DbDDrBACArr</chain>
</individual>
Obrázek 6.2: Ukázka náhodně vygenerovaného jedince - vygenerovaná pravidla (nahoře) a
vizualizovaný L-systém (dole).
6.2 Ukládání jedinců
L–systémy, ať již generované či vzniklé evolucí, je možné ukládat ve formě XML souboru.
XML formát jsem zvolit proto, že je možné v něm uložit přehledně nejenom pravidla L–
systému, ale také množství dodatečných informací. Ty jsou užitečné nejenom pro analýzu
proběhlé evoluce, ale také byly důležité při tvorbě systému pro evoluční návrh 3D struktur,
jeho ladění a hledání chyb. Do XML souboru je tedy možné uložit (příklad stromu XML
viz obr. 6.3):
• kořenový uzel <individual>
– atribut
”
generation“ (číslo generace, ve které se jedinec nachází),
– atribut
”
number“ (pozice jedince v populaci),
– atribut
”
init“ (počáteční nonterminál L-systému - tzv. nultá iterace),
– atribut
”
iteration“ (počet iterací L-systému),
– atribut
”
fitness“ (hodnota fitness jedince),
– atribut
”
objects“ (počet objektů - voxelů vykresleného L-systému),
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– atribut
”
partner“ ([”none”| ”mutated”| ”partner number”]1 ),
– synovský uzel <rules> (pravidla L-systému),
∗ atribut
”
numberOfRules“ (počet pravidel L-systému),
∗ synovské uzly <rule> (jedno konkrétní pravidlo L-systému),
· atribut
”
name“ (levá strana pravidla),
· obsah uzlu <rule> (pravá strana pravidla),
– synovský uzel <chain> (řetězec představující tento L-systém iterovaný o
”
num-
ber“ iterací,
– synovský uzel <lengthOfCommands> (parametry příkazů L-systému)
∗ atributy
”
forward“,
”
backward“,
”
up“,
”
down“,
– volitelně další synovské uzly, např. prvek <bounds> (minimální a maximální sou-
řadnice v jednotlivých osách 3D modelu L-systému, užitečné např. při vizualizaci
pro centrování pohledu atp.).
<?xml version="1.0" ?>
<individual generation="0" number="7" init="A" fitness="0" iterations="2"
objects="16" partner="none">
<rules numberOfRules="3">
<rule name="A">C[rArdfdbf]</rule>
<rule name="B">C[rArdfdDbf]</rule>
<rule name="C">dufru</rule>
</rules>
<chain>dufru[rC[rArdfdbf]rdfdbf]</chain>
<lengthOfCommands forward="1" back="1" up="1" down="1"/>
</individual>
Obrázek 6.3: Ukázka XML souboru s uloženým jedincem. Jedinec se nachází v nulté generaci
na pozici 7, počáteční nonterminál je
”
A“, hodnota fitness je 0, počet iterací je 2, L-systém
je tvořen ze 16 objektů, jedinec byl zkopírován z předchozí generace, L-systém obsahuje tři
pravidla a délka všech příkazů pro terminální symboly je jedna.
1Hodnota ”none”, pokud byl jedinec pouze beze změny zkopírován z předchozí generace, hodnota ”mu-
tated”, pokud byl jedinec zmutován nebo číslo jedince, se kterým byl tento jedinec zkřížen.
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Kapitola 7
Použitý evoluční algoritmus
7.1 Křížení
Pro evoluci byl použit klasický evoluční algoritmus (více o evolučním algoritmu viz kapitola
2). Křížení probíhá prohozením náhodně vybraného pravidla z jednoho jedince s náhodně
vybraným pravidlem druhého jedince (názorněji viz obr. 7.1).
Pozn.: L-systémy v této kapitole jsou vizualizovány často s různou definicí tvaru či barvy
pro jednotlivé příkazy forward/up/down pro větší názornost.
Jedinci pro křížení jsou vybíráni pomocí tzv. rulety (více o principu rulety viz kapitola
2). Velikost výseče na ruletě pro jednotlivé jedince je úměrná pořadí jedince v populaci
(jedinci jsou uspořádáni podle hodnoty fitness).
Křížení je možné v navrženém systému zcela zakázat a nové jedince produkovat pouze
pomocí operátoru mutace (více o operátoru mutace v části 7.2). Poté se evoluční algorit-
mus podobá spíše evoluční strategii (více o evoluční strategii viz kapitola 2.3). Obě verze
evolučního algoritmu (s křížením i bez něj) využívají principu elitismu, nejlepší jedinec je
tedy v obou případech kopírován do další generace nezměněn.
7.2 Mutace
V této části je popsán operátor mutace použitého evolučního algoritmu. Budou popsané
různé varianty mutace a ty ukázány na konkrétních gramatikách L-systémů generovaných
implementovaným systémem. Pro představu, jakou změnu mohou různé varianty mutace
způsobit, jsou v této sekci rovněž ukázány vizualizace původních a mutovaných gramatik.
Pozn.: Pro názornost efektu mutace na vizualizovaných jedincích jsou jako příklady vybrány
mutace s viditelně velkou změnou na původním jedinci. Většinou ovšem provede mutace
pouze malou změnu jedince. Ta by ovšem byla na obrázcích na první pohled těžko rozezna-
telná (chybějící či přebývající voxel atp.).
Operátor mutace je realizován náhodným výběrem jedné z těchto možností:
• vymazání znaku na náhodné pozici v náhodně vybraném pravidle (viz obr. 7.3),
• vložení znaku na náhodné pozici v náhodně vybraném pravidle (viz obr. 7.5),
• změna znaku na náhodné pozici v náhodně vybraném pravidle (viz obr. 7.7),
• vložení nového pravidla (= nonterminálu, viz obr. 7.9),
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<?xml version="1.0" ?>
<individual generation="0" number="0" init="A" fitness="0.14" iterations="2"
objects="50" partner="none">
<rules numberOfRules="3">
<rule name="A">[brfArBlBCCdudrArCrdr]</rule>
<rule name="B">[CBrulaCl]</rule>
<rule name="C">BbluClAlfCbBBldl</rule>
</rules>
<chain></chain>
</individual>
<?xml version="1.0" ?>
<individual generation="0" number="1" init="A" fitness="0" iterations="2"
objects="37" partner="none">
<rules numberOfRules="3">
<rule name="A">[dAdbrArurBArurflAl]</rule>
<rule name="B">[uulAdruCrACrBlbr]</rule>
<rule name="C">[BlAdfBurbr]</rule>
</rules>
<chain></chain>
</individual>
<?xml version="1.0" ?>
<individual generation="0" number="1" init="A" fitness="0" iterations="2"
objects="22" partner="0">
<rules numberOfRules="3">
<rule name="A">[dAdbrArurBArurflAl]</rule>
<rule name="B">[uulAdruCrACrBlbr]</rule>
<rule name="C">[CBrulaCl]</rule>
</rules>
<chain></chain>
</individual>
Obrázek 7.1: Ukázka křížení dvou jedinců - pravidlo C druhého jedince (uprostřed) bylo
nahrazeno pravidlem B prvního jedince (nahoře) a vznikl nový jedinec (dole). Vizualizaci
těchto jedinců můžete viděl na obr. 7.2.
• vymazání pravidla (= nonterminálu, viz obr. 7.11),
• nahrazení pravé strany náhodně vybraného pravidla nově vygenerovaným řetězcem
(viz obr. 7.13),
• prohození pravých stran dvou náhodně vybraných pravidel (viz obr. 7.15),
• změna počátečního nonterminálu (viz obr. 7.17).
Aby mutace neproběhla často bez efektu, ale skutečně změnila původního jedince, je
dobré si uvědomit různé případy, které mohou při mutaci vzniknout. Nemá smysl vymazání
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Obrázek 7.2: Ukázka křížení dvou jedinců původní jedinci (vlevo a vpravo nahoře) a nový
jedinec (uprostřed). Proces křížení popsaný pomocí XML souborů můžete vidět na obr. 7.1.
pravidla, pokud jedinec obsahuje jediný nonterminál. Po iteraci L-systému by vznikl pouze
prázdný řetězec. Rovněž prohození pravých stran náhodně vybraných pravidel nebude mít
efekt, pokud bude jedinec obsahovat jediný nonterminál. Došlo by pouze k
”
prohození“
pravých stran totožného pravidla. Samozřejmě nemohu také měnit či mazat znak pro uložení
nebo výběr stavu želvy ze zásobníku (push, pop). V tomto případě by bylo nutné změnit
(popř.vymazat) i odpovídající push/pop párový znak.
Není nutné, ale vhodné dodržovat i tyto zásady: nepoužívat verzi mutace vložení znaku
na pravidla, jejichž délka je rovna maximu délky pravidla (potencionálně vznik příliš dlou-
hých řetězců) a nepoužívat verzi mutace vložení nového pravidla na jedince s maximál-
ním množstvím pravidel (potencionálně vznik jedinců s velkým množstvím nonterminál-
ních symbolů - neefektivní a zbytečné). Rovněž není vhodné používat verzi mutace mazání
znaku na pravidla, jejichž délka je rovna jedné (vzniklo by pravidlo s prázdným řetězcem
na pravé straně pravidla - zbytečný nonterminál).
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<?xml version="1.0" ?>
<individual generation="0" number="0" init="A" fitness="0" iterations="3"
objects="20" partner="none">
<rules numberOfRules="1">
<rule name="A">[AAfflAl]</rule>
</rules>
</individual>
<?xml version="1.0" ?>
<individual generation="1" number="0" init="A" fitness="0" iterations="3"
objects="16" partner="mutated">
<rules numberOfRules="1">
<rule name="A">[AAflAl]</rule>
</rules>
</individual>
Obrázek 7.3: Ukázka mutace vymazání znaku - terminál f na pozici 5 v pravidle A (nahoře)
byl vymazán (dole). Vizualizace těchto jedinců viz obr. 7.4)
Obrázek 7.4: Ukázka mutace - XML zápisy těchto jedinců viz obr. 7.3.
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<?xml version="1.0" ?>
<individual generation="0" number="0" init="A" fitness="0" iterations="2"
objects="22" partner="none">
<rules numberOfRules="1">
<rule name="A">[AbrdAlA]</rule>
</rules>
</individual>
<?xml version="1.0" ?>
<individual generation="1" number="0" init="A" fitness="0" iterations="3"
objects="16" partner="mutated">
<rules numberOfRules="1">
<rule name="A">[dAbrdAlA]</rule>
</rules>
</individual>
Obrázek 7.5: Ukázka mutace vložením znaku - do jedince (nahoře) byl vložen nový znak d
na začátek řetězce A (dole). Vizualizace těchto jedinců viz obr. 7.6)
Obrázek 7.6: Ukázka mutace - XML zápisy těchto jedinců viz obr. 7.5.
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<?xml version="1.0" ?>
<individual generation="0" number="5" init="A" partner="none" objects="10">
<rules numberOfRules="1">
<rule name="A">[ArulArArur]</rule>
</rules>
<chain>[[ArulArArur]rul[ArulArArur]r[ArulArArur]rur]</chain>
</individual>
<?xml version="1.0" ?>
<individual generation="1" number="5" init="A" partner="mutated">
<rules numberOfRules="1">
<rule name="A">[AlulArArur]</rule>
</rules>
<chain>[[AlulArArur]lul[AlulArArur]r[AlulArArur]rur]</chain>
</individual>
Obrázek 7.7: Ukázka mutace - terminál r na pozici 3 v pravidle A (nahoře) byl změněn na
terminál
”
l“ (dole). Vizualizace těchto jedinců viz obr. 7.8)
Obrázek 7.8: Ukázka mutace - XML zápisy těchto jedinců viz obr. 7.7.
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<?xml version="1.0" ?>
<individual generation="1" number="0" init="A" fitness="0.125424"
iterations="2" partner="none">
<rules numberOfRules="4">
<rule name="A">CAr</rule>
<rule name="B">Blb</rule>
<rule name="C">DbDDrBA</rule>
<rule name="D">[Af]</rule>
</rules>
</individual>
<?xml version="1.0" ?>
<individual generation="1" number="0" init="A" fitness="0.125424"
iterations="2" partner="none">
<rules numberOfRules="4">
<rule name="A">CAr</rule>
<rule name="B">Blb</rule>
<rule name="C">DbDDrBA</rule>
<rule name="D">[Af]</rule>
<rule name="E">C</rule>
</rules>
</individual>
Obrázek 7.9: Původní gramatika (nahoře) a zmutovaná gramatika (dole). Původní grama-
tika L-systému byla mutována přidáním nového pravidla E. Symbol E byl náhodně vložen
do pravidla B. Vizualizace Těchto gramatik viz obr. 7.10.
Obrázek 7.10: Původní L-systém (vlevo) a zmutovaný L-systém (vpravo). Gramatické před-
pisy těchto gramatik viz obr. 7.9.
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<?xml version="1.0" ?>
<individual generation="0" number="0" init="A" fitness="0" iterations="4"
objects="74" partner="none">
<rules numberOfRules="4">
<rule name="A">[DlAlbdfl]</rule>
<rule name="B">[uBrubdl]</rule>
<rule name="C">BDldruld</rule>
<rule name="D">drAfurbr</rule>
</rules>
</individual>
<?xml version="1.0" ?>
<individual generation="1" number="0" init="A" fitness="0" iterations="4"
objects="50" partner="mutated">
<rules numberOfRules="3">
<rule name="A">[DlAlbdfl]</rule>
<rule name="B">[uBrubdl]</rule>
<rule name="C">BDldruld</rule>
</rules>
</individual>
Obrázek 7.11: Ukázka mutace vymazání nonterminálu - z jedince (nahoře) byl nonterminál
D (dole). Vizualizace těchto jedinců viz obr. 7.12)
Obrázek 7.12: Ukázka mutace - XML zápisy těchto jedinců viz obr. 7.11.
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<?xml version="1.0" ?>
<individual generation="0" number="2" init="A" fitness="0" iterations="2"
objects="17" partner="none">
<rules numberOfRules="1">
<rule name="A">AddrAA</rule>
</rules>
<chain>AddrAAddrAddrAAAddrAA</chain>
</individual>
<?xml version="1.0" ?>
<individual generation="1" number="2" init="A" fitness="0" iterations="2"
objects="17" partner="mutated">
<rules numberOfRules="1">
<rule name="A">ulfrAAA</rule>
</rules>
<chain>ulfrulfrAAAulfrAAAulfrAAA</chain>
</individual>
Obrázek 7.13: Ukázka změny řetězce nonterminálu - původní jedinec (nahoře) a mutovaný
jedinec (dole). Vizualizace těchto jedinců viz obr. 7.14)
Obrázek 7.14: Ukázka mutace - XML zápisy těchto jedinců viz obr. 7.13.
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<?xml version="1.0" ?>
<individual generation="0" number="0" init="A" fitness="0" iterations="2"
objects="46" partner="none">
<rules numberOfRules="4">
<rule name="A">[urDlflbrbrBrABlBr]</rule>
<rule name="B">ddBlAACrublDClAlD</rule>
<rule name="C">ddfdrulfrfbBABDlfr</rule>
<rule name="D">ddlDlbdB</rule>
</rules>
<chain>[urddlDlbdBlflbrbrddBlAACrublDClAlDr[urDlflbrbrBrABlBr]ddBlAAC
rublDClAlDlddBlAACrublDClAlDr]</chain>
</individual>
<?xml version="1.0" ?>
<individual generation="1" number="0" init="A" fitness="0.125424"
iterations="2" objects="51" partner="none">
<rules numberOfRules="4">
<rule name="A">[urDlflbrbrBrABlBr]</rule>
<rule name="B">ddBlAACrublDClAlD</rule>
<rule name="C">ddlDlbdB</rule>
<rule name="D">ddfdrulfrfbBABDlfr</rule>
</rules>
<chain>[urddfdrulfrfbBABDlfrlflbrbrddBlAACrublDClAlDr[urDlflbrbrBrABlBr]
ddBlAACrublDClAlDlddBlAACrublDClAlDr]</chain>
</individual>
Obrázek 7.15: Ukázka mutace - prohození řetězců nonterminálů - řetězce nonterminálů C a
D (nahoře) byly prohozeny (dole). Vizualizace těchto jedinců viz obr. 7.16)
Obrázek 7.16: Ukázka mutace - XML zápisy těchto jedinců viz obr. 7.15.
39
<?xml version="1.0" ?>
<individual generation="0" number="6" init="A" fitness="0" iterations="2"
objects="32" partner="none">
<rules numberOfRules="2">
<rule name="A">ArBBrAlfl</rule>
<rule name="B">AlBrArBb</rule>
</rules>
</individual>
<?xml version="1.0" ?>
<individual generation="1" number="6" init="B" fitness="0" iterations="2"
objects="28" partner="mutated">
<rules numberOfRules="2">
<rule name="A">ArBBrAlfl</rule>
<rule name="B">AlBrArBb</rule>
</rules>
</individual>
Obrázek 7.17: Ukázka mutace - Inicializační nonterminál A (init, nahoře) byl nahrazen
nonterminálem B (init=”B”, dole) Vizualizace těchto jedinců viz obr. 7.18)
Obrázek 7.18: Ukázka mutace - XML zápisy těchto jedinců viz obr. 7.17.
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7.3 Fitness funkce
Fitness funkce určuje vhodnost jedince pro další vývoj populace. Pomocí této funkce tedy
vybíráme jedince, kterého zkopírujeme nezměněného do další generace (elitismus) a v ne-
poslední řadě také jedince pro křížení (pravděpodobnost vybrání konkrétného jedince je
úměrná jeho fitness hodnotě - ruleta).
Navržený systém pro evoluční návrh 3D struktur umožňuje získat rozličné informace o
L-systému. Užitečné jsou např. celkový počet voxelů, minimální a maximální souřadnice v
jednotlivých osách, potažmo tedy výška, šířka a délka L-systému. V dřívějších verzích bylo
možné zjistit rovněž např. počet voxelů v jednotlivých výškách, tato funkce zůstala ovšem
v dalších verzích kvůli snaze o větší obecnost nevyužita a později byla odstraněna úplně.
Umožňovala kromě jiného upřednostňování většího množství voxelů v určitých vrstvách
struktury atp.
Cílem této práce bylo pokusit se vyvinout obecný systém pro evoluční návrh 3D struktur.
Pojmem
”
obecný“ je zde myšleno, aby systém byl schopný navrhnout rozličné struktury na
základě jednoduše definované fitness funkce. Tedy umožnit uživateli nezkušenému v oblasti
programování definovat svoji vlastní fitness funkci. Motivací byla především předchozí práce
v této oblasti např. Petera Bentleyho nebo Gregory Hornbyho (více v kapitole 4). Jimi
navržené systémy pro evoluční návrh struktur (stolů) byly schopné navrhnout vskutku
zajímavé stoly originálního a neotřelého vzhledu. Za nevýhodu je možné považovat to,
že pro uzpůsobení jejich systému pro návrh odlišných struktur by systém vyžadoval větší
či menší zásahy do implementace. Na druhé straně je nutné říci, že takto specializované
systému budou pravděpodobně ve své oblasti produkovat struktury s lepšími parametry
než obecně zaměřený systém.
Bylo by dobré zmínit i zcela odlišný přístup, založený čistě na interaktivní evoluci. V
interaktivní evoluci je hodnota fitness určena pouze vizuálním cítěním konkrétního člo-
věka, není tedy pevně definovaná žádná fitness funkce (za všechny jmenujme např. Cluna
s Lipsonem, více rovněž v kapitole 4).
Tato práce přistupuje k návrhu obecnějším způsobem. Nesnaží se o uzpůsobení systému
jednomu typu struktury, ale o obecný přístup. Hlavním cílem této práce je tedy snaha
vyvinout systém pro evoluční návrh 3D struktur s externě definovatelnou fitness funkcí.
7.3.1 Externě definovatelná fitness funkce
Pod pojmem
”
externě definovatelná“ je myšlena možnost zadat konkrétní fitness funkci
např. ve formě textového souboru. Nebylo by třeba tedy měnit implementaci fitness funkce
při potřebě použití systému pro jiný typ struktury. První myšlenkou byla tedy možnost
zapsat pohled na strukturu např. ze strany formou nul a jedniček zapsaných do textového
souboru. Cílem by bylo dodržet kostru struktury definovanou v textovém souboru, přičemž
L-systém by mohl dotvořit zbytek struktury (mimo kostru). Tak by byla dodržena hlavní
myšlenka evolučního návrhu (vytvoření nevšední struktury, kterou by třeba sám člověk
nenavrhl), ale zůstala by možnost určit hlavní rysy struktury.
Pro začátek zůstaneme ve dvourozměrném prostoru a úkolem bude vytvořit strukturu,
která zcela odpovídá definici v textovém souboru. To proto abychom zjistili, zda je tento
přístup vůbec reálný. Klademe si jednoduchý úkol - vytvoření čtverce.
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Vícečíselné ohodnocení
Prvním přístupem byla definice hodnoty voxelů v jednotlivých místech obrazce (např. hod-
noty v rozsahu 0-3). Nejvyšší hodnoty definujeme v místech, kde chceme vykreslit voxely.
Nejnižší hodnoty naopak v místech, kde voxely nechceme. Cílem tohoto přístupu je donutit
evoluci přizpůsobovat tvar obrazce požadovanému tvaru rozpínáním na vyšší a vyšší ohod-
nocení voxelů. Fitness funkci zapíšeme např. do XML souboru, definujeme v něm pohled
zepředu (uzel front, jeho atributy - výšku a šířku a poté rozmístíme požadované hodnoty
(viz obr. 7.19 vlevo).
Fitness funkce je tedy vypočítána jako suma zásahů do ohodnocených bodů obrazce.
Jako příklady obrazců navržených evolucí budeme brát pro jednoduchost obrazce velikosti
7x7 voxelů, tedy stejné velikosti jako zadaná fitness funkce. Avšak ve skutečnosti mohou mít
obrazec libovolnou velikost (např. 100x100 voxelů). Abychom zamezili vysoké hodnotě fit-
ness u obrazců velké velikosti, vydělíme součet hodnot zásahů počtem voxelů (voxelsCount).
Výsledná rovnice viz 7.1). Ohodnocení pro dokonalý čtverec by tedy bylo (při velikosti ob-
razce 7x7 voxelů) rovno (24*3)/24 = 3, viz obr. 7.19 uprostřed). Jako výsledek fitness
funkce tak dostáváme hodnoty z intervalu < 0,maximální hodnota voxelu> Problémem je,
že při tomto přímočarém postupu dostáváme maximálně ohodnocený obraz například i při
obrazci tvaru L (viz obr. 7.19 vpravo). Evoluce se tedy sice snaží obrazec rozpínat na vyšší
ohodnocení voxelů, ovšem nebere ohled na to, jakým způsobem toho dosáhne. Tvoří tedy
i nespojité obrazce, které nesplňují dodržení základní kostry, kterou by měla fitness funkce
definovat.
fitness =
hits
voxelsCount
(7.1)
<front width="7" height="7">
3 3 3 3 3 3 3 +3+3+3+3+3+3+3 +3
3 2 2 2 2 2 3 +3 +3 +3
3 2 1 1 1 2 3 +3 +3 +3
3 2 1 0 1 2 3 +3 +3 +3
3 2 1 1 1 2 3 +3 +3 +3
3 2 2 2 2 2 3 +3 +3 +3
3 3 3 3 3 3 3 +3+3+3+3+3+3+3 +3+3+3+3+3+3+3
</front> = (24*3) / 24 = 3 = (13*3) / 13 = 3
Obrázek 7.19: Zápis první verze fitness funkce (vlevo), hodnota fitness pro čtverec (upro-
střed). Stejně ohodnocený obraz tvaru L poté vpravo.
Binární ohodnocení
Musíme tedy zamezit vysokému ohodnocení obrazců, které mají voxely sice na správných
místech, ale obrazy jako celek nejsou celistvé. Upustíme tedy od myšlenky původní verze
fitness funkce snažící se o přizpůsobování obrazu co nejvyššímu ohodnocení voxelů. Fitness
funkce bude definována pouze dvouhodnotově (tedy nula nebo jednička). To také přispěje
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k větší přímočarosti a jednoduchosti definice fitness funkce potencionálním uživatelem sys-
tému, což je cílem této práce. Navíc lze fitness funkci navrhnou rychleji (není potřeba ji
definovat v takové velikosti jako původní verzi).
Fitness funkci vypočítáme tak, že spočítáme množství zásahů hits obdobně jako v před-
chozí verzi. Ovšem nebudeme je dělit celkovým počtem voxelů v obrazci, ale množstvím
všech možných správných zásahů (possibleHits, viz rovnice 7.2). Abychom výsledky mohli
porovnávat s původní verzí, ponecháme čtverec jako cílový obraz. Vystačíme si s definicí o
velikosti 3x3 (oproti 7x7 či větší v původní verzi). Ukázku této verze fitness funkce můžete
vidět na obr. 7.20.
Jako výsledek fitness funkce dostáváme hodnoty v intervalu <0,0;1,0>, které vlastně
vyjadřují procentuální úspěšnost splnění stanoveného obrazce. Připomínáme, že cílem není
dosáhnout přesně identického obrazce definovaného fitness funkcí, ale pouze zachovat zá-
kladní kostru struktury. Zbytek si už může dotvořit sama evoluce. Samozřejmě tento jed-
noduchý příklad (čtverec) je použit pouze pro test funkčnosti či vůbec reálnosti tohoto
přístupu a evoluce tu nemá velký prostor pro tvořivost. To by se mělo změnit při pokusech
se složitějšími strukturami.
Je třeba si uvědomit, že jakékoliv voxely navíc mimo kostru jsou ignorovány (neovlivní
hodnotu fitness). Maximální hodnotu fitness bude mít i tedy obrazec tvořící vyplněný čtve-
rec. To nám v některých případech nemusí vadit. Avšak můžeme potřebovat voxely v urči-
tých místech eliminovat (navrhujeme strukturu, která musí někam
”
zapadnout“ atp.). Proto
je potřeba výpočet hodnoty fitness ještě upravit.
fitness =
hits
possibleHits
(7.2)
<front width="3" height="3">
1 1 1 +1+1+1 +1
1 0 1 +1 +1 +1
1 1 1 +1+1+1 +1+1+1
</front> = 8/8 = 1.0 = 5/8 = 0.625
Obrázek 7.20: Definice druhé verze fitness funkce (vlevo), výpočet fitness pro čtverec (upro-
střed) a výpočet pro obraz tvaru L poté vpravo.
Negativní ohodnocení
Dvouhodnotová definice fitness funkce nám neumožňuje zamezit výskytu voxelů v určitých
místech struktury. Rozšíříme tedy obor hodnot o symbol X, který nám umožňuje zadat
místa, kde nechceme žádné voxely. Výpočet se nám tedy rozšíří o proměnnou negativeHits,
která označuje počet voxelů v místech obrazce, kde žádné voxely nechceme (Rovnice 7.3).
Ukázka definice této fitness funkce pro čtverec s dírou uprostřed je na obr. 7.21.
fitness =
hits− negativeHits
possibleHits
(7.3)
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<front width="3" height="3">
1 1 1 +1+1+1 +1+1+1
1 0 1 +1 +1 +1-1+1
1 1 1 +1+1+1 +1+1+1
</front> = 8/8 = 1.0 = 6/8 = 0.75
Obrázek 7.21: Definice třetí verze fitness funkce (vlevo), výpočet fitness pro čtverec s dírou
(uprostřed) a výpočet fitness pro vyplněný čtverec poté vpravo (za každý possible hits +1,
za každý negative hits -1).
7.3.2 Třetí rozměr
Pro přechod do dalšího rozměru je třeba definovat alespoň jeden pohled z odlišné strany.
Přidáme tedy k definici pro pohled zepředu i pohled ze strany. Výsledná fitness funkce bude
součinem hodnot fitness pohledu zepředu a fitness pohledu ze strany (viz 7.4).
fitness = fitnessFront ∗ fitnessSide (7.4)
Abychom opět mohli vyjít z experimentů z dvourozměrného prostoru, náš cíl bude
obdobný - navrhnout krychli s dírou zepředu i z boku. Zápis fitness funkce můžete vidět na
obr. 7.22, navrženou strukturu pomocí této funkce poté na obr. 7.23.
<?xml version="1.0"?>
<fitness>
<front width="3" height="3">
1 1 1
1 X 1
1 1 1
</front>
<side width="3" height="3">
1 1 1
1 X 1
1 1 1
</side>
</fitness>
Obrázek 7.22: Definice fitness funkce pro trojrozměrný prostor. Přibyla definice pohledu
ze strany (<side>). Strukturu navrženou pomocí této fitness funkce můžete vidět na obr.
7.23.
Z obrázku je patrný problém, který může vzniknout. Patrně jsme chtěli vytvořit struk-
turu, která bude celistvá v celém svém objemu s vyjimkou definovaných děr zepředu a z
boku. Vznikla nám ovšem struktura sice splňující definovaný vzhled, ovšem při jiném než
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Obrázek 7.23: Struktura navržená pomocí fitness funkce z obr. 7.22.
přímém pohledu ze strany vidíme necelistvost struktury. Pro dosažené celistvostí musíme
lehce pozměnit výpočet fitness funkce. Proměnnou possibleHits jsme dosud počítali jakoby
”
v jedné vrstvě“. Pokud chceme ovšem celistvou strukturu, musíme tuto proměnnou v rov-
nici násobit hloubku struktury depth. Tak dostaneme skutečný počet možných zásahů v
celistvé struktuře. Výsledná rovnice 7.5.
fitness =
hits− negativeHits
possibleHits ∗ depth (7.5)
Pokud by jsme šli tímto způsobem dál a nevzali bychom v úvahu předchozí přístupy,
pravděpodobně bychom ztráceli na obecnosti definice fitness funkce. A obecnost definice je
hlavním cílem této práce. Chceme vytvořit celistvou krychli s dírami uprostřed a proto jsme
upravili rovnici pro dosažení celistvosti. Co když ale budeme chtít vytvořit strukturu, kde
nám na celistvosti nebude záležet, či ještě hůř bude na škodu? Proto přidáme k definicích
pohledu zepředu a ze strany atribut continuity. Pokud bude tento atribut nastaven na
hodnotu true, bude se fitness funkce počítat podle poslední rovnice pro celistvou strukturu
(viz obr. 7.5). Při nastavení atributu na hodnotu false se bude počítat podle rovnice 7.3.
Pro náš ukázkový příklad krychle lze tento atribut např. pro pohled ze strany nastavit
na hodnotu false, pro pohled zepředu na true. Ukázka takto definované fitness funkce je na
obr. 7.25.
Obrázek 7.24: Struktura navržená pomocí fitness funkce z obr. 7.25.
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<?xml version="1.0"?>
<fitness>
<front width="3" height="3" continuity="true">
1 1 1
1 X 1
1 1 1
</front>
<side width="3" height="3" continuity="false">
1 1 1
1 X 1
1 1 1
</side>
</fitness>
Obrázek 7.25: Definice fitness funkce s novým atributem continuity. Strukturu vytvořenou
pomocí této funkce můžete vidět na obr. 7.24.
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Kapitola 8
Implementovaný systém
8.1 Program pro vizualizaci 3D L-systémů
Pro potřeby ladění systému pro evoluční návrh 3D struktur a také pro vizualizaci navržených
L-systémů byl implementován systém pro vizualizaci 3D L-systémů v jazyce Java3D [?].
Ukázku grafického uživatelského rozhraní tohoto programu lze vidět v příloze na obr. ??.
Program umožňuje načtení L-systému ve formě XML souboru, dále např. jeho pro-
hlížení (rotace, natáčení, přibližování a oddalování), měnit jeho barevné vlastnosti nebo
ukládat 2D obraz jedince do souboru ve formátu *.jpg. Dále je možné pro různé příkazy
L-systémů (forward, up, down) definovat jejich tvar (krychle, koule, kužel, válec) a barvu.
Použití těchto vlastností může být užitečné pro zjišťování způsobu vykreslení L-systému
(lze barevně odlišit příkazy pro pohyb dopředu, nahoru a dolů). V případě dalšího vývoje
systému pro evoluční návrh 3D struktur může být užitečné definování tvaru a tak vizu-
ální odlišení různých materiálů (např. válce jako nosné sloupy z jiného materiálu než stěny
tvořené krychlemi atp.).
Grafické uživatelské rozhraní (dále jen GUI) zobrazuje na pravé straně užitečné informace
o načteném L-systému, jako např.:
• generaci jedince, ve které se jedinec nachází (Generation),
• číslo jedince (pozici jedince v populaci, Number),
• inicializační řetězec (nultou iteraci, InitChain),
• počet iterací L-systému (Iterations),
• hodnotu fitness jedince (Fitness)
• počet vykreslených objektů (Objects),
• číslo partnera, se kterým jedinec křížil, případně informace o proběhlé mutaci (Part-
ner),
• přehled pravidel L-systému (Rules),
Ve spodní části GUI se nachází informační panel, který informuje o proběhlých ak-
cích v programu (načtení souboru s jedincem, konfiguračního souboru, iterovaný řetězec,
procházení v iterovaném řetězci atd.).
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8.2 Program pro evoluční návrh 3D struktur
Program pro evoluční návrh 3D struktur je implementován v jazyce C++. Z cizích knihoven
je použit pouze generátor náhodných čísel Mersenne Twister ?? a knihovna TinyXML ??
pro práci s XML soubory.
8.2.1 Způsob použití programu
Prvním krokem před spuštěním programu je definice fitness funkce (viz podkapitola 7.3).
Dále následuje správné nastavení parametrů programu v konfiguračním souboru (podkapi-
tola B.3). A to zejména:
• délka pravidel L-systému (minLengthOfRule, maxLengthOfRule),
• počet iterací L-systému (iterations),
• použité terminální symboly (terminals),
• velikost populace (sizeOfPopulation),
• maximální počet generací (numberOfGenerations),
• maximální hodnota fitness (maxFitness),
• procento jedinců v generaci, kteří budou kříženi (crossPart),
• pravděpodobnost, že mutovaný jedinec nahradí svého rodiče, přestože má nižší fitness
hodnotu (replaceProbability),
• zapnutí/vypnutí elitismu (elitism).
Při použití delších pravidel L-systému dosáhneme větších struktur. Dobré je vybalan-
covat délku pravidel s počtem iterací L-systému. Samozřejmě čím delší pravidla a zejména
čím více iterací, tím déle bude trvat iterování řetězce L-systému (přepisování řetězce). Pro
příklady uvedené v této práci byly použita pravidla délky 5 - 15 znaků s počtem iterací dva,
tři nebo čtyři. Při použití více iterací musíme počítat s větší časovou složitostí. V neposlední
řadě je možné definovat povolené terminální symboly. Pro testování byly použity nejčastěji
všechny terminální symboly se stejnou pravděpodobností (
”
fbud“). Výjimkou bylo testování
v dřívějších fázích projektu, kdy byly použity pouze symboly
”
f“ a
”
b“ - pouze pro pohyb
v dvourozměrném prostoru.
V předchozím odstavci byly zmíněny parametry použitého L-systému. Dále budou po-
psány parametry evolučního algoritmu - velikost populace, maximální počet generací a
elitismus. Testování probíhalo nejčastěji střídavě s velikosti populace 10 a 100. Menší veli-
kost je vhodná pro sledování chování algoritmu (mutace, křížení, elitismus, fitness hodnoty)
pomocí výpisů jedinců (8.1 v podkapitole 8.3). Ukončující podmínku evolučního algoritmu
určují parametr maximální počet generací a maximální hodnota fitness. Evoluce tedy končí
po dosažení maximální hodnoty fitness nebo po vygenerování maximálního počtu generací.
Důležitý je parametr pro určení procenta jedinců, kteří budou kříženi do další generace.
S příliš velkou hodnotou, zejména při malé populaci, bude docházet k častému křížení
stejných jedinců. To zapříčiní vznik velkého počtu stejných jedinců v populaci. Vhodnou
volbu parametru je nejlépe určit testováním a sledováním statistik. Při velkém výskytu
jedinců se stejnou hodnotou fitness je pravděpodobné, že jsou jedinci totožní nebo velmi
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podobní. To je možné ověřit např. prohlédnutím jejich gramatiky nebo pomocí vizualizátoru
(8.1).
Předposledním z parametrů týkajících se evolučního algoritmu je pravděpodobnost, že
mutovaný jedinec nahradí svého rodiče, přestože má nižší fitness hodnotu. Při příliš malé
hodnotě budou jedinci často zůstávat nezměněni do další populace, naopak při velké budou
nahrazování jedinci s příliš malou fitness hodnotou a populaci bude spíše degradovat k
výskytu slabých jedinců. Pro testování byly použity hodnoty 5-15%. Posledním atributem
evoluce je zapnutí/vypnutí elitismu. Při zapnutém elitismu je nejlepší jedinec v populaci
kopírován do další generace.
Jediným parametrem programu pro použití v příkazové řádce je cesta k souboru s defi-
novanou fitness funkcí. Všechny ostatní parametry program načítá z konfiguračního souboru
(viz B.3).
8.2.2 Fungování programu
Stručný popis fungování programu
1. Načtení parametrů programu z konfiguračního souboru.
2. Nahrání fitness funkce ze souboru zadaného v příkazové řádce.
3. Vygenerování počáteční populace.
4. Proces evoluce:
(a) Vygenerování nové populace:
i. Selekce jedinců pro křížení.
ii. Křížení (pokud je fitness zkřížených jedinců vyšší než fitness rodičů, náhrada
rodičů dětmi).
iii. Mutace jedinců (pokud je fitness zmutovaných jedinců vyšší než fitness ro-
dičů nebo jinak s určitou pravděpodobností náhrada rodičů dětmi).
(b) Volitelně uložení všech jedinců v nové populaci do XML.
(c) Volitelně uložení nejlepších jedinců v nové populaci do XML.
(d) Volitelně přidání informací o nové populaci do statistik.
(e) Pokud byla splněna ukončující podmínka 5, jinak zpět na 4a.
5. Konec.
8.2.3 Třídy a metody
Stručný přehled nejdůležitějších tříd a metod:
• Population (třída reprezentující populaci):
– Population :: Population(sizeOfPopulation)
Konstruktor - vytvoří populaci o velikosti sizeOfPopulation.
– Population :: nextGenerationCross()
Metoda vytvoří novou generaci aplikací operátorů selekce, mutace a křížení.
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– Population :: nextGeneration()
Metoda vytvoří novou generaci aplikací operátorů selekce a mutace, křížení není
v této metodě aplikováno.
– Individual* Population :: getBest()
Metoda vrátí nejlepšího jedince v populaci.
– Individual* Population :: getWorst() Metoda vrátí nejhoršího jedince v populaci.
– Population :: getRoulette() Metoda vrátí vektor iterátorů na jedince v populaci.
Opakování jedinců v seznamu je úměrné pořadí jedince v populaci podle hod-
noty jeho fitness. Jedinec s nejvyšší hodnotou fitness se vyskytuje v seznamu
nejčastěji.
– Population :: getRandIterator()
Metoda vrátí náhodný iterátor na jedince v populaci.
• Individual (třída reprezentující jedince - L-systém):
– Individual (int number)
Konstruktor, vytvoří náhodně vygenerovanou gramatiku L-systému.
– Individual* Individual :: mutate()
Metoda vrátí zmutovaného jedince.
– Individual* Individual :: cross(Individual second)
Metoda vrátí jedince vzniklého křížením tohoto jedince s jedincem zadaným
parametrem second.
– Individual* Individual :: clone()
Metoda vrátí duplikát tohoto jedince.
– float Individual :: fitness()
Metoda vypočítá fitness hodnotu tohoto jedince.
– Individual :: iterations(countOfIterations)
Metoda provede countOfIterations iterací tohoto L-systému.
– int Individual :: getCountOfObjects()
Metoda vrátí počet objektů (voxelů) tohoto L-systému.
• Rule (třída reprezentující pravidlo L-systému),
– Rule :: Rule (char name, int length, int countOfNonterms)
Konstruktor pravidla L-systému, parametry konstruktoru:
∗ name - jméno pravidla (pravá strana pravidla L-systému),
∗ length - požadovaná délka pravé strany pravidla L-systému,
∗ countOfNonterms - požadovaný počet nonterminálních symbolů.
– int Rule :: getLength() Metoda vrátí délku pravé strany pravidla L-systému.
• Position (Třída reprezentující pozici a aktuální rotaci želvy L-systému v souřadném
systému),
• Position :: Position (x, y, z)
Konstruktor vytvoří instanci pozice na souřadnicích x, y, z.
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• Position :: operator= (const Position& copy)
Operátor pro porovnávání pozic.
• FitnessField (třída reprezentující část definice fitness funkce - pohled z jedné strany -
načtenou z XML souboru),
– FitnessField :: set (width, height, text)
Metoda uloží definici pohledu, parametry metody:
∗ width - šířka definice pohledu,
∗ height - výška definice pohledu,
∗ text - řetězec obsahující definici pohledu.
• XML (třída pro práci s XML soubory),
– XML :: loadConfig(file)
Statická metoda pro načtení parametrů programu z konfiguračního XML souboru
file.
– XML :: loadFitness(file, FitnessField& front, FitnessField& side)
Statická metoda pro načtení definice fitness funkce z XML souboru file.
– XML :: saveIndividual(Individual* individual)
Metoda uloží informace o L-systému individual.
– XML :: saveFile(file)
Metoda uloží informace, které obsahuje, do XML souboru file.
– XML :: addStatistics(population)
Metoda uloží informace o stavu populace population.
8.3 Statistiky
V průběhu vývoje systému byly potřeba základní informace o proběhlé evoluci (přehled
o tom, kolik jedinců mutovalo, kolik proběhlo křížení, hodnoty fitness jedinců napříč ge-
neracemi. . .). Proto byl do programu implementován systém statistik. Podle parametru v
konfigurační souboru lze ukládat každou X. generaci a na konci evoluce jsou statistiky
uloženy do XML souboru. V tento soubor má tuto strukturou (viz obr. 8.1):
• kořenový uzel <statistics>
– uzel <time> (čas spuštění evoluce),
– uzel <directory> (cesta do adresáře s logovacími soubory a statistikami),
– uzel <sizeOfPopulation> (velikost populace),
– uzel <generations> (uzel obsahující všechny generace),
∗ uzly<generation> (obsahuje uzly všech změněných jedinců (zkřížených nebo
mutovaných) oproti předchozí populaci uspořádané vzestupně podle hodnoty
jejich fitness),
· atribut
”
number“ (číslo generace),
· uzly <generation> (obsahuje uzly všech jedinců v aktuální generaci
uspořádané vzestupně podle hodnoty jejich fitness),
51
· atribut
”
number“ uzlu <generation> (pozice jedince v populaci),
· atribut
”
partner“ uzlu <generation> ([”mutated”| ”partner number”]1)
<?xml version="1.0" ?>
<statistics>
<info>
<time>2012.05.11_11.04.28</time>
<directory>/logs/2012.05.11_11.04.28/</directory>
<sizeOfPopulation>10</sizeOfPopulation>
<crossing>true</crossing>
<elitism>true</elitism>
<replaceProbability>20</replaceProbability>
</info>
<generations>
<generation number="0">
<individual number="5" fitness="0" />
<individual number="4" fitness="0.0075756" />
<individual number="2" fitness="0.00775823" />
<individual number="8" fitness="0.0218941" />
<individual number="7" fitness="0.0516917" />
<individual number="3" fitness="0.060274" />
<individual number="0" fitness="0.0822865" />
<individual number="9" fitness="0.117978" />
<individual number="6" fitness="0.120301" />
<individual number="1" fitness="0.128703" />
</generation>
<generation number="90000">
<individual number="1" fitness="0.0304054" mutated="" />
<individual number="4" fitness="0.0568679" mutated="" />
<individual number="6" fitness="0.126623" partner="6" />
<individual number="0" fitness="0.170886" mutated="" />
<individual number="7" fitness="0.217391" mutated="" />
<individual number="9" fitness="0.781863" partner="0"/>
</generation>
</generations>
</statistics>
Obrázek 8.1: Ukázka souboru s uloženými informacemi o proběhlé evoluci (zkrácená jen na
počáteční a poslední generaci).
1hodnota ”mutated”, pokud byl jedinec mutován nebo číslo jedince, se kterým byl tento jedinec zkřížen.
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Kapitola 9
Testování
Nejprve se pokusíme navrhnout konkrétní typ struktury. Abychom mohli porovnat výsledky
s podobnými systémy (4.1, 4.3), které se přímo na návrh stolu specializují, pokusíme se na-
vrhnout strukturu představující stůl. Pro první test byla tedy systému zadána fitness funkce
pro návrh stolu. Pro zjištění, jestli je systém schopen navrhnout obecný typ struktury, byla
pro druhý test zadána fitness funkce pro návrh židle.
9.1 Návrh stolu
Hlavním požadavkem pro stůl je horní deska, která musí být rovná a spojitá. Tu nadefinu-
jeme z pohledu front s atributem continuity nastaveným na hodnotu true. Dále potřebujeme
podepřít desku stolu. Tento požadavek realizujeme definicí pohledu z boku, ve kterém za-
dáme hodnotu
”
1“ ve spodní části stolu a atribut continuity nastavíme na hodnotu false.
Necháme na evoluci L-systému, aby spojil tuto
”
jedničku“ s deskou stolu libovolným způ-
sobem a vytvořil tak podstavec. Výsledná podoba fitness funkce viz obr. 9.11. Na tomto
příkladu vidíme, že pomocí vhodné kombinace definice pohledů s různě nastaveným atribu-
tem continuity lze definovat rozličné struktury. Stůl navržený podle výše zmíněné podoby
fitness funkce můžete vidět na obr. 9.2. Navržený stůl pochází z generace 9999, velikost
populace byla 10. Chybí mu voxel v horní desce (chybějící voxel v noze stolu je produktem
evoluce, v jeho místě má definice fitness funkce hodnotu 0 a na přítomnosti nebo nepřítom-
nosti voxelu tedy nezáleží). Hodnota fitness této struktury je 0,837469.
Další verzi fitness funkce si lze prohlédnout na obr. 9.4. V tomto návrhu je nastavena
délka příkazů L-systému pro pohyb dopředu/dozadu/nahoru/dolů na různé hodnoty (for-
ward=”5”, back=”5”, up=”3”, down=”3”). U obou pohledů je v této fitness funkci nastaven
atribut continuity na hodnotu false. Lze totiž předpokládat, že díky nastavení příkazů L-
systému na větší hodnoty vytvoří pouze jakýsi
”
obrys“ horní desky a vytvoříme stůl na
jehož povrchu může být umístěna například skleněná deska. Výsledek návrhu lze vidět na
obr. 9.5. Struktury bylo dosaženo v generaci 7524 při velikosti populace 10 a její fitness
hodnota je 1,0.
Poslední verze fitness funkce pro návrh stolu je na obr. 9.7. Pohled zepředu definuje
opět horní desku, jako v případě první verze s atributem continuity nastaveným na hodnotu
true. Pohled z boku poté definuje podstavu stolu. Výsledek návrhu můžete vidět na obr.
1Pokud by byl součástí systému fyzikální model, postačilo by definovat horní desku (k tomu by nám
postačil pouze pohled zepředu). Fyzikální systém by se pak postaral o to, aby horní deska nespadla a
případně aby se stůl například nepřevrhl při umístění předmětu na desku.
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9.8. Evoluce proběhla s velikostí populace 100 a struktura pochází z generace 9999, kdy
byla hodnota jeho fitness funkce 0,94086.
<?xml version="1.0"?>
<fitness>
<front width="3" height="3" continuity="true">
1 1 1
0 0 0
0 0 0
</front>
<side width="3" height="3" continuity="false">
0 0 0
0 0 0
0 1 0
</side>
</fitness>
Obrázek 9.1: Fitness funkce pro návrh stolu. Stůl navržený podle této fitness funkce můžete
vidět na obr. 9.2.
9.2 Návrh židle
Fitness funkce pro návrh židle bude mít podobně definovánu rovnou celistvou desku - sedací
část (obr. 9.11). Opěradlo je možné definovat z druhého pohledu jako necelistvé, stejně jako
podstavec (např. nohy) židle. Předpokládejme, že židle bude nějakým způsobem upevněná
(např. k podlaze). Pokud bychom chtěli navrhnout židli bez upevnění, musela by být sama
o sobě stabilní. V takovém případě by neměl evoluční návrh velký prostor (vznikla by
konvenční židle s klasickými čtyřmi nohami či jednolitý celistvý podstavec). Pokud tedy
budeme předpokládat, že židle bude upevněna, umožníme evoluci větší kreativitu.
Dvě židle navržené pomocí výše zmíněné fitness funkce můžete vidět na obrázku 9.10.
První židle (XML zápis struktury viz 9.12) byla vyvinuta v generaci 4326, kdy dosáhla její
fitness hodnoty 1,0. Evoluční algoritmus měl při tomto návrhu nastavenu velikost populace
na 10.
Pro druhý běh programu byla zvolena stejná fitness funkce, velikost populace 10, ma-
ximální počet generací byl nastaven podle výsledků z předchozího běhu na 10000. Byla
vyvinuta struktura, jejíž XML zápis můžete vidět na 9.13. Algoritmus dosáhl fitness hod-
noty 1,0 v generaci 5288.
9.3 Zhodnocení
Porovnání s jinými systémy
Hornbyho systém pro návrh stolů navrhuje v porovnání se systémem prezentovaným v
této práci stoly komplexnější a estetičtější. Na druhou stranu Hornbyho systém zmíněný
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Obrázek 9.2: Stůl navržený podle fitness funkce na obr. 9.1. XML zápis této struktury
můžete vidět na obr. 9.3.
<?xml version="1.0" ?>
<individual generation="9999" number="0" init="A" fitness="0.837469"
iterations="3" objects="40" partner="none">
<rules numberOfRules="2">
<rule name="A">dBuBAdDl</rule>
<rule name="B">[rECAbDfldADEE]</rule>
</rules>
<chain>
d[rdBuBAdDlbflddBuBAdDl]u[rdBuBAdDlbflddBuBAdDl]d[rECAbDfldADEE]
u[rECAbDfldADEE]dBuBAdDldldl
</chain>
</individual>
Obrázek 9.3: XML zápis L-systému vizualizovaného na obr. 9.2. Jedinec pochází z generace
9999 a jeho fitness hodnota je 0.837469 (chybí voxel v horní desce).
v kapitole 4.3 navrhuje pouze jediný typ struktury - stůl, který je navíc vždy krychlového
tvaru. Naproti tomu např. v porovnání se stoly navržené Bentleyho systémem hodnocený
systém příliš nezaostává, možná spíše naopak (viz 4.1), přestože Bentleyho systém se také
55
<?xml version="1.0"?>
<fitness>
<front width="3" height="3" continuity="false">
1 1 1
0 0 0
0 0 0
</front>
<side width="3" height="3" continuity="false">
1 1 1
0 0 0
1 1 1
</side>
</fitness>
Obrázek 9.4: Fitness funkce pro návrh stolu - atribut continuity nastaven u obou pohledů
na false. L-systém vytvořený pomocí této funkce můžete vidět na obr. 9.5.
specializuje pouze na návrh stolů. Porovnání se systémem navrženým Clunem a Lipsonem
(viz 4.4) je zavádějící. Důvodem je jejich odlišný přístup k fitness funkci. Jejich evoluce
je interaktivní. Fitness hodnota je tedy určena cítěním konkrétního člověka a na prvním
místě je estetičnost. Praktické využití struktury je pro jejich systém vedlejší a proto nelze
objektivně jejich systém srovnávat s praktičtěji zaměřenými systémy.
Posouzení navrženého systému
Větší velikosti definicí fitness funkce se nepříznivě projeví úspěšnosti evoluce. Potencionál-
ním řešením tohoto problému by bylo důkladně ověřit možnost optimalizace implementace
operátorů mutace a křížení v evolučním algoritmu. Samozřejmě jedním z
”
nejužších míst“
je jako u většiny evolučních systémů vyhodnocení fitness funkce. Současná implementace
navrženého systému počítá hodnoty možných správných a nechtěných zásahů (possibleHits,
negativeHits, viz kapitola pojednávající o výpočtu fitness funkce 7.3) s přesností na 1 voxel.
Možným zrychlením by bylo odhadovat tyto hodnoty pouze na základě rozdílu ve velikosti
definice fitness funkce a velikosti aktuálně vyhodnocované struktury. Toto řešení by ovšem
bylo nutné důkladně otestovat a porovnat se současným přístupem. Poté by bylo třeba
vyhodnotit, zda jsou chyby zanesené do vyhodnocení fitness funkce tímto zjednodušeným
výpočtem přijatelné či nikoli.
Dobu běhu systému rovněž více (počet iterací) či méně (délka pravidel) ovlivňují para-
metry L-systému. K částečnému zmenšení tohoto problému by přispělo generování optimální
gramatiky pro L-systém, tedy navržení sofistikovanějšího generátoru pravidel L-systému.
Ten by řešil odstraňování případných přebytečných symbolů či pravidel (zbytečné sym-
boly v gramatice, pravidla nemající žádný efekt na generování struktury, kontrola vzniku
případných cyklů v gramatice atd.).
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Obrázek 9.5:
”
Stůl se skleněnou horní deskou“ navržený podle fitness funkce na obr. 9.4.
XML zápis této struktury můžete vidět na obr. 9.6.
<?xml version="1.0" ?>
<individual generation="7524" number="7" init="A" fitness="1.0"
iterations="2" objects="50" partner="mutated">
<rules numberOfRules="4">
<rule name="A">C[rArdfdbf]</rule>
<rule name="B">C[rArdfdDbf]</rule>
<rule name="C">dufru</rule>
<rule name="D">BrClAull</rule>
</rules>
<chain>dufru[rC[rArdfdbf]rdfdbf]</chain>
<lengthOfCommands forward="5" back="5" up="3" down="3" />
</individual>
Obrázek 9.6: XML zápis L-systému vizualizovaného na obr. 9.5. Všimněte si definice délky
příkazů L-systému lengthOfCommands nastavené na hodnoty 5 a 3. Kostra struktury sto-
procentně splňuje požadavky fitness funkce, hodnota fitness je tedy 1.0. Tento jedinec vznikl
v generaci 7524.
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<?xml version="1.0"?>
<fitness>
<front width="3" height="3" continuity="true">
1 1 1
0 0 0
0 0 0
</front>
<side width="3" height="3" continuity="false">
0 0 0
0 0 0
1 1 1
</side>
</fitness>
Obrázek 9.7: Fitness funkce pro návrh stolu. L-systém vytvořený pomocí této funkce můžete
vidět na obr. 9.8.
Obrázek 9.8: Stůl navržený podle fitness funkce na obr. 9.7. XML zápis této struktury
můžete vidět na obr. 9.9.
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<?xml version="1.0" ?>
<individual generation="9999" number="9" init="A" fitness="0.94086"
iterations="3" objects="57" partner="none">
<rules numberOfRules="4">
<rule name="A">[ffffrdADAuAd]</rule>
<rule name="B">[ffffrdAuAuAdAd]</rule>
<rule name="C">uAArBul</rule>
<rule name="D">[ffffruBAuuAEbE]</rule>
</rules>
<chain>
[ffffrd[ffffrd[ffffrdADAuAd][ffffruBAuuAEbE][ffffrdADAuAd]u
[ffffrdADAuAd]d][ffffru[ffffrdAuAuAdAd][ffffrdADAuAd]uu[fff
frdADAuAd]b][ffffrd[ffffrdADAuAd][ffffruBAuuAEbE][ffffrdADA
uAd]u[ffffrdADAuAd]d]u[ffffrd[ffffrdADAuAd][ffffruBAuuAEbE]
[ffffrdADAuAd]u[ffffrdADAuAd]d]d]
</chain>
<lengthOfCommands forward="1" back="1" up="1" down="1" />
<bounds>
<X min="500" max="504" />
<Y min="496" max="500" />
<Z min="497" max="502" />
</bounds>
</individual>
Obrázek 9.9: XML zápis L-systému vizualizovaného na obr. 9.8. Lze například vyčíst, že
rozpětí struktury je 5x5x6 voxelů (uzel bounds, startovací bod L-systému je x = 500, y =
500, z = 500) a celkový počet voxelů ve struktuře je 57 (atribut objects).
Obrázek 9.10: Židle navržené pomocí fitness funkce na obr. 9.11.
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<?xml version="1.0"?>
<fitness>
<front width="5" height="3" continuity="true">
0 0 0
0 0 0
1 1 1
0 0 0
0 0 0
</front>
<side width="5" height="3" continuity="false">
1 0 0
1 0 0
0 0 0
0 0 0
1 1 1
</side>
</fitness>
Obrázek 9.11: Fitness funkce pro návrh židle. Židle navržené pomocí této fitness funkce
můžete vidět na obr. 9.10.
<?xml version="1.0" ?>
<individual generation="4346" number="1" init="A" fitness="1" iterations="2"
objects="35" partner="4">
<rules numberOfRules="3">
<rule name="A">[AuAD]</rule>
<rule name="B">[uAuAD]</rule>
<rule name="C">AEC[uCAdElBdAB]</rule>
</rules>
<chain>
[AuAD]AEC[uCAdElBdAB][uAEC[uCAdElBdAB][AuAD]dl[uAuAD]d[AuAD][uAuAD]]
</chain>
</individual>
Obrázek 9.12: XML zápis L-systému vizualizovaného na obr. 9.10 vpravo. Hodnota fitness
1.0 byla dosažena v generaci 4346.
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<?xml version="1.0" ?>
<individual generation="5288" number="6" init="A" fitness="1.0" iterations="2"
objects="29" partner="7">
<rules numberOfRules="5">
<rule name="A">[BBrAuEAACd]</rule>
<rule name="B">[AEBruDE]</rule>
<rule name="C">[BBrAuEACd]</rule>
<rule name="D">uduurAr</rule>
<rule name="E">[uBBdrdAuACdCE]</rule>
</rules>
<chain>[[AEBruDE][AEBruDE]r[BBrAuEAACd]u[uBBdrdAuACdCE][BBrAuEAACd]
[BBrAuEAACd][BBrAuEACd]d]
</chain>
</individual>
Obrázek 9.13: XML zápis L-systému vizualizovaného na obr. 9.10 vlevo.
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Kapitola 10
Závěr
Cílem této práce bylo vytvořit systém, který bude schopen navrhnout pomocí evolučního
algoritmu rozličné 3D struktury podle specifikované fitness funkce. Protože předchozí práce
v této oblasti se především zabývaly systémy pro návrh konkrétního typu struktury (viz
kapitola 4), motivací bylo vytvořit systém pro návrh obecného typu struktury. Výsledkem
je systém, který umožňuje fitness funkci definovat pomocí XML souboru. To umožňuje
nadefinovat si svoji vlastní fitness funkci i uživatelům neznalých programování, pro které
by bylo obtížné zasahovat do implementace fitness funkce v programu.
Asi nelze očekávat, že systém pro návrh obecného typu struktury bude konkurovat
systémům specializovaným pro konkrétní typ struktury. Doba, kdy budou počítače schopné
navrhnout komplexní struktury, jako jsou např. budovy či jiné složité struktury, je ještě
daleko před námi a současné systémy vyžadují ještě důkladný vývoj a testování.
Pro využití takto obecného systému v praxi je potřeba systém dále vyvíjet. Je nutné
se zaměřit se na generování optimálních gramatik (volba vhodného počtu pravidel a délek
řetězců L-systému, otestovat použití L-systému s náhodně generovaným parametrem, který
bude součástí příkazu atp.). Takto upravený systém je potřeba dále testovat v evolučním al-
goritmu s různými parametry, najít vhodnou velikost populace a hodnoty dalších parametrů
evoluce pro jedince generované upraveným L-systémem.
Vhodné by bylo použití fyzikální modelu vyhodnoceného v rámci výpočtu fitness funkce.
Díky tomu by evoluce dokázala sama eliminovat nestabilní struktury v populaci. Protože
by fyzikální model vyžadoval pravděpodobně velkou část výpočetního času při aplikaci na
každého jedince v populaci, bylo by vhodné jej aplikovat např. jen při rozhodnutí o náhradě
nejlepšího jedince v populaci.
Součástí práce je také program umožňující vizualizovat navržené struktury, měnit jejich
vizuální vlastnosti a zpětně analyzovat navržené struktury zobrazováním jejich vlastností.
Program zobrazuje jedince ve formě voxelového modelu. Program je dále možné do bu-
doucna rozšířit o aplikaci marching cubes algoritmu, díky čemuž by byli zobrazovaní jedinci
daleko estetičtější (byly by odstraněny nehezké ostré hrany voxelového modelu), aniž by
byl změněn formát pro jejich uložení.
Pro potencionální pokračování tohoto projektu či nového projektu s podobným cílem
(evoluční systém pro návrh 3D struktur s externě definovatelnou fitness funkcí) navrhuji
práci v týmu s tímto rozdělením práce:
• generování optimální gramatiky L-systému, operace mutace a křížení na gramatikách,
• fitness funkce,
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• optimalizování evolučního algoritmu,
• fyzikální model,
• vizualizátor, rozhraní mezi systémem a vizualizátorem.
Na závěr je třeba vyřešit otázku týkající se vhodnosti použití specializovaného systému či
systému pro evoluční návrh jakéhokoliv typu struktury. Specializované systémy na konkrétní
typ struktury pravděpodobně budou vždy navrhovat struktury s lepšími parametry něž
obecně navržené systémy. Přesto lze vidět jejich velkou nevýhodu v omezené míře jejich
použití. Pokud je například použit systém pro návrh stolu, byla by vhodná možnost jeho
použití alespoň v jistém typu struktur (schopnost navrhnou jakýkoliv kus nábytku).
Optimální je tedy pravděpodobně kompromis mezi obecnými systémy a systémy speci-
alizovanými pro návrh konkrétního typu struktury. Tato práce se snažila především vyhod-
notit, zda je vůbec reálné obecný systém vytvořit. Navržený systém je schopen navrhnout
jednoduše definovaný typ struktury, přestože jeho omezeními jsou např. velikost definice fit-
ness funkce (počet voxelů) navrhované struktury nebo absence fyzikálního modelu. Přesto
je myslím možné při dalším výzkumu v této oblasti dosáhnou dobrých výsledků a systémům
specializovaným pro návrh konkrétního typu struktury do jisté míry konkurovat.
63
Literatura
[1] ABZ online výkladový slovník cizích slov [online].
http://slovnik-cizich-slov.abz.cz/, 2012 [cite 2012-04-24].
[2] Java 3d. [online]. http:
//www.oracle.com/technetwork/java/javase/tech/index-jsp-138252.html,
2012 [cite 2012-04-24].
[3] Java downloads. [online]. http://www.java.com/en/download/manual.jsp, 2012
[cite 2012-04-24].
[4] Wikipedia - The Free Encyklopedia [online]. http://en.wikipedia.org/, 2012 [cite
2012-04-24].
[5] Bentley, P.: Evolutionary Design By Computers. Morgan Kaufmann Publishers, 1999.
[6] Bentley, P. J.; Wakefield, J. P.: The Evolution of Solid Object Designs using Genetic
Algorithms. John Wiley and Sons Inc., 1996.
[7] Clune, J.; Lipson, H.: Evolving Three-Dimensional Objects with a Generative
Encoding Inspired by Developmental Biology. http://endlessforms.com/, 2012
[cite 2012-04-24].
[8] Dinkins, J.: ExampleFileFilter [online]. http://www.sics.se/accord/release/
toolbox/docs/accord/toolbox/util/ExampleFileFilter.html, 2012 [cite
2012-04-24].
[9] Extreme Component, Inc.: JFontChooser 1.1 [online].
http://www.zfqjava.com/docs-fontchooser.html, 2003 [cite 2012-04-24].
[10] Funes, P. J.: Buildable Evolution. SIGEVOlution Autumn 2007, Volume 2, Issue 3.,
2007.
[11] Funes, P. J.; Pollack, J. B.: Computer Evolution of Buildable Objects.
http://www.demo.cs.brandeis.edu/papers/long.html#edc98, 1999.
[12] Hornby, G. S.; Pollack, J. B.: The Advantages of Generative Grammatical Encodings
for Physical Design.
http://www.demo.cs.brandeis.edu/papers/long.html#hornby_cec01, 2001 [cite
2012-04-24].
[13] de Kooter, K.: Xml-Text-Editor [online].
http://code.google.com/p/xml-text-editor/source/browse/trunk/
64
xml-text-editor/src/main/java/net/boplicity/xmleditor/?r=7, 2006 [cite
2012-04-24].
[14] Koza, J. R.: Home Page of John R. Koza.
http://www.genetic-programming.com/johnkoza.html, 2012 [cite 2012-04-24].
[15] Kršek, P.; Španěl, M.: Základy počítačové grafiky [Studijní materiály]. FIT VUT v
Brně, 2011.
[16] Kvasnička, V.; Pospíchal, J.; Tiňo, P.: Evolučné algoritmy. STU Bratislava, 2000.
[17] LOGO Foundation: The Logo Programming Language.
http://el.media.mit.edu/logo-foundation/logo/programming.html, 2011 [cite
2012-04-24].
[18] Matoušek, V.: Evoluční algoritmy a umělý život [online].
http://www.kiv.zcu.cz/studies/predmety/uir/gen_alg2/E_alg.htm, 2009 [cite
2012-04-24].
[19] Matsumoto, M.: Mersenne Twister Home Page [online].
http://www.math.sci.hiroshima-u.ac.jp/~m-mat/MT/emt.html, 2012 [cite
2012-04-24].
[20] Prusinkiewicz, P.; Lindenmayer, A.: The Algorithmic Beauty of Plants.
Springer-Verlag, New York, 1996.
[21] Sun Microsystems, Inc.: Java 3d. [online]. http://download.java.net/media/
java3d/builds/release/1.5.1/README-download.html, 2012 [cite 2012-04-24].
[22] Teda, J.: Genetické algoritmy a jejich aplikace v praxi [online].
http://programujte.com/index.php?akce=clanek&cl=
2005072601-geneticke-algoritmy-a-jejich-aplikace-v-praxi, 2005 [cite
2012-04-24].
[23] The Apache Software Foundation: Commons Configuration [online].
http://commons.apache.org/, 2012 [cite 2012-04-24].
[24] Thomason, L.: TinyXML [online]. http://sourceforge.net/projects/tinyxml/,
2003 [cite 2012-04-24].
[25] University of Central Florida: Picbreeder [online]. http://picbreeder.org/, 2012
[cite 2012-04-24].
[26] Češka, M.; Vojnar, T.; Smrčka, A.: Teoretická informatika [Studijní materiály]. FIT
VUT v Brně, 2011.
65
Příloha A
Obsah CD
Struktura adresářů:
• Report
– evol.pdf (technická zpráva ve formátu pdf),
– tex (zdrojový text technické zprávy LATEX).
• Applications
– evol (program pro evoluční návrh 3D struktur - C++)
∗ Makefile
– visualiser (program pro vizualizaci 3D L-systémů - Java)
– fitness (ukázky fitness funkcí)
– logs (ukázky logovacích souborů)
– config.xml (konfigurační soubor)
– configDefault.xml (defaultní konfigurační soubor)
• Java Java3D (Java JKD, Java3D instalační soubory Win i586, Win x64, Linux i586,
Linux x64)
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Příloha B
Manuál
B.1 Program pro vizualizaci 3D L-systémů
Systémové požadavky
• Java Version 6 Update 32 [3]
• Java3D [2], [21]
Testováno na systémech:
• Windows XP SP3
• Fedora 14
• Windows 7
B.1.1 Překlad
Windows
javac -encoding ISO8859-2 -classpath ”.;lib\*” src\*.java
jar cfmv viewer.jar Manifest.mf -C src .
Linux
javac -encoding ISO8859-2 -classpath ’.:libLinux/*’ src/*.java
jar cfmv viewer.jar ManifestLinux.mf -C src .
B.1.2 Překlad dokumentace
Windows
javadoc -d doc -encoding ISO8859-2 -classpath ”.;lib/*” src/*.java
Linux
javadoc -d doc -encoding ISO8859-2 -classpath ’.:libLinux/*’ src/*.java
B.1.3 Spuštění
java -jar viewer.jar
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B.1.4 Ovládání
Hlavní část programu tvoří canvas pro zobrazování 3D L-systémů (obr. B.1 uprostřed). V
horní části se nachází hlavní menu s následujícími položkami (obr. B.1 nahoře):
Obrázek B.1: GUI programu pro vizualizaci 3D L-Systémů.
• File
– Load file - Zobrazí dialogové okno výběru souboru pro načtení L-systému ulože-
ného ve formátu XML. Pokud se nejedná o validní XML soubor s L-systémem
(např. soubor se statistikami, konfigurační soubor atp.) otevře XML soubor po-
mocí systémově asociovaného programu.
– Load config - Zobrazí dialogové okno výběru souboru pro načtení konfiguračního
souboru.
– Quit - Uloží změny v nastavení a ukončí program.
• Set
– Font (nastaví typ a velikost fontu),
– Background color (nastaví barvu pozadí canvasu),
– Background texture (nastaví texturu na pozadí canvasu).
• Save
– HTML - nápověda k programu ve formě webové stránky,
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Pravou část GUI programu tvoří ovládací prvky L-systému (obr. B.2 vlevo):
• Appearance - vzhled L-systému:
– Command - nabídka pro výběr příkazu L-systému (forward, up, down).
– Shape - nabídka pro výběr tvaru vybraného příkazu L-systému (cube, cylinder,
sphere, cone).
– Color - tlačítko pro zobrazení nabídky pro výběr barvy vybraného příkazu L-
systému.
– Objects - zobrazuje počet aktuálně vykreslených objektů.
– Offset - Posuvník pro určení mezery mezi jednotlivými objekty L-systému.
• L-system - informace o L-systému (obr. B.2 vpravo):
– generation (číslo generace, ve které se jedinec nachází),
– number (pozice jedince v populaci),
– init (počáteční nonterminál L-systému - tzv. nultá iterace),
– iteration (počet iterací L-systému),
– fitness (hodnota fitness jedince),
– objects (počet objektů - voxelů vykresleného L-systému),
– partner (partner, se kterým tento jedinec křížil, případně hodnota “mutated”,
pokud jedinec mutoval nebo “none”, pokud byl jedinec pouze zkopírován z před-
chozí generace).
– rules (pravidla L-systému).
Obrázek B.2: Ukázka GUI programu pro vizualizaci 3D L-systémů - ovládací prvky (vlevo)
a informace o L-systému (vpravo).
Ve spodní části programu se nachází status panel (viz obr. B.3). Zobrazuje rozličné
informace o akcích v programu:
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• načtení L-systému nebo konfiguračního souboru (tag <loading>),
• chyba (neúspěšné načtení, uložení atp., tag <error>),
• změna vzhledu (tvar, barva atp., tag <appearance>),
Obrázek B.3: Ukázka GUI programu pro vizualizaci 3D L-systémů - status panel.
Ovládání klávesnicí:
• +,- (zoom)
• šipky ↑, ↓ (translace),
• šipky ←,→ (rotace),
• PageUP, PageDOWN (rotace).
Ovládání myší:
• drag levým tlačítkem myši (rotace),
• drag pravým tlačítkem myši (translace).
Vlastní implementace:
• bagContainer.java (kontejner pro rozmístění prvků GUI),
• Config.java (práce s konfiguračním souborem),
• Constants.java (proměnné),
• Evolution.java (hlavní třída programu),
• Individual.java (L-Systém),
• Rule.java (pravidlo L-systému),
• Java3d.java (práce s Java3D),
• LSystemApplet.java (GUI),
• LSystemCanvas.java (canvas Java3D),
• Matrix.java (matice),
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• Patterns.java (statické třídy s výčtovými typy),
• XML.java (práce s XML).
Použité knihovny:
• XmlEditorKit.java, XmlView.java, XmlViewFactory.java [13] (zvýraznění XML syn-
taxe),
• commons-configuration-1.8, commons-lang-2.6 a commons-logging-1.1.1 [23] (načí-
tání a ukládání parametrů z konfiguračního souboru (viz kapitola B.3),
• fontchooser [9] (dialogové okno pro výběr fontu),
• ExampleFileFilter.java (filtrování typů souborů v JFileChooser) [8].
B.2 Program pro evoluční návrh 3D struktur
Překlad
Program se přeloží spuštěním příkazu make v adresáři evol.
Spuštění
Přeložený program se spustí příkazem evol s parametrem udávajícím soubor, ze kterého
bude načtena fitness funkce příklad spuštění ./evol - fitness/cube.xml. Při nezadání para-
metru se program pokusí nahrát fitness funkci ze souboru fitness.xml z kořenového adresáře.
Testováno na:
• merlin.fit.vutbr.cz,
• Windows XP SP3,
• Fedora 14,
• Windows 7.
Vlastní implementace:
• evol (evoluční algoritmus),
• exeps (vyjímky),
• file (práce se soubory),
• fitness (výpočet fitness funkce),
• fitnessField (načtení fitness funkce),
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• individual (L-systém),
• rule (pravidlo L-systému),
• l-system (globální proměnné a funkce),
• matrix (práce s maticemi),
• mySet (set unikátních hodnot),
• myString (pomocné funkce pro práci s řetězci),
• myVector (práce s vektory),
• position (pozice v souřadném systému),
• timeStamp (časová známka),
• xml (práce s XML soubory),
• main.
Použité knihovny:
• TinyXML [24] (práce s XML soubory),
• Mersenne Twister [19] (generování pseudonáhodných čísel).
B.3 Konfigurační soubor
V konfiguračním souboru lze definovat tyto vlastnosti (ukázku konfiguračního souboru mů-
žete vidět na obr. B.4):
Souborové vlastnosti
• Vlastnost logs - cesta k adresáři, kde budou uloženy xml soubory a statistiky.
• Vlastnost xmlout [
”
yes“|
”
no“] - při hodnotě
”
yes“ budou všichni jedinci ve všech
generacích ukládáni do XML (užitečné pro ladění).
• Vlastnost statisticsJump [kladné celé číslo] - při hodnotě
”
yes“ vlastnosti statistics
budou ukládány statistiky o evoluci a nejlepší jedinci každou statisticsJump. generaci
při nastavení vlastnosti
”
statistics“ na hodnotu
”
yes“.
• Vlastnost statistics [
”
yes“|
”
no“] - při hodnotě
”
yes“ budou ukládány statistiky o
evoluci a nejlepší jedinci každou statisticsJump. generaci.
Vlastnosti evolučního algoritmu
• Vlastnost sizeOfPopulation [kladné celé číslo] - velikost populace.
• Vlastnost numberOfGenerations [kladné celé číslo] - maximální počet generací evo-
lučního algoritmu.
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• Vlastnost crossing [
”
yes“|
”
no“] - povolení/zakázání křížení v evolučním algoritmu.
• Vlastnost elitism [
”
yes“|
”
no“] - povolení/zakázání elitismu (zachování nejlepšího
jedince nezměněného do další generace) v evolučním algoritmu.
• Vlastnost sizeOfPopulation [kladné celé číslo] - velikost populace.
• Vlastnost replaceProbability [0-100] - Pravděpodobnost, že mutovaný jedinec nahradí
svého rodiče, přestože je jeho fitness hodnota nižší než fitness rodiče.
• Vlastnost crossPart [0-100] - Procento z celkové populace, na kterém bude provedeno
křížení.
Vlastnosti L-systému
• Vlastnosti forwardShape, upShape, downShape [
”
cube“|
”
sphere“|
”
cylinder“|
”
cone“] -
tvar vykresleného objektu pro příkaz dopředu/nahoru/dolů.
• Vlastnosti forwardLength, upLength, downLength [kladné celé číslo] - počet vykresle-
ných objektů pro jeden příkaz dopředu/nahoru/dolů.
• Vlastnosti forwardColor, upColor, downColor - barva vykresleného objektu pro příkaz
dopředu/nahoru/dolů.
• Vlastnost iterations [kladné celé číslo] - počet iterací L-systémů.
• Vlastnost terminals [řetězec terminálních symbolů] - řetězec terminálních znaků, které
chci použít. Validní je řetězec obsahující symboly f (dopředu), b (dozadu), u (nahoru),
d (dolů). Nemusím tedy povolit použití všech dostupných symbolů implementovaného
L-systému. Například při použití pouze symbolů dopředu a dozadu (
”
fb“) se budou
tvořit L-systémy kreslící pouze v dvourozměrném prostoru. Rovněž lze tuto vlastnost
použít pro zvýšení/snížení pravděpodobnosti použití určitého symbolu (např. při na-
stavení této vlastnosti na řetězec
”
fffbud“ bude evoluce generovat znaky f v pravidlech
L-systémů s třikrát větší pravděpodobností než ostatní symboly).
• Vlastnost minLengthOfRule [kladné celé číslo] - minimální délka pravidla náhodně
generovaného L-systému.
• Vlastnost maxLengthOfRule [kladné celé číslo > minLengthOfRule] - maximální délka
pravidla náhodně generovaného L-systému.
• Vlastnost minNumberOfNT [kladné celé číslo > minNumberOfNT] - minimální počet
pravidel L-systému.
• Vlastnost maxNumberOfNT [kladné celé číslo > minNumberOfNT] - maximální počet
pravidel L-systému.
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B.4 Struktura logovacích souborů
• Adresář s logovacími soubory a statistikami (atribut logs konfiguračního souboru -
viz B.3) obsahuje:
– adresáře ve tvaru YYYY .mm.dd HH .MM .SS (rok, měsíc, den, hodina, minuta
a vteřina spuštění evoluce),
∗ statistics.xml (statistiky o proběhlé evoluci ukládané každou statisticJump.
generaci),
∗ bests (nejlepší jedinci ukládaní každou statisticJump. generaci do adresáře
pojmenovaného číslem generace),
∗ adresáře pojmenovaného číslem generace (celá populace ukládaná každou
generaci) při zapnutém atributu xmlout).
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<?xml version="1.0"?>
<!DOCTYPE properties SYSTEM "http://java.sun.com/dtd/properties.dtd">
<properties>
<comment>Application properties</comment>
<!-- evolution properties -->
<entry key="sizeOfPopulation">10</entry>
<entry key="numberOfGenerations">100000</entry>
<entry key="crossing">yes</entry>
<entry key="elitism">yes</entry>
<entry key="replaceProbability">20</entry>
<entry key="crossPart">10</entry>
<!-- logs, XML, statistics -->
<entry key="fitnessFile">fitness.xml</entry>
<entry key="logs">logs</entry>
<entry key="xmlout">no</entry>
<entry key="statictics">yes</entry>
<entry key="mark every "X".generation">10000</entry>
<!-- L-system properties -->
<entry key="iterations">2</entry>
<entry key="terminals">fbud</entry>
<entry key="minNumberOfNT">1</entry>
<entry key="maxNumberOfNT">4</entry>
<entry key="minLengthOfRule">5</entry>
<entry key="maxLengthOfRule">15</entry>
<entry key="forwardLenght">1</entry>
<entry key="backLenght">1</entry>
<entry key="upLenght">1</entry>
<entry key="downLenght">1</entry>
<entry key="forwardShape">cylinder</entry>
<entry key="upShape">cylinder</entry>
<entry key="downShape">cylinder</entry>
<entry key="forwardColor">blue</entry>
<entry key="upColor">blue</entry>
<entry key="downColor">blue</entry>
<!-- L-system visualiser properties -->
<entry key="rotateX">0.5</entry>
<entry key="rotateY">0.0</entry>
<entry key="rotateZ">-0.5</entry>
<entry key="viewDistance">50</entry>
<entry key="maximumOfObjects">1000</entry>
</properties>
Obrázek B.4: Ukázka konfiguračního souboru.
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