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11 Johdanto
Peliteollisuus  on  kehittynyt  valtavasti  viimeisten  vuosikymmenien  aikana.  Pelien
kehittämisessä on tarve työkaluille, jotka mahdollistavat laadukkaiden pelien kehittämisen.
Tästä  esimerkkinä ovat  pelimoottorit,  jotka  ovat  osa  kehitysympäristöjä.  Pelimoottoreita
hyödynnetään videopelien kehittämisessä.  Ne tarjoavat valmiita ratkaisuja pelikehittäjille
muun muassa grafiikoiden renderöimisen ja törmäysten hallinnan osalta. Pelimoottorit ovat
yleisiä työkaluja pelien kehitysprojekteissa ja niiden vertailu on tehokas keino opetella sekä
syventää tietämystä pelien kehittämisestä.
Tutkielman  tavoitteena  on  vertailla  2D-pelien  toteutuksissa  käytettäviä  pelimoottoreita
Unity, XNA ja MonoGame. Vaikka 3D-pelit ovat nykyään suosittuja ja niiden kehittäminen
on mahdollista tutkielmassa esiteltävien pelimoottorien avulla, tehdään tutkimuksessa rajaus
2D-peleihin ja niiden toteutuksiin.
Luvussa kaksi esitellään tietokonepelien kehityksessä käytettäviä pelimoottoreita. Yleisellä
tasolla  pelimoottoreista  käsitellään  keskeisimpiä  ominaisuuksia  ja  moottorien  hyötyjä
pelituotannossa.  Ennen kuin  pelien  kehitysympäristöjä  voidaan  tarkastellaan  tarkemmin,
pelikehittämistä  lähestystään  abstraktimmalta  tasolta.  Tarkoituksena  on  esitellä
tietokonepelejä  yleisesti  ja  niiden  kehityksessä  hyödynnettäviä  käytäntöjä.  Lisäksi
perehdytään  pelimoottoreiden  rooliin  pelituotannossa  sekä  niiden  keskeisimpiin
ominaisuuksiin  2D-pelien  toteutuksessa.  Pelimoottoreissa  käytettävistä  kielistä  esitellään
skriptikielten lisäksi olio-ohjelmointikieliä ja niiden kesken toteutettu vertailu tuo lisäarvoa
pelimoottoreiden vertailuun.
Luvussa  kolme  käsitellään  Unity-pelimoottoria  ja  siinä  käytettävistä  ohjelmointikielistä
C#  sekä  UnityScript.  Luvussa  neljä  XNA-moottorista  sekä  .NET-sovellusalustasta
käsitellään  niiden  kehitys  ja  ominaisuudet.  Mono-ympäristöstä  käsitellään  MonoGame-
moottorin  kehitys  sekä  siinä  käytettävän  C#-kielen  hyödyntäminen.  Lisäksi  2D-pelien
toteutuksessa  käytetyistä  pelimoottoreista  otetaan  vertailuun  Unity  sekä  MonoGame.
Unityllä  ja  MonoGamella toteutetut  esimerkkisovellukset  toteutetaan  sekä C#-kieltä  että
skriptikieliä hyödyntäen ja niitä vertaillaan luvussa viisi keskenään. 
2Tutkielman  menetelminä  ovat  kirjallisuustutkimus  sekä  Oregon-lautapelistä  toteutettujen
esimerkkisovellusten avulla tehty vertailu ja pohdinta. Pelin toteutuksesta vertaillaan peli-
ikkunoiden  navigointia,  pelilaudan  ruudukon  koostamista  sekä  peliin  tarvittavien
tekstuurien ja animoinnin toteutusta. 
32 Pelit ja pelimoottorit
Luvussa esitellään pelien ja erityisesti tietokonepelien perusmäärittelyjä sekä esimerkkejä
tietokonepelien  historiasta  ja  tyylilajeista.  Tavoitteena  on  selventää  pelimoottoreiden
käyttötarkoitusta tietokonepelien toteutuksissa.
Videopelien  suosio  on  kasvanut  huomattavasti  viimeisten  vuosikymmenten  aikana.
Nykyään  pelejä  tehdään  käytettäväksi  useaan  suoritusympäristöön,  joten  alusta-
riippumattomat  pelimoottorit  ovat  kasvattaneet  suosiotaan.  Pelimoottorit  tarjoavat
kehittäjille valmiita ratkaisuja muun muassa grafiikan ja pelin fysikaalisuuden toteutuksissa.
Luvussa  esitellään  keskeisimpiä  2D-  ja  3D-pelien  ominaisuuksia  sekä  niiden
eroavaisuuksia.  Tutkielmassa  tehdään  rajaus  2D-peleihin.  Tutkielmassa  jätetään
käsittelemättä  tyypillisiä  3D-ominaisuuksia,  kuten  3D-avaruuden  vektoreita  ja  fysiikan
lakien mallinnusta.  2D-pelien  toteutukset  ovat  3D-pelien  toteutuksiin  verrattuna
yksinkertaisempia.
2.1 Tietokonepelit
Yleisesti  termillä  ”peli”  tarkoitetaan  muun  muassa  lautapelejä  (esimerkiksi  shakki  tai
monopoli), korttipelejä (esimerkiksi pokeri tai ventti), kasinopelejä (esimerkiksi ruletti tai
peliautomaatti),  armeijan  sotasimulaatioita,  tietokonepelejä  tai  erilaisia  pelejä  lasten
keskuudessa [Gre09, s.8].  Videopelillä tarkoitetaan elektronista peliä,  jota kontrolloidaan
ohjaimella ja  seurataan näyttölaitteesta.  Vuorovaikutteisesta viihteestä on kehittynyt  yksi
suurimmista talouden sektoreista. Yksi viihteen osa-alueista on tietokonepelit. 
4Kuvassa  1 on  kuvaaja  maailmanlaajuisen  videopelialan  kasvusta  vuosilta  2002-2012.
Peliteollisuus on kasvava ala ja on kasvamassa suurimmaksi viihdealaksi ohi elokuva- ja
musiikkialojen. Tietokonepelien liikevaihdoksi maailmanlaajuisesti arvioitiin vuonna 2012
olevan 68,4 miljardia dollaria [Car08]. Suurimpina nousijana on mobiilialustalle suunnatut
pelit.  Mobiililaitteet  tarjoavat  useampia  sekä  parempia  pelejä  ja  ennuste  on,  että
mobiilipelien  markkinaosuus  tulee  kasvamaan  jopa  19  prosenttia  [Car08].  Täten
peliteollisuudessa  on  tarve  pelimoottoreille,  jotka  tukevat  useita  alustoja  ja  etenkin
mobiilialustoja. Tutkielmassa esiteltävät pelimoottorit tukevat useita eri pelialustoja.
Nykyajan pelit  saavat usein vaikutteita historian saatossa kehitellyistä peleistä.  Nykyisin
törmää  peleihin,  joissa  pelin  tavoitteet  ovat  lähes  identtisiä  vuosikymmeniä  vanhoihin
peleihin.  Tavoitteilla  tarkoitetaan  pelin  maaleja  eli  avainkohtia,  miten  pelissä  lopulta
voittaa.  Pelin  tavoitteet  vaikuttavat  peliin  oleellisesti,  ja  hyvin  suunnitellut  tavoitteet
innostavat  yhä  edelleen  pelaamaan.  Peleissä  käytettyjä  valmiita  ratkaisuja  voidaan
uusiokäyttää pelimoottoreiden avulla.
Kuva 1: Videopelien liikevaihto maailmanlaajuisesti vuosina 2002-2012 [Car08].
5Kuvassa  2 on  kuvakaappaus  alkuperäisestä  PONG-pelistä,  joka  kehitettiin  Atarin
pelikoneelle vuonna 1972 [Sta12]. Peli toimii siten, että kahdella pelaajalla on molemmilla
oma maila omalla laidallaan. Pelaajat koettavat osua mailallaan kohti liikkuvaa palloa ja
saada se lyömällä toisen pelaajan mailan ohi.
Kuva 2: Kuvakaappaus Pong-verkkopelistä [Pon14].
Kuva 3: Wii-tennis vuodelta 2006 [Nin13].
6Vuonna  2006  Nintendo  julkaisi  Wii  Sports  -urheilupelipaketin  [Nin13],  jonka
sisältämän tennispelin pelitilanteesta on kuvakaappaus kuvassa  3.  Peli  on toiminnoiltaan
samankaltainen,  kuin vuonna 1972 julkaistu  PONG-peli.  Pelitavotteiden  uudelleenkäyttö
on  hyödyllinen  menetelmä  luoda  uusia  peliprojekteja.  Yrityksille  sekä  itsenäisille
pelintekijöille  valmiit  ratkaisut  säästävät  huomattavan  määrän  resursseja.  Niitä
löytyy  historian  saatossa  luoduista  peleistä  ja  ne  ovat  yhä  edelleen  täysin  toimivia
ratkaisuja.
Tietokonepelien tyylilajit
Tietokonepelin  tyylilajit  määritellään  pelaajan  kohtaamien  haasteiden  mukaan  [Eld12].
Tyylilaji  pohjautuu  siihen,  miten  pelaaja  kontrolloi  hahmoaan ja  mitä  haasteita  hahmon
täytyy kohdata pelin aikana [Eld12]. Pelit yleensä perustuvat yhteen tai kahteen tyylilajiin,
mutta  on  olemassa  myös  pelejä,  jotka  edustavat  useampaa tyylilajia.  Luvussa  esitellään
tyylilajeista toiminta-, tietokonerooli- ja strategiapelit. Muita suosittuja peligenrejä on muun
muassa urheilu-, simulaatio-, seikkailu- ja lautapelit. 
Toimintapelit  (engl.  action  games)  ovat  pelejä,  jossa  pelaajilta  vaaditaan  reaktio-
nopeutta sekä hyvän silmän ja käden koordinaatiokykyä. Yleensä toimintapeleissä pelaajan
hahmo  yrittää  selviytyä  pelikentän  läpi  ja  joutuu  kohtaamaan  vihollisia,  jotka
koettavat  tuhota  pelaajan  hahmon.  Toimintapelit  jakautuvat  kahteen  pääkategoriaan:
ensimmäisen  persoonan  ammuntapeleihin  sekä  kolmannen  persoonan  toiminta-
peleihin [App06, s.15].
Tietokoneroolipelit (engl. role playing games, RPG) ovat pelejä, joissa pelaajan tarkoitus on
kehittää  omaa  pelihahmoa ominaisuuksiltaan,  taidoiltaan  sekä varustuksiltaan.  Pelaajalla
voi joissain roolipeleissä olla useampi kuin yksi hahmo käytössään.  Roolipelit pohjautuvat
vahvasti  fantasiakirjallisuuteen [App06, s.17].  Tästä esimerkkinä ovat J.  R. R. Tolkienin
kirjatrilogiaan ”Taru Sormusten Herrasta” pohjautuvat pelit.
7Kuvassa  4 on kuvakaappaus pelitilanteesta Black Tower Studios -yrityksen kehittämästä
pelistä Archangel, joka on sekä toiminta- että tietokoneroolipeli. Pelin laadukkaan grafiikat
sekä  elepohjaiset  taiat  tekevät  pelistä  erinomaisen  roolipelin  mobiilialustoille  iOS
sekä Android [Uni14e].
Kuvassa 5 on kuvakaappaus strategiapelistä Ultimate General: Gettysburg, jonka on luonut
Game-Labs.  Strategiapeleissä  pärjätäkseen  pelaajan  täytyy  kyetä  ajattelemaan  taktisesti
sekä  tekemään  päätöksiä  pelihahmoista  koostuvien  joukkojen  hallinnoimiseksi.
Strategiapelit  perustuvat  melkein  poikkeuksetta  sotateemaan  [Eld12].  Pelimoottoreiden
avulla  pystytään  toteuttamaan  peleihin  yksittäinen  pelihahmo,  jota  voidaan  monistaa
käyttötarpeiden  mukaan.  Strategiapeleissä  on  yleensä  tarve  tällaiselle  menetelmälle.
Esimerkiksi sotajoukot koostuvat useasta sotilaasta.
Kuva 4: Black Tower Studios: Archangel [Uni14e].
Kuva 5: Game-Labs: Ultimate General, Gettysburg [Uni14e].
83D-tietokonepelien ominaisuudet pelimoottoreissa
Tietokonepelit voidaan jakaa kaksi- ja kolmeulotteisiin peleihin. Yleensä kaksiulotteisten
pelien  kehittämisessä  voidaan  jättää  huomioimatta  joitain  3D-peliohjelmoinnin
erityispiirteitä,  kuten  reaalifysiikoiden  mallintamista.  3D-pelien  eroavia  ominaisuuksia
verrattaessa  2D-peleihin  ovat  muun muassa 3D-mallien  luominen,  projektiin  lataaminen
sekä  animointi.  Grafiikoiden  tuominen  ja  käsittely  peliprojekteissa  on  vaikeampaa
toteuttaa  3D-peleissä  verrattuna  2D-peleihin.  Lisäksi  3D-peleissä  matemaattiset  funktiot
ovat  monimutkaisempia,  mikä  vaikeuttaa  muun  muassa  törmäysten  hallintaa  sekä
renderointia.
Nykyajan laitteistoilla 2D-peleistä voidaan tehdä näyttäviä ilman, että tarvitsee huolehtia
suoritustehoista,  kun  taas 3D-peleissä  yleensä  joudutaan  tekemään  pelin  optimiointia.
Esimerkiksi peliä tulee keventää hyödyntämällä kappaleiden piilottamista kameroilta, kun
ne eivät ole näkyvillä maailmassa. 
Pelimaailmat  ovat  lisäksi  3D-avaruudessa  laajempia.  Sisällön  rakenteiden  hallinta  on
suuremmassa  roolissa,  kun  2D-maailmassa.  Animoinnin  lisäksi  peleissä  hyödynnetään
erilaista sisältöä ja 3D-peleissä sisältöä on laajemmin. 2D-maailman pelien animointia on
selitetty  tutkielman  vertailuosiossa.  3D-pelien  animaatiot  ovat  niihin  verrattuna
monimutkaisempia, koska animaatioissa käsitellään 3D-mallien rakennetta sekä pintoja. 
Kun  pelejä  toteutetaan  eri  työkaluilla  3D-maailmassa,  tulee  ongelmaksi  pelin
kompleksisuus.  Tämä johtaa yleensä  siihen,  että  pelistä  tulee  bugisempi.  Pelimoottorien
avulla voidaan toteuttaa 3D-maailma kevyemmin kuin ilman pelimoottoreita. Näin saadaan
pienennettyä kompleksisuutta ja peliprojektin hallittavuus helpottuu. 
2.2 Pelimoottorit
Pelimoottoreista  esitellään  niiden  määrittely,  rakenne  sekä  rooli  pelikehittämisessä.
Tarkoituksena  on  käydä  teoriaa  läpi  2D-pelien  kehittämisessä  hyödynnettävistä
pelimoottorien ominaisuuksista.
Pelimoottoria voidaan verrata auton moottoriin, koska moottori on lopulta se, joka saa pelin
toimimaan. Ongelmana on määritellä missä pelimoottorin ja pelin sisällön raja menee, kuten
on  myös  vaikea  määritellä  onko auton  ilmanjäähdytin  osa  auton  moottoria  [War08].
9Pelimoottorin ja pelin muiden komponenttien jako riippuu siitä, mistä pelimoottorista on
kyse. Osa pelimoottorista tekee selvän jaon näiden kahden välille, kun taas osa moottoreista
ei  yritäkään tehdä niiden  välille  jakoa [Gre09,  s.11].  Pelimoottori  ajatellaan  normaalisti
siten, että se yleistää pelikehityksen osa-alueita, kuten renderointia, pelifysiikkaa ja syötteen
käsittelyä [War08]. Tämä helpottaa kehittäjien työtä näiltä osa-alueilta, joten he pystyvät
keskittymään  yksityiskohtiin  ja  tekemään  heidän  peleistään  ainutlaatuisia.  Pelimoottorin
rakenne riippuu  pelin  tyylilajista.  Esimerkiksi  nyrkkeilypeliin  käytettävä  moottori  eroaa
rakenteeltaan  massiiviseen  roolipeliin  tarkoitettuun  moottoriin  verrattuna  [Gre09,  s.13].
Pelimoottorit  tarjoavat  pelikehitykseen  muun  muassa  realistisia  grafiikoita  sekä
reaaliaikasimulaatioympäristöjä [Hud09]. Pelimoottorit mahdollistavat sen, että kehittäjien
ei tarvitse miettiä kysymyksiä kuten ”Miten luodaan pelisilmukka?” tai ”Missä vaiheessa
käyttäjän syötteet käsitellään?”
Pelitrendit  peliteollisuudessa  tulevat  menemään  yhä  enemmän  ja  enemmän  useisiin
pelialustoihin  soveltuviin  peleihin.  Tähän  suurimpana  syynä  on  tarve  saada  pelejä
pelaamaan mahdollisimman paljon pelaajia. Videopelien pelaamiseen käytettävillä alustoilla
tarkoitetaan  laitteita,  joilla  pelejä pelataan  [App06,  s.10].  Näitä  ovat  esimerkiksi
henkilökohtaiset  tietokoneet,  pelikonsolit  (esimerkiksi  Sony  PlayStation,  Nintendo  ja
Microsoft  Xbox),  mobiililaitteet,  kämmentietokoneet  sekä  kannettavat  pelilaitteet,  kuten
Game  Boy  [App06,  s.10].  Suljetut  pelialustat  eivät  mahdollista  kuin  tiettyä  alustaa
käyttävien  pelaajien  saavuttamisen  asiakkaiksi.  Tämän  vuoksi  alustariippumattomat
pelimoottorit  ovat  merkittäviä  peliteollisuudessa  käytettyjä  kehitysympäristöjä.
Peliteollisuuden  kehitykseen  on  vaikuttanut  pelimoottoreiden  yleistyminen  ja  niitä
hyödynnetään useissa eri pelityyleissä [Hud09]. 
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Kuvassa  6 kuvataan modulaarisen pelimoottorin rakennetta. Modulaarisesti rakennetuissa
peleissä  pelimoottorilla  tarkoitetaan  koodin  eri  palasia,  jotka  hallinnoivat  pelin
käyttäytymistä  (esimerkiksi  pelin  logiikkaa)  ja  peliympäristöä  (esimerkiksi  pelikenttiä).
Moottori  hallinnoi  muun  muassa  syötteitä,  piirtämistä,  ääniä  sekä  yleisiä  pelin
fysiikoita.  Rakenteessa ylimmässä kerroksessa sijaitsevat  virtuaalimaailmat  (engl.  virtual
worlds)  ja  skenaariot,  joissa pelaajan vaikutusta ympäristöön hallinnoidaan.  Seuraavassa
kerroksessa  sijaitsee  pelin  koodi  (engl.  game  code),  joka  kontrolloi  suurinta  osaa
pelin omasta toiminnasta, kuten parametrien esittämisestä. Tärkeimpänä osana moottorista
on  renderointikone  (engl.  rendering  engine).  Se  hallitsee  koodia,  jota  tarvitaan
monimutkaisten  kuvien  piirtämiseen  ympäristöstä.  Verkonhallintakoodi  (engl.  network
code)  sisältää  verkkoprotokollia,  jotka  mahdollistavat  saman  ympäristön  käytön  usealle
käyttäjälle.  Grafiikka-ajurit  (engl.  graphics  drivers)  kääntävät  renderointikoneen
pyynnöt  grafiikkakirjastoille  käyttäen  ohjelmointirajapintoja  (esimerkiksi  DirectX
ja OpenGL). Palvelin (engl. server) on erillinen prosessi, joka sijaitsee yleensä erillisellä
koneella. Palvelin kommunikoi pelaajien välillä ja sisältää tiedot globaalista informaatiosta,
kuten ympäristöstä ja pelaajien kanssakäymisistä.
Kuva 6: Pelimoottorin rakenne [JaL02].
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2.3 Ohjelmointikielet pelimoottoreissa
Luvussa esitellään  pelimoottoreissa  käytettäviä  skriptikieliä  sekä  olio-ohjelmointikieliä.
Lisäksi  skriptikielten  ja  olio-ohjelmointikielten  eroavaisuuksista  esitellään  joitain
keskeisimpiä ominaisuuksia esimerkkien avulla.
Pelimoottoreissa  käytetään  ohjelmointikielinä  sekä  skriptikieliä  (esimerkiksi  JavaScript,
Lua  ja  Python)  että  olio-ohjelmointikieliä  (esimerkiksi  C++,  C#  ja  Java).  Unity-
pelimoottorissa  käytettyjä  skriptikieliä  ovat  JavaScript,  UnityScript  sekä  Boo.  Lisäksi
Unityssä  voidaan hyödyntää  C#-kieltä  skriptikielenä.  Microsoftin  XNA- ja  MonoGame-
kehitysympäristöissä  käytetään  C#-kieltä.  Skriptikielistä  esitellään  keskeisimmät
ominaisuudet,  joita  hyödynnetään  pelimoottoreissa.  Pelimoottoreissa  käytettävästä
olio-ohjelmointikielestä  C#  käsitellään  sen  historiaa  ja  kehitystä  sekä  esitellään  .NET-
ympäristö.
Skriptikielet
Useat  pelimoottorit  käyttävät  skriptikieliä  tehdäkseen  peleistä  ja  niiden  sisällöistä
helpompikäyttöisempiä  ja  tehokkaampia  [Gre09,  s.47].  Tyypillisillä  skriptikielillä  on
yhteisiä ominaisuuksia [Gre09, s.796], joita on listattu seuraavassa:
• Skriptikielet  käyttävät  tulkkia:  Useimmat  skriptikielet  käyttävät  kääntäjän  sijasta
virtuaalikoneen  tulkkia.  Tämä  mahdollistaa  ohjelmiston  joustavuuden,
siirrettävyyden sekä nopeat iteraatiot.
• Kevyt:  Useimmat  skriptikielet  on  suunniteltu  sulautettuihin  järjestelmiin,
joten  niiden  virtuaalikoneiden  rakenne  on  yksinkertainen  ja  muistin  tarve
vähäinen.
• Tukevat  nopeita  iteraatioita:  Kun  olio-orientoituneella  kielellä  tuotettua
ohjelmakoodia  muutetaan,  ohjelma  täytyy  kääntää  uudelleen  ja  peli  täytyy
käynnistää  uudelleen  muutosten  havaitsemiseksi.  Kun  taas  skriptattua  koodia
muutetaan,  yleensä  muutokset  havaitaan  hyvin  nopeasti.  Jotkin  pelimoottorit
mahdollistavat skriptatun koodin uudelleen lataamisen ilman viivettä siten, että ei
ole välttämätöntä käynnistää peliä uudelleen.
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• Mukavuus ja  helppokäyttöisyys:  Skriptikielet  on yleensä  muokattu siten,  että  ne
soveltuvat tietylle pelille sen tarpeiden mukaisesti.
Pelimoottoreissa  käytettävät  skriptikielet  ovat  korkeatasoisia  ja  kohtalaisen  helposti
opittavia  ohjelmointikieliä,  joilla  voidaan  hallita  suurinta  osaa  pelimoottorin
toiminnallisuuksista [Gre09, s.794].
Olio-ohjelmointikielet
Skriptikielten lisäksi peliohjelmoinnissa käytetään myös olio-ohjelmointikieliä. C++, C# tai
Java ovat esimerkkejä olio-ohjelmointikielistä. Olio-ohjelmointikielten käyttö tuo peleihin
hallittavuutta, ymmärrettävyyttä, mukautuvuutta sekä laajennettavuutta. 
Kesäkuussa  2000  Microsoft  julkaisi  ohjelmointikielen  C#  [Alb00].  Merkintä  #
lausutaan  englannin  kielessä  ”sharp”  [HGW06,  s.3].  Tarkoituksena  oli  kehittää
vastine Sun  Microsystems  -yhtiön  suositulle  Java-kielelle.  Pääasialliset  kehittäjät
olivat  Anders  Hejlsberg,  Scott  Wiltamuth  ja  Peter  Golde  [Ecm06,  s.xix].  C#  on  yksi
Unityn  kolmesta  käytetystä  kielestä  ja  XNA-  sekä  MonoGame-pelimoottoreissa
käytetty  ohjelmointikieli  [Ell13].  C#  on  standardoitu  (ECMA-334  ja  ISO/IEC  23270
[HGW06,  s.3])  oliopohjainen  ohjelmointikieli. C#-kielen  kehitykseen  vaikuttivat  useat
ohjelmointikielet,  kuten  Java,  C++,  Modula  2, C  ja  Smalltalk  [Osb00].
Kehittämistavoitteina  Microsoftilla  oli  yksinkertainen,  moderni,  tyyppiturvallinen  ja
oliopohjainen ohjelmointikieli [Ecm06, s.xix]. Lisäksi tarkoituksena oli yhdistää C-kielen
syntaksi,  Delphin  ja  C++-kielen  tehokkuus  sekä  Javan  helppokäyttöisyys.  Perinteisten
oliokielten  ominaisuuksien  ohessa  tavoitteena  oli  tehdä  C#-kielestä  komponentti-
pohjainen  ohjelmointikieli,  eli  kielen  tulee  sisältää  kaikki  käsitteet,  joita  tarvitaan
komponenttien  ohjelmoimiseen  [Osb00].  Sellaiset  käsitteet  kuin  ominaisuudet,
metodit,  tapahtumat,  attribuutit  ja  dokumentaatio  ovat  komponenttiohjelmointikielen
rakenteita  [Osb00].  C#  tukee  modernin  oliopohjaisen  kielen  käsitteitä  kuten  perintää,
kapselointia, monimuotoisuutta ja rajapintapohjaista ohjelmointia [DAN03, s.1].
Microsoft  julkaisi  C#-kielen  ohessa  myös  .NET-sovellusalustan.  Sovellusalusta  on
kehitysympäristö, joka mahdollistaa ohjelmien kehittämisen Windows-käyttöjärjestelmälle
sekä  .ASP-järjestelmälle  (Active  Server  Pages),  joka  on  tarkoitettu  www-sivujen
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luontiin  [Lew07,  s.119].  Vaikka  .NET-sovellusalustan  tarkoituksena  on  toimia  useiden
kielten  kanssa,  C#  ja  .NET  toimivat  erityisen  hyvin  yhdessä.  Jotkin  C#-kielen
ominaisuuksista  on  toteutettu  .NET-alustaa  ajatellen,  ja  .NET-alustaan  on  ohjelmoitu
ominaisuuksia C#-kieltä varten [Alb00].
Skriptikielten ja olio-ohjelmointikielten vertailua
JavaScript on heikosti tyypitetty kieli ja C# on vahvasti tyypitetty kieli  [Dim14a]. Tämä
tarkoittaa,  että  JavaScriptin  tulkki  valitsee  muuttujille  parhaimman  mahdollisen  tyypin
käännösaikana,  kun  taas  C#-kielen  muuttujien  ja  metodien  tyypit  täytyy  määritellä
koodissa.  Vaikka  C#-kielen  metodi  ei  palauttaisi  mitään,  täytyy  void-tyyppi  määritellä
palautustyypiksi, kun taas JavaScriptillä tämän voi unohtaa.
Esimerkiksi Transform-tyyppinen muuttuja voidaan kirjoittaa JavaScriptillä seuraavasti:
private var cubeTransform;
Sama muuttuja määriteltäisiin C#-kielellä seuraavasti:
private Transform cubeTransform;
Vaikka  JavaScriptillä  ei  ole  pakko  määritellä  tyyppiä,  on  se  suotavaa.  Kun  tyyppiä  ei
määritellä, yrittää tulkki valita parhaan mahdollisen tyypin muuttujalle ja tämä voi johtaa
suorituksen  hitauteen.  Yleensä  ohjelmissa  tämä ei  ole  ongelma,  mutta  peleissä  suoritus
tapahtuu normaalisti 60 kertaa sekunnissa, joten on suositeltavaa tehdä kuten seuraavassa
esimerkissä [Dim14a]:
//määrittele tyypit näin:
private var score:int;
//tämä voi olla ongelmallista suorituskyvylle:
private var score;  
Myös  luokkien  perintä  toimii  eri  tavoin  skriptikielten  ja  oliopohjaisten  kielten
välillä.  JavaScriptin  ja  C#-kielen  metodeita  ei  voi  korvata  (engl.  override)  ellei
metodin  esittelyssä  ole  käytetty  virtual-avainsanaa.  Erona  kielillä  on  se,  että  C#
korvaa  ainoastaan  ne  perityt  metodit,  joissa  on  avainsana  override.  JavaScript  yrittää
korvata luokan metodit välittömästi, kun se perii ne. Tällöin override-avainsanaa ei tarvitse
käyttää.
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Esimerkki luokkien perinnästä Javascriptillä [Dim14a]:
class Weapon extends Item {  
// Luokan jäsenet ja niiden esittelyt
}  
Sama esimerkki kirjoitetaan C#-kielellä seuraavasti:
public class Weapon : Item {  
// Luokan jäsenet ja niiden esittelyt
}  
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3 Unity
Unity  on  yksi  kolmesta  tutkielmassa  esiteltävistä  pelimoottoreista  ja  siihen  perehdytään
teorian sekä esimerkkien avulla. Luvun tavoitteena on tutustuttaa lukija Unityyn siten, että
lukija  kykenee  toteuttamaan  Unityllä  pelien  perustoimintoja.  Unity  on  ohjelmointi-
ympäristö  pelien  alustariippumattomalle  kehittämiselle  ja  sillä  voidaan toteuttaa  sekä
2D-  että  3D-pelejä  [Rog12].  Unityn  pelit  toteutetaan  editorilla,  joka  sisältää  useita  eri
näkymiä, jotka jokainen soveltuu omaan käyttötarpeeseensa [Uni14d]. 
3.1 Yleistä
Unity  on  Unity  Technologiesin  luoma  alustariippumaton  pelimoottori  videopelien
kehittämiseen.  Unityn  versio  4.3.3  julkaistiin  tammikuussa  2014.  Unity  tukee  pelien
kehittämistä  Windows-, OS  X-  ja  Linux-  käyttöjärjestelmille,  webselaimille,  Flash-
kehitysympäristölle,  Wii  U-, PlayStation  3-,  PlayStation  Vita-  ja  Xbox 360-  konsoleille
sekä iOS-,  Android-,  BlackBerry 10- ja  Windows Phone 8 -  mobiilialustoille  [Uni14a].
Unitystä on tullut erityisen suosittu pelikehitysympäristö, ja sitä on alettu hyödyntämään
myös peliohjelmoinnin opetuksessa. Syitä Unityn suosiolle on muun muassa sen edullisuus,
helppokäyttöisyys, kohtalaisen  kevyt  oppimiskynnys  sekä se,  että siihen tehtävät skriptit
voidaan toteuttaa usealla eri vaihtoehtoisella kielellä [Rog12]. 
Unityn  internetsivusto  tarjoaa  läpikotaisen,  hyvin  jäsennellyn  dokumentaation ja
sivustolta  löytyy  lisäksi  aktiivinen  Unity-yhteistö,  mikä  tekee  pelikehittämisestä
suoraviivaista  [Rog12].  Unity  on  oliopohjainen  pelimoottori  eli  jokaisella  pelioliolla
on oma luokkansa [Chu10, s.6]. Unityllä on luokkahierarkia, missä Object-luokka on ylin
luokka  ja  sen  alla  on  kolme  aliluokkaa:  GameObject,  Component  sekä
MonoBehaviour [Rog12].  Unityn luokkahierarkiassa luokat GameObject, Component sekä
MonoBehaviour  perivät  luokan  Object.  Pelioliot  ovat  luokan  GameObject  ilmentymiä,
jotka  sisältävät  yhden  tai  useamman  komponentin  (engl.  component).  Komponentit
sisältävät  ominaisuuksia,  joilla  voi  muokata  pelioliota  peliin  halutuilla  arvoilla.
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Peliolion  käyttäytymistä  voidaan  kontrolloida  skripteillä,  jotka  muokkaavat  peliolion
toimintoja pelisuorituksen aikana. Unityssä skriptien toteutus tehdään joko JavaScriptillä
(Unityssä käytetään usein nimitystä UnityScript), Boo- tai C#-kielellä [Uni14a]. Unityllä on
toteutettu useita suosittuja pelejä, kuten Bad Piggies (Rovio), Supernauts (Grand Cru) sekä
Call of Duty®: Strike Team (The Blast Furnace) [Uni14e].
Kuvassa  7 on pelitilanne HB Studiosin  kehittämästä  golfsimulaattorista  The Golf  Club.
Peli  hyödyntää  Unityn  pelimoottorin  ominaisuuksia  muun  muassa  laadukkaassa
visuaalisessa ulkonäössä sekä pelilogiikassa [Uni14e]. Pelissä voi tehdä omia golf-kenttiä ja
jakaa niitä ystävien kesken sekä kilpailla verkossa.
3.2 Editorin näkymät
Unityssä  pelien  toteutus  tapahtuu  kehitysohjelmistolla,  jonka  editorin  sisältämistä
näkymistä esitellään keskeisimmät  näkymät  ja  niiden ominaisuudet.  Unityn peliprojektit
luodaan  Unityn  editorilla,  jota  voi  käyttää  sekä  Mac  OS  X-  että Windows-
käyttöjärjestelmillä.  Jokainen  luotu  peli  on  oma  projektinsa.  Projekteja  hallitaan
editori-ikkunassa,  joka on jaettu  useaan eri  näkymään [Rog12],  joilla jokaisella on oma
käyttötarkoituksensa  [Uni14d].  Editorilla  tuotetaan  pelimaailmat,  jotka  sisältävät  muun
muassa peliympäristön maaston, valotuksen, äänet,  hahmot ja fysiikat.  Lisäksi editorissa
luodaan  pelin  vuorovaikutus  skripteillä,  suoritetaan  pelin  testit  sekä  julkaisut halutuille
pelialustoille [Uni14f].
Kuva 7: HB Studios: The Golf Club [Uni14e].
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Kuvassa  8 esiteltävä  editorin  päänäkymä  koostuu  välilehdistä,  joista  jokainen  sisältää
oman  näkymänsä.  Pelit  koostuvat  vähintään  yhdestä  skenestä  (engl.  scene  view),  joka
on  Unity-pohjaisen  pelin  kehittämisessä  oleellinen  osa.  Editorin  näkymässä  on  yksi
Unityn skene kerrallaan [Chu10, s.8]. Skene sisältää kaikki pelioliot, joita sen hetkisessä
tilassa  tarvitaan. Muissa  pelimoottoreissa  skenejä  kutsutaan  tasoiksi  (engl.  level)
[Chu10,  s.5].  Skenenäkymä  mahdollistaa  navigoinnin  hiirellä  ja  näppäimistöllä  ilman,
että  peliä  tarvitsee  käynnistää  [Rog12].  Koska  kaikki  pelioliot  eivät  välttämättä  ole
näkyviä  skenenäkymässä,  niin  skenen  sisältö  on listattu  kokonaisuudessaan
hierarkianäkymään  (engl.  hierarchy  view)  [Rog12].  Kun  peliolio valitaan  skene-
tai  hierarkianäkymässä,  olion  oleelliset  tiedot  näkyvät  ominaisuusnäkymässä
(engl.  inspector  view)  [Rog12].  Kaikki  pelin  sisällöt  (skenet,  skriptit,  kuvat,  jne.)
ovat näkyvillä ja hallittavissa projektinäkymässä (engl. project view) [Rog12].  Pelin sisältö
(engl. asset) tuodaan Unityyn sijoittamalla se projektinäkymässä kansioon nimeltä Assets
[Chu10,  s.20]. Työkalupalkki  (engl.  toolbar)  sisältää  kontrollereita  eri  osa-alueiden
muokkaamiseen [Uni14d].
Kuva 8: Unity-ympäristön editori [Uni14d].
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Lisäksi Unity sisältää muun muassa seuraavat perusnäkymät [Uni14d]:
• Pelinäkymässä  (engl.  game  view)  peli  renderoidaan  kameroiden  tiedoilla.  Tämä
kuvastaa  lopullista  pelijulkaisua.  Pelinäkymää  varten  vähintään  yhden  kameran
pitää hallita sitä mitä pelaajan pitäisi pelissä nähdä.
• Konsoli (engl. console) sisältää lokiviestit, varoitukset sekä virheilmoitukset.
• Animaationäkymä (engl. animation view) sisältää työkalut olioiden animaatioihin.
• Profiloijalla (engl. profiler) voidaan etsiä suoritukseen vaikuttavia ongelmia pelistä
analysoimalla pelin eri osa-alueiden suorittamiseen kulunutta aikaa. 
• Sisällönhallintanäkymässä (engl. the asset server view) ovat Unityn versionhallinta-
työkalut.
• Valokartoitusnäkymällä (engl. the lightmapping view) voidaan hallita valokarttoja
Unityn omalla työkalulla.
3.3 Pelioliot
Jokainen  skene  koostuu  peliolioista  (engl.  game  objects),  joita  kutsutaan  muissa
pelimoottoreissa entiteeteiksi (engl. entity) [Chu10, s.6]. Pelioliot ovat Unityn tärkeimpiä
olioita [Uni14d] ja niiden toteutuksia esitellään esimerkkien avulla. Pelioliolla on tietonaan
nimi, sijainti sekä suunta skenessä sekä lisäksi muita ominaisuuksia riippuen olion tyypistä
[Chu10, s.6]. Kaikki ilmentymät skenessä ovat aliluokkia luokalle GameObject [Rog12].
Pelioliota voi siirtää, tarkkailla ja muokata skenenäkymässä [Rog12].
Kuva 9: Tyhjä peliolio [Uni14d].
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Kuvassa 9 on tyhjä peliolio. Kun peliolio luodaan, peliolio sisältää nimen, tagin sekä tason.
Lisäksi  kaikki  tyhjätkin  pelioliot  sisältävät  komponentin  Transform.  Pelioliot  ovat
geneerisiä,  ja  normaalisti  oliopohjainen  strategia  olisi  tehdä  aliluokka  luokalle
GameObject halutuilla ominaisuuksilla. Unityn ratkaisu on erilainen. Peliolio on ns. luokan
GameObject säiliö, joka sisältää yhden tai useamman komponentin  [Rog12]. Peliolio ei tee
mitään  ilman  komponentteja.  Pelioliolle  tarvitsee  lisätä  ominaisuuksia  sisältäviä
komponentteja,  jotta  oliosta  tulisi  esimerkiksi  peliin  hahmo,  ympäristö  tai  pelitehoste
[Uni14d].  Erilaisilla  komponenttikombinaatioilla  saadaan  aikaan  erilaisia  pelihahmoja
erilaisiin tarkoituksiin.
Unityssä peliolioilla on valintaruutu Static,  jolla voi tehdä oliosta staattisen ja aktivoida
toiminnon nimeltä näkyvyyskarsinta (engl. occlusion culling) [Uni14c].
Kuvassa  10 on aktivoituna Static-valintaruutu. Kun olio on staattinen, olion taakse jäävät
oliot jätetään piirtämättä. Kaikki oliot joiden ei ole tarkoitus liikkua peliympäristössä tulisi
merkitä staattiseksi [Uni14c].
3.4 Komponentit
Komponentit  ovat  pelin  olioiden  ja  käyttäytymisen  perusrakenneosia.  Ne  ovat  jokaisen
peliolion  toiminnallisuuden  perusta  [Uni14d].  Peliolioihin  liitettävistä  komponenteista
esitellään  esimerkkien  avulla  peruspiirteet  ja  toimintaperiaatteet.  Peliolioille  voidaan
lisätä  ja  niiltä  voidaan  poistaa  komponentteja  ohjelmakoodilla  sekä  komponenteilla
Kuva 10: Peliolio, jonka Static-valintaruutu on aktivoitu [Uni14c].
20
voidaan hallita olion muuttujia. Esimerkiksi peliolioilla on komponentti Transform, jonka
avulla  oliolle  määritellään  sijainti,  suunta  sekä  mittakaava.  Transform  on  tärkeä
komponentti kaikille peliolioille, joten kaikki pelioliot sisältävät sen oletuksena [Uni14d].
Pelioliot voivat sisältää muitakin komponentteja. Seuraavassa listassa on joitain tärkeimpiä
komponentteja, joita peliolioihin voidaan liittää [Rog12, Uni14c]:
• Transform: Määrittelee sijainnin, suunnan sekä mittakaavan
• MeshFilter:  Lukee  Mesh-verkon  Assets-kansiosta  ja  siirtää  sen  komponentille
MeshRenderer
• MeshRenderer: Piirtää peliolion
• Rigidbody: Mahdollistaa pelioliolle käyttäytymisen fysiikan lakien mukaan 
• Collider: RigidBody reagoi Collider-komponentin avulla törmäyksiin
• CharacterController: Realistisempi törmäyskomponentti kuin RigidBody
• Camera: Mahdollistaa pelimaailman tarkastelun peliolion näkökulmasta
• Light: Voidaan käyttää pelimaailman valaistuksessa
• GUIText: Teksti, joka voidaan liittää peliolioon
• MonoBehaviour:  Pohjaluokka  skripteille,  jotka  lisäävät  toiminnallisuutta
pelioliolle
Unityssa jokainen olioon liitettävä ominaisuus sisällytetään komponentteihin.
Kuva 11: Rigidbody liitetty tyhjään peliolioon [Uni14d].
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Kuvassa 11 tyhjään peliolioon on liitetty komponentti Rigidbody. Rigidbodyn tavoin kaikki
komponentit  ovat  luokan  Component  aliluokkia  tai  aliluokan aliluokkia  [Chu10,  s.7].
Komponenttipohjaisten pelimoottoreiden eräs hyöty on se, että ne mahdollistavat olioiden
yksinkertaisen lisäämisen peliin. Esimerkiksi valon lisääminen skeneen tapahtuisi vetämällä
komponentti Light hierarkianäkymässä haluttuun kohtaan [Chu, s.8].
Kuva 12: Peliolio, joka sisältää
komponentin Audio Source [Uni14d].
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Komponentit ovat hyvin joustavia. Kun komponentti liitetään peliolioon, se sisältää erilaisia
arvoja  tai  ominaisuuksia.  Arvoja  ja  ominaisuuksia  voidaan  muokata  editorilla  pelin
kehittämisen aikana tai  skripteillä  pelin  suorituksen aikana.  Komponentit  voivat  sisältää
sekä arvo-ominaisuuksia että viiteominaisuuksia [Uni14d]. Kuvassa 12 peliolioon liitetyllä
komponentilla Audio Source on yksi viiteominaisuus ja seitsemän arvo-ominaisuutta. Kun
komponentti  Audio Source  suoritetaan,  pyrkii  se soittamaan tiedoston,  johon on viitattu
ominaisuudella  Audio  Clip.  Jos  viiteominaisuus  on  tyhjä,  suorituksen  aikana  syntyy
virhe [Uni14d].
3.5 Skriptit
Vaikka  Unityn  pelimoottori  on  toteutettu  käyttäen  ohjelmointikieliä  C  ja  C++,  peli-
logiikka  toteutetaan  Unityssa  skripteillä  (engl.  scripts)  [Rog12].  Skriptaus  Unityssä
pohjautuu  Mono-ympäristöön,  joka  on  avoimen  lähdekoodin  versio  Microsoftin  .NET-
sovellusalustasta ja tukee useita eri ohjelmointikieliä.
Kuvassa  13 on  kuvakaappaus  Mono-ympäristön  MonoDevelop-editorista,  jossa  on
toteutettu JavaScript-tiedostoja.  Unityssä skriptien kirjoittamiseen voidaan käyttää kolmea
eri kieltä: JavaScript, Boo tai C#. Vaikka kielten välisestä paremmuudesta on väitelty paljon
[Rog12], niistä kaikista löytyy hyvät ja huonot puolensa. C#-kieli on lähimpänä luontaista
kieltä .NET-alustassa ja Mono-ympäristössä [Chu10, s.23], joten se on laajalti käytetty ja
Kuva 13: Kuvakaappaus MonoDevelop-editorista.
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siksi  hyvin  dokumentoitu.  Lisäksi  C#-kielen  etuna on  se,  että  sillä  voidaan toteuttaa  ja
kääntää skriptit esimerkiksi Visual Studio -kehitysympäristössä [Rog12], jolloin kääntäjä
havaitsee  ja  tunnistaa  koodivirheitä  ennen  suoritusta.  Boo  on  Python-ohjelmoijien
suosiossa,  mutta  se  on  vähiten  käytetty  kieli  Unityssa  ja  siten  vähiten
dokumentoitu  [Chu10,  s.23].  Unityn  versio  JavaScript-kielestä  on  suppeampi,  kuin
alkuperäinen JavaScript ja se on saanut paljon vaikutteita Boo-kielestä. Unityn JavaScript-
versiosta käytetään usein myös nimitystä UnityScript [Chu10, s.23]. Unityn dokumentaatio
on  kirjoitettu  JavaScript-kielellä,  mutta  muuntaminen  toiselle  kielelle  on  kohtalaisen
yksinkertaista  [Rog12].  Suorituskyvyn  kannalta  kielen  valinta  ei  ole  merkittävää,  sillä
kaikkien näiden kielten ohjelmakoodi käännetään .NET-alustalle [Rog12]. 
Skriptit  löytyvät  kehitysympäristössä  projektinäkymässä  Assets-kansiosta.  Skriptin
luomisen jälkeen siitä tulee komponentti, jota voi muokata ohjelmistoympäristössä muiden
komponenttien  tapaan.  Skriptien  sisältämiä  metodeja  kutsutaan,  jos  skripti  on  liitetty
peliolioon komponenttina.
Awake() Kutsutaan, kun olio ladataan.
Start() Kutsutaan, kun peliolio ensimmäistä kertaa esiintyy skenessä. Vastaa
konstruktoria (engl. constructor) olio-ohjelmoinnissa.
Update() Kutsutaan  jokaisella  kerralla,  kun  pelin  frame  renderoidaan.  Peliä
päivittäessä havaitaan pelin muutokset, kuten hiiren liikkeet.
FixedUpdate() Kutsutaan ennalta määritellyin väliajoin.
OnCollisionEnter() Suoritetaan, kun skriptin omistava olio törmää toiseen olioon.
OnMouseDown() Suoritetaan,  kun  hiirtä  painetaan  silloin,  kun  hiiri  on
törmäyskomponentin sisältämän olion kohdalla.
OnMouseOver() Suoritetaan,  kun  hiiri  on  törmäyskomponentin  sisältämän  olion
kohdalla.
Taulukko 1: Skripteissä käytettyjä metodeja [Rog12, Uni14b].
Taulukossa  1 on  listattu  skripteissä  yleisesti  käytettyjä  metodeja.  Skriptit  voidaan
liittää  peliolioihin,  kuten  mikä  tahansa  muukin  komponentti,  jolloin  se  tulee  näkyviin
ohjelmointiympäristössä.  Tämä  mahdollistaa  skripteissä  käytettyjen  muuttujien
muokkaamisen  ohjelmointiympäristössä  [Rog12].  Kun  skripti  on  luotu  ja  liitetty
peliolioon,  se  ilmenee  peliolion  ominaisuusnäkymässä  samalla  lailla  kuin  muutkin
komponentit [Uni14d].
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Yleensä  projekteissa  kannattaa  käyttää  samaa  kieltä  skriptin  ohjelmoimiseen.
On  olemassa  kuitenkin  projekteja,  joihin  on  toteutettu  skriptejä,  jotka  on kirjoitettu eri
ohjelmointikielellä  kuin  projektissa  on  käytössä.  Tämän  toteuttamiseksi  skriptit  täytyy
sijoittaa niille tarkotettuihin kansioihin projektinäkymässä. Skripti, jota kutsutaan koodissa,
sijoitetaan  joko  kansioon  Standard  Assets  tai  Plugins. Muut  skriptit  sijoitetaan  näiden
kansioiden  ulkopuolelle.  Tämän  jälkeen  skriptiä voidaan  kutsua,  kuten  mitä  tahansa
muutakin  komponenttia  metodilla  GetComponent().  Seuraavassa  esimerkissä  JavaScript-
skripti käyttää C#-kielellä toteutettua skriptiä [Dim14b]:
// luodaan muuttuja JavaScriptillä, joka käyttää C#-skriptiä
private var csScript : CSharp1;  
function Awake() {  
// haetaan C#-skripti
// 'CSharp1'-tiedosto sijoitetaan kansioon Standard Assets
csScript = this.GetComponent("CSharp1"); 
}
Seuraavassa  esimerkissä  C#-kielellä  toteutettu  skripti  käyttää  JavaScript-
tiedostoa [Dim14b]:
using UnityEngine;  
using System.Collections;  
public class CSharp2 : MonoBehaviour {  
// luodaan muuttuja C#-kielellä, joka käyttää JavaScript-skriptiä
private JS1 jsScript;   
void Awake() {  
//haetaan JavaScript-komponentti
// 'JS1'-tiedosto sijoitetaan kansioon Standard Assets
jsScript = this.GetComponent<JS1>(); 
}
}  
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3.6 Prefab-elementit
Unityssä  hyödynnettäviä  prefab-elementtejä  esitellään  esimerkkien  avulla.  Tarkoitus  on
selventää  lukijalle  prefabien  tärkeys  ja  hyödyllisyys,  kun  halutaan  luoda  uusiokäyttöön
pelikomponentteja  (esimerkiksi  hahmoja  eri  pelikenttiä  varten).  Unity  tarjoaa
mahdollisuuden  toteuttaa  prefab-kokonaisuuksia,  jotka  sisältävät  peliolioita  sekä
komponentteja.  Luotu  prefab  voidaan  ottaa  myöhemmin  käyttöön  niin  usein  kuin
halutaan  siten,  että  jokaisella  kerralla  syntyy  uusi  kopio  alkuperäisestä  instanssista
sisältäen  samat  komponentit  ja  muuttujat  [Rog12].  Jokainen  instanssi  voidaan  nimetä
uudelleen.  Tämä  on  hyödyllistä,  kun  peliolioita  halutaan  käyttää  useaan  kertaan
esimerkiksi  eri  pelikenttiä  varten  [QuS13,  s.14].  Kaikki  prefabin  ilmentymät  ovat
alkuperäisen  prefabin  klooneja  ja  linkittyneitä  siihen.  [Uni14d].  Prefabin  ilmentymät
perivät  alkuperäisen  prefabin,  joten  kun  sitä  muokataan,  niin  kaikki  sen  ilmentymät
muuttuvat samalla. Yhden yksittäisen ilmentymän ominaisuudet voidaan kuitenkin korvata
ylikirjoittamalla ne. 
Kuva 14: Esimerkki prefabin ilmentymästä [Uni14d].
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Kuvassa  14 on  ominaisuusnäkymässä  ilmentymä  prefabista,  joka  on  nimetty  nimellä
TestBeing. Alkuperäisen prefabin skriptikomponentin Being ominaisuuksia on muutettu ja
ne  näkyvät  tummennetulla  fontilla.  Ylikirjoitetut  ominaisuudet  eivät  muutu,  vaikka
alkuperäistä prefabia muutettaisiin [Uni14d].
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4 XNA ja MonoGame
Luvussa  esitellään  pelimoottorit  XNA ja  XNA:n  kirjaston  implementoima  MonoGame.
MonoGame  on  Microsoftin  lisensoima  pelimoottori  pelien  kehittämiseen  pääosin
Windowsille ja Windows Phonelle [Mon09]. MonoGame tukee myös pelien kehittämisen
käyttöjärjestelmille Mac OS ja Linux, mobiilialustoille iOS, Android ja PlayStation Mobile
sekä OUYA konsolille [Mon14a]. MonoGame on jatkumoa Microsoftin peliohjelmoinnissa
hyödynnettävälle  XNA kirjastolle.  MonoGame toteuttaa  XNA 4:n  ohjelmointirajapinnan
kokonaisuudessaan [Ver13, s.178].
4.1 XNA
Microsoftin  kehittämä  XNA  on  helppokäyttöinen  ja  helposti  käyttöön  otettava
pelikehitysympäristö, jonka tavoitteena on rohkaista pelaajia kehittämään omia pelejä sekä
jakamaan niitä verkon yli peliyhteisöissä [Gre09, s.26]. Microsoft julkaisi 31. tammikuuta
2013  tiedotteen,  jossa  ilmoitettiin  ettei  Microsoft  aio  jatkaa XNA-kehitysympäristön
kehitystä [Cha13]. 
Kuva 15: Pelikehitysympäristön perusrakenne [Van11].
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Kuvassa  15 on  kuvattu  XNA  pelien  kehittämiseen  tarvittavat  komponentit.  XNA
pohjautuu  Microsoftin  C#-kieleen  sekä  CLR-virtuaalikoneeseen  ja  sen  ensisijainen
kehitysympäristö on Microsoftin Visual Studio [Gre09, s.27]. Windowsin XNA-ympäristö
pohjautuu  .NET-  ja  .NET Compact  -alustoille.  Compact  on  tarkoitettu  Xbox  360  -  ja
Windows  Phone  7  -pelien  kehittämiseen.  Grafiikkajärjestelmä  hyödyntää  DirectX  9
-ohjelmointirajapintaa.
Pelit  luodaan  Visual  Studion  laajennetussa  versiossa  XNA  Game  Studio,  johon  on
lisätty  tuki  XNA-ympäristölle,  valmiita  projektimalleja  sekä  muuta  hyödyllistä
lisämateriaalia.
Kuvassa  16 on  jäsennelty  XNA-ympäristön  peruselementit.  XNA  sisältää  kaikki
tarvittavat  elementit  pelien  kehittämiseen,  kuten  matematiikkakirjastot  ja  kontrollien
käsittelyn. Lisäksi XNA sisältää laajennetun kehitysympäristön (engl. extended framework),
mikä  sisältää  komponentit Application  Model  ja  Content  Pipeline.  Sovellusmalli
Application  Model  sisältää  metodeja,  joista  koostuu  valmis  sovellusrakenne.
Jokaisella  metodilla  on  selvä  käyttötarkoitus.  Esimerkiksi  Application  Modelin
sisältämään  LoadContent-metodiin  lisätään  komennot  sisällön  lataamista  peliä  varten.
Sisältöliukuhihna Content Pipeline yhdistää pelin sisällölle tehtävät prosessit. Kaikki sisältö
sijoitetaan  niille  tarkoitettuihin  kansioihin  ja  prosessoidaan  XNA  Game  Studionin
prosesseilla.
Kuva 16: XNA-ympäristön peruselementit [Van11].
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4.2 XNA-projektin rakenne
XNA-projektin rakenteesta esitellään sen sijainti Microsoftin pelikehitysympäristössä sekä
sen  keskeisimmät  piirteet. Seuraava  pseudokoodi  kuvaa  Visual  Studiolla  luodun  pelin
elinkaaren rakennetta sisältäen pelisilmukan [EGL09, s.7]: 
Käynnistetään grafiikat, syötteet ja ääniohjaimet
Resurssien lataus
Pelisilmukan aloitus. Yksi vaihe: 
Koostetaan käyttäjän syötteet
Lasketaan tarvittavat laskut (AI, törmäyslogiikka, jne.)
Testataan, onko ehto pelin lopettamiselle täyttynyt
Piirretään näyttö, generoi äänet ja kontrollien komennot
Lopetetaan grafiikat, syötteet ja ääniohjaimet
Vapautetaan resurssit
Kun uusi Window Game -projekti luodaan, XNA generoi tiedostot Game1.cs ja Program.cs.
Näihin tiedostoihin on valmiiksi luotu sovellusmallit ja niille luokat edellisen pseudokoodin
mukaisesti  [EGL09,  s.8].  Program.cs-tiedosto  sisältää  Main-funktion,  joka  sisältää
Game1-luokan  game-peliolion   luomisen  sekä  pelisilmukan  käynnistämiseen  tarvittavan
Run-metodin [EGL09, s.8].
static class Program {
static void Main(string[] args) {
using (Game1 game = new Game1()) { 
game.Run(); 
} 
} 
}
XNA-luokissa voidaan määritellä jäseniä seuraavien esimerkkien mukaisesti [Jae12, s.14]:
SpriteFont letterFont; 
Texture2D playerSquare; 
Vector2 playerPosition; 
Microsoftin  XNA kirjaston dokumentaatio  määrittelee edellä  esitellyt jäsenet  seuraavasti
[Mic14]:  SpriteFont  on  tekstuuri  fontin  luomiseen.  Texture2D  on  tekstuuri-
pikseleitä  sisältävä  kaksiulotteinen  ruudukko.  Vector2  on  vektori,  jolla  on  kaksi
komponenttia.
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4.3 MonoGame
MonoGamen  tavoitteena  on  mahdollistaa  alustariippumaton  pelikehittäminen  [Mon14a].
Alun  perin  motivaationa  oli  mahdollistaa  XNA  kehittäjille  pelien  julkaisun  iPhone
puhelimiin  [Ell13].  Luvussa  esitellään  MonoGamen  perusominaisuuksia.  MonoGame
toteuttaa XNA 4 -kehitysympäristön kokonaisuudessaan.
Kuvassa  17 kuvataan  MonoGamessa  käytettävän  koodin  suhteet  XNA-koodiin
sekä  SharpDX-,  WinRT-  ja  DirectX-ohjelmointirajapintoihin.  MonoGame  sisältää
XNA:n  nimiavaruuden  hierarkian sekä  luokkarakenteen  [Fam13].  MonoGame
käyttää  SharpDX-rajapintaa  toteuttaakseen  kokonaisuudessaan  XNA:n.  SharpDX  on
avoimen koodin projekti, joka toteuttaa DirectX-rajapinnan .NET-alustalle ja Windows 8:lle
(WinRT) [Fam13].
Kuva 17: XNA, MonoGame, SharpDX ja WinRT / DirextX
[Fam13].
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Kuvassa  18 on  kuvakaappaus  MonoGamella  toteutetusta  Armed!-pelistä,  jonka  on
kehittänyt pelitalo Sickhead Games. Armed! on scifipohjainen reaaliaikainen strategiapeli,
joka on julkaistu Windows Phonelle sekä Windows 8 -käyttöjärjestelmälle.
4.4 Application Model -sovellusmalli
Application  Model  -sovellusmallin  metodirakenne  mahdollistaa  kehittäjille  valmiin
pelirakenteen,  jota  voidaan  käyttää  pelin  logiikkaa  varten  tarvittavan  koodin
sijoittamisessa  [EGL09,  s.8].  XNA:n  kehysrakenne  tarjoaa  valmiina  Application  Model
-sovellusmallin  ja  luvussa  esitellään  sen  rakenne  sekä  sen  tarjoamat  metodit  pelien
elinkaarten toteutusten helpottamiseksi.
Kuva 18: Sickhead Games: Armed! [Mon14b].
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Kuvassa  19 on  vuokaavio  Game1-tiedoston  sovellusmallin  metodeista.  Seuraava
pseudokoodi kuvaa sovellusmallin metodit siten, että ne ovat edellisen kuvan mukaisessa
järjestyksessä [EGL09, s.8]:
Game1() – yleinen käynnistys (Game1.cs, kuvassa constructor) 
Initialize() – pelin käynnistys (Game1.cs) 
LoadContent() – lataa graafiset resurssit (Game1.cs)
Run() - aloittaa pelisilmukan (Program.cs). Yksi silmukka:
Update() - lukee syötteen, tekee laskennat ja testaa
     loppuuko peli (Game1.cs)
Draw() – koodi renderoinnille (Game1.cs)
UnloadContent() – vapauttaa graafiset resurssit(Game1.cs) 
XNA-kehitysympäristössä logiikan kulku on pääpiirteittäin seuraavanlainen [Car09, s.116]:
1. Sovellus Main kutsuu konstruktoria Game
2. Game luo pelikomponentit ja kutsuu niiden konstruktoreita
3. Kehitysympäristö kutsuu pelin metodia Initialize
4. Kehitysympäristö kutsuu jokaista pelikomponentin Initialize-metodia
5. Kehitysympäristö  kutsuu  jokaista  Drawable-ominaisuuden  omaavan  peli-
komponentin LoadContent-metodia
6. Kehitysympäristö kutsuu pelin metodia LoadContent
Kuva 19: Application Model -sovellusmallin rakenne [Van11].
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7. Kehitysympäristö kutsuu pelin metodia Update
8. Kehitysympäristö kutsuu jokaista pelikomponentin metodia Update
9. Kehitysympäristö kutsuu pelin metodia Draw
10. Kehitysympäristö  kutsuu  jokaista  Drawable-ominaisuuden  omaavan  peli-
komponentin Draw-metodia
11. Vaiheita 7-10 toistetaan useasti joka sekunti
12. Jos  yhteys  päätelaitteelle  katoaa  (esimerkiksi  käyttäjä  siirtää  ikkunan  toiseen
näyttöön) metodia UnloadContent kutsutaan
13. Jos laite käynnistetään uudelleen, logiikka jatkuu vaiheesta 6
14. Pelaaja sammuttaa pelin
15. Kehitysympäristö kutsuu pelin metodia Dispose
16. Dispose kutsuu pelin Dispose-metodia, jolloin tapahtuu vaiheet 17 ja 18
17. Kehitysympäristö kutsuu jokaisen pelikomponentin metodia Dispose
18. Kehitysympäristö kutsuu pelin metodia UnloadContent
19. Pelin metodi Dispose lopettaa pelin
4.5 Content Pipeline -sisältöliukuhihna
Luvussa esitellään sisällön tuomisessa projektiin käytettävän sisältöliukuhihnan rakennetta
ja toimintamenetelmiä. Sekä XNA että MonoGame hyödyntävät käännettyjä .xnb tiedostoja.
Nämä tiedostot  toteutetaan XNA-ympäristön sisältöliukuhihnalla  (engl.  content  pipeline)
myös MonoGamessa [Ell13]. XNA Content Pipeline on joukko prosesseja, joita käytetään,
kun  grafiikkaa  sisältävä  peli  toteutetaan.  Prosessi  alkaa  graafisen  sisällön  tiedoston
käsittelystä,  joka  on  alkuperäisessä  formaatissa  ja  päättyy  sen  muuntamiseen
tiedostoformaattiin, joka on kehitysympäristön tukema [Mic14]. MonoGamen organisaatio
kehittelee alustariippumatonta implementaatiota sisältöliukuhihnalle, joka tulee toimimaan
käyttöjärjestelmissä Windows, Mac OS X sekä Linux [Ell13]. 
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Seuraavassa esimerkissä sisältöliukuhihnalle haetaan character-niminen tiedosto [Ell13]:
texture = Content.Load<Texture2D>("character");
Ladattaessa sisältöä MonoGame yrittää ensin ladata .xnb-tiedoston, mutta jos sitä ei löydy,
hakee se oliolle soveltuvat natiivin tietotyypin [Ell13]. Sisällölle soveltuvat tietotyypit on
jäsennelty seuraavassa taulukossa.
Taulukossa 2 on taulukoitu MonoGamessa käytettävissä olevat tiedostotyypit. Usein pelissä
tarvittava  sisältö  ei  ole siinä  muodossa,  että  sitä  voitaisiin  käyttää  pelissä.  Tämän takia
sisältötiedostot täytyy muuntaa ennen peliin siirtämistä. Sisältöliukuhihnan tarkoituksena on
ottaa syötteenä eri tiedostoja ja kääntää ne tiedostoformaatteihin, jotka voidaan ladata, kun
peli käynnistyy [Car09, s.113].
XNA:n  sisältöliukuhihna  koostuu  useasta  komponentista.  Ensimmäisenä  liukuhihnan
komponenttina  on  sisällön  importoija  (engl.  content  importer),  joka  on  vastuussa
projektiin  ladattujen  tiedostojen  lukemisesta  [Car09,  s.113].  Jos  projektiin
ladattu tieto  ei  ole  sisällön  importoijan  ymmärrettävissä,  ei  sitä  tallenneta.  Kun
tiedostojen  luku on  valmis,  siirtyy  se  komponentille  sisällön  dokumenttioliomallille
Taulukko 2: MonoGamen mahdolliset tiedostotyypit eri luokkatyypeille [Ell13].
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(engl.  content  document  object  model),  joka  tallentaa  vahvasti  tyypitetyn  tiedon
[Car09, s.113]. Tämän jälkeen sisältö siirretään sisällön kääntäjälle (engl. content compiler),
joka  yrittää  kääntää  sisällön  [Car09,  s.113].  Jos  kääntäminen  epäonnistuu,  nähdään
ohjelmistoympäristössä siitä virheilmoitus ennen pelin suoritusta. Toinen sisällön kääntäjän
hyödyistä  on se,  että  sen  ei  tarvitse  kääntää  uudelleen  niitä  tiedostoja,  joihin  ei  ole
tapahtunut muutoksia viimeisen version jälkeen [Car09, s.114].
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5 Oregon-lautapeli
Tutkielmassa  teorian  tueksi  pelimoottorien  vertailussa  toteutetaan  esimerkkisovellukset.
Esimerkkisovellukseksi  valitaan  karsittu  versio  lautapelistä  Oregon.  Pelin  karsittu
versio  toteutetaan  Unityllä  käyttäen  UnityScriptiä  ja  C#-kieltä  sekä  Visual  Studiolla
MonoGame-projektina  C#-kielellä.  Luvussa  esimerkkisovelluksen  toteutuksen  vaiheista
sekä  toteutustekniikoista  esitellään  oleellisimmat  kohdat.  Esimerkkisovellusten  ja
tutkielman teoriaosuuden avulla toteutetaan vertailua ja pohdintaa pelimoottoreiden käyttöä
2D-pelien kehittämisessä. 
Oregon-lautapeli  on  mielenkiintoinen  kohde  kehitettäessä  2D-pelejä  pelimoottoreiden
avulla.  Pelissä  on  tarve  peli-ikkunoiden  hallinnalle,  pelilaudan  ruudukon  toteutukselle
sekä grafiikoiden ja animaatioiden luomiselle. Pelin karsitun version toteutuksessa pääpaino
on  aliluvussa  5.2  käsiteltävässä  tilaikkunoiden  navigointijärjestelmässä,  aliluvun  5.3
peliruudukon  toteutuksessa  sekä  grafiikoiden  ja  animaatioiden  toteuttamisessa,  joita
käsitellään aliluvussa 5.4.  Aliluvuissa vertaillaan ja pohditaan Unityn sekä MonoGamen
toteutusten hyviä ja huonoja puolia. 
5.1 Oregon-lautapelin toteutus
Oregon lautapelin kehittivät Henrik sekä Åse Berg ja se julkaistiin vuonna 2007 [Boa08].
Peli oli ehdolla vuoden perhepeliksi vuonna 2008. Oregon on kokoperheen strategiapeli,
jonka  teemana  on  kolonisaatio.  Tutkielmassa  toteutetaan  esimerkkisovelluksina  Oregon-
lautapelin karsittu versio MonoGame- ja Unity-pelimoottoreilla.
Pelin  tavoitteena  on  sijoittaa  maanviljelijät  ja  rakennukset  mahdollisimman  paljon
pisteitä  tuottaviin  sijainteihin  pelilaudalla.  Mahdolliset  sijainnit  selviävät  pelikorteilla,
jotka  rajoittavat  siirtoja  pelialueen  sektoreihin  [Boa08].  Jokaiselle  pelaajalla  on
vuoron  alussa  neljä  korttia.  Oman  vuoron  alussa  pelaaja  voi  rakentaa  pelilaudalle
rakennuksen tai  pelata  maanviljelijän.  Siirrosta  ansaitut  pisteet  lisätään  pelaajan
kokonaispisteisiin.
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Jos  pelaajalla  on  lisävuoro  käyttämättä,  hän  voi  pelata  sen  vuoronsa  lopussa
ansaiten lisävuoron. Kun joltain pelaajalta loppuvat maanviljelijät tai rakennukset loppuvat,
peli loppuu. Tämän jälkeen eniten pisteitä ansainnut pelaaja voittaa pelin.
Oregonin  pelilauta  on  esitelty  kuvassa  20.  Pelin  perusversiossa  pelaajia  on  2‒4,  mutta
tutkielmassa toteutetussa karsitussa versiossa pelaajia on kaksi.  Perusversiossa käytetään
nostopakkaa  rakennuskorteille,  kun  taas  rakennusten  sijoittaminen  tapahtuu  tutkielman
versiossa pelin alussa automaattisella generoimisella. Nostopakka maastokorteille korvataan
korttiarvontakoneella,  joka  arpoo  jokaisella  vuorolla  pelaajalle  käytettävissä  olevat
maastokortit.  Karsitusta  versiosta  on  poistettu  jokeri-  ja  lisävuorokortit.  Alkuperäisessä
versiossa erilaisia skenaarioita pelin loppumiselle on useampia, mutta karsitun version peli
loppuu ainoastaan silloin, kun pelaajilta loppuvat pelinappulat.
Pelaaja  painaa  vuoron alussa  korttipakkaa,  joka arpoo  pelaajalle  sektorin,  jolle  hän  voi
pelata maanviljelijänsä. Pelattuaan hän saa ansaitsemansa pisteet ja vuoro vaihtuu toiselle
pelaajalle.  Peliin  on  toteutettu  luokka,  joka  hallitsee  pelaajien  vuoroja  sekä  heidän
pisteitään.
Kuva 20: Oregon lautapelin pelilauta [BeB08].
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5.2 Peli-ikkunat
Pelissä  tarvitaan  useita  eri  peli-ikkunoita  erilaisiin  käyttötarkoituksiin.  Lähes  aina  pelit
koostuvat useista eri pelikentistä, jotka vaativat oman näkymänsä peliprojektissa. Jokainen
peli-ikkuna on oma näkymänsä, joita voidaan hallita erilaisilla menetelmillä. Tutkielmassa
vertaillaan keskenään näiden menetelmien toteuttamista ja niiden välillä navigoimista sekä
Unityllä  että  MonoGamella.  Eri  pelitilanteen  näkymiä  tarvitaan  esimerkiksi  pelien
tallentamiseen tai  asetuksien määrittämistä varten. Lisäksi pelissä voi olla useita kenttiä,
joista jokainen on oma näkymänsä.
Tilakaaviokuvassa 21 on esitelty pelissä tarvittavat ikkunat, jotka ovat näkyvissä pelaajalle.
Oregonissa  tärkein  peli-ikkuna  on  luonnollisesti  itse  pelikenttä  Game.  Lisäksi  peliin
toteutetaan pelin valikko  Menu, jonka avulla voidaan navigoida asetusten ja pelin välillä.
Menusta valittava Options + help -näkymä sisältää peliä varten tarvittavat ohjeet säännöistä
sekä kontrolleista. Lisäksi menusta pääsee pelin latausikkunaan  Load game,  josta löytyy
tallennetut  pelit.  Nämä  pelit  on  tallennettu  pelin  Save  game -ikkunassa,  johon  voidaan
navigoida pelin pysäytetystä tilasta Pause. Kun peli on pysäytetty, voi pelaaja joko tallentaa
pelin, säätää peliasetuksia Options gameplay -tilassa, tarkastella apuikkunaa Help, lopettaa
pelin tai jatkaa pelaamista.
Kuva 21: Oregon-pelin tilakaavio.
39
MonoGamessa  toteutetaan  luokka  Screen.cs,  joka  sisältää  tiedot  tilaikkunan
ominaisuuksista sekä metodit ikkunan käsittelyjä varten. 
public class Screen {
public string Type { get; set; }
public virtual void LoadContent() { }
public virtual void Update(GameTime gameTime) { }
public virtual void Draw(SpriteBatch spriteBatch) { }
}
Jokainen pelitila toteutetaan siten, että se perii luokan Screen.cs. 
class MainMenuScreen : Screen {
public MainMenuScreen() {
} 
public override void LoadContent() {
Type = "MainMenuScreen";
}
}
Edellisessä esimerkkikoodissa MainMenuScreen-luokka perii  luokan Screen. Esimerkiksi
metodissa  LoadContent  voidaan  nyt  määritellä  tyypiksi  ”MainMenuScreen”.  Pelin
update  tarkastaa  pelisilmukan  aikana  mikä  ikkuna  on  käytössä.  Jos  esimerkiksi  menu-
valikosta siirrytään nappia painamalla uuteen pelitilaan, päivittää update oikean ikkunan
näytölle.
Unityssä  navigointi  ikkunoiden välillä  voidaan toteuttaa  suoraan  pelin  build-asetuksista,
jonne voidaan sijoittaa pelissä tarvittavat skenet. Nämä skenet ovat pelin tilaikkunoita.
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Kuvassa 22 on kuvakaappaus Unityn peliprojektin build-asetuksista. Oregon-pelissä ei ole
pelikenttiä  kuin  yksi,  joten  kuvassa  on  luotu  teoreettisiä  kenttiä,  jotta  skenejen  välinen
navigointi  voidaan kuvata.  Build-asetuksista voidaan vaihtaa pelialusta eli  määrätä mille
alustalle peli käännetään.
Esimerkiksi menun skene voidaan toteuttaa siten, että luodaan menun skeneen 2D-tekstejä.
Unityllä  voidaan sijoittaa  haluttuihin  näytön  koordinaatteihin  2D-tekstejä  ja  tekstuureita
GUIText- ja GUITexture-luokilla [Chu10, s.39]. UnityGUI on graafinen kehitysympäristö,
joka  tukee  perinteisiä  graafisia  komponentteja,  kuten  painikkeita  sekä  valintaruutuja
[Chu10, s.40]. Nämä tekstit ovat omia peliolioita, joihin voidaan lisätä komponentiksi box
collider. Box collider mahdollistaa hiiren kursorin ja peliolion törmäyksen hallinnoimisen.
Törmäykset  (engl.  collision)  ovat  tärkeitä  tietokonepeleissä.  Ilman  törmäysten
havaitsemisjärjestelmää  oliot  kulkisivat  toistensa  läpi  ja  olisi  mahdotonta  luoda  järkevä
pelin ja pelaajan välinen vuorovaikutus [Gre09, s.41]. Box colliderin lisäksi olioon lisätään
skripti, joka hallinnoi sitä mitä tapahtuu, kun käyttäjä valitsee hiirellä tekstin. Näin voidaan
skriptitiedostoon  määritellä,  mihin  skeneen  halutaan  siirtyä  ja  navigoida  mihin  tahansa
skeneen.
Kuva 22: Unityn build-asetukset.
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Unityn toteutus peli-ikkunoiden navigoimiselle  on selkeä,  koska kehitysympäristössä  on
oma  työkalu  skenenäkymien  valitsemiselle  toteutusta  varten.  Skenet  on  siis  omia  peli-
ikkunoitansa ja niiden hallinta on visuaalisen työkalun ansiosta tehty käyttäjäystävälliseksi.
MonoGame  ei  tarjoa  käyttäjälle  valmista  peli-ikkunatyökalua,  joten  käyttäjä  joutuu
turvautumaan  omiin  ratkaisuihin.  Muiden  käyttäjien  toteuttamia  ratkaisuja  toki  löytyy
avuksi  internetistä,  mutta  ratkaisut  eivät  yleensä  ole  toisiaan  tukevia.  Unityssä  voidaan
lisäksi toteuttaa ikkunoiden välinen navigointi skriptien avulla, jolloin Unityn työkaluilla on
mahdollista toteuttaa samankaltainen versio MonoGamen ratkaisuista, mutta MonoGamella
ei voida toteuttaa Unityn vastaavaa ratkaisua. 
5.3 Pelilaudan ruudukon toteutus
Koska 2D-pelit yleensä koostuvat näytön eri pisteiden tapahtumista, on luontevaa toteuttaa
peliin  ruudukko.  Jokainen  ruudukon  solu  sisältää  ominaisuuksia,  joita  kontrolloidaan
pelilogiikan toteutuksessa.  Esimerkkisovelluksissa toteutetaan pelilaudan ruudukko ja eri
pelimoottorien toteutuksia vertaillaan keskenään.
MonoGamella  toteutetussa  ratkaisussa  käytetty  tile  engine  -menetelmä  pohjautuu  Kurt
Jaegersin  ratkaisuun  [Jae06].  Menetelmässä  luodaan  ruudukko,  joka  sisältää  soluja
(engl.  mapcell),  joilla  jokaisella  on  rivi-  sekä  sarakeindeksi.  Jokaiseen  soluun  on  pelin
logiikan avuksi lisätty ominaisuudet: 
• TileID:  määrittelee  lukuarvolla  solun  maaston  tyypin  joko  vedeksi,  vuoreksi,
nurmikoksi tai aavikoksi.
• Available:  totuusarvo,  joka määrittelee  onko kyseinen  solu  jo  varattu.  Varattuun
soluun ei voida lisätä pelinappulaa.
• TilePoints:  pelaajan  pelattua  nappulansa  kyseiseen  soluun  lisätään  hänen
pistemääräänsä  solun  TilePoints-ominaisuuden  sisältämä  luku.  Kun  pelilaudalle
lisätään rakennuslaatta, pelin logiikka lisää kyseisen rakennuksen määräämät pisteet
naapurisoluihin.
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Solut ovat ilmentymiä liitteessä  1 esitellystä luokasta MapCell.cs ja niiden ominaisuudet
ovat  muokattavissa  gettereillä  ja  settereillä.  Soluille  toteutetut  graafiset  ominaisuudet
määritellään luokassa  Tile.cs,  jonka koodi  on liitteessä  2.  Luokassa  TileMap.cs  luodaan
sekä  solurivit  toteuttava  luokka  MapRow  että  TileMap,  jolla  toteutetaan  lopullinen
peliruudukko. Nämä luokat on koodeineen liitteessä  3. Ruudukko täytyy täyttää jokaisen
solun osalta.
Pelikentän  ruudukolle  luodaan  oletusarvoisesti  pisteet  arvolla  0,  joten  TilePoints-
ominaisuuden  asettamista  pelin  alustamisvaiheessa  tarvitaan  ainoastaan,  kun  halutaan
jonkun solun sisältävän jonkin  muun arvon.  Luokassa Game1.cs  voidaan nyt  määritellä
pelikentän  rivien  ja  sarakkaiden  määrä  ja  toteuttaa  solut  edellä  määritettyjen
luokkien avulla.
Unityssä  ruudukolle  toteutetaan  prefab  yhdestä  solusta,  joka  sisältää  ruudun  yksilöivän
koordinaatin,  maastotiedon,  pistetiedon  sekä  available-totuusarvon.  Näistä  prefabeista
voidaan toteuttaa ruudukko lisäämällä prefabin ilmentymiä pelilaudan mukaisesti. Ruutujen
päivitys  tapahtuu  pelilogiikan  toteutusvaiheessa,  jolloin  prefabista  toteutettujen
ilmentymien muuttujat korvataan uusilla arvoilla. Arvojen lisäys toimii kuten MonoGamella
toteutetussa versiossa.
MonoGamella  toteutettu  ruudukko  on  mielekäs  toteuttaa  aiemmin  esitellyn  Kurt
Jaegersin menetelmän avulla,  koska se mahdollistaa taulukkorakenteen avulla toteutetun
ruudukon.  Näin  ollen  jos  pelikentästä  halutaan  toteuttaa  eri  versio,  voidaan  muutos
tehdä suoraan  valmiiksi  rakennettuun  taulukkoon.  Tämän  jälkeen  pelin  suorituksessa
muutos näkyy ilman, että mitään muuta tarvitsee muuttaa. Samankaltaisesta menetelmästä
on  olemassa  versio  myös  Unitylle,  joka  hyödyntää  valmiita  bittikarttoja  karttojen
generoimiselle. Versio on Unity Storessa maksullisena versiona, joten kyseistä menetelmää
ei tutkielmassa ole testattu. Unityllä toteutettu ruudukko prefabien avulla on toteutukseltaan
hitaampaa,  sillä  jokaiselle  prefabin  instassille  joudutaan  manuaalisesti  syöttämään
koordinaatit skenessä. 
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5.4 Tekstuurit ja animaatiot
Pelien  keskeisimpiä  toteutuksia  ovat  pelimaailman grafiikat.  On olemassa  pelejä,  joissa
grafiikoita  ei  toteuteta  ollenkaan  (esimerkiksi  tekstipohjaiset  roolipelit),  mutta  yleensä
2D-pelit  sisältävät grafiikoita.  Tämän takia grafiikat ja niiden avulla luotavat animaatiot
ovat  mielenkiintoisia  kohteita  pelimoottorien  hyödyntämisen  tutkimisessa.  Luvussa
vertaillaan  2D-pelin  grafiikoiden  toteutuksia  ja  pelissä  käytettävän  korttiarvontakoneen
animaation toteutuksia Unityllä ja MonoGamella.
Tekstuurit
Tekstuurit  ovat  pintakuviointimalleja  [Kur97].  Tekstuureilla  voidaan  lisätä  geometrisen
kappaleen pinnalle kuviointi esimerkiksi bittikarttakuvalla.
Kuvan  23 esimerkissä  2D-avaruuden  kappaleisiin  lisätään  tekstuureita.  Harmaaseen
suorakulmioon  on  lisätty  yksinkertaisia  geometrisia  muotoja.  Tämän  jälkeen  ruosteisen
metallin näköisiä tekstuureita on lisätty kuvaan, jolloin on saatu aikaan lopullinen tekstuuri
ruosteisesta ovesta.
Kuva 23: 2D-tekstuurin lisäys oveen [Ahe06].
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XNA:ssa  ja  MonoGamessa  tekstuurit  ladataan  ohjelmistomallin  metodilla  LoadContent
ja  piirretään  metodilla  Draw.  SpriteBatch  on  tärkeä  olio  2D-piirtämisessä  [Whi14].
Se sisältää metodit, joiden avulla voidaan piirtää spritejä näytölle.
GraphicsDeviceManager graphics;
SpriteBatch spriteBatch;
Texture2D backGround;
···
protected override void LoadContent() {
//Luodaan SpriteBatch, jota voidaan käyttää tekstuurien piirtämiseen
spriteBatch = new SpriteBatch(GraphicsDevice);
backGround = Content.Load<Texture2D>("Oregon.jpg");
}
···
protected override void Draw(GameTime gameTime) {
GraphicsDevice.Clear(Color.CornflowerBlue);
// Tässä on näytölle piirtämiseen tarvittava koodi
spriteBatch.Begin();
spriteBatch.Draw
(backGround,new Rectangle(0, 0, 800, 480), Color.White);
spriteBatch.End();
base.Draw(gameTime);
}
Esimerkissä  ladataan  peliä  varten  toteutettu  kuvatiedosto  Oregon.jpg.  Tiedosto  täytyy
sijoittaa kansioon Content  ja  sen ominaisuuksista tulee valita Copy to Output  Directory
-ominaisuuden  arvoksi  Copy  always.  Kuva  ladataan  luokan  Texture2D  olioksi  nimeltä
backGround.  SpriteBatch  piirtää  backGroundin  annetuilla  parametreilla  näytölle
metodilla Draw.
Unityssä saman kuvan asettaminen taustakuvaksi voidaan tehdä siten, että kansion Assets
alikansioon  Sprite  sijoitetaan  tiedosto  Oregon.jpg.  Tiedosto  vedetään  projektinäkymästä
hierarkianäkymään,  jonka  jälkeen  sprite  on  luotu  ja  sitä  voi  käsitellä  sen
ominaisuusnäkymässä.
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Kuvassa  24 on  spriten  Oregon  ominaisuusnäkymä.  Spritelle  on  asetettu  Transform-
komponentilla  sen  sijainti,  suunta  ja  mittakaava.  Lisäksi  Sorting  Layer  on
vaihdettu  oletusarvosta  Background-arvoksi,  jossa  sijaitsee  pelin  taustalle  sijoitettavat
tekstuurit.
Animaatiot
Jokaisessa  pelissä,  joka  sisältää  elossa  olevia  hahmoja  (esimerkiksi  ihmisiä,  eläimiä,
sarjakuvahahmoja  tai  jopa robotteja)  tarvitaan  järjestelmä animaatioille.  Pelianimaatioita
on  viidenlaisia:  sprite/texture-,  rigid  body  hierarchy-,  skeletal-,  vertex-  ja  morph
targets  -animaatio  [Gre09,  s.42].  Esimerkkipelin  korttigeneraattori  toteutetaan
spriteanimaatiolla.
Kuva 24: Unityssä luotu sprite Oregon.
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MonoGamella  animaatio  toteutetaan  projektiin  ladattavan  kuvatiedoston  terraincards.jpg
avulla.
Kuvasta 25 toteutetulle tekstuurille määritellään sen sijainti sekä yhden kortin koko. Näihin
kortteihin  määritellään  pointteri  (x,y)-indekseillä.  Pelin  toteutuksessa  jokaisen  vuoron
alussa  pelaajille  määritellään  käytössä  olevat  maastokortit  siten,  että  matikkaluokalta
math  saadaan  satunnaisarvo,  joka  määrää  osoittimen  maastokorteille.  Animaation
aikaansaamiseksi  tämä  toistetaan  useita  kertoja  ja  pakan  päällimmäinen  kortti  vaihtuu
jokaisen kerran jälkeen. Tämän jälkeen pelimaailmassa olevaan korttipakan päälle piirretään
arvotun  kortin  kuva  ja  pelille  palautetaan  tieto  mihin  sektorille  pelaaja  voi  sijoittaa
palinappulan. 
Animaatiot  Unityssä  toteutetaan  yleensä  tuotujen  FBX-mallitiedostojen  avulla
[Chu10, s.22]. Näin toteutetut animaatiot vievät usein kohtuuttoman paljon muistia, joten
jos  tarvittavat  animaatiot  ovat  tarpeeksi  yksinkertaisia,  on  suositeltavaa  toteuttaa  ne
skriptien  avulla  [Chu10,  s.22].  Pelin  korttigeneraattori  toteutetaan  spritejen  ja  skriptien
avulla.
Kuva 25: Oregon-pelin maastokortit.
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Grafiikoiden  toteutus  Unityllä  on  mahdollista  toteuttaa  pelkästään  visuaalisen
käyttöliittymän  avulla  ilman,  että  ohjelmakoodia  tarvitsee  kirjoittaa.  Tämä  mahdollistaa
pelimaailman  luomisen  nopeasti.  MonoGamella  toteutuksessa  tarvitaan  aina
ohjelmistokoodia.  XNA  Content  Pipeline  tekee  grafiikoiden  lataamisesta
käyttäjäystävällistä ja Application Model tarjoaa valmiit metodit grafiikoiden lataamista ja
piirtämistä  varten.  Molemmilla  pelimoottoreilla  grafiikoiden  käsittely ja  niistä  toteutetut
animaatiot  on  helppo  oppia  ja  valmiiden  rakenteiden  avulla  kerran  toteutettujen  kuvien
avulla voidaan toteuttaa useita muitakin kuvia. Etuna Unityssä on se, että kuvien lataaminen
ja monistaminen tapahtuu projektinäkymässä visuaalisesta valikosta valitsemalla, kun taas
MonoGamessa koodin sisältö tulee kopioida aina uudestaan ja uudestaan.
5.5 Toteutusten vertailu
Oregon-pelistä toteutettiin versiot sekä Unityllä että MonoGamella. Pelin logiikka ja siihen
tarvittavat apuluokat globaalien muuttujien hallinnoimiselle oli toteutukseltaan samanlaisia.
Molemmilla  pelimoottoreilla  onnistuttiin  toteuttamaan  peli,  joka  sisältää  menuvalikon,
pelissä tarvittavien asetusten muuttamiseen käytettävän asetukset-näkymän, help-näkymän
pelin ohjeiden näyttämiseen sekä varsinaisen pelinäkymän.
Kuva 26: Pelitilanne Unityllä toteutetusta Oregon-lautapelistä.
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Kuvissa  26  ja  27 on kuvakaappaukset Unityllä ja MonoGamella toteutetuista Oregon-
lautapelin  pelitilanteista.  Molemmat  toteutukset  ovat  pelattavuudeltaan  ja  grafiikoiltaan
hyvin samankaltaisia. 
Työmäärältään Unityn versio toteutettiin arviolta puolessa ajassa verrattuna MonoGamen
versioon. Unityllä säästyi aikaa muun muassa prefabien uusiokäytön ja visuaalisen editorin
ansiosta. Versiot ovat kokoluokaltaan samankokoisia. Pelissä käytetyt tiedostot ovat Unityn
projektissa 4,8 megatavua ja MonoGamen projektissa 5,8 megatavua.
Unityn versiossa käytettiin skriptikielenä UnityScriptiä ja MonoGamen versiossa C#-kieltä.
Pelin  toteutusten  kannalta  merkittäviä  eroavaisuuksia  ei  kielissä  ollut.  Oleellisia
eroavaisuuksia ei versioiden toteuttamisesta löytynyt. Molemmilla pelimoottoreilla saatiin
aikaan samankaltainen peli Oregonista.
Kuva 27: Pelitilanne MonoGamella toteutetusta Oregon-lautapelistä.
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6 Yhteenveto
Tutkielman  tavoitteena  oli  vertailla  2D-pelien  toteutuksissa  käytettäviä  pelimoottoreita.
Tarkasteltavaksi  valittiin  pelimoottorit  Unity,  XNA sekä  MonoGame.  Toisessa  luvussa
esiteltiin  tietokonepelejä  yleisesti  sekä  tarkasteltiin  2D-pelien  toteutuksessa
hyödynnettävien  pelimoottoreiden  ominaisuuksia.  Lisäksi  tuotiin  esille  eri  pelityylejä
esimerkkipelien  avulla.  Pelimoottoreista  tarkasteltiin  tarkemmin  omana  lukunaan  Unity
sekä omana lukunaan XNA ja MonoGame. Unitystä käsiteltiin editorin näkymät, pelioliot,
komponentit,  skriptit  sekä  prefab-elementit.  XNA:n  ja  MonoGamen  luvussa  käsiteltiin
XNA yleisesti, XNA-projektin rakenne, MonoGame yleisesti sekä Application Model sekä
Content  Pipeline.  Viidennessä  luvussa  esiteltiin  Oregon-lautapeli  ja  sen  Unityn  ja
MonoGamen versioiden toteutusten vaiheita.
Koska XNA:n kehitystyö on lopetettu ja MonoGame toteuttaa XNA 4:n kehitysympäristön
kokonaisuudessaan, valittiin esimerkkipelien toteutukseen ainoastaan Unity ja MonoGame.
Molemmat pelimoottorit tukevat alustariippumatonta pelikehittämistä mahdollistaen saman
pelin  julkaisemisen  mahdollisimman  monelle  eri  pelaajalle.  Seuraavassa  taulukossa  on
kuvattu niitä ominaisuuksia ja eroavaisuuksia, joita esimerkkipelin kehitystyössä havaittiin.
Unity MonoGame
Yleistä Unityn visuaalinen käyttöliittymä 
helpottaa pelimaailman olioiden 
hahmottamista. Editori mahdollistaa 
aloittelevalle peliohjelmoijalle kevyen
oppimiskynnyksen ja ensimmäisen 
pelin toteuttaminen on vaivatonta.
MonoGame implementoi XNA:n 
kehitysympäristön kokonaisuudessaan 
ja sen valmiit kirjastot tarjoavat laajan 
valikoiman rakenteita peliprojektien 
hyödynnettäviksi.
Peli-ikkunat Editorissa on valmiit työkalut peli-
ikkunoiden hallitsemista varten, mikä 
helpottaa ikkunoiden välistä 
navigointia.
MonoGame ei tarjoa valmiita rakenteita
peli-ikkunoiden hallitsemista varten.
Pelilaudan
toteutus
Valmiiden prefabien käyttö helpottaa 
pelilaudan ruudukon toteuttamista. 
Jokainen prefabin ilmentymä perii 
halutut ominaisuudet ja niitä voidaan 
yksilöidä tarpeen mukaan.
Pelilaudan toteutus on mahdollista 
toteuttaa kaksiulotteisen taulukon 
avulla, mikä mahdollistaa pelikentän 
ruudukon vaivattoman muokkaamisen 
sekä uusiokäytön.
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Tekstuurit ja
animointi
Tekstuureiden ja animaatioiden 
toteutus on helppoa visuaalisen 
editorin ansiosta. Animointi voidaan 
toteuttaa joko Unityn omassa 
animointieditorissa tai skripteillä. 
Tämä mahdollistaa suoritustehon 
optimoinnin, kun yksinkertaiset 
animaatiot toteutetaan skripteillä.
XNA Content Pipeline sekä Application
Model tarjoavat valmiita työkaluja 
tekstuureiden tuomiseen peliprojektiin. 
Visual studio ei tarjoa omaa työkalua 
animaatioiden toteutuksia varten, vaan 
ne tehdään tekstuurien avulla.
Taulukko 3: Unityn ja MonoGamen vertailua.
Kuten taulukossa 3 tuodaan esille, molemmat pelimoottorit ovat hyviä kehitystyökaluja 2D-
pelien  toteutuksissa.  Unity  ja  MonoGame  tarjoavat  ympäristön,  jossa  pelin  kannalta
oleellisimmat  komponentit  voidaan  toteuttaa  ilman  korkeampaa  oppimiskynnystä.
Vaikka pelisovellusten  kehittäminen  on  käyttäjäystävällistä  molemmilla  pelimoottoreilla,
visuaalisen  käyttöympäristönsä  vuoksi  Unity  on  aloittelevalle  pelikehittäjälle  parempi
vaihtoehto.
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1Liite 1. Tile.cs
using System;
using System.Collections.Generic;
using System.Linq;
using System.Text;
using Microsoft.Xna.Framework;
using Microsoft.Xna.Framework.Graphics;
namespace OregonMono
{
static class Tile
{
static public Texture2D TileSetTexture;
static public Rectangle GetSourceRectangle(int tileIndex)
{
return new Rectangle(tileIndex * 32, 0, 32, 32);
}
}
}
1Liite 2. MapCell.cs
using System;
using System.Collections.Generic;
using System.Linq;
using System.Text;
namespace OregonMono
{
/** Luokassa määritellään pelin kenttään vaadittavat solut ja niiden 
* ominaisuudet
* TileID: määrittelee solun maastoarvon siten, että  0 = vesi, 1 = vuori,
* 2 = nurmikko, 3 = aavikko
* Available: solun ollessa Available==false, ei pelinappulaa voi asettaa
* TilePoints: soluun lisätyt pisteet, jotka pelaaja saa itselleen
* asettaessaan soluun pelinappulansa
**/
class MapCell
{
public int TileID { get; set; }
public Boolean Available { get; set; }
public double TilePoints { get; set; }
// Konstruktorissa parametrina annetaan solun maastoarvo. 
// Oletusarvoisesti solut ovat vapaita ja niiden pistemäärä on 0.
public MapCell(int tileID)
{
TileID = tileID;
Available = true;
TilePoints = 0;
}
}
}
1Liite 3. TileMap.cs
using System;
using System.Collections.Generic;
using System.Linq;
using System.Text;
namespace OregonMono
{
    class MapRow
    {
        public List<MapCell> Columns = new List<MapCell>();
    }
    class TileMap
    {
        public List<MapRow> Rows = new List<MapRow>();
        public int MapWidth = 50;
        public int MapHeight = 50;
        public TileMap()
        {
            for (int y = 0; y < MapHeight; y++)
            {
                MapRow thisRow = new MapRow();
                for (int x = 0; x < MapWidth; x++)
                {
                    thisRow.Columns.Add(new MapCell(0));
                }
                Rows.Add(thisRow);
            }
            // Luodaan pelikentän ruudukko
            // TileID: 0 = vesi, 1 = vuori, 2 = nurmikko, 3 = aavikko
            Rows[0].Columns[0].TileID = 1;
            Rows[0].Columns[0].Available = true;
            Rows[0].Columns[0].TilePoints = 0;
···
            // Käydään läpi kaikki rivit ja sarakkeet
     Rows[i].Columns[j].TileID = x;
            Rows[i].Columns[j].Available = true;
···
            Rows[9].Columns[14].TileID = 2;
            Rows[9].Columns[14].Available = true;
        }
    }  
}
