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内容記述 It has always been said that program code
should be beautiful. There have been lots of
"guidelines for good programs" books, and
discussion on the theme have been ubiquitous
once before. However today, those are
infrequent, as felt by the author. Why so? Are
"beautiful code guidelines" topics unnecessary
these days? In this presentation, the author











































N Guidelines Toward “Beautiful Code” by †Yasushi


































      利用者に見せる仕様
           Doctest + 性質 + 対話例
           設計、ドキュメント、自動テスト
      利用者に見せない仕様
           Hspec + 性質 + コード例
           楽しいテスト記述
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if i % 15 == 0 then
puts "fizzbuzz"
elsif i % 5 == 0 then
puts "buzz"










if i % 3 == 0 then
print ’fizz’; num = ’’
end
if i % 5 == 0 then

















































def order(a, i, j)
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List<String> id2name = new ...;







List<String> lst = new List<String>();
Map<String,Integer> map = new Map<...>();
void add(String s) {
map.put(s, lst.size()); lst.add(s);
}
int toId(String s) { return map.get(s); }
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装技法の解説と共に 2つのテーマに分けて紹介する．1つは self-descriptiveな Rubyプログラム，もう 1
つは使用可能文字を制限した Rubyプログラムを書く方法である．これらの事例を通して超絶技巧プログ
ラミングの魅力を示し，また，プログラミング言語 Rubyの神秘性の一端を解き明かす．
キーワード：超絶技巧プログラミング, 難解プログラミング, quine, Ruby
Transcendental Programming in Ruby
Yusuke Endoha)
Abstract: We propose transcendental programming, which quests for the inherent beauty of programming
in disregard of usefulness. In our proposed programming, we set a non-practical goal and/or constraint, and
then develop a technique for writing a program that satisfies them. In addition, we show two case studies
of transcendental programming, with explanation of the implementation techniques. One is self-descriptive
Ruby programs, and the other is how to write Ruby program under a constraint that requires some kinds
of characters not be used. Through these studies, we show the fun of transcendental programming, and
illustrate some of the subtleties of the Ruby programming language.
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