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Refatoramentos normalmente exigem testes de regressa˜o para verificar se as mudanc¸as apli-
cadas ao co´digo, preservaram o comportamento original do mesmo. Geralmente, e´ difı´cil
definir um conjunto de testes que seja efetivo para esta tarefa, uma vez que o refatoramento
na˜o e´ frequentemente aplicado em etapas isoladas. Ale´m disso, as edic¸o˜es de refatoramento
podem ser combinadas com outras edic¸o˜es no co´digo. Nesse sentido, a gerac¸a˜o de casos de
teste pode contribuir para essa tarefa, analisando sistematicamente o co´digo e fornecendo
uma ampla gama de casos de teste que abordam diferentes construc¸o˜es. No entanto, uma
se´rie de estudos apresentados na literatura mostram que as ferramentas atuais ainda na˜o sa˜o
eficazes com relac¸a˜o a` detecc¸a˜o de faltas, particularmente faltas de refatoramento. Com base
nisto, apresentamos dois estudos empı´ricos que aplicaram as ferramentas Randoop e Evo-
suite para gerar suites de testes de regressa˜o, com foco na edic¸a˜o de refatoramento do tipo
extract method. Com base nos resultados dos estudos, identificamos fatores que podem influ-
enciar o desempenho das ferramentas para efetivamente testar a edic¸a˜o. Para validar nossos
achados, apresentamos um conjunto de modelos de regressa˜o que associam a presenc¸a desses
fatores a` capacidade do conjunto de testes, de detectar faltas relacionadas a` edic¸a˜o de refa-
toramento. E por fim, apresentamos a REFANALYZER, que e´ uma ferramenta que objetiva
ajudar os desenvolvedores a decidir quando confiar em suites geradas automaticamente, para
validar refatoramento do tipo extract method.




Refactoring typically require regression testers to verify that the changes applied to the code
have preserved the original behavior of the code. Generally, it is difficult to define a set
of tests that is effective for this task, since refactoring is not the weight applied in isolated
steps. Also, since refactoring issues can be combined with other issues, without code. In this
sense, a generation of test cases can contribute to this task by systematically analyzing the
code and defining a wide range of test cases that address different constructs. However, a
number of studies are not available but are not very effective in detecting faults, particularly
refactorings. Based on this, we present two empirical studies that have applied as Randoop
and Evosuite tools to generate regression test suites, focusing on the edition of refactoring
of the extract method type. Based on the results of the studies, we identified factors that can
influence the performance of the tools to effectively test the edition. To validate our findings,
we present a set of control models that associate a solution with the ability of the set of tests,
of spoken faults related to the refactoring edition. And finally, we present a REFANALYZER,
which is a tool that is a solution to what needs to be solved when it is automatically managed,
to validate refactoring of the extract method type.
keywords: Refactoring; Regression Test; Test Generation Tools.
iii
Agradecimentos
Agradec¸o primeiramente a Deus e a Nossa Senhora, que me deram o dom da vida e da
sau´de.
Aos meus pais, Ivanildo Paulo da Silva e Maria do Socorro Soares Cordeiro e Silva, dois
grandes incentivadores da minha histo´ria, por todo amor, dedicac¸a˜o, carinho, preocupac¸a˜o,
apoio e companheirismo. Nunca mediram esforc¸os para que eu crescesse profissionalmente.
Obrigada por, de alguma forma, estarem sempre presente, vibrando com minha felicidade e
me dando forc¸a em todos os momentos.
Agradec¸o aos meus irma˜os Isailde e Itagive, por todo apoio, amor, carinho e compreensa˜o
da auseˆncia. Aos meus sobrinhos Ju´lio e Maria Vito´ria, por todo gesto de carinho, pureza e
amor verdadeiro. Aos meus cunhados, Josinaldo e Geane, por me apoiar e por todo carinho.
Agradec¸o em especial ao meu noivo, Jonas Carvalho, por todo amor, compreensa˜o, re-
speito, apoio, por entender minha auseˆncia e sempre torcer por mim. Ter algue´m para cam-
inhar lado a lado, deixa a jornada mais leve e prazerosa. Aos meus sogros e cunhados, por
todo carinho, preocupac¸a˜o e respeito.
Meus sinceros agradecimentos aos meus orientadores Everton Leandro G. Alves e
Patrı´cia D. de Lima Machado, que me ensinaram os primeiros passos da pesquisa, sempre
com pacieˆncia, dedicac¸a˜o, empenho, disponibilidade, respeito e vontade de orientar. Sem
eles este trabalho na˜o seria possı´vel. Agradec¸o tambe´m por toda preocupac¸a˜o com minha
formac¸a˜o.
Agradec¸o a Amanda Lima e Luana Gregorio, dois anjos enviados por Deus e que acom-
panharam toda minha caminhada para realizac¸a˜o deste trabalho. Obrigada pelo constante
incentivo e por todo carinho.
Agradec¸o aos meus colegas e companheiros de jornada da sala 105, Alysson, Matheus,
Melquisedec, Mirna e Thaciana, por toda troca de conhecimento, pelas conversas, momentos
de descontrac¸a˜o, carinho e respeito. Agradec¸o, igualmente, a todos os membros do SPLab.
Aos professores e funciona´rios da COPIN e do DSC;




1.1 Exemplo Motivante . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 2
1.2 Problema . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 4
1.3 Questa˜o de Pesquisa e Objetivos . . . . . . . . . . . . . . . . . . . . . . . 5
1.3.1 Objetivo Geral . . . . . . . . . . . . . . . . . . . . . . . . . . . . 5
1.3.2 Objetivos Especı´ficos . . . . . . . . . . . . . . . . . . . . . . . . . 5
1.4 Contribuic¸o˜es . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 5
1.5 Organizac¸a˜o . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 6
2 Fundamentac¸a˜o Teo´rica 7
2.1 Teste de Software . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 7
2.1.1 Testes na Metodologia A´gil . . . . . . . . . . . . . . . . . . . . . 8
2.1.2 Tipos de Teste . . . . . . . . . . . . . . . . . . . . . . . . . . . . 8
2.1.3 Teste de Regressa˜o . . . . . . . . . . . . . . . . . . . . . . . . . . 9
2.2 Refatoramento . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 10
2.3 Ferramenta de Gerac¸a˜o Automa´tica de Testes . . . . . . . . . . . . . . . . 12
2.3.1 Randoop . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 12
2.3.2 Evosuite . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 14
2.4 Considerac¸o˜es Finais . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 14
3 Estudos Explorato´rios 16
3.1 Primeiro Estudo Explorato´rio . . . . . . . . . . . . . . . . . . . . . . . . . 16
3.1.1 Objetivos e Questo˜es de Pesquisa . . . . . . . . . . . . . . . . . . 16
3.1.2 Objetos e Configurac¸a˜o . . . . . . . . . . . . . . . . . . . . . . . . 17
v
CONTEU´DO vi
3.1.3 Faltas Injetadas . . . . . . . . . . . . . . . . . . . . . . . . . . . . 19
3.1.4 Procedimento de Inserc¸a˜o das Faltas . . . . . . . . . . . . . . . . . 21
3.1.5 Resultados e Discussa˜o do Primeiro Experimento . . . . . . . . . . 23
3.1.6 Quando houve detecc¸a˜o . . . . . . . . . . . . . . . . . . . . . . . 24
3.1.7 Quando na˜o houve detecc¸a˜o . . . . . . . . . . . . . . . . . . . . . 28
3.1.8 Ana´lise Combinada . . . . . . . . . . . . . . . . . . . . . . . . . . 32
3.1.9 Ameac¸as a` Validade . . . . . . . . . . . . . . . . . . . . . . . . . 33
3.2 Segundo Estudo Explorato´rio . . . . . . . . . . . . . . . . . . . . . . . . . 34
3.2.1 Resultados e Discussa˜o . . . . . . . . . . . . . . . . . . . . . . . . 35
3.3 Nova Unidade Experimental . . . . . . . . . . . . . . . . . . . . . . . . . 39
3.3.1 Resultados e Discussa˜o . . . . . . . . . . . . . . . . . . . . . . . . 39
3.3.2 Considerac¸o˜es Finais . . . . . . . . . . . . . . . . . . . . . . . . . 41
4 Prevendo a efetividade das ferramentas de Gerac¸a˜o 43
4.1 Modelos de Regressa˜o . . . . . . . . . . . . . . . . . . . . . . . . . . . . 44
4.1.1 Avaliando os Modelos . . . . . . . . . . . . . . . . . . . . . . . . 47
4.1.2 Diretrizes de Uso dos Modelos de Predic¸a˜o . . . . . . . . . . . . . 49
5 REFANALYZER 51
5.1 Avaliac¸a˜o Preliminar da Ferramenta . . . . . . . . . . . . . . . . . . . . . 52
5.1.1 Perfil dos Participantes . . . . . . . . . . . . . . . . . . . . . . . . 53
5.1.2 Procedimento do Estudo . . . . . . . . . . . . . . . . . . . . . . . 55
5.1.3 Questo˜es de Pesquisa . . . . . . . . . . . . . . . . . . . . . . . . . 56
5.1.4 Ana´lise e Discussa˜o . . . . . . . . . . . . . . . . . . . . . . . . . 56
5.1.5 Limitac¸o˜es e Melhorias . . . . . . . . . . . . . . . . . . . . . . . . 60
6 Trabalhos Relacionados 61
6.0.1 Ferramentas para Validac¸a˜o de Refatoramentos . . . . . . . . . . . 61
6.0.2 Testes e Refatoramentos . . . . . . . . . . . . . . . . . . . . . . . 62
6.0.3 Ferramentas de Gerac¸a˜o de Testes . . . . . . . . . . . . . . . . . . 63
7 Concluso˜es 65
7.1 Trabalhos Futuros . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 66
CONTEU´DO vii
A Ana´lise do Perfil dos Profissionais 73
B Avaliando a Ferramenta REFANALYZER 76
Lista de Figuras
1.1 Exemplo de refatoramento com falta sutil extraı´do do projeto JAccounting. . 3
2.1 Representac¸a˜o visual do procedimento aplicado no Teste de Regressa˜o.
Fonte: Autoria pro´pria. . . . . . . . . . . . . . . . . . . . . . . . . . . . . 11
2.2 Exemplo de extract method fornecido por Fowler em seu livro Refactoring. 13
3.1 Exemplo de falta do primeiro tipo Troca Condic¸a˜o por Valor Fixo injetada
quando realizando um extract method. . . . . . . . . . . . . . . . . . . . . 20
3.2 Exemplo do falta Troca Operador da Condic¸a˜o injetada quando realizado
um extract method. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 21
3.3 Representac¸a˜o visual do procedimento aplicado no estudo empı´rico para
cada um dos sistemas. Fonte: Autoria pro´pria. . . . . . . . . . . . . . . . . 24
3.4 Proporc¸a˜o de faltas detectadas. Fonte: Autoria pro´pria. . . . . . . . . . . . 25
3.5 Proporc¸a˜o de faltas detectadas pelas ferramantas Randoop e Evosuite, res-
pectivamente. Fonte: Autoria pro´pria. . . . . . . . . . . . . . . . . . . . . 25
3.6 Proporc¸a˜o detecc¸a˜o por tipo de falta. Fonte: Autoria pro´pria. . . . . . . . . 28
3.7 Teste manual que identificou a falta inserida no refatoramento. . . . . . . . 29
3.8 Me´todo negligenciado pela gerac¸a˜o das ferramentas. . . . . . . . . . . . . 30
3.9 Caso de teste que detectou a falta inserida no me´todo reportIncompatible-
CheckedException. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 31
3.10 Proporc¸a˜o de faltas detectadas. . . . . . . . . . . . . . . . . . . . . . . . . 36
3.11 Resultado do segundo experimento por ferramenta (a) e por falta (b). Fonte:
Autoria pro´pria. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 37
3.12 Me´todo cuja falta foi detectada apenas pela ferramenta Randoop. . . . . . . 38
3.13 Me´todo cuja falta foi detectada apenas pela ferramenta Evosuite. . . . . . . 39
viii
LISTA DE FIGURAS ix
3.14 Resultado do segundo experimento por ferramenta (a) e por falta (b). Fonte:
Autoria pro´pria. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 41
4.1 Me´todo na˜o executado pelos testes gerados. . . . . . . . . . . . . . . . . . 44
4.2 Desempenho do Modelos Propostos . . . . . . . . . . . . . . . . . . . . . 49
5.1 Visa˜o geral do procedimento realizado pela ferramenta REFANALYZER.
Fonte: Autoria Pro´pria. . . . . . . . . . . . . . . . . . . . . . . . . . . . . 51
5.2 Visa˜o geral do profissionais que participaram do estudo. . . . . . . . . . . . 54
5.3 Visa˜o geral do perfil dos profissionais. . . . . . . . . . . . . . . . . . . . . 54
5.4 Visa˜o geral da taxa de familiaridade do tipo de refatoramento . . . . . . . . 55
5.5 Avaliac¸a˜o da REFANALYZER . . . . . . . . . . . . . . . . . . . . . . . . . 58
5.6 Avaliac¸a˜o da REFANALYZER baseada na func¸a˜o desempenhada . . . . . . 60
Lista de Tabelas
3.1 Me´dia da coberturas das replicac¸o˜es Randoop por unidade experimental. . . 18
3.2 Me´dia da coberturas das replicac¸o˜es Evosuite por unidade experimental. . . 19
3.3 Teste de proporc¸a˜o . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 26
3.4 Detecc¸a˜o por tipo de falta . . . . . . . . . . . . . . . . . . . . . . . . . . . 27
3.5 Me´dia da coberturas das novas replicac¸o˜es Randoop por unidade experimental. 35
3.6 Me´dia da coberturas das replicac¸o˜es Evosuite por unidade experimental. . . 35
3.7 Me´dia da coberturas das novas replicac¸o˜es Randoop por unidade experimental. 40
3.8 Me´dia da coberturas das replicac¸o˜es Evosuite por unidade experimental. . . 40
4.1 Regressa˜o estatı´sticas para o modelo combinado . . . . . . . . . . . . . . . 46
4.2 Regressa˜o estatı´sticas para o modelo do Randoop . . . . . . . . . . . . . . 47
4.3 Regressa˜o estatı´sticas para o modelo EvoSuite . . . . . . . . . . . . . . . . 47
x
Lista de Co´digos Fonte
1.1 Me´todo getAcountByInternalId a ser refatorado . . . . . . . . . . . . . . . 3
1.2 Me´todo getAcountByInternalId apo´s a aplicac¸a˜o do refatoramento . . . . . 3
2.1 Me´todo de exemplificac¸a˜o do extract method, antes da aplicac¸a˜o . . . . . . 13
2.2 Me´todo de exemplificac¸a˜o do extract method, apo´s a aplicac¸a˜o . . . . . . . 13
3.1 Me´todo de exemplificac¸a˜o da falta do tipo Troca condic¸a˜o por Valor Fixo,
antes da aplicac¸a˜o . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 20
3.2 Me´todo de exemplificac¸a˜o da falta do tipo Troca condic¸a˜o por Valor Fixo,
apo´s da aplicac¸a˜o . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 20
3.3 Me´todo de exemplificac¸a˜o da falta do tipo Troca Operador da Condic¸a˜o,
antes da aplicac¸a˜o . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 21
3.4 Me´todo de exemplificac¸a˜o da falta do tipo Troca Operador da Condic¸a˜o,
apo´s a aplicac¸a˜o . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 21
3.5 Caso de teste criado manualmente que detecta a falta inserida . . . . . . . . 29
3.6 Me´todo que na˜o foi coberto pelas ferramentas de gerac¸a˜o de teste, Randoop
e Evosuite . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 30
3.7 Caso de testes manual, que detectou a falta inserida. . . . . . . . . . . . . . 31
3.8 Me´todo getAccount, cuja falta foi inserida e detectada pelas suites Randoop. 38
3.9 Me´todo byteArrayDataS, cuja falta foi inserida e detectada pelas suites Evo-
suite. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 39




Refatoramento consiste na melhoria das estruturas internas do co´digo fonte do software, de
modo a preservar o comportamento do mesmo [15]. Ale´m disso, e´ uma pra´tica comum e
que faz parte das va´rias etapas do desenvolvimento a´gil. Os principais objetivos do uso de
refatoramentos sa˜o: reduzir bed smells (e.g., duplicac¸a˜o, acoplamento, coesa˜o, complexi-
dade e comprimento) que podem prejudicar a manutenibilidade do co´digo; contribuir para a
compreensa˜o do co´digo; ajudar a equipe a repensar e compreender as deciso˜es de design; e
utilizar elementos de design reutiliza´veis (padro˜es de design) e mo´dulos de co´digo.1
Apesar de ja´ existirem va´rias ferramentas que da˜o suporte a aplicac¸a˜o automatizada
de edic¸o˜es de refatoramento (e.g., a IDE Eclipse), refatoramento e´ ainda uma ativi-
dade realizada, na pra´tica, manualmente [27; 20]. Por isso, suscetı´vel a erros e con-
sequentemente a introduc¸a˜o de mudanc¸as de comportamento indesejadas [12; 13; 9; 38;
19]. Ale´m disso, na pra´tica, e´ comum que refatoramentos sejam realizados com outras
modificac¸o˜es, podendo aumentar ainda mais as chances de erro [27].
Uma das soluc¸o˜es mais utilizadas para validar refatoramentos rece´m aplicados, e´ a
utilizac¸a˜o de suı´tes de regressa˜o [20; 27]. Particularmente em contextos a´geis, suites de
testes automatizadas sa˜o comumente construı´das como parte fundamental do processo de
desenvolvimento. Tais suites, sa˜o utilizadas para aferir o atendimento aos requisitos plane-
jados. Dessa forma, se uma suite de testes for executada com sucesso para a versa˜o base do
co´digo fonte, apo´s uma ou mais edic¸o˜es de refatoramento, a suite e´ reexecutada agora para
a versa˜o refatorada. De modo que, ocorrendo falhas, assume-se que o refatoramento na˜o foi
1https://www.agilealliance.org/
1
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seguro e que houve mudanc¸a de comportamento no sistema. Caso a suite na˜o identifique ne-
nhuma alterac¸a˜o semaˆntica no co´digo, supo˜e-se que as edic¸o˜es foram aplicadas corretamente
e o comportamento do co´digo foi preservado.
Em contrapartida, a medida que as edic¸o˜es de refatoramento sa˜o continuamente aplica-
das, o custo para reexecutar as suites pode tornar-se invia´vel. Particularmente, a criac¸a˜o
e manutenc¸a˜o de casos de teste podem ser necessa´rias para lidar com as edic¸o˜es realiza-
das. Para resolver esse problema, a gerac¸a˜o automa´tica de casos de teste parece ser uma
abordagem promissora, uma vez que as ferramentas de gerac¸a˜o examinam o co´digo sistema-
ticamente em busca de diferentes casos de execuc¸a˜o, bem como registrar o comportamento
pretendido [38; 26; 35].
O uso de ferramentas de gerac¸a˜o para validac¸a˜o de refatoramento e´ uma pra´tica bastante
aplicada na literatura. Soares et al. [38] usa suites de testes geradas pela ferramenta Ran-
doop [29] para validar as edic¸o˜es de refatoramento realizadas por desenvolvedores [37] e por
ferramentas que aplicam refatoramento automa´tico. Como resultado, diversas faltas sutı´s de
refatoramentos, foram encontradas e reportadas. Ale´m disso, Mongiovi et al. [26] evoluiu o
trabalho de Soares utilizando ana´lise de impacto para orientar a gerac¸a˜o de casos de teste.
Apesar do fato de que ambos os estudos mostraram a efica´cia dos conjuntos de tes-
tes gerados, faz-se necessa´rio de uma investigac¸a˜o mais aprofundada sobre os benefı´cios e
limitac¸o˜es do uso de suites geradas para detectar faltas de refatoramento. Nesse sentido, este
trabalho avalia a efetividade de duas ferramentas de gerac¸a˜o de testes, Randoop e EvoSuite
[16] para a validac¸a˜o de refatoramento, com foco em refatoramentos do tipo Extract Method
[35]. Um conjunto de estudos empı´ricos foram realizados, a fim de identificar seus fatores
limitadores. Ale´m disso, um conjunto de modelos preditores sa˜o propostos, a fim de for-
necer a indı´cios de quando usar tais ferramentas para validar refatoramentos do tipo extract
method.
1.1 Exemplo Motivante
Em projetos que seguem metodologias a´geis, alterac¸o˜es semaˆnticas de co´digo sa˜o constante-
mente incorporadas ao mesmo. Diante disso, refatoramentos sa˜o comuns e necessa´rios para
evitar deteorizac¸a˜o do co´digo. Pore´m, diversas vezes, na tentativa de realizar melhoramen-
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tos na sintaxe do co´digo, desenvolvedores acabam por introduzir novas faltas em um co´digo
previamente esta´vel.
Suponha que, apo´s longas horas de trabalho, um desenvolvedor percebe a oportunidade
de reduzir a duplicac¸a˜o de co´digo aplicando um refatoramento do tipo extract method. A
Figura 1.1 apresenta o co´digo antes e depois do refatoramento. A condic¸a˜o IF da linha 3
foi extraı´da para o me´todo diffeOfZero (Figura 1.1-b). Como nenhum erro de compilac¸a˜o
ocorreu, o desenvolvedor pode ter a falsa impressa˜o que seu refatoramento foi correto e fazer
o commit do novo co´digo para o reposito´rio do projeto. Entretanto, o comportanto original
do sistema foi alterado. No co´digo original, a condic¸a˜o verifica se a varia´vel interId e´
diferente de zero, onde esta representa um identificador de uma conta. Apo´s a extrac¸a˜o, a
condic¸a˜o passou a verificar se o ID e´ zero.
Co´digo Fonte 1.1: Me´todo getA-
countByInternalId a ser refatorado
1 p u b l i c s t a t i c Account
g e t A c o u n t B y I n t e r n a l I d ( S e s s i o n
s e s s , I n t e g e r c id , i n t
i n t e r I d ) {
2 Account r e t = n u l l ;
3 i f ( i n t e r I d != 0) {
4 . . .
5 i f ( x . s i z e ( ) > 0) {
6 r e t = ( Account ) x . g e t ( 0 ) ;}
7 . . . } r e t u r n r e t ;}
(a) Co´digo original
Co´digo Fonte 1.2: Me´todo getA-
countByInternalId apo´s a aplicac¸a˜o do
refatoramento
1 p u b l i c s t a t i c Account
g e t A c o u n t B y I n t e r n a l I d ( S e s s i o n
s e s s , I n t e g e r c id , i n t
i n t e r I d ) {
2 Account r e t = n u l l ;
3 i f ( d i f f e O f Z e r o ( i n t e r I d ) )
{
4 . . .
5 i f ( x . s i z e ( ) > 0) {
6 r e t = ( Account ) x . g e t ( 0 ) ;}
7 . . .
8 } r e t u r n r e t ;}
9
10 p r i v a t e s t a t i c b o o l e a n
d i f f e O f Z e r o ( i n t i n t e r I d ) {
11 r e t u r n i n t e r I d == 0 ;}
(b) Co´digo apo´s o refatoramento.
Figura 1.1: Exemplo de refatoramento com falta sutil extraı´do do projeto JAccounting.
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Este e´ um exemplo de uma falta de refatoramento sutil. Faltas sutis sa˜o aquelas onde
a semaˆntica do sistema e´ modificada, pore´m nenhum erro de compilac¸a˜o e´ apresentado.
Estas faltas passam facilmente despercebidas aos olhos do desenvolvedor, especialmente se
este na˜o valida suas edic¸o˜es usando uma suite de regressa˜o, por esta ser ineficiente ou ate´
mesmo inexistente. Neste contexto, suites de regressa˜o geradas automaticamente podem ser
de grande utilidade.
1.2 Problema
Em ambientes a´geis, continuamente os projetos sa˜o alterados e novas funcionalidades sa˜o
implementadas e suites geradas, podem ser utilizadas para validar se o comportamento ante-
rior na˜o foi afetado pelas novas alterac¸o˜es, a partir de suites de regressa˜o. Ou seja, aumenta
a confianc¸a que o software continua esta´vel. Tais suites de regressa˜o, e´ uma alternativas para
validar refatoramentos. Pore´m, em seu trabalho, Kim et al.[31] investigaram o impacto de
edic¸o˜es de refatoramento no uso de testes de regressa˜o, utilizando o hito´rico de projetos Java.
Para isto, avaliaram treˆs projetos open source e viram que apenas 22% dos refatoramentos
aplicados no estudo, sa˜o cobertos pelas suites de testes de regressa˜o do programa. E 62% da
suite de testes na˜o exercita os refatoramentos aplicados. Ou seja, na pra´tica a suite pode na˜o
ser adequada para testar refatoramentos mesmo tendo uma cobertura de co´digo boa.
Dentro do contexto validar refatoramentos, ferramentas de gerac¸a˜o automa´tica de tes-
tes, como Randoop e Evosuite, sa˜o uma alternativa interessante para projetos de desen-
volvimento. Pore´m, a partir de estudos, verificamos que estas ferramentas possuem fortes
limitac¸o˜es e identificamos fatores que podem influenciar o desempenho das ferramentas,
quando utilizadas para validar refatoramentos do tipo Extract Method. Mediante isto, esse
trabalho busca fornecer artefatos para ajudar desenvolvedores a decidir quando o uso de
suites geradas e´ uma opc¸a˜o va´lida para detecc¸a˜o de faltas de refatoramento.
Assim, o problema geral da nossa pesquisa consiste em como tornar o processo de
aplicac¸a˜o de um refatoramento, mais seguro e confia´vel. De tal modo que, saibamos quando
confiar em suites de testes geradas automaticamente.
1.3 Questa˜o de Pesquisa e Objetivos 5
1.3 Questa˜o de Pesquisa e Objetivos
A fim de guiar nosso trabalho, definimos a seguinte questa˜o de pesquisa:
• Q1: Suites de testes geradas por ferramentas de gerac¸a˜o automa´tica, sa˜o eficazes em
detectar faltas de refatoramento?
Ale´m disso, temos os objetivos que nortearam a presente pesquisa, tais como:
1.3.1 Objetivo Geral
Investigar a confiabilidade das suites de testes geradas automaticamente, segundo sua efeti-
vidade em detectar faltas de refatoramento, bem como, identificar os fatores que limitam tal
aplicabilidade, a fim de aumentar a confiabilidade e seguranc¸a do processo de aplicac¸a˜o de
um refatoramento.
1.3.2 Objetivos Especı´ficos
• Investigar a efica´cia das suites de testes geradas automaticamente, na detecc¸a˜o de faltas
de refatoramento;
• Investigar fatores de co´digo que impactam na ineficieˆncia de tal detecc¸a˜o;
• Propor uma abordagem para avaliac¸a˜o da confiabilidade da detecc¸a˜o de faltas de refa-
toramento, pelas suites de testes geradas automaticamente.
1.4 Contribuic¸o˜es
Resumidamente, as principais contribuic¸o˜es deste trabalho de mestrado sa˜o:
• Um conjunto de estudos explorato´rios que avaliam a efetividade das ferramentas Ran-
doop e Evosuite, quando validando refatoramento;
• Identificac¸a˜o de um conjunto de caracterı´sticas de co´digo que impactam negativamente
a efetividade das suites geradas pelo Randoop e Evosuite;
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• Um conjunto de modelos de predic¸a˜o da efetividade das ferramentas de gerac¸a˜o au-
toma´tica de testes, quanto a detecc¸a˜o de faltas de refatoramento;
• Uma ferramenta que auxilia desenvolvedores a decidir quando confiar em suı´tes gera-
das para validar o refatoramento.
1.5 Organizac¸a˜o
No capı´tulo seguinte, apresentamos a fundamentac¸a˜o teo´rica necessa´ria para o entendimento
do nosso trabalho (Capı´tulo 2). Em seguida, no Capı´tulo 3 descrevemos os estudos explo-
rato´rios, para investigar o uso das ferramentas Randoop e Evosuite no contexto de validac¸a˜o
de refatoramento. No Capı´tulo 4, apresentamos a um novo estudo explorato´rio, bem como
treˆs modelos para predic¸a˜o da efetividade das ferramentas de gerac¸a˜o automa´tica de testes,
no contexto de validac¸a˜o de refatoramento. No Capı´tulo 5.1, apresentamos a nossa ferra-
menta, REFANALYZER. No Capı´tulo 6, apresentamos os trabalhos relacionados e, por fim,
as concluso˜es no Capı´tulo 7.
Capı´tulo 2
Fundamentac¸a˜o Teo´rica
No presente capı´tulo, abordaremos conceitos que foram utilizados como base para realizac¸a˜o
deste trabalho de mestrado. Inicialmente apresentamos conceitos de testes de software, com
eˆnfase em teste de regressa˜o. Em seguida, conceituamos refatoramento, onde direcionamos
para o tipo extract method. Por fim, apresentamos as ferramentas de gerac¸a˜o automa´tica de
testes de unidade, Randoop e Evosuite.
2.1 Teste de Software
A atividade de teste de software e´ realizada com a intenc¸a˜o de encontrar a maior quantidade
possı´vel de faltas existentes em um dado programa. Quando esta atividade e´ realizada, valo-
res como maior confiabilidade e qualidade, sa˜o agregados ao software. De modo que, maior
confiabilidade refere-se a` identificac¸a˜o de faltas e sua remoc¸a˜o. Com isto, podemos definir
a atividade de teste de software, como sendo o processo de executar um programa, com o
objetivo de avaliar se ele funciona corretamente de acordo com a especificac¸a˜o [28].
Binder, esclarece treˆs conceitos ba´sicos de testes de software [10], tais como:
• Falta: consiste na auseˆncia de co´digo no programa ou na presenc¸a de co´digo erroneo
no mesmo. O que acaba por ocasionar uma falha,
• Falha: e´ o resultado de uma especificac¸a˜o errada ou a a falta de um requisito. Ou seja,
e´ um comportamento diferente do esperado pelo usua´rio,
• Erro: consiste na atividade humana que ocasiona uma falta no sistema.
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2.1.1 Testes na Metodologia A´gil
Na de´cada de 1990, va´rias metodologias comec¸aram a ter visibilidade pu´blica, cada uma
com diferentes combinac¸o˜es de fundamentos. Tais metodologias enfatizaram uma estreita
colaborac¸a˜o entre a equipe de desenvolvimento e os stakeholders, entregas frequentes de
valor comercial, pequenas equipes e auto-organizadas, bem como, maneiras inteligentes de
criar, confirmar e entregar o co´digo. O termo ”Agile” foi aplicado a esta colec¸a˜o de me-
todologias no inı´cio de 2001, quando 17 profissionais de desenvolvimento de software se
reuniram em Snowbird, Utah para discutir suas ide´ias compartilhadas e va´rias abordagens
para o desenvolvimento de software. Esta colec¸a˜o de valores e princı´pios foi expressa no
Manifesto para Desenvolvimento de Software A´gil e os doze princı´pios correspondentes 1.
Segundo a organizac¸a˜o Agile Alliance, as metodologias a´geis sa˜o subdividas ou classifi-
cadas em subgrupos ou a´reas de interesse. Tais como: Extreme Programming, Teams, Lean,
Scrum, Product Management, Devops, Design e Testing Fundamentals. O processo de teste
em um ambiente a´gil tambe´m pode se subdivididos em grupos independentes, tais como:
Role-Feature, Given-When-Then, BDD, ATDD, Acceptance tests, Mock Objects, TDD, Unit
Tests, Exploratory testing e Usability testing 2.
Com isso, o processo de teste a´gil, pode comec¸ar no inı´cio do projeto com integrac¸a˜o
contı´nua entre desenvolvimento e testes. Teste a´gil na˜o e´ sequencial (no sentido de que
e´ executado somente apo´s a fase de codificac¸a˜o), mas contı´nuo. A equipe Agile trabalha
como uma u´nica equipe em direc¸a˜o a um objetivo comum de alcanc¸ar qualidade. Testes
a´geis possuem prazos menores (de 1 a 4 semanas), tambe´m chamados de iterac¸o˜es. Esta
metodologia da´ uma melhor previsa˜o sobre os produtos via´veis em curto perı´odo de tempo
3.
2.1.2 Tipos de Teste
Testes de software podem ser executados em diferentes nı´veis durante o desenvolvimento do
sistema, o que comumente conhecemos por ”tipos de testes”. Segundo Rocha et al. [23], os
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• Teste de Unidade: tem por objetivo explorar a menor unidade do projeto, procu-
rando provocar falhas ocasionadas por defeitos de lo´gica e de implementac¸a˜o em cada
mo´dulo, separadamente. Nesse tipo de teste, o universo alvo sa˜o os me´todos dos obje-
tos ou mesmo pequenos trechos de co´digo.
• Teste de Integrac¸a˜o: visa provocar falhas associadas a`s interfaces entre os mo´dulos
quando esses sa˜o integrados para construir a estrutura do software que foi estabelecida
na fase de projeto.
• Teste de Sistema: avalia o software em busca de falhas por meio da utilizac¸a˜o do
mesmo, como se fosse um usua´rio final. Dessa maneira, os testes sa˜o executados nos
mesmos ambientes, com as mesmas condic¸o˜es e com os mesmos dados de entrada que
um usua´rio utilizaria no seu dia-a-dia de manipulac¸a˜o do software. Verificando se o
que foi implementado esta´ de acordo com o que os requisitos.
• Teste de Aceitac¸a˜o: sa˜o realizados geralmente por um restrito grupo de usua´rios finais
do sistema. Esses simulam operac¸o˜es de rotina do sistema de modo a verificar se seu
comportamento esta´ de acordo com o solicitado.
2.1.3 Teste de Regressa˜o
Segundo John Wiley et. Al [28], teste de regressa˜o e´ realizado apo´s uma melhoria funcional
ou de uma modificac¸a˜o no co´digo do programa. Seu objetivo e´ determinar se a mudanc¸a
realizada alterou outros aspectos do sistema. Comumente, e´ reexecutado um subconjunto
dos casos de teste da suı´te ou a suite completa. Realizar teste de regressa˜o e´ importante, pois
as alterac¸o˜es de co´digo e as correc¸o˜es de erros, tendem a ser muito mais propensas a erros do
que o co´digo original do programa. Complementarmente, a atividade de teste de regressa˜o
deve ser realizada entre duas verso˜es distintas e esta´veis do software. Proporciona confianc¸a
de que as edic¸o˜es rece´m-introduzidas na˜o interferem nos recursos existentes [41]. Pore´m,
como o software esta´ constatemente em alterac¸a˜o, muitos casos de testes sa˜o acrescidos a`
suites, o que acaba por dificultar a execuc¸a˜o de todo conjuto de testes. Como forma de
solucionar tal problema, Yoo e Harman [41] apontaram treˆs principais linhas. Tais como:
• Minimizac¸a˜o de Casos de Teste: Dete´m-se a diminuir o conjunto de casos de testes,
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removendo os testes de semaˆnticas redundantes, desnecessa´rios ou obsoletos.
• Selec¸a˜o de Casos de Teste: Seleciona um subconjunto de casos de testes que sera˜o
utilizados para testar uma alterac¸a˜o realizada no sistema. Em atividades de testes
de regressa˜o, a selec¸a˜o de casos de testes identifica os casos de testes que sa˜o mais
relevantes para testar as alterac¸o˜es realizadas entre a versa˜o modificada e a versa˜o
anterior do sistema em questa˜o. Diversas abordagens foram propostas para selecionar
casos de testes de regressa˜o. Os detalhes do processo de selec¸a˜o dos testes diferem de
acordo com a forma como uma te´cnica especı´fica define, procura e identifica alterac¸o˜es
no programa em teste.
• Priorizac¸a˜o de Casos de Teste: Determina uma ordem de execuc¸a˜o dos testes, a partir
da priorizac¸a˜o dos testes mais propensos a detectar faltas no programa. Elbaum et al.
[14], realizaram um estudo empı´rico para comparar algumas te´cnicas de priorizac¸a˜o
de casos de testes. Os resultados mostraram que todas as te´cnicas consideradas no
estudo melhoram a detecc¸a˜o de faltas da colec¸a˜o. As te´cnicas comparadas no estudo
incluem estrate´gias de cobertura de no´s ou de me´todos, indexac¸a˜o de faltas e diferenc¸as
sinta´ticas entre programas. Concluiram que a melhor te´cnica a` ser utilizada, varia
mediante ao que vai ser testado.
Com isso, temos que teste de regressa˜o e´ uma das principais atividades de teste rea-
lizadas durante o ciclo de desenvolvimento de um projeto de software, a fim de garantir
a manutenc¸a˜o da qualidade do sistema modificado [10]. Ale´m disso, permite aos desen-
volvedores efetuarem alterac¸o˜es no co´digo de forma segura, pois se caso alguma falta for
introduzidas durante a alterac¸a˜o, esta sera´ descoberta antes da entrega do software ao cliente.
De modo que ao reexecutar os testes, os desenvolvedores recebe um feedback podendo enta˜o
fazer as correc¸o˜es, como mostra a Figura 2.1
2.2 Refatoramento
Fowler, em seu livro Refactoring: Improving the Design of Existing Code [15], define refa-
toramento como sendo o processo de modificac¸a˜o de um sistema de software, de modo que
na˜o altere o comportamento externo do co´digo, melhorando sua estrutura interna. E´ uma
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Figura 2.1: Representac¸a˜o visual do procedimento aplicado no Teste de Regressa˜o. Fonte:
Autoria pro´pria.
maneira disciplinada de ”limpar”o co´digo, a fim de minimizar as chances de introduzir bugs.
Em especial, ao realizar um refatoramento, voceˆ esta´ melhorando o design do co´digo depois
de ter sido escrito [15].
Edic¸o˜es de refatoramento normalmente objetivam a melhoria de aspectos na˜o funcionais
do sistema (e.g., legibilidade), sem que alterac¸o˜es semaˆnticas sejam introduzidas. Fowler
lista em seu cata´logo um conjunto de 92 diferentes tipos de refatoramentos4. Estes variam
em propo´sito e granularidade. Por exemplo, o refatoramento do tipo extract method remove
um conjunto de statements de um me´todo que pode estar grande, ou pouco legı´vel, para um
novo me´todo definido adequadamente. Ja´ refatoramentos do tipo replace superclass with
fields envolvem elementos de maior granularidade (classes e superclasses).
Na pra´tica, e´ comum que estas edic¸o˜es sejam executadas manualmente, juntamente com
outras modificac¸o˜es, podendo aumentar ainda mais as chances de erros [27]. Martin Fowler
cataloga os tipos de refatoramentos, sendo alguns destes: Extract Method, Move Method,
Move Field, Extract Class, Encapsulate Field, Rename Method, Pull Up Method, Pull Up
Field, Push Down Method, Push Down Field, Extract Subclass e Extract Superclass[15].
Um dos refatoramentos mais comum e´ extract method. O conceito chave do extract method
definido por Fowler, consiste em: transformar um fragmento de co´digo em um me´todo cujo
nome explica o propo´sito do me´todo. Ou seja, quando o me´todo esta´ muito complexo ou
grande, o programador realiza um refatoramento do tipo extract method, a fim de deixar o
4http://refactoring.com/catalog/
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co´digo mais legı´vel, visualmente menos complexo e que possa ser mantido mais facilmente
[27].
Segundo Martin Fowler, para realizar um extract method deve-se seguir alguns passos
ba´sicos [15], sendo estes:
• Criar um novo me´todo e nomea´-lo mediante a func¸a˜o que tera´ apo´s a extrac¸a˜o;
• Copiar o co´digo que deve ser extraı´do e coloca´-lo no novo me´todo;
• Instanciar as varia´veis e paraˆmetros existentes no escopo para o co´digo extraı´do;
• Verificar se existe uma varia´vel tempora´ria sendo usada. Caso tenha, deve-se declara´-
la no me´todo extraı´do;
• Olhar se existe alguma alterac¸a˜o no escopo devido ao extract method;
• Fazer a chamada do me´todo extraı´do no co´digo original;
• Compilar e testar;
Note que um novo me´todo e´ criado e o fragmento de co´digo e´ colocado neste. Outro
ponto muito importante, refere-se ao nome dado ao novo me´todo, pois, impreterı´velmente,
deve-se remeter ao propo´sito do me´todo. No caso do exemplo fornecido por Fowler [15],
tem-se o me´todo original printOwing, cujas linhas 6-7 foram refatoradas para o me´todo
printDetails. Tal nome refere-se a func¸a˜o que o me´todo esta´ executando, neste caso, trata-se
de exibir os detalhes da divida, tais como: nome e o montante (Figura 2.2). Murphy Hill
et al. [27] realizou um estudo que identificou os tipos de refatoramento mais comumente
aplicados por desenvolvedores Java, sa˜o eles: extract method, rename method, move method
e pull up method.
2.3 Ferramenta de Gerac¸a˜o Automa´tica de Testes
2.3.1 Randoop
Randoop e´ uma ferramenta open-source para gerac¸a˜o automa´tica de suites de teste Java
seguindo o padra˜o do framework JUnit 5. O Randoop gera testes de unidade usando a gerac¸a˜o
5http://www.junit.org
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Co´digo Fonte 2.1: Me´todo de
exemplificac¸a˜o do extract method,
antes da aplicac¸a˜o
1 vo id p r i n t O w i n g ( dou b l e amount ) {
2 p r i n t B a n n e r ( ) ;
3
4 / / p r i n t d e t a i l s
5
6 System . o u t . p r i n t l n ( ” name : ” +
name ) ;
7 System . o u t . p r i n t l n ( ” amount : ”
+ amount ) ;
8 }
(a) Co´digo original do Extract Method.
Co´digo Fonte 2.2: Me´todo de
exemplificac¸a˜o do extract method,
apo´s a aplicac¸a˜o
1 vo id p r i n t O w i n g ( dou b l e amount ) {
2 p r i n t B a n n e r ( ) ;
3 p r i n t D e t a i l s ( amount ) ;
4 }
5
6 vo id p r i n t D e t a i l s ( dou b l e amount ) {
7 System . o u t . p r i n t l n ( ” name : ” +
name ) ;
8 System . o u t . p r i n t l n ( ” amount : ”
+ amount ) ;
9 }
(b) Co´digo apo´s o refatoramento.
Figura 2.2: Exemplo de extract method fornecido por Fowler em seu livro Refactoring.
de teste aleato´ria dirigida por feedback. Esta te´cnica, gera sequeˆncias de invocac¸o˜es de
me´todos/construtores para as classes em teste. O Randoop executa as sequeˆncias que cria,
usando os resultados da execuc¸a˜o para criar asserc¸o˜es que capturam o comportamento do
programa. As suites criadas pelo Randoop podem ser usadas para duas finalidades: encontrar
falhas no seu programa, e regressa˜o.
Os testes gerados pelo Randoop focam em pontos do co´digo que possam levar a violac¸o˜es
ba´sicas de contrato. Por exemplo, o teste o1.equals(o2) && o2.equals(o3) →
o1.equals(o3) verifica se a propriedade transitiva da igualdade de objetos e´ mantida.
Para cada classe a ser testada, o Randoop cria uma sequeˆncia de chamadas de me´todos e
construtores que, por sua vez, criam e alteram os estados dos objetos. Em seguida, todas as
sequeˆncias criadas sa˜o executadas e as saı´da da execuc¸a˜o sa˜o utilizadas para criar asserc¸o˜es
que capturam o comportamento do sistema.
Recentemente, as suites de teste Randoop teˆm sido empregadas no contexto da validac¸a˜o
de refatoramentos. Ferramentas como SafeRefactor [36; 38] e SafeRefactor Impact [26]
usam suites de teste geradas por Randoop para decidir se refatoramentos rece´m aplicados
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foram ou na˜o seguros.
No tocante dos dados de teste, Randoop faz uso de um pool de dados composto por
valores representativos dos tipos ba´sicos Java (e.g., int, char, boolean, String).
2.3.2 Evosuite
Evosuite e´ uma ferramenta de gerac¸a˜o automa´tica de suites de testes JUnit para projetos Java.
Dada uma determinada classe, o Evosuite cria sequeˆncias de chamadas que maximizam os
crite´rios de teste (e.g. cobertura de linhas e caminhos), enquanto que ao mesmo tempo geram
asserc¸o˜es para capturar os comportamentos [7]. O Evosuite, aplica uma abordagem hı´brida
que gera e otimiza todo o conjunto de testes para satisfazer tais crite´rio de cobertura. Para os
conjuntos de teste produzidos, o EvoSuite sugere possı´veis ora´culos ao adicionar pequenos
e efetivos conjuntos de asserc¸o˜es que resumem o comportamento atual. Essas asserc¸o˜es,
permitem detectar desvios do comportamento esperado e capturar o comportamento atual
para proteger contra defeitos futuros que quebram esse comportamento.6
Sendo assim, o Evosuite utiliza um algorı´tmo evolutivo visando otimizar seu conjunto
de casos de testes. Como populac¸a˜o, inicia-se com um conjuntos de testes de casos de
teste aleato´rios e, em seguida, iterativamente, aplica operadores de pesquisa como selec¸a˜o,
mutac¸a˜o ecrossover para evoluı´-los. A evoluc¸a˜o e´ guiada por uma func¸a˜o de aptida˜o baseada
em um crite´rio de cobertura. Uma vez terminada a pesquisa, o conjunto de testes com a maior
cobertura de co´digo e´ minimizado em relac¸a˜o ao crite´rio de cobertura e as afirmac¸o˜es de teste
de regressa˜o sa˜o adicionadas [18]. Evosuite enta˜o verifica para cada teste, se o mesmo esta´
sintaticamente va´lido, compilando-lo e executando devidademente [34].
2.4 Considerac¸o˜es Finais
No presente capı´tulo abordamos conceitos primordiais para nossa pesquisa, tais como: Teste
de software, que e´ uma atividade cuja intenc¸a˜o e´ encontrar a maior quantidade possı´vel de
faltas existentes em um dado sistema; esclarecemos os treˆs conceitos ba´sicos sobre testes de
software, que sa˜o: falta, falha e erro; e os principais tipos de Teste, tais como: Teste de Uni-
dade, Teste de Integrac¸a˜o, Teste de Sistema e Teste de Aceitac¸a˜o. Ale´m disso, conceituamos
6http://www.evosuite.org/evosuite/
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o Teste de Regressa˜o, onde o objetivo deste e´, ao rexecutar um subconjunto dos casos de
teste da suı´te, determinar se a mudanc¸a realizada alterou outros aspectos do sistema. Apo´s
isso, falamos sobre Refatoramento, que segundo Fowler e´ o processo de modificac¸a˜o de um
sistema de software, de modo que na˜o altere o comportamento externo do co´digo, melho-
rando sua estrutura interna. Por fim, apresentamos as ferramentas de gerac¸a˜o automa´tica de
testes de unidade, tais como: Randoop, que gera testes de unidade usando a gerac¸a˜o de teste
aleato´ri dirigida por feedback; e Evosuite, que cria sequeˆncias de chamadas que maximi-




Neste capı´tulo apresentaremos os estudos explorato´rios, realizados com o objetivo de in-
vestigar o uso das ferramentas Randoop e Evosuite na detecc¸a˜o de faltas de refatoramento,
bem como suas possiveis limitac¸o˜es. Ale´m disso, sera˜o apresentados seus respectivos os
resultados, discusso˜es e ameac¸as a` validade.
3.1 Primeiro Estudo Explorato´rio
Neste estudo, investigamos a efica´cia das ferramentas de gerac¸a˜o automa´tica de testes, Ran-
doop e Evosuite, quando lidando com dois tipos de faltas de refatoramento.
3.1.1 Objetivos e Questo˜es de Pesquisa
As frequentes edic¸o˜es de refatoramento objetivam reestruturar o co´digo com preservac¸a˜o
semaˆntica. A verificac¸a˜o se houve ou na˜o alterac¸a˜o de comportamento, na pra´tica, e´ reali-
zada combinando edic¸o˜es de refatoramento com a execuc¸a˜o de suites de teste de regressa˜o.
Entretanto, muitas das vezes, o projeto na˜o dispo˜e de uma suite de regressa˜o, ou a suite
existente na˜o e´ confia´vel. Nesse contexto, ferramentas de gerac¸a˜o automa´tica de casos de
teste podem ser usadas. Pore´m, ate´ onde conhecemos, na˜o existem na literatura estudos
empı´ricos que analisem a efica´cia e/ou limitac¸o˜es dessas ferramentas em gerar casos de teste
que detectem faltas de refatoramento.
Pensando nisso, desenvolvemos um estudo empı´rico, com o intuito de visualizar os
16
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possı´veis benefı´cios e limitac¸o˜es das ferramentas de gerac¸a˜o de casos de teste, quando
lidando com faltas de refatoramento. Neste estudo, focamos em duas das ferramentas
de gerac¸a˜o mais usadas na pra´tica, Randoop (versa˜o 3.0.1)1 e Evosuite (versa˜o 1.0.3)
2. Tais ferramentas foram escolhidas dado ao fato que suites de teste geradas por estas,
teˆm sido usadas para validar mudanc¸as de co´digo em diversos trabalhos [36; 38; 26; 17;
33].
A fim de guiar nosso estudo, duas questo˜es de pesquisa foram definidas:
Q1: Um desenvolvedor pode confiar nas suites de regressa˜o geradas para detectar faltas de
refatoramento?
Q2: Quais fatores limitam a eficieˆncia das ferramentas de gerac¸a˜o?
3.1.2 Objetos e Configurac¸a˜o
Para este experimento, foram selecionados treˆs sistemas open-source Java, nos quais consi-
deramos representativos para o mundo real. Estes sa˜o os objetos experimentais escolhidos
para o nosso estudo:
• HealthCard (≈ 2KLOC)3, aplicac¸a˜o que gerencia consultas me´dicas em smart cards;
• JAccounting (≈ 7KLOC)4, sistema de contabilidade e Web Spider Engine; e
• Jmock (≈ 5KLOC)5, biblioteca popular que auxilia a criac¸a˜o de testes de unidade
usando objetos mock.
E´ va´lido ressaltar que tanto o HealthCard, quanto JAccounting, foram utilizados como
objetos em outras pesquisas cientı´ficas [32; 24]. Quanto ao Jmock, trata-se de um projeto
consideravelmente esta´vel, ale´m de ser uma biblioteca bastante utilizada. Outra ressalva, e´
que dentre os objetos escolhidos, apenas o JMock possui uma suite regressa˜o, cujos testes
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experimento, optamos por gerar, utilizando as ferramentas Randoop e Evosuite, cinco suites
regressa˜o para cada objeto experimental, totalizando trinta. Estas suites refletem o compor-
tamento de uma versa˜o esta´vel de cada sistema. As trinta suites foram geradas seguindo a
mesma configurac¸a˜o de tempo (150 segundos) e 500 como nu´mero ma´ximo de testes por
arquivo. Uma ressalva sobre a escolha do tempo escolhido, este paraˆmetro de entrada de
150 segundos, na˜o correspondeu ao real tempo gasto. Pois na pra´tica, especialmente para a
ferramenta Evosuite, apo´s o processo de gerac¸a˜o dos testes, existe processo de minimizac¸a˜o
da suite gerada que, em me´dia, gastou de duas a treˆs horas.
Todas as gerac¸o˜es foram realizadas em um computador Desktop com processador
de 3.10GHz, memo´ria RAM de 8 GB, sistema operacional Windows 10. Usando as
configurac¸o˜es mencionadas anteriormente, optamos por utilizar a me´dia das taxas de co-
bertura das replicac¸o˜es para cada ferramenta, devido a similaridade entre estas taxas. Na˜o
houve nenhum caso em que o valor da cobertura, foi consideravelmente diferente. Com
isso, presumimos a partir dessa similaridade, que as suites cobriram os mesmos elementos
de co´digo. E, descartamos uma ana´lise mais detalhada, para validar tal afirmac¸a˜o. As re-
feridas me´dias esta˜o dispostas nas Tabelas 3.1 e Tabela 3.2, respectivamente. A ana´lise de
cobertura foi realizada usando a ferramenta EclEmma 6. As verso˜es usadas como unidades
experimentais, bem como as suites de teste geradas esta˜o disponı´veis no nosso site7.
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Como nosso objetivo de investigac¸a˜o, nesse primeiro experimento, e´ analisar de forma con-
trolada o comportamento das ferramentas Randoop e Evosuite quando lidando com fal-
tas de refatoramento, decidimos focar nosso experimento em dois tipos de faltas, Troca
Condic¸a˜o por Valor Fixo e Troca Operador da Condic¸a˜o. Estes tipos de faltas, no con-
texto do nosso estudo, esta˜o associados a refatoramento do tipo extract method. Esco-
lhemos esses dois tipos de faltas, pois emulam situac¸o˜es onde um desenvolvedor realiza
a extrac¸a˜o da condic¸a˜o de um comando ”IF” para um novo me´todo e, por descuido,
acaba modificando a semaˆntica da condic¸a˜o no me´todo de destino. Ou seja, ao realizar
um extract method, o desenvolvedor altera a semaˆntica do sistema. Variac¸o˜es dessas fal-
tas sa˜o bastante comuns na pra´tica, visto que a mecaˆnica estabelecida por Fowler para
o extract method [15] combina diversas mini-modificac¸o˜es. Dentre essas modificac¸o˜es,
Fowler recomenda que o desenvolvedor crie primeiro a estrutura ba´sica do novo me´todo
(co´digo estritamente necessa´rio para que na˜o haja erros de compilac¸a˜o) e somente depois
atualize o corpo desse me´todo com o co´digo extraı´do. Devido a circunstaˆncias variadas
(e.g, restric¸o˜es de tempo), desenvolvedores podem acabar esquecendo de atualizar o novo
me´todo, introduzindo assim um falta. Vale salientar que faltas semelhantes teˆm sido usadas
em outros estudos empı´ricos que lidam com problemas relacionados a refatoramentos [4;
2]. Alves et al. trataram com o mesmo procedimento de inserc¸a˜o de faltas, pore´m diferindo
do tipo de refatoramento utilizado, neste caso o move method.
A fim de ilustrar a falta Troca Condic¸a˜o por Valor Fixo, suponha o co´digo extraı´do
do sistema HealthCard (Figura 3.1). Para injetarmos tal falta, a condic¸a˜o do ”IF” (li-
nha 2) e´ extraı´da para o me´todo verifyNullObjects. Pore´m, no novo me´todo,
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ao inve´s da reproduc¸a˜o da condic¸a˜o original (o1 == null || o2 == null), en-
contramos o retorno direto do valor false (falta). Assim, apesar de na˜o incluir ne-
nhum erro de compilac¸a˜o, a modificac¸a˜o faz com que o corpo do comando ”IF” em
verifyNullObjects nunca seja executado, o que e´ uma clara alterac¸a˜o do compor-
tamento original do me´todo.
Co´digo Fonte 3.1: Me´todo de
exemplificac¸a˜o da falta do tipo Troca
condic¸a˜o por Valor Fixo, antes da
aplicac¸a˜o
1 b o o l e a n a r e E q u a l ( O b j e c t o1 ,
O b j e c t o2 ) {
2 i f ( o1 == n u l l | | o2 == n u l l ) {
3 r e t u r n o1 == n u l l && o2 == n u l l
;
4 } e l s e i f ( i s A r r a y ( o1 ) ) {
5 r e t u r n i s A r r a y ( o2 ) &&
a r e A r r a y s E q u a l ( o1 , o2 ) ;
6 } e l s e {
7 r e t u r n o1 . e q u a l s ( o2 ) ;
8 }}
(a) Co´digo original.
Co´digo Fonte 3.2: Me´todo de
exemplificac¸a˜o da falta do tipo Troca
condic¸a˜o por Valor Fixo, apo´s da
aplicac¸a˜o
1 b o o l e a n a r e E q u a l ( O b j e c t o1 ,
O b j e c t o2 ) {
2 i f ( v e r i f y N u l l O b j e c t s ( o1 , o2 ) ) {
3 r e t u r n o1 == n u l l && o2 == n u l l
;
4 } e l s e i f ( i s A r r a y ( o1 ) ) {
5 r e t u r n i s A r r a y ( o2 ) &&
a r e A r r a y s E q u a l ( o1 , o2 ) ;
6 } e l s e {
7 r e t u r n o1 . e q u a l s ( o2 ) ;
8 }}
9 b o o l e a n v e r i f y N u l l O b j e c t s ( O b j e c t
o1 , O b j e c t o2 ) {
10 r e t u r n f a l s e ;}
(b)Co´digo com falta injetada.
Figura 3.1: Exemplo de falta do primeiro tipo Troca Condic¸a˜o por Valor Fixo injetada
quando realizando um extract method.
Para ilustrar a falta Troca Operador da Condic¸a˜o, temos o co´digo tambe´m extraı´do
do sistema HealthCard (Figura 3.2). Para injetarmos a falta, a condic¸a˜o do ”IF” (li-
nha 4) e´ extraı´da para o me´todo checkNullity. Pore´m, no novo me´todo, ao inve´s
da reproduc¸a˜o da condic¸a˜o original (array[i] != null), encontramos a inversa˜o do
operador da condic¸a˜o array[i] == null (falta). Assim, apesar de na˜o incluir ne-
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nhum erro de compilac¸a˜o, a modificac¸a˜o faz com que o corpo do comando ”IF” em
countNotNullObjects seja executado com uma semaˆntica totalmente diferente, a me-
dida que a condic¸a˜o deveria verificar se os objetos do Array na˜o sa˜o Null, ele verifica os
que sa˜o null. O que e´ uma clara alterac¸a˜o do comportamento original do me´todo.
Co´digo Fonte 3.3: Me´todo de
exemplificac¸a˜o da falta do tipo Troca
Operador da Condic¸a˜o, antes da
aplicac¸a˜o
1 p u b l i c s h o r t c o u n t N o t N u l l O b j e c t s (
O b j e c t [ ] a r r a y ) {
2 s h o r t c o u n t = ( s h o r t ) 0 ;
3 f o r ( s h o r t i = ( s h o r t ) 0 ; i < (
s h o r t ) a r r a y . l e n g t h ; i ++){
4 i f ( a r r a y [ i ] != n u l l ) {
5 c o u n t += 1 ;}
6 } r e t u r n c o u n t ;
7 }
(a) Co´digo original.
Co´digo Fonte 3.4: Me´todo de
exemplificac¸a˜o da falta do tipo Troca
Operador da Condic¸a˜o, apo´s a aplicac¸a˜o
1 p u b l i c s h o r t c o u n t N o t N u l l O b j e c t s (
O b j e c t [ ] a r r a y ) {
2 s h o r t c o u n t = ( s h o r t ) 0 ;
3 f o r ( s h o r t i = ( s h o r t ) 0 ; i < (
s h o r t ) a r r a y . l e n g t h ; i ++){
4 i f ( c h e c k N u l l i t y ( a r r a y , i ) ) {
5 c o u n t += 1 ;}
6 } r e t u r n c o u n t ;
7 }
8 p r i v a t e b o o l e a n c h e c k N u l l i t y (
O b j e c t [ ] a r r a y , s h o r t i ) {
9 r e t u r n a r r a y [ i ] == n u l l ;}
(b)Co´digo com falta injetada.
Figura 3.2: Exemplo do falta Troca Operador da Condic¸a˜o injetada quando realizado um
extract method.
3.1.4 Procedimento de Inserc¸a˜o das Faltas
Dadas as unidades experimentais e os tipos de faltas injetadas, nosso estudo foi executado de
acordo com o seguinte procedimento: para cada sistema, 40 verso˜es faltosas foram criadas.
Dentre estas, 20 sa˜o referentes a falta do tipo Troca Condic¸a˜o por Valor Fixo e 20 do tipo
Troca Operador da Condic¸a˜o, totalizando 120 faltas injetadas no experimento. E´ va´lido
ressaltar que, cada falta foi inserida manualmente e, cada versa˜o do co´digo inclui uma u´nica
falta por vez, podendo ser tanto do tipo Troca Condic¸a˜o por Valor Fixo quanto do tipo Troca
Operador da Condic¸a˜o em ambos os casos, sempre associada a uma edic¸a˜o de refatoramento
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do tipo extract method. As faltas do primeiro tipo foram injetadas seguindo o procedimento
descrito na Tabela 3.1.4. Enquanto as faltas do tipo Troca Operador da Condic¸a˜o foram
injetadas seguindo o procedimento descrito na Tabela 3.1.4. Ale´m disso, todas as faltas
foram inseridas em me´todos pu´blicos e, na˜o pu´blicos passı´veis de detecc¸a˜o. Ou seja, que sa˜o
chamados diretamente ou indiretamente por me´todos de visibilidade pu´blica. Dessa forma,
asseguramos que as faltas sa˜o alcanc¸a´veis pelas ferramentas.
Procedimento da falta Troca Condic¸a˜o por Valor Fixo.
Sendo S o conjunto de me´todos de um determinado sis-
tema:
1. Selecionar randomicamente um me´todo m de S.
Em seu corpo deve existir um comando IF com uma
condic¸a˜o qualquer c;
2. Extrair c para um novo me´todo. Este novo me´todo vai
possuir um nome a ser selecionado de um pool de nomes
pre´-estabelecido;
3. Se a extrac¸a˜o realizada em 2 gerar algum erro de
compilac¸a˜o, reverter a extrac¸a˜o e voltar para o passo 1;
4. Inserir a falta alterando a condic¸a˜o c no novo me´todo
para o valor FALSE;
5. Remover m de S.
No total, nosso estudo lida com 120 verso˜es faltosas. Sendo 60 do tipo Troca Condic¸a˜o
por Valor Fixo e 60 Troca Operador da Condic¸a˜o (20 faltas para cada um dos 3 sistemas).
Para cada versa˜o faltosa, 5 replicac¸o˜es da ferramenta Randoop e 5 da Evosuite, foram exe-
cutadas e me´tricas relacionadas a detecc¸a˜o foram coletadas, bem como aspectos subjetivos
foram analisados. Ale´m disso, para os casos onde as replicac¸o˜es na˜o detectaram alguma falta
injetada, as validamos manualmente criando casos de testes que as detectavam. Ou seja, cri-
amos manualmente casos de testes para estes. Ao executar o processo de inserc¸a˜o das faltas,
no´s coletamos, em cada execuc¸a˜o, o nu´mero de casos de teste que falham e/ou apresentaram
erro.
Para o nosso contexto de detecc¸a˜o de faltas de refatoramento, na˜o separamos falhas de
erro. Ao analisarmos os casos onde foram lanc¸ados apenas erro, vimos que, quando um
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Procedimento da falta Troca Operador da Condic¸a˜o.
Sendo S o conjunto de me´todos de um determinado sis-
tema:
1. Selecionar randomicamente um me´todo m de S.
Em seu corpo deve existir um comando IF com uma
condic¸a˜o qualquer c;
2. Extrair c para um novo me´todo. Este novo me´todo vai
possuir um nome a ser selecionado de um pool de nomes
pre´-estabelecido;
3. Se a extrac¸a˜o realizada em 2 gerar algum erro de
compilac¸a˜o, reverter a extrac¸a˜o e voltar para o passo 1;
4. Inserir a falta alterando o operador da condic¸a˜o de:
”==”para ”!=”, ”!=”para ”==”, ”para ”, ”para ”,
=”para =”ou =”para =”. Caso a condic¸a˜o extraı´da
tenha mais de um operador, todos sa˜o alterados;
5. Remover m de S.
caso de teste apresenta um erro, o mesmo esta´ diretamente ou indiretamente relacionado
com a falta inserida no co´digo. Diante disso, no´s tratamos detecc¸a˜o, apenas quando um caso
de teste falha ou gera um erro. Enquanto na˜o-detecc¸a˜o, no´s entendemos como sendo uma
suite de testes que na˜o apresentou nenhum dos dois, ou seja, a suite continuou com todos os
casos de testes passando. Ale´m disso, consideramos que uma falta foi detectada quando pelo
menos um caso de teste, dentre as cinco suites geradas pela ferramenta em questa˜o, falhar.
A Figura 3.3 sumariza a configurac¸a˜o do nosso estudo para um dado objeto experimental
(sistema).
3.1.5 Resultados e Discussa˜o do Primeiro Experimento
A Figura 3.4 apresenta uma visa˜o geral da taxa de detecc¸a˜o das faltas injetadas no contexto
do nosso estudo explorato´rio. Das 120 faltas injetadas, 68,3% foram detectadas pelas suites
geradas por ambas ferramentas. A fim de melhor organizar a ana´lise e discussa˜o dos resul-
tados do estudo, decidimos por dividi-los em dois grupos: i) quando as suites conseguiram
detectar as faltas injetadas e ii) quando na˜o houve detecc¸a˜o.
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Figura 3.3: Representac¸a˜o visual do procedimento aplicado no estudo empı´rico para cada
um dos sistemas. Fonte: Autoria pro´pria.
3.1.6 Quando houve detecc¸a˜o
As sec¸o˜es seguintes apresentam resultados de quando houveram detecc¸o˜es por ferramenta,
por falta e quando houve detecc¸a˜o simutaˆnea para ambas ferramentas.
Detecc¸a˜o por Ferramenta
No contexto do nosso estudo, definimos que uma falta e´ detectada quando a suite JUnit
gerada pela ferramenta apresenta casos de teste que falham ou geram erros.
Fazendo um levantamento geral (Figura 3.5) das detecc¸o˜es por ferramentas, Randoop
ou Evosuite, temos, respectivamente, 50,8% e 64,2%, de faltas detectadas. Fazendo uma
separac¸a˜o por tipo de falta, temos que do tipo Troca Condic¸a˜o por Valor Fixo das 120 faltas,
as suites Randoop detectaram 6 do JAccounting, 11 do JMock e 15 do HealthCard. Enquanto
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Figura 3.4: Proporc¸a˜o de faltas detectadas. Fonte: Autoria pro´pria.
para Evosuite foram 8 do JAccounting, 11 do JMock e 19 do HealthCard. No casos da falta
do tipo Troca Operador da Condic¸a˜o, as suites Randoop detectaram 5 do JAccounting, 8
do JMock e 16 do HealthCard. Enquanto as Evosuite detectaram 7 do JAccounting, 13 do
JMock e 19 do HealthCard. Com isso, podemos afimar que, independente do tipo de falta,
ambas ferramentas na˜o obtiveram desempenho safisfato´rio, visto que em todo o experimento
estas detectaram menos de 65% da quantidade total de faltas injetadas.
Figura 3.5: Proporc¸a˜o de faltas detectadas pelas ferramantas Randoop e Evosuite, respecti-
vamente. Fonte: Autoria pro´pria.
Outra observac¸a˜o a ser feita e´ quanto a` diferenc¸a nas taxas de detecc¸a˜o para as ferra-
mentas. Ambas utilizam mecanismos aleato´rios para gerac¸a˜o de casos de teste. Pore´m, a
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primeira realiza testes caixa preta e a segunda caixa branca. O algoritmo de gerac¸a˜o do
Randoop portanto, e´ limitado a itens pu´blicos e, ao tentar construir paraˆmetros que na˜o cor-
respondem ao conjunto predito, a ferramenta na˜o consegue gerar um caso de teste, aborta, e
passa para o pro´ximo me´todo. Isto foi um ponto que influenciou fortemente na sua taxa de
detecc¸a˜o. Quando observamos o Evosuite, a taxa foi um pouco melhor, apesar das limitac¸o˜es
encontradas para o Randoop serem comuns ao Evosuite. Isso foi possivel pois o algoritmo de
gerac¸a˜o do Evosuite cria suites de testes simplificadas, mas que cobrem a maior quantidade
de co´digo possivel.
Ale´m disso, pudemos notar que as maiores taxas de detecc¸o˜es alcanc¸adas esta˜o rela-
cionadas com o sistema cujas replicac¸o˜es obtiveram, em me´dia, as maiores coberturas de
caminhos em ambas ferramentas, no caso do Randoop (HealthCard - 78,00%) e para o Evo-
suite (HealthCard - 91,78%). Pore´m, mesmo para o HealthCard, houveram faltas de ambos
os tipos que na˜o foram detectadas. Mais precisamente, para a falta Troca Condic¸a˜o por Va-
lor Fixo, a me´dia de detecc¸a˜o para o HealthCard foi de (85%) e para Troca Operador da
Condic¸a˜o foi (87,5%). Isso mostra que alguns casos passaram despercebidos de detecc¸a˜o,
acarretando na permanencia de bugs na versa˜o do sistema.
Detecc¸a˜o por Tipo de falta
Sabendo-se que 20 faltas, para cada tipo, foram injetadas em cada unidade experimental,
temos para a falta do tipo Troca Condic¸a˜o por Valor Fixo, o nu´mero de faltas que foram
detectadas, sendo: 9 do JAccounting, 15 do JMock e 19 do HealthCard. No caso da falta do
tipo Troca Operador da Condic¸a˜o, temos repectivamente: 7 do JAccounting, 13 do JMock e
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19 do HealthCard. Isso nos da´, respectivamente, uma taxa de 71,7% e 65,0% como mostra a
Figura 3.6. Diante disso, aplicamos o teste de proporc¸a˜o, com 95% de confianc¸a (Tabela 3.3).
A partir desse testes, e´ possı´vel afirmar que o tipo da falta na˜o gera diferenc¸as estatı´sticas
para os resultados das ferramentas. Apesar disso, numericamente, as ferramentas detectaram
mais faltas do tipo Troca Condic¸a˜o por Valor Fixo, como mostra a tabela de detecc¸a˜o por
tipo de falta 3.4.













Uma ana´lise interessante a ser feita, considera a taxa de casos de teste que falham para
cada tipo de falta injetada, Troca Condic¸a˜o por Valor Fixo e Troca Operador da Condic¸a˜o,
respectivamente. Considerando que foram detectadas para cada tipo, respectivamente, 43 e
39, e sabendo que apenas uma falta foi injetada por vez, em me´dia, 71,7% e 65,0% dessas fal-
tas foram detectadas. Existindo casos onde 570 (2,49%) dos casos de teste falharam devido
a uma u´nica falta. Esse elevado nu´mero de falhas deve-se ao fato do Randoop criar casos
de testes muito semelhantes entre si. Em contrapartida, apesar do nu´mero de casos de testes
gerados pelo Evosuite ser consideravelmente menor, quando comparado com a ferramenta
anterior, houveram casos onde, para a mesma falta 5 casos (1,16%) de uma suite falharam.
Por isso, a tendeˆncia e´ que, quando uma falta e´ detectada, esta, na maioria das vezes, leva
diversos casos de teste a falharem.
Em alguns contextos, o elevado nu´mero de falhas pode ser visto como algo positivo, por
reafirmar a presenc¸a de uma falta no co´digo, aumentando a confianc¸a que os testes sa˜o de
fato va´lidos. Por outro lado, pensando no uso das suites como validadores de mudanc¸as de
refatoramento, uma grande quantidade de casos de teste que falham pode dificultar a ana´lise
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e localizac¸a˜o da falta. Principalmente no contexto a´gil, onde refatoramentos sa˜o frequentes
mas recursos para ana´lise e depurac¸a˜o dos testes sa˜o limitados, analisar um grande nu´mero de
casos de teste que falharam para tentar entender e localizar uma falta pode ser algo custoso,
tedioso e/ou na˜o via´vel na pra´tica.
Figura 3.6: Proporc¸a˜o detecc¸a˜o por tipo de falta. Fonte: Autoria pro´pria.
3.1.7 Quando na˜o houve detecc¸a˜o
Dentre as 120 faltas injetadas, 31,7% na˜o foram detectadas (Figura 3.4). Nu´mero este refe-
rente as suites do Randoop e Evosuite. No tocante a na˜o detecc¸a˜o, podemos observar que
para o primeiro tipo de falta, o JAccounting teve das 20 faltas injetadas 11 (55%) que na˜o
detectaram, para o Jmock esse nu´mero tambe´m foi significativamente alto, sendo 5 (25%)
e no caso do Healthcard 1 (5%). Para o segundo tipo de falta, o JAccounting obteve das
20 faltas injetadas 13 (65%) que na˜o detectaram, para o Jmock esse nu´mero tambe´m foi
significativamente alto, sendo 7 (35%) e no caso do Healthcard 1 (5%).
A fim de garantir que as faltas na˜o detectadas pelas suites Randoop e Evosuite sa˜o de
fato passı´veis de detecc¸a˜o, foram criados manualmente casos de teste que detectaram as
faltas que na˜o foram detectadas em nenhuma replicac¸a˜o. Como exemplo, temos o me´todo
areArrayElementsEqual do sistema JMock, cuja visibilidade e´ na˜o pu´blica e possui como
paraˆmetros de entrada e como retorno, paraˆmetros de tipos primitivos. A falta inserida foi a
Troca Condic¸a˜o por Valor Fixo e nenhuma das suites geradas pelas ferramentas Randoop e
Evosuite, conseguiram detectar a referida falta. A Figura 3.7 mostra um caso de teste escrito
manualmente, que detecta a falta injetada. Note que o caso de teste refere-se ao me´todo eval,
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em que este possui visibilidade pu´blica e consegue acessar indiretamente areArrayElement-
sEqual, cuja falta foi inserida.
Co´digo Fonte 3.5: Caso de teste criado manualmente que detecta a falta inserida
1 p u b l i c vo id t e s t C o m p a r e s T h e E l e m e n t s O f A n A r r a y O f P r i m i t i v e T y p e s ( ) {
2 i n t [ ] i 1 = new i n t [ ] { 1 , 2} ;
3 i n t [ ] i 2 = new i n t [ ] { 1 , 2} ;
4 i n t [ ] i 3 = new i n t [ ] { 3 , 4} ;
5 i n t [ ] i 4 = new i n t [ ] { 1 , 2 , 3 , 4} ;
6
7 C o n s t r a i n t c = new I s E q u a l ( i 1 ) ;
8 a s s e r t T r u e ( ” Should e q u a l i t s e l f ” , c . e v a l ( i 1 ) ) ;
9 a s s e r t T r u e ( ” Should e q u a l a s i m i l a r a r r a y ” , c . e v a l ( i 2 ) ) ;
10 a s s e r t T r u e ( ” Should n o t e q u a l a d i f f e r e n t a r r a y ” , ! c . e v a l ( i 3 ) ) ;
11 a s s e r t T r u e ( ” Should n o t e q u a l a d i f f e r e n t s i z e d a r r a y ” , ! c . e v a l ( i 4
) ) ;}
Figura 3.7: Teste manual que identificou a falta inserida no refatoramento.
Devido ao grande nu´mero de faltas na˜o detectadas, podemos responder Q1 e afirmar que
as suites na˜o sa˜o efetivas para detectar faltas de refatoramento e os desenvolvedores con-
fiassem unicamente nas suites geradas automaticamente. Pois, das 60 faltas do tipo Troca
Condic¸a˜o por Valor Fixo 17 passaram sem detecc¸a˜o e para as 60 faltas do tipo Troca Ope-
rador da Condic¸a˜o 21 passam sem detecc¸a˜o, sumarizando podemos dizer que (≈ 1/3) das
faltas na˜o foram descobertas.
Uma justificativa direta para a ineficieˆncia das suites do JAccouting e JMock sa˜o as baixas
taxas de cobertura para ambas ferramentas utilizadas. A abordagem usada pelas ferramentas
desconsideram a gerac¸a˜o de testes para me´todos na˜o pu´blicos e/ou que recebem objetos com-
plexos como paraˆmetro, o que levou a uma baixa taxa de cobertura geral. Em uma ana´lise
ra´pida, visualizamos tal problema´tica no tocante a me´todos na˜o pu´blicos. Para cada um dos
sistemas, escolhemos aleatoriamente 10 classes e contamos quantos me´todos sa˜o pu´blicos e
na˜o pu´blicos. Os resultados dessa ana´lise mostraram que 100% dos me´todos analisados fo-
ram pu´blicos para o HealthCard, enquanto essa taxa cai para 87% para o JAccounting e 61%
para o JMock. Tais resultados sa˜o condizentes com as taxas de cobertura atingidas pela Ran-
doop (quanto mais me´todos pu´blicos maior a cobertura das suites geradas), e inversamente
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proporcionais as taxas de faltas na˜o detectadas (quanto mais me´todos na˜o pu´blicos menor
a taxa de faltas detectadas). Tal limitac¸a˜o pode ser crucial na pra´tica, visto que muitos dos
refatoramentos, visando melhorar a legibilidade e facilitar futuras manutenc¸o˜es do co´digo,
introduzem elementos (e.g., me´todos) de visibilidade na˜o pu´blica (e.g., refatoramento do tipo
hide method). Faltas de refatoramento podem estar relacionados a tais elementos e, como
estes na˜o sa˜o considerados durante a gerac¸a˜o das ferramentas, essas faltas tendem a passar
desapercebidas ou na˜o conseguem ser reproduzidas.
Com relac¸a˜o aos me´todos que recebem como argumento de entrada e saı´da objetos com-
plexos (entenda como objetos complexos aqueles que na˜o sa˜o de tipos primitivos), ambas as
ferramentas tentam criar ou reproduzir um objeto va´lido, na˜o obtendo eˆxito, o procedimento
e´ abortado e um outro me´todo e´ escolhido para a gerac¸a˜o. A Figura 3.8 exemplifica o me´todo
reportIncompatibleCheckedException, retirado do sistema JMock, que na˜o foi testado pelas
suites geradas, por receber um objeto complexo como paraˆmetro. Ambas as ferramentas na˜o
conseguiram criar e/ou configurar o paraˆmetro de entrada do tipo Class[] e o de retorno do
tipo void para usar nos casos de teste, deixando esse me´todo fora da gerac¸a˜o. E´ va´lido ressal-
tar que o referido me´todo e´ chamado indiretamente por um me´todos de visibilidade pu´blica e
a falta inserida neste, foi a Troca Operador da Condic¸a˜o. A Figura 3.9 trata-se de uma caso
de teste retirado da suite de regressa˜o fornecida pelo projeto do JMock, onde o referido testes
detectou a falta inserida no me´todo reportIncompatibleCheckedException (Figura 3.8).
Co´digo Fonte 3.6: Me´todo que na˜o foi coberto pelas ferramentas de gerac¸a˜o de teste, Ran-
doop e Evosuite
1 p r i v a t e vo id r e p o r t I n c o m p a t i b l e C h e c k e d E x c e p t i o n ( C l a s s [ ] a l l owedTypes ) {
2 S t r i n g B u f f e r message = new S t r i n g B u f f e r ( ) ;
3 . . .
4 i f ( a l l owedTypes . l e n g t h == 0) { . . . }
5 . . .
6 f a i l ( message . t o S t r i n g ( ) ) ;}
Figura 3.8: Me´todo negligenciado pela gerac¸a˜o das ferramentas.
Dessa forma, podemos responder Q2 e afirmar que as suites geradas pelas ferramentas
Randoop e Evosuite sa˜o bastante limitadas pela quantidade de me´todos na˜o pu´blicos e pela
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Co´digo Fonte 3.7: Caso de testes manual, que detectou a falta inserida.
1 p u b l i c vo id
t e s t T h r o w s A s s e r t i o n F a i l e d E r r o r I f T r i e s T o T h r o w I n c o m p a t i b l e C h e c k e d E x c e p t i o n
( ) t h r ow s Throwable {
2 C l a s s [ ] e x p e c t e d E x c e p t i o n T y p e s = {Expec t edExcep t i onType1 . c l a s s ,
Expec t edExcep t i onType2 . c l a s s } ;
3 I n v o c a t i o n i n c o m p a t i b l e I n v o c a t i o n = new I n v o c a t i o n ( ”INVOKED−OBJECT” ,
me thodFac to ry . newMethod ( ” methodName ” , MethodFac to ry .NO ARGUMENTS,
vo id . c l a s s , e x p e c t e d E x c e p t i o n T y p e s ) , n u l l ) ;
4 t r y {
5 th rowStub . i nv ok e ( i n c o m p a t i b l e I n v o c a t i o n ) ;
6 } c a t c h ( A s s e r t i o n F a i l e d E r r o r ex ) {
7 S t r i n g message = ex . ge tMessage ( ) ;
8 f o r ( i n t i = 0 ; i < e x p e c t e d E x c e p t i o n T y p e s . l e n g t h ; i ++) {
9 AssertMo . a s s e r t I n c l u d e s ( ” s h o u l d i n c l u d e name of e x p e c t e d e x c e p t i o n
t y p e s ” , e x p e c t e d E x c e p t i o n T y p e s [ i ] . getName ( ) , message ) ;}
10 AssertMo . a s s e r t I n c l u d e s ( ” s h o u l d i n c l u d e name of thrown e x c e p t i o n t y p e ” ,
THROWABLE. g e t C l a s s ( ) . getName ( ) , message ) ;
11 r e t u r n ;}
12 f a i l ( ” s h o u l d have f a i l e d ” ) ;}
Figura 3.9: Caso de teste que detectou a falta inserida no me´todo reportIncompatibleChec-
kedException.
complexidade dos paraˆmetros recebidos e retornados dos me´todos. Tais limitac¸o˜es impactam
diretamente no poder de detecc¸a˜o dessas suites, pois estes elementos de co´digo (me´todos
na˜o pu´blicos e objetos complexos) sa˜o elementos ba´sicos de qualquer sistema orientado a
objetos.
Mais uma vez, vale destacar que faltas injetadas em me´todos na˜o pu´blicos podem ser
detectadas indiretamente se me´todos pu´blicos as chamam e sa˜o usadas durante a gerac¸a˜o.
Pore´m, nossos resultados mostram que tal situac¸a˜o e´ rara. Por exemplo, para as 60 faltas
injetadas do tipo Troca Condic¸a˜o por Valor Fixo foram 11 em me´todos na˜o-pu´blicos. Apenas
uma dessas faltas foi detectada.
Em alguns pouco casos, apesar da falta ter sido injetada em me´todos na˜o pu´blicos, houve
detecc¸a˜o para ambos os tipo de faltas. Ao analisarmos esses casos separadamente, percebe-
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mos que tais detecc¸o˜es ocorreram pelo fato de que os me´todos onde as faltas foram injetadas
sa˜o invocados por outros me´todos pu´blicos (public) e esses sim fizeram parte das sequeˆncias
de chamadas dos casos de teste gerados. Assim, para esses casos, a detecc¸a˜o ocorreu de
forma indireta. Tal fato pode dificultar ainda mais o uso desses casos de teste para compre-
ensa˜o e localizac¸a˜o de faltas, visto que a tarefa de rastrear uma falta torna-se mais simples
quando os me´todos sa˜o invocados diretamente nos casos de teste [2].
3.1.8 Ana´lise Combinada
Dentro do contexto de faltas detectadas, houveram casos onde ambas ferramentas consegui-
ram detectar as mesmas faltas. Para a falta do tipo Troca Condic¸a˜o por Valor Fixo: 45%
do JAccounting, 75% do JMock e 95% do HealthCard, dos casos foram identificados si-
mutaˆneamente tanto pela ferramenta Randoop, quanto pela Evosuite. No caso da falta do
tipo Troca Operador da Condic¸a˜o: 35% do JAccounting, 65% do JMock e 95% do He-
althCard, dos casos foram identeficados simutaˆneamente. Isso nos da´ respectivamente uma
me´dia de 71% e 65% dos casos que foram detectados por ambas as ferramentas, nu´mero este
relativamente baixo.
Quando analisamos com cuidado os casos onde as faltas foram detectadas por ambas
ferramentas, podemos observar que estes se referem basicamente a casos onde as faltas se
localizam em me´todos pu´blicos (public) e que lidam com tipos de dados simplificados (e.g.,
tipos primitivos, tipos estruturados simples).
Por fim, houveram casos onde a falta foi detectada por uma u´nica ferramenta e a outra
na˜o. Para os casos que foram indentificados pelo Evosuite e que o Randoop na˜o conseguiu
detectar, temos para cada sistema: JAccounting 5 casos, JMock 9 casos e Healthcard 7 ca-
sos. Quando analisamos de forma inversa, ou seja, os casos que foram indentificados pela
ferramenta Randoop e que o Evosuite na˜o conseguiu detectar, temos que: JAccounting 1
caso, JMock 4 casos e apenas para o Healthcard que na˜o teve nenhum caso para este cena´rio.
Diante disso, note que pode na˜o ser muito confia´vel utilizar tais ferramentas de forma sepa-
radas, pois muitas faltas deixaram de ser detectadas. Com isto, usa´-las em conjunto, pode
ser uma boa alternativa.
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3.1.9 Ameac¸as a` Validade
Validade Interna
Outras me´tricas, ale´m das taxas de detecc¸a˜o, poderiam ter sido utilizadas, tais como: co-
bertura de elementos de co´digo impactados. No entanto, nosso estudo teve como objetivo
analisar a eficieˆncia das suites geradas em ajudar a detectar faltas de refatoramento. Neste
contexto, os desenvolvedores muitas vezes procuram um veredicto simples para decidir se a
sua edic¸a˜o e´ segura. Outro ponto seria a investigac¸a˜o de outras ferramentas de gerac¸a˜o (por
exemplo, JCrasher), ale´m de Randoop e Evosuite. No entanto, estas sa˜o as duas ferramentas
mais utilizados na pra´tica e foram usadas para validar as edic¸o˜es de refatoramento em outros
trabalhos [26; 38]. Como trabalho futuro, planejamos expandir nosso estudo fazendo uso de
outras ferramentas. Outra limitac¸a˜o do nosso trabalho, refere-se a` quantidade de replicac¸o˜es
utilizadas no estudo, cinco replicac¸o˜es. Como trabalho futuro, queremos expandir todo o
estudo para um nu´mero maior de replicac¸o˜es.
Validade Externa
Em termos de validade externa, as concluso˜es do nosso estudo na˜o se generalizam ale´m do
seu escopo (sistemas escolhidos e tipos de faltas de refatoramento). No entanto, acreditamos
que os sistemas utilizados sa˜o bons representantes. Todos os treˆs sa˜o sistemas open source,
que tambe´m foram usados em outros estudos empı´ricos [4; 25]. Da mesma forma, apenas
dois tipos de faltas de refatoramento foram injetadas, ambas relacionadas a um u´nico tipo
de edic¸a˜o de refatoramento (extract method). Novamente, essas faltas foram inspiradas em
faltas usadas em estudos relacionados a` validac¸a˜o de refatoramento [4; 3]. Finalmente, o
refatoramento extract method e´ conhecido por ser uma dos mais utilizados na pra´tica [27].
Validade de Construc¸a˜o
Em termos de validade de construc¸a˜o, ambas as ferramentas sob investigac¸a˜o, usam aspectos
aleato´rios para gerar suas suı´tes. Assim, uma gerac¸a˜o diferente poderia criar conjuntos com
diferentes resultados. Para minimizar essa ameac¸a, o estudo foi replicado cinco vezes e os
resultados relatados consideram os resultados me´dios.
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Validade de Conclusa˜o
Todos os resultados aqui mencionados e concluso˜es tomadas, sa˜o va´lidos para as unidades
experimentais, ferramentas de gerac¸a˜o de testes e a metodologia utilizada.
3.2 Segundo Estudo Explorato´rio
Durante a realizac¸a˜o do nosso primeiro estudo experimental as ferramentas de gerac¸a˜o au-
toma´tica de testes, Randoop e Evosuite, lanc¸aram novas verso˜es, com melhorias agregadas a`
estas. Especificamente para o Evosuite, tais melhorias referem-se a integrac¸a˜o do acesso de
API private (PA) e o functional mocking (FM) para a gerac¸a˜o de teste de unidade baseada em
pesquisa [8]. Quanto ao Randoop, as mudanc¸as esta˜o relacionadas a` correc¸a˜o e melhoria de
bugs existentes e, ale´m disso, o tratamento de flaky test, testes que se comportam de forma
diferente em diferentes execuc¸o˜es. Quando levantamos a hipo´tese de que estes novos ajustes
poderiam impactar diretamente no poder de detecc¸a˜o das ferramentas, dentro do contexto
de validar refatoramentos, optamos por replicar o estudo descrito na Sec¸a˜o 3. Onde neste,
validarı´amos se as concluso˜es estabelecidas usando as verso˜es anteriores das ferramentas,
permaneceriam va´lidas para as novas verso˜es.
Diante disso, realizamos a replicac¸a˜o do primeiro estudo (Estudo 3), diferindo em alguns
fatores, tais como: as verso˜es das ferramentas Randoop (versa˜o 3.1.5) e Evosuite (versa˜o
1.0.5) e a adic¸a˜o do comando ’–ignore-flaky-tests==true’ na configurac¸a˜o do Randoop. Isso
foi necessa´rio pois, ao tentar gerar as novas suites de teste, o pro´prio Randoop na˜o executou
por completo o processo de gerac¸a˜o e reportou o erro informando que havia identificado
flaky test. Dessa forma, utilizamos a opc¸a˜o ’TRUE’, para ignorar tais testes.
Toda a configurac¸a˜o utilizada no primeiro estudo 3.1.1, foi mantida. E´ importante res-
saltar que, todas as gerac¸o˜es foram realizadas no mesmo computador e seguindo o mesmo
procedimento e configurac¸a˜o. As coberturas me´dias das suites geradas usando as ferramen-
tas Randoop e Evosuite esta˜o dispostas na Tabela 3.5 e Tabela 3.6, respectivamente.
Quando comparamos tais coberturas com as do primeiro experimento (Tabelas 3.1 e 3.2),
notamos que houve um aumento das me´dias das coberturas para ambas ferramentas (Ran-
doop e Evosuite) para os sistemas: HealthCard, JAccounting e JMock, o que decorreu das
novas funcionalidades. Apenas houveram decre´scimos nas coberturas da ferramenta Ran-
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doop para o sistema Jmock. A fim de entender tal nu´mero, realizamos uma ana´lise da estru-
tura do co´digo, e verificamos que quase todos os me´todos criam internamente ou recebem
como paraˆmetro de entrada e/ou saı´da, objetos complexos. Ale´m disso, existem me´todos
cuja visibilidade na˜o e´ pu´blica.
As suites de teste geradas esta˜o disponı´veis no nosso site 8. Na sec¸a˜o seguinte (3.2.1),
apresentaremos os resultados do presente estudo e realizaremos uma comparac¸a˜o com os
resultados do primeiro 3.






















3.2.1 Resultados e Discussa˜o
A Figura 3.10 apresenta os resultados do segundo estudo, o qual engloba os resultados para
os treˆs sistemas e, refere-se a` taxa de detecc¸a˜o das faltas injetadas. Ale´m disso, as verso˜es
mais recentes de ambas as ferramentas (Randoop e EvoSuite) foram utilizadas. Das 120
8https://sites.google.com/copin.ufcg.edu.br/automaticgeneratetests/
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faltas injetadas, 75,8% foram detectadas pelas suites geradas por ao menos uma das fer-
ramentas. Como podemos ver, mesmo com recursos adicionados as ferramentas, a taxa
de detecc¸a˜o de faltas de refatoramento obteve melhoria de 7,5% (de 68,3% para 75,8%).
Um teste de proporc¸a˜o mostra, com 95% de confianc¸a, que apesar de haver uma melhoria
nume´rica, na˜o foi encontrada diferenc¸a significativa entre os resultados de ambos os estudos
(p-value = 0,2497).
Figura 3.10: Proporc¸a˜o de faltas detectadas.
Dessa forma, estatisticamente, as novas verso˜es de ferramentas sa˜o equivalentes quando
se busca detecc¸a˜o de faltas de refatoramento. Para o presente estudo, consideramos a taxa
de faltas na˜o detectadas ainda bastante alta (24,2%), uma vez que faltas de refatoramento
na˜o detectadas podem dar ao desenvolvedor a falsa sensac¸a˜o de que edic¸o˜es seguras foram
realizadas. Quando analisamos os resultados por ferramenta (Figura 3.11-a), podemos ver
uma melhoria para a ferramenta EvoSuite. Onde, no primeiro estudo, esta detectou 64,2%
das faltas injetadas, e sua nova versa˜o detectou 73,3%. Essa melhoria e´ devido aos recursos
adicionados recentes que tentam lidar melhor com objetos dependentes. Por outro lado,
encontramos taxas piores para Randoop (uma queda de 13,3%). Esta queda e´ devido ao fato
de que sua nova versa˜o descarta flaky test e continua limitada quanto aos atributos complexos
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e tipo de visibilidade na˜o pu´blica. Da mesma forma, quando analisamos as taxas de detecc¸a˜o
agrupadas por tipo de falta (Figura 6-b), vimos que, para a falta do tipo Troca Condic¸a˜o
por Valor Fixo houve um melhoria de 6,6%, enquanto que para a falta Troca Operador da
Condic¸a˜o houve uma melhoria de 8,3%, na taxa de detecc¸a˜o.
Figura 3.11: Resultado do segundo experimento por ferramenta (a) e por falta (b). Fonte:
Autoria pro´pria.
Devido ao grande nu´mero de faltas na˜o detectadas, podemos responder Q1, afirmando
que suites geradas somente na˜o sa˜o completamente confia´veis para validar os refatoramen-
tos, como tambe´m e´ necessa´rio mais investigac¸a˜o. Aproximadamente 30% das faltas de
refatoramento, na˜o foram detectadas. Esta taxa permanece esta´vel, mesmo para diferentes
ferramentas e suas verso˜es, ale´m dos tipos de faltas. Isso pode levar os desenvolvedores a ter
a falsa sensac¸a˜o de que eles realizaram edic¸o˜es de refatoramento seguros.
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Casos de detecc¸a˜o especı´ficos por ferramentas
Fazendo um levatamento das faltas que foram detectadas por apenas uma das ferramentas,
temos que: dentre o casos detectados pelas suites da ferramenta Randoop e na˜o pela Evo-
suite, houveram apenas 2 casos. Pore´m, quanto aos casos que foram detectados pelas suites
da ferramenta Evosuite e na˜o pela Randoop, obtivemos 50 casos, distribuı´dos nos dois ti-
pos de faltas. Como exemplo de falta detectada apenas pelas suites Randoop, temos a falta
que foi inserida no me´todo getAccount, retirado do sistema JAccounting(Figura 3.12). Como
exemplo das faltas detectadas pelas suites geradas pela ferramenta Evosuite, e na˜o detectadas
pela Randoop, temos a falta que foi inserida no me´todo byteArrayDataSource(Figura 3.13).
E´ va´lido ressaltar que o tipo de falta referente a` ambos os casos, foi Troca Condic¸a˜o por
Valor Fixo. Ale´m disso, ambos exemplos representam os poucos casos onde as ferramentas
conseguiram gerar casos de testes para objetos, de entrada e saı´da, na˜o primitivos. Ao ve-
rificar tais casos, onde as faltas foram detectadas por apenas uma das ferramentas, optamos
por propor uma soluc¸a˜o que atenda a` combinac¸a˜o de ambas ferramentas, ou seja, para um
contexto de uso combinado da ferramenta Randoop e da Evosuite.
Co´digo Fonte 3.8: Me´todo getAccount, cuja falta foi inserida e detectada pelas suites Ran-
doop.
1 p u b l i c s t a t i c Account g e t A c c o u n t ( SQLFactory f a c t o r y , C o n n e c t i o n conn , i n t
i d ) t h ro ws SQLException {
2 Account r e t = n u l l ;
3 i f ( i d == 0) {
4 . . .
5 } e l s e {
6 . . .
7 } . . .
8 }
Figura 3.12: Me´todo cuja falta foi detectada apenas pela ferramenta Randoop.
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Co´digo Fonte 3.9: Me´todo byteArrayDataS, cuja falta foi inserida e detectada pelas suites
Evosuite.
1 p r i v a t e vo id b y t e A r r a y D a t a S o u r c e ( I n p u t S t r e a m a I s , S t r i n g t y p e ) th ro ws
IOExcep t i on {
2 . . .
3 i f ( Bi s != n u l l ) {
4 . . .
5 }
6 . . .
7 }
Figura 3.13: Me´todo cuja falta foi detectada apenas pela ferramenta Evosuite.
3.3 Nova Unidade Experimental
A fim de expandir nossos resultados, acrescentamos, ao experimento, uma nova unidade
experimental, totalizando quatro sistemas. Com relac¸a˜o a esta unidade experimental, trata-
se do sistema Transacted Memory (≈ 2KLOC) [30], uma funcionalidade especı´fica para
API Javacard. Em que esta e´ uma tecnologia que fornece um ambiente seguro para apli-
cativos que sa˜o executados em smart cards e outros dispositivos confia´veis com memo´ria
limitada e recursos de processamento 9. Toda a configurac¸a˜o utilizada no primeiro estudo
3.1.1, tambe´m foi mantida. As coberturas me´dias das suites geradas usando as ferramentas
Randoop e Evosuite esta˜o dispostas na Tabela 3.7 e Tabela 3.8, respectivamente.
Quanto as me´dias das coberturas do sistema Transacted Memory, podemos observar que,
tanto para a ferramenta Randoop quanto para a Evosuite, a me´dia e´ considerada muito baixa.
No geral, menos de 30% do co´digo foi coberto. Ao analisarmos o co´digo, notamos que
os fatores encontrados nos dois estudos descritos anteriormente, persistiram para o novo
sistema.
3.3.1 Resultados e Discussa˜o
A Figura 3.14 apresenta os resultados obtidos do sistema Transacted Memory, adicional-
mente aos resultados do segundo estudo. Engloba os resultados dos quatro sistemas e,
9http://www.oracle.com/technetwork/java/embedded/javacard/overview/index.html
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refere-se a` taxa de detecc¸a˜o das faltas injetadas. Quando comparamos o resultado do pri-
meiro estudo com o segundo, ja´ adicionando a nova unidade experiemntal, temos que: das
160 faltas injetadas, 69,8% foram detectadas pelas suites geradas por ao menos uma das
ferramentas. Como podemos ver, mesmo com recursos adicionados as ferramentas, a taxa
de detecc¸a˜o de faltas de refatoramento obteve pequena melhoria de 1,1% (de 68,3% para
69,4%).
Um teste de proporc¸a˜o mostrou, com 95% de confianc¸a, que apesar de haver uma me-
lhoria nume´rica, na˜o foi encontrada diferenc¸a significativa entre os resultados de ambos os
estudos (p-value = 0,9554), isso considerando os resultados do primeiro estudo e do se-
gundo, quando adicionado a nova unidade experiemental. Com isso, podemos reafirmar
que as limitac¸o˜es encontradas nas ferramentas, referente a atributos complexos e tipo de vi-
sibilidade na˜o pu´blica, permaneceram nas novas verso˜es das ferramentas. Mesmo quando
expandimos o estudo para uma nova unidade experimental.
Ameac¸as a` Validade
As ameac¸as apresentadas na Sec¸a˜o 3.1.9, aplicam-se ao presente estudo explorato´rio.
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Figura 3.14: Resultado do segundo experimento por ferramenta (a) e por falta (b). Fonte:
Autoria pro´pria.
3.3.2 Considerac¸o˜es Finais
No presente capı´tulo apresentamos dois estudos explorato´rios, ambos com a mesma
configurac¸a˜o e realizados com o objetivo de investigar o uso de duas das principais fer-
ramentas de gerac¸a˜o de testes de unidade: Randoop e Evosuite, na detecc¸a˜o de faltas de
refatoramento, bem como suas limitac¸o˜es. No´s utilizamos dois tipos de faltas, tais como:
tipo Troca Condic¸a˜o por Valor Fixo e Troca Operador da Condic¸a˜o. No primeiro estudo,
68,3% das 120 faltas injetadas, foram detectadas pelas suites. Os demais 31,7% de faltas
na˜o detectadas, provam que tais ferramentas sa˜o limitadas. Tais limitac¸o˜es correspondem a
criac¸a˜o de casos de testes para me´todos de visibilidade na˜o pu´blica e/ou que recebam, como
paraˆmetro de entrada ou saı´da, atributos de tipos na˜o primitivos. Quanto ao segundo experi-
mento, tratasse da replicac¸a˜o do primeiro, utilizando as verso˜es mais novas das ferramentas.
Verificamos que, mesmo com as verso˜es mais atualizadas, apenas 69,4% das 160 faltas fo-
ram detectadas faltas foram detectadas. O que acabamos por confirmar, a partir de um testes
de proporc¸a˜o, que na˜o houve diferenc¸a estatı´stica para o propo´sito do nosso trabalho, entre
as verso˜es das ferramentas. Com isso, podemos concluir que as ferramentas Randoop e Evo-
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suite permanecem limitadas quanto aos fatores mencionados anteriormente. Isso pode levar
o desenvolvedor a falsa sensac¸a˜o de ter realizado um refatoramento corretamente, enquanto
que a suites de testes geradas automaticamente utilizadas como forma de validar o que esta´
sendo desenvolvido, pode na˜o ser suficeentemente eficaz na detecc¸a˜o, havendo a necessidade
de outro meio auxiliar, que aumente a confiabilidade de realizac¸a˜o de um refatoramento.
Capı´tulo 4
Prevendo a efetividade das ferramentas
de Gerac¸a˜o
Para entender quais fatores podem influenciar os processos de gerac¸a˜o realizados pelas ferra-
mentas nos estudos apresentados no capı´tulo anterior, investigamos manualmente cada caso
em que a suite gerada foi e na˜o foi capaz de detectar as faltas injetadas. Esta ana´lise nos
ajudou a identificar que, em geral, as faltas detectadas estavam localizadas em me´todos com
visibilidade pu´blica e a maioria das faltas na˜o detectadas estavam em me´todos na˜o pu´blicos
(private ou protected). E´ va´lido ressaltar que as faltas em me´todos na˜o pu´blicos podem ser
indiretamente detectadas, ja´ que esses me´todos podem ser chamados por outros me´todos
pu´blicos e estes sa˜o cobertos pelos testes gerados. Isso pode acontecer, no entanto, em nosso
estudo descobrimos que e´ pouco prova´vel de acontecer.
Outro fator encontrado foi que as ferramentas na˜o lidam bem com objetos complexos
passados como paraˆmetros e/ou retornados em um me´todo. Por objeto complexo, quere-
mos dizer objetos de tipos na˜o primitivos, que na˜o sa˜o java.lang.Object. Durante o processo
de gerac¸a˜o, as ferramentas tentam criar objetos va´lidos usando um conjunto de dados pre´-
definido. Quando, por qualquer raza˜o isso, na˜o pode ser feito (e.g., o objeto criado na˜o
alcanc¸ou um determinado estado necessa´rio), o processo e´ abortado e outro me´todo e´ es-
colhido para testes. Por exemplo, Figura 4.1 mostra o me´todo dupeCharge, do sistema
JAccounting. O qual requer um valor u´til do tipo Session para ser executado, que na˜o
conseguiu ser gerado automaticamente por nenhuma das ferramentas. Assim, esse me´todo
permaneceu sem teste.
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Co´digo Fonte 4.1: Me´todo dupeCharge, cujas ferramentas na˜o criaram casos de teste
1 p u b l i c s t a t i c Charge dupeCharge ( S e s s i o n s e s s , I n t e g e r c id , Charge charge ,
Date newdate ) t h ro ws . . . {
2 I n t e g e r c h a r g e I d = c h a r g e . g e t I d ( ) ;
3 c h a r g e = dupeChargeNonRecur rence ( s e s s , c id , cha rge , newdate ) ;
4 R e c u r r e n c e r e c = A c c o u n t i n g P e r s i s t e n c e M a n a g e r . g e t R e c u r r e n c e ( s e s s ,
A c c o u n t i n g P e r s i s t e n c e M a n a g e r . APP ID CHARGE+”” , c h a r g e I d . t o S t r i n g ( ) )
;
5 i f ( r e c != n u l l ) {
6 r e c . s e t I t e m K e y ( ” ” + c h a r g e . g e t I d ( ) ) ;}
7 r e t u r n c h a r g e ;
8 }
Figura 4.1: Me´todo na˜o executado pelos testes gerados.
Em resumo, nossa ana´lise encontrou treˆs fatores-chave que podem influenciar a efica´cia
das ferramentas de gerac¸a˜o automa´tica, quando pretendemos usar suas suı´tes para detectar
faltas relacionadas ao Extract Method:
• Visibilidade do Me´todo (VM)
• Tipo de Paraˆmetro (TP)
• Tipo de Retorno (TR)
Na pro´xima sec¸a˜o, investigamos a validade desses fatores em um terceiro estudo
empı´rico, e propomos modelos estatı´sticos para prever a confianc¸a da suı´te gerada pelas
ferramentas.
4.1 Modelos de Regressa˜o
Sabendo-se que as ferramentas de gerac¸a˜o de testes, Randoop e Evosuite, possuem
limitac¸o˜es, considere o cena´rio onde: suponha que Joa˜o e´ um desenvolvedor e aplicou um
refatoramento do tipo extract method no co´digo e, com isto, precisa validar se na˜o introdu-
ziu no co´digo alguma alterac¸a˜o semaˆntica indesejada. Joa˜o poderia confiar, seguramente,
nas suites geradas automaticamente por tais ferramentas? Combinando desde a gerac¸a˜o e
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execuc¸a˜o, as suı´tes automatizadas podem levar muito tempo (e.g., em nosso estudo, todo
processo para obtenc¸a˜o das suites de teste, levou uma me´dia de 115 minutos). Dessa forma,
seria u´til se houvesse uma maneira de decidir ajudar Joa˜o a decidir, antes mesmo antes de
utilizar de fato as ferramentas, se os conjuntos de testes gerados seriam confia´veis nesse
contexto. Podemos afirmar tal problema como segue:
Sendo P um programa; MC um conjunto de caracterı´sticas do me´todo refa-
torado de P ; TS uma suite de testes gerada para P usando Randoop ou Evo-
Suite; PD a probabilidade de TS detectar uma falta de refatoramento. Nosso
problema e´ encontrar f : (TS,MC) → PD, uma func¸a˜o que decide, sem exe-
cutar o conjunto, se o conjunto gerado seria u´til para detectar qualquer falta de
refatoramento recentemente introduzida.
Com o objetivo de lidar com esse problema, derivamos um conjunto de modelos
de predic¸a˜o baseados nos fatores-chave encontrados como importantes para determinar a
efica´cia das suites geradas automaticamente por ferramentas: visibilidade do me´todo (VM),
tipo de paraˆmetros (TP), e tipo de retorno (TR). Esses modelos de regressa˜o levam em
considerac¸a˜o os dados do nosso estudo e fornecem, de acordo com a caracterı´stica do local
onde o extract method foi realizado, uma predic¸a˜o se as ferramentas de gerac¸a˜o (Randoop e
EvoSuite) gerariam conjuntos de testes que sa˜o, ou na˜o, prova´veis de detectar uma falta de
refatoramento do tipo extract method, se houver.
Em um cena´rio real, um desenvolvedor pode ter que decidir se quer usar o Randoop, o
EvoSuite ou os dois 1. Portanto, derivamos treˆs modelos de predic¸a˜o, para cada caso: o mo-
delo Randoop, o modelo EvoSuite e o modelo combinado. Para isso, aplicamos a Regressa˜o
Logı´stica [21; 6]. A Regressa˜o Logı´stica e´ um me´todo estatı´stico usado para prever uma
resposta bina´ria usando pelo menos um preditor catego´rico. No nosso caso, uma observac¸a˜o
e´ uma suite de teste, os preditores (varia´veis independentes) referem-se aos fatores-chave (1
se o me´todo do refatorado tiver o fator, 0 caso contra´rio). E´ va´lido mencionar que classifica-
mos como 1, os fatores-chave de: visibilidade do me´todo ser pu´blica, tipos de paraˆmetros e o
tipo de retorno, serem na˜o primitivos. Caso contra´rio (visibilidade na˜o pu´blica, paraˆmentros
e retorno primitivos), atribuı´mos 0 para cada um destes.
1Os resultados do nosso estudo mostraram que algumas faltas foram detectadas apenas por suites Randoop,
enquanto outras por suites EvoSuite. Assim, uma suite combinada pode detectar um conjunto maior de faltas.
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Para a construc¸a˜o dos modelos, utilizamos amostras aleato´rias do conjunto de dados dos
nossos resultados do segundo estudo, o experimento de replicac¸a˜o. Comec¸amos com um
conjunto de treinamento de 10%, como de costume em tal ana´lise, e aumentamos o tamanho
da amostra ate´ que o modelo ficasse esta´vel, ou seja, quando seu valor R-squared atinge seu
valor ma´ximo. Para isso, usamos o ambiente R para computac¸a˜o estatı´stica.
Tabela 4.1 mostra os coeficientes de cada preditor no caso do Modelo Combinado e
seus p-values, enquanto a Equac¸a˜o 4.1 apresenta o modelo preditor proposto. Este modelo
pretende inferir se uma suite gerada pelo Randoop ou EvoSuite e´ prova´vel de detectar uma
falta de refatorameno do tipo extract method, quando ela existir. Quanto mais pro´ximo de 1
for o D, maiores sa˜o as chances de uma falta de refatoramento ser detectada. Na coluna p-
value da Tabela 4.1, podemos ver que todos os fatores listados sa˜o de fato significativos (com
90% de confianc¸a), e todos eles teˆm efeito sobre o resultado do sucesso. Da mesma forma,
derivamos tambe´m o modelo de predic¸a˜o para ambos o Randoop (Tabela 4.2 e Equac¸a˜o 4.2)
e EvoSuite (Tabela 4.3 e Equac¸a˜o 4.3).
D = 1/(1 + e−(1.1002+0.3203∗VM−0.4146∗TP−0.2090∗TR)) (4.1)
D = 1/(1 + e−(0,2430+0.2833∗VM−0.1888∗TP−0.3383∗TR)) (4.2)
D = 1/(1 + e−(0.6511−0.2411∗VM−0.2324∗TP−0.2644∗TR)) (4.3)
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4.1.1 Avaliando os Modelos
Usando conjunto de teste
Para verificar o ajuste de nossos modelos, primeiro os testamos usando os dados restantes
do nosso conjunto de dados (sem sobreposic¸a˜o com o conjunto de treinamento). Com 95%
de confianc¸a, os modelos predisseram corretamente quando as suites geradas detectariam,
ou na˜o detectariam, as faltas de refatoramento com precisa˜o de 52% considerando o modelo
Randoop, 77% para o modelo EvoSuite e 75% para o modelo combinado .
Usando Novo Estudo Empı´rico
Em uma segunda ana´lise, investigamos o desempenho de nossos modelos de previsa˜o em
diferentes sistemas e conjunto de faltas. Assim, realizamos um terceiro estudo empı´rico que
replicou o estudo descrito no Capı´tulo 3, pore´m com as verso˜es mais recentes das ferramentas
Randoop e Evosuite. Os novos sistemas open-source utilizados, foram:
• Mondex (≈ 1KLOC)2, sistema que emula uma bolsa eletroˆnica hospedada em um
smart card;
2http://vsr.sourceforge.net/mondex.htm
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• Samples (≈ 4KLOC)3, um conjunto de programas para ajudar os desenvolvedores a
aprender como especificar restric¸o˜es;
• OpenJMLDemo (≈ 10KLOC)4, uma ferramenta projetada para verificar restric¸o˜es em
programas Java.
Para esses sistemas, 120 faltas, de cada tipo, foram injetadas seguindo os procedimentos
descritos no Capı´tulo 3. Enta˜o, no´s geramos suites de regressa˜o geradas automaticamente
usando Randoop e Evosuite, e verificamos se os modelos de predic¸a˜o, de fato, prediziam
a capacidade de detecc¸a˜o de faltas, das suites. Para isso, estabelecemos a seguinte regra
de limiar: valores de D superiores a 0,5 indicam que um conjunto gerado poderia detectar
faltas no me´todo refatorado; Caso contra´rio, a suite passaria. Sabendo-se que D varia de 0
ate´ 100, no´s definimos o nosso ponto me´dio de 0,5 em que os valores acima de 50% tendem
fortemente a detectar faltas de refatoramento em um dado me´todo.
Enquanto o modelo Randoop previu corretamente apenas ≈ 52% dos casos, o modelo
EvoSuite teve uma taxa de sucesso de 84% e o combinado ≈ 86% (Figura 4.2). Esses
resultados mostram que os fatores-chave sa˜o de fato influenciadores para a capacidade das
ferramentas de gerar conjuntos adequados para detectar faltas de refatoramento (RQ2). No
entanto, eles parecem ser mais importantes para os resultados do EvoSuite. Pore´m, apesar
dessa diferenc¸a com relac¸a˜o ao modelo Randoop, isso na˜o exclui tal abordagem. Visto que, a
escolha de uso de cada modelo na˜o esta´ relacionada unicamente a taxa de acerto de predic¸a˜o,
mas tambe´m ao contexto e abordagem ao qual o desenvolvedor esta´ utilizando ou pretende
utilizar.
Investigamos as taxas mais baixas alcanc¸adas pelos modelos. Nossa ana´lise mostrou que
o modelo Randoop bastante bem com relac¸a˜o aos Verdadeiros Negativos (previu que uma
suı´te na˜o detectaria uma falta e realmente na˜o detectou), 62 casos previu corretamente, mas
criou um grande nu´mero de Falsos Negativos (previu que uma suite na˜o detectaria uma falta,
mas, de fato, houve), 58 casos. Com relac¸a˜o aos Falsos Negativos, podemos observar que,
para o modelo Evosuite, houveram 19 casos. Quando ao modelo Combinado, apenas 17
casos foram previstos erroneamente.
3https://jaccounting.dev.java.net/
4https://github.com/OpenJML/OpenJMLDemo
4.1 Modelos de Regressa˜o 49
Figura 4.2: Desempenho do Modelos Propostos
Uma vez que os fatores usados no modelo sa˜o estatisticamente significativos (Tabelas 4.1
- 4.3), acreditamos que, para Randoop, esses modelos precisam ser refinados usando te´cnicas
(e.g., aprendizagem de ma´quina) ou precisa ser complementado considerando um conjunto
maior de fatores.
4.1.2 Diretrizes de Uso dos Modelos de Predic¸a˜o
Nesta sec¸a˜o, listaremos algumas diretrizes de como usar os modelos descritos na Sec¸a˜o
4.1. As ferramentas de gerac¸a˜o automa´tica de teste, podem de fato ser usadas para vali-
dar edic¸o˜es de refatoramento [26; 36]. No entanto, os desenvolvedores devem estar cientes
de suas limitac¸o˜es pra´ticas. Com isso, apresentamos um conjunto de fatores relacionados
a`s limitac¸o˜es das ferramentas e treˆs modelos de predic¸a˜o, que podem ser usados para deci-
dir se a suite gerada, e´ segura e confia´vel. Portanto, sugerimos que estes sejam usados na
pra´tica da seguinte maneira: suponha que John seja um desenvolvedor e que tenha aplicado
recentemente um extract method em seu projeto. Agora, ele precisa validar se introduziu, ou
na˜o, faltas no co´digo anteriormente esta´vel. Como o projeto de John na˜o tem uma suite de
regressa˜o, ele quer saber se pode usar suites de testes geradas para esse contexto, ou se ele
deve trabalhar para criar manualmente, do zero, uma suite de regressa˜o. Dessa forma, John,
ao fornecer a informac¸a˜o de onde o refatoramento foi realizado (a visibilidade do me´todo, o
tipo dos paraˆmetros e o tipo do retorno), pode primeiro usar o Modelo Combinado (Equac¸a˜o
4.1). Se ele obtiver valores de D maiores que 0,5, isso indica que a suite gerada provavel-
mente detectaria faltas de Extract Method, se houverem em, relacionada ao refatoramento
aplicado por John. Caso contra´rio, os resultados das suites geradas podem ser enganosos
e ele deve direcionar esforc¸os a` uma estrate´gia de validac¸a˜o diferente, como uma suite de
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testes manuais. Sendo as suites geradas uma opc¸a˜o va´lida (D > 0,5), John pode decidir me-
lhor qual ferramenta usar, uma vez que cada ferramenta possui diferentes recursos e tempos
de resposta. Para isso, ele deve fazer uso do modelo de predic¸a˜o da respectiva ferramenta
(modelo Randoop 4.2 e/ou modelo EvoSuite 4.3).
Capı´tulo 5
REFANALYZER
REFANALYZER e´ uma ferramenta que objetiva ajudar os desenvolvedores a decidir quando
confiar em suites geradas para validar refatoramento. Para tal, sua utilizac¸a˜o pode ocorrer de
duas formas, que variam de acordo com as entradas fornecidas. A Figura 5.1 apresenta uma
visa˜o geral da REFANALYZER.
Figura 5.1: Visa˜o geral do procedimento realizado pela ferramenta REFANALYZER. Fonte:
Autoria Pro´pria.
Na primeira forma de uso, REFANALYZER receber um projeto JAVA e fornece como
saı´da, uma lista de me´todos classificados como problema´ticos. Um me´todo e´ denomi-
nado como problema´tico, quando a capacidade das ferramenta gerarem casos de testes para
este, que detecte uma falta de refatoramento, for menor que 50%. Na segunda forma de
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uso, o desenvolvedor fornece a informac¸a˜o de onde o refatoramento foi realizado, a partir
dessa informac¸a˜o, a REFANALYZER informa a probabilidade das ferramentas de gerac¸a˜o
automa´tica de testes, gerarem casos que detecte uma falta, no referido local.
Quanto ao funcionamento da REFANALYZER, esta´ divido em treˆs partes distintas e
aplica-se para formas de uso. A primeira parte e´ o mo´dulo Identificac¸a˜o de Fatores, nesta
etapa o co´digo JAVA lido e interpretado, de modo que para cada me´todo os fatores correspon-
dentes a visibilidade do me´todo e tipos de paraˆmetro de entrada e de retorno, sa˜o extraı´dos.
Para isto, utilizamos a API de java Reflection, que e´ comumente utilizada em sistemas que
requerem capacidade de examinar ou modificar o comportamento do tempo de execuc¸a˜o dos
aplicativos em execuc¸a˜o na ma´quina virtual Java 1.
Em seguida, esta´ informac¸a˜o e´ passada para o mo´dulo de Classificadores de Fatores.
Neste, vericamos a visibilidade, e os tipos dos paraˆmetros de entrada e de retorno. Dessa
forma, no´s utilizamos nomenclaturas padronizadas para tais fatores, onde VM refere-se a
visibilidade do me´todo ser pu´blica ou na˜o, TP refere-se ao tipo de paraˆmetro recebido como
entrada ser do tipo complexo ou na˜o primitivo e, por fim, TR refere-se ao tipo do retorno ser
na˜o primitivo.
De posse desta informac¸a˜o, temos o terceiro e u´ltimo mo´dulo, Aplicac¸a˜o do Modelo
Estatı´stico. Onde, para cada me´todo identificado como problema´tico, e´ calculada a probabi-
lidade das ferramentas gerarem casos de testes que detectem uma falta de refatoramento do
tipo extract method. Como treˆs modelos de predic¸a˜o foram criados (Sec¸a˜o 4), tambe´m gera-
mos treˆs verso˜es para REFANALYZER, a que implementa o modelo de predic¸a˜o da Ana´lise
Combinada (eq. 4.1), do Randoop (eq. 4.2) e do Evosuite (eq. 4.3).
5.1 Avaliac¸a˜o Preliminar da Ferramenta
Os estudos explorato´rios descritos nas sec¸o˜es anteriores, se concentraram na identificac¸a˜o
das limitac¸o˜es das ferramentas Randoop e Evosuite. A partir deles, propusemos um conjunto
de modelos estatı´sticos de predic¸a˜o da probabilidade das ferramentas gerarem casos de testes
que detectem uma falta de refatoramento e, por fim, o u´ltimo estudo consistiu na validac¸a˜o
destes modelos. No entanto, surgiu a necessidade de avaliar REFANALYZER, de modo a`
1https://docs.oracle.com/javase/tutorial/reflect/
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saber o qua˜o u´til nossas proposic¸o˜es podem ser na validac¸a˜o de refatoramento dentro do
contexto de projetos a´geis.
Dado que, na metodologia a´gil, o tempo entre iterac¸o˜es e´ curto e suites criadas manu-
almente nem sempre esta˜o disponı´veis. Enta˜o, uma das principais alternativas utilizadas,
sa˜o suites de regressa˜o geradas automaticamente por ferramentas. Com isso, surguiram as
seguintes questo˜es: Quando confiar em suites de geradas? O que fazer para aumentar a
eficieˆncia das ferramentas de gerac¸a˜o? REFANALYZER busca atuar nessas duas frentes.
Para avaliar os benefı´cios pra´ticos do uso de REFANALYZER, realizamos um estudo com
desenvolvedores profissionais. Este estudo tem como objetivo avaliar a capacidade da fer-
ramenta em ajudar os desenvolvedores a decidir quando usar suites geradas. A sec¸a˜o estara´
organizada da seguinte forma: (i) Perfil dos Participantes, (ii) Procedimento do Estudo, (iii)
Tarefas de Inspec¸a˜o e (iv) Ana´lise e Discussa˜o.
5.1.1 Perfil dos Participantes
No nosso estudo, recrutamos 30 desenvolvedores, sendo 29 do sexo masculino e 1 do sexo
feminino, distribuı´dos em 8 projetos de software distintos de grande e me´dio porte. Antes da
realizac¸a˜o do estudo, os participantes preencheram o questiona´rio (Apeˆndice A) referente ao
seu background. Tivemos profissionais com diferentes nı´veis de experieˆncia (Ju´nior, Pleno
e Senior) e que desempenham diferentes func¸o˜es dentro da equipe em que trabalham, tais
como: Desenvolvedor, Te´cnico, Analista de Sistemas, (Team Leaders), Analista de Quali-
dade, Engenheiro de Software, Gerente de Projeto, Lı´der Te´cnico de Desenvolvimento. A
Figura 5.2 sumariza as func¸o˜es dos profissionais que participaram do estudo, na respectiva
ordem.
A Figura 5.3, apresenta detalhes sobre o background dos participantes. Mais de 70% dos
profissionais possuem mais de treˆs anos de experieˆncia com programac¸a˜o. Com relac¸a˜o a
realizac¸a˜o de edic¸o˜es de refatoramento, 45% dos participantes disseram que realizam dia-
riamente ou pelo menos, uma vez na semana. Ale´m disso, ≈ 70% disseram que realizam
refatoramento de forma completamente manual, ≈ 80% revisam tais edic¸a˜o de forma ma-
nual e ≈ 70% afirmaram que o tipo de teste mais utilizado nos projetos onde trabalham, e´
teste criado manualmente.
Fornecemos aos participantes uma lista com 16 tipos de refatoramentos e perguntamos
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Figura 5.2: Visa˜o geral do profissionais que participaram do estudo.
Figura 5.3: Visa˜o geral do perfil dos profissionais.
quais, dentre os refatoramentos, lhes eram familiares. Como mostra a Figura 5.4, dentre o
16 tipos distintos, os mais comuns entre os profissionais foram: Extract method, Rename
Method, Extract Class, Move Method, Add Parameter e Encapsulate Field.
E´ va´lido ressaltar que dos 30 profissionais que participaram do estudo, 90% possuem
familiaridade com o refatoramento utilizado no nosso contexto, que e´ o tipo Extract method,
e os outros 10% alegaram que realizam edic¸o˜es, pore´m na˜o sabiam qual a nomenclatura
atribuida por Fowler para cada um deles.
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Figura 5.4: Visa˜o geral da taxa de familiaridade do tipo de refatoramento
5.1.2 Procedimento do Estudo
Antes da iniciar a sessa˜o do estudo, foi pedido aos participantes que respondessem o pre´-
estudo (Apeˆndice A), no qual o objetivo foi coletar os dados correspondentes ao perfil e
background de cada participante (Figura 5.3). Depois disto, realizamos durante aproximan-
damente quinze minutos, uma explanac¸a˜o geral do estudo e como este estava dividido. Ale´m
disso, explicamos o propo´sito da ferramenta REFANALYZER.
Em seguida, cada participante recebeu, de forma impressa, os cena´rios (Apeˆndice B),
estando estes dividos em treˆs partes. Os dois primeiros cena´rios teˆm o propo´sito singular de
analisar se o resultado fornecido pelo modelo de predic¸a˜o, influenciaria na decisa˜o de aplicar
ou na˜o um refatoramento do tipo Extract Method, se aumentaria a confiabilidade para aplica´-
lo e qual alternativa o desenvolvedor tomaria para valida´-lo. Vale salientar que, tal resultado
consiste na probabilidade das suites de testes geradas automaticamente, detectarem uma falta
no refatoramento. Diante disso, cada cena´rio apresenta valores de predic¸a˜o de nı´veis diferen-
tes. O primeiro cena´rio 48%, nu´mero relativamente baixo e que indica que provavelmente
as suites de teste geradas tem pouca chance de identificar uma falta no refatoramento, e o
segundo, foi 72%, este nu´mero indica que as suites tendem a ser efetivas. No terceiro e
u´ltimo cena´rio, utilizamos REFANALYZER fornecendo como entrada um retorno produzido
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pelo sistema JMock. Como resultado, a ferramenta apresenta uma lista de me´todos, onde
estes sa˜o classificados como problema´ticos para a gerac¸a˜o de testes automa´ticos. Diante
disso, gostarı´amos de saber se as saı´das fornecidas seriam de fato u´teis e quais medidas o
desenvolvedor tomaria, com estas informac¸o˜es.
5.1.3 Questo˜es de Pesquisa
Para avaliar a capacidade da REFANALYZER em ajudar os desenvolvedores a fazer um re-
fatoramento de forma mais confia´vel, e para guiar nossa investigac¸a˜o, definimos as duas
questo˜es de pesquisa descritas abaixo.
• RQ1: As informac¸o˜es fornecidas pela REFANALYZER, influenciam na realizac¸a˜o ou
na˜o de refatoramentos?
• RQ2: As informac¸o˜es fornecidas pela REFANALYZER, influencia na confiabilidade
dos participantes com relac¸a˜o aos testes utilizados no projeto?
5.1.4 Ana´lise e Discussa˜o
A presente sec¸a˜o trata da ana´lise e discussa˜o das informac¸o˜es obtidas a partir da segunda
parte do questiona´rio (Apeˆndice B).
Cena´rios 1 e 2
Nos cena´rios 1 e 2, foram apresentados me´todos que precisariam de melhorias estruturais, a
partir de um extract method. Ale´m disso, foi informado que um modelo de predic¸a˜o, previu
que 48% e 72%, respectivamente, das suites de teste geradas automaticamente, por ferra-
mentas de gerac¸a˜o, identificara˜o uma falta de refatoramento, caso seja inserida durante a
aplicac¸a˜o do refatoramento. Nu´meros estes relativamente diferentes, um considerado baixo,
que indica que provavelmente as suites de teste geradas tem pouca chance de identificar uma
falta no refatoramento, e outro considerado alto, que indica o contra´rio. Para avaliar a pers-
pectiva dos desenvolvedores quanto a` utilidade da REFANALYZER, pedimos que avaliassem
entre uma das cinco opc¸o˜es: Inu´til, Pouco U´til, Neutro, U´til ou Muito U´til.
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Um visa˜o geral do primeiro cena´rio, onde a probabilidade, que foi dada a partir do mo-
delo, foi de 48%. Obtivemos ≈ 67% de avaliac¸a˜o positiva, ou seja, tivemos 4 profissionais
que avaliaram como Muito U´til, 16 como U´til. Em contrapartida, 3 avaliaram como Neutro,
6 como Pouco U´til, e 1 avaliou como Inu´til. Ale´m disso, grande parte afirmou que para
o contexto de detecc¸a˜o de refatoramento, confiam parcialmente ou na˜o confiam na efetivi-
dade das suites geradas. Apesar de 17 deles afirmarem que seguiriam com a aplicac¸a˜o do
refatoramento, 9 afirmaram que postergariam o refatoramento para um outro momento e 4
desistiriam do refatoramento. Por fim, ≈ 80% disseram que para este caso de validac¸a˜o,
fariam uso de suite gerada, pore´m combinada com uma suite de testes criados manualmente.
Note que, apesar da taxa de avaliac¸a˜o na˜o ser relativamente alta, ≈ 47% dos profissio-
nais adiariam ou cancelariam a aplicac¸a˜o do refatoramento, modificando assim a intenc¸a˜o de
aplicar o refatoramento. Quanto a validac¸a˜o do segundo cena´rio, onde a probabilidade que
foi dada a partir do modelo, foi de 72%. Obtivemos ≈ 90% de avaliac¸a˜o positiva. Sendo
que, 13 avaliaram como muito U´til, 14 como U´til e 3 como neutro. Ale´m disso, 72% afirmou
que para o contexto de detecc¸a˜o de refatoramento, confiam parcialmente ou confiam plena-
mente na efetividade das suites geradas. 24 deles afirmarem que seguiriam com a aplicac¸a˜o
do refatoramento, 3 afirmaram que postergaria o refatoramento para um outro momento e 3
desistiriam do refatoramento. Por fim, mais≈ 85% disseram que para este caso de validac¸a˜o,
fariam uso de suite gerada, pore´m combinada com uma suite de testes criados manualmente
ou, combinadas com outra estrate´gia. Note que, em ambos cena´rio, podemos ver a utilidade
do modelo de predic¸a˜o, ≈ 79% de avaliac¸a˜o positiva, bem como a estabilidade e a instabili-
dade na confianc¸a do profissional para com uma suite de teste gerada, apo´s os resultados do
modelo.
Cena´rio 3
Para avaliar a perspectiva dos desenvolvedores quanto a` utilidade da REFANALYZER, pedi-
mos que os participantes a avaliassem segundo entre uma das cinco opc¸o˜es: Inu´til, Pouco
U´til, Neutro, U´til ou Muito U´til. A figura 5.5 apresenta a opinia˜o dos 30 profissionais com
relac¸a˜o a informac¸a˜o fornecida. 14 participantes avaliaram a taxa de confiabilidade das fer-
ramentas de gerac¸a˜o criadas pelo REFANALYZER como Muito U´til, 13 como U´til, 2 como
Neutro, 1 como Pouco U´til e 0 como Inu´til.
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Figura 5.5: Avaliac¸a˜o da REFANALYZER
Note que na˜o houve nenhuma avaliac¸a˜o como Inu´til e houve apenas uma pessoa disse que
a informac¸a˜o e´ pouco u´til. Ao analizarmos esse u´nico caso, vimos que o desenvolvedor na˜o
compreendeu o problema e, consequentemente, a relevaˆncia da informac¸a˜o. A justificativa
apresentada por ele, foi:
”Se eu na˜o conhec¸o o total dos me´todos existentes, essa informac¸a˜o tem pouca utilidade.
Se houveram 15.000 me´todos, esta´ o´timo. Se houverem 40 me´todos, esta´ pe´ssimo. Este
informac¸a˜o teria que vir junto a uma porcentagem.”
Em contrapartida a` esta informac¸a˜o, quando a ferramenta apresenta uma lista de me´todos
problema´ticos, isso quer dizer que todos os me´todos que esta˜o na lista, possuem probabili-
dade inferior a 50% dos testes gerados serem eficazes na detecc¸a˜o da falta de refatoramento.
Diante disso, a quantidade de me´todos na˜o importa, visto que o propo´sito dos testes e´ as-
segurar que estabilidade do sistema, e do teste de regressa˜o e´ verificar que nenhum bug foi
inserido.
Quando paramos para analisar os dois casos onde os participantes avaliaram como Neu-
tro, vimos que um na˜o apresentou nenhuma justificativa e o segundo disse: ”Porque na˜o
saberia como sair, com esta informac¸a˜o”. Ou seja, na˜o sabe o que fazer com a informac¸a˜o.
Novamente nos deparamos com limitac¸a˜o de entendimento ou conhecimento te´cnico por
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parte do participante. Quando analisamos os casos onde os participantes avaliaram como
sendo Muito U´til e U´til, 90% do total de avaliac¸o˜es, nos deparamos com as avaliac¸o˜es inte-
ressantes de profissionais que executam diferentes func¸o˜es, tais como:
”Gerente de Projeto: Auxilia o desenvolvedor na tomada de decisa˜o e do momento certo
para ser feito um refatoramento no co´digo. A fim de diminuir a complexidade dos me´todos
listados.”
”Lider Te´cnico de Desenvolvimento: Importante para alertar o desenvolvedor que ele
deve ter mais cuidado ao tratar cena´rios que contenham esses me´todos.”
”Analista de Sistema (Team Leader): Dessa forma, e´ possivel definir outra extrate´gia
de teste para cada metodo descrito nesta ferramenta, melhorando assim a confiabilidade no
teste apo´s realizar o refatoramento.”
”Desenvolvedor: Ela funciona como um norte para melhorar os testes.”
”Te´cnico: Essa informac¸a˜o e´ u´til para identificar me´todos que possivelmente recebera˜o
mais ana´lise e testes manuais do que automa´ticos.”
”Analista de Sistema: Repensaria a possibilidade de realizar o refatoramento ou enta˜o
fazeˆ-lo escrevendo casos de testes manualmente, para os me´todos que foram listados”
Assim, podemos responder RQ1 e RQ2 afirmando que, para o contexto do nosso estudo,
os desenvolvedores acham que a REFANALYZER influencia na tomada de decisa˜o em fazer
ou na˜o o refatoramento. Ale´m disso, tambe´m influencia na confiabilidade com relac¸a˜o aos
testes utilizados no projeto, para garantir a corretude do refatoramento, propondo a criac¸a˜o
de testes manuais.
A figura 5.6 apresenta uma disposic¸a˜o geral da avaliac¸a˜o fornecida pelos profissionais
pela frenqueˆncia com que estes aplicam um refatoramento. Nesta, podemos ver uma na˜o
padronizac¸a˜o da avaliac¸a˜o quando relacionado ao tipo da func¸a˜o desempenhada, e esta
variac¸a˜o se aplica tambe´m a` frequeˆncia em que os participantes aplicam um refatoramento.
Note que participantes de todas as func¸o˜es avaliaram Muito U´til e U´til, independente-
mente se a frequeˆncia com que realizam um refatoramento foi: Nunca, Diariamente, Uma
vez na Semana, Uma vez no Meˆs ou Raramente. Ponto muito positivo para a REFANALY-
ZER, pois independentemente dos profissionais das 8 categorias, ela obteve 90% de avaliac¸a˜o
positiva. Com isso, validamos a REFANALYZER, obtendo indı´cios que esta auxilia de forma
positiva no desenvolvimento do projeto, ale´m de trazer mais confianc¸a ao desenvolvedor em
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Figura 5.6: Avaliac¸a˜o da REFANALYZER baseada na func¸a˜o desempenhada
realizar um refatoramento do tipo extract method.
5.1.5 Limitac¸o˜es e Melhorias
A fim de melhorar o uso e aplicabilidade da REFANALYZER, no´s elencamos algumas melho-
rias, que ajudam diretamente na minimizac¸a˜o das limitac¸o˜es e ampliac¸a˜o da aplicabilidade
da mesma. O primeiro ponto refere-se ao escopo de tipos de refatoramentos que a REFA-
NALYZER se aplica. Como melhoria, pretentemos aplicar para outros tipos de refatoramen-
tos. Uma melhoria que aborda as saı´das fornecidas pela REFANALYZER, seria a criac¸a˜o de
stubs de testes para cada me´todo problema´tico, de modo a facilitar o desenvolvedor a cria o
casos de teste manuais. Atualmente, REFANALYZER na˜o possui nenhum tipo de interface
gra´fica, como melhoria podemos criar uma interface que viabilise e facilite o uso da mesma.
Por fim, como melhoria futura, a REFANALYZER poderia se tornar um plugin para a IDE
Eclipse. De tal modo a detectar automaticamente o local de onde o refatoramento foi inse-
rido e fazer a ana´lise em background. Ale´m disso, pretendemos melhorar a REFANALYZER
que implementa o modelo Randoop, a partir da utilizac¸a˜o de outras estrate´gias estatı´ticas,
para aumentar a capacidade de predic¸a˜o.
Capı´tulo 6
Trabalhos Relacionados
O presente capı´tulo trata-se dos trabalhos que se relacionam com o nosso. Ale´m disso, o
capı´tulo esta´ dividido em treˆs sec¸o˜es, tais quais: Ferramentas para Validac¸a˜o de Refatora-
mentos, Testes e Refatoramentos e Ferramentas de Gerac¸a˜o de Testes.
6.0.1 Ferramentas para Validac¸a˜o de Refatoramentos
Edic¸o˜es de refatoramento geralmente requerem testes de regressa˜o como forma de validar a
preservac¸a˜o do comportamento externo do software, particularmente se o refatoramento for
aplicado manualmente [27; 20]. Ale´m disso, Daniel et al. [12] e Soares et al. [38] mostram
que mesmo os refatoramentos aplicados com refactoring engines convencionais precisam
ser validados, pois a corretude da implementac¸a˜o do refatoramento pode na˜o ser garantida.
Ambos usam testes nas suas te´cnicas para validar refactoring engines. Enquanto Daniel et al.
usa testes como um dos ora´culos para determinar se o comportamento e´ preservado ou na˜o,
Soares et al. propo˜e uma te´cnica baseada na gerac¸a˜o automa´tica de casos de teste usando
a ferramenta Randoop. Ale´m disso, Mongiovi et al. [26] estende o trabalho de Soares
ao adicionar ana´lise de impacto para orientar a gerac¸a˜o de casos de teste. Embora suas
te´cnicas tenham descoberto uma se´rie de faltas em edic¸o˜es de refatoramento, realizadas por
importantes ferramentas de refatoramento, o uso de suites de testes geradas automaticamente
na pra´tica, ainda merece maior investigac¸a˜o. Para o nosso trabalho, utilizamos testes de




6.0.2 Testes e Refatoramentos
A efica´cia na validac¸a˜o de edic¸o˜es de refatoramento por suites de testes criadas manualmente,
e´ investigada no estudo explorato´rio realizado por Alves et al. [3]. Eles procuram identificar
deficieˆncias em uma suite de testes para detectar faltas de edic¸a˜o em treˆs projetos open
source. Os resultados revelaram que as suites de testes criadas manualmente podem ser
ineficientes para detectar faltas de refatoramento, exigindo o aumento da suite de testes,
que pode ser realizado, por exemplo, via gerac¸a˜o automa´tica. Ainda dentro do contexto
de validac¸a˜o de refatoramento, pore´m a partir de testes de regressa˜o, onde estes servem
como aparato de confianc¸a a`s edic¸o˜es de refatoramento, suites de testes inadequadas podem
prejudicar as deciso˜es a serem tomadas pelo desenvolvedor. Com isso, Alves et. al. [5]
propuseram a REFDISTILLER, uma ferramenta para detectar e localizar anomalias em um
refatoramento inserido manualmente. Durante a avaliac¸a˜o, a REFDISTILLER identificou
97% de anomalias inseridas, dentre estas 24% na˜o foram detectadas pelas suites de teste
geradas. Por fim, os resultados mostraram que a REFDISTILLER pode ajudar a verificar a
correc¸a˜o das refatoramentos manuais. A partir da ana´lise feita por Alves et al., procuramos
identificar as limitac¸o˜es, na˜o para as suites manuais, mas para as suites de testes geradas
automoticamente, similarmente, quanto a detecc¸a˜o de faltas de refatoramento.
Ferramentas de gerac¸a˜o automa´ticas sa˜o avaliadas em termos de capacidade de revelac¸a˜o
ou cobertura de faltas no geral. Mariano Ceccato et. al. [11] abordou a questa˜o dos casos
de teste gerados automaticamente, pelas ferramentas Randoop e Evosuite, serem igualmente
eficazes no suporte a` depurac¸a˜o como testes escritos manualmente. Enquanto que, em seu
trabalho, Kim et al.[31] investigaram o impacto de edic¸o˜es de refatoramento no uso de testes
de regressa˜o, utilizando o hito´rico de projetos Java. Para isto, avaliaram treˆs projetos open
source e viram que apenas 22% dos refatoramentos aplicados no estudo, sa˜o cobertos pelas
suites de testes de regressa˜o do programa. E 62% da suite de testes na˜o exercita os refatora-
mentos aplicados. Diante dos nossos estudos explorato´rios, mostramos que os casos de teste
gerados automaticamente, por tais ferramentas, sa˜o ta˜o u´teis para depurac¸a˜o como os casos
de teste manual.
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6.0.3 Ferramentas de Gerac¸a˜o de Testes
No contexto de teste de regressa˜o, os testes sa˜o reexecutados com propo´sito de checar se
nenhuma falta foi inserida, pois pode acarretar em uma modificac¸a˜o inesperada do sistema.
Diante disso, Chang-ai Sun et. al [39] propuseram uma nova te´cnica para teste de regressa˜o,
baseada em uma famı´lia de estrate´gias de selec¸a˜o de mutantes. Os resultados mostraram
que a te´cnica proposta pode melhorar signitificamente a eficieˆncia de diferentes atividades
de teste de regressa˜o, incluindo a reduc¸a˜o de casos de testes e priorizac¸a˜o.
Quanto a` capacidade de detecc¸a˜o de faltas em geral, Kracht et al. [22] investigaram a
qualidade de suites de teste geradas automaticamente quando comparadas a`s suites de testes
manuais, com foco em 10 programas do SF110 corpus12. Os resultados mostram que o
EvoSuite pode criar suites de testes de qualidade similar a` escrita manual sobre cobertura de
branch e score de mutac¸a˜o. Tal resultado, incentiva o uso da gerac¸a˜o automa´tica de casos
de teste, uma vez que os custos de criac¸a˜o sa˜o menores. Ale´m disso, Shamshiri et al. [34]
realizaram um estudo empı´rico sobre a efica´cia de suites de testes geradas automaticamente
em detectar faltas. O estudo se concentra em treˆs ferramentas de gerac¸a˜o, incluindo EvoSuite
e Randoop, e em faltas reais apresentadas na base de dados Defects4J. Os resultados mostram
que as suites geradas detectaram 55,7% das faltas e apenas 19,9% da suite de teste detectaram
uma falta. Devido ao fato de que as ferramentas teˆm algoritmos randomizados, uma falta
pode na˜o ser encontrada em todas as execuc¸o˜es das ferramentas. Na verdade, se a detecc¸a˜o
requer que todas as execuc¸o˜es detectem a falta, as taxas de detecc¸a˜o sa˜o realmente baixas. A
partir dos resultados, os autores sugerem melhorias que podem ser aplicadas a`s ferramentas
em relac¸a˜o a` criac¸a˜o de objetos complexos, otimizac¸a˜o de cadeias, tratamento de condic¸o˜es
complexas e me´todos e atributos privados.
Ale´m disso, Almasi et al. [1] apresenta os resultados de uma avaliac¸a˜o da gerac¸a˜o de
testes de unidade no aˆmbito de uma aplicac¸a˜o industrial. O estudo foca nas ferramentas
EvoSuite e Randoop. Os resultados mostram que as suites de testes do EvoSuite detectaram
ate´ 56.40% das faltas, enquanto que as suites de testes Randoop detectaram 38%. Ao analisar
os casos sem detecc¸a˜o, eles dependem de valores especı´ficos ou de um estado complexo de
objetos. No´s analisamos a capacidade das suites geradas automaticamente pelas ferramentas
Randoop e Evosuite, em detectar falta de refatoramento. Os resultados mostraram que tais
ferramentas sa˜o limitadas, quanto a lidar com paraˆmetros de entrada e saı´da do tipo na˜o
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primitivos, e com me´todos de visibilidade na˜o pu´blica. Ale´m disso, propomos algumas
alternativas, a fim de aumentar a confiabilidade da aplicac¸a˜o de um refatoramento.
Apesar de apresentar desempenho equivalente quando comparado aos conjuntos de tes-
tes criados manualmente, pode-se notar que as suites de testes geradas automaticamente sa˜o
limitadas com relac¸a˜o a capacidade de detecc¸a˜o de faltas. A limitac¸a˜o tem sido relacio-
nada a` baixa cobertura de elementos no co´digo, como valores (complexos) e dependeˆncias
de co´digos e dados privados [40; 1]. Nesse sentido, Arcuri et al. [8] estende a ferramenta
EvoSuite para acessar diretamente APIs privadas e criar objetos mock. Os resultados ex-
perimentais mostram que a cobertura de co´digo e a taxa de detecc¸a˜o de faltas melhoraram.
Analisamos que a cobertura do co´digo esta´ diretamente relacionada com a taxa de detecc¸a˜o,
pois os sistemas com maiores taxas de coberturas, obtiveram as maiores taxas de detecc¸a˜o
de faltas de refatoramento.
Neste trabalho de dissertac¸a˜o, abordamos o problema da validac¸a˜o de edic¸o˜es de refa-
toramento, a partir de suites de teste JUnit geradas automaticamente. Nos concentramos
no tipo de refatoramento Extract Method. Considerando as verso˜es mais recentes das fer-
ramentas EvoSuite e Randoop com caracterı´sticas aprimoradas que prometem enfrentar os
problemas relatados no estudo original. Comparamos os resultados de ambos os estudos e
analisamos os fatores que influenciam os resultados. Ao considerar os fatores investigados,
desenvolvemos modelos de regressa˜o. Os modelos sa˜o avaliados com uma replicac¸a˜o de
estudo adicional que considera treˆs novos softwares open source.
Capı´tulo 7
Concluso˜es
Neste trabalho realizamos dois estudos explorato´rios que investigaram a efetividade e as
limitac¸o˜es de suites geradas pelas ferramentas de gerac¸a˜o automa´tica de testes Randoop e
Evosuite, quando usadas para validar faltas de refatoramento do tipo extract method.
Os resultados desses estudos mostraram que as suites geradas sa˜o limitadas, quanto a`
me´todos na˜o pu´blicos, bem como a complexidade dos objetos recebidos/retornados. Isto na
pra´tica, pode levar o desenvolvedor a erroneamente aferir que um refatoramento foi seguro
quando na verdade na˜o foi, levando por fim a inserir um bug no sistema. As suites Randoop
e Evosuite deixaram de detectar, respectivamente, 49,2% e 35,8% das faltas injetadas no
primeiro experimento. Quanto analisamos o segundo experimento, ja´ com as verso˜es mais
novas das ferramentas, temos que 70% e 30% das faltas na˜o foram detectadas. Nu´mero estes
que confirma a permaneˆncia das referidas limitac¸o˜es nas verso˜es mais atuais do Randoop e
do Evosuite.
Diante disso, propusemos treˆs abordagens para a predic¸a˜o da probabilidade de ferramen-
tas de gerac¸a˜o automa´tica de testes, gerarem suites efetivas para detecc¸a˜o de falta de refa-
toramento. Sendo estas abordagens, uma para a ferramenta Randoop, outra para Evosuite e
a terceira para Ambas ferramentas, a partir de uma ana´lise combinada. Nossas abordagens
baseam-se em treˆs fatores: visibilidade do me´todo, o tipo do paraˆmetro e o tipo do retorno
do me´todo. Pore´m, com um coeficieˆnte adicional, pois para cada fator, tem-se um valor ou
peso estatı´tico atribuı´do ao mesmo.
Para validar nossas abordagens, no´s realizamos um terceiro experimento. O qual foi
executado sob as mesmas condic¸o˜es de ambiente de desenvolvimento e configurac¸o˜es, dos
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demais estudos. Para isto, utilizamos novas unidades experimentais Java, open source, que
sa˜o conhecidas e ja´ utilizadas em outras pesquisas. As treˆs abordagens (Randoop, Evosuite
e Ambas ferramentas) obtiveram um desempenho satisfato´rio, conseguindo preˆver correta-
mente 51,7% , 84,2% e 85,8%, respectivamente.
Ale´m disso, propusemos a REFANALYZER. Que e´ uma ferramenta cujo intuito e´ ajudar
os desenvolvedores a decidir quando confiar em suites geradas automaticamente, para vali-
dar refatoramento do tipo extract method. Seu uso pode ser feito de duas formas, na primeira
forma REFANALYZER recebe um projeto JAVA e fornece como saı´da, uma lista de me´todos
classificados como problema´ticos. Na segunda forma, o desenvolvedor fornece a informac¸a˜o
de onde o refatoramento foi realizado, a partir dessa informac¸a˜o, a REFANALYZER informa
a probabilidade das ferramentas de gerac¸a˜o automa´tica de testes, gerarem casos que detecte
uma falta, no referido local. Por fim, surgiu a necessidade de validar REFANALYZER, de
modo a` saber o qua˜o u´til nossas proposic¸o˜es podem ser na validac¸a˜o de refatoramento den-
tro do contexto de projetos a´geis. Com isso, realizamos um estudo com 30 desenvolvedores
profissionais, distribuı´dos em 8 projetos de software distintos de grande e me´dio porte. Este
estudo teve como objetivo avaliar a capacidade da ferramenta em ajudar os desenvolvedo-
res a decidir quando usar suites geradas. Para avaliar a perspectiva dos desenvolvedores
quanto a´ utilidade da REFANALYZER, pedimos que avaliassem entre uma das cinco opc¸o˜es:
Inu´til, Pouco U´til, Neutro, U´til ou Muito U´til. Como resultado, obtivemos 90% de respostas
positivas com relac¸a˜o a utilizac¸a˜o de REFANALYZER, distribuı´das da seguinte forma: 14
participantes avaliaram REFANALYZER como Muito U´til, 13 como U´til, 2 como Neutro, 1
como Pouco U´til e 0 como Inu´til.
7.1 Trabalhos Futuros
Como trabalho futuro, planejamos: i) refinar os modelos de predic¸a˜o propostos, especial-
mente o Randoop, para que eles considerem outros fatores de influeˆncia para melhorar suas
taxas de predic¸a˜o; ii) Utilizar outras estrate´gias, como te´cnicas de aprendizado de ma´quina,
para obter diferentes modelos de predic¸a˜o e/ou refinar os propostos neste artigo; iii) Expandir
nossos estudos e modelos, considerando um conjunto maior de edic¸o˜es e faltas de refatora-
mento; e iv) Propor um conjunto de diretrizes sobre como os desenvolvedores podem lidar
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com as limitac¸o˜es das ferramentas e combinar conjuntos de testes manuais e gerados para
compor conjuntos de teste mais eficazes.
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Apeˆndice A
Ana´lise do Perfil dos Profissionais
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 Análise ​ ​do​ ​Perfil 
 




2. Qual ​ ​das​ ​seguintes ​ ​opções​ ​descreve​ ​sua​ ​experiência​ ​com​ ​programação? 
 
(​ ​​ ​)​ ​0-1​ ​ano (​ ​​ ​)​ ​1-3​ ​anos (​ ​​ ​)​ ​3-5​ ​anos (​ ​​ ​)​ ​5-7​ ​anos (​ ​​ ​)​ ​Mais​ ​de​ ​7​ ​anos 
3. Qual ​ ​das​ ​seguintes ​ ​opções​ ​descreve​ ​sua​ ​experiência​ ​no​ ​uso​ ​do​ ​Eclipse ​ ​IDE? 
 
(​ ​​ ​)​ ​0-1​ ​ano (​ ​​ ​)​ ​1-3​ ​anos (​ ​​ ​)​ ​3-5​ ​anos (​ ​​ ​)​ ​5-7​ ​anos (​ ​​ ​)​ ​Mais​ ​de​ ​7​ ​anos 
 
4. Ao trabalhar em um projeto, com que frequência você realiza e revisa as edições de               
refatoramento? 
 
(​ ​​ ​)​ ​Nunca (​ ​​ ​)​ ​Diariamente ( ) Uma vez na     
semana 
( ) Uma vez no     
mês 
(​ ​​ ​) ​ ​Raramente 
 
5. Quais​ ​os​ ​tipos​ ​de​ ​refatoramento​ ​você​ ​conhece?​ ​(Respostas​ ​múltiplas) 
 
(​ ​)​ ​Add​ ​Parameter (​ ​​ ​)​ ​Extract​ ​method (​ ​​ ​)​ ​Move ​ ​Method (​ ​​ ​​ ​)​ ​Push​ ​down​ ​Method 
(​ ​​ ​)​ ​Decompose 
Conditional 
(​ ​​ ​)​ ​Inline​ ​Class (​ ​​ ​)​ ​Pull​ ​up​ ​Field (​ ​​ ​​ ​)​ ​Rename​ ​Method 
( ) Encapsulate   
Field 
(​ ​​ ​)​ ​Inline​ ​Method (​ ​​ ​)​ ​Pull​ ​up​ ​Method ( )Replace Parameter   
with​ ​a​ ​Method 
(​ ​​ ​)​ ​Extract​ ​Class (​ ​​ ​)​ ​Move​ ​Field (​ ​​ ​)​ ​Push​ ​down​ ​Field (​ ​​ ​​ ​)​ ​Substitute​ ​Algorithm 
 
6. Como​ ​você​ ​costuma​ ​realizar​ ​edições​ ​de​ ​refatoramento? 
 
(​ ​​ ​)​ ​Manualmente (​ ​​ ​)​ ​Ferramenta.​ ​Quais?________________________________ 
 
7. Como​ ​você​ ​geralmente​ ​revisa​ ​as ​ ​edições ​ ​de​ ​refatoramento? 
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 (​ ​​ ​)​ ​Manualmente (​ ​​ ​)​ ​Ferramenta.​ ​Quais?________________________________ 
 
8. No​ ​projeto ​ ​onde​ ​trabalha,​ ​​ ​quais ​ ​tipos​ ​de​ ​testes ​ ​são​ ​utilizados? 
(​ ​​ ​)​ ​Manuais ( ) Automáticos. Gerados por quais ferramentas?       
__________________________________________________________ 
 
9. Caso utilize testes automáticos. Você confia plenamente nos testes gerados, caso           
seja ​ ​inserido ​ ​alguma ​ ​falta​ ​durante​ ​a​ ​realização​ ​de​ ​um​ ​refatoramento? 
 





Muito​ ​Obrigada ​! 
75
Apeˆndice B
Avaliando a Ferramenta REFANALYZER
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