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In recent years, the field of quantum computing has significantly developed in both the improve-
ment of hardware as well as the assembly of various software tools and platforms, including cloud
access to quantum devices. Unfortunately, many of these resources are rapidly changing and thus
lack accessibility and stability for robust algorithm prototyping and deployment. Effectively lever-
aging the array of hardware and software resources at a higher level, that can adapt to the rapid
development of software and hardware, will allow for further advancement and democratization of
quantum technologies to achieve useful computational tasks. As a way to approach this challenge,
we present a flexible, high-level framework called algo2qpu that is well-suited for designing and test-
ing instances of algorithms for near-term quantum computers on the cloud. Algorithms that employ
adaptive protocols for optimizations of algorithm parameters can be grouped under the umbrella of
“adaptive hybrid quantum-classical” (AHQC) algorithms. We demonstrate the utility of algo2qpu
for near-term algorithm development by applying the framework to implement proof-of-principle
instances of two AHQC algorithms that have applications in quantum chemistry and/or quantum
machine learning, namely the quantum autoencoder and the variational quantum classifier, using
Rigetti Computing’s Forest platform.
I. INTRODUCTION
Significant development in both theory and experiment
over the past several decades has positioned quantum
computation as a promising technology for various ap-
plications, including quantum simulation [1–4], discrete
optimization [5, 6], and more recently, machine learn-
ing [7–16]. While certain quantum algorithms [17–19]
guarantee speedups over their classical counterparts (e.g.
Shor, Grover, HHL), useful realizations will require fault-
tolerant quantum computation. Quantum devices sup-
porting fault-tolerant quantum computation have yet to
be realized. In the meantime, significant effort [5, 20, 21]
has been invested in leveraging the capabilities of near-
term “noisy intermediate-scale quantum” (NISQ) devices
that can support on the order of 102−103 qubits and 103
quantum operations [22]. From the algorithmic stand-
point, NISQ devices have inspired a class of algorithms
that strategically allocate computational tasks between
quantum and classical resources, called hybrid quantum-
classical (HQC) algorithms [23]. For clarity, in this work
we call a subset of these HQC algorithms that use clas-
sical resources to perform optimization of algorithm pa-
rameters, adaptive hybrid quantum-classical (AHQC) al-
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gorithms1. We show a few examples of AHQC algo-
rithms in Table I that have applications in several ar-
eas including chemistry, machine learning, and factoring.
Several of these AHQC algorithms, notably the varia-
tional quantum eigensolver (VQE) [20] and the quantum
approximate optimization algorithm (QAOA) [5], have
been widely studied, with the VQE algorithm demon-
strated using various quantum computing architectures
[21, 24, 25]. To continue and accelerate the advancement
of quantum computing technologies in both theory and
experiment, there is a growing need for software work-
flows and frameworks that enable organized, rapid test-
ing of algorithms [26–28].
Fortunately, over the last few years, various academic
and industrial research groups have developed an ecosys-
tem of software tools for simulating and executing quan-
tum circuits, as reviewed in [31]. In addition to advanced
simulators, some of these platforms, including Rigetti
Computing’s Forest [32] and IBM’s Quantum Experience
[33], provide cloud access to their respective quantum
devices. Alongside the rich suite of data tools already
available in the cloud, cloud-based quantum computing
1 We use “adaptive” as an umbrella term to describe a group of
HQC algorithms that use adaptive protocols or optimizations to
update algorithm parameters. Consequently, this encompasses
HQC algorithms that utilize the variational principle, such as
VQE.
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2AHQC Algorithm Goal(s) Optimization Problem
Variational Quantum
Eigensolver (VQE) [20, 23]
Estimate molecular properties
(e.g. energies)
Minimize expected energy
Quantum Approximate
Optimization Algorithm (QAOA) [5]
Estimate maximum cut of
a graph
Maximize expected cut size
Quantum Autoencoder (QAE) [7]
Design a circuit for compressing
a quantum data set
Maximize average fidelity
Quantum Variational Error
Corrector (QVECTOR) [29]
Design device-tailored quantum
error correction scheme
Maximize average fidelity
Variational Quantum
Classification [11, 13, 15]
Find a circuit that classifies
classical data points
Maximize log likelihood
Variational Quantum Factoring (VQF) [30]
For a given biprime find
its prime factors
Minimize quartic boolean
polynomial
Table I. Examples of adaptive hybrid quantum-classical (AHQC) algorithms. While the objectives of these algorithms may
widely vary, each algorithm leverages adaptive protocols to optimize algorithm parameters that (approximately) solve the
problem(s)-of-interest.
is expected to become a crucial resource for both research
and commercial applications [34, 35].
Though numerous studies have already presented ex-
perimental demonstrations of quantum algorithms using
cloud-based quantum computing [36, 37]2, there remains
a gap between the development of an abstract algorithm
and the experimental demonstration of an instance of
that algorithm [38]. Filling in this gap is particularly
important for quantum algorithms of a heuristic nature
[2, 5, 20] as these algorithms rely on rapid prototyping
and testing in order to fine-tune them and gauge their
feasibility. Furthermore, for general quantum algorithms,
significant effort is required to translate the instance of
the algorithm, likely realized as abstract, noiseless quan-
tum circuit(s) assuming all-to-all connectivity, to the cor-
responding lower-level quantum circuits that consider the
connectivity and native gate set corresponding to actual
devices. In the age of NISQ devices, this gap is com-
pounded by the noise in the devices, prompting the need
for a way to design “hardware-efficient” [24] algorithmic
instances, or circuit(s) that can execute with high fidelity
on a given device. Lastly, with growing efforts to build
high-quality, reusable packages and platforms, develop-
ment of reliable abstractions or frameworks to leverage
these resources are necessary to achieve and scale up
quantum computations for practical applications.
In this work, we introduce a high-level framework
for prototyping and deploying AHQC algorithms, called
algo2qpu, which provides a systematic workflow from
abstract circuits to machine-supported gate-level circuits
2 Please refer to IBM Quantum Experience’s Paper page for a
comprehensive list of papers that implement experiments using
IBM’s cloud service.
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Figure 1. Overview of algo2qpu: a general high-level frame-
work enabling algorithm-to-instance realizations on cloud-
based quantum computers.
to execute on either an available simulator or quantum
device. We developed algo2qpu with the hope of stream-
lining the testing of AHQC algorithms. Such testing fa-
cilitates algorithm development as well as experimental
design. We note that the abstraction of algo2qpu in
principle also allows for implementation of algorithms
beyond AHQC algorithms, e.g. the iterative phase es-
timation algorithm. In the following sections, we de-
scribe algo2qpu in greater detail, present its realization
using the Forest platform, and apply the infrastructure to
execute proof-of-principle instances of two AHQC algo-
rithms, the quantum autoencoder [7] and the quantum
variational classifier [10, 11, 15], on Forest’s simulator
and quantum processor via the cloud.
3II. ALGO2QPU
In principle, algo2qpu is a hardware and software ag-
nostic framework well-suited for, but not limited to, im-
plementing instances of AHQC algorithms on a quantum
device. This broad framework consists of several major
steps: (1) selection of an algorithm-of-interest, (2) defi-
nition of a specific instance of the algorithm, (3) compi-
lation of the abstract quantum circuit(s) involved in the
algorithmic instance, (4) execution of the compiled cir-
cuit(s) to either a simulator or a quantum device, and (5)
post-processing and storage of the output data, as shown
in Figure 1. In the case of AHQC algorithms, a classical
feedback routine is integrated to update the algorithm
parameters following an adaptive protocol.
Below we describe each step in greater detail:
1. Selection of Algorithm – At this level, we develop
and/or decide on an abstract problem or algorithm to
demonstrate. In the case of many AHQC algorithms,
this entails defining the objective or cost function(s) that
correspond to the particular problem/task. For instance,
we may choose to implement VQE, in which the main
objective may be to estimate the ground state energy
of a fermionic system, that is to minimize the energy
of the system. Alternatively, we may be interested
in implementing the quantum autoencoder to find a
compressed representation of a set of quantum states, or
maximizing the fidelity between the input and output
data set after applying compression then recovery maps.
2. Definition of Instance – After selecting an
algorithm, we define the specific instance of the al-
gorithm in the following step. That is, we consider
the quantum circuit(s) used to compute values of the
objective function(s) corresponding to the algorithm. In
the context of many AHQC algorithms, this generally
refers to selecting the parametrized quantum circuits.
At this stage, to consider the circuits at a high level,
we label the physical qubits with variables e.g. q0, q1,
etc. to indicate that the qubits of the abstract cir-
cuits have yet to be assigned to these. (For an example
of two instances of a particular algorithm, see Figure 4b).
3. Compilation of Abstract Circuits – Compila-
tion of quantum circuits according to device specifica-
tions has been an area of research devoted to map a the-
oretical quantum circuit in the classroom or on paper
to a “lower-level” quantum circuit whose instructions can
be directly processed and executed on a quantum device
[39–46]. We note that the compilation step in the NISQ
era can be roughly divided into two major subcompo-
nents: qubit mapping and gate compilation. In addition,
this is the step in the workflow that assumes knowledge
of the quantum device (e.g. connectivity or single-qubit
and two-qubit fidelities). We note that while compilation
in today’s quantum computing may more closely resem-
ble a simpler, high-level variant, significant effort is being
devoted to advance compilation such that the process is
more analogous to the compilation process for classical
computers [38, 47].
Prior to executing a quantum circuit on an actual de-
vice, the abstract qubits must be mapped onto the phys-
ical qubits of an actual device. This mapping procedure
may be non-trivial due to the limited connectivity as well
as the quality of the qubits on the processor. That is,
even on a single device, there may be a range of quali-
ties or fidelities among the qubits. For example, if the
circuit-of-interest requires high quality two-qubit inter-
actions for a subset of qubits, assigning those qubits to
physical qubits with high two-qubit fidelities may become
a priority in the mapping process.
In addition, the gates in abstract circuits are generally
non-native to a particular device. For example, common
gates such as CNOT or Hadamard operations are not
native to several existing devices and must be decom-
posed in terms of the native gates of the chosen plat-
form. We note that several existing compilation routines
can also provide valuable circuit information or resource
estimates, such as the circuit depth. Depending on the
capabilities of the hardware-of-choice, at this stage, one
may choose to re-design the experiment to work within
the limitations. At the end of the compilation step of
algo2qpu, the circuits are ready for execution on a sim-
ulator or a quantum device.
While our demonstrations will implement the mapping
procedure before the gate compilation, we note that
a deeper investigation is necessary to determine the
effective ordering of these protocols that correspond to
the optimal compilation of the circuit(s).
4. Circuit Simulation/Execution – Once the
quantum circuits are compiled according to the hard-
ware specifications, they can be executed on either a
simulator or an actual quantum device (also called the
quantum processing unit or QPU) through the cloud. In
addition to a wide array of available circuit simulators
(e.g. Cirq, QISKit, pyQuil, ProjectQ) [32, 48–50], some
with noise-simulating capabilities, various platforms
for cloud-based quantum computing have also been
integrated (e.g. Forest and IBM Quantum Experience).
Circuit executions on these services will generally
output a collection of measurement outcomes, which can
then be post-processed in the following step of algo2qpu.
5. Postprocessing and Storage – The post-processing
routine in the framework is responsible for gathering
the measurement outcomes and computing the values
of the algorithm instance’s objective function(s). For
NISQ devices, post-processing may significantly benefit
from additional error mitigation routines [51–54]. Both
the raw and processed outcome information can also be
stored in this step for verifiability.
6. Classical Feedback – For AHQC algorithms, the
optimization of algorithm parameters is offloaded to
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Figure 2. Forest-tailored algo2qpu framework implemented
for this study. Names of Python classes and packages in For-
est that were used for implementing aspects of each step of
algo2qpu are written in blue. For this particular implemen-
tation of the workflow, new abstract circuits with updated
parameters are created during the feedback process, and the
circuit compilation and execution occur remotely using For-
est’s cloud service, illustrated using dotted green boxes.
the classical computer. In the context of algo2qpu,
once the parameters have been updated by the classical
optimizer, they can be updated at the level of the
abstract circuit or the compiled circuit that employs
parametric variables. Figure 1 illustrates the possi-
bility of creating a new abstract circuit or directly
adjusting the parameters in a compiled circuit in the
classical feedback process. Then, the re-compiled
circuit is executed on the simulator or device until the
convergence criteria of the AHQC algorithm are satisfied.
We note that the abstractness and modularity in the
framework in principle can allow for the use of different
modules and routines to implement the different steps
of algo2qpu, based on the advantages of particular soft-
ware packages or the availability of specific features. For
example, one may use Forest’s connections to the sim-
ulator and hardware while using ProjectQ’s generalized
routine for circuit compilation. In addition, depending
on the available features of a platform, algo2qpu can be
further optimized to reduce latency by executing certain
modules, such as compilation and/or execution, locally or
remotely (through the cloud) [32]. In the following sec-
tion, we present one possible realization of the algo2qpu
framework, implemented using features and services sup-
ported by the Forest platform3.
3 The version of pyQuil used for the study is 1.9.0.
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Figure 3. Device layout for Rigetti Computing’s 8Q-Agave
quantum processor, with an index associated with each phys-
ical qubit. Lines between two qubits indicate the possibility
of direct two-qubit interactions.
III. IMPLEMENTATION OF ALGO2QPU USING
FOREST
To demonstrate the utility of the algo2qpu framework,
we construct each step of the workflow using various mod-
ules and/or routines available within the Forest platform,
as shown in Figure 2. The choice of algorithm and its in-
stance can be realized by either choosing an algorithmic
implementation from grove, Rigetti Computing’s library
of quantum algorithms, or writing a code using pyQuil
that implements an algorithm, such as [55]. The cir-
cuit(s) used in the algorithm are represented as instances
of Program that employ QubitPlaceholder to label ab-
stract qubits, which can later be replaced with physical
qubit indices. The circuit(s) can be compiled using For-
est’s in-house compiler that considers the specifications
of the particular quantum device. At the time of develop-
ing algo2qpu, the available quantum device was Rigetti
Computing’s eight-qubit processor, 8Q-Agave, its layout
shown in Figure 3. Once compiled, the circuit(s) can
be executed by connecting to the device and submitting
circuit jobs to the cloud, specifically to the quantum vir-
tual machine (QVM) for simulations and the quantum
processing unit (QPU) for experiments. The measure-
ment outcomes of both the QVM and QPU are returned
as a Python list, which can be post-processed to compute
the algorithm’s objective(s) and then be stored using
the json module. For a demonstration of the algo2qpu
workflow in the context of implementing a specific algo-
rithm, the reader should refer to [55].
In the following sections, we demonstrate the Forest-
implemented algo2qpu workflow to design and execute
simple instances of two AHQC algorithms: the quantum
autoencoder and the variational quantum classifier. For
each algorithm, we provide (1) a general description of
the algorithm, (2) specific instance(s) of the algorithm,
followed by (3) demonstrations and analyses of these in-
stances enabled by algo2qpu.
IV. ALGORITHM: QUANTUM
AUTOENCODER
In this section, we demonstrate simple instances of
the quantum autoencoder based on a model proposed
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<latexit sha1_base64="pc5eHr9vf9XlKEfeazn/pAjyWTQ=">AAACDnicbVDLSs NAFJ3UV62vVJduBovgqiRF0GXRjcsK9gFtCJPppBk6mYkzE0sI/Qd/wK3+gTtx6y/4A36H0zYL23rgwuGcezmXEySMKu0431ZpY3Nre6e8W9nbPzg8sqvHHSVSiUkbCyZk L0CKMMpJW1PNSC+RBMUBI91gfDvzu09EKir4g84S4sVoxGlIMdJG8u3qo9+AA0lHkUZSigls+HbNqTtzwHXiFqQGCrR8+2cwFDiNCdeYIaX6rpNoL0dSU8zItDJIFUkQHq MR6RvKUUyUl89fn8JzowxhKKQZruFc/XuRo1ipLA7MZox0pFa9mfif1091eO3llCepJhwvgsKUQS3grAc4pJJgzTJDEJbU/ApxhCTC2rS1lJJEmaJYTU0x7moN66TTqLtO 3b2/rDVviorK4BScgQvggivQBHegBdoAgwl4Aa/gzXq23q0P63OxWrKKmxOwBOvrFzJJnFY=</latexit><latexit sha1_base64="pc5eHr9vf9XlKEfeazn/pAjyWTQ=">AAACDnicbVDLSs NAFJ3UV62vVJduBovgqiRF0GXRjcsK9gFtCJPppBk6mYkzE0sI/Qd/wK3+gTtx6y/4A36H0zYL23rgwuGcezmXEySMKu0431ZpY3Nre6e8W9nbPzg8sqvHHSVSiUkbCyZk L0CKMMpJW1PNSC+RBMUBI91gfDvzu09EKir4g84S4sVoxGlIMdJG8u3qo9+AA0lHkUZSigls+HbNqTtzwHXiFqQGCrR8+2cwFDiNCdeYIaX6rpNoL0dSU8zItDJIFUkQHq MR6RvKUUyUl89fn8JzowxhKKQZruFc/XuRo1ipLA7MZox0pFa9mfif1091eO3llCepJhwvgsKUQS3grAc4pJJgzTJDEJbU/ApxhCTC2rS1lJJEmaJYTU0x7moN66TTqLtO 3b2/rDVviorK4BScgQvggivQBHegBdoAgwl4Aa/gzXq23q0P63OxWrKKmxOwBOvrFzJJnFY=</latexit><latexit sha1_base64="pc5eHr9vf9XlKEfeazn/pAjyWTQ=">AAACDnicbVDLSs NAFJ3UV62vVJduBovgqiRF0GXRjcsK9gFtCJPppBk6mYkzE0sI/Qd/wK3+gTtx6y/4A36H0zYL23rgwuGcezmXEySMKu0431ZpY3Nre6e8W9nbPzg8sqvHHSVSiUkbCyZk L0CKMMpJW1PNSC+RBMUBI91gfDvzu09EKir4g84S4sVoxGlIMdJG8u3qo9+AA0lHkUZSigls+HbNqTtzwHXiFqQGCrR8+2cwFDiNCdeYIaX6rpNoL0dSU8zItDJIFUkQHq MR6RvKUUyUl89fn8JzowxhKKQZruFc/XuRo1ipLA7MZox0pFa9mfif1091eO3llCepJhwvgsKUQS3grAc4pJJgzTJDEJbU/ApxhCTC2rS1lJJEmaJYTU0x7moN66TTqLtO 3b2/rDVviorK4BScgQvggivQBHegBdoAgwl4Aa/gzXq23q0P63OxWrKKmxOwBOvrFzJJnFY=</latexit><latexit sha1_base64="pc5eHr9vf9XlKEfeazn/pAjyWTQ=">AAACDnicbVDLSs NAFJ3UV62vVJduBovgqiRF0GXRjcsK9gFtCJPppBk6mYkzE0sI/Qd/wK3+gTtx6y/4A36H0zYL23rgwuGcezmXEySMKu0431ZpY3Nre6e8W9nbPzg8sqvHHSVSiUkbCyZk L0CKMMpJW1PNSC+RBMUBI91gfDvzu09EKir4g84S4sVoxGlIMdJG8u3qo9+AA0lHkUZSigls+HbNqTtzwHXiFqQGCrR8+2cwFDiNCdeYIaX6rpNoL0dSU8zItDJIFUkQHq MR6RvKUUyUl89fn8JzowxhKKQZruFc/XuRo1ipLA7MZox0pFa9mfif1091eO3llCepJhwvgsKUQS3grAc4pJJgzTJDEJbU/ApxhCTC2rS1lJJEmaJYTU0x7moN66TTqLtO 3b2/rDVviorK4BScgQvggivQBHegBdoAgwl4Aa/gzXq23q0P63OxWrKKmxOwBOvrFzJJnFY=</latexit>
Halfway-training mode
|ai
<latexit sha1_base64="EyWdzgMdGKaWl8SVW2uxouDEZZM=">AAACAnicbVBNS8NAEJ3Ur1q/qh69BIvgqSQi6LHoxWMF2wptKJvtpl2y2YTdiRBCb/4Br/oPvIlX/4h/wN/hps3Btj4YeLw3w8w8P xFco+N8W5W19Y3Nrep2bWd3b/+gfnjU1XGqKOvQWMTq0SeaCS5ZBzkK9pgoRiJfsJ4f3hZ+74kpzWP5gFnCvIiMJQ84JWik3iBkmJPpsN5wms4M9ipxS9KAEu1h/WcwimkaMYlUEK37rpOglxOFnAo2rQ1SzRJCQzJmfUMliZj28tm5U/vMKCM7iJUpifZM/TuRk0jrLPJNZ0Rwope9QvzP66cYXHs5l0mKTNL5oiAVNsZ28bs94opRFJkhhCpubrXphChC0SS0sCWZZJpTXQTjLsewSroXTddpuveXjdZNGVEVTuA UzsGFK2jBHbShAxRCeIFXeLOerXfrw/qct1ascuYYFmB9/QIhipih</latexit><latexit sha1_base64="EyWdzgMdGKaWl8SVW2uxouDEZZM=">AAACAnicbVBNS8NAEJ3Ur1q/qh69BIvgqSQi6LHoxWMF2wptKJvtpl2y2YTdiRBCb/4Br/oPvIlX/4h/wN/hps3Btj4YeLw3w8w8P xFco+N8W5W19Y3Nrep2bWd3b/+gfnjU1XGqKOvQWMTq0SeaCS5ZBzkK9pgoRiJfsJ4f3hZ+74kpzWP5gFnCvIiMJQ84JWik3iBkmJPpsN5wms4M9ipxS9KAEu1h/WcwimkaMYlUEK37rpOglxOFnAo2rQ1SzRJCQzJmfUMliZj28tm5U/vMKCM7iJUpifZM/TuRk0jrLPJNZ0Rwope9QvzP66cYXHs5l0mKTNL5oiAVNsZ28bs94opRFJkhhCpubrXphChC0SS0sCWZZJpTXQTjLsewSroXTddpuveXjdZNGVEVTuA UzsGFK2jBHbShAxRCeIFXeLOerXfrw/qct1ascuYYFmB9/QIhipih</latexit><latexit sha1_base64="EyWdzgMdGKaWl8SVW2uxouDEZZM=">AAACAnicbVBNS8NAEJ3Ur1q/qh69BIvgqSQi6LHoxWMF2wptKJvtpl2y2YTdiRBCb/4Br/oPvIlX/4h/wN/hps3Btj4YeLw3w8w8P xFco+N8W5W19Y3Nrep2bWd3b/+gfnjU1XGqKOvQWMTq0SeaCS5ZBzkK9pgoRiJfsJ4f3hZ+74kpzWP5gFnCvIiMJQ84JWik3iBkmJPpsN5wms4M9ipxS9KAEu1h/WcwimkaMYlUEK37rpOglxOFnAo2rQ1SzRJCQzJmfUMliZj28tm5U/vMKCM7iJUpifZM/TuRk0jrLPJNZ0Rwope9QvzP66cYXHs5l0mKTNL5oiAVNsZ28bs94opRFJkhhCpubrXphChC0SS0sCWZZJpTXQTjLsewSroXTddpuveXjdZNGVEVTuA UzsGFK2jBHbShAxRCeIFXeLOerXfrw/qct1ascuYYFmB9/QIhipih</latexit><latexit sha1_base64="EyWdzgMdGKaWl8SVW2uxouDEZZM=">AAACAnicbVBNS8NAEJ3Ur1q/qh69BIvgqSQi6LHoxWMF2wptKJvtpl2y2YTdiRBCb/4Br/oPvIlX/4h/wN/hps3Btj4YeLw3w8w8P xFco+N8W5W19Y3Nrep2bWd3b/+gfnjU1XGqKOvQWMTq0SeaCS5ZBzkK9pgoRiJfsJ4f3hZ+74kpzWP5gFnCvIiMJQ84JWik3iBkmJPpsN5wms4M9ipxS9KAEu1h/WcwimkaMYlUEK37rpOglxOFnAo2rQ1SzRJCQzJmfUMliZj28tm5U/vMKCM7iJUpifZM/TuRk0jrLPJNZ0Rwope9QvzP66cYXHs5l0mKTNL5oiAVNsZ28bs94opRFJkhhCpubrXphChC0SS0sCWZZJpTXQTjLsewSroXTddpuveXjdZNGVEVTuA UzsGFK2jBHbShAxRCeIFXeLOerXfrw/qct1ascuYYFmB9/QIhipih</latexit>
   iin↵
<latexit sha1_base64="HVRtnnWmMbIIP78g/kRhhan8hiw=">AAACFXicbVDLSsNAFJ34rPVVdSO4C RbBVUlE0GXRjcsK9gFNLZPpbTt0MgkzN2II8Tf8Abf6B+7ErWt/wO9w0nZhWw9cOJxzL/fe40eCa3Scb2tpeWV1bb2wUdzc2t7ZLe3tN3QYKwZ1FopQtXyqQXAJdeQooBUpoIEvoOmPrnO/+QBK81DeYRJBJ6ADyf ucUTRSt3TojQBTL9L8nndTD+ERUy6zLOuWyk7FGcNeJO6UlMkUtW7px+uFLA5AIhNU67brRNhJqULOBGRFL9YQUTaiA2gbKmkAupOOP8jsE6P07H6oTEm0x+rfiZQGWieBbzoDikM97+Xif147xv5lx3wUxQiSTRb 1Y2FjaOdx2D2ugKFIDKFMcXOrzYZUUYYmtJkt0TDRnOk8GHc+hkXSOKu4TsW9PS9Xr6YRFcgROSanxCUXpEpuSI3UCSNP5IW8kjfr2Xq3PqzPSeuSNZ05IDOwvn4BLe6g0Q==</latexit><latexit sha1_base64="HVRtnnWmMbIIP78g/kRhhan8hiw=">AAACFXicbVDLSsNAFJ34rPVVdSO4C RbBVUlE0GXRjcsK9gFNLZPpbTt0MgkzN2II8Tf8Abf6B+7ErWt/wO9w0nZhWw9cOJxzL/fe40eCa3Scb2tpeWV1bb2wUdzc2t7ZLe3tN3QYKwZ1FopQtXyqQXAJdeQooBUpoIEvoOmPrnO/+QBK81DeYRJBJ6ADyf ucUTRSt3TojQBTL9L8nndTD+ERUy6zLOuWyk7FGcNeJO6UlMkUtW7px+uFLA5AIhNU67brRNhJqULOBGRFL9YQUTaiA2gbKmkAupOOP8jsE6P07H6oTEm0x+rfiZQGWieBbzoDikM97+Xif147xv5lx3wUxQiSTRb 1Y2FjaOdx2D2ugKFIDKFMcXOrzYZUUYYmtJkt0TDRnOk8GHc+hkXSOKu4TsW9PS9Xr6YRFcgROSanxCUXpEpuSI3UCSNP5IW8kjfr2Xq3PqzPSeuSNZ05IDOwvn4BLe6g0Q==</latexit><latexit sha1_base64="HVRtnnWmMbIIP78g/kRhhan8hiw=">AAACFXicbVDLSsNAFJ34rPVVdSO4C RbBVUlE0GXRjcsK9gFNLZPpbTt0MgkzN2II8Tf8Abf6B+7ErWt/wO9w0nZhWw9cOJxzL/fe40eCa3Scb2tpeWV1bb2wUdzc2t7ZLe3tN3QYKwZ1FopQtXyqQXAJdeQooBUpoIEvoOmPrnO/+QBK81DeYRJBJ6ADyf ucUTRSt3TojQBTL9L8nndTD+ERUy6zLOuWyk7FGcNeJO6UlMkUtW7px+uFLA5AIhNU67brRNhJqULOBGRFL9YQUTaiA2gbKmkAupOOP8jsE6P07H6oTEm0x+rfiZQGWieBbzoDikM97+Xif147xv5lx3wUxQiSTRb 1Y2FjaOdx2D2ugKFIDKFMcXOrzYZUUYYmtJkt0TDRnOk8GHc+hkXSOKu4TsW9PS9Xr6YRFcgROSanxCUXpEpuSI3UCSNP5IW8kjfr2Xq3PqzPSeuSNZ05IDOwvn4BLe6g0Q==</latexit><latexit sha1_base64="HVRtnnWmMbIIP78g/kRhhan8hiw=">AAACFXicbVDLSsNAFJ34rPVVdSO4C RbBVUlE0GXRjcsK9gFNLZPpbTt0MgkzN2II8Tf8Abf6B+7ErWt/wO9w0nZhWw9cOJxzL/fe40eCa3Scb2tpeWV1bb2wUdzc2t7ZLe3tN3QYKwZ1FopQtXyqQXAJdeQooBUpoIEvoOmPrnO/+QBK81DeYRJBJ6ADyf ucUTRSt3TojQBTL9L8nndTD+ERUy6zLOuWyk7FGcNeJO6UlMkUtW7px+uFLA5AIhNU67brRNhJqULOBGRFL9YQUTaiA2gbKmkAupOOP8jsE6P07H6oTEm0x+rfiZQGWieBbzoDikM97+Xif147xv5lx3wUxQiSTRb 1Y2FjaOdx2D2ugKFIDKFMcXOrzYZUUYYmtJkt0TDRnOk8GHc+hkXSOKu4TsW9PS9Xr6YRFcgROSanxCUXpEpuSI3UCSNP5IW8kjfr2Xq3PqzPSeuSNZ05IDOwvn4BLe6g0Q==</latexit>
   iout↵
<latexit sha1_base64="0ghVgMZEpba4ZhdJwCwDsQjkkWA=">AAACFnicbVDLSsNQEL3xWesr6krcBIvgqiQi6LLoxmUF+4AmhpvbaXvpzYN7J2IIwd/wB9zqH7gTt279Ab/DpM3Cth4YOJwzw8wcLxJcoW l+a0vLK6tr65WN6ubW9s6uvrffVmEsGbRYKELZ9agCwQNoIUcB3UgC9T0BHW98XfidB5CKh8EdJhE4Ph0GfMAZxVxy9UN7DJjakeL33E1thEdMwxizLHP1mlk3JzAWiVWSGinRdPUfux+y2IcAmaBK9SwzQielEjkTkFXtWEFE2ZgOoZfTgPqgnHTyQmac5ErfGIQyrwCNifp3IqW+Uonv5Z0+xZGa9wrxP68X4+DSSXkQxQgBmy4axMLA0CjyMPpcAkOR5IQyyfNbDTaikjLMU5vZEo0SxZkqgrHmY1gk7bO6Zdat2/Na46qMqE KOyDE5JRa5IA1yQ5qkRRh5Ii/klbxpz9q79qF9TluXtHLmgMxA+/oFK0ehXA==</latexit><latexit sha1_base64="0ghVgMZEpba4ZhdJwCwDsQjkkWA=">AAACFnicbVDLSsNQEL3xWesr6krcBIvgqiQi6LLoxmUF+4AmhpvbaXvpzYN7J2IIwd/wB9zqH7gTt279Ab/DpM3Cth4YOJwzw8wcLxJcoW l+a0vLK6tr65WN6ubW9s6uvrffVmEsGbRYKELZ9agCwQNoIUcB3UgC9T0BHW98XfidB5CKh8EdJhE4Ph0GfMAZxVxy9UN7DJjakeL33E1thEdMwxizLHP1mlk3JzAWiVWSGinRdPUfux+y2IcAmaBK9SwzQielEjkTkFXtWEFE2ZgOoZfTgPqgnHTyQmac5ErfGIQyrwCNifp3IqW+Uonv5Z0+xZGa9wrxP68X4+DSSXkQxQgBmy4axMLA0CjyMPpcAkOR5IQyyfNbDTaikjLMU5vZEo0SxZkqgrHmY1gk7bO6Zdat2/Na46qMqE KOyDE5JRa5IA1yQ5qkRRh5Ii/klbxpz9q79qF9TluXtHLmgMxA+/oFK0ehXA==</latexit><latexit sha1_base64="0ghVgMZEpba4ZhdJwCwDsQjkkWA=">AAACFnicbVDLSsNQEL3xWesr6krcBIvgqiQi6LLoxmUF+4AmhpvbaXvpzYN7J2IIwd/wB9zqH7gTt279Ab/DpM3Cth4YOJwzw8wcLxJcoW l+a0vLK6tr65WN6ubW9s6uvrffVmEsGbRYKELZ9agCwQNoIUcB3UgC9T0BHW98XfidB5CKh8EdJhE4Ph0GfMAZxVxy9UN7DJjakeL33E1thEdMwxizLHP1mlk3JzAWiVWSGinRdPUfux+y2IcAmaBK9SwzQielEjkTkFXtWEFE2ZgOoZfTgPqgnHTyQmac5ErfGIQyrwCNifp3IqW+Uonv5Z0+xZGa9wrxP68X4+DSSXkQxQgBmy4axMLA0CjyMPpcAkOR5IQyyfNbDTaikjLMU5vZEo0SxZkqgrHmY1gk7bO6Zdat2/Na46qMqE KOyDE5JRa5IA1yQ5qkRRh5Ii/klbxpz9q79qF9TluXtHLmgMxA+/oFK0ehXA==</latexit><latexit sha1_base64="0ghVgMZEpba4ZhdJwCwDsQjkkWA=">AAACFnicbVDLSsNQEL3xWesr6krcBIvgqiQi6LLoxmUF+4AmhpvbaXvpzYN7J2IIwd/wB9zqH7gTt279Ab/DpM3Cth4YOJwzw8wcLxJcoW l+a0vLK6tr65WN6ubW9s6uvrffVmEsGbRYKELZ9agCwQNoIUcB3UgC9T0BHW98XfidB5CKh8EdJhE4Ph0GfMAZxVxy9UN7DJjakeL33E1thEdMwxizLHP1mlk3JzAWiVWSGinRdPUfux+y2IcAmaBK9SwzQielEjkTkFXtWEFE2ZgOoZfTgPqgnHTyQmac5ErfGIQyrwCNifp3IqW+Uonv5Z0+xZGa9wrxP68X4+DSSXkQxQgBmy4axMLA0CjyMPpcAkOR5IQyyfNbDTaikjLMU5vZEo0SxZkqgrHmY1gk7bO6Zdat2/Na46qMqE KOyDE5JRa5IA1yQ5qkRRh5Ii/klbxpz9q79qF9TluXtHLmgMxA+/oFK0ehXA==</latexit>
UE(~✓)
<latexit sha1_base64="EHIo7eE7hVf8EJzEAACLfpoFIkI=">AAACGHicbVDLSgNBEJz1GeNr1WMui0GIl7A rgh6DIniMYB6QDWF20kmGzD6Y6Q0syx78DX/Aq/6BN/HqzR/wO5wkezCJBQ1FVTfdXV4kuELb/jbW1jc2t7YLO8Xdvf2DQ/PouKnCWDJosFCEsu1RBYIH0ECOAtqRBOp7Alre+HbqtyYgFQ+DR0wi6Pp0GPABZxS11DNLjZ7rUxwx KtK7rOJOgKUujgBpdt4zy3bVnsFaJU5OyiRHvWf+uP2QxT4EyARVquPYEXZTKpEzAVnRjRVElI3pEDqaBtQH1U1nT2TWmVb61iCUugK0ZurfiZT6SiW+pzunB6tlbyr+53ViHFx3Ux5EMULA5osGsbAwtKaJWH0ugaFINKFMcn2rx UZUUoY6t4Ut0ShRnKlMB+Msx7BKmhdVx646D5fl2k0eUYGUyCmpEIdckRq5J3XSIIw8kRfySt6MZ+Pd+DA+561rRj5zQhZgfP0C/GahHQ==</latexit><latexit sha1_base64="EHIo7eE7hVf8EJzEAACLfpoFIkI=">AAACGHicbVDLSgNBEJz1GeNr1WMui0GIl7A rgh6DIniMYB6QDWF20kmGzD6Y6Q0syx78DX/Aq/6BN/HqzR/wO5wkezCJBQ1FVTfdXV4kuELb/jbW1jc2t7YLO8Xdvf2DQ/PouKnCWDJosFCEsu1RBYIH0ECOAtqRBOp7Alre+HbqtyYgFQ+DR0wi6Pp0GPABZxS11DNLjZ7rUxwx KtK7rOJOgKUujgBpdt4zy3bVnsFaJU5OyiRHvWf+uP2QxT4EyARVquPYEXZTKpEzAVnRjRVElI3pEDqaBtQH1U1nT2TWmVb61iCUugK0ZurfiZT6SiW+pzunB6tlbyr+53ViHFx3Ux5EMULA5osGsbAwtKaJWH0ugaFINKFMcn2rx UZUUoY6t4Ut0ShRnKlMB+Msx7BKmhdVx646D5fl2k0eUYGUyCmpEIdckRq5J3XSIIw8kRfySt6MZ+Pd+DA+561rRj5zQhZgfP0C/GahHQ==</latexit><latexit sha1_base64="EHIo7eE7hVf8EJzEAACLfpoFIkI=">AAACGHicbVDLSgNBEJz1GeNr1WMui0GIl7A rgh6DIniMYB6QDWF20kmGzD6Y6Q0syx78DX/Aq/6BN/HqzR/wO5wkezCJBQ1FVTfdXV4kuELb/jbW1jc2t7YLO8Xdvf2DQ/PouKnCWDJosFCEsu1RBYIH0ECOAtqRBOp7Alre+HbqtyYgFQ+DR0wi6Pp0GPABZxS11DNLjZ7rUxwx KtK7rOJOgKUujgBpdt4zy3bVnsFaJU5OyiRHvWf+uP2QxT4EyARVquPYEXZTKpEzAVnRjRVElI3pEDqaBtQH1U1nT2TWmVb61iCUugK0ZurfiZT6SiW+pzunB6tlbyr+53ViHFx3Ux5EMULA5osGsbAwtKaJWH0ugaFINKFMcn2rx UZUUoY6t4Ut0ShRnKlMB+Msx7BKmhdVx646D5fl2k0eUYGUyCmpEIdckRq5J3XSIIw8kRfySt6MZ+Pd+DA+561rRj5zQhZgfP0C/GahHQ==</latexit><latexit sha1_base64="EHIo7eE7hVf8EJzEAACLfpoFIkI=">AAACGHicbVDLSgNBEJz1GeNr1WMui0GIl7A rgh6DIniMYB6QDWF20kmGzD6Y6Q0syx78DX/Aq/6BN/HqzR/wO5wkezCJBQ1FVTfdXV4kuELb/jbW1jc2t7YLO8Xdvf2DQ/PouKnCWDJosFCEsu1RBYIH0ECOAtqRBOp7Alre+HbqtyYgFQ+DR0wi6Pp0GPABZxS11DNLjZ7rUxwx KtK7rOJOgKUujgBpdt4zy3bVnsFaJU5OyiRHvWf+uP2QxT4EyARVquPYEXZTKpEzAVnRjRVElI3pEDqaBtQH1U1nT2TWmVb61iCUugK0ZurfiZT6SiW+pzunB6tlbyr+53ViHFx3Ux5EMULA5osGsbAwtKaJWH0ugaFINKFMcn2rx UZUUoY6t4Ut0ShRnKlMB+Msx7BKmhdVx646D5fl2k0eUYGUyCmpEIdckRq5J3XSIIw8kRfySt6MZ+Pd+DA+561rRj5zQhZgfP0C/GahHQ==</latexit>
UD(~✓)
<latexit sha1_base64="KnOXqiE+W5wTy7tTD+N0/iIRe2o=">AAACGHicbVDLSgNBEJz1GeNr1WMui0GIl7Argh6DevAYwTwgG8LspJMMmX0w0xtYlj34G/6AV/0Db+LVmz/gdzhJ9mASCxqKqm66u7xIcIW2/W2srW9sbm0Xdo q7e/sHh+bRcVOFsWTQYKEIZdujCgQPoIEcBbQjCdT3BLS88e3Ub01AKh4Gj5hE0PXpMOADzihqqWeWGj3XpzhiVKR3WcWdAEtdHAHS7Lxnlu2qPYO1SpyclEmOes/8cfshi30IkAmqVMexI+ymVCJnArKiGyuIKBvTIXQ0DagPqpvOnsisM630rUEodQVozdS/Eyn1lUp8T3dOD1bL3lT8z+vEOLjupjyIYoSAzRcNYmFhaE0TsfpcAkORaEKZ5PpWi42opAx1bgtbolGiOFOZDsZZjmGVNC+qjl11Hi7LtZs8ogIpkVNSIQ65IjVyT+qkQRh5Ii/klbwZz8a78WF8zlvX jHzmhCzA+PoF+r+hHA==</latexit><latexit sha1_base64="KnOXqiE+W5wTy7tTD+N0/iIRe2o=">AAACGHicbVDLSgNBEJz1GeNr1WMui0GIl7Argh6DevAYwTwgG8LspJMMmX0w0xtYlj34G/6AV/0Db+LVmz/gdzhJ9mASCxqKqm66u7xIcIW2/W2srW9sbm0Xdo q7e/sHh+bRcVOFsWTQYKEIZdujCgQPoIEcBbQjCdT3BLS88e3Ub01AKh4Gj5hE0PXpMOADzihqqWeWGj3XpzhiVKR3WcWdAEtdHAHS7Lxnlu2qPYO1SpyclEmOes/8cfshi30IkAmqVMexI+ymVCJnArKiGyuIKBvTIXQ0DagPqpvOnsisM630rUEodQVozdS/Eyn1lUp8T3dOD1bL3lT8z+vEOLjupjyIYoSAzRcNYmFhaE0TsfpcAkORaEKZ5PpWi42opAx1bgtbolGiOFOZDsZZjmGVNC+qjl11Hi7LtZs8ogIpkVNSIQ65IjVyT+qkQRh5Ii/klbwZz8a78WF8zlvX jHzmhCzA+PoF+r+hHA==</latexit><latexit sha1_base64="KnOXqiE+W5wTy7tTD+N0/iIRe2o=">AAACGHicbVDLSgNBEJz1GeNr1WMui0GIl7Argh6DevAYwTwgG8LspJMMmX0w0xtYlj34G/6AV/0Db+LVmz/gdzhJ9mASCxqKqm66u7xIcIW2/W2srW9sbm0Xdo q7e/sHh+bRcVOFsWTQYKEIZdujCgQPoIEcBbQjCdT3BLS88e3Ub01AKh4Gj5hE0PXpMOADzihqqWeWGj3XpzhiVKR3WcWdAEtdHAHS7Lxnlu2qPYO1SpyclEmOes/8cfshi30IkAmqVMexI+ymVCJnArKiGyuIKBvTIXQ0DagPqpvOnsisM630rUEodQVozdS/Eyn1lUp8T3dOD1bL3lT8z+vEOLjupjyIYoSAzRcNYmFhaE0TsfpcAkORaEKZ5PpWi42opAx1bgtbolGiOFOZDsZZjmGVNC+qjl11Hi7LtZs8ogIpkVNSIQ65IjVyT+qkQRh5Ii/klbwZz8a78WF8zlvX jHzmhCzA+PoF+r+hHA==</latexit><latexit sha1_base64="KnOXqiE+W5wTy7tTD+N0/iIRe2o=">AAACGHicbVDLSgNBEJz1GeNr1WMui0GIl7Argh6DevAYwTwgG8LspJMMmX0w0xtYlj34G/6AV/0Db+LVmz/gdzhJ9mASCxqKqm66u7xIcIW2/W2srW9sbm0Xdo q7e/sHh+bRcVOFsWTQYKEIZdujCgQPoIEcBbQjCdT3BLS88e3Ub01AKh4Gj5hE0PXpMOADzihqqWeWGj3XpzhiVKR3WcWdAEtdHAHS7Lxnlu2qPYO1SpyclEmOes/8cfshi30IkAmqVMexI+ymVCJnArKiGyuIKBvTIXQ0DagPqpvOnsisM630rUEodQVozdS/Eyn1lUp8T3dOD1bL3lT8z+vEOLjupjyIYoSAzRcNYmFhaE0TsfpcAkORaEKZ5PpWi42opAx1bgtbolGiOFOZDsZZjmGVNC+qjl11Hi7LtZs8ogIpkVNSIQ65IjVyT+qkQRh5Ii/klbwZz8a78WF8zlvX jHzmhCzA+PoF+r+hHA==</latexit>
max
~✓
Ftrain(~✓)
<latexit sha1_base64="lAqkGpQdBY7/KIJxhwmuIsJnZAM=">AAACTHicbVBNaxsxFNS6rZM4/XCaYy8iJuBezG4JpMeQQOmtKdSJwWvMW/nZFtZqF+ltiFn0s/I3ci+9Jv0FuYVAZWcPsd0BwTDzhqc3Sa6kpTD8HdRev X5T39reaey+fff+Q3Pv44XNCiOwKzKVmV4CFpXU2CVJCnu5QUgThZfJ7GzhX16hsTLTv2ie4yCFiZZjKYC8NGz+iAs98j5SGV+hKGOaIoFznuA1lSlcO8djHqdAUwGq/OaGlUUGpHau/TL2uTFstsJOuATfJFFFWqzC+bD5Nx5lokhRk1BgbT8KcxqUYEgKha4RFxZzEDOYYN9TDSnaQbk83PFDr4z4ODP+aeJL9WWihNTaeZr4ycUBdt1biP/z+gWNvw5KqfOCUIvnReNCccr4okU+kgYFqbknIIz0f+ViCgYE+S5XtuTTuZXCOl9MtF7DJrn40onCTvTzqH VyWlW0zT6xA9ZmETtmJ+w7O2ddJtgN+8Pu2H1wGzwEj8HT82gtqDL7bAW1+j+A7bfA</latexit><latexit sha1_base64="lAqkGpQdBY7/KIJxhwmuIsJnZAM=">AAACTHicbVBNaxsxFNS6rZM4/XCaYy8iJuBezG4JpMeQQOmtKdSJwWvMW/nZFtZqF+ltiFn0s/I3ci+9Jv0FuYVAZWcPsd0BwTDzhqc3Sa6kpTD8HdRev X5T39reaey+fff+Q3Pv44XNCiOwKzKVmV4CFpXU2CVJCnu5QUgThZfJ7GzhX16hsTLTv2ie4yCFiZZjKYC8NGz+iAs98j5SGV+hKGOaIoFznuA1lSlcO8djHqdAUwGq/OaGlUUGpHau/TL2uTFstsJOuATfJFFFWqzC+bD5Nx5lokhRk1BgbT8KcxqUYEgKha4RFxZzEDOYYN9TDSnaQbk83PFDr4z4ODP+aeJL9WWihNTaeZr4ycUBdt1biP/z+gWNvw5KqfOCUIvnReNCccr4okU+kgYFqbknIIz0f+ViCgYE+S5XtuTTuZXCOl9MtF7DJrn40onCTvTzqH VyWlW0zT6xA9ZmETtmJ+w7O2ddJtgN+8Pu2H1wGzwEj8HT82gtqDL7bAW1+j+A7bfA</latexit><latexit sha1_base64="lAqkGpQdBY7/KIJxhwmuIsJnZAM=">AAACTHicbVBNaxsxFNS6rZM4/XCaYy8iJuBezG4JpMeQQOmtKdSJwWvMW/nZFtZqF+ltiFn0s/I3ci+9Jv0FuYVAZWcPsd0BwTDzhqc3Sa6kpTD8HdRev X5T39reaey+fff+Q3Pv44XNCiOwKzKVmV4CFpXU2CVJCnu5QUgThZfJ7GzhX16hsTLTv2ie4yCFiZZjKYC8NGz+iAs98j5SGV+hKGOaIoFznuA1lSlcO8djHqdAUwGq/OaGlUUGpHau/TL2uTFstsJOuATfJFFFWqzC+bD5Nx5lokhRk1BgbT8KcxqUYEgKha4RFxZzEDOYYN9TDSnaQbk83PFDr4z4ODP+aeJL9WWihNTaeZr4ycUBdt1biP/z+gWNvw5KqfOCUIvnReNCccr4okU+kgYFqbknIIz0f+ViCgYE+S5XtuTTuZXCOl9MtF7DJrn40onCTvTzqH VyWlW0zT6xA9ZmETtmJ+w7O2ddJtgN+8Pu2H1wGzwEj8HT82gtqDL7bAW1+j+A7bfA</latexit><latexit sha1_base64="lAqkGpQdBY7/KIJxhwmuIsJnZAM=">AAACTHicbVBNaxsxFNS6rZM4/XCaYy8iJuBezG4JpMeQQOmtKdSJwWvMW/nZFtZqF+ltiFn0s/I3ci+9Jv0FuYVAZWcPsd0BwTDzhqc3Sa6kpTD8HdRev X5T39reaey+fff+Q3Pv44XNCiOwKzKVmV4CFpXU2CVJCnu5QUgThZfJ7GzhX16hsTLTv2ie4yCFiZZjKYC8NGz+iAs98j5SGV+hKGOaIoFznuA1lSlcO8djHqdAUwGq/OaGlUUGpHau/TL2uTFstsJOuATfJFFFWqzC+bD5Nx5lokhRk1BgbT8KcxqUYEgKha4RFxZzEDOYYN9TDSnaQbk83PFDr4z4ODP+aeJL9WWihNTaeZr4ycUBdt1biP/z+gWNvw5KqfOCUIvnReNCccr4okU+kgYFqbknIIz0f+ViCgYE+S5XtuTTuZXCOl9MtF7DJrn40onCTvTzqH VyWlW0zT6xA9ZmETtmJ+w7O2ddJtgN+8Pu2H1wGzwEj8HT82gtqDL7bAW1+j+A7bfA</latexit>
Circuit Compilation
Gate compilation
Min depth  : 9 
Max depth : 12
Qubit mapping
q0 ! 0
<latexit sha1_base64="Xzbe2Qdr/OkP035ofmitjWpB2UQ=">AAACDnicbVDLSgMxFM34rPU11aWbYBFclYwIuiy6cVnBPqAdhkyaaUMzyZhkLMPQf/AH3OofuBO3/oI /4HeYtrOwrQcuHM65l3M5YcKZNgh9O2vrG5tb26Wd8u7e/sGhWzlqaZkqQptEcqk6IdaUM0GbhhlOO4miOA45bYej26nffqJKMykeTJZQP8YDwSJGsLFS4FYeAwR7ig2GBislxxAFbhXV0AxwlXgFqYICjcD96fUlSWMqDOFY666HEuPnWBlGOJ2Ue6mmCSYjPKBdSwWOqfbz2esTeGaVPoyksiMMnKl/L3Ica53Fod2MsRnqZW8q/ud1UxNd+zkTSWq oIPOgKOXQSDjtAfaZosTwzBJMFLO/QjLEChNj21pISYaZZkRPbDHecg2rpHVR81DNu7+s1m+KikrgBJyCc+CBK1AHd6ABmoCAMXgBr+DNeXbenQ/nc7665hQ3x2ABztcvK82cUg==</latexit><latexit sha1_base64="Xzbe2Qdr/OkP035ofmitjWpB2UQ=">AAACDnicbVDLSgMxFM34rPU11aWbYBFclYwIuiy6cVnBPqAdhkyaaUMzyZhkLMPQf/AH3OofuBO3/oI /4HeYtrOwrQcuHM65l3M5YcKZNgh9O2vrG5tb26Wd8u7e/sGhWzlqaZkqQptEcqk6IdaUM0GbhhlOO4miOA45bYej26nffqJKMykeTJZQP8YDwSJGsLFS4FYeAwR7ig2GBislxxAFbhXV0AxwlXgFqYICjcD96fUlSWMqDOFY666HEuPnWBlGOJ2Ue6mmCSYjPKBdSwWOqfbz2esTeGaVPoyksiMMnKl/L3Ica53Fod2MsRnqZW8q/ud1UxNd+zkTSWq oIPOgKOXQSDjtAfaZosTwzBJMFLO/QjLEChNj21pISYaZZkRPbDHecg2rpHVR81DNu7+s1m+KikrgBJyCc+CBK1AHd6ABmoCAMXgBr+DNeXbenQ/nc7665hQ3x2ABztcvK82cUg==</latexit><latexit sha1_base64="Xzbe2Qdr/OkP035ofmitjWpB2UQ=">AAACDnicbVDLSgMxFM34rPU11aWbYBFclYwIuiy6cVnBPqAdhkyaaUMzyZhkLMPQf/AH3OofuBO3/oI /4HeYtrOwrQcuHM65l3M5YcKZNgh9O2vrG5tb26Wd8u7e/sGhWzlqaZkqQptEcqk6IdaUM0GbhhlOO4miOA45bYej26nffqJKMykeTJZQP8YDwSJGsLFS4FYeAwR7ig2GBislxxAFbhXV0AxwlXgFqYICjcD96fUlSWMqDOFY666HEuPnWBlGOJ2Ue6mmCSYjPKBdSwWOqfbz2esTeGaVPoyksiMMnKl/L3Ica53Fod2MsRnqZW8q/ud1UxNd+zkTSWq oIPOgKOXQSDjtAfaZosTwzBJMFLO/QjLEChNj21pISYaZZkRPbDHecg2rpHVR81DNu7+s1m+KikrgBJyCc+CBK1AHd6ABmoCAMXgBr+DNeXbenQ/nc7665hQ3x2ABztcvK82cUg==</latexit><latexit sha1_base64="Xzbe2Qdr/OkP035ofmitjWpB2UQ=">AAACDnicbVDLSgMxFM34rPU11aWbYBFclYwIuiy6cVnBPqAdhkyaaUMzyZhkLMPQf/AH3OofuBO3/oI /4HeYtrOwrQcuHM65l3M5YcKZNgh9O2vrG5tb26Wd8u7e/sGhWzlqaZkqQptEcqk6IdaUM0GbhhlOO4miOA45bYej26nffqJKMykeTJZQP8YDwSJGsLFS4FYeAwR7ig2GBislxxAFbhXV0AxwlXgFqYICjcD96fUlSWMqDOFY666HEuPnWBlGOJ2Ue6mmCSYjPKBdSwWOqfbz2esTeGaVPoyksiMMnKl/L3Ica53Fod2MsRnqZW8q/ud1UxNd+zkTSWq oIPOgKOXQSDjtAfaZosTwzBJMFLO/QjLEChNj21pISYaZZkRPbDHecg2rpHVR81DNu7+s1m+KikrgBJyCc+CBK1AHd6ABmoCAMXgBr+DNeXbenQ/nc7665hQ3x2ABztcvK82cUg==</latexit>
q1 ! 1
<latexit sha1_base64="X28tDWTSMgRQJjDq3mm+V6TB2j4=">AAACDnicbVDLSgMxFM34rPU11aWbYBFclYkIuiy6cVnBPqAdhkyaaUMzyZhkLMPQf/AH3OofuBO3/oI /4HeYtrOwrQcuHM65l3M5YcKZNp737aytb2xubZd2yrt7+weHbuWopWWqCG0SyaXqhFhTzgRtGmY47SSK4jjktB2Obqd++4kqzaR4MFlC/RgPBIsYwcZKgVt5DBDsKTYYGqyUHEMUuFWv5s0AVwkqSBUUaATuT68vSRpTYQjHWneRlxg/x8owwumk3Es1TTAZ4QHtWipwTLWfz16fwDOr9GEklR1h4Ez9e5HjWOssDu1mjM1QL3tT8T+vm5ro2s+ZSFJ DBZkHRSmHRsJpD7DPFCWGZ5Zgopj9FZIhVpgY29ZCSjLMNCN6YotByzWsktZFDXk1dH9Zrd8UFZXACTgF5wCBK1AHd6ABmoCAMXgBr+DNeXbenQ/nc7665hQ3x2ABztcvLwucVA==</latexit><latexit sha1_base64="X28tDWTSMgRQJjDq3mm+V6TB2j4=">AAACDnicbVDLSgMxFM34rPU11aWbYBFclYkIuiy6cVnBPqAdhkyaaUMzyZhkLMPQf/AH3OofuBO3/oI /4HeYtrOwrQcuHM65l3M5YcKZNp737aytb2xubZd2yrt7+weHbuWopWWqCG0SyaXqhFhTzgRtGmY47SSK4jjktB2Obqd++4kqzaR4MFlC/RgPBIsYwcZKgVt5DBDsKTYYGqyUHEMUuFWv5s0AVwkqSBUUaATuT68vSRpTYQjHWneRlxg/x8owwumk3Es1TTAZ4QHtWipwTLWfz16fwDOr9GEklR1h4Ez9e5HjWOssDu1mjM1QL3tT8T+vm5ro2s+ZSFJ DBZkHRSmHRsJpD7DPFCWGZ5Zgopj9FZIhVpgY29ZCSjLMNCN6YotByzWsktZFDXk1dH9Zrd8UFZXACTgF5wCBK1AHd6ABmoCAMXgBr+DNeXbenQ/nc7665hQ3x2ABztcvLwucVA==</latexit><latexit sha1_base64="X28tDWTSMgRQJjDq3mm+V6TB2j4=">AAACDnicbVDLSgMxFM34rPU11aWbYBFclYkIuiy6cVnBPqAdhkyaaUMzyZhkLMPQf/AH3OofuBO3/oI /4HeYtrOwrQcuHM65l3M5YcKZNp737aytb2xubZd2yrt7+weHbuWopWWqCG0SyaXqhFhTzgRtGmY47SSK4jjktB2Obqd++4kqzaR4MFlC/RgPBIsYwcZKgVt5DBDsKTYYGqyUHEMUuFWv5s0AVwkqSBUUaATuT68vSRpTYQjHWneRlxg/x8owwumk3Es1TTAZ4QHtWipwTLWfz16fwDOr9GEklR1h4Ez9e5HjWOssDu1mjM1QL3tT8T+vm5ro2s+ZSFJ DBZkHRSmHRsJpD7DPFCWGZ5Zgopj9FZIhVpgY29ZCSjLMNCN6YotByzWsktZFDXk1dH9Zrd8UFZXACTgF5wCBK1AHd6ABmoCAMXgBr+DNeXbenQ/nc7665hQ3x2ABztcvLwucVA==</latexit><latexit sha1_base64="X28tDWTSMgRQJjDq3mm+V6TB2j4=">AAACDnicbVDLSgMxFM34rPU11aWbYBFclYkIuiy6cVnBPqAdhkyaaUMzyZhkLMPQf/AH3OofuBO3/oI /4HeYtrOwrQcuHM65l3M5YcKZNp737aytb2xubZd2yrt7+weHbuWopWWqCG0SyaXqhFhTzgRtGmY47SSK4jjktB2Obqd++4kqzaR4MFlC/RgPBIsYwcZKgVt5DBDsKTYYGqyUHEMUuFWv5s0AVwkqSBUUaATuT68vSRpTYQjHWneRlxg/x8owwumk3Es1TTAZ4QHtWipwTLWfz16fwDOr9GEklR1h4Ez9e5HjWOssDu1mjM1QL3tT8T+vm5ro2s+ZSFJ DBZkHRSmHRsJpD7DPFCWGZ5Zgopj9FZIhVpgY29ZCSjLMNCN6YotByzWsktZFDXk1dH9Zrd8UFZXACTgF5wCBK1AHd6ABmoCAMXgBr+DNeXbenQ/nc7665hQ3x2ABztcvLwucVA==</latexit>
(a)
<latexit sha1_base64 ="9G+ksf1YiH1Ydms9u2HBB7QHgew=">AAAB/n icbVDLSgNBEOyNrxhfUY9eBoMQL2FXBD0GvXiM aB6QLGF2MpsMmZ0dZmaFZQn4A171D7yJV3/FH/ A7nCR7MIkFDUVVN91dgeRMG9f9dgpr6xubW8Xt 0s7u3v5B+fCopeNEEdokMY9VJ8CaciZo0zDDaU cqiqOA03Ywvp367SeqNIvFo0kl9SM8FCxkBBsr PVTxeb9ccWvuDGiVeDmpQI5Gv/zTG8QkiagwhGO tu54rjZ9hZRjhdFLqJZpKTMZ4SLuWChxR7WezU yfozCoDFMbKljBopv6dyHCkdRoFtjPCZqSXvan 4n9dNTHjtZ0zIxFBB5ovChCMTo+nfaMAUJYanl mCimL0VkRFWmBibzsIWOUo1I3pig/GWY1glrYu a59a8+8tK/SaPqAgncApV8OAK6nAHDWgCgSG8w Cu8Oc/Ou/PhfM5bC04+cwwLcL5+AeRGljI=</l atexit><latexit sha1_base64 ="9G+ksf1YiH1Ydms9u2HBB7QHgew=">AAAB/n icbVDLSgNBEOyNrxhfUY9eBoMQL2FXBD0GvXiM aB6QLGF2MpsMmZ0dZmaFZQn4A171D7yJV3/FH/ A7nCR7MIkFDUVVN91dgeRMG9f9dgpr6xubW8Xt 0s7u3v5B+fCopeNEEdokMY9VJ8CaciZo0zDDaU cqiqOA03Ywvp367SeqNIvFo0kl9SM8FCxkBBsr PVTxeb9ccWvuDGiVeDmpQI5Gv/zTG8QkiagwhGO tu54rjZ9hZRjhdFLqJZpKTMZ4SLuWChxR7WezU yfozCoDFMbKljBopv6dyHCkdRoFtjPCZqSXvan 4n9dNTHjtZ0zIxFBB5ovChCMTo+nfaMAUJYanl mCimL0VkRFWmBibzsIWOUo1I3pig/GWY1glrYu a59a8+8tK/SaPqAgncApV8OAK6nAHDWgCgSG8w Cu8Oc/Ou/PhfM5bC04+cwwLcL5+AeRGljI=</l atexit><latexit sha1_base64 ="9G+ksf1YiH1Ydms9u2HBB7QHgew=">AAAB/n icbVDLSgNBEOyNrxhfUY9eBoMQL2FXBD0GvXiM aB6QLGF2MpsMmZ0dZmaFZQn4A171D7yJV3/FH/ A7nCR7MIkFDUVVN91dgeRMG9f9dgpr6xubW8Xt 0s7u3v5B+fCopeNEEdokMY9VJ8CaciZo0zDDaU cqiqOA03Ywvp367SeqNIvFo0kl9SM8FCxkBBsr PVTxeb9ccWvuDGiVeDmpQI5Gv/zTG8QkiagwhGO tu54rjZ9hZRjhdFLqJZpKTMZ4SLuWChxR7WezU yfozCoDFMbKljBopv6dyHCkdRoFtjPCZqSXvan 4n9dNTHjtZ0zIxFBB5ovChCMTo+nfaMAUJYanl mCimL0VkRFWmBibzsIWOUo1I3pig/GWY1glrYu a59a8+8tK/SaPqAgncApV8OAK6nAHDWgCgSG8w Cu8Oc/Ou/PhfM5bC04+cwwLcL5+AeRGljI=</l atexit><latexit sha1_base64 ="9G+ksf1YiH1Ydms9u2HBB7QHgew=">AAAB/n icbVDLSgNBEOyNrxhfUY9eBoMQL2FXBD0GvXiM aB6QLGF2MpsMmZ0dZmaFZQn4A171D7yJV3/FH/ A7nCR7MIkFDUVVN91dgeRMG9f9dgpr6xubW8Xt 0s7u3v5B+fCopeNEEdokMY9VJ8CaciZo0zDDaU cqiqOA03Ywvp367SeqNIvFo0kl9SM8FCxkBBsr PVTxeb9ccWvuDGiVeDmpQI5Gv/zTG8QkiagwhGO tu54rjZ9hZRjhdFLqJZpKTMZ4SLuWChxR7WezU yfozCoDFMbKljBopv6dyHCkdRoFtjPCZqSXvan 4n9dNTHjtZ0zIxFBB5ovChCMTo+nfaMAUJYanl mCimL0VkRFWmBibzsIWOUo1I3pig/GWY1glrYu a59a8+8tK/SaPqAgncApV8OAK6nAHDWgCgSG8w Cu8Oc/Ou/PhfM5bC04+cwwLcL5+AeRGljI=</l atexit>
(b)
<latexit sha1_base64 ="Slvn3+8Kzr6rfKFLILWzXkCZScM=">AAAB/nic bVDLSgNBEOyNrxhfUY9eBoMQL2FXBD0GvXiMaB6 QLGF2MpsMmZ0dZmaFZQn4A171D7yJV3/FH/A7nC R7MIkFDUVVN91dgeRMG9f9dgpr6xubW8Xt0s7u3v 5B+fCopeNEEdokMY9VJ8CaciZo0zDDaUcqiqOA0 3Ywvp367SeqNIvFo0kl9SM8FCxkBBsrPVSD83654 tbcGdAq8XJSgRyNfvmnN4hJElFhCMdadz1XGj/D yjDC6aTUSzSVmIzxkHYtFTii2s9mp07QmVUGKIy VLWHQTP07keFI6zQKbGeEzUgve1PxP6+bmPDaz5i QiaGCzBeFCUcmRtO/0YApSgxPLcFEMXsrIiOsMD E2nYUtcpRqRvTEBuMtx7BKWhc1z61595eV+k0eUR FO4BSq4MEV1OEOGtAEAkN4gVd4c56dd+fD+Zy3F px85hgW4Hz9AuXfljM=</latexit><latexit sha1_base64 ="Slvn3+8Kzr6rfKFLILWzXkCZScM=">AAAB/nic bVDLSgNBEOyNrxhfUY9eBoMQL2FXBD0GvXiMaB6 QLGF2MpsMmZ0dZmaFZQn4A171D7yJV3/FH/A7nC R7MIkFDUVVN91dgeRMG9f9dgpr6xubW8Xt0s7u3v 5B+fCopeNEEdokMY9VJ8CaciZo0zDDaUcqiqOA0 3Ywvp367SeqNIvFo0kl9SM8FCxkBBsrPVSD83654 tbcGdAq8XJSgRyNfvmnN4hJElFhCMdadz1XGj/D yjDC6aTUSzSVmIzxkHYtFTii2s9mp07QmVUGKIy VLWHQTP07keFI6zQKbGeEzUgve1PxP6+bmPDaz5i QiaGCzBeFCUcmRtO/0YApSgxPLcFEMXsrIiOsMD E2nYUtcpRqRvTEBuMtx7BKWhc1z61595eV+k0eUR FO4BSq4MEV1OEOGtAEAkN4gVd4c56dd+fD+Zy3F px85hgW4Hz9AuXfljM=</latexit><latexit sha1_base64 ="Slvn3+8Kzr6rfKFLILWzXkCZScM=">AAAB/nic bVDLSgNBEOyNrxhfUY9eBoMQL2FXBD0GvXiMaB6 QLGF2MpsMmZ0dZmaFZQn4A171D7yJV3/FH/A7nC R7MIkFDUVVN91dgeRMG9f9dgpr6xubW8Xt0s7u3v 5B+fCopeNEEdokMY9VJ8CaciZo0zDDaUcqiqOA0 3Ywvp367SeqNIvFo0kl9SM8FCxkBBsrPVSD83654 tbcGdAq8XJSgRyNfvmnN4hJElFhCMdadz1XGj/D yjDC6aTUSzSVmIzxkHYtFTii2s9mp07QmVUGKIy VLWHQTP07keFI6zQKbGeEzUgve1PxP6+bmPDaz5i QiaGCzBeFCUcmRtO/0YApSgxPLcFEMXsrIiOsMD E2nYUtcpRqRvTEBuMtx7BKWhc1z61595eV+k0eUR FO4BSq4MEV1OEOGtAEAkN4gVd4c56dd+fD+Zy3F px85hgW4Hz9AuXfljM=</latexit><latexit sha1_base64 ="Slvn3+8Kzr6rfKFLILWzXkCZScM=">AAAB/nic bVDLSgNBEOyNrxhfUY9eBoMQL2FXBD0GvXiMaB6 QLGF2MpsMmZ0dZmaFZQn4A171D7yJV3/FH/A7nC R7MIkFDUVVN91dgeRMG9f9dgpr6xubW8Xt0s7u3v 5B+fCopeNEEdokMY9VJ8CaciZo0zDDaUcqiqOA0 3Ywvp367SeqNIvFo0kl9SM8FCxkBBsrPVSD83654 tbcGdAq8XJSgRyNfvmnN4hJElFhCMdadz1XGj/D yjDC6aTUSzSVmIzxkHYtFTii2s9mp07QmVUGKIy VLWHQTP07keFI6zQKbGeEzUgve1PxP6+bmPDaz5i QiaGCzBeFCUcmRtO/0YApSgxPLcFEMXsrIiOsMD E2nYUtcpRqRvTEBuMtx7BKWhc1z61595eV+k0eUR FO4BSq4MEV1OEOGtAEAkN4gVd4c56dd+fD+Zy3F px85hgW4Hz9AuXfljM=</latexit>
(c)
<latexit sha1_base64 ="lKZ5mdNAJNvbdmv2DPgUed4USdc=">AAAB/nic bVDLSgNBEOyNrxhfUY9eBoMQL2FXBD0GvXiMaB6 QLGF2MpsMmZ0dZmaFZQn4A171D7yJV3/FH/A7nC R7MIkFDUVVN91dgeRMG9f9dgpr6xubW8Xt0s7u3v 5B+fCopeNEEdokMY9VJ8CaciZo0zDDaUcqiqOA0 3Ywvp367SeqNIvFo0kl9SM8FCxkBBsrPVTJeb9cc WvuDGiVeDmpQI5Gv/zTG8QkiagwhGOtu54rjZ9h ZRjhdFLqJZpKTMZ4SLuWChxR7WezUyfozCoDFMb KljBopv6dyHCkdRoFtjPCZqSXvan4n9dNTHjtZ0z IxFBB5ovChCMTo+nfaMAUJYanlmCimL0VkRFWmB ibzsIWOUo1I3pig/GWY1glrYua59a8+8tK/SaPqA gncApV8OAK6nAHDWgCgSG8wCu8Oc/Ou/PhfM5bC 04+cwwLcL5+Aed4ljQ=</latexit><latexit sha1_base64 ="lKZ5mdNAJNvbdmv2DPgUed4USdc=">AAAB/nic bVDLSgNBEOyNrxhfUY9eBoMQL2FXBD0GvXiMaB6 QLGF2MpsMmZ0dZmaFZQn4A171D7yJV3/FH/A7nC R7MIkFDUVVN91dgeRMG9f9dgpr6xubW8Xt0s7u3v 5B+fCopeNEEdokMY9VJ8CaciZo0zDDaUcqiqOA0 3Ywvp367SeqNIvFo0kl9SM8FCxkBBsrPVTJeb9cc WvuDGiVeDmpQI5Gv/zTG8QkiagwhGOtu54rjZ9h ZRjhdFLqJZpKTMZ4SLuWChxR7WezUyfozCoDFMb KljBopv6dyHCkdRoFtjPCZqSXvan4n9dNTHjtZ0z IxFBB5ovChCMTo+nfaMAUJYanlmCimL0VkRFWmB ibzsIWOUo1I3pig/GWY1glrYua59a8+8tK/SaPqA gncApV8OAK6nAHDWgCgSG8wCu8Oc/Ou/PhfM5bC 04+cwwLcL5+Aed4ljQ=</latexit><latexit sha1_base64 ="lKZ5mdNAJNvbdmv2DPgUed4USdc=">AAAB/nic bVDLSgNBEOyNrxhfUY9eBoMQL2FXBD0GvXiMaB6 QLGF2MpsMmZ0dZmaFZQn4A171D7yJV3/FH/A7nC R7MIkFDUVVN91dgeRMG9f9dgpr6xubW8Xt0s7u3v 5B+fCopeNEEdokMY9VJ8CaciZo0zDDaUcqiqOA0 3Ywvp367SeqNIvFo0kl9SM8FCxkBBsrPVTJeb9cc WvuDGiVeDmpQI5Gv/zTG8QkiagwhGOtu54rjZ9h ZRjhdFLqJZpKTMZ4SLuWChxR7WezUyfozCoDFMb KljBopv6dyHCkdRoFtjPCZqSXvan4n9dNTHjtZ0z IxFBB5ovChCMTo+nfaMAUJYanlmCimL0VkRFWmB ibzsIWOUo1I3pig/GWY1glrYua59a8+8tK/SaPqA gncApV8OAK6nAHDWgCgSG8wCu8Oc/Ou/PhfM5bC 04+cwwLcL5+Aed4ljQ=</latexit><latexit sha1_base64 ="lKZ5mdNAJNvbdmv2DPgUed4USdc=">AAAB/nic bVDLSgNBEOyNrxhfUY9eBoMQL2FXBD0GvXiMaB6 QLGF2MpsMmZ0dZmaFZQn4A171D7yJV3/FH/A7nC R7MIkFDUVVN91dgeRMG9f9dgpr6xubW8Xt0s7u3v 5B+fCopeNEEdokMY9VJ8CaciZo0zDDaUcqiqOA0 3Ywvp367SeqNIvFo0kl9SM8FCxkBBsrPVTJeb9cc WvuDGiVeDmpQI5Gv/zTG8QkiagwhGOtu54rjZ9h ZRjhdFLqJZpKTMZ4SLuWChxR7WezUyfozCoDFMb KljBopv6dyHCkdRoFtjPCZqSXvan4n9dNTHjtZ0z IxFBB5ovChCMTo+nfaMAUJYanlmCimL0VkRFWmB ibzsIWOUo1I3pig/GWY1glrYua59a8+8tK/SaPqA gncApV8OAK6nAHDWgCgSG8wCu8Oc/Ou/PhfM5bC 04+cwwLcL5+Aed4ljQ=</latexit>
(d)
<latexit sha1_base64 ="1B2/sRhSDmVaEft8Ii4pXaYNj6c=">AAAB/n icbVDLSsNAFL2pr1pfVZduBotQNyURQZdFNy4r 2ge0oUwmk3boZBJmJkIIBX/Arf6BO3Hrr/gDfo fTNAvbeuDC4Zx7ufceL+ZMadv+tkpr6xubW+Xt ys7u3v5B9fCoo6JEEtomEY9kz8OKciZoWzPNaS +WFIcep11vcjvzu09UKhaJR53G1A3xSLCAEayN 9FD3z4fVmt2wc6BV4hSkBgVaw+rPwI9IElKhCcd K9R071m6GpWaE02llkCgaYzLBI9o3VOCQKjfLT 52iM6P4KIikKaFRrv6dyHCoVBp6pjPEeqyWvZn 4n9dPdHDtZkzEiaaCzBcFCUc6QrO/kc8kJZqnh mAimbkVkTGWmGiTzsKWeJwqRtTUBOMsx7BKOhc Nx24495e15k0RURlO4BTq4MAVNOEOWtAGAiN4g Vd4s56td+vD+py3lqxi5hgWYH39AukRljU=</l atexit><latexit sha1_base64 ="1B2/sRhSDmVaEft8Ii4pXaYNj6c=">AAAB/n icbVDLSsNAFL2pr1pfVZduBotQNyURQZdFNy4r 2ge0oUwmk3boZBJmJkIIBX/Arf6BO3Hrr/gDfo fTNAvbeuDC4Zx7ufceL+ZMadv+tkpr6xubW+Xt ys7u3v5B9fCoo6JEEtomEY9kz8OKciZoWzPNaS +WFIcep11vcjvzu09UKhaJR53G1A3xSLCAEayN 9FD3z4fVmt2wc6BV4hSkBgVaw+rPwI9IElKhCcd K9R071m6GpWaE02llkCgaYzLBI9o3VOCQKjfLT 52iM6P4KIikKaFRrv6dyHCoVBp6pjPEeqyWvZn 4n9dPdHDtZkzEiaaCzBcFCUc6QrO/kc8kJZqnh mAimbkVkTGWmGiTzsKWeJwqRtTUBOMsx7BKOhc Nx24495e15k0RURlO4BTq4MAVNOEOWtAGAiN4g Vd4s56td+vD+py3lqxi5hgWYH39AukRljU=</l atexit><latexit sha1_base64 ="1B2/sRhSDmVaEft8Ii4pXaYNj6c=">AAAB/n icbVDLSsNAFL2pr1pfVZduBotQNyURQZdFNy4r 2ge0oUwmk3boZBJmJkIIBX/Arf6BO3Hrr/gDfo fTNAvbeuDC4Zx7ufceL+ZMadv+tkpr6xubW+Xt ys7u3v5B9fCoo6JEEtomEY9kz8OKciZoWzPNaS +WFIcep11vcjvzu09UKhaJR53G1A3xSLCAEayN 9FD3z4fVmt2wc6BV4hSkBgVaw+rPwI9IElKhCcd K9R071m6GpWaE02llkCgaYzLBI9o3VOCQKjfLT 52iM6P4KIikKaFRrv6dyHCoVBp6pjPEeqyWvZn 4n9dPdHDtZkzEiaaCzBcFCUc6QrO/kc8kJZqnh mAimbkVkTGWmGiTzsKWeJwqRtTUBOMsx7BKOhc Nx24495e15k0RURlO4BTq4MAVNOEOWtAGAiN4g Vd4s56td+vD+py3lqxi5hgWYH39AukRljU=</l atexit><latexit sha1_base64 ="1B2/sRhSDmVaEft8Ii4pXaYNj6c=">AAAB/n icbVDLSsNAFL2pr1pfVZduBotQNyURQZdFNy4r 2ge0oUwmk3boZBJmJkIIBX/Arf6BO3Hrr/gDfo fTNAvbeuDC4Zx7ufceL+ZMadv+tkpr6xubW+Xt ys7u3v5B9fCoo6JEEtomEY9kz8OKciZoWzPNaS +WFIcep11vcjvzu09UKhaJR53G1A3xSLCAEayN 9FD3z4fVmt2wc6BV4hSkBgVaw+rPwI9IElKhCcd K9R071m6GpWaE02llkCgaYzLBI9o3VOCQKjfLT 52iM6P4KIikKaFRrv6dyHCoVBp6pjPEeqyWvZn 4n9dPdHDtZkzEiaaCzBcFCUc6QrO/kc8kJZqnh mAimbkVkTGWmGiTzsKWeJwqRtTUBOMsx7BKOhc Nx24495e15k0RURlO4BTq4MAVNOEOWtAGAiN4g Vd4s56td+vD+py3lqxi5hgWYH39AukRljU=</l atexit>
(e)
<latexit sha1_base64 ="0cUNGvBgRpoXm8jXnZ7BLxShWd4=">AAAB/n icbVDLSsNAFL2pr1pfVZdugkWom5KIoMuiG5cV 7QPaUCbTm3boZBJmJkIIBX/Arf6BO3Hrr/gDfo fTNgvbeuDC4Zx7ufceP+ZMacf5tgpr6xubW8Xt 0s7u3v5B+fCopaJEUmzSiEey4xOFnAlsaqY5dm KJJPQ5tv3x7dRvP6FULBKPOo3RC8lQsIBRoo30 UMXzfrni1JwZ7FXi5qQCORr98k9vENEkRKEpJ0p 1XSfWXkakZpTjpNRLFMaEjskQu4YKEqLystmpE /vMKAM7iKQpoe2Z+nciI6FSaeibzpDokVr2puJ /XjfRwbWXMREnGgWdLwoSbuvInv5tD5hEqnlqC KGSmVttOiKSUG3SWdgSj1LFqJqYYNzlGFZJ66L mOjX3/rJSv8kjKsIJnEIVXLiCOtxBA5pAYQgv8 Apv1rP1bn1Yn/PWgpXPHMMCrK9f6qqWNg==</l atexit><latexit sha1_base64 ="0cUNGvBgRpoXm8jXnZ7BLxShWd4=">AAAB/n icbVDLSsNAFL2pr1pfVZdugkWom5KIoMuiG5cV 7QPaUCbTm3boZBJmJkIIBX/Arf6BO3Hrr/gDfo fTNgvbeuDC4Zx7ufceP+ZMacf5tgpr6xubW8Xt 0s7u3v5B+fCopaJEUmzSiEey4xOFnAlsaqY5dm KJJPQ5tv3x7dRvP6FULBKPOo3RC8lQsIBRoo30 UMXzfrni1JwZ7FXi5qQCORr98k9vENEkRKEpJ0p 1XSfWXkakZpTjpNRLFMaEjskQu4YKEqLystmpE /vMKAM7iKQpoe2Z+nciI6FSaeibzpDokVr2puJ /XjfRwbWXMREnGgWdLwoSbuvInv5tD5hEqnlqC KGSmVttOiKSUG3SWdgSj1LFqJqYYNzlGFZJ66L mOjX3/rJSv8kjKsIJnEIVXLiCOtxBA5pAYQgv8 Apv1rP1bn1Yn/PWgpXPHMMCrK9f6qqWNg==</l atexit><latexit sha1_base64 ="0cUNGvBgRpoXm8jXnZ7BLxShWd4=">AAAB/n icbVDLSsNAFL2pr1pfVZdugkWom5KIoMuiG5cV 7QPaUCbTm3boZBJmJkIIBX/Arf6BO3Hrr/gDfo fTNgvbeuDC4Zx7ufceP+ZMacf5tgpr6xubW8Xt 0s7u3v5B+fCopaJEUmzSiEey4xOFnAlsaqY5dm KJJPQ5tv3x7dRvP6FULBKPOo3RC8lQsIBRoo30 UMXzfrni1JwZ7FXi5qQCORr98k9vENEkRKEpJ0p 1XSfWXkakZpTjpNRLFMaEjskQu4YKEqLystmpE /vMKAM7iKQpoe2Z+nciI6FSaeibzpDokVr2puJ /XjfRwbWXMREnGgWdLwoSbuvInv5tD5hEqnlqC KGSmVttOiKSUG3SWdgSj1LFqJqYYNzlGFZJ66L mOjX3/rJSv8kjKsIJnEIVXLiCOtxBA5pAYQgv8 Apv1rP1bn1Yn/PWgpXPHMMCrK9f6qqWNg==</l atexit><latexit sha1_base64 ="0cUNGvBgRpoXm8jXnZ7BLxShWd4=">AAAB/n icbVDLSsNAFL2pr1pfVZdugkWom5KIoMuiG5cV 7QPaUCbTm3boZBJmJkIIBX/Arf6BO3Hrr/gDfo fTNgvbeuDC4Zx7ufceP+ZMacf5tgpr6xubW8Xt 0s7u3v5B+fCopaJEUmzSiEey4xOFnAlsaqY5dm KJJPQ5tv3x7dRvP6FULBKPOo3RC8lQsIBRoo30 UMXzfrni1JwZ7FXi5qQCORr98k9vENEkRKEpJ0p 1XSfWXkakZpTjpNRLFMaEjskQu4YKEqLystmpE /vMKAM7iKQpoe2Z+nciI6FSaeibzpDokVr2puJ /XjfRwbWXMREnGgWdLwoSbuvInv5tD5hEqnlqC KGSmVttOiKSUG3SWdgSj1LFqJqYYNzlGFZJ66L mOjX3/rJSv8kjKsIJnEIVXLiCOtxBA5pAYQgv8 Apv1rP1bn1Yn/PWgpXPHMMCrK9f6qqWNg==</l atexit>
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q0 :
<latexit sha1_base64="d/r5RraCju0acCY+INMxoQQFxlk=">AAAB/3icbVDLSsNAFL2pr1pfVZduBovgqiQiKK6KblxWsA9oQ5lMJ83QySSdmQghdOEPuNU/cCdu/RR/wO9w0mZhWw9cOJxzL/fe48WcKW3b31Zpb X1jc6u8XdnZ3ds/qB4etVWUSEJbJOKR7HpYUc4EbWmmOe3GkuLQ47Tjje9yv/NEpWKReNRpTN0QjwTzGcE6lyYD+2ZQrdl1ewa0SpyC1KBAc1D96Q8jkoRUaMKxUj3HjrWbYakZ4XRa6SeKxpiM8Yj2DBU4pMrNZrdO0ZlRhsiPpCmh0Uz9O5HhUKk09ExniHWglr1c/M/rJdq/djMm4kRTQeaL/IQjHaH8cTRkkhLNU0MwkczcikiAJSbaxLOwJQ5SxYiammCc5RhWSfui7th15+Gy1rgtIirDCZzCOThwBQ24hya0gEAAL/AKb9az9W59WJ/z1p JVzBzDAqyvX+OhlsQ=</latexit><latexit sha1_base64="d/r5RraCju0acCY+INMxoQQFxlk=">AAAB/3icbVDLSsNAFL2pr1pfVZduBovgqiQiKK6KblxWsA9oQ5lMJ83QySSdmQghdOEPuNU/cCdu/RR/wO9w0mZhWw9cOJxzL/fe48WcKW3b31Zpb X1jc6u8XdnZ3ds/qB4etVWUSEJbJOKR7HpYUc4EbWmmOe3GkuLQ47Tjje9yv/NEpWKReNRpTN0QjwTzGcE6lyYD+2ZQrdl1ewa0SpyC1KBAc1D96Q8jkoRUaMKxUj3HjrWbYakZ4XRa6SeKxpiM8Yj2DBU4pMrNZrdO0ZlRhsiPpCmh0Uz9O5HhUKk09ExniHWglr1c/M/rJdq/djMm4kRTQeaL/IQjHaH8cTRkkhLNU0MwkczcikiAJSbaxLOwJQ5SxYiammCc5RhWSfui7th15+Gy1rgtIirDCZzCOThwBQ24hya0gEAAL/AKb9az9W59WJ/z1p JVzBzDAqyvX+OhlsQ=</latexit><latexit sha1_base64="d/r5RraCju0acCY+INMxoQQFxlk=">AAAB/3icbVDLSsNAFL2pr1pfVZduBovgqiQiKK6KblxWsA9oQ5lMJ83QySSdmQghdOEPuNU/cCdu/RR/wO9w0mZhWw9cOJxzL/fe48WcKW3b31Zpb X1jc6u8XdnZ3ds/qB4etVWUSEJbJOKR7HpYUc4EbWmmOe3GkuLQ47Tjje9yv/NEpWKReNRpTN0QjwTzGcE6lyYD+2ZQrdl1ewa0SpyC1KBAc1D96Q8jkoRUaMKxUj3HjrWbYakZ4XRa6SeKxpiM8Yj2DBU4pMrNZrdO0ZlRhsiPpCmh0Uz9O5HhUKk09ExniHWglr1c/M/rJdq/djMm4kRTQeaL/IQjHaH8cTRkkhLNU0MwkczcikiAJSbaxLOwJQ5SxYiammCc5RhWSfui7th15+Gy1rgtIirDCZzCOThwBQ24hya0gEAAL/AKb9az9W59WJ/z1p JVzBzDAqyvX+OhlsQ=</latexit><latexit sha1_base64="d/r5RraCju0acCY+INMxoQQFxlk=">AAAB/3icbVDLSsNAFL2pr1pfVZduBovgqiQiKK6KblxWsA9oQ5lMJ83QySSdmQghdOEPuNU/cCdu/RR/wO9w0mZhWw9cOJxzL/fe48WcKW3b31Zpb X1jc6u8XdnZ3ds/qB4etVWUSEJbJOKR7HpYUc4EbWmmOe3GkuLQ47Tjje9yv/NEpWKReNRpTN0QjwTzGcE6lyYD+2ZQrdl1ewa0SpyC1KBAc1D96Q8jkoRUaMKxUj3HjrWbYakZ4XRa6SeKxpiM8Yj2DBU4pMrNZrdO0ZlRhsiPpCmh0Uz9O5HhUKk09ExniHWglr1c/M/rJdq/djMm4kRTQeaL/IQjHaH8cTRkkhLNU0MwkczcikiAJSbaxLOwJQ5SxYiammCc5RhWSfui7th15+Gy1rgtIirDCZzCOThwBQ24hya0gEAAL/AKb9az9W59WJ/z1p JVzBzDAqyvX+OhlsQ=</latexit>
q1 :
<latexit sha1_base64="yQmMGRLoMLGbevJdxjHv5xnPDq4=">AAAB/3icbVDLSsNAFL2pr1pfVZduBovgqiQiKK6KblxWsA9oQ5lMJ83QySSdmQghdOEPuNU/cCdu/RR/wO9w0mZhWw9cOJxzL/fe48WcKW3b31Zpb X1jc6u8XdnZ3ds/qB4etVWUSEJbJOKR7HpYUc4EbWmmOe3GkuLQ47Tjje9yv/NEpWKReNRpTN0QjwTzGcE6lyYD52ZQrdl1ewa0SpyC1KBAc1D96Q8jkoRUaMKxUj3HjrWbYakZ4XRa6SeKxpiM8Yj2DBU4pMrNZrdO0ZlRhsiPpCmh0Uz9O5HhUKk09ExniHWglr1c/M/rJdq/djMm4kRTQeaL/IQjHaH8cTRkkhLNU0MwkczcikiAJSbaxLOwJQ5SxYiammCc5RhWSfui7th15+Gy1rgtIirDCZzCOThwBQ24hya0gEAAL/AKb9az9W59WJ/z1p JVzBzDAqyvX+U6lsU=</latexit><latexit sha1_base64="yQmMGRLoMLGbevJdxjHv5xnPDq4=">AAAB/3icbVDLSsNAFL2pr1pfVZduBovgqiQiKK6KblxWsA9oQ5lMJ83QySSdmQghdOEPuNU/cCdu/RR/wO9w0mZhWw9cOJxzL/fe48WcKW3b31Zpb X1jc6u8XdnZ3ds/qB4etVWUSEJbJOKR7HpYUc4EbWmmOe3GkuLQ47Tjje9yv/NEpWKReNRpTN0QjwTzGcE6lyYD52ZQrdl1ewa0SpyC1KBAc1D96Q8jkoRUaMKxUj3HjrWbYakZ4XRa6SeKxpiM8Yj2DBU4pMrNZrdO0ZlRhsiPpCmh0Uz9O5HhUKk09ExniHWglr1c/M/rJdq/djMm4kRTQeaL/IQjHaH8cTRkkhLNU0MwkczcikiAJSbaxLOwJQ5SxYiammCc5RhWSfui7th15+Gy1rgtIirDCZzCOThwBQ24hya0gEAAL/AKb9az9W59WJ/z1p JVzBzDAqyvX+U6lsU=</latexit><latexit sha1_base64="yQmMGRLoMLGbevJdxjHv5xnPDq4=">AAAB/3icbVDLSsNAFL2pr1pfVZduBovgqiQiKK6KblxWsA9oQ5lMJ83QySSdmQghdOEPuNU/cCdu/RR/wO9w0mZhWw9cOJxzL/fe48WcKW3b31Zpb X1jc6u8XdnZ3ds/qB4etVWUSEJbJOKR7HpYUc4EbWmmOe3GkuLQ47Tjje9yv/NEpWKReNRpTN0QjwTzGcE6lyYD52ZQrdl1ewa0SpyC1KBAc1D96Q8jkoRUaMKxUj3HjrWbYakZ4XRa6SeKxpiM8Yj2DBU4pMrNZrdO0ZlRhsiPpCmh0Uz9O5HhUKk09ExniHWglr1c/M/rJdq/djMm4kRTQeaL/IQjHaH8cTRkkhLNU0MwkczcikiAJSbaxLOwJQ5SxYiammCc5RhWSfui7th15+Gy1rgtIirDCZzCOThwBQ24hya0gEAAL/AKb9az9W59WJ/z1p JVzBzDAqyvX+U6lsU=</latexit><latexit sha1_base64="yQmMGRLoMLGbevJdxjHv5xnPDq4=">AAAB/3icbVDLSsNAFL2pr1pfVZduBovgqiQiKK6KblxWsA9oQ5lMJ83QySSdmQghdOEPuNU/cCdu/RR/wO9w0mZhWw9cOJxzL/fe48WcKW3b31Zpb X1jc6u8XdnZ3ds/qB4etVWUSEJbJOKR7HpYUc4EbWmmOe3GkuLQ47Tjje9yv/NEpWKReNRpTN0QjwTzGcE6lyYD52ZQrdl1ewa0SpyC1KBAc1D96Q8jkoRUaMKxUj3HjrWbYakZ4XRa6SeKxpiM8Yj2DBU4pMrNZrdO0ZlRhsiPpCmh0Uz9O5HhUKk09ExniHWglr1c/M/rJdq/djMm4kRTQeaL/IQjHaH8cTRkkhLNU0MwkczcikiAJSbaxLOwJQ5SxYiammCc5RhWSfui7th15+Gy1rgtIirDCZzCOThwBQ24hya0gEAAL/AKb9az9W59WJ/z1p JVzBzDAqyvX+U6lsU=</latexit>
q0 :
<latexit sha1_base64="d/r5RraCju0acCY+INMx oQQFxlk=">AAAB/3icbVDLSsNAFL2pr1pfVZduBovgqiQiKK6KblxWsA9oQ5lMJ83QySSdmQghdOEPuNU/ cCdu/RR/wO9w0mZhWw9cOJxzL/fe48WcKW3b31ZpbX1jc6u8XdnZ3ds/qB4etVWUSEJbJOKR7HpYUc4EbW mmOe3GkuLQ47Tjje9yv/NEpWKReNRpTN0QjwTzGcE6lyYD+2ZQrdl1ewa0SpyC1KBAc1D96Q8jkoRUaMKx Uj3HjrWbYakZ4XRa6SeKxpiM8Yj2DBU4pMrNZrdO0ZlRhsiPpCmh0Uz9O5HhUKk09ExniHWglr1c/M/rJdq /djMm4kRTQeaL/IQjHaH8cTRkkhLNU0MwkczcikiAJSbaxLOwJQ5SxYiammCc5RhWSfui7th15+Gy1rgtI irDCZzCOThwBQ24hya0gEAAL/AKb9az9W59WJ/z1pJVzBzDAqyvX+OhlsQ=</latexit><latexit sha1_base64="d/r5RraCju0acCY+INMx oQQFxlk=">AAAB/3icbVDLSsNAFL2pr1pfVZduBovgqiQiKK6KblxWsA9oQ5lMJ83QySSdmQghdOEPuNU/ cCdu/RR/wO9w0mZhWw9cOJxzL/fe48WcKW3b31ZpbX1jc6u8XdnZ3ds/qB4etVWUSEJbJOKR7HpYUc4EbW mmOe3GkuLQ47Tjje9yv/NEpWKReNRpTN0QjwTzGcE6lyYD+2ZQrdl1ewa0SpyC1KBAc1D96Q8jkoRUaMKx Uj3HjrWbYakZ4XRa6SeKxpiM8Yj2DBU4pMrNZrdO0ZlRhsiPpCmh0Uz9O5HhUKk09ExniHWglr1c/M/rJdq /djMm4kRTQeaL/IQjHaH8cTRkkhLNU0MwkczcikiAJSbaxLOwJQ5SxYiammCc5RhWSfui7th15+Gy1rgtI irDCZzCOThwBQ24hya0gEAAL/AKb9az9W59WJ/z1pJVzBzDAqyvX+OhlsQ=</latexit><latexit sha1_base64="d/r5RraCju0acCY+INMx oQQFxlk=">AAAB/3icbVDLSsNAFL2pr1pfVZduBovgqiQiKK6KblxWsA9oQ5lMJ83QySSdmQghdOEPuNU/ cCdu/RR/wO9w0mZhWw9cOJxzL/fe48WcKW3b31ZpbX1jc6u8XdnZ3ds/qB4etVWUSEJbJOKR7HpYUc4EbW mmOe3GkuLQ47Tjje9yv/NEpWKReNRpTN0QjwTzGcE6lyYD+2ZQrdl1ewa0SpyC1KBAc1D96Q8jkoRUaMKx Uj3HjrWbYakZ4XRa6SeKxpiM8Yj2DBU4pMrNZrdO0ZlRhsiPpCmh0Uz9O5HhUKk09ExniHWglr1c/M/rJdq /djMm4kRTQeaL/IQjHaH8cTRkkhLNU0MwkczcikiAJSbaxLOwJQ5SxYiammCc5RhWSfui7th15+Gy1rgtI irDCZzCOThwBQ24hya0gEAAL/AKb9az9W59WJ/z1pJVzBzDAqyvX+OhlsQ=</latexit><latexit sha1_base64="d/r5RraCju0acCY+INMx oQQFxlk=">AAAB/3icbVDLSsNAFL2pr1pfVZduBovgqiQiKK6KblxWsA9oQ5lMJ83QySSdmQghdOEPuNU/ cCdu/RR/wO9w0mZhWw9cOJxzL/fe48WcKW3b31ZpbX1jc6u8XdnZ3ds/qB4etVWUSEJbJOKR7HpYUc4EbW mmOe3GkuLQ47Tjje9yv/NEpWKReNRpTN0QjwTzGcE6lyYD+2ZQrdl1ewa0SpyC1KBAc1D96Q8jkoRUaMKx Uj3HjrWbYakZ4XRa6SeKxpiM8Yj2DBU4pMrNZrdO0ZlRhsiPpCmh0Uz9O5HhUKk09ExniHWglr1c/M/rJdq /djMm4kRTQeaL/IQjHaH8cTRkkhLNU0MwkczcikiAJSbaxLOwJQ5SxYiammCc5RhWSfui7th15+Gy1rgtI irDCZzCOThwBQ24hya0gEAAL/AKb9az9W59WJ/z1pJVzBzDAqyvX+OhlsQ=</latexit>
q1 :
<latexit sha1_base64="yQmMGRLoMLGbevJdxjHv 5xnPDq4=">AAAB/3icbVDLSsNAFL2pr1pfVZduBovgqiQiKK6KblxWsA9oQ5lMJ83QySSdmQghdOEPuNU/ cCdu/RR/wO9w0mZhWw9cOJxzL/fe48WcKW3b31ZpbX1jc6u8XdnZ3ds/qB4etVWUSEJbJOKR7HpYUc4EbW mmOe3GkuLQ47Tjje9yv/NEpWKReNRpTN0QjwTzGcE6lyYD52ZQrdl1ewa0SpyC1KBAc1D96Q8jkoRUaMKx Uj3HjrWbYakZ4XRa6SeKxpiM8Yj2DBU4pMrNZrdO0ZlRhsiPpCmh0Uz9O5HhUKk09ExniHWglr1c/M/rJdq /djMm4kRTQeaL/IQjHaH8cTRkkhLNU0MwkczcikiAJSbaxLOwJQ5SxYiammCc5RhWSfui7th15+Gy1rgtI irDCZzCOThwBQ24hya0gEAAL/AKb9az9W59WJ/z1pJVzBzDAqyvX+U6lsU=</latexit><latexit sha1_base64="yQmMGRLoMLGbevJdxjHv 5xnPDq4=">AAAB/3icbVDLSsNAFL2pr1pfVZduBovgqiQiKK6KblxWsA9oQ5lMJ83QySSdmQghdOEPuNU/ cCdu/RR/wO9w0mZhWw9cOJxzL/fe48WcKW3b31ZpbX1jc6u8XdnZ3ds/qB4etVWUSEJbJOKR7HpYUc4EbW mmOe3GkuLQ47Tjje9yv/NEpWKReNRpTN0QjwTzGcE6lyYD52ZQrdl1ewa0SpyC1KBAc1D96Q8jkoRUaMKx Uj3HjrWbYakZ4XRa6SeKxpiM8Yj2DBU4pMrNZrdO0ZlRhsiPpCmh0Uz9O5HhUKk09ExniHWglr1c/M/rJdq /djMm4kRTQeaL/IQjHaH8cTRkkhLNU0MwkczcikiAJSbaxLOwJQ5SxYiammCc5RhWSfui7th15+Gy1rgtI irDCZzCOThwBQ24hya0gEAAL/AKb9az9W59WJ/z1pJVzBzDAqyvX+U6lsU=</latexit><latexit sha1_base64="yQmMGRLoMLGbevJdxjHv 5xnPDq4=">AAAB/3icbVDLSsNAFL2pr1pfVZduBovgqiQiKK6KblxWsA9oQ5lMJ83QySSdmQghdOEPuNU/ cCdu/RR/wO9w0mZhWw9cOJxzL/fe48WcKW3b31ZpbX1jc6u8XdnZ3ds/qB4etVWUSEJbJOKR7HpYUc4EbW mmOe3GkuLQ47Tjje9yv/NEpWKReNRpTN0QjwTzGcE6lyYD52ZQrdl1ewa0SpyC1KBAc1D96Q8jkoRUaMKx Uj3HjrWbYakZ4XRa6SeKxpiM8Yj2DBU4pMrNZrdO0ZlRhsiPpCmh0Uz9O5HhUKk09ExniHWglr1c/M/rJdq /djMm4kRTQeaL/IQjHaH8cTRkkhLNU0MwkczcikiAJSbaxLOwJQ5SxYiammCc5RhWSfui7th15+Gy1rgtI irDCZzCOThwBQ24hya0gEAAL/AKb9az9W59WJ/z1pJVzBzDAqyvX+U6lsU=</latexit><latexit sha1_base64="yQmMGRLoMLGbevJdxjHv 5xnPDq4=">AAAB/3icbVDLSsNAFL2pr1pfVZduBovgqiQiKK6KblxWsA9oQ5lMJ83QySSdmQghdOEPuNU/ cCdu/RR/wO9w0mZhWw9cOJxzL/fe48WcKW3b31ZpbX1jc6u8XdnZ3ds/qB4etVWUSEJbJOKR7HpYUc4EbW mmOe3GkuLQ47Tjje9yv/NEpWKReNRpTN0QjwTzGcE6lyYD52ZQrdl1ewa0SpyC1KBAc1D96Q8jkoRUaMKx Uj3HjrWbYakZ4XRa6SeKxpiM8Yj2DBU4pMrNZrdO0ZlRhsiPpCmh0Uz9O5HhUKk09ExniHWglr1c/M/rJdq /djMm4kRTQeaL/IQjHaH8cTRkkhLNU0MwkczcikiAJSbaxLOwJQ5SxYiammCc5RhWSfui7th15+Gy1rgtI irDCZzCOThwBQ24hya0gEAAL/AKb9az9W59WJ/z1pJVzBzDAqyvX+U6lsU=</latexit>
q2 :
<latexit sha1_base64="fbGanm/wWj4EU7KaNqDQgwa+9qY=">AAAB/3icbVDLSsNAFL2pr1pfVZduBov gqiRFUFwV3bisYB/QhjKZTpqhk0mcmQghdOEPuNU/cCdu/RR/wO9w0mZhWw9cOJxzL/fe48WcKW3b31ZpbX1jc6u8XdnZ3ds/qB4edVSUSELbJOKR7HlYUc4EbWumOe3FkuLQ47TrTW5zv/tEpWKReNBpTN0QjwXzGcE 6lx6HjethtWbX7RnQKnEKUoMCrWH1ZzCKSBJSoQnHSvUdO9ZuhqVmhNNpZZAoGmMywWPaN1TgkCo3m906RWdGGSE/kqaERjP170SGQ6XS0DOdIdaBWvZy8T+vn2j/ys2YiBNNBZkv8hOOdITyx9GISUo0Tw3BRDJzKyIB lphoE8/CljhIFSNqaoJxlmNYJZ1G3bHrzv1FrXlTRFSGEziFc3DgEppwBy1oA4EAXuAV3qxn6936sD7nrSWrmDmGBVhfv+bTlsY=</latexit><latexit sha1_base64="fbGanm/wWj4EU7KaNqDQgwa+9qY=">AAAB/3icbVDLSsNAFL2pr1pfVZduBov gqiRFUFwV3bisYB/QhjKZTpqhk0mcmQghdOEPuNU/cCdu/RR/wO9w0mZhWw9cOJxzL/fe48WcKW3b31ZpbX1jc6u8XdnZ3ds/qB4edVSUSELbJOKR7HlYUc4EbWumOe3FkuLQ47TrTW5zv/tEpWKReNBpTN0QjwXzGcE 6lx6HjethtWbX7RnQKnEKUoMCrWH1ZzCKSBJSoQnHSvUdO9ZuhqVmhNNpZZAoGmMywWPaN1TgkCo3m906RWdGGSE/kqaERjP170SGQ6XS0DOdIdaBWvZy8T+vn2j/ys2YiBNNBZkv8hOOdITyx9GISUo0Tw3BRDJzKyIB lphoE8/CljhIFSNqaoJxlmNYJZ1G3bHrzv1FrXlTRFSGEziFc3DgEppwBy1oA4EAXuAV3qxn6936sD7nrSWrmDmGBVhfv+bTlsY=</latexit><latexit sha1_base64="fbGanm/wWj4EU7KaNqDQgwa+9qY=">AAAB/3icbVDLSsNAFL2pr1pfVZduBov gqiRFUFwV3bisYB/QhjKZTpqhk0mcmQghdOEPuNU/cCdu/RR/wO9w0mZhWw9cOJxzL/fe48WcKW3b31ZpbX1jc6u8XdnZ3ds/qB4edVSUSELbJOKR7HlYUc4EbWumOe3FkuLQ47TrTW5zv/tEpWKReNBpTN0QjwXzGcE 6lx6HjethtWbX7RnQKnEKUoMCrWH1ZzCKSBJSoQnHSvUdO9ZuhqVmhNNpZZAoGmMywWPaN1TgkCo3m906RWdGGSE/kqaERjP170SGQ6XS0DOdIdaBWvZy8T+vn2j/ys2YiBNNBZkv8hOOdITyx9GISUo0Tw3BRDJzKyIB lphoE8/CljhIFSNqaoJxlmNYJZ1G3bHrzv1FrXlTRFSGEziFc3DgEppwBy1oA4EAXuAV3qxn6936sD7nrSWrmDmGBVhfv+bTlsY=</latexit><latexit sha1_base64="fbGanm/wWj4EU7KaNqDQgwa+9qY=">AAAB/3icbVDLSsNAFL2pr1pfVZduBov gqiRFUFwV3bisYB/QhjKZTpqhk0mcmQghdOEPuNU/cCdu/RR/wO9w0mZhWw9cOJxzL/fe48WcKW3b31ZpbX1jc6u8XdnZ3ds/qB4edVSUSELbJOKR7HlYUc4EbWumOe3FkuLQ47TrTW5zv/tEpWKReNBpTN0QjwXzGcE 6lx6HjethtWbX7RnQKnEKUoMCrWH1ZzCKSBJSoQnHSvUdO9ZuhqVmhNNpZZAoGmMywWPaN1TgkCo3m906RWdGGSE/kqaERjP170SGQ6XS0DOdIdaBWvZy8T+vn2j/ys2YiBNNBZkv8hOOdITyx9GISUo0Tw3BRDJzKyIB lphoE8/CljhIFSNqaoJxlmNYJZ1G3bHrzv1FrXlTRFSGEziFc3DgEppwBy1oA4EAXuAV3qxn6936sD7nrSWrmDmGBVhfv+bTlsY=</latexit>
Figure 4. Quantum autoencoder experiments, applying the full and halfway training techniques, implemented and analyzed
using the algo2qpu framework. (a) Schematic representations of quantum autoencoder algorithm for generic quantum cir-
cuits. (b) Circuit implementation for the 2-1-2 qubit example presented in the paper. Circuits for state preparation (Si) and
compression (U(~θ)) are highlighted. The “trash” state is chosen to be |0〉. (c) Circuit compilation step comprising mapping
of the abstract circuits to native gates and qubit index assignment based on connectivity and qubit specifications. We show
the minimum and maximum total circuit depth of the compiled circuits along the parameter sweep. (d) Circuit execution
step: this involves the simulation (on the QVM) or execution (on the QPU) of the compiled circuits and the classical feedback
for carrying out the optimization (not shown). (e) Results of the autoencoder execution: On the left panel for each training
mode, parameter sweeps of the average loss for two different executions on the QPU as well as noiseless and noisy simulations
performed on the QVM. In addition, we performed two full autoencoder optimization runs on the QPU after each parameter
sweep. The results of these optimizations are denoted with crosses (X) in the cost function landscape plots. On the right panel:
convergence plots for autoencoder optimization on the QPU, showing the average loss as a function of the number of iterations
of the COBYLA optimizer. For clarity, uncertainties in average losses are not displayed.
by a previous work [7]. Using algo2qpu, we extend this
study by investigating two alternative autoencoder train-
ing schemes and providing the first experimental demon-
strations of this model on the 8Q-Agave chip.
A. Brief Background
The quantum autoencoder (QAE) algorithm has been
proposed in recent years [7, 8] as a paradigm for com-
pressing quantum data, that is expressing a data set
6comprised of quantum states using a fewer number of
qubits. The QAE is constructed using the following: a
set of quantum states {|Ψiin〉} of size n + k qubits with
i denoting the training set index, a choice of “trash”
state |a〉 of size k qubits, k “refresh” qubits for the re-
covery process, and a variational circuit U(~θ) (U†(~θ))
with circuit parameters ~θ for encoding (decoding), as il-
lustrated in Figure 4a. In practice, the training set for
the QAE has to be prepared on the quantum register us-
ing a corresponding set of preparation circuits {Si} such
that Si|0〉⊗n+k = |Ψiin〉. A successful training of the au-
toencoder implies finding the parameters that are able to
optimally or near optimally factorize all the states in the
training set as follows:
U(~θ∗)|Ψiin〉 = |ψi〉 ⊗ |a〉 ∀ i ∈ [ntrain], (1)
where |ψi〉 is the compressed representation (on only n
qubits) of |Ψi〉 . We can then faithfully recover the input
state |Ψiin〉 after applying the decoding operation on the
state |ψi〉 ⊗ |a〉, where |a〉 is prepared on the k “refresh”
qubits. Consequently, these capabilities may be useful
for applications such as dimension reduction of quantum
and classical data and feature extraction.
When implementing the autoencoder, we can choose
various types of cost functions. In this work, we modify
the original autoencoder protocol to accommodate the
limitations of the quantum device, avoiding the need for
implementing SWAP tests. We first consider a cost func-
tion that is computed by executing the full QAE cir-
cuit, including, in order, the state preparation, encoding,
decoding, and inversed state preparation circuit compo-
nents. In this case, the success probability of the autoen-
coder corresponds to the probability of measuring the
state |0〉⊗n+k at the end of the circuit. In our implemen-
tation, we negate this probability value to cast as a min-
imization problem and average the frequencies over the
training set to compute a single loss value. We will refer
to this cost function as “full-training”. Alternatively, we
can consider computing the average probability of mea-
suring the state |a〉 in the trash register after applying the
encoding variational circuit. Similarly, we average over
the training set to compute a single loss value. We will
refer to this second cost function as “halfway-training.”
B. Algorithmic Instance: 2-1-2 Autoencoder
To demonstrate our use of the algo2qpu framework
for the quantum autoencoder, we consider a simple 2-1-2
instance using both the “full” and “halfway” autoencoder
training schemes, as shown in the left and right panels of
Figure 4b. Our data set is composed of two-qubit states,
generated by considering a range of φ values in the state
preparation circuit, shown in Figure 4b, in this case forty
equally-spaced points from 0 to pi, and the objective is
to compress the information such that we can express
the input data set using a single qubit. Eight randomly
Setting
Training Set
Average Loss
Test Set
Average Loss
Full, QPU (Trial 1) -0.76 ± 0.03 -0.75 ± 0.02
Full, QPU (Trial 2) -0.53 ± 0.05 -0.44 ± 0.06
Halfway, QPU (Trial 1) -0.874 ± 0.002 -0.875 ± 0.002
Halfway, QPU (Trial 2) -0.90 ± 0.02 -0.84 ± 0.03
Table II. Average losses for the training and test sets com-
puted using 8Q-Agave processor applying the two autoen-
coder training schemes (“full” for full training and “halfway”
for halfway training). Standard errors are reported from aver-
aging values over either the training or test set. The minimum
loss value is -1.0.
selected points in the data set were selected as the train-
ing set. Our simple example is devised such that when
the single variational parameter θ is 0, this corresponds
to the ideal two-to-one compression circuit. We use the
notation qi to refer to qubit indexes in the “abstract”
QAE circuits in Figure 4b, to anticipate the potentially
nontrivial mapping of abstract qubits to physical qubits
when implementing the circuit on an actual quantum de-
vice with specific connectivity.
C. Circuit Compilation
Based on the single- and two- qubit fidelities during the
times of the experiments, physical qubits 0, 1, and 2 were
selected for the full training scheme, and physical qubits
0 and 1 were selected for the halfway training scheme,
with trivial mappings for both cases as shown in Figure
4c. We note that while this selection was done manu-
ally for the example in this paper, general workflows will
involve automated protocols for qubit mapping. Some
examples of these protocols are presented in [39, 40]. Af-
ter scanning over values for θ, fifty equally-spaced points
from −pi to pi, we also report the minimum and maximum
gate depths for each training scheme in Figure 4c. The
gate compilation step was performed using the software
tools available in the Forest platform [32].
D. Simulation and Experimental Results
Numerical simulations and experiments of the quan-
tum autoencoder for this study were implemented and
executed using an extended version of the QCompress
code [55]. For both training schemes, each cost func-
tion value was evaluated by taking 10000 circuit runs per
data point in the training set. For optimizing the vari-
ational parameter θ, the COBYLA algorithm was used,
with the initial value of θ set randomly to pi1.2 ≈ 2.618
for all experiments. A parameter sweep for θ was per-
formed, computing the cost function landscape for fifty
equally-spaced points, to assess the impact of experimen-
tal conditions on the average loss and on the overall algo-
7rithmic performance before each parameter optimization.
Two experimental trials were executed for each training
scheme, complemented by simulation data 4. To evaluate
the performance of the autoencoder, we compute the loss
values against a test set, which we have pre-selected when
randomly splitting the full data set into training and test
sets (eight and thirty-two data points respectively).
As shown in Figure 4e, we observe decays in the
average loss values for the cost function landscapes of
the full and halfway training cases, but the quantum
autoencoder was able to reach close to the optimal
parameter value of 0 despite the noise in the quantum
computer. We also point out that the two executions of
the QPU corresponding to full training were performed
on different days, and therefore the significant difference
might be associated to different calibrations. As ex-
pected, due to shorter circuit depths, the cost function
landscapes for the halfway training cases better align
with results from noisy simulations. In addition, the
halfway training scheme produced better average loss
values for both training and test sets, as shown in Table
II. This appears to suggest that the halfway training
scheme may be a promising alternative and should be
further explored with larger instances of the algorithm as
a viable training technique for the quantum autoencoder.
V. ALGORITHM: VARIATIONAL QUANTUM
CLASSIFIER
Here we demonstrate a simple example of a variational
quantum classifier in full implementation details. The
goal here is to provide a minimal example that intro-
duces step by step the workflow of realizing variational
quantum classifiers on quantum devices.
A. Brief Background
There has been a rapidly growing set of works in the
past few months on using near-term quantum computers
for classification problems in machine learning [10–16].
Here we consider the problem of binary classification i.e.
learning a function Rn 7→ {0, 1}. One of the prevalent
methodologies is to variationally tune a quantum circuit
and use the measurement outcomes to obtain the output
label generated by the quantum model [10, 11, 14–16].
For a given training set S0 ∪ S1 where S0 consists of all
data points labeled 0 and S1 labeled 1, one optimizes
the circuit parameter such that for all inputs in S0 the
quantum model returns 0 as much as possible and for
4 Tomography experiments are periodically executed by Rigetti
Computing to construct a device-imitating noise model for the
noisy variant of Forest’s circuit simulator.
S1 the model returns 1 as much as possible. There are
also alternative proposals for quantum classifiers based
on kernel space [13, 15]. However, here we focus on the
variational classifier model.
To implement a variational quantum classifier, one im-
mediate question is how the quantum computer interacts
with the classical world. The present literature has more
or less reached a consensus on this being a four-part pro-
cess: (1) encode a classical input vector θ into a quan-
tum state |Φ(θ)〉, (2) apply a variational circuit U(w)
of parameters w onto the encoded state, (3) collect mea-
surement statistics of the final state with respect to some
operator M , (4) classically postprocess the measurement
outcomes to obtain the output label y of the quantum
model. Different proposals [10, 11, 14–16] use different
choices for each step, while the overall framework remains
largely the same. Here we also adopt this framework in
our example.
B. Algorithmic Instance: Learning XOR
For a set of data points θ1, · · · , θn in d dimensional
space, the simplest model for classifying the data points is
a linear function f(θ) = wTθ. Depending on whether the
value of the function f(θ) is above or below a predefined
threshold b we apply a discrete label to the data point θ.
That is, we are essentially using a hyperplane f(θ) = b to
separate the data points. The set of x such that f(θ) = b
therefore forms a decision boundary where θ is applied
one label if f(θ) < 0 i.e. it lies on one side of the decision
boundary and another label if f(θ) > 0 i.e. it lies on the
other side of the decision boundary.
If the data points are not linearly separable, then we
need to use a different form of f(θ) which generates non-
linear boundaries. A classic example of linearly insepa-
rable data is the “XOR” dataset5 (Figure 5b). Here we
specifically consider an XOR-like training set with S0 be-
ing points θ = (θ0, θ1) around {(−pi/2, 0), (pi/2, pi)}, and
S1 being points around {(−pi/2, pi), (pi/2, 0)}.
To encode a classical input θ, we use the encoding
by preparing a quantum state Xθ0 |0〉 ⊗ Xθ1 |0〉, where
Xθ = e
i θ2X is a single qubit rotation along the x direction.
Similar ideas for encoding classical data have been pro-
posed before [14], though in general a more compact en-
coding is possible [11, 12]. We then apply a parametrized
unitary U(w) and measure the top qubit. We will use
the probability p1 of measuring |1〉 in the top qubit as
the output label (as also considered in [10]). The objec-
tive function that we would like to minimize is the cross
5 Historically this is a famed example showing the limitation of
perceptrons proposed by Minsky and Papert [56]. The fact that
XOR functions can be learned by multilayer perceptrons was
only widely recognized later.
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Figure 5. Quantum classifier implemented using the algo2qpu framework. (a) The basic setting for the classification problem.
Here we choose the simplest linearly inseparable data set describing the XOR function. (b) Circuit implementation for a
two-qubit classifier. (c) Circuit compilation step comprising mapping of the abstract circuits to native gates and qubit index
assignment based on connectivity and qubits specifications. Here the circuit depth is 9 for all parameter assignments. (d)
Circuit execution step: this involves the simulation (on the QVM) or execution (on the QPU) of the compiled circuits and the
classical feedback for carrying out the optimization (not shown). (e) Contour plot for the probability of measuring |1〉 in the
top qubit (decision boundary of the classifier). Darker color represents higher value. Here we compare decision boundaries of
untrained and trained classifiers on both QVM and QPU. Here the untrained classifiers are chosen with the same parameter
setting which is specifically intended for them to perform poorly compared with their trained counterparts.
entropy
− (
∑
i∈S1
log p1 −
∑
i∈S0
log p1). (2)
In other words, we want to maximize the output p1 (and
therefore log p1) when the data label is 1 and at the same
time minimize the output p1 when the data label is 0.
9C. Simulation and Experimental Results
We start from an initial guess of the parameter that
does not give rise to good classification (Figure 5c) and
optimize the circuit parameters using Nelder-Mead. The
trained classifier captures closer the XOR function (Fig-
ure 5d).
Observe that in fact the parameter w1 does not en-
ter in the objective function, rendering the optimization
problem as essentially one-dimensional. One could in fact
absorb the Xw1 gate into the measurement of the bottom
qubit, and treat w1 as a parameter setting the measure-
ment context only for the bottom qubit. This way the
value of w1 does not influence the measurement outcome
on the top qubit. We can see this also by explicitly com-
puting the probability p1:
p1 = cos
2 θ0
2
sin2
w0
2
+ sin2
θ0
2
cos2
w0
2
+
1
2
sinw0 sin θ0 cos θ1.
(3)
From the above expression it is clear that the term
sin(θ0) cos(θ1) naturally gives rise to the XOR-like land-
scape in Figure 5d by assigning different signs to its
extrema according to the quadrant. The optimal pa-
rameter setting is then w0 = pi/2, which gives a p1 =
1
2 +
1
2 sin(θ0) cos(θ1) that contains only the desired term.
Finally we remark that the observation that the circuit
in Figure 5b can be effective in partitioning the XOR data
comes from iterative trial and error within the algo2qpu
framework. Initially, the circuit is trained to classify an
XOR-shaped data set similar to Figure 5b but shifted,
with S0 being points around {(−pi/2,−pi/2), (pi/2, pi/2)}
and S1 around {(−pi/2, pi/2), (pi/2,−pi/2)}. From plot-
ting the decision boundary of the optimized circuit (sim-
ilar to Figure 5e) we observe that although the circuit
classifies the original XOR data set poorly, it perfectly
classifies a shifted version of the data described (Figure
5a). This shows that we can learn new information by
actually running the circuit (either on hardware or on
simulator) and these new information can help us im-
prove the use of quantum circuits.
VI. DISCUSSION AND CONCLUSION
With steady improvement of quantum hardware, cou-
pled with developments in various software packages and
cloud access to quantum processors, we are becoming
better-equipped to test small instances of algorithms and
perform important benchmark studies, ultimately to an-
ticipate and prepare tasks for large-scale error-corrected
quantum computers. In this paper, we have introduced
a modular framework to guide and streamline the proto-
typing process for AHQC algorithms and demonstrated
its use in designing and executing experiments by lever-
aging cloud access to quantum processors. Changes and
improvements in each component of algo2qpu will, in
principle, benefit the overall framework and yield a bet-
ter pipeline for demonstrating the utility of quantum de-
vices.6 While the current framework refers to adapting
circuits, e.g. directly tuning the gate parameters, one
could imagine improving and extending this framework
to adaptively adjust parameters of higher-level processes
or routines which implicitly involve lower-level quantum
circuits. Nevertheless, continuing the efforts to build sim-
ilar frameworks will enable efficient algorithmic testing
that can eventually scale up to larger experiments and
also provide a testbed for developing new and exploratory
classes of algorithms, such as HQC algorithms in quan-
tum machine learning. Just as AHQC algorithms were
intended to make the most out of existing hardware, de-
veloping and/or formalizing software infrastructures that
can unify multiple platforms, such as algo2qpu, will al-
low us to leverage capabilities of existing or near-term
quantum software and hardware, setting the stage for
more practical and powerful quantum computations.
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