These properties, when transferred to mathematical models, make CPGs interesting building blocks for locomotion controllers in robots and have been well studied by a number of researchers with possible applications to the control of walking machines (Inagaki, Yuasa & Arai, 2003; Ishii, Masakado, & Ishii, 2004; Inagaki, Yuasa & Suzuki, 2006; Liu et al, 2007; Ijspeert, Crespi & Ryczko, 2007; Aoi & Tsuchiya, 2007; Morimoto, Endo & Nakanishi, 2008) .
The four legged robot platform: Kamanbaré

Overview of the platform
Purporting the main goal of climbing trees for environmental research applications, a bioinspired robotic platform named Kamanbaré was designed and built (Bernardi & Da Cruz, 2007) . The project's main application is climbing trees for non-invasive research purposes, reaching points that may represent a risk to humans. The mechanical structure of the Kamanbaré platform consists of a central rigid body with four identical legs distributed symmetrically, Fig 1. Each leg comprises three links connected by three rotating joints and fixed to the central body. Each joint has 1 DOF. Identical motor and reduction groups are responsible by the rotary movements. Fig. 2 shows the kinematic configuration of a leg. 
Hardware architecture
The computations of locomotion strategies, motion control algorithms, sensor information processing and communication with the base station must be done in real-time. This significant computer load requires an advanced architecture processor running a very efficient operating system, therefore the ARM9 core running a Real Time Linux were chosen. Due to the control complexity present in this particular robotic platform, a main board for the execution of the highest hierarchical level control activities was considered. As a solution for the main board, the TS-7250 (Technologic Systems, USA) was selected. The main reasons for this choice were: it is compact, it contains different standard interfaces, and it is based on the EP9302 Cirrus Logic processor, with an ARM9 core, Fig. 3 . The EP9302 implements an advanced processor core: 200 MHz ARM920T with support for a memory management unit (MMU). This ensemble allows the use of a high-level operating system, in this case Linux. The ARM920T core has a 32-bit architecture with a 5-stage pipeline, offering high performance and low energy consumption levels. With a 200 MHz clock, the TS-7250 module offers a performance approximately twice as fast as similar boards based on 586-core processors. Other motor control boards were also developed using a Texas Instruments microcontroller of the MSP430 family and specific integrated circuits to implement the power actuation module, based on the so-called H-bridge technique. To implement the control systems for the Kamanbaré platform, an electronic architecture was defined. Initially only one joint was considered as represented in Fig. 4 , where the main components are shown: a DC motor, a potentiometer and a micro switch.
www.intechopen.com Thus, for control purposes, the need for a PWM output (motor control), an analog input (potentiometer reading, indicating the joint angle), and a digital input (reading the limits of the joint course) was ascertained. One copy of the joint control system described above was built for each joint. As the robot has four legs, it was decided to distribute the control to each leg. Thus, each leg control module needs four groups as mentioned, namely, three for the joints, and one for controlling the opening and closing of the claw. A motor control board was developed for this specific purpose, Fig. 5 , based on the MSP430F149 Texas Instruments microcontroller and on the L298 integrated circuit (Hbridge). Thus, the general hardware architecture for the Kamanbaré platform was deployed according to the diagram shown in Fig. 6. 
Control software architecture
A control software architecture was implemented for local control of the Kamanbaré platform. This architecture corresponds to the robot's functional organization. Based on the hardware architecture presented above, the development of the following systems was accomplished according to Fig. 7 . This model is based on the architecture implemented for the MARIUS robot (Pascoal et al., 1997) and has the following main components described below:
• General Control System: this system receives trajectory reference information from the Mission Control System. It controls all the robot's movements, sending the appropriate commands to the Actuators Control System. Problems occurring in the path, such as obstacles or absence of support points for the paws, are handled by this system. • Mission Control System: this system is the main module, with the highest hierarchical level of the platform. It is responsible for receiving commands via the Communication System, and for distributing them to the systems involved. It also stores information on the general status of the platform (battery voltage, position of the legs, angles of joints, etc.) keeping them available. This system gathers information from the Environmental Inspection System to be subsequently forwarded to a base station. • General Control System: this system receives trajectory reference information from the Mission Control System. It controls all the robot's movements, sending the appropriate commands to the Actuators Control System. Problems occurring in the path, such as obstacles and absence of support points for the paws, are handled by this system. • Mission Control System: this system is the main module, with the highest hierarchical level of the platform. It is responsible for receiving commands via the Communication System, and for distributing them to the systems involved. It also stores information on the general status of the platform (battery voltage, position of the legs, angles of joints, etc.) keeping them available. This system gathers information from the Environmental Inspection System to be subsequently forwarded to a base station.
• Communication System: this system is the module in charge of the communication interfaces existing in the platform, managing communications and exchanging data with the Mission Control System. • Environmental Inspection System: this system is responsible for gathering data from the installed sensors and for controlling any additional hardware required for that purpose as well. All acquired data are sent to the Mission Control System. 
Kamanbaré Simulink models
The CAD model of the Kamanbaré robotic platform, described in section 2, was designed using Solidworks ® (Dassault Systèmes SolidWorks Corp). Thus a Simulink Kamanbaré model was generated using the SolidWorks ® -to-SimMechanics (MATLAB ® , Simulink ® , The MathWorks Inc.) translator. This translation process is based on two major steps: exportation of the CAD assembly into a physical modeling XML format file and importation of the generated XML file into a SimMechanics model in Simulink ® . For the translation procedure, some configurations like the name of the joints and legs were adopted as well the desired sense of movement, as shown in Fig. 8 . The complete model obtained for the Kamanbaré platform is depicted in Fig. 9 . For a better understanding and visualization the legs were represented as model blocks. Since all four legs are identical, one detailed leg model block, namely, the Front Left Leg, is described in Fig. 10 . A Gait Generator was also implemented with the main function of providing the correct angle references for joints as functions of time. This block is presented and detailed in section 3.
Gait
A gait is a repetitive (quasi-cyclical: consider small variations from cycle to cycle to adapt to ground irregularities) pattern of foot placements (Forner-Cordero et al., 2006) . It is usual to assume that each leg is sufficiently specified as a two-state device: on the ground and off it. The legs on the ground are supporting and propelling the robot, and those in the air are being retracted.
www.intechopen.com The concept of gait assumes a regular progression forwards or backwards and can be expressed as a function of time or distance. Fig. 10 presents a plan view of a walker´s footfalls at four successive times, t 1 , t 2 , t 3 and t 4 , as it walks with a diagonal gait in which the front left (FL) and rear right (RR) legs move as a pair, and the front right (FR) and rear left (RL), as a second pair. At times t 2 and t 4 the walker alternates from one support pair to the other (Todd, 1985) . Fig. 11 . A walker´s footfalls at four successive times. A black circle represent a foot on the ground (adapted from Todd, 1985) . Fig. 12 shows the gait as a function of time. Each bar represents the time during which a foot is on the ground. This is called a gait diagram. Another way normally used to represent a gait is shown in Fig. 13 where each wave represents the joint angles as a function of time for a set of corresponding joints, for example, all the four hips joints of a robot. Quadrupeds can adopt a number of different gaits, depending upon their speed of locomotion and the terrain. Three of the more common gaits are: Walk, Trot, and Bound (Collins & Richmond, 1994) . These gaits are shown schematically in Fig. 14. In the Walk, which is a slow-speed gait, the limbs move a quarter period out of turn, in a figure-eight wave. In the Trot, which is a medium-speed gait, diagonal limbs, e.g., front right and rear left, move together and in phase, and pairs of diagonal limbs move half a period out of phase with one another. The Bound, which is a fast-speed gait, is similar to the trot, except that front and rear limbs, respectively, move together and in phase.
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In the present work, a CPG model was considered to be a locomotion control for only the particular gait mode Walk.
CPG controller architecture
Matsuoka nonlinear neural oscillators
The model of Matsuoka's nonlinear neural oscillator (Matsuoka, 1985 (Matsuoka, , 1987 Liu et al, 2007) consists of two first-order coupled differential equations, one representing the membrane potential of the neuron and the other one, the degree of neuron fatigue, where the output of the neuron is nonlinear logic. 
Which equation represents: 1. Membrane potential; 2. Rate of neuron fatigue; 3. Non-linear output (saturation function). The mathematical neuron model has two state variables and a few constant parameters. The first state variable is the inner variable u i , corresponding to the membrane potential of the neuron. The second state variable is v i , representing the degree of adaptation or self-inhibition in the i-th neuron, b is the adaptation constant, and y i is the output of the i-th neuron. Subscripts i, j denote the neuron number. Tr is the time constant specifying the rise time for a step input and the frequency of the output is proportional to 1/Tr. Ta is the time constant specifying the adaptation time lag, w ij denotes the inhibitory synaptic connection weight from the j-th neuron to the i-th neuron, w ij ≤ 0 for i ≠ j, and w ij = 0 for i = j. Σ(w ij y j ) represents the total input from neurons inside a neural network, u 0 is the constant drive input and feed i is an input feedback sensor signal to the i-th neuron representing internal sensory information and interaction between the robot and its environment; it is mainly used in a closed-loop CPG model or else it is set to zero. Input feed i may be any number of inputs applied to the i-th neuron model, which may be either proprioceptive signals or signals from other neurons. Time constants Tr and Ta change frequency and the input u 0 changes amplitude. Fig. 15 shows the general Matsuoka neuron model described by the equations presented above. Assuming that the Matsuoka oscillator consists of two neurons with four state variables (Liu et al., 2007) The oscillator output H=y i −y j , represents the algebraic sum of the output signal from each neuron. H may be used as a motor command to drive a 1 DOF joint, where H<0 corresponds to extensor neuron activity, and H>0 corresponds to flexor neuron activity. In this work the output of oscillator H is used to represent the desired angle of a joint.
CPG network configuration
The aim of the CPG network design was that one neural oscillator corresponded to the hip joint of each leg (Ishii, Masakado & Ishii, 2004) . The basic structures of CPG network and the output signals are presented in Fig. 17 . Each neural oscillator consists of an extensor neuron and a flexor neuron. There is only one motor that can rotate in both directions, therefore, both neuron outputs are combined to drive the motor. The output of each neural oscillator determines the motion of hip joint of each leg whether the leg is in the support phase or in the swing phase.
The numbers 1,2 correspond to the neurons of front left leg (LEG1), 3, 4 for the front right leg (LEG2), 5, 6 for the rear left leg (LEG3), and 7, 8 for the rear right leg (LEG4), respectively. The w 12 is the weight between the flexor neuron and the extensor neuron of LEG1 and w 13 is the weight between the flexor neuron of LEG1 and the flexor neuron of LEG3. If w ij is positive, the connection ij excites the other neuron, if negative, it suppresses the other one, and if zero means no connection.
CPG Simulink model
The CPG network presented in Fig. 17 was implemented in Simulink ® as shown in Fig. 18 below. The connectors P11, P12, P21, P22, P31, P32, P41 and P42 are signals to the Kamanbaré leg joints, where P11 contains the angle reference to joint 1 of LEG1, J11 as shown in Fig. 8 , with the corresponding connection with P11 in Fig. 10 . In the same way P12 represents the joint 2 of the LEG1 (J12), P21 represents the joint 1 of the LEG2 (J21) and so on. 
Simulation results
Overview
Regarding the gait generation only a simple locomotion where the robot follows a straight path using the Walk quadruped mode gait was implemented. No waiting time will be introduced, besides those produced by the legs when searching for the support points, therefore this gait will be at the highest speed allowed by the surface. The simulations combined the mechanical models of the machine presented in Figs 8-10 with the controller presented in Figs 18-19. The mechanical model receives the inputs from the controller, performs the simulated motion and feeds back the sensory information to the controller. In this way, the tuning of the CPG parameters can be performed before the implementation on the real Kamambaré.
CPG initial parameter setup
Once the parameter tuning of a CPG network is a difficult process as there is no established procedure (Son et al., 2006; Hattori et al., 2010; Costa et al., 2010) , the initial parameters as chosen spending a low effort of time.
In this way, the described CPG was simulated considering the parameters: Tr = 0.05, Ta 
The first simulation result obtained using the parameters above is shown in Fig. 20 . Fig. 21 . The initial transient is obviously undesirable, since it will produce a non-acceptable robot behavior, e.g movements of the legs joints. In this way, tuning of the CPG parameters turns out to be mandatory.
Parameter tuning
The parameter tuning of a CPG network is a difficult process since it implies in a task of changing a substantial number of interrelated parameters. In this work a trial-and-error procedure was adopted in order to find a set of the parameters that provided the required control signals. Thus, after several iterations and tests for analyzing the gait wave form, it was concluded that the initial transient obtained was directly correlated to the values used as initial conditions in the integrator blocks of the neural oscillator's models. Once these initial conditions were adjusted, the complete neural system showed a stable behaviour. The following set of parameters has then been adopted: Tr = 0.4, Ta The final simulation result obtained is shown in Fig. 22 , where a significant reduction of the initial transient time to about 0.8 sec can be observed. This improved behaviour can also be checked in Fig. 23 by the analysis of the phase plot of the states variables u and v. 
Conclusions
The main purpose of this work was to design and implement a CPG based control consisting of a network of mutually inhibited and coupled Matsuoka oscillators and to demonstrate that the CPG model can be useful for the online generation of gaits in the Kamanbaré robot. The implementation of the CPG controller was proven to be feasible. Nevertheless the parameters tuning is a quite complex task due to the large number of interrelated variables. In a first approach an optimization method was used to tune one half of the entire model but results obtained were not useful or appropriate to be applied to the full system implementation. Thus a trial-and-error procedure was adopted in order to find a good set of parameters to generate a gait that produced a smooth movement of the robot leg joints. Future work will address first on the improvement of the CPG and the Kamanbaré models including the joint sensor feedback connection to provide a closed loop control. An optimization method will also be developed in order to obtain a better setting for the CPG parameters.
