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V diplomski nalogi je obravnavana avtomatizacija linije za pretovor žita, ki je 
bila izvedena za slovensko podjetje. Izvesti je bilo potrebno programiranje logičnega 
krmilnika in izdelavo ustreznega nadzornega sistema. 
 
Prvi del obravnava predstavitev uporabljene krmilne opreme s komunikacijskimi 
protokoli in uporabljenega programskega okolja za izdelavo nadzornega sistema. 
 
V drugem delu je podan podrobnejši opis samega sistema, postopek izdelave 
krmilnega in nadzornega dela. Specifika dela je bila predvsem izvedba pravilnega 
zaporedja vklapljanja naprav (verižno delovanje) in medsebojna kontrola delovanja 
med posameznimi sklopi. Celotna logika se izvaja na krmilniku, nadzorni sistem je 








This thesis deals with automation of a line for grain transport, which was carried 
out for the Slovenian company. Programming of a PLC and implementation of a 
supervisory system were carried out. 
 
The first part deals with presentation of control equipment with communication 
protocols and programming software that were used for making the control system. 
 
In the second part there is a detailed description of the system itself with 
described steps of making control and supervisory systems. The specific of the work 
was mainly the correct execution of device handling (chain functionality) and mutual 
operation control between individual sections. Complete logic is being executed on a 
PLC meanwhile supervisory system is only an interface between user a and the 
machine, through which the user controls and monitors the system. 
 
 
Key words: programmable logic controller, SCADA, recipes 
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1 UVOD 
Človeštvo že od nekdaj stremi k poenostavljanju in iskanju novih in lažjih poti 
pri opravljanju svojega dela. Prav tako že od nekdaj shranjujemo svoje pridelke, da jih 
lahko uporabimo kasneje; takrat, ko jih potrebujemo. Z naraščanjem števila 
svetovnega prebivalstva narašča tudi potreba po čedalje večji proizvodnji hrane. Tudi 
same države imajo svoje blagovne rezerve, ki so nujne za življenje ljudi. Za to pa se 
potrebuje prostore za shranjevanje. Na področju skladiščenja pridelkov se srečamo z 
avtomatizacijo samega procesa pretovora in skladišč oz. pretovorom žita od 
dostavnega mesta do mesta skladiščenja. 
 
V okviru gradnje novega skladišča žita se je pokazala potreba po izvedbi 
avtomatizacije pretovora od tovornjaka do želenega boksa v hali. Z izvedbo 
avtomatizacije se je povečala storilnost samega sistema, saj ta omogoča izvajanje več 
hkratnih operacij (npr. prvi program izvaja sušenje koruze in nato pretovor v halo, 
drugi program pa koruzo iz vsipnice preko čistilca pretovarja na drug tovornjak). 
Pridobi se tudi na varovanju same opreme, saj okvara povzroči zastoje in tudi visoke 
stroške pri popravilu le-te. 
 
Diplomska naloga nam najprej predstavi osnovni sistem za pretovor žita. V 
nadaljevanju pa je predstavljen sistem, s katerim smo se srečali pri izdelavi naše 
naloge. Opisan je sam postopek od vstopnega do izstopnega mesta s posameznimi 
napravami in njihovimi funkcijami.  
Naslednje poglavje predstavlja uporabljeno krmilno opremo, predstavi nam 
programsko okolje, ki smo ga uporabili za izdelavo nadzornega sistema, in se zaključi 
s kratkim opisom uporabljenih komunikacijskih protokolov. 
Poglavje, ki obravnava izvedbo na krmilnem delu, nam podrobneje predstavi 
izvedbo rešitve od kreiranja strojne konfiguracije, prepisa vhodov in izhodov do 
upravljanja z recepti. Predstavi nam tudi uporabo orodja Microsoft Excel kot pomoč 
pri izdelavi programske kode. 
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Peto poglavje najprej opisuje postopek izdelave novega projekta nadzornega 
sistema od definiranja strežnikov, spremenljivk, do izbire grafične podobe. Opisane in 





Z razvojem masovne pridelave žit se je pojavila tudi potreba po shranjevanju  teh 
na primernih mestih. Uporaba takih sistemov je smiselna v mlinih, pristaniščih ipd., 
torej posod tam, kjer imamo opravka s t. i. razsutimi tovori. Sistem za pretovor žita 
sestavljajo mehanski in električni elementi, ki skupaj tvorijo strojno postrojitev. Med 
mehanske elemente spadajo: elevatorji, preklopke, trakovi, transporterji, polži ipd., k 
električnim elementom pa: motorni pogoni, senzorji, aktuatorji itd. 
 
Najosnovnejša postavitev takega sistema, ki je prikazan na sliki 2.1, bi bila: Žita 
od sprejemnega mesta (A) z verižnim transporterjem (B) premaknemo do elevatorja 
(C), s katerim izdelek dvignemo na višji nivo, od koder nadaljuje preko sita (D) za 
odstranjevanje nečistoč. Po končanem čiščenju ga shranimo v vmesni silos (E). Če je 
žito prevlažno, ga je potrebno osušiti v sušilnem stolpu (F), od tam pa ga pretovorimo 
v ustrezen silos ali boks v hali. 
 
Slika 2.1: Primer sistema za pretovor žita 
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Na sistemu, uporabljenem za temo diplomske naloge, imamo eno vstopno točko 
oz. vsipnico, kamor dostavljajo žita s tovornjaki. Iz vsipnice s pomočjo dveh verižnih 
transporterjev žito prestavimo do elevatorja. Elevator dvigne žito do najvišje točke, od 
koder potem pada do prve preklopke, s katero izbiramo, ali bomo to žito pretovorili na 
drug kamion ali pa ga bomo obdelovali naprej. Če je potrebno žito očistiti nečistoč,  za 
to uporabimo sito s čistilnikom, v nasprotnem primeru pa žito pade do naslednjega 
elevatorja. Ta žita pretovarja do verižnega transporterja z dvema zasunoma (vmesni in 
končni). Z odprtim vmesnim zasunom, ki je približno na polovici transporterja, 
polnimo silos, ki nam služi kot začasna shramba ali v primeru izvajanja sušenja kot 
zalogovnik sušilnika, v katerega doziramo žito. Če vmesni zasun ni odprt, nadaljuje 
žito pot neposredno v halo. Iz silosa s transporterjem premaknemo žito k elevatorju in 
od tam do preklopke, s katero izbiramo nadaljnjo pot v halo ali proti sušilnici. Pred 
sušilnico imamo še en transporter z dvema zasunoma, s katerima izbiramo med 
polnjenjem sušilnice ali pretovorom na tovornjak. V sušilnici se žito osuši do ustrezne 
vlažnosti. Sam postopek sušenja je sledeč: najprej je potrebno sušilnico napolniti do 
vrha. Po končanem polnjenju se vklopi plinski gorilnik, ki segreva zrak, s katerim nato 
sušilnica s pomočjo ventilatorjev prepihuje žito. Med samim postopkom sušenja 
sušilnica sproži zahtevo, da žito s pomočjo elevatorjev in transporterjev kroži, s čimer 
se tudi ohlaja. Poleg zahteve po kroženju žita sušilnica javi tudi potrebo po doziranju 
svežega ali pa po končanem postopku sušenju pretovor suhega žita na tovornjak ali v 
halo. Ko žito dospe v halo, ga s pomočjo vzdolžnega traku sipamo v želeni boks. S 
prečnim polžem pa žito, ko je kup dovolj velik, razmečemo levo ali desno in s tem 
dosežemo boljšo razporeditev po prostoru (zapolnjenost tudi pri stenah). 
 
Ker iz opisa vidimo, da sama strojna razporeditev elementov omogoča več 
različnih transportnih poti, bi bilo ročno upravljanje vseh elementov zamudno in v 
primeru okvar tudi povezano z visokimi stroški popravila. Prav tu pa pride do potrebe 
po izvedbi avtomatizacije, saj z njo uporabniki pridobijo na zanesljivosti delovanja 
(pravilen vrstni red vklapljanja naprav v avtomatskem režimu, zaustavitev naprav ob 
napakah itd.), lažjega posluževanja delovanja (izbira transportnih poti, alarmiranje ob 
napakah, ročno upravljanje z napravami, …). Avtomatizacija takega sistema nam tako 
precej olajša delo in upravljanje z njim. 
2.1 Programirljivi logični krmilnik 
Za uporabo v industrijskem okolju so osebni računalniki neustrezni, zato je 
prišlo do razvoja programirljivih logičnih krmilnikov (PLK), ki so namenjeni prav 
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temu. Krmilniki so računalniki, na katere lahko priklopimo vhodne in izhodne signale, 
preko katerih preverjamo stanje v procesu in nanj vplivamo. V osnovi delimo PLK na 
kompaktne in modularne krmilnike. Glavna razlika, ki jo opazimo med njimi, je v tem, 
koliko vhodov/izhodov lahko priključimo nanje. Pri kompaktnih izvedbah krmilnikov 
imamo že na osnovnem modulu tudi določeno število vhodov in izhodov, pri 
modularnih PLK-jih dodajamo module glede na naše potrebe. Poleg zunanje razlike 
med tema tipoma krmilnikov je razlika tudi v računski moči in v količini pomnilnika, 
ki je namenjen za kodo in podatke. 
Aplikacija na PLK obdeluje signale, ki jih preko vhodno-izhodnih modulov 
zajemamo, in glede na njihova stanja izvajamo določene operacije. Na samem PLK-
ju se izvaja programska koda, s katero nadzorujemo delovanje posameznih naprav, 
reagiramo ob nastanku napak (zaustavitev naprav, samega procesa) in skrbimo za 
pravilnost izvajanja izbranega recepta. 
2.2 Nadzorni sistem SCADA 
Ker je koda, napisana za PLK, običajno precej zapletena in ljudem neprijazna, 
se za prikaz sistema stanj uporablja grafični vmesnik SCADA. SCADA ali 
Supervisory Control and Data Aquisiton je nadzorni sistem, ki si z uporabo različnih 
komunikacijskih protokolov s PLK-jem izmenjuje podatke in jih predstavlja na ljudem 
lažje razumljiv način. Kot je razvidno že iz samega imena, SCADA skrbi za zajem 
podatkov, ki se na grafičnem vmesniku prikazujejo z različnimi simboli, v ozadju pa 
se glede na stanja generirajo alarmi in z določeno periodo beležijo trendi. Alarmi in 
trendi spadajo med t. i. zgodovinske podatke, ki nam služijo za optimiziranje delovanja 
procesa ali za ugotavljanje zaporedja napak v delovanju. 
Uporabniki s pomočjo nadzornega sistema izvajajo razne manipulacije z 
napravami, nastavljajo parametre delovanja, izbirajo recepte, po katerih se naj izvaja 
proces, in spremljajo njegovo delovanje. 
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3 UPORABLJENA OPREMA 
S projektantom smo se dogovorili za izbiro ustrezne strojne in programske 
opreme, potrebne za izdelavo projekta. Zaradi pregovorno znane zanesljivosti 
delovanja in dobrih izkušenj pri uporabi smo se odločili za krmilno opremo 
proizvajalca Siemens. Za konfiguriranje in pisanje programske kode na krmilnikih 
Siemens smo uporabili programsko okolje SIMATIC Manager, STEP 7 V5.5. 
 Pri izbiri nadzornega sistema pa smo se odločili za paket proizvajalca Citect, 
katerega dobro obvladujemo  in poznamo. 
3.1 Krmilna oprema 
3.1.1 Krmilnik Siemens 
Za izvedbo projekta smo uporabili krmilnik Siemens CPU 317–2 PN/DP, ki 
spada med zmogljivejše krmilnike iz serije 300. Na samem krmilniku se nahajata 
kombinirana komunikacijska vmesnika PROFIBUS-DP/MPI in 
ETHERNET/PROFINET. S tema komunikacijskima vmesnikoma pokrijemo naše 
potrebe, saj z uporabo komunikacije PROFIBUS-DP komuniciramo z razširitvijo 
ET200M in analizatorjem električne energije, mrežni vmesnik pa nam služi za 
komunikacijo z nadzornim sistemom SCADA. Na letev, na kateri je nameščen 
krmilnik, lahko priklopimo še do 8 vhodno-izhodnih modulov. V primeru večjega 
števila modulov je potrebno uporabiti razširitveni modul iz družine IM300 ali ET200. 
Nekatere glavne karakteristike uporabljenega krmilnika pa so [1]: 
- razpoložljivi pomnilnik: 1024 kB delovnega in 256 kB trajnega (retain), 
- povprečni čas za obdelavo bitne operacije 0,025 µs in 0,03 µs za besedne 
operacije (word), 
- razvojno okolje od STEP7 V5.5 dalje, TIA Portal, 
- podprti programski jeziki: LAD, FBD, SCL, 
- spletni strežnik (Web Server). 
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3.1.2 Razširitev Siemens ET200M 
Zaradi velikega števila vhodnih in izhodnih modulov je bilo potrebno uporabiti 
razširitveni modul ET200M, na katerega lahko povežemo do 8 različnih modulov. 
Razširitev je s krmilnikom povezana preko komunikacije PROFIBUS. 
Prednost uporabe razširitvenega modula ET200M je v tem, da lahko na 
oddaljenem mestu priklopimo vhodno-izhodne module. Pri izvedbi dislociranih enot 
preko komunikacije PROFIBUS smo omejeni z dolžino kabelske povezave, ki ne sme 
preseči 1000 m z največjo hitrostjo prenosa podatkov 187,5 kbit/s [2]. 
3.1.3 Vhodno-izhodni moduli Siemens 
Uporabili smo digitalne vhodne in izhodne module ter analogne vhodne in 
izhodne module. Skupno je na sistemu na voljo 224 digitalnih vhodov, 80 digitalnih 
izhodov, 8 analognih vhodov in 8 analognih izhodov. 
3.2 Nadzorni sistem Citect SCADA 
Podjetje Citect je bilo ustanovljeno leta 1973 v Avstraliji, in sicer z imenom 
Control Instrumentation, leta 2001 pa je bilo preimenovano v Citect Group Ltd Pty. 
Leta 2006 ga je kupilo podjetje Schneider Electric, katerega del je še danes [3]. 
 
Izvedba nadzornega sistema je bila opravljena s paketom Citect SCADA v7.4 
SP1. Pri delu v okolju Citect se srečamo s štirimi ločenimi konfiguracijskimi orodji, v 
katerih urejamo naš projekt. 
3.2.1 CitectSCADA Explorer 
To orodje, ki je prikazano na sliki 3.1, je namenjeno ustvarjanju novih in kot 
pregled že obstoječih projektov v drevesni strukturi. V njem nastavimo osnovne 
nastavitve projekta, od imena projekta, izbire podlog in resolucije strani. Posamezen 
projekt lahko tudi varnostno kopiramo ali ga uvozimo iz obstoječe varnostne kopije. 
 
Pri ustvarjanju novega projekta imamo možnost izbire obstoječega t. i. začetnega 
projekta (starter project), ki nam avtomatsko generira sistemske strani in menije. 
Ustvari nam vhodno-izhodne, alarmne, trendne in poročilne strežnike. 
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Slika 3.1: Orodje Citect Explorer 
3.2.2 CitectSCADA Project Editor 
V Project Editorju, prikazanem na sliki 3.2, dodajamo vhodno/izhodne naprave, 
ki so lahko lokalne oz. diskovne ali zunanje, na katere se povezujemo z različnimi 
gonilniki. Definiramo posamezne spremenljivke, za katere lahko nastavimo različne 
tipe alarmov ali nastavimo shranjevanje vrednosti v trende. Prav tako tu nastavimo 
uporabniške račune in njihova pravice za delo [6]. 
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Slika 3.2: Project Editor 
V primeru, da imamo na krmilniku definirano neko strukturo, katero v programu 
uporabimo za večje število naprav, nam prav pride orodje Equipment Editor, v katerem 
nastavimo enako strukturo kot na krmilniku, in za posamezno spremenljivko 
določimo, ali naj proži alarm ali naj se shranjuje v zgodovino. Potem dodamo naprave 
s to strukturo in Equipment Editor nam sam v sistem doda vse spremenljivke, alarme 
in trende. S tem si zelo poenostavimo dodajanje večjega in ponavljajočega se nabora 
spremenljivk, alarmov in trendov. Edino, kar moramo narediti sami, je, da vpišemo 
pravilne naslove spremenljivk na krmilniku. Orodje Equipment Editor je prikazano na 
sliki 3.3. 
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Slika 3.3: Equipment Editor 
3.2.3 CitectSCADA Graphic Builder 
V Graphic Builderju izdelamo celotno grafično podobo, od simbolov, animacij, 
prikazov stanja, genie-jev in super genie-jev. Na razpolago imamo različne knjižnice 
s simboli, genie-ji in super genie-ji. Lahko pa dodajamo nove knjižnice in si s tem 
tvorimo lasten nabor grafičnih elementov [6]. Okno Graphic Builderja je prikazano na 
sliki 3.4. 
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Slika 3.4: Graphic Builder 
Genie-ji, katerega primer je prikazan na sliki 3.5, so namenjeni izdelavi 
prikazov, ki se skozi projekt večkrat ponavljajo. V posameznem genie-ju nastavimo 
različne prikaze (npr. mirovanje, delovanje, napaka) in za ta stanja nastavimo 
parametre, npr. %Delovanje% ali Elevator%Indeks%_Delovanje. Če uporabimo drugi 
način definiranja parametra, potem pri dodajanju tega genie-ja na grafično stran 
vpišemo samo številsko vrednost (npr. 1, kar nam potem skupaj z delnim 
poimenovanjem tvori spremenljivko Elevator1_Delovanje), si pa pri tem načinu 
omejimo možnost uporabe tega genie-ja samo na določen tip naprave. Tipični primeri 
genie-jev so črpalke, ventili, vrednosti z vpisom ali katerekoli ponovljive 
konfiguracije. 
 
Slika 3.5: Primer genie-ja 
Super genie-ji (slika 3.6) so povezani z genie-ji in nam služijo za prikaz dodatnih 
oken, v katerih za posamezno napravo lahko nastavljamo parametre, izvajamo razne 
operacije (npr. Vklop/Izklop). V primeru večjega števila spremenljivk za prikaz je 
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potrebno za vsako posamezno okno napisati ločeno funkcijo v urejevalniku Cicode 
editor. 
 
Slika 3.6: Primer super genie-ja 
3.2.4 Cicode Editor 
Cicode je programski jezik, podoben Visual Basicu ali C-ju. Namenjen je 
uporabi v nadzornem sistemu CitectSCADA za spremljanje in upravljane z napravami. 
Omogoča nam ustvarjanje lastnih funkcij za izvajanje želenih operacij s 
spremenljivkami, upravljanje s komunikacijskimi vrati ali branje oz. zapisovanje 
podatkov v podatkovne baze. Okno Cicode Editor na sliki 3.7 nam služi za pisanje, 
urejanje in razhroščevanje funkcij. Imamo tudi možnost prilagajanja že obstoječih 
funkcij našim lastnim potrebam ali dodajanja dodatnih funkcionalnosti [6]. 
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Slika 3.7: Okno Cicode Editor 
3.3 Komunikacijski protokoli 
3.3.1 PROFIBUS 
PROFIBUS ali Process Field Bus je nastal konec 80. let s skupnim sodelovanjem 
nemške vlade, nemških podjetij in drugih vodilnih podjetij v industriji. Leta 1987 je 
21 podjetij in ustanov v Nemčiji združilo moči z namenom izdelave novega bitno-
serijskega področnega vodila (Fieldbus). Skupina, ki se je poimenovala centralno 
združenje za elektroindustrijo (Zentralverband Elektrotechnik  und Elektronikindustrie 
ali ZVEI), je svoj cilj dosegla z objavo specifikacije PROFIBUS FMS (Fieldbus 
Message Specification). 
Leta 1993 so predstavili nov standard PROFIBS DP (Decentralized Periphery). 
Nova verzija je bila preprostejša, vključno z lažjo konfiguracijo in hitrejšim prenosom 
sporočil. 
 
Z leti razvoja PROFIBUSA je prišlo do več revizij, ki so privedle do nadgradnje 
obstoječega protokola ali do novih verzij. Danes ločimo tri verzije PROFIBUS: 
- PROFIBUS FMS (Fieldbus Message Specification) je bila prva izvedba 
protokola. Namenjen je bil komunikaciji med programirljivim krmilnikom 
in osebnim računalnikom za izmenjevanje kompleksnih informacij. Slabost 
FMS-ja je bila, da njegova zasnova ni bila tako fleksibilna, saj ni bil primeren 
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za manj kompleksna sporočila ali za komuniciranje na širših, zapletenejših 
omrežjih. Ta izvedba je v uporabi še danes. 
- PROFIBUS DP (Decentralized Periphery) je bolj univerzalna izvedba, 
hitrejša in veliko enostavnejša. DP se deli še na tri ločene verzije DP-V0, 
DP-V1 in DP-V2. Vsaka od teh izvedb uvaja nove, zapletenejše funkcije. 
Danes je v večini primerov, ko se uporablja komunikacijski protokol 
PROFIBUS, v uporabi DP. 
- PROFIBUS PA (Process Automation) je izvedba DP-ja posebej za procesno 
avtomatiko, saj standardizira prenos podatkov o meritvah. Njegova 
posebnost je, da je bil zasnovan za uporabo v eksplozivnih okoljih. 
 
PROFIBUS uporablja topologijo vodila, kjer je centralno vodilo povezano skozi 
celoten sistem. Ker so naprave povezane na to centralno vodilo, se s tem izognemo 
povezovanju centralnega krmilnika z vsako posamezno napravo [4]. 
3.3.2 PSDIRECT 
CitectSCADA za komunikacijo s krmilniki SIEMENS uporablja gonilnik 
PSDIRECT proizvajalca PROSCADA [5]. Gonilnik nam omogoča komunikacijo z 
različnimi družinami krmilnikov Siemens od S5 do S7, za kar ne potrebujemo kakšne 
posebne Siemensove strojne ali programske opreme.  
Gonilnik je sestavljen iz dveh delov. Prvi del oz. t. i. back-end skrbi za 
komunikacijo s krmilnikom glede na nastavljeno konfiguracijo. Podatki se shranjujejo 
v predpomnilnik, iz katerega jih beremo z drugim delom protokola (front-end), ki je 
osnovni gonilnik CitectSCADe brez časovnega zamika. 
Prednosti uporabe gonilnika PSDIRECT so: 
- Branje podatkov z naprave je popolnoma ločeno od zahtev odjemalca do I/O-
strežnika, s tem se izognemo možnim zakasnitvam pri branju podatkov z 
naprave. 
- Vsak blok podatkov ima lasten dostopni čas. S tem lahko optimiziramo 
hitrost komunikacije glede na naše potrebe. Na primer: binarne vrednosti in 
alarme beremo na 0,5 s, analogne vrednosti vsakih 5 s in želene vrednosti 
vsakih 20 s. 
- Back-end bere s krmilnika surove podatke, ki jih nato nadzorni sistem iz 
predpomnilnika bere glede na tip spremenljivke, definiran v nadzornem 
sistemu. Na krmilniku imamo recimo v enem podatkovnem bloku več 
različnih tipov spremenljivk, ki jih back-end gonilnika prebere vse v enem 
kosu. 
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Naslovi spremenljivk, ki jih definiramo na nadzornem sistemu, so enaki tistim 
na krmilniku, npr. DB4,0.0, s čimer naslovimo v podatkovnem bloku 4 prvi bit prvega 
bajta. Prednost takega naslavljanja spremenljivk je v tem, da so naslovi na nadzornem 
sistemu in na krmilniku identični, s čimer si olajšamo delo pri razhroščevanju.
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4 Izvedba krmilnega dela 
Za izvedbo avtomatizacije linije za pretovor žita na krmilnem delu smo uporabili 
krmilnik Siemens S7 317-2PN/DP. Zaradi velikega števila vhodno-izhodnih modulov 
je bilo potrebno uporabiti tudi razširitev Siemens ET200M, s katero smo povečali 
število modulov, katere lahko dodamo v strojno konfiguracijo krmilnika. Skupno 
imamo v strojni konfiguraciji 8 modulov z 32 digitalnimi vhodi, 5 modulov s 16 
digitalnimi izhodi, 1 modul z 8 analognimi vhodi in 1 modul z 8 analognimi izhodi.  
4.1 Predstavitev uporabljenih orodij na krmilnem delu 
Programska koda na krmilniku je izvedena z programskim jezikom SCL 
(Structured Control Language). Za ta programski jezik smo se odločili zaradi 
podobnosti z jezikom Structured Text (ST), katerega poznamo s krmilnikov, ki 
uporabljajo CoDeSys, oba pa sta podobna PASCALu. Prednost uporabe 
strukturiranega teksta je v tem, da so v tem jeziku lažje izvedljive razne zanke (FOR, 
WHILE, SELECT CASE). Tako lahko na primer z uporabo zanke FOR v enem ciklu 
na dokaj enostaven način preletimo celotno polje spremenljivk. V primerjavi z drugimi 
jeziki je v SCL precej lažja tudi izvedba komunikacijskih funkcij. Ker je v programu 
veliko ponovljivih klicev funkcij in funkcijskih blokov, si lahko s pomočjo Excela 
izdelamo večino programske kode, kot je prikazano na sliki 4.1. 
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Slika 4.1: Primer izdelave kode v Excelu 
Težava pri uporabi SCL je predvsem pri razhroščevanju, saj se je to velikokrat 
izkazalo za težavno pri živi povezavi na krmilnik in samem pregledovanju kode z 
uporabo prekinitvenih točk, zato smo si za pomoč pri tem izdelali različne VAT-tabele. 
4.2 Strojna konfiguracija ter prepis vhodov in izhodov 
Pri izdelavi projekta je bilo najprej potrebno nastaviti strojno konfiguracijo 
krmilja (slika 4.2), ki vsebuje krmilnik z vhodno-izhodnimi moduli, razširitvami in 
mrežnim analizatorjem. 
 
Slika 4.2: Strojna konfiguracija 
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Zaradi lažje izvedbe prepisov vhodov in izhodov smo za vse module ročno 
nastavili naslove. S tem smo dosegli, da so vsi digitalni vhodi na naslovih od I1.0 do 
I28.7, digitalni izhodi so na naslovih Q1.0 do Q10.7, analogni vhodi so na naslovih 
IW256 do IW271 in analogni vhodi na naslovih QW256 do QW271. Za tak pristop smo 
se odločili zato, ker se prepisi vhodov in izhodov izvajajo z uporabo podatkovnih 
blokov. S tem se izognemo potrebi po definiranju vhodov in izhodov v simbolni 
datoteki. V simbolni datoteki imamo tako definirane samo podatkovne bloke, 
podatkovne bloke posameznih funkcijskih blokov, funkcije, funkcijske bloke in 
skupne markerje. 
4.2.1 Prepis vhodov in izhodov 
Prepis se izvaja s funkcijami Read_DI, Write_DO, Read_AI in Write_AO. Koda 
teh funkcij se izvaja v glavnem programskem ciklu OB1, kjer na začetku cikla 
izvedemo prepis vhodnih stanj, te obdelamo in izvedemo potrebne akcije in na koncu 
cikla prepišemo ukaze na izhode. Spodaj je prikazana programska koda funkcij, v 
katerih izvajamo prepise vhodov in izhodov. 
 
//------------------------------------------------------------------  
// Prenos podatkov med I in PI v DBxx   
//------------------------------------------------------------------  
FUNCTION Read_DI : VOID // FC103 
AUTHOR:AlesB; 
VERSION : '1.0' 
 
VAR_TEMP 
    Index:INT; 
END_VAR     
 
FOR Index:=0 TO 6 DO  






// Prenos podatkov iz DBxx na Q in PQ   
//-------------------------------------------------------------        
FUNCTION Write_DO :VOID // FC104 
AUTHOR:AlesB; 
VERSION : '1.0' 
 
VAR_TEMP 
    Index:INT; 
END_VAR     
 
FOR Index:=0 TO 4 DO  
PQW[(Index*2)+1]:=Dout_AS.DW[Index*2]; 
END_FOR; 






// Prenos podatkov iz PIW v DBxx   
//------------------------------------------------------------- 
FUNCTION Read_AI :VOID // FC105 
AUTHOR:AlesB; 
VERSION : '1.0' 
 
VAR_TEMP 
    Index:INT; 
END_VAR     
 
FOR Index:=0 TO 7 DO  






// Prenos podatkov iz DBxx na QW in PQW   
//------------------------------------------------------------- 
FUNCTION Write_AO :VOID // FC106 
AUTHOR:AlesB; 
VERSION : '1.0' 
 
VAR_TEMP 
    Index:INT; 
END_VAR     
 
FOR Index:=0 TO 7 DO  





4.3 Obdelava posameznih tipov naprav 
Programska koda je zastavljena tako, da imamo za posamezen tip naprave 
definirano njeno lastno strukturo spremenljivk oz. UDT, katera je uporabljena v 
podatkovnem bloku oz. DB tipa naprave. Vse naprave imajo skupno strukturo 
spremenljivk za alarme, s tem da so alarmi za posamezne tipe naprav v ločenih 
podatkovnih blokih. Prednost je v tem, da morebitne popravke izvedemo samo na 
določenem tipu naprave in s tem ne vplivamo na ostale. 
 
Ker imamo v sistemu veliko ponovljivih naprav (elevatorji, transporterji, 
preklopke, …) smo zato za vsak tip naprave izdelali svojo strukturo. V tej strukturi 
smo definirali vse potrebne spremenljivke, ki jih potrebujemo za posamezen tip 
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naprave. Struktura tako vsebuje spremenljivke za stanja na vhodnih signalih, potrebne 
ukaze, ki jih prepišemo na izhode, in notranja stanja, s katerimi operiramo med 
izvajanjem programske kode. Predvideni so tudi rezervni signali, če bi se med 
zagonom ali pozneje med obratovanjem pokazala potreba po dodatnih stanjih. 
 
//Podatkovne strukture (UDT, DB) filtra         
//-------------------------------------------------------------  
TYPE UDT_FilterCSW //Statusna in kontrolna beseda filtra         
    STRUCT     
        xRegReady  :  BOOL;  //Regulator ready 
        xNapZas  :  BOOL;  //Napaka zascita 
        xCNSAvto  :  BOOL;  //CNS Avtomatsko 
        xCNSRocVkl  :  BOOL;  //CNS Rocno vklop 
        xRcpActive  :  BOOL;  //Aktiven v receptu 
        xNapVkl  :  BOOL;  //Napaka vklopa 
        xEnaMan  :  BOOL;  //Omogoceno rocno upravljanje 
        xRstNap  :  BOOL;  //Reset napak 
        xBlokOn  :  BOOL;  //Blokada vklopa 
        xOnDem  :  BOOL;  //Zahteva za vklop 
        xVklop  :  BOOL;  //Vklop 
        xSkupNap  :  BOOL;  //Skupna napaka 
        xDevAfterErr  :  BOOL;  //Naprava ZA je v napaki 
        xDevRcpMnpErr  :  BOOL;  //Napaka pri manipuliranju - Recept 
        xDevManMnpErr  :  BOOL;  //Napaka pri manipuliranju - Rocno 
        xDevAfterOn  :  BOOL;  //Naprava ZA deluje/koncna pozicija 
        xFireExp  :  BOOL;  //Pozar/eksplozija 
        x17  :  BOOL;  // 
        x18  :  BOOL;  // 
        x19  :  BOOL;  // 
        x20  :  BOOL;  // 
        x21  :  BOOL;  // 
        x22  :  BOOL;  // 
        x23  :  BOOL;  // 
        x24  :  BOOL;  // 
        x25  :  BOOL;  // 
        x26  :  BOOL;  // 
        x27  :  BOOL;  // 
        x28  :  BOOL;  // 
        x29  :  BOOL;  // 
        x30  :  BOOL;  // 
        x31  :  BOOL;  // 
        iPrgId  :  INT;  //Program - ID 
        iPrgDevId  :  INT;  //Program - ID naprave v receptu 
    END_STRUCT     
END_TYPE         
 
Vsaka naprava ima svoj podatkovni blok z uporabljeno strukturo določene 
naprave. V podatkovnem bloku so dodane tudi rezerve za primer širitve. Z uporabo 
rezerv si zagotovimo, da ob dodajanju nove naprave istega tipa v sistem ni potrebno 
ponovno nalagati podatkovnega bloka na krmilnik. 
      
//------------------------------------------------------------- 
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DATA_BLOCK FilterData  // DB250  Filtri         
AUTHOR : AlesB         
    STRUCT     
        F_D010_00 : UDT_FilterCSW; //Podatki filtra - F_D010_00 
        F_Rezerva1 : UDT_FilterCSW; //Podatki filtra - F_Rezerva1 
        F_Rezerva2 : UDT_FilterCSW; //Podatki filtra - F_Rezerva2 
        F_Rezerva3 : UDT_FilterCSW; //Podatki filtra - F_Rezerva3 
        F_Rezerva4 : UDT_FilterCSW; //Podatki filtra - F_Rezerva4 
        F_Rezerva5 : UDT_FilterCSW; //Podatki filtra - F_Rezerva5 
    END_STRUCT         
BEGIN         
    F_D010_00.xCNSAvto:=TRUE;     
    F_Rezerva1.xCNSAvto:=TRUE;     
    F_Rezerva2.xCNSAvto:=TRUE;     
    F_Rezerva3.xCNSAvto:=TRUE;     
    F_Rezerva4.xCNSAvto:=TRUE;     
    F_Rezerva5.xCNSAvto:=TRUE;     
END_DATA_BLOCK 
 
Za vsako napravo imamo določene alarme, ki so odvisni od stanja na vhodih. 
Vsi alarmi so definirani z enako strukturo spremenljivk (UDT_Alarm), in sicer v 
ločenih podatkovnih blokih glede na napravo. Struktura spremenljivk in podatkovni 
blok alarmov sta prikazana spodaj. 
 
//------------------------------------------------------------------ 
TYPE UDT_Alarm //Podatkovna struktura alarma (in, lock, ack, …)         
STRUCT     
in  :  BOOL;  //Stanje vhoda 
Ack  :  BOOL;  //Acknowledge alarm 
      AckAlmState  :  BOOL;  //Acknowledged alarm state 
      NonAckAlmState  :  BOOL;  //Nonacknowledged alarm state 
      AlmState  :  BOOL;  //Alarm state : ON / OFF 
      sr  :  BOOL;  //set - reset 
      da  :  BOOL;  //zakasnjen alarm 
      AlmTyp  :  BOOL;  //Tip da=TRUE, sr=FALSE 
      Reset  :  BOOL;  //reset alarma 
      x_1_1  :  BOOL;  // 
      x_1_2  :  BOOL;  // 
      x_1_3  :  BOOL;  // 
      x_1_4  :  BOOL;  // 
      x_1_5  :  BOOL;  // 
      x_1_6  :  BOOL;  // 
      x_1_7  :  BOOL;  // 
TimeDelay  :  DINT;  //Zakasnitev alarma (v sekundah) 
TimeCount  :  DINT;  //Spomin stevca zakasnitve alarma 
END_STRUCT     
END_TYPE 
//------------------------------------------------------------------ 
DATA_BLOCK FilterAlm  // DB253  Filtri  - Alarmi       
AUTHOR : AlesB         
STRUCT 
F_D010_00_NapZas:UDT_Alarm; //Filter-F_D010_00-Napaka zascite 
F_D010_00_FireExp:UDT_Alarm; //Filter-F_D010_00-Pozar/eksplozija 
F_Rezerva1_NapZas:UDT_Alarm; //Filter-F_Rezerva1-Napaka zascite 
F_Rezerva2_NapZas:UDT_Alarm; //Filter-F_Rezerva2-Napaka zascite 
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F_Rezerva3_NapZas:UDT_Alarm; //Filter-F_Rezerva3-Napaka zascite 
F_Rezerva4_NapZas:UDT_Alarm; //Filter-F_Rezerva4-Napaka zascite 
F_Rezerva5_NapZas:UDT_Alarm; //Filter-F_Rezerva5-Napaka zascite 
END_STRUCT 








END_DATA_BLOCK         
//------------------------------------------------------------------ 
4.3.1 Verižno delovanje naprav 
V sistemu za pretovor žita se srečamo z verižnim delovanjem. To pomeni, da je 
delovanje različnih naprav medsebojno pogojevano, saj vedno vklapljamo naprave od 
konca linije proti začetku. Ko operater izvaja ročne vklope na nadzornem sistemu, 
mora paziti, da jih vklaplja v pravilnem vrstnem redu, saj lahko v nasprotnem primeru 
pride do zastojev ali zamašitev naprav. Ob uporabi receptov pa je naloga krmilnika, 
da on oz. programska koda skrbi za pravilen vrstni red vklapljanja. Zato je bilo 
potrebno izvesti preverjanje, ali naprava, ki je v receptu pred obravnavano napravo, že 
deluje, ali je na njej prišlo do napake. S tem zagotovimo pravilen vrstni red vklapljanja 
in to, da se v primeru napake na določeni napravi izklopijo vse naprave, ki so v receptu 
za njo. Na tak način zagotovimo, da ne pride do zastojev ali zamašitve naprave, kar bi 
lahko vodilo do okvar. 
 
Za preverjanje delovanja oz. napake v receptu sta za vsak tip naprave dodani dve 
funkciji. Prva funkcija preverja delovanje naprav v receptu, ki je prikazana na sliki 
4.34.3. Funkcija je zasnovana tako, da najprej preveri aktivnost izbrane naprave v 
receptu. Če je naprava aktivna, v receptu z zanko poiščemo v aktivnih receptih 
prisotnost naprave z višjo zaporedno številko. V primeru najdbe naprave, ki že deluje, 
ali ko v receptu ne obstaja naprava z višjo zaporedno številko, aktiviramo stanje 
xDevAfterOn in prekinemo izvajanje zanke. Kadar naprava ni aktivna v receptu, ji to 
stanje deaktiviramo. 
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Slika 4.3: Funkcija za preverjanje delovanja naprav v receptu 
Na podoben način z drugo funkcijo izvajamo preverjanje napake na napravi, ki 
ima v receptu višjo zaporedno številko, le da takrat aktiviramo stanje xDevAfterErr. 
4.4 Recepti 
Vsi recepti so shranjeni na krmilniku v podatkovnem bloku, v katerem je 
predvidenih do 20 različnih receptov z možnostjo povečanja v prihodnosti. Podatkovni 
blok je sestavljen iz strukture, v kateri je polje dolžine 20 za vsak posamezen recept. 
V tem polju imamo definirane strukture za različne tipe naprav, ki so prav tako polja. 
Vsaka taka struktura vsebuje zaporedno številko naprave v receptu in morebitno 
akcijo. Začetne vrednosti vseh zaporednih števil in akcij so nastavljene na 0. S tem si 
olajšamo definiranje novih vrednosti, saj moramo nastaviti samo tiste naprave, katere 
naj bodo aktivne v posameznem receptu. Zaporedna številka naprave nam pove, kje v 
receptu se nahaja. Višja kot je ta številka, prej se mora naprava ob startu recepta 
zagnati. Na sliki 4.4 je prikazana struktura tega podatkovnega bloka. 
 
Slika 4.4: Podatkovni blok receptov 
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Nastavitve receptov so podane fiksno in se med delovanjem programa ne 
spreminjajo. Za izdelavo receptov smo si v Excelu izdelali tabelo z vsemi napravami, 
kjer smo nato za posamezno napravo vpisali zaporedno številko, ki jo naj naprava 
prevzame v receptu. Na sliki 4.5 je prikazana tabela za definiranje receptov. 
 
Slika 4.5: Izdelava receptov v Excelu 
Na koncu tabele smo za posamezen tip naprave napisali formulo, ki najprej 
preveri, če ime naprave vsebuje besedo »Rezerva«, temu sledi preverjanje; če je v 
polju vpisana številka, ki predstavlja zaporedno številko naprave v receptu, jo doda v 
rezultat, v nasprotnem primeru pa jo izpusti. Formula nam poda rezultat v takšni obliki, 
da ga lahko preslikamo v programsko kodo in z njim prednastavimo vrednosti v 
podatkovnem bloku. Na sliki 4.6 je prikazan primer formule za en tip naprave. 
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Slika 4.6: Formula v Excelu 
Končne rezultate formul nato preslikamo v programsko kodo, kjer se kode 
prevedejo v nastavljene vrednosti. Na sliki 4.7 so prikazane nastavitve za recept 1. 
 
Slika 4.7: Rezultati formul v programski kodi 
Izvajanje receptov smo zasnovali na tak način, da je možno istočasno izvajanje 
petih različnih receptov. Ko uporabnik na nadzornem sistemu izbere recept, se ta iz 
podatkovnega bloka receptov najprej prenese na posamezne naprave, kar izvedemo v 
funkcijskem bloku TransfRcp. Funkcijski blok ima dva vhodna parametra, in sicer 
xTrans, s katerim sprožimo pričetek prenašanja, ter iRcpId, s katerim podamo, kateri 
recept iz podatkovnega polja naj se prenese. Prenašanje se izvaja v CASE zanki, s 
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katero se sprehajamo po posameznih tipih naprav. Princip prepisa je prikazan na sliki 
4.8. 
 
Slika 4.8: Primer prepisa recepta iz podatkovnega bloka na napravo 
Po končanem prepisovanju na vseh tipih naprav preko izhodnega signala 
funkcijskega bloka signaliziramo konec prepisovanja z xDone. Kljub temu, da je 
nalaganje recepta končano, se ta še ne zažene, saj mora uporabnik na nadzornem 
sistemu ročno zagnati recept. Ob startu recepta pokličemo funkcijski blok StartRcp, v 
katerem vsem napravam, ki imajo nastavljen izbrani recept, aktiviramo stanje 
xRcpActive. Z aktiviranjem tega stanja na vseh napravah, ki so v izbranem receptu, se 
prične vklapljanje naprav od zadnje proti prvi. Če uporabnik v desetih minutah od 
končanega nalaganja recepta le-tega ne zažene, se pobriše z vseh naprav, ki so 
vključene v neaktivnem receptu. 
 
Med samim zagonom in poskusnim obratovanjem se je pokazala potreba po 
dodatni možnosti, da uporabnik začasno ustavi izvajanje recepta in z njegovim 
izvajanjem nadaljuje kasneje. Zaradi tega sta bila dodana dva funkcijska bloka, in sicer 
PauseRcp ter CntRcp. 
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5 Izvedba nadzornega sistema 
Za izdelavo nadzornega sistema smo uporabili paket CitectSCADA z licenco za 
300 vhodno-izhodnih točk.  
5.1 Postopki izdelave projekta 
Pri ustvarjanju novega projekta moramo najprej ustvariti strežnike za vhodno-
izhodne naprave, alarme in trende. Temu sledi kreiranje naprave za komunikacijo s 
krmilniki, definiranje spremenljivk, alarmov in trendov. 
5.1.1 Vhodno-izhodne naprave 
Na nadzornem sistemu imamo lahko lokalne naprave (disk, lokalni pomnilnik, 
…) in naprave, ki s pomočjo raznih gonilnikov komunicirajo z drugimi napravami. V 
nadzornem sistemu imamo lahko več vhodno-izhodnih strežnikov, na katere se vežejo 
posamezne naprave. 
 
Slika 5.1: Vhodno/izhodni serverji in naprave 
44 Izvedba nadzornega sistema 
 
Na sliki 5.1 imamo prikazan vhodno-izhodni strežnik z dvema napravama, eno 
lokalno in drugo, ki komunicira z našim krmilnikom s pomočjo izbranega gonilnika. 
5.1.2 Spremenljivke 
Ker imamo veliko število binarnih spremenljivk, smo se odločili, da jih bomo s 
krmilnika brali (oz. pakirali) po več hkrati v enem paketu. Predpogoj za izvedbo takega 
branja je, da so vse binarne spremenljivke na krmilniku združene skupaj na tak način, 
da si njihovi naslovi sledijo eden za drugim. V strukturi za posamezno napravo (v tem 
primeru filter) smo na začetek postavili binarne spremenljivke. Signal xRegReady je 
recimo na naslovu DX0.0, kateremu sledi xNapZas na naslovu DX0.1 itn. do zadnje 
binarne spremenljivke x31, ki je na naslovu DX3.7. Skupno imamo 32 binarnih 
spremenljivk, njihov razpored v strukturi pa je prikazan na sliki 5.2. 
 
Slika 5.2: Primer razporeda binarnih spremenljivk v strukturi 
Kot vidimo, nam binarne spremenljivke zasedejo točno 4 bajte ali 1 double word. 
Na nadzornem sistemu zato kreiramo spremenljivko tipa long, ki se začne na naslovu 
prve binarne spremenljivke in je velikosti 4 bajte. Slika 5.3 nam prikazuje 
spremenljivko, ki smo jo definirali za branje binarnih spremenljivk filtra iz 
podatkovnega bloka na krmilniku. 
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Slika 5.3: Spremenljivka za branje pakiranih binarnih vrednosti 
Ostale binarne spremenljivke, ki so vsebovane v strukturi na krmilniku, v 
nadzornem sistemu definiramo kot lokalne spremenljivke. Na sliki 5.4 je prikazana 
binarna spremenljivka, katere vrednost se ne bere neposredno s krmilnika, ampak 
posredno z izvajanjem prepisa v funkciji Cicode.  
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Slika 5.4: Definicija binarnih spremenljivk na nadzornem sistemu 
S tem smo občutno zmanjšali število porabljenih točk. Zaradi uporabe pakiranja 
binarnih spremenljivk je bilo potrebno na nadzornem sistemu za vsak tip naprave 
napisati funkcije, ki razpakirajo te podatke. Za razpakiranje posameznih binarnih 
spremenljivk smo uporabili funkcijo BITAND, katera nam primerja dve številski 
vrednosti na nivoju posameznih bitov in nam v primeru ujemanja javi vrednost TRUE. 
Pri izvajanju razpakiranja smo morali upoštevati, da krmilniki Siemens znotraj 






 WHILE 1 DO 
  SELECT CASE iDevNr 
   CASE 1 
    Filter_UnPack("F_D010_00", F_D010_00_CSW); 
    iDevNr=2; 
   CASE ELSE 
    iDevNr=1; 
  END SELECT 
 END 
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END 
FUNCTION Filter_UnPack(STRING sDevName, INT iCSW_Value) 
 TagWrite(sDevName+"_RegReady", iCSW_Value BITAND Pow(2,24)); 
 TagWrite(sDevName+"_NapZas", iCSW_Value BITAND Pow(2,25)); 
 TagWrite(sDevName+"_CNSAvto", iCSW_Value BITAND Pow(2,26)); 
 TagWrite(sDevName+"_CNSRocVkl", iCSW_Value BITAND Pow(2,27)); 
 TagWrite(sDevName+"_RcpActive", iCSW_Value BITAND Pow(2,28)); 
 TagWrite(sDevName+"_NapVkl", iCSW_Value BITAND Pow(2,29)); 
 TagWrite(sDevName+"_EnaMan", iCSW_Value BITAND Pow(2,30)); 
 TagWrite(sDevName+"_RstNap", iCSW_Value BITAND Pow(2,31)); 
 TagWrite(sDevName+"_BlokOn", iCSW_Value BITAND Pow(2,16)); 
 TagWrite(sDevName+"_OnDem", iCSW_Value BITAND Pow(2,17)); 
 TagWrite(sDevName+"_Vklop", iCSW_Value BITAND Pow(2,18)); 
 TagWrite(sDevName+"_SkupNap", iCSW_Value BITAND Pow(2,19)); 
 TagWrite(sDevName+"_DevAfterErr", iCSW_Value BITAND Pow(2,20)); 
 TagWrite(sDevName+"_DevRcpMnpErr", iCSW_Value BITAND Pow(2,21)); 
 TagWrite(sDevName+"_DevManMnpErr", iCSW_Value BITAND Pow(2,22)); 
 TagWrite(sDevName+"_DevAfterOn", iCSW_Value BITAND Pow(2,23)); 
 TagWrite(sDevName+"_FireExp", iCSW_Value BITAND Pow(2,8)); 
 TagWrite(sDevName+"_x17", iCSW_Value BITAND Pow(2,9)); 
 TagWrite(sDevName+"_x18", iCSW_Value BITAND Pow(2,10)); 
 TagWrite(sDevName+"_x19", iCSW_Value BITAND Pow(2,11)); 
 TagWrite(sDevName+"_x20", iCSW_Value BITAND Pow(2,12)); 
 TagWrite(sDevName+"_x21", iCSW_Value BITAND Pow(2,13)); 
 TagWrite(sDevName+"_x22", iCSW_Value BITAND Pow(2,14)); 
 TagWrite(sDevName+"_x23", iCSW_Value BITAND Pow(2,15)); 
 TagWrite(sDevName+"_x24", iCSW_Value BITAND Pow(2,0)); 
 TagWrite(sDevName+"_x25", iCSW_Value BITAND Pow(2,1)); 
 TagWrite(sDevName+"_x26", iCSW_Value BITAND Pow(2,2)); 
 TagWrite(sDevName+"_x27", iCSW_Value BITAND Pow(2,3)); 
 TagWrite(sDevName+"_x28", iCSW_Value BITAND Pow(2,4)); 
 TagWrite(sDevName+"_x29", iCSW_Value BITAND Pow(2,5)); 
 TagWrite(sDevName+"_x30", iCSW_Value BITAND Pow(2,6)); 
 TagWrite(sDevName+"_x31", iCSW_Value BITAND Pow(2,7)); 
 SleepMS(100); 
END 
Zaradi uporabe pakiranja smo morali pri vpisovanju raznih ukazov na krmilnik 
izvesti obratno funkcijo kot pri branju, le da smo v tem primeru z uporabo funkcije 
BITXOR nad določenim bitom izvedli operacijo XOR. 
5.1.3 Alarmi 
Alarmi so namenjeni obveščanju operaterjev o dogajanju v procesu in 
opozarjanju na izredne dogodke. Pri konfiguriranju alarmov je najprej potrebno 
nastaviti kategorije, katere primer je prikazan na sliki 5.5. Kategorije so namenjene 
združevanju alarmov v skupine, kar nam pride prav pri uporabi filtrov na straneh za 
prikaz alarmov. V posamezni kategoriji alarmov nastavimo vse od barvanja, tekstovne 
oblike, mesta shranjevanja do prioritete. 
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Slika 5.5: Kategorija alarmov 
Po končanem kreiranju kategorij sledi dodajanje alarmov. Na izbiro imamo več 
različnih tipov alarmov, kot so binarni, analogni alarmi, alarmi s časovno značko ipd. 
Mi smo uporabili napredne (oz. advanced) alarme, katerim v izraz za proženje 
vnesemo spremenljivko z nekim pogojem, kot je npr. Vrednost spremenljivke>=10. 
Na sliki 5.6 je prikazan alarm z nastavitvami. 
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Slika 5.6: Definiranje alarma 
5.1.4 Trendi 
Z uporabo trendov dosežemo, da se z določeno periodo ali glede na zunanje 
proženje shranjujejo vrednosti meritev v datoteko. Za vsak posamezen trend je 
potrebno nastaviti neko ime in nanj vezati spremenljivko. Temu sledi nastavljanje poti 
za shranjevanje in število datotek, ki si jih nadzorni sistem zanj rezervira. Za 
posamezen trend imamo vnaprej določeno število teh datotek in interval, ko naj 
nadzorni sistem prične pisati v novo datoteko. V našem primeru, prikazanem na sliki 
5.7, imamo nastavljeno, da prvi dan v mesecu prične pisati v drugo datoteko in vanjo 
nato zapisuje podatke do nastopa novega meseca. Sistem zapisovanja v datoteke deluje 
na principu kroženja, kar pomeni, da se datoteke po določenem času pričnejo 
prepisovati. Ob zagonu tako nadzorni sistem za posamezen trend ustvari vse datoteke 
in si zanje tudi rezervira prostor. 
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Slika 5.7: Nastavitve trenda 
5.2 Predstavitev grafičnega dela nadzornega sistema 
Nadzorni sistem je zasnovan za prikaz na dveh monitorjih z ločljivostjo 1920 x 
1200 točk, na katerih prikazujemo postroj sistema. Ob kreiranju novega projekta smo 
se odločili za uporabo že predpripravljenih grafičnih stilov in nekaterih osnovnih 
nastavitev. 
5.2.1 Predpripravljeni grafični stili 
Na razpolago imamo več grafičnih stilov, mi pa smo se odločili za paket SxW, 
ki je prikazan na sliki 5.8. Na zgornjem delu imamo prikazane zadnje tri aktivne 
alarme, gumb za prijavo in gumbe za preklapljanje med odprtimi stranmi. V drevesni 
strukturi na desni strani zaslona imamo meni, iz katerega dostopamo do različnih 
strani. 
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Slika 5.8: Osnovni grafični stil SxW 
Poleg osnovnega prikaza imamo predpripravljene tudi sistemske strani za prikaz 
alarmov in trendov, ki za podlago uporabljajo osnovni prikaz. 
5.2.2 Alarmne strani 
Strani, namenjene prikazu alarmov, so ločene na strani za prikaz aktivnih, 
zgodovinskih in strojnih alarmov. Alarmi se prikazujejo glede na prioriteto (alarmi, 
opozorila in dogodki) in glede na kategorijo. Za lažje razlikovanje med tipi alarmov 
se glede na prioriteto ustrezno obarvajo. Z rdečo barvo se obarvajo alarmi, z oranžno 
opozorila in z zeleno dogodki. 
Na strani aktivnih alarmov so prikazani vsi aktivni in neaktivni nepotrjeni 
alarmi, stran zgodovine pa prikazuje vse alarme, ki so razvrščeni tako, da je na vrhu 
seznama vedno prikazan najnovejši alarm. Drevesna struktura na levi strani prikazuje 
vse tipe naprav, ki so definirane v sistemu. Z izbiro posamezne naprave tudi filtriramo, 
kateri alarmi naj se prikažejo. Primer strani za prikaz alarmov je prikazan na sliki 5.9. 
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Slika 5.9: Stran za prikaz alarmov 
5.2.3 Procesna analiza 
Za prikaz trendov uporabljamo procesno analizo, ki je prikazana na sliki 5.10. 
Prednost uporabe procesne analize pred običajnimi trendi je ta, da lahko na istem grafu 
spremljamo tako analogne kot binarne in alarmne vrednosti, s čimer imamo boljši 
pregled nad odzivanjem sistema.  
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Slika 5.10: Procesna analiza 
Pogled procesne analize lahko razdelimo na tri dele. Na zgornjem delu, ki je 
prikazan na sliki 5.11, imamo gumbe za shranjevanje, odpiranje, tiskanje pogledov, 
dodajanje in odstranjevanje spremenljivk. 
 
Slika 5.11: Procesna analiza – Zgornji del 
Srednji del, ki ga vidimo na sliki 5.12, je namenjen prikazovanju grafov, in sicer 
s časovnim razponom na x-osi in območjem prikaza izbrane spremenljivke na y-osi. 
Izbiramo lahko med prednastavljenimi časovnimi intervali ali nastavimo lastnega. 
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Slika 5.12: Procesna analiza – Srednji del 
Na spodnjem delu je seznam prikazanih spremenljivk z njihovim merilnim 
območjem in mersko enoto. Poleg tega glede na trenutni pogled prikazujemo še 
minimalno, maksimalno in povprečno vrednost. Spodnji del je prikazan na sliki 5.13. 
 
Slika 5.13: Procesna analiza – Spodnji del 
5.3 Predstavitev posameznih strani z elementi 
Pri zasnovi izdelave grafične podobe smo se o zahtevah najprej posvetovali s 
projektantom, s katerim smo tudi uskladili vse podrobnosti. Glavna zahteva je bila, da 
se izdela grafični vmesnik, ki je pregleden in enostaven za uporabo. Na podlagi 
podanih zahtev smo se odločili za izdelavo dveh osnovnih strani za prikaz tehnološke 
sheme, ločeno stran za prikaz in upravljanje z recepti in stran za prikaz podatkov z 
mrežnega analizatorja. 
5.3.1 Osnovni strani 
Osnovni strani sta namenjeni prikazu tehnološke sheme z vsemi napravami. 
Zaradi velikosti sistema smo se odločili, da bomo za nadzorni prikaz uporabili dva 
zaslona, s čimer smo pridobili na preglednosti. S tem smo dosegli, da imajo operaterji 
takojšen pregled nad celotnim procesom, brez potrebnega preklapljanja med 
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posameznimi stranmi. Prikaz je zasnovan tako, da spremljamo proces od leve proti 
desni, kjer imamo na skrajni levi (slika 5.14) sprejem materiala in na skrajni desni 
(slika 5.15) prostor za skladiščenje. 
 
Slika 5.14: Osnovna stran – Sprejem 
 
Slika 5.15: Osnovna stran – Skladišče 
Vsakemu posameznemu tipu naprave smo izdelali genie, v katerem glede na 
stanja prikazujemo različne prikaze. Vsem napravam je skupen koncept barvnega 
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prikaza stanja, ki je prikazan na sliki 5.16, kjer siva barva ponazarja izklop oz. 
mirovanje, rumena ročno obratovanje, zelena delovanje v avtomatskem režimu in 
rdeča napako. Na nekaterih napravah pa smo dodali še dodatne barvne kombinacije, s 
katerimi signaliziramo delovanje v lokalnem ali v daljinskem načinu. 
 
Slika 5.16: Različna stanja naprave – Filter 
Za upravljanje z napravo smo izdelali pojavno okno. Na izbiro smo imeli 
izdelavo super genie-ja ali običajnega smart super genie-ja, ki ga izdelamo kot 
običajno stran, kateri pa ne nastavimo podloge. Zaradi velikega števila podobnih 
naprav smo se odločili, da ne bomo uporabili super genie-jev, saj je potrebno pri 
uporabi teh v Cicode za vsako pojavno okno napisati ločeno funkcijo. Izdelava smart 
super genie-ja je precej enostavnejša saj že na sami strani nastavimo vse prepise z 
uporabo asociacij. Na sliki 5.17 je prikazan primer smart super genie-ja z nastavitvami. 
Za razliko od super genie-ja, kjer za posamezno spremenljivko vnašamo ?1?, se tu 
približamo načinu izdelave genie-ja, saj spremenljivke definiramo kot ?CNSRocVkl?, 
kar je precej lažje razumljivo od številskega poimenovanja. 
 
Slika 5.17: Izdelava smart super genie-ja 
V genie-ju nastavimo, da se ob kliku nanj odpre pojavno okno, v katerega se 
prepišejo vrednosti spremenljivk. To izvedemo z uporabo funkcije 
AssMetaDataPopup, ki je prikazana na sliki 5.18. Funkcija ima vhodni parameter, s 
katerim podamo ime smart super genie-ja, s katerim smo ga shranili.  
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Slika 5.18: Ukaz za odpiranje pojavnega okna 
Povezavo do spremenljivk pa nastavimo v zavihku Metadata, kjer nato 
definiramo spremenljivke kot pri genie-ju. Ob klicu funkcija AssMetaDataPopup 
izvede prepis vrednosti spremenljivk iz genie-ja na smart super genie. Definicija 
spremenljivk je prikazana na sliki 5.19. 
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Slika 5.19: Nastavitev metadate 
Končni izgled pojavnega okna, ko ga odpremo, pa je prikazan na sliki 5.20. V 
tem oknu uporabniki prejmejo informacijo o statusu naprave in o režimu delovanja. 
Če imajo uporabniki med uporabniškimi nastavitvami tudi dovoljenje za spreminjanje 
nastavitev, pa lahko na delovanje naprave tudi vplivajo, ampak samo takrat, ko ta ne 
deluje po receptu.  
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Slika 5.20: Izdelano pojavno okno 
Z uporabo smart super genie-jev smo zelo pridobili na času, potrebnem za 
izdelavo nadzornega sistema, saj smo se s tem izognili potrebi po izdelavi velikega 
števila funkcij v urejevalniku Cicode in na tak način tudi zmanjšali možnosti napak pri 
vnosu spremenljivk. 
 
Zaradi potrebe po hitrejšem pregledu nad stanjem v sistemu je na osnovni strani 
tudi prikaz aktivnih receptov z možnostjo začasne prekinitve, nadaljevanja ali 
ustavitve posameznega recepta. Operaterji imajo tudi možnost takojšnje ustavitve vseh 
naprav, s katerimi upravljajo v ročnem režimu, potrjevanja alarmov in ponastavljanje 
izpada zasilnega izklopa. 
Ker se alarmi generirajo na krmilniku in je nanje vezano tudi delovanje hupe s 
semaforjem, smo ju dodali tudi na osnovno stran. Ob nastanku novega alarma se sproži 
delovanje hupe in utripanje rdeče luči, po potrditvi se hupa izklopi in se prižge oranžna 
luč. Ko uporabniki odpravijo napako, jo je potrebno še enkrat potrditi in takrat se 
prižge zelena luč na semaforju. Različna stanja semaforja so prikazana na sliki 5.21. 
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Slika 5.21: Semafor s hupo 
V elektro omari je nameščen tudi varnostni modul, na katerega so povezane tipke 
za izklop v sili. Ob deaktivaciji izklopa v sili je potrebno varnostni modul ponastaviti, 
tako da ponovno vzpostavimo delovanje sistema. V ta namen smo na osnovno stran 
dodali gumb, ki se ob izpadu varnostnega modula obarva rdeče. 
Na obe osnovni strani smo dodali tudi nekatera tekstovna opozorila, ki so 
pomembna pri samem delu s sistemom. Taka opozorila, prikazana na sliki 5.22, so: 
- V sistemu ni prijavljenega uporabnika, zato se prikaže rdeče obarvan napis, 
da se je potrebno za nadaljnje delo prijaviti. 
- Ravno tako se prikaže rdeč napis ob izpadu komunikacije s krmilnikom, zato 
je potrebno preveriti stanje komunikacije in delovanje naprav. 
- Kadar se za upravljanje z napravami v hali uporablja radijsko vodenje, se 
prikaže zelen napis, ki uporabnike v kontrolni sobi opozarja, da se osebje 
nahaja v hali. 
- Vedno, ko je aktivno delovanje recepta, to signalizira zeleno obarvan napis. 
 
Slika 5.22: Tekstovna opozorila 
5.3.2 Recepti 
Stran z recepti, ki je prikazana na sliki 5.23, je sestavljena iz seznama receptov 
v tabelarični obliki, ki so definirani na krmilniku. Uporabniki z uporabo ukaznih 
gumbov naložijo ali prekličejo nalaganje ter startajo ali zaustavijo njihovo izvajanje. 
Za uporabo v prihodnje je predviden tudi razdelek za vnašanje morebitnih parametrov 
posameznega recepta, kamor bi lahko uporabniki vnašali določene nastavitve, kot so 
hitrosti, pozicije ipd. 
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Slika 5.23: Stran s prikazom receptov 
Na dnu strani je manjša tabela (slika 5.24), ki je enaka kot na osnovni strani, 
prikazuje pa nam trenutno aktivne recepte. Tu lahko uporabniki preko ukaznih gumbov 
začasno ustavijo izvajanje recepta, ga ponovno zaženejo ali ustavijo. 
 
Slika 5.24: Seznam aktivnih receptov 
5.3.3 Mrežni analizator 
Na osnovni strani imamo genie (slika 5.25), ki nam omogoča hiter pregled 
podatkov na mrežnem analizatorju. Preverjamo lahko podatke o faznih napetostih, 
tokovih in delovni moči. Med temi prikazi preklapljamo z gumbi na spodnjem delu, ki 
imajo ustrezne oznake (U-napetost, I-tok in P-delovna moč) o merjeni količini, in 
gumbom, s katerim se nam odpre stran z vsemi podatki, ki jih zajemamo z mrežnega 
analizatorja. 
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Slika 5.25: Genie mrežnega analizatorja 
Stran mrežnega analizatorja, ki je prikazana na sliki 5.26, je razdeljena na dva 
dela. Na levi strani prikazujemo podatke, razdeljene po sklopih v tabelaričnem 
pogledu. Prikazujemo podatke, kot so moči, napetosti, tokovi, ter podatke o porabi 
energije na dnevni, tedenski, mesečni ravni in o skupni porabi električne energije. 
Desna stran pa je namenjena prikazu trendov z uporabo procesne analize. 
 
Slika 5.26: Mrežni analizator 
Na spodnji del strani smo dodali gumb, s katerim dostopamo do pojavnega okna 
(slika 5.27) za izvoz trendov. V oknu nastavimo želeni časovni interval, izberemo 
trende, katere želimo izvoziti, periodo med posameznimi vzorci, pot, kamor se naj 
podatki izvozijo, in format datoteke, v katero se naj shranijo. 
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Slika 5.27: Pojavno okno za izvoz trendov 
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6 ZAKLJUČEK 
Prvotni načrt zaključka projekta je bil maj 2015, vendar se je zaradi zamude pri 
izvedbi strojnih del ta zamaknil v avgust 2015. V mesecu juliju je bil na željo naročnika 
zaradi okvare nekaterih naprav izveden prvi obisk na lokaciji. Do okvare naprav je 
prišlo zaradi lokalnega delovanja naprav, v katerem pa ni izvedeno verižno varovanje 
naprav. Ob obisku je bilo izvedeno prvo testiranje vhodno-izhodnih signalov in 
nalaganje programske kode na krmilnik ter začasna postavitev računalnika z 
nadzornim sistemom, izdelanim do nivoja, ki je omogočal varovanje naprav in 
delovanje samo v ročnem režimu. Končni zagon na lokaciji je trajal pet dni in v tem 
času je bilo izvedeno končno testiranje vhodno-izhodnih signalov in ostalih 
funkcionalnosti na krmilnem in nadzornem nivoju. Med zagonom se je na nekaterih 
napravah pokazala potreba po dodatnih signalih in sprememba funkcionalnosti, ki jih 
projektant ni predvidel. S spremembami smo se srečali tudi pri zagonu sušilnice, saj je 
njen proizvajalec signalno listo z obrazložitvijo pomena posameznih signalov priložil 
šele s prihodom na objekt, tako da je bilo potrebno na krmilniku nekoliko prilagoditi 
izvajanje programske kode za primer delovanja sušilnice. 
 
Po končanem zagonu je bilo potrebno urediti še projektno dokumentacijo z 
navodili za vzdrževanje opreme in navodili za uporabo nadzornega sistema. Ob predaji 
projektne dokumentacije je bilo izvedeno tudi šolanje uporabnikov. 
 
V decembru 2015 je bila izvedena nadgradnja na sistemu, v okviru katere se je 
dodalo še eno preklopko, s čimer je investitor pridobil še eno dodatno pot pri 
pretovarjanju materiala. Zaradi pomanjkanja prostih digitalnih izhodov je bilo 
potrebno dodati še en dodatni izhodni modul. Ker smo že med izdelavo programske 
kode na krmilniku predvideli rezerve pri napravah, je bilo potrebno zaradi dodatnega 
modula samo spremeniti strojno konfiguracijo in dodatno napravo vključiti v recept. 
Na nadzornem sistemu pa je bilo potrebno napravo dodati na grafični vmesnik in 
popraviti strojno shemo. 
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Izvedbo projekta ocenjujemo kot uspešno, saj s strani naročnika in investitorja 
nismo prejeli večjih pripomb, razen nekaterih manjših, ki pa smo jih lahko rešili z 
uporabo oddaljenega dostopa. 
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