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Resumen 
En este trabajo se analiza el problema de los bajos rendimientos de los alumnos en los pri-
meros años de carreras de Ingeniería y las dificultades adicionales que implica la enseñanza 
de la programación en estas carreras. Se analizan en detalle dos propuestas para mejorar el 
aprendizaje de conceptos básicos de programación y la capacidad para resolver problemas 
mediante la utilización de lenguajes funcionales. Se presentan, también, dos experiencias 
de utilización de un lenguaje funcional, Haskell, en la enseñanza de programación en una 
carrera Informática y en dos no Informáticas. 
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1. Introducción 
La problemática del desgranamiento tem-
prano en los primeros años de la carrera uni-
versitaria es, en nuestro país, objeto de pre-
ocupación para todos los actores involucra-
dos. Los trabajos consultados al respecto 
abordan la problemática del estudiante uni-
versitario desde perspectivas diferentes,  pero 
permiten advertir  que la permanencia y el 
abandono, el éxito y el fracaso académico, se 
definen en la confluencia de múltiples facto-
res. Hay coincidencia entre los autores en 
cuanto a que estos hechos, especialmente el 
éxito y el fracaso académico, no  pueden ex-
plicarse basándose exclusivamente en déficits 
intelectuales o cognitivos, sino que deben 
considerarse otros condicionantes de índole 
motivacional y actitudinal.    
Existen trabajos importantes a nivel inter-
nacional cuyo área de interés es la predicción 
del éxito de los alumnos en cursos iniciales de 
programación [6] [13] [14]. Los artículos re-
ferenciados en este sentido proponen la apli-
cación de pruebas de aptitud desarrolladas 
específicamente para este fin, las cuales se 
aplican, inclusive, a estudiantes que no acre-
ditan conocimientos previos en programa-
ción. El estudio se realizó en instituciones de 
Gran Bretaña, Australia y Canadá. Los resul-
tados expuestos corresponden al primer país. 
Los autores afirman que, en general, entre el 
30 y el 60% de los alumnos de carreras en 
Ciencias de la Computación fallan en el pri-
mer curso de programación, lo cual no difiere 
de la realidad argentina. Este trabajo plantea 
que las personas tienen o no la capacidad para 
aprender a programar y que todo intento rela-
cionado con mejoras en los procesos de ense-
ñanza-aprendizaje o en los materiales de es-
tudio son vacuos y están asociados al efecto 
Hawthorn1.   
Mc. Cracken y otros [7] analizaron las ca-
pacidades de los estudiantes de primer año de 
carreras de informática en el marco de un 
proyecto que involucró a investigadores de 
seis países. La principal conclusión a la que 
                                                 
1 Las novedades introducidas por un nuevo sistema 
saca a los trabajadores de su letargo metodológico y 
permite obtener mejores rendimientos. Una vez que la 
novedad deja de ser tal, la productividad disminuye 
nuevamente. 
arribaron fue que, al finalizar los cursos in-
troductorios, un porcentaje importante de 
alumnos aún no sabe programar. Basados en 
el anterior, Lister y otros [12] llevaron ade-
lante cabo un estudio en siete países cuyo ob-
jetivo fue determinar si las causas del fracaso 
se deben a la incapacidad para resolver pro-
blemas o, peor aún, a que los estudiantes no 
poseen los conocimientos y habilidades que 
son prerrequisitos para la resolución de pro-
blemas. Para indagar en esta cuestión evalua-
ron a los alumnos en dos aspectos: la capaci-
dad para escribir una porción de código que 
permita resolver un determinado problema y 
la capacidad para leer un programa e interpre-
tar su función. Los alumnos que fallan en el 
primer aspecto son quienes carecen de com-
petencias para la resolución de problemas, en 
tanto que quienes fallan en el segundo no dis-
ponen de los conocimientos o habilidades que 
facilitan la adquisición de la mencionada 
competencia. Los autores coinciden con Wie-
denbeck [1985] en que la estrategia para lo-
grar mejores rendimientos en los alumnos del 
segundo grupo es asignarles práctica continua 
con material básico hasta que automaticen la 
práctica. La recomendación es que, en la for-
mación inicial de programadores, el énfasis 
debe ponerse en la comprensión y seguimien-
to de programas.   
En Argentina se están llevando adelante 
proyectos de investigación que se enfocan 
hacia esos aspectos.  En lo que respecta a la 
enseñanza en carreras de Informática existen 
numerosos proyectos cuyo objetivo es lograr 
mejores rendimientos académicos en los 
alumnos de los primeros años, especialmente 
en asignaturas del área programación que es 
donde se verifican los peores rendimientos. 
Estos proyectos se enfocan hacia mejoras en 
el proceso de enseñanza-aprendizaje [1] [4] 
[18] [3] [10] [11], desarrollo de material de 
estudio de apoyo a la enseñanza presencial 
[2] [16] [3] y análisis de lenguajes más apro-
piados para el aprendizaje de la disciplina [4] 
[17], entre los más relevantes. También exis-
ten proyectos más recientes referidos a la ar-
ticulación con el nivel medio, ya que se reco-
noce como uno de los obstáculos más impor-
tantes la formación previa de los alumnos que 
ingresan a la Universidad [5] [8]. Los resulta-
dos se consideran, en general, satisfactorios 
ya que permiten mejorar no sólo el rendi-
miento de los alumnos en términos de canti-
dad sino también en la calidad de la forma-
ción impartida.  
La problemática de la enseñanza de la 
programación ha dado lugar a la realización 
de ateneos de profesores de Universidades 
argentinas y latinoamericanas que ofrecen 
carreras de Informática. También existen nu-
merosos artículos de investigadores de Uni-
versidades de todo el mundo, preocupados 
por mejorar la formación de los alumnos de 
estas carreras. 
En la Facultad Regional Resistencia de la 
U.T.N. se está llevando adelante una investi-
gación para determinar las causas de los bajos 
rendimientos de los alumnos en los dos pri-
meros años de carrera. Se propusieron como 
objetivos del mismo: describir el modo como 
operan en los estudiantes factores relevantes 
de índole motivacional y cognitivo en el con-
texto de un estilo institucional; reconstruir la 
interrelación entre estos factores y el contexto 
para evaluar su influencia en el desgrana-
miento temprano y elaborar una propuesta de 
intervención para contribuir al mejoramiento 
de los índices de retención de los primeros 
años. Los resultados de este proyecto permi-
tirán caracterizar a los alumnos que ingresan 
a las carreras ofrecidas en la FRRe, detectar 
los déficits que deberían trabajarse mediante 
una adecuada articulación con el nivel medio 
y aquellos que deberían abordarse desde la 
Universidad.    
Los alumnos que ingresaron a la carrera 
de Ingeniería en Sistemas de Información en 
el año 2006 se encuentran representados en 
esta muestra y a ellos también se aplicarán los 
resultados obtenidos. De todos modos, estos 
resultados no reflejarán todos los aspectos a 
tener en cuenta para analizar el éxito y el fra-
caso estudiantil. En el proyecto descrito se ha 
centrado el estudio en factores internos del 
alumno y no en otros que permitan dilucidar 
si la formación previa es adecuada, si las me-
todologías de enseñanza o los diseños curri-
culares influyen en el rendimiento y en qué 
medida lo hacen, lo cual constituye una línea 
de investigación futura.  
El trabajo que presentamos en este artícu-
lo parte de la hipótesis que la enseñanza de la 
programación funcional en los primeros años 
de carreras de Informática y en Ingenierías 
No Informáticas podría facilitar el aprendiza-
je de las técnicas básicas de programación. La 
propuesta tiene origen en el trabajo encomen-
dado por el profesor del curso sobre Progra-
mación Funcional dictado en el marco del 
Doctorado en Ingeniería de Sistemas y Com-
putación de la Universidad de Málaga. 
 Respecto de los antecedentes analizados 
se destacan dos que consideramos relevantes 
para la experiencia. Uno de ellos [15] plantea 
la utilización de un lenguaje funcional (Mi-
randa) para la enseñanza de diferentes tópicos 
del currículo de carreras de Informática.  El 
segundo [9] plantea la enseñanza de las técni-
cas elementales de programación mediante el 
uso de un lenguaje funcional.   
La propuesta educativa que se informa en 
[15] propone la utilización del lenguaje fun-
cional Miranda como medio para enseñar los 
siguientes tópicos del plan de estudios de 
Ciencias de la Computación: Programación 
inicial, Lenguajes Formales, Arquitectura de 
computadoras, Semántica Formal y Compu-
tación Gráfica. La metodología de enseñanza 
es centrada en el alumno y la evaluación se 
realiza mediante una mezcla de evaluación 
continua y exámenes escritos.  Entre sus con-
clusiones se destaca que al utilizar un mismo 
lenguaje para enseñar distintas asignaturas, 
los estudiantes pueden concentrarse en las 
nuevas ideas que se le presentan en lugar de 
considerar la forma particular en que están 
escritas; se trata de un lenguaje con control de 
tipos estático lo cual facilita la corrección;  la 
elegancia matemática de los lenguajes fun-
cionales constituyen una oportunidad para 
desarrollar pruebas formales en una variedad 
de áreas como, por ejemplo, máquinas de si-
mulación y compilación; refuerza la exposi-
ción inicial a un lenguaje funcional en una 
institución que privilegia la utilización de este 
paradigma. 
En [9] se plantea que enseñar programa-
ción funcional pura en cursos iniciales es per-
judicial para el currículo y para la promoción 
del paradigma. Esta afirmación no implica 
que sus autores consideren adecuado enseñar 
programación procedural, orientada a objetos 
o lógica puras. La propuesta consiste en ense-
ñar, mediante el lenguaje funcional Haskell, 
las técnicas elementales de programación y 
conceptos esenciales de la computación para 
fomentar el pensamiento analítico y la capa-
cidad de resolución de problemas. La hipóte-
sis es que los lenguajes funcionales puros son 
ideales para cursos iniciales pero sólo si la 
enseñanza se focaliza en conceptos generales 
en lugar de centrarse en aspectos específicos 
de la programación funcional. Los fundamen-
tos de esta afirmación son: la semántica clara 
de los lenguajes funcionales facilita la com-
prensión de las técnicas elementales de pro-
gramación y el razonamiento formal; la estre-
cha relación entre teoría y práctica en los len-
guajes funcionales facilitan su enseñanza en 
el aula; el alto nivel de expresividad de estos 
lenguajes permite abordar tempranamente 
problemas complejos de programación, tras-
ladando el eje de la clase, desde el mecanis-
mo de programación hacia la solución del 
problema; son lenguajes de tipos, lo cual fa-
vorece la estructuración del proceso de reso-
lución de problemas; la sintaxis limpia y or-
togonal de Haskell ayuda a relegar la sintaxis 
a un segundo plano y concentrarse en concep-
tos generales de programación. En síntesis, 
los lenguajes funcionales permiten reempla-
zar el estilo de enseñanza centrado en el len-
guaje por un estilo centrado en el concepto 
donde el lenguaje de programación es nada 
más que un medio para que el profesor ilustre 
los principios fundamentales de la informáti-
ca.  
En los dos artículos tomados como refe-
rencia se afirma que los resultados obtenidos 
son altamente satisfactorios ya que ambos 
concluyen que los lenguajes funcionales faci-
litan la enseñanza de la programación. El artí-
culo [15] también corrobora que el aprendiza-
je de otros tópicos del currículo de carreras de 
ciencias de la computación es facilitado por 
estos lenguajes. Los autores de [9] postulan, 
basados en su experiencia docente y en en-
cuestas tomadas a los alumnos, que la utiliza-
ción del lenguaje funcional Haskell permite, 
además, la introducción de conceptos esencia-
les de la informática y el desarrollo de la ca-
pacidad para resolver problemas. 
En los siguientes apartados se explicarán 
la metodología, resultados y conclusiones de 
la experiencia que se presenta. 
 
2. Metodología 
2.1. Diseño de la experiencia 
La propuesta se llevó a cabo en las Facul-
tades Regional Resistencia (FRRe) y Regio-
nal Rafaela (FRRa), ambas dependientes de la 
Universidad Tecnológica Nacional (U.T.N.), 
en las asignaturas: 
- Paradigmas de Programación que se 
dicta en el 2do año de la carrera de Inge-
niería en Sistemas de Información (I.S.I.) 
de la FRRe. 
- Introducción a la Informática que se 
dicta en primer año de la carrera de Inge-
niería Civil y Programación en Computa-
ción que se dicta en 2do año de Ingeniería 
Electromecánica, ambas de la FRRa. 
 
Los objetivos planteados fueron: 
1. Evaluar si la enseñanza de un lenguaje 
funcional en primer año de carreras de Inge-
niería no informática facilitan el aprendizaje 
de la programación y si generan mayor in-
terés en la solución de problemas de otras áre-
as. 
2. Evaluar si la resolución de problemas 
mediante programación funcional mejora el 
proceso de resolución de problemas en alum-
nos de 2do año de ISI.  
3. Evaluar si la curva de aprendizaje di-
fiere entre ambos perfiles de alumnos (Inge-
nieros tradicionales e Ingenieros en Siste-
mas). En caso de que la respuesta fuese posi-
tiva debería analizarse cuales son las carac-
terísticas que facilitan o dificultan el aprendi-
zaje en el alumno promedio de cada carrera. 
Para llevar adelante la misma se propuso 
impartir, en ambas carreras, los siguientes 
conceptos del lenguaje Haskell: Tipos, Cons-
tantes, Operadores Matemáticos y Lógicos, 
Funciones, Listas, Cadenas de Caracteres, 
Tuplas,  Patrones para números, Patrones para 
listas, Patrones para tuplas. 
En función del momento en que se dictan 
las asignaturas involucradas en la experiencia, 
la propuesta se llevó a cabo durante el segun-
do cuatrimestre del ciclo lectivo 2007. 
En Paradigmas de la Programación se 
dictan contenidos teóricos y prácticos rela-
cionados con los paradigmas actuales, corres-
pondiéndole al paradigma funcional la última 
etapa de dictado que suele ser de un mes o 
menos. 
En el caso de Introducción a la Informáti-
ca y Programación en Computación, además 
de conceptos generales de programación e 
implementación mediante un lenguaje, se im-
parten conceptos básicos sobre Hardware, por 
lo que también la enseñanza de Haskell se 
realizó durante el último mes de clases. 
También se diseñó y aplicó, al finalizar el 
cursado,  una encuesta dirigida a los alumnos 
con el objetivo de obtener una retroalimenta-
ción de la propuesta.  
2.2. Implementación de la experiencia 
2.2.1. Caracterización de muestras 
 
Facultad Regional Resistencia 
En la asignatura Paradigmas de Progra-
mación, el universo sobre el cual se realizó la 
experiencia está conformado por sesenta 
alumnos, todos los cuales ya habían cursado 
una asignatura del área Programación y al 
menos un taller de lenguajes. 
Para llevar adelante la propuesta se divi-
dió al curso en dos grupos, uno de los cuales 
debería resolver los prácticos planteados me-
diante lenguaje C o Pascal y el otro utilizan-
do Haskell. Ambos grupos se conformaron 
con alumnos de características similares: to-
dos habían cursado una materia introductoria 
de programación (Algoritmos y Estructuras 
de datos); se distribuyeron equitativamente 
entre ambos grupos según su año de ingreso; 
tenían fijados conceptos tales como: datos, 
tipos, abstracciones, paso y evaluación de pa-
rámetros y nociones de programación impera-
tiva, orientada a objetos y lógica; conocían al 
menos un lenguaje de programación, dado 
que para aprobar las materias del área Pro-
gramación de primero y segundo año es re-
quisito aprobar los talleres de Pascal y C++ o 
Java respectivamente. En general, los alum-
nos manifiestan haber programado en más de 
un lenguaje, aunque ninguno de ellos perte-
nece al paradigma funcional. 
Respecto del 40% de alumnos que res-
pondió la encuesta, el 50% reconoce haber 
tenido problemas para aprobar la asignatura 
previa (Algoritmos y estructuras de datos), en 
tanto que alrededor del 25% manifiesta haber-
la recursado (Fig.1). 
 
 
Fig.1. Rendimiento en Algoritmos y Estructuras de Datos 
 
También se verifica que más del 70% de 
los alumnos que cursaron esta asignatura se 
retrasaron en el cursado de la carrera, corres-
pondiendo a un 29,4% un retraso superior a 
un año (Fig.2).  
 
Facultad Regional Rafaela 
Los treinta y cinco alumnos que participa-
ron de la experiencia pertenecen a carreras de 
Ingeniería no Informáticas: primer año de In-
geniería Civil y 2do año de Ingeniería Elec-
tromecánica. Se trata de alumnos sin conoci-
mientos previos en programación, con una 
especial predilección hacia materias de las 
áreas Matemática y Física.  
El desempeño de estos alumnos se con-
trasta respecto del rendimiento de los cin-
cuenta y dos alumnos que cursaron las asig-
naturas entre los años 2004 y 2006. 
 
 
Fig.2. Distribución de alumnos según año de ingreso 
2.2.2. Aplicación de la experiencia en el se-
gundo año de una carrera informática 
La experiencia se llevó a cabo luego de 
que los alumnos cursaron prácticamente el 
85% de la asignatura. Durante las clases del 
paradigma funcional se realizó una presenta-
ción sobre sus orígenes y fundamentos, se 
plantearon las características principales del 
paradigma; se profundizó en conceptos tales 
como recursividad,  polimorfismo, empare-
jamiento de patrones y evaluación perezosa. 
Además se llevó a cabo un repaso de estructu-
ras de datos y tipos,  tales como tuplas y lis-
tas. 
Luego de la introducción teórica se plan-
tearon ejercicios para resolución en clases. La 
metodología fue la siguiente: se dividió el 
total de alumnos en dos grupos; el primero 
resolvió los ejercicios propuestos mediante 
programación funcional usando el lenguaje 
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Haskell; el segundo lo hizo mediante el len-
guaje C. El objetivo fue evaluar criterios tales 
como tiempo y facilidad de resolución, así 
como la simplicidad en los resultados obteni-
dos en ambos paradigmas. 
El estilo de ejercicios sugeridos para su 
resolución fue orientado al trabajo con listas 
como, por ejemplo, encontrar la cabeza y cola 
de una lista, encontrar los n primeros elemen-
tos de una lista, eliminar n elementos de una 
lista, definir su tamaño o remover todas las 
ocurrencias de un elemento x de la lista. 
Finalmente se impartieron encuestas a los 
alumnos con la finalidad de conocer su evo-
lución en la carrera (como ser el año de ingre-
so a la Facultad y el rendimiento en materias 
correlativas a Paradigmas de Programación)  
como así también la opinión que les merece el 
lenguaje Haskell respecto de su simplicidad, 
sintaxis y utilidad. 
También se requirió la presentación de los 
ejercicios resueltos en clase para evaluar la 
simplicidad y la corrección de los mismos. 
 
2.2.3. Aplicación de la experiencia en el pri-
mer y segundo año de una carrera no in-
formática 
Las asignaturas que se dictan en la Facul-
tad Regional Rafaela de la UTN son Progra-
mación en Computación (desde el año 2001) 
en la carrera de IEM y Fundamentos de In-
formática (desde el año 2004) en la carrera de 
IC. En ambas asignaturas el programa se di-
vide en dos partes, por un lado se realiza una 
introducción al hardware (7 clases) y en una 
segunda etapa se dicta una introducción al 
diseño de algoritmos y resolución de proble-
mas (9 clases).  Hasta el año 2006, inclusive, 
se enseñó el paradigma procedural en ambas 
carreras. Los lenguajes utilizados fueron Pas-
cal (en su versión Borland Turbo Pascal) en la 
carrera de IEM hasta el año 2004.  A partir de 
ese año se comenzó a utilizar el lenguaje Ba-
sic (en su versión Microsoft Visual Basic) en 
ambas carreras, incorporando la utilización de 
una interfaz visual con el uso de eventos.   
Para presentarse a rendir el examen final 
de la asignatura, los alumnos deben desarro-
llar una aplicación orientada a resolver un 
problema planteado en alguna de las asignatu-
ras que cursaron hasta el momento. En gene-
ral eligen problemas de las áreas matemática 
o física. Uno de los principales inconvenien-
tes es el tiempo que les demanda aprobar la 
asignatura. Según pudieron corroborar los 
docentes, el principal inconveniente de los 
alumnos radica, no en la comprensión del 
problema a resolver, sino en el diseño del al-
goritmo y la codificación del mismo, lo cual 
les lleva aproximadamente un año. 
En el año 2007 se impartió por primera 
vez el paradigma funcional, en reemplazo del 
procedural utilizado hasta ese momento, me-
diante la utilización del lenguaje Haskell.  
Los ejercicios que se desarrollaron en clases 
fueron los mismos que se plantearon en años 
anteriores, orientados a resolver problemas de 
índole matemática o física tales como: dada 
una lista de valores hallar máximos o míni-
mos, ocurrencias de un valor determinado, 
entre otros.  
La evaluación de resultados se realizó 
mediante una medición del rendimiento de los 
alumnos en los exámenes finales y mediante 
consultas con los estudiantes que participaron 
de la experiencia. 
 
3. Resultados 
La enseñanza de la programación funcio-
nal en el segundo año de una carrera Informá-
tica permitió obtener los siguientes resulta-
dos: en una primera apreciación, durante el 
dictado de las clases, se percibió que los dos 
grupos, quienes resolvieron los problemas 
con Haskell y quienes lo hicieron con C, re-
solvieron con igual facilidad los ejercicios 
propuestos y lo hicieron en tiempos similares. 
En muchos casos los han resuelto más rápi-
damente con Haskell. Es importante recordar 
que los alumnos ya tienen conocimientos pre-
vios del lenguaje C, en tanto que esta expe-
riencia constituyó su primera incursión en un 
lenguaje funcional. Esto podría atribuirse a 
que la sintaxis de Haskell es bastante intuitiva 
y que no demanda demasiado tiempo com-
prender y asimilar los elementos más simples 
del lenguaje. Inclusive demanda menos es-
fuerzo al evaluar la corrección de los mismos 
por parte de alumnos y docentes.  
Del análisis de las encuestas, respondidas 
por un 40% de los estudiantes que participa-
ron de la experiencia, surge que la mayoría 
incursionó en varios lenguajes de programa-
ción pertenecientes a los paradigmas impera-
tivo,  orientado a objetos y lógico, pero nin-
guno había utilizado anteriormente un lengua-
je funcional. Este resultado refuerza la apre-
ciación anterior. 
Consultados sobre las dificultades en el 
aprendizaje de la programación, si bien el 
71% de los alumnos reconoce que les resultó 
relativamente simple asimilar la lógica de la 
programación, la gran mayoría afirma que los 
conceptos que les demandaron mayor esfuer-
zo fueron las abstracciones y las estructuras 
de datos estáticas y dinámicas. 
Al referirse a las características del len-
guaje Haskell, el 93% de los encuestados 
considera que facilita el aprendizaje de las 
técnicas básicas de programación y el 81% 
considera que permite razonar la solución de 
problemas sin preocuparse por una sintaxis 
compleja. Sin embargo, sólo el 25% opina 
que sería conveniente su enseñanza en el pri-
mer año de la carrera (Fig.3 y 4). La mayoría 
sostiene que este tipo de lenguajes serían de 
mucha utilidad luego de haber cursado los 
primeros años de la carrera y después de 
haber asimilado los lenguajes de programa-
ción imperativos, debido a que consideran a 
estos últimos más naturales en su esencia.  
 
Fig.3. Ventajas del lenguaje Haskell según los alumnos 
Al analizar los programas desarrollados 
por los estudiantes quedó evidenciado que, 
debido a la naturaleza declarativa del lenguaje 
funcional, la solución mediante el lenguaje 
Haskell siempre fue más simple y concisa, a 
pesar que la mayoría de los alumnos utilizó 
un proceso recursivo y no iterativo para la 
solución. 
 
 
Fig.4. Conveniencia de enseñar Haskell en primer año según los 
alumnos 
Con respecto a los resultados obtenidos en 
las asignaturas de programación de carreras 
no Informática, fueron superadas las expecta-
tivas de los docentes ya que a los alumnos les 
resultó sumamente fácil y natural diseñar al-
goritmos y programarlos en Haskell. No sólo 
resolvieron la guía de prácticos completa, al-
go que no había ocurrido nunca hasta el 2007, 
sino que solicitaron a la cátedra la edición de 
una guía complementaria, que fue resuelta 
completamente por el 70% de los alumnos. 
Con respecto al rendimiento en los exá-
menes finales, también los resultados exce-
dieron las expectativas ya que, apenas finali-
zado el dictado de la materia, más del 80% de 
los alumnos rindieron y aprobaron con nota 
superior a 7 (88% de alumnos de IC y 80% de 
IEM). La comparación del rendimiento de la 
cohorte 2007 con las cohortes anteriores 
(2004 a 2006) se muestra en las Fig.5 y 6. 
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Fig.5. Rendimiento por cohorte 
 
 
Fig.6. Aprobados por cohorte 
 
Un resultado inesperado fue el examen de 
dos alumnos de la carrera de IEM que habían 
cursado el paradigma procedural y ya habían 
rendido la asignatura en dos oportunidades 
con resultado negativo. Ambos se presentaron 
a rendir por tercera vez en Diciembre de 2007 
resolviendo el trabajo final y el examen me-
diante programación funcional, ya que habían 
preparado el final con un estudiante que cursó 
en el 2007. Ambos alumnos manifestaron que 
no habían tenido inconvenientes en aprender 
el lenguaje, pese a no haberlo cursado, y re-
comendaron mantenerlo ya que les resultó 
sencillo y sumamente práctico para resolver 
problemas.  
 
4. Conclusiones 
En base a los resultados presentados es 
posible concluir que la programación funcio-
nal es muy simple de entender y aplicar, tanto 
para alumnos novatos como para aquellos que 
ya han cursado asignaturas iniciales de pro-
gramación, sean éstos de carreras Informáti-
cas como de carreras de Ingeniería no In-
formáticas. 
A pesar de las opiniones vertidas por los 
alumnos de ISI respecto de la enseñanza de la 
programación funcional en el primer año, las 
cuales no coinciden con sus apreciaciones 
respecto de la facilidad del lenguaje y las ven-
tajas para enfocarse en la resolución de pro-
blemas, se considera como línea futura la po-
sibilidad de llevar a cabo una experiencia en 
este sentido. Refuerza esta afirmación el 
hecho de que entre los conceptos que más di-
ficultades presentan a los alumnos se encuen-
tran el aprendizaje de las estructuras de datos, 
las abstracciones y la recursividad, todos con-
ceptos muy simples de comprender mediante 
la utilización de lenguajes funcionales. 
Ambas experiencias permiten acordar, al 
menos en una primera instancia, con los auto-
res de los artículos analizados, [9] [15], res-
pecto de las ventajas de enseñar un lenguaje 
funcional en los primeros años de carreras 
Informáticas, y se hace extensivo a carreras 
de Ingeniería no Informáticas. Se considera 
necesario mantener la propuesta en el tiempo, 
en el caso de las carreras IC e IEM, para veri-
ficar si los resultados se mantienen en sucesi-
vos ciclos lectivos. En el caso de la experien-
cia realizada en la carrera de ISI debería ana-
lizarse la posibilidad de llevar a cabo la pro-
puesta de enseñar el lenguaje Haskell a un 
grupo de alumnos de primer año, como exi-
gencia para aprobar la asignatura del área 
Programación de ese nivel,  y realizar un se-
guimiento de su desempeño en los dos prime-
ros años comparados con aquellos que apren-
den inicialmente lenguajes del paradigma im-
perativo.   
No ha sido posible evaluar la curva de 
aprendizaje entre ambos tipos de alumnos de-
bido a que el grupo de la carrera Informática, 
a diferencia de los de carreras no Informáti-
cas,  tenía conocimientos previos de progra-
mación. Esta evaluación será posible cuando 
se aplique la experiencia en grupos de ingre-
santes a la carrera de ISI. 
Por último, cabe destacar la opinión de 
uno de los autores de este trabajo quien mani-
fiesta que es posible que el cambio de para-
digma le resulte más difícil al docente que al 
alumno. Esto se debe a que, en general, quie-
nes dictan estas asignaturas han desarrollado 
sus carreras profesionales y docentes en el 
paradigma imperativo por lo cual el proceso 
de cambio les demanda más tiempo y esfuer-
zo que a los alumnos. 
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