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Práce se zabývá návrhem a samotnou implementací klient-server aplikace pro vzdálený
p°ístup k model·m systém· uloºeným na serveru. Aplikace umoº¬uje tyto modely také edi-
tovat a provád¥t nad nimi simulace. Sou£ástí práce je i navrºení samotného komunika£ního
protokolu mezi klientem a serverem. Klient je implementován pomocí knihovny Qt, ste-
jn¥ jako prototyp serveru. Server je realizován jako sou£ást existujícího simula£ního jádra
(SmallDEVS), které je implementováno v jazyce SmallTalk.
Abstract
This thesis describes the design and implementation of an client-server application. This
application is used to remote access to models of systems, which are saved on the server.
Application also provides editation of the models and their simulation. In the thesis there is a
design of Communication Protocol between the client and server too. For the implementation
of the client and prototype of the server was used Qt library. Server is realized as a part of
existing simulation core (SmallDEVS), which is implemented by SmallTalk.
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V dne²ní dob¥ je progresivní pokrok vid¥t ve v²ech oblastech lidského snaºení. Z celkového
vývoje se v²ak k b¥ºným uºivatel·m v¥t²ina novinek dostane aº po ur£ité, ob£as i n¥ko-
lik let trvající, prodlev¥. To je dáno jednak tím, ºe spousta oblastí je regulována státem
prost°ednictvím r·zných právních p°edpis·, které musí v²echny produkty dodrºovat, ale
také tím, ºe není vºdy jednoduché sehnat investora, který je ochoten ﬁnancovat rychlé uve-
dení produkt·, které zatím existují v teoretické rovin¥, na trh. Velkým úskalím je ale i to,
ºe teoretické p°edpoklady nemusí vºdy pln¥ fungovat i v praxi. A toto je p°esn¥ ta fáze
vývoje, kdy je správný £as p°istoupit k simulaci systému. Velkou výhodou simulací je, ºe
lze bez v¥t²ích náklad· ov¥°it, zda systém funguje, aniº by bylo v·bec nutné investovat do
vytvo°ení prototypu produktu. Simulace jako taková ale nenabízí pouze ov¥°ení toho, ºe
bude systém fungovat, ale p°i jejím b¥hu jsou sbírána i jinak uºite£ná data, která na poli
teoretickém jsou bu¤to t¥ºko zjistitelná, nebo dokonce i nezjistitelná. Na základ¥ t¥chto dat
pak dochází i k postupným úpravám v modelu tak, aby co nejlépe odpovídal praktickým
pot°ebám.
Tradi£ní pohled na software a v²e, co s jeho vývojem souvisí, je obsahem softwarového in-
ºenýrství. Tento pohled na v¥c v²ak není vºdy dosta£ující. Softwarové inºenýrství se zabývá
p°eváºn¥ návrhem systému, jeho rozd¥lením do modul·, ale mén¥ bere v potaz situace,
které mohou nastat po spu²t¥ní systému. P°íkladem m·ºe být °ízení nezastavitelných tech-
nologických proces·, jako je t°eba elektrárna, p°ehrada. . . Tyto systémy není moºné zastavit
jenom kv·li vým¥n¥ n¥kterého prvku systému. Vým¥nu je nutné °e²it p°ímo za b¥hu. Proto
je nutné nový prvek systému nechat b¥ºet aº od stavu, ve kterém byl v systému vym¥n¥n.
Takové systémy jsou v¥t²inou realizovány jako distribuované a na kaºdý prvek je nahlíºeno
jako na uzel. Distribuovaný systém je schopen se s výpadkem, zm¥nou a následonou rekon-
ﬁgurací ur£itého uzlu vyrovnat za b¥hu.
Tato práce se zabývá vytvo°ením aplikace typu klient-server, kde server zp°ístup¬uje
simula£ní zdroje (modely, samotnou simulaci) pro klienta skrze sí´. Uvaºována je klasická
komunikace zaloºená na TCP. Jádro serveru je napsáno v jazyce Smalltalk a simulaci provádí
autonomn¥. Klientská aplikace funguje jako rozhraní pro p°ístup do simulací a zobrazuje je-
jich aktuální stav. U klienta se dále p°edpokládá moºnost komunikace s více servery sou£asn¥
a také moºnost p°esunu jednotlivých model· mezi servery. Samotná simulace a popis jed-
notlivých model· jsou zaloºeny na DEVS a vysokoúrov¬ových Petriho sítích.
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Kapitola 2
Systémy s diskrétními událostmi
V této kapitole jsou nastín¥ny principy systém· s diskrétními událostmi, které jsou také
vhodnou reprezentací po£íta£ových systém·. Kaºdý dynamický systém (tj. systém, u kterého
má smysl zkoumat jeho chování) je moºné modelovat pomocí systému diskrétních událostí.
2.1 Znalosti systému
Klir[4] deﬁnuje rámec, na n¥mº bývají systémy studovány, na základ¥ £ty° hlavních úrovní
znalosti daného systému. Kaºdá úrove¬ zahrnuje i znalosti úrovní niº²ích.
• Úrove¬ zdrojová - jde o nejniº²í úrove¬, kde je zkoumána pouze mnoºina prom¥nných,
které jsou pro daný systém podstatné.
• Úrove¬ datová - zahrnuje temporální vývoj prom¥nných reprezentovaných pomocí
£asových °ad.
• Úrove¬ chování - obsahuje informace o vztazích mezi historiemi jednotlivých prom¥n-
ných. Tyto systémy jsou schopné generovat £asové °ady a proto jsou také známé jako
generativní systémy.
• Úrove¬ struktury - obsahuje znalosti o subsystémech systému a struktu°e jejich vzá-
jemného propojení.
• Tato hierarchie je uzav°ena pomocí páté úrovn¥, a to úrovn¥ metasystém·. Tato úrove¬
obsahuje informace o tom, jak se datové, generativní a strukturální systémy vyvíjejí
v £ase.
2.2 Systém s diskrétními událostmi
Neformáln¥ lze systém s diskrétními událostmi popsat následovn¥[3]:
• Systém má vstupy a výstupy pozorovatelné jako události.
• Na n¥které vstupy reaguje výstupy, a to bu¤ okamºit¥, nebo se zpoºd¥ním.
• M·ºe dojít ke generování výstupu bez vn¥j²í p°í£iny.
• Uvnit° systém p°echází mezi vnit°ními stavy, a to kdyº:
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 uplyne ur£itý £as, který stráví ve vnit°ním stavu,
 nebo kdyº reaguje na p°ijetí vn¥j²í události.
• Výstup závisí pouze na aktuálním stavu systému a je pozorován jako svévolný p°echod
do stavu následujícího.
2.3 as v diskrétním systému
Základním pojmem spojeným s dynamickým systémem je £as, který je chápán jako nezávislá
veli£ina. as systému je deﬁnován jako[12]:
time = (T,<)
• T - mnoºina £asu;
• < - antisymetrická, ireﬂexivní a tranzitivní relace uspo°ádání nad mnoºinou T .
Relace < je typicky deﬁnována jako lineární uspo°ádání. Jsou ale p°ípady, kdy je vhodné
pracovat i s £áste£ným uspo°ádáním, kv·li modelování neur£itosti v systémech. asová
mnoºina T je zpravidla deﬁnována jako T = R+0 , coº ur£uje systém se spojitými událostmi.
Dal²í moºností je T deﬁnovat jako T = N, v tomto p°ípad¥ jde o diskrétní £as. Nad T
deﬁnujeme následující intervaly:
(t1, t2) = {τ |t1 < τ < t2, τ ∈ T}
< t1, t2 >= {τ |t1 ≤ τ ≤ t2, τ ∈ T}
(t1, t2 >= {τ |t1 < τ ≤ t2, τ ∈ T}




DEVS (Discrete Event System Speciﬁcation) je formalismus pro modelování a analýzu sys-
tém· s diskrétními událostmi. DEVS vymyslel Dr. Bernard P. Zeigler na Arizonské univerz-
it¥. DEVS m·ºe být chápán jako roz²í°ení Moorova kone£ného automatu, kde je kone£ný
po£et stav·, a výstup je ur£en na základ¥ p°edchozích stav·. Výstup tedy nezávisí na
mnoºin¥ aktuálních vstup·.
3.1 Formalismus
DEVS deﬁnuje jak chování systému, tak i strukturu systému samotného. Chování systému
je ur£eno událostmi vstup/výstup. Následující obrázek je modelem systému hry ping-pong:
Obrázek 3.1: Ping pong vyjád°ený pomocí DEVS [10].
Vstupní událost je ?receive a výstupní je !send. Oba hrá£i se mohou nacházet v t¥chto
stavech:
• Send - V tomto stavu hrá£ setrvá 0,1 sekundu, neº odpálí mí£ek zp¥t p°es sí´ku.
Odpálení je reprezentováno událostí !send.
• Wait - Hrá£ setrvává v tomto stavu dokud k n¥mu nedoletí mí£ek od protihrá£e. P°íjem
mí£ku je reprezentován událostí ?recieve.
Strukturu ping-pongu tvo°í propojení dvou hrá£·, A a B, p°i£emº výstupní údálost !send
hrá£e A je p°ivedena a p°evedena na vstupní událost hrá£e B ?recieve, a naopak. Samoz°ejm¥
je nezbytné, aby se hrá£i A a B na za£átku simulace nacházeli v opa£ných stavech (jeden
Send, druhý Wait). Jinak by do²lo k uváznutí (deadlock).
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3.2 Atomický DEVS
Atomický DEVS popisuje na základ¥ vstup· a výstup· chování systému. Atomický DEVS
je deﬁnován jako sedmice[12]:
M = (X,S, Y, δint, δext, λ, ta)
X je mnoºina vstupních událostí,
S je mnoºina stav·,
Y je mnoºina výstupních událostí,
δint : S −→ S je interní p°echodová funkce,
δext : Q×X −→ S je externí p°echodová funkce,
Q = {(s, e)|s ∈ S, 0 ≤ e ≤ ta(s)} je mnoºina úplných stav·,
e je £as uplynulý od poslední události,
λ : S −→ Y je výstupní funkce,
ta : S −→ R+0 ∪ {∞} je funkce posunu £asu.
3.2.1 Výklad formalismu
Systém se nachází v daném £ase ve stavu s ∈ S. Maximální £as setrvání v tomto stavu ur£uje
funkce ta(s). Zvlá²tním p°ípadem je ta(s) =∞, coº zna£í, ºe je systém pasivní a nikdy tento
stav neopustí[3].
• Pokud nep°ijde ºádná externí událost, systém setrvává v tomto stavu s po dobu ta(s).
Jakmile je spln¥no, ºe uplynulý £as e = ta(s), provede se zápis λ(s) na výstup, a stav
systému se zm¥ní na δint(s).
• Pokud se vyskytne externí událost x ∈ X v £ase e ≤ ta(s), systém se p°epne do stavu
δext(s, e, x). Systém generuje výstup pouze ve chvíli, kdy platí e = ta(s).
P°i £asovém konﬂiktu interního a externího p°echodu se provádí pouze p°echod externí.
3.3 Sloºený model
Jak jiº bylo nazna£eno, tak DEVS spojuje více atomických model· (Atomic DEVS) do
komplexn¥j²ích model·. Tyto modely jsou ozna£ovány jako sloºené modely (Coupled DEVS).
Jedná se tedy o hierarchické spojení n¥kolika atomických model· a pro komunikaci s okolím
jsou stanoveny nové vstupy a výstupy. Stav sloºeného modelu (systému) je determinován na
základ¥ stav· v²ech jeho subsystém·. Sloºením a propojením systém· znovu vzniká systém.
Sloºený model je deﬁnován následovn¥[12]:
Nself = (X,Y,D, {Md}, {Id}, {Zi,d}, select)
X je mnoºina vstupních událostí,
Y je mnoºina výstupních událostí,
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D je mnoºina jmen submodel·,
{Md|d ∈ D} je mnoºina submodel·,
{Id|d ∈ D ∪ {selft}} je speciﬁkace propojení,
∀d ∈ D ∪ self : Id ⊆ D ∪ {self}, d 6∈ Id
{Zi,d|i ∈ Id, d ∈ D ∪ {selft}} je speciﬁkace p°ekladu událostí
Zi,d : X −→ Xd pro i = selft,
Zi,d : Yi −→ Y pro d = self ,
Zi,d : Yi −→ Xd pro i 6= self ∧ d 6= selft,
select : 2D − {} −→ D je preferen£ní funkce.
3.3.1 Výklad formalismu
Id je pro kaºdý model d mnoºina jmen v²ech model·, pro které platí, ºe jejich výstupy jsou
spojeny se vstupem modelu d. Selft ozna£uje sloºený modelN . Zi,d pro kaºdý model i, který
je p°ipojen na vstup modelu d, deﬁnuje p°eklad výstupních událostí modelu i na vstupní
události modelu d. Funkce select slouºí k ur£ení toho, který submodel se bude vykonávat
v p°ípad¥ konﬂiktu interních p°echod· (pokud je více submodel· p°ipraveno provést interní
p°echod)[12].
3.4 Porty a stavové prom¥nné
Mnoºiny interních stav· a mnoºiny vstupních a výstupních událostí se obvykle speciﬁkují
jako strukturované mnoºiny. Tato skute£nost nám dovoluje pouºívat libovolný, ale kone£ný
po£et vstupních a výstupních port·, a stavových prom¥nných. Strukturovaná mnoºina
S = (V, S1 × S2 × . . .× Sn)
je deﬁnována pomocí mnoºiny prom¥nných V , kde |V | = n, a kartézským sou£inem




Petriho sít¥ (Petri's nets, také PN) je ozna£ení pro ²irokou skupinu matematických diskrét-
ních model·. Ty umoº¬ují popisování informa£ních závislostí a °ídících tok· uvnit° modelo-
vaného systému pomocí speciálních prost°edk·. Petriho sít¥ byly poprvé zve°ejn¥ny n¥meckým
matematikem C. A. Petri v roce 1962. [13]
4.1 Deﬁnice Petriho sít¥
Petriho sí´ je deﬁnována jako p¥tice[13]:
N = (P, T, F,W,M0)
• P je kone£ná mnoºina míst,
• T je kone£ná mnoºina p°echod·,
• F je kone£ná mnoºina hran: F ⊆ (T × S) ∪ (S × T ),
• W : F −→ N \ {0} je ohodnocení hran grafu ur£ující kladnou váhu kaºdé hrany sít¥,
• M0 : P −→ N je po£áte£ní zna£ení míst Petriho sít¥.
4.2 Vysokoúrov¬ové Petriho sít¥
Z teoretického hlediska je moºné pomocí klasických Petriho sítí prezentovat jakýkoli algo-
ritmický problém, ale pouze na nízké úrovni abstrakce. Existují ov²em momenty, kdy je
nutno vytvo°it podrobn¥j²í model, a nelze tedy vyuºít jen hrubou abstrakci. I jednoduché
v¥ci, jako nap°íklad provád¥ní aritmetických operací, modeluje nízkoúrov¬ový model, který
je vytvo°ený prost°ednictvím nízkého stupn¥ abstrakce, p°íli² podrobn¥. Analogií k tomuto
m·ºe být p°edstava, ºe bychom b¥ºné konstrukce programovacích jazyk· programovali p°ímo
pomocí instrukcí procesoru. A práv¥ proto se tyto sít¥ nehodí pro detailní modelování reál-
ných systém·[3].
4.2.1 Multimnoºina
Pro vysv¥tlení a pochopení vysokoúrov¬ových Petriho sítí (High-Level Petri Nets, také HL-
sít¥) musíme p°edstavit pojem multimnoºina. Jedná se o zobecn¥ní mnoºiny. Nebo je také
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moºné chápat mnoºinu jako speciální p°ípad multimnoºiny. Rozdíl mezi mnoºinou a mul-
timnoºinou je v tom, ºe multimnoºina p°ipou²tí vícenásobný výskyt jednoho prvku.[13]
Význam symbol· ∈, ⊂ a ⊆ je obdobný jako u mnoºin:
• a ∈ A zna£í, ºe v multimnoºin¥ A je prvek a obsaºen alespo¬ jednou.
• A ⊂ B zna£í totéº, jako v p°ípad¥ mnoºin, tedy A ⊆ B ∧A 6= B.
• A ⊆ B zna£í, ºe v²echny prvky multimnoºiny A jsou obsaºené v multimnoºin¥ B a to
ve stejném anebo v¥t²ím po£tu.
4.3 Popis vysokoúrov¬ové Petriho sít¥
Vysokoúrov¬ovou Petriho sí´ je moºné charakterizovat takto:
• Jednotlivá místa sít¥ obsahují zna£ky.
• Kaºdé hran¥ sít¥ je p°i°azena multimnoºina, která obsahuje obecné výrazy. T¥mito
výrazy mohou být zna£ky, které chce p°echod odebrat ze vstupních míst nebo je chce
umístit do výstupních míst, nebo libovolná funkce. P°íklad zápisu funkce je na obrázku
4.1, který modeluje problém ve£e°ících ﬁlosof·. Kaºdý ﬁlosof a vidli£ka jsou ur£eni
p°irozeným £íslem. Jestliºe ﬁlosof je deﬁnován jako x, potom pouºívá vidli£ky x a (x+1)
mod 4. Zápis 1'x + 1'((x + 1) mod 4 ur£uje multimnoºinu, která obsahuje práv¥ jeden
prvek x a jeden prvek (x + 1) mod 4 (vidli£ka).
• Jednotlivé p°echody mohou obsahovat stráºní výrazy (guards). Jsou to výrazy Boolovského
typu (predikáty), které ur£ují dodate£nou podmínku pro provedení p°echodu.
Na obrázku 4.2 je zjednodu²ená verze zápisu vysokoúrov¬ové sít¥. Je zde dovoleno nahradit
+ ,. Výraz x, y pak zna£í multimnoºinu s jedním prvkem x a jedním prvkem y. Dal²ím
zjednodu²ením je moºnost p°esunutí sloºit¥j²ích výpo£t· p°ímo do stráºe p°echodu. [3]
Obrázek 4.1: ty°i ve£e°ící ﬁlosofové.[3]
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Na první verzi Qt se za£alo pracovat v roce 1991 a od té doby neustále dochází k jeho
zlep²ování. Asi o t°i roky pozd¥ji si dva z vývojá°· zaloºili spole£nost Trolltech, která ve
vývoji pokra£ovala. V roce 2008 ﬁrmu odkoupila spole£nost Nokia a krátce poté byla p°ej-
menována na Qt software. Nokia se sporadickými úsp¥chy nasadila Qt do svých nových OS
Maemo a Meego. V dne²ní dob¥ se jedná o mrtvé platformy[2].
Qt bylo od svého vzniku pouºíváno také pro opensource aplikace, a je t°eba vyuºito
v linuxovém graﬁckém prost°edí KDE, nebo ve webovém prohlíºe£i Opera.
5.1.2 Popis
Knihovna je vystav¥na nad C++ a tudíº se jedná o zcela multiplatformní knihovnu. Není
tedy problém p°ená²et programy mezi Linuxem, Macem, Windows, Unixem a dal²ími. Pro-
gram pouze sta£í pro danou platformu zkompilovat a v²e funguje[2].
Knihovna je opravdu velice komplexní a poskytuje programátorovi ve²kerou funkcional-
itu, jakou v dne²ní dob¥ m·ºe pot°ebovat. Ke knihovn¥ jsou dodávány i pomocné programy:
• QtCreator - Vývojové prost°edí pro programování v této knihovn¥. Jedná se o intu-
itivní program, který oproti jiným vývojovým prost°edím (NetBeans, Eclipse) vyuºívá
zlomek systémových zdroj·. Jediné, co se dá nástroji vytknout, je hor²í podpora re-
faktorizace.
• QtDesigner - Nástroj pro vizuální tvorbu graﬁckého prost°edí.




Smalltalk[7] byl vyvinut ve výzkumném centru Xerox Palo Alto Research Center (dále
PARC) skupinou výzkumník· okolo Alana Kaye. Návrh systému Alana Kaye implemen-
toval Dan Ingalls a tato první verze byla posléze pojmenována jako Smalltalk-71. Syntaxe
i b¥h této a následující verze Smalltalk-72 byly stále velmi odli²né od verze sou£asné.
První verzí, která opustila PARC byl Smalltalk-80 Version 1, kterou dostali k otestování
vybrané spole£nosti jako Hewlett-Packard, Apple Computer. . . Smalltalk-80 Version 2 uº
byla vydaná jako tzv. image soubor a speciﬁkace virtuálního stroje.
V sou£asnosti jsou velmi populární komer£ní VisualAge Smalltalk od ﬁrmy IBM a Squeak
pod licencí MIT. Squeak byl pouºit i v této práci.
5.2.2 Popis
Smalltalk[5] pat°í do kategorie jazyk·, které jsou p°ekládány do bytecodu a poté jsou pomocí
virutálního stroje interpretovány. Jazyk je postaven na zásobníkové architektu°e. Smalltak
je £ist¥ objektov¥ orientovaný jazyk a v²echno v n¥m jsou objekty. Díky tomu m·ºe být v²e
ukládáno stejným zp·sobem, a to v objektové pam¥ti. Objekty uloºené v pam¥ti jsou deﬁ-
nované pomocí ukazatele na sebe a seznamem hodnot prom¥nných, které obsahují. V¥t²inou
se jedná o ukazatele na jiné objekty. O odstran¥ní nepot°ebných objekt· se garbage collec-
tor. Nad pam¥tí je provád¥no p¥t operací, které vyuºívá interpret. Jedná se o následující
operace. P°ístup k instan£ním prom¥nným, zm¥na jejich hodnot, zji²t¥ní po£tu instan£ních
prom¥nných, p°ístup k ukazateli na t°ídu daného objektu a vytvo°ení nového objektu.
Jazyk smalltalk se skládá ze dvou £ástí. První je virtuální stroj a druhou je obraz (image),
coº je objektová pam¥´. Smalltalk je napsán sám v sob¥. Editor, ve kterém se editují kódy,
je napsán ve Smalltalku, a celé graﬁcké prost°edí, ve kterém se pracuje, také. P°estoºe
Smalltalk b¥ºí jenom v jednom vlákn¥, umoº¬uje multitasking. Tato vlastnost je zaji²t¥na
díky tomu, ºe Smalltalk implementuje vlastní plánova£ proces·.
Díky svým základním vlastnostem, jako je p°eklad do bytecodu a jeho interpretace,
Smalltalk umoº¬uje snadnou p°enositelnost. Sta£í pouze p°enést obraz objektové pam¥ti na
cílovou platformu a nainstalovat interpret bytecodu pro cílovou platformu.
Dal²í výhodou jazyka je to, ºe programátor m·ºe nahlíºet do v²ech zdrojových kód·, ze
kterých je Smalltalk sestaven. Tyto kódy m·ºe libovoln¥ modiﬁkovat, d¥dit, nebo i smazat.




V této kapitole bude popsána speciﬁkace aplikace, návrh aplikace a protokolu, na kterém se
realizuje komunikace mezi klientem a serverem. Dále bude p°edstaven sou£asný simula£ní
systém SmallDEVS.
6.1 Speciﬁkace aplikace
Ú£elem aplikace je zp°ístup¬ovat modely a simulace ze vzdálených server· a umoº¬ovat
uºivateli manipulovat s nimi. Aplikace je navrºena na principu komunikace klient-server.
Server b¥ºí na po£íta£i, a po p°ipojení klienta mu umoºní stáhnout si pot°ebná data (seznam
model·, obsah ostatních sloºek . . . ). V²echny zm¥ny na klientské stran¥ se na server odesílají
bu¤ po ru£ním uloºení uºivatelem (tla£ítko v menu, nebo tla£ítko v dialogu), nebo okamºit¥
p°i provedení akce. Takovou akcí je nap°íklad vytvo°ení nového by´ i prázdného modelu, nebo
p°ejmenování £i smazání poloºky stromu.
Klient aplikace je napsán v Qt a proto je bez problému p°enositelný na jiné platformy.
Sta£í jej pouze p°ekompilovat pro cílovou platformu. Server je implementován v jazyce
Smalltalk, stejn¥ jako SmallDEVS. P°enos je taktéº bezproblémový. Program spl¬uje násle-
dující podmínky:
• Klient je multiplatformní.
• Klientská aplikace umoº¬uje kombinovat modely z více server·.
• Klient umoº¬uje deﬁnovat atomy pomocí DEVS, nebo vysokoúrov¬ové Petriho sít¥.
• Server zasílá klientovi na vyºádání stavy b¥ºících simulací.
• Server je konkurentní.
• Server prosazuje politiku zámk· pro zamezení necht¥ného p°episování poloºek.
6.2 SmallDEVS
SmallDEVS je nová a odleh£ená implementace DEVS formalismu ve Smalltalku a slouºí pro
výukové a výzkumné ú£ely. Dovoluje experimentovat s:
• prototypov¥ zam¥°enou a objektov¥ orientovanou konstrukcí model·,
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• interaktivním modelováním a simulacemi,
• vícenásobnými simulacemi a reﬂektivními simulacemi.
Obrázek 6.1: SmallDEVS verze 2012.
6.3 Protokol
Protokol komunikace je navrºen na základn¥ vnit°ní struktury SmallDEVS[1] a pot°eb pro
realizaci spojení mezi klientem a serverem. Protokol také implementuje zámky, aby ne-
docházelo ke dvojímu zápisu do téhoº prvku stromu. Struktura zprávy je následující:
p°íkaz data
Seznam p°íkaz· je uveden v 6.3.2. Za p°íkazem musí být mezera, která slouºí jako odd-
¥lova£ p°íkazu a dat. Ne u v²ech p°íkaz· jsou data povinná. Aº na výjimku jsou data XML
struktura, která reprezentuje stromovou strukturu uloºenou na serveru. V p°ípad¥ zm¥ny
stavu, nebo dotazování na daný prvek, vypadají data ur£ující cestu k prvku nap°íklad takto:
<myRepository>
<root name="Root>
<f o l d e r name="Simulat ions">
<Simulat ion name="Cart−Pole−Control System" />
</fo l d e r >
</root>
</myRepository>
Pomocí tohoto XML dotazu °íkáme, ºe chceme ve stromu p°istoupit k prvku typu simulace,
který se nachází v cest¥ /Root/Simulations/Cart-Pole-Control System.
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6.3.1 Speciﬁkace XML souboru
Formální popis posloupnosti zna£ek v XML[9] souboru je popsán pomocí EBNF1. Popis je
omezen pouze na zano°ení jednotlivých zna£ek a nikoli na popis p°esných atribut·. Pouºí-
vané atributy u jednotlivých zna£ek jsou popsány v pr·b¥hu popisování jednotlivých model·
a element·:
document = "<myRepository >", rootElem , "</myRepository>" ;
rootElem = "<root >", { fo lderElem } , prototypeFolderTopElem "</root>" ;
fo lderElem = "<fo ld e r >",
{ fo lderElem} | { s imulat ionElem} | { f i l eE l em } ,
"</ f o l d e r >" ;
prototypeFolderTopElem = "<fo ld e r >",
{ prototypeFolderElem } ,
"</ f o l d e r >";
prototypeFolderElem = "<fo ld e r >",
{prototypeElem} | { prototypeFolderElem } ,
"</ f o l d e r >";





s imulat inElem = "<simulat ion >",
"<s e t t i n g s >",
s imu la t i onSe t t i ng s ,
coupledDEVSSettings
"</ s e t t i n g s >", {modelElem},"</ s imulat ion >" ;
modelElem = PNAtomElem | atomicDEVSElem | coupledDEVSElem ;
PNAtomElem = "<PNAtom>",
placesElem ,
t rans i t i onsE lem ,
"</PNAtom>" ;
placesElem = "<places >",
{placeElem } ,
"</places >";
placeElem = "<place />" ;
placesElem = "<t r an s i t i o n s >",
{ t rans i t i onElem } ,
"</ t r an s i t i o n s >";
t rans i t i onElem = "<t r an s i t i o n >",
"<guard>", Str ing ,"</guard>",




"</ t r an s i t i o n >" ;





1Extended Backus-Naur Form - jedná se o matematický popis syntaxe programovacích jazyk·
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"</atomicDEVS>" ;
s lot sElem = "<s l o t s >",
{ s lotElem } ,
"</ s l o t s >" ;
de legatesElem = "<de l ega te s >",
{ delegateElem } ,




settingsAtomicDEVSElem = "<se t t i n g s >",
s lotsElem ,
de legatese l em ,
"<in i tS ta r tS top >",
{methodElem} ,









S t r ing
"</comment>"
,"</ s e t t i n g s >" ;
s lotElem = "<s l o t />" ;
delegateElem = "<de l ega t e />" ;
methodElem = "<method>",methodBodyElem,"</method>" ;
methodBodyElem = Str ing ;
coupledDEVSElem = "<se t t i n g s >",
coupledDEVSSettings ,
"</ s e t t i n g s >", {modelElem} ;
coupledDEVSSettings = inputPortsElem , outputPortsElem ,
modelsElem , inte rconnect ionsE lem ;
modelsElem = "<models >",{modelElem},"</models>" ;
modelElem = "<model/>" ;
inte rconnect ionsE lem = "<in t e r connec t i on s >",
{ connectinoElem } ,
"</ in t e r connec t i on s >" ;
connectinoElem = "<connect ion />" ;
inputPortsElem = "<inputPorts >",{portElem},"</ intputPorts >" ;
s imu l a t i onSe t t i n g s = "<rtFactor />","<isRunning/>",
"<stopTime/>","<timeLast />",
"<timeNext/>","<time/>","< log/>"
outputPortsElem = "<outputPorts >",{portElem},"</outputPorts>" ;
portElem = "<port/>" ;
6.3.2 Seznam p°íkaz·
• SEED náhodné hexadecimální £íslo
Po p°ipojení klienta k serveru zasílá server klientovi tento p°íkaz. Parametrem p°íkazu
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je náhodn¥ vygenerovaný °et¥zec pro dané spojení. Tento °et¥zec se vyuºívá p°i ²ifrování
p°ihla²ovacích údaj·. Více bude popsáno v implementaci.
• AUTH xml
Na p°íkaz SEED odpovídá klient tímto voláním, parametrem jsou ²ifrované p°ihla²o-
vací údaje.
• AUTH_FAIL
Na p°íkaz AUTH m·ºe server odpov¥d¥t tímto p°íkazem, který zna£í, ºe uºivatel zadal
chybné údaje. Po odeslání tohoto p°íkazu je spojení uzav°eno.
• AUTH_OK
Autentizace klienta prob¥hla v po°ádku.
• GET_MY_REPOSITORY
Po úsp¥²ném p°ihlá²ení zasílá klient serveru tuto zprávu. Její bliº²í význam je popsán
v 6.3.3.
• LOCK XML
ádost od klienta na uzamknutí poloºky stromu. Parametrem je XML soubor, obsahu-
jící cestu k zamykanému elementu.
• UNLOCK XML
ádost o odem£ení poloºky ur£ené parametrem.
• LOCKED
Potvrzení od serveru, ºe uzam£ení prob¥hlo v po°ádku.
• UNLOCKED
Potvrzení, ºe odem£ení bylo úsp¥²né.
• IS_LOCKED XML
Informace o tom, ºe poloºka ur£ená parametrem byla odem£ena klientem, který jí
zmkl, nebo ºe do²lo ke zru²ení zámku (ukon£ení spojení s vlastníkem zámku).
• IS_UNLOCKED XML
Pokud byla poloºka ur£ená parametrem úsp¥²n¥ uzam£ena, jsou o tom informováni
ostatní klienti.
• UPDATE_MY_REPOSITORY XML
P°íkaz pro zm¥nu obsahu podstromu na stran¥ klienta. P°íkaz je generován serverem
pro zru²ení (odem£ení) zámku. Zpráva je zaslána v²em klient·m krom¥ toho, který
vlastnil zámek.
• GET_UPDATE_FROM XML
Poºadavek klienta na zaslání daného podstromu.
• SIMULATION_IS_RUNNING XML
P°íkaz informující klienty o tom, ºe simulace ur£ená parametrem byla spu²t¥na.
• SIMULATION_IS_STOPPED XML
Simulace ur£ená parametrem byla zastavena.
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• SIMULATION_UPDATE XML
P°íkaz informující o zm¥n¥ stavových informací o simulaci ur£ené parametrem. Zpráva
je zasílána v²em klient·m, kte°í jsou na serveru registrováni k p°íjmu zm¥n.
• START_SIMULATION XML
Poºadavek klienta na spu²t¥ní simulace.
• RESTART_SIMULATION XML
Poºadavek klienta na restartování dané simulace.
• STOP_SIMULATION XML
Poºadavek klienta na zastavení b¥hu simulace.
• ADD_TO_LISTENERS XML
Poºadavek klienta na zasílání zm¥n stavu simulace ur£ené parametrem.
• REMOVE_FROM_LISTENERS XML
Poºadavek klienta na zru²ení zasílání zm¥n stavu simulace ur£ené parametrem.
• CREATE_ATOMIC_DEVS XML
P°íkaz na vytvo°ení nového AtomicDEVS ur£eného cestou v parametru.
• CREATE_PN_ATOM XML
Poºadavek klienta na vytvo°ení nového atomu deﬁnovaného pomocí vysokoúrov¬ové
Petriho sít¥.
• CREATE_COUPLED_DEVS XML
P°íkaz pro vytvo°ení nového spojovaného modelu (Coupled DEVS).
• CREATE_SIMULATION XML
Poºadavek na vytvo°ení nové simulace ur£ené parametrem.
• CREATE_PROTOTYPE XML
P°íkaz pro vytvo°ení nového rysu pouºívaného u AtomicDEVS.
• CREATE_FOLDER XML
Poºadavek na vytvo°ení nové sloºky ur£ené parametrem.
• CREATE_FILE XML
Poºadavek na vytvo°ení nového souboru ur£eného parametrem.
• UPDATE_ATOMIC_DEVS XML
P°íkaz pro upravení atomického DEVS ur£eného parametrem. Parametr také obsahuje
poºadované zm¥ny. Elementy pouºívané pro popis atomického DEVSu jsou uvedeny
v 6.2
• UPDATE_PN_ATOM XML
P°íkaz pro upravení atomu deﬁnovaného pomocí vysokoúrov¬ové Petriho sít¥. Ele-
menty pouºívané pro popis Petriho sít¥ jsou uvedeny v 6.3.5
• UPDATE_COUPLED_DEVS XML
Poºadavek na upravení spojovaného modelu ur£eného parametrem. Jednotlivé ele-
menty slouºící k jeho popisu jsou uvedeny v 6.3.6.
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• UPDATE_SIMULATION XML
Poºadavek na upravení nastavení simulace. Elementy slouºící k popisu nastavení jsou
v 6.3.7.
• UPDATE_PROTOTYPE XML
Poºadavek na upravení rysu atomického DEVS.
• UPDATE_TREE XML
P°íkaz pro p°ejmenování daného prvku stromu. Pod p°ejmenovávaný prvek je vloºena
zna£ka rename s atributem name, který ur£uje nové jméno prvku.
UPDATE_TREE <myRepository>
<root name="Root>
<f o l d e r name="Simulat ions">
<Simulat ion name="Cart−Pole−Control System">
<CoupledDEVS name="con t r o l l e r >
<rename name="newContro l l er " />
</CoupledDEVS>
</Simulat ion>
</fo l d e r >
</root>
</myRepository>
Nap°íklad tento poºadavek zna£í, ºe se má p°ejmenovat spojovaný model jménem
controller na newController
• DELETE XML
Poºadavek na smazání prvku ur£eného parametrem.
6.3.3 Získání stromu model·
Celá struktura model· a ostatních objekt· uloºených na serveru je realizována pomocí
stromu. Po p°ipojení klienta k serveru zasílá klient serveru poºadavek GET_ MY_ REPOSITORY ,
na který server odpovídá XML souborem, který obsahuje strukturu stromu a obsah jed-
notlivých model·. Zna£ky, které se mohou vyskytnout v inicializa£ním souboru jsou uvedené
v tabulce 6.1.
6.3.4 Popis atomic DEVS
Samotná deﬁnice atomic DEVS je uvozena, jak bylo uvedeno vý²e, zna£kou atomicDEVS.
Deﬁnice vychází z implementace atomic DEVS dle SmallDEVS. Vý£et jednotlivých zna£ek
souboru je uveden v tabulce 6.2.
Provád¥ní zm¥n atomic DEVS
P°i dokon£ení zm¥n modelu je vygenerován p°íslu²nými t°ídami XML soubor, který obsahuje
popis jednotlivých zm¥n. Na server je poslán p°íkaz ve formátu UPDATE_ ATOMIC_ DEVS ,
mezera, XML soubor se zm¥nami.
Zm¥na konﬁgurace vstupních nebo výstupních port· se provádí pomocí element·:
• add - pro p°idání nového portu, jako argument má name, ur£ující jméno nového portu.
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Jméno zna£ky Popis
root Jedná se o ko°enový prvek celého doku-
mentu, musí obsahovat atribut name, který
udává jméno ko°ene.
folder Ozna£uje sloºku, která m·ºe obsahovat bu¤
samotné modely, nebo dal²í sloºky. Povinný
argument je name, zna£ící jméno sloºky.
ﬁle Ozna£uje sloºku, která reprezentuje textový
soubor. Povinný argument je name, zna£ící
jméno souboru. Obsahem zna£ky je obsah
souboru.
simulation Zna£ka ur£uje, ºe se jedná o simulaci. Simu-
lace se do sebe nemohou zano°ovat. Simulace
je vlastn¥ spojovaný model DEVS, jenom
m·ºe navíc provád¥t simulaci samotnou.
atomicDEVS Uvozuje blok deﬁnující jeden atomic DEVS
model. Jako atribut má name, ur£ující
jméno modelu. Zna£ky popisující model bu-
dou popsány dále.
PNAtom Uvozuje sekci deﬁnující atomic DEVS pop-
saný pomocí vysokoúrov¬ové Petriho sít¥.
coupledDEVS Uvozuje sekci, která deﬁnuje spojovaný
model. Zna£ky, které m·ºe tento element ob-
sahovat budou popsány dále.
prototypeObject Uvozuje sekci, která deﬁnuje Trait pouºí-
vaný u atomicDEVS. Zna£ky, které m·ºe
tento element obsahovat budou popsány
dále.
Tabulka 6.1: Popis poloºek pro získání stromu model·
• rename - p°ejmenování portu. Má dva argumenty: oldName obsahuje staré jméno
portu, newName pak nové jméno portu.
• delete - smaºe port podle jména ur£eného argumentem name.
Zm¥na nastavení metod se provádí také pomocí add a delete. P°i zm¥n¥ obsahu se
pouºije element update obsahující atribut name se jménem metody. T¥lo metody je uloºeno
ve zna£ce update. Zm¥ny ostatních nastavení, jako je nastavení slot· a delegací, se provádí
analogicky k tomu postupu.
6.3.5 Popis vysokoúrov¬ové Petriho sít¥
Samotná speciﬁkace sít¥ je uvozena zna£kou PNAtom. Deﬁnice vychází z formální deﬁnice
popsané vý²e. Kaºdý prvek sít¥ (místo £i p°echod) je identiﬁkován na základ¥ £ísla (id),
které je v rámci sít¥ unikátní. Popis jednotlivých zna£ek je popsán níºe:
• places
Uvozuje sekci s jednotlivými místy sít¥. Kaºdé místo je potom deﬁnováno zna£kou
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Jméno zna£ky Popis
inputPorts Uvozuje sekci se vstupními porty. Jed-
notlivé porty jsou deﬁnovány zna£kou port
s atributem name pro ur£ení jména portu.
Porty se nemohou dále zano°ovat do sebe.
outputPorts Je podobná jako inputPorts, jen deﬁnuje
výstupní porty.
settings Uvozuje sekci se samotnou konﬁgurací mod-
elu. V²echny dal²í zna£ky v této tabulce
musí být zano°eny v tomto jednom ele-
mentu.
slots V tomto elementu mohou být zano°eny
zna£ky slot, ur£ující jednotlivé sloty.
Atributy elementu musí obsahovat name
(jméno slotu) a value (hodnotu slotu).
delegates Obsahuje delegace, kdy kaºdá delegace del-
egate obsahuje parametr name, ur£ující její
jméno.
DEVSMethods Seznam p°edem deﬁnovaných jmen metod,
se kterými pracuje smallDEVS. Jedná
se o: extTransition, outputFnc, intTransi-
tion, timeAdvance. Jednotlivé metody jsou
zano°eny v tomto elementu a uvozeny
zna£kou method, která má jako povinný
atribut name, které ur£uje jméno metody.
T¥lo metody je uloºeno jako text uvnit° el-
ementu method.
initStartStop Obsahuje metody související s inicializací,
spu²t¥ním a zastavením modelu. Jsou to
tyto metody: initModel,prepareToStart, pre-
pareToStop. Zápis t¥chto metod je stejný
jako u DEVSMethods.
otherMethods Obsahuje ostatní metody modelu. Jed-
notlivé metody jsou pak deﬁnovány stejn¥
jako bylo popsáno u DEVSMethods.
comment Tento element obsahuje text komentá°e
daného modelu.
Tabulka 6.2: Seznam poloºek v elementu settings
22
place. Zna£ka obsahuje povinný atribut id, který slouºí k jednozna£né identiﬁkaci místa
a nepovinný name, obsahující jméno místa. Poslední dva atributy jsou x a y a slouºí
k ur£ení pozice místa. Obsahem zna£ky place je výchozí hodnota.
• transitions
Tato zna£ka uvozuje sekci s p°echody. Jednotlivé p°echody jsou potom uvozeny zna£kou
transition, která obsahuje stejn¥ jako zna£ka place atributy id, name, x, y. Kaºdý p°e-
chod potom obsahuje zna£ky:
 guard - stráº p°echodu.
 action - akce p°echodu.
 preConds - mnoºina podmínek vstup· do p°echodu (znázorn¥no ²ipkou od místa
k p°echodu).
 postConds - mnoºina podmínek výstup· z p°echodu (znázorn¥no ²ipkou od p°e-
chodu k místu).
 conds - mnoºina podmínek pro vstup a výstup z p°echodu (znázorn¥no obous-
trannou ²ipkou mezi místem a p°echodem).
Jednotlivé podmínky obsahují zna£ku cond, která deﬁnuje podmínku samotnou. Atributy
podmínky jsou id, které ur£uje místo, ke kterému se podmínka vztahuje, a atribut po-
sitions, který obsahuje body spojnice. Zna£ka cond obsahuje podmínku pro p°echod.
Následující p°íklad znamená, ºe existuje sí´ jménem PNAtom, která obsahuje místo jménem
in s identiﬁka£ním £íslem 1. Toto místo se nachází na pozici [10, 10] a obsahuje dv¥ zna£ky
x. Sí´ dále obsahuje p°echod s £íslem 2, který se jmenuje transition, a je na pozici [50, 10].
Akce p°echodu je x := x+ 1., stráº p°echodu je x > 0.. P°echod obsahuje jednu podmínku
p°ed p°echodem z místa s £íslem 1. Spojnice mezi tímto místem a p°echodem prochází body
[15, 10], [20, 50], [50, 50].
<PNAtom name="PNAtom>
<places>
<place id="1" name="in " x="10" y="10">x x</place>
</places>
<t r an s i t i o n s >
<t r a n s i t i o n id="2" name="t r a n s i t i o n " x="50" y="10">
<act ion>x := x + 1.</ act ion>
<guard>x > 0.</guard>
<preConds>
<cond id="1" p o s i t i o n s="15@10 20@50 50@20">2`x</cond>
</preConds>
</t r an s i t i o n >
</t r an s i t i o n s >
</PNAtom>
Provád¥ní zm¥n vysokoúrov¬ové Petriho sít¥
Provád¥ní zm¥n v sítích se velice podobá provád¥ním zm¥n v atomic DEVS. Pro p°idání
místa nebo p°echodu se pouºívá zna£ka add, kde je místo klí£ového atributu name pouºit
atribut id. Analogicky se provádí i ostatní operace. Oproti atomic DEVS je zde na úrovni
jednotlivých p°echod· a míst p°idána zna£ka move obsahující atribut id poloºky a atributy
x, y pro zm¥nu polohy prvku. Vytvo°ený XML soubor je poté zaslán na server ve tvaru
UPDATE_PN_ATOM XML.
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6.3.6 Popis spojovaného modelu
V popisu spojovaného modelu je nutné uvést jména model·, ze kterých se skládá, a také
uvést schéma propojení výstup· na vstupy. Aby mohl model komunikovat s jinými modely,
je t°eba zavést nové vstupní a výstupní porty nového (spojovaného) modelu. Samotný spojo-
vaný model je uvozen zna£kou coupledDEVS, v níº jsou vloºeny jednotlivé modely. Vlastnosti
modelu jsou obsaºeny ve zna£ce settings. Popis zna£ek reprezentujících spojovaný model je
uveden v následujícím seznamu:
• inputPorts
Obsahuje vý£et vstupních port·. Kaºdý port je poté speciﬁkován zna£kou inputPort.
Zna£ka pak obsahuje atribut name, který ozna£uje jméno portu a atributy x a y
ur£ující polohu portu.
• outputPorts
Je analogická k inputPorts, jenom se zám¥nou input za output.
• models
Obsahuje seznam model·, které náleºí danému spojovanému modelu. Jednotlivé mod-
ely jsou uvozeny zna£kou model s atributem name obsahující jméno modelu, a atributy
x a y ur£ující pozici modelu.
• interconnections
Uvozuje seznam jednotlivých propojení mezi modely. Zna£kou connection je potom
uvozeno spojení. Atributy této zna£ky jsou:
 fromModel - ur£uje model ze kterého vychází propojení. Pokud je tento atribut
prázdný, znamená to, ºe propojení pochází z aktuálního modelu.
 fromPort - obsahuje jméno zdrojového portu.
 toModel - ur£uje cílový model propojení. Pokud není jméno modelu zadáno, tak
se jedná o aktuální model.
 toPort - jméno cílového portu propojení.
Provád¥ní zm¥n spojovaného modelu
P°íkaz pro provedení zm¥ny ve spojovaném modelu je UPDATE_ COUPLED_ DEVS . Zm¥ny ve
vstupních a výstupních portech jsou stejné jako u atomic DEVS a zm¥ny v nastavení model·
se provádí na stejném principu. Úpravy jednotlivých propojení mezi modely jsou provád¥ny
pomocí zna£ek add a delete, p°i£emº u kaºdé z nich musí být nastaveny v²echny jejich
atributy, které obsahuje zna£ka connection.
6.3.7 Popis simulace
Základem simulace je spojovaný model. Do jeho zna£ky settings jsou vloºeny informace
o simulaci. Níºe je uveden popis zna£ek simulace:
• isRunning
Obsahuje atribut value, nabývající hodnoty true/false podle toho, zda simulace b¥ºí.
• stopTime




Atribut value obsahuje £íslo ur£ující rychlost simulace. V p°ípad¥, ºe je atribut nulový,
to znamená, ºe simulace b¥ºí jak nejrychleji m·ºe. ím vy²²ích hodnot dosahuje, tím
pomalej²í je simulace.
• timeLast
V atributu value je uloºen £as p°edchozího p°echodu.
• timeNext
Atribut value obsahuje £as dal²ího interního p°echodu.
• time
Atributem value je ur£en aktuální £as simulace.
• log
Obsahem této zna£ky je výpis simulace.
Zm¥ny v simulacích se provádí nastavením hodnot zna£ek popisujících vlastnosti simu-
lace. P°íkaz pro zm¥nu nastavení simulace je UPDATE_ SIMULATION .
6.4 Návrh serveru
Server po p°ipojení klienta provádí ov¥°ení, zda m·ºe uºivatel v·bec p°istupovat k model·m
uloºeným na serveru. Komunikace mezi klientem a serverem je realizována pomocí p°íkaz·
a XML soubor·. Pomocí XML soubor· se pak ur£uje cesta v rámci stromu model·. V p°ípad¥
chybné autentizace je spojení ukon£eno. Samotný server pracuje nad sí´ovým protokolem
TCP a pouºívá komunika£ní protokol popsaný v £ásti 6.3.
Server také musí obsahovat mechanismus, který je schopen spravovat uºivatelské zámky
jednotlivých poloºek stromu. Tento mechanismus se musí vyrovnat i s tím, ºe klient se
odhlásí (ukon£í se spojení), aniº by daný zámek zru²il. Zárove¬ je nutné provád¥t zápisy klí£·
bezpe£n¥ (atomicky), aby byl p°ístup k nim v·£i uºivatel·m výlu£ný. Podobným zp·sobem
je nutné °e²it i seznam klient·, kte°í cht¥jí dostávat informace o b¥hu simulace. ivotní
cyklus serveru a spojení je ukázán na obrázku 6.2.
6.5 Návrh klienta
Klientská aplikace umoº¬uje pracovat s modely na vzdáleném serveru. Samoz°ejmostí je, ºe
m·ºe být otev°eno více spojovaných model· sou£asn¥. Aplikace také musí perzistentn¥ uklá-
dat p°ihla²ovací údaje k jednotlivým server·m. ivotní cyklus klientské aplikace je zobrazen
na obrázku 6.3
6.5.1 Návrh uºivatelského rozhraní
Uºivatelské rozhraní musí p°íjemné a efektivn¥ zobrazovat a upravovat modely atomického
a spojovaného DEVS a vysokoúrov¬ových Petriho sítí. Také musí p°ehledn¥ zobrazovat
modely z více server· a spravovat zámky poloºek stromu. Schéma návrhu uºivatelského
rozhraní je vyobrazeno na obrázku 6.4.
(1) Hlavní nabídka slouºí k ovládání celé aplikace a je pomocí ní moºné vyvolat
dialogy na nastavení parametr· pro p°ístup ke vzdáleným server·m. Z nabídky je moºné
také provád¥t p°ipojení a odpojení v·£i jednotlivým server·m.
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Obrázek 6.2: ivotní cyklus serveru.
(2) Li²ta nástroj· obsahuje vybrané funkce, které jsou dostupné z hlavní nabídky.
Jejím hlavním úkolem je £asto pouºívané funkce aplikace podsunout uºivateli více k ruce.
(3) P°epínání mezi servery je realizováno pomocí záloºek a umoº¬uje uºivateli p°is-
tupovat na více server· sou£asn¥. P°i p°epnutí na jiný server dojde k upravení obsahu ve (4)
Stromu model·. Pomocí této moºnosti se také mohou jednotlivé modely p°esouvat mezi
servery £i klonovat. Uºivatel je tedy schopen z n¥kolika distribuovaných model· sestavit
jeden model.
(4) Strom model· sou£asn¥ umoº¬uje otevírání existujících atomicDEVS model·,
které se otevírají v dialogu. P°i otev°ení simulace (dvojklikem, nebo p°es kontextové menu),
spojovaného modelu, nebo vysokoúrov¬ové Petriho sít¥, se poºadovaný prvek otev°e v nové
záloºce (5) (pokud jiº není otev°en). Z £ásti (4) se ovládají i dal²í klí£ové funkce pro
manipulaci a vytvá°ení nových entit v programu.
(5) Záloºky simulací, spojovaných model· a vysokoúrov¬ových Petriho sítí
umoº¬ují p°epínání mezi jednotlivými (6) Pracovními plochami a je tedy moºné soub¥ºn¥
provád¥t n¥kolik r·zných úkon·. V £ásti (6) probíhá samotná editace simulací, vysokoúrov¬ových
Petriho sítí £i spojovaných model·.
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(7) Záloºka logování a záloºky simulací slouºí k p°epínání mezi logovacími výpisy
aplikace, které jsou zobrazovány v (8) Textovém výpisu.
(8) Textový výpis zobrazuje v první záloºce, která nejde zav°ít, obecné informace
o b¥hu aplikace. Nap°íklad ºe ur£itá poloºka byla zam£ena/odem£ena, nebo ºe byla spu²t¥na
simulace. Ostatní záloºky jsou otevírány na základ¥ uºivatelské registrace p°íjmu informací
ze simulace. Pro kaºdou simulaci jsou zobrazovány následující poloºky:
• Aktuální £as simulace.
• as minulého p°echodu.
• as následujícího p°echodu.
• ásti logovacího výstupu simulace.
Posledním prvkem rozhraní je (9)Stavová li²ta, která slouºí k zobrazení informací
o stavu aplikace, jako je nap°íklad informace o tom, zda je aplikace p°ipojena k serveru
nebo ne.
Dal²ím významnou £ástí návrhu uºivatelského rozhraní je vytvo°ení dialogu pro editování
atomického DEVS modelu. Návrh dialogu je na obrázku 6.5.
Dialog se skládá ze t°í £ástí, a to:
• (1) - Graﬁcká reprezentace mnoºiny vstupních port· i s jejich jmény.
• (2) - Strom jednotlivých vlastností, které jsou u modelu deﬁnovatelné.
• (3) - Graﬁcká reprezentace mnoºiny výstupních port· i s jejich jmény.
27
Obrázek 6.3: ivotní cyklus klientské aplikace
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Obrázek 6.4: Návrh uºivatelského rozhraní klienta
(1) (2) (3)





Jak jiº bylo zmín¥no vý²e, server je implementován ve Smalltalku, p°esn¥ji v jeho imple-
mentaci jménem Squeak. Nabízí klientským aplikacím sluºby nástroje SmallDEVS. Server
jako takový je pouze v textové form¥, nemá ºádné graﬁcké rozhraní. Samotná implementace
je rozd¥lena do dvou základním balí£k·:
• SmallDEVS-Server
V tomto balí£ku jsou deﬁnované t°ídy a jejich instance slouºící pro b¥h a obsluhu
klientských poºadavk·. Jednotlivé t°ídy budou zevrubn¥ popsány níºe.
• SmallDEVS-PN
V tomto balí£ku se nachází deﬁnice objekt· pro práci s Petriho sít¥mi. Implementace




Jak jiº napovídá název, v této t°íd¥ je implementováno samotné jádro serveru. Pro obsluhu
p°íchozích spojení se pouºívá objekt ConnectionQueue. V hlavní nekon£ené smy£ce serveru
(po zavolání metody start), která je vytvo°ena jako samostatný proces, probíhá periodické
volání metody getConnectionOrNil objektu ConnectionQueue. Pokud je ve front¥ neob-
slouºené p°íchozí spojení, tak ConnectionQueue vrací Socket tohoto spojení. V opa£ném
p°ípad¥ vrací hodnotu nil. Tento zp·sob práce není sám o sob¥ p°íli² dobrý, protoºe proces
se po°ád dotazuje, zda není nové p°íchozí spojení, a zat¥ºuje tím nadmíru procesor. Z tohoto
d·vodu je mezi jednotlivé testování fronty vloºeno volání (Delay forMilliseconds: 500) wait.,
které £áste£n¥ eliminuje neºádoucí nadm¥rnou aktivitu na procesoru.
Po detekci p°íchozího spojení vytvo°í server nový objekt TCPConnection a nastaví mu
pot°ebné objekty, které budou popsány dále. Poté objekt spustí voláním metody start. Od
této chvíle objekt autonomn¥ zpracovává p°íkazy od klienta.
Vytvo°ení a spu²t¥ní serveru v prost°edí Squeak se provádí následovn¥:
mServer := TCPServer new.
mServer start.
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Poté se chod serveru zastavuje voláním mServer stop., které provede jak zru²ení hlavní
smy£ky, tak i zav°ení v²ech otev°ených spojení.
TCPConnection
Jak jiº bylo °e£eno, zde probíhá obsluha celého jednoho spojení mezi klientem a serverem.
P°i inicializaci objektu prob¥hne vygenerování náhodného hexadecimálního °et¥zce, který
posléze slouºí pro autentizaci klienta. Komunikace s klientem probíhá v samostatném pro-
cesu. P°i spu²t¥ní se provede vytvo°ení proudu dat ze socketu a zaslání náhodného °et¥zce
klientovi. Po obdrºení odpov¥di provede server prohledání uºivatelských ú£t· ve snaze najít
shodu. Pro ov¥°ení identity se pouºívá kryptograﬁcký hash sha1, který je implementován
t°ídou SecureHashAlgorithm. Data jsou testována následovn¥:
SHA1(jméno;heslo;náhodný_°et¥zec)
V p°ípad¥, ºe bude nalezena shoda, nastaví se p°íznak isAuth a server £eká na poºadavky
od klienta. V opa£ném p°ípad¥ se za²le klientovi zpráva, ºe autentizace selhala a ukon£í
se spojení. Po p°ijetí dat dojde k jejich rekonstrukci do p·vodního XML souboru pomocí
detekce crlfcrlf (\n\r\n\r)1. Poté jsou p°ijatá data rozd¥lena podle výskytu první mez-
ery na p°íkaz a na data. Tyto informace jsou p°edány do metody doCommand:data:, kde
probíhá provedení p°íslu²ných operací dle p°íkazu. Jednotlivé operace jsou vykonávány ve
t°íd¥ MyRepositoryHolder.
MyRepositoryHolder
Ú£elem této t°ídy je zajistit exkluzivní p°ístup p°i editaci model·. Výlu£ný p°ístup je za-
ji²t¥n pomocí semaforu myRepositorySem, který ohrani£uje kritickou sekci, v níº se editují
poloºky stromu. T°ída MyRepositoryHolder obsahuje také proces, který periodicky zasílá
zm¥ny v b¥ºících simulacích klient·m, kte°í jsou k odb¥ru zaregistrováni. Tato £innost se
d¥je jednou za sekundu. Získávání logovacích informací z b¥hu simulace je provád¥no pomocí
nastavení objektu MyReadWriteStream do poloºky reportStream u poºadované simulace. In-
formace o £ase jsou získávány p°ímo z objektu simulace.
QueryXMLParser
Parsování jednotlivých klientských p°íkaz· je provád¥no zde. T°ída obsahuje metody pro
vyhledávání poloºek ve strom¥ podle XML, metody pro zm¥nu nastavení, vytvo°ení nové
poloºky. . .
MyReadWriteStream
Tato t°ída je potomkem ReadWriteStream a jsou v ní upraveny metody:
• on: - zde je navíc oproti p°edkovi vytvo°en semafor pro výlu£ný p°ístup.
• nextPutAll: - toto volání je pouºíváno v simulaci pro tvorbu logu. Volání p°edka je
v kritické sekci.
• popData - vrátí v²echna data v buﬀeru a vyprázdní ho. Zkopírování buﬀeru a jeho
vyprázdn¥ní se d¥je v kritické sekci kv·li vylou£ení soub¥ºného £tení a zápisu.
1Tato sekvence je zp·sob ukon£ování °ádk· v systému Windows, který je pouºíván také v ostatních
textových protokolech, jako je nap°íklad HTTP.
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7.1.2 SmallDEVS-PN
Tento balí£ek obsahuje implementaci pro reprezentaci Petriho sítí.
PetriNetPrototype
Jedná se pouze o neaktivní £ást simulace, která je postavena na AtomicDEVSPrototype, ale
negeneruje ºádné vstupy ani výstupy. Stanovení vstupních a výstupních port· modelu je zde
°e²no automaticky a to tak, ºe kaºdé místo, které je v PRECONDS a není v POSTCONDS
ani v CONDS je automaticky vstupní port. Analogicky k tomu se ur£ují i výstupní porty,
jenom s tím rozdílem, ºe místo se nachází v POSTCONDS a ne v PRECONDS ani CONDS.
PetriNetAbstractItem
Jedná se o abstraktní t°ídu, která slouºí jako základ pro deﬁnice t°íd PetriNetPlace a PetriNet-
Transition. Jsou zde deﬁnovány spole£né vlastnosti t¥chto dvou t°íd, jako jsou jméno,
jedine£né id v rámci sít¥ a pozice. Také obsahuje dv¥ abstraktní metody isTransition a is-
Place.
PetriNetPlace
Tato t°ída slouºí pro reprezentaci místa v Petriho sítích. Implementuje abstraktní metody
svého p°edka isTransition a isPlace, a navíc obsahuje multimnoºinu zna£ek.
PetriNetTransition
Tato t°ída je reprezentací p°echodu v Petriho sítích. Implementuje metody isTransition
a isPlace. Dále obsahuje podmínky, metody pro práci s nimi, a dal²í vlastnosti p°echodu.
7.2 Klient
V této £ásti bude rozebráno, jak je klientská aplikace strukturována, jak je implemtováno ed-
itování model·, a ostatní uºivatelské moºnosti. Program je implementován v programovacím
jazyce C++ s maximálním pouºitím objektového návrhu. Pro graﬁcké rozhraní je pouºita
knihovna Qt, která nahrazuje vlastní implementací v¥t²inu standardních knihoven jazyka
C++.
7.2.1 Sí´ová komunikace
Sí´ová komunikace je implementována ve t°íd¥ Connection pomocí interní t°ídy Qt QTcp-
Socket. T°ída Connection je implementována podle návrhového vzoru Singleton a to z d·vodu,
aby se k ní dalo p°istupovat z r·zných £ástí aplikace. Pokud by se nejednalo o Singleton,
vznikaly by problémy s p°edáváním jednotlivých spojení se servery.
Pro sestavení autentiza£ní zprávy je pouºito volání QCryptographicHash::hash(text),
které provádí kryptograﬁcký hash pomocí sha1.
Zpracovávání p°ijatých dat ze serveru probíhá následovn¥:
1. ekání na p°íjem dat.
2. P°idání p°ijatých dat do místního statického buﬀeru.
32
3. Zji²t¥ní, zda je zpráva celá (obsahuje crlfcrlf a zna£ku < /myRepository >).
4. Pokud jsou data kompletní, dojde k p°echodu na dal²í bod. Pokud nejsou kompletní,
nastane p°echod do bodu (1).
5. Rozd¥lení dat na p°íkaz a p°ípadný XML soubor a provedení p°íkazu.
7.2.2 Popis graﬁckého rozhraní
Výsledné graﬁcké rozhraní je na obrázku 7.1.
Obrázek 7.1: Výsledné graﬁcké rozhraní.
Celé uºivatelské rozhraní lze rozd¥lit do £ty° £ástí:
• (1) Hlavní menu a nástrojová li²ta, které slouºí k základnímu ovládání aplikace.
• (2) Záloºky se stromy, které zobrazují modely uloºené na jednotlivých serverech, ke
kterým je klient p°ipojen.
• (3) Pracovní plocha, kde uºivatel pracuje se spojovanými modely a Petriho sít¥mi.
• (4) Výsuvný panel, slouºící k zobrazování logovacích informací celé aplikace a dat
z p°íslu²ných simulací.
Jednotlivé elementy aplikace budou detailn¥ji popsány níºe.
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7.2.3 Hlavní menu a nástrojová li²ta
V hlavním menu se nachází nejd·leºit¥j²í nastavení a to nastavení informací o serverech.
Správce v²ech spojení je vyobrazen na 7.2(a), a na 7.2(b) je správce jednotlivých spojení.
Nastavení spojení je ukládáno do proﬁlu uºivatele. V Linuxu se nap°íklad jedná o adresá°
$HOME/.conﬁg/DEVSClient, kde poslední poloºka cesty je jméno aplikace/organizace. Samotná
konﬁgurace se nachází v souboru DEVSClient.conf. S tímto souborem se pracuje pomocí Qt
knihovny QSettings. Práce s ní je velmi intuitivní.
Jednotlivá spojení jsou identiﬁkována pomocí jména, které musí být jedine£né. Rozsah
pro zadávání port· je stanoven v intervalu < 1, 65535 >. Jakákoli jiná hodnota nebude
dialogem akceptována. Heslo se v dialogu z bezpe£nostních d·vod· nezobrazuje. Pokud
bylo heslo jiº n¥kdy zadáno a uºivatel upravuje spojení a poloºku heslo nevyplní, z·stane
heslo nezm¥n¥no.
V programu jsou p°ihla²ovací informace zabaleny do t°ídy ConnectionInformation, která
pomocí serializace a deserializace zapisuje jednotlivá spojení skrze QSettings p°ímo do kon-
ﬁgura£ního systému.
Dal²í poloºkou menu je podmenu s výpisem v²ech zadaných spojení. V p°ípad¥ ºe je
spojení aktivní, je u jména spojení zatrºíko. Pokud se na aktivní spojení klikne, dojde
k odpojení.
Poslední poloºkou v hlavním menu je uloºení nastavení, které bude okomentováno níºe.
(a) Správce v²ech spojení. (b) Správce jednoho spojení.
Obrázek 7.2: Nastavení spojení.
7.2.4 Strom model·
Po p°ipojení k serveru je vytvo°ena nová záloºka s prázdným stromem. V p°ípad¥ úsp¥²ného
p°ihlá²ení zaºádá klient o strom model·, který je poté zobrazen v p°íslu²né záloºce místo
prázdného stromu. Struktura model· je realizována pomocí QTreeView. Pomocí této kom-
ponenty je ovládána celá struktura model· a simulací. Zde je moºné modely p°esouvat,
klonovat, vytvá°et nové. . . P°i kliknutí pravým tla£ítkem na jednotlivé poloºky ve stromu
je moºné vyvolat kontextové menu obsahující edita£ní akce. Na obrázku 7.3 je vyobrazen
strom model·.
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Obrázek 7.3: Strom model·.
Nejvý²e ve stromu je ko°en stromu (Root). Ten nelze smazat, ani p°ejmenovat. Pod touto
poloºkou se nachází dal²í sloºky stromu. Ty obsahují jednotlivé simulace. V simulacích m·ºe
být vloºen spojovaný model, atomický DEVS nebo atom speciﬁkovaný pomocí Petriho sít¥.
Pro zvý²ení p°ehlednosti jsou za jmény poloºek uvedeny v hranatých závorkách písmenka,
která zna£í, o jaký prvek se jedná. Pouºitá písmena a jejich význam je uveden níºe:
• D - zna£í, ºe poloºka je sloºkou.
• S - ozna£uje simulaci. Pokud je simulace spu²t¥na, zm¥ní se S na R.
• A - ozna£uje model speciﬁkovaný pomocí atomického DEVS.
• P - ur£uje model speciﬁkovaný pomocí Petriho sít¥.
• C - ozna£uje spojovaný model (Coupled DEVS).
• T - zna£í rys (trait), který je pouºíván u speciﬁkace atomického DEVS.
• F - ozna£uje oby£ejný soubor.
P°i kliknutí pravým tla£ítkem na poloºku menu je vyvoláno kontextové menu. Ob-
sah menu záleºí na typu poloºky. Kaºdé menu ale obsahuje poloºku Lock, která slouºí
k poºádání serveru o zam£ení poloºky. Pokud je poloºka uzam£ena, umoº¬uje to uºivateli
editovat podstrom této poloºky. P°idat model do zam£eného podstromu lze také z kontex-
tového menu. Je moºné bu¤ vytvo°it model nový, nebo pomocí nabídky Add Model -
Existing Model vybrat podstrom existující simulace a pomocí zano°ených QMenu vybrat
pot°ebný model. Po potvrzení dojde ke sklonování vybraného modelu. Dal²í moºností pro
p°idání modelu je zkopírovat pomocí kontextového menu daný model. Na obrázku 7.4 je
vyobrazeno kontextové menu pro simulaci, ve kterém je rozbaleno podmenu pro p°idání
existujícího modelu.
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Obrázek 7.4: Kontextové menu simulace.
7.2.5 Uloºení model·
Modely jsou uloºeny ve t°ídách a vztahy mezi nimi jsou vid¥t na diagramu 7.5. Níºe následuje
podrobn¥j²í popis t¥chto t°íd:
• SimulationBaseObject
Základní t°ída, která se pouºívá pro sestavení stromu, aby bylo moºné se v²emi
poloºkami pracovat stejn¥. K identiﬁkaci, o jakou poloºku se p°esn¥ jedná, slouºí
vlastnost t°ídy type. Tyto typy jsou aº na PrintableBoxModel stejné, jak bylo pop-
sáno u zkratek za jmény poloºek. Tato t°ída obsahuje i odkaz na p°edka ve stromu
a seznam (QList) potomk· prvního °ádu (ten se nachází p°ímo pod danou poloºkou).
Pokud je poloºka typu Root, odkaz na p°edka je samoz°ejm¥ NULL. Pro rozli²ení, ke
kterému serveru (spojení) daný prvek pat°í, obsahuje objekt typu QTcpSocket, pomocí
kterého se komunikuje se serverem.
• File
Tato t°ída reprezentuje oby£ejný textový soubor.
• Folder
Reprezentuje sloºky stromu. Sloºky mohou obsahovat dal²í sloºky, nebo jednotlivé
modely.
• PrototypeObject
T°ída slouºící k uloºení rysu (trait) pro deﬁnici atomického DEVS. Podrobn¥ji bude
probrána v 7.2.6.
• PrintableBoxModel
Tuto t°ídu d¥dí v²echny prvky, které mohou byt za£len¥ny do spojovaného modelu.
V této t°íd¥ jsou deﬁnovány mnoºiny vstupních a výstupních port· model·. A práv¥
díky tomuto lze se v²emi modely pracovat graﬁcky stejn¥.
• AtomicDEVS
Obsahuje parametry popisující atomicDEVS.
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• CurvePoints
T°ída slouºící k uloºení bod· k°ivky. její sou£ástí jsou i metody pro parsování bod·
ze zápisu x@y do QPoint a naopak.
• CoupledDEVS
Uchovává deﬁnici spojovaného modelu. Jednotlivá propojení mezi modely jsou reali-
zována seznamem objekt· typu Interconnection.
• Interconnection
Popisuje propojení mezi dv¥ma modely.
• Simulation
Tato t°ída do deﬁnice CoupledDEVS p°idává informace o simulaci (£asy, log. . . ).
• PNAtom
T°ída popisuje vysokoúrov¬ovou Petriho sí´ (místa, p°echody) a udrºuje informace
o vstupních a výstupních portech.
• PNBase
T°ída obsahující spole£né parametry pro místa a p°echody (id, jméno, pozice).
• PNPlace
Popisuje místa sít¥ a implementuje abstraktní metody isPlace, isTransition.
• Condition
Popisuje jednotlivé podmínky, které jsou dále pouºívány v p°echodech.
• PNTransition
T°ída popisuje p°echod v Petriho síti. Obsahuje t°i mnoºiny podmínek (preConds,
postConds, conds).
7.2.6 Editace atomic DEVS modelu
Pro editaci a vytvá°ení nového atomic modelu, popsaného pomocí DEVS, slouºí dialogové
okno vyobrazené na 7.6. V levém a pravém sloupci dialogu jsou zobrazeny vstupní (vlevo)
a výstupní (vpravo) porty. Pro p°idání dal²ího portu sta£í kliknout pravým tla£ítkem do
p°íslu²ného sloupce, a to mimo jiº existující porty, a z menu vybrat Add port. P°i kliknutí
pravým tla£ítkem na existující port se zobrazí moºnosti jeho editace. Samotné ovládání
vlastností modelu je zobrazeno pomocí QTreeView a je provedeno v souladu se speciﬁkací
atomického DEVS. P°i vyvolání kontextového menu je moºné upravovat vlastnosti modelu.
Na 7.6 je ukázáno menu pro p°idávání rysu modelu. Ve strom¥ existuje ﬁxn¥ deﬁnovaná
poloºka DEVSTraitsAndPrototypes, ve které jsou uloºeny rysy. A práv¥ od této poloºky je
budován strom rys·, který obsahuje také p°eddeﬁnovaná a povolená interní jména metod
pro °ízení simulace.
T¥la metod jsou v sou£asné implementaci pouze textová a nejsou nijak validována.
Klient neimplementuje ºádnou formu p°eklada£e/validátoru Smalltalk. Chyba implemen-
tace metody se tedy projeví aº za b¥hu simulace. Zku²enému uºivateli jazyka Smalltalk by
to v²ak nemuselo d¥lat velké problémy.
Dialog pro editaci obsahuje také moºnost p°ijímání chybových zpráv editovaného mod-
elu od serveru. P°i potvrzení dialogu jsou serveru zaslány zm¥ny a dialog £eká na signál
o výsledku zm¥n. Pokud není stavový p°íkaz prázdný, dialog není uzav°en. V p°ípad¥ výskytu
chyby a zru²ení dialogu dojde k návratu do posledního konzistentního stavu.
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Obrázek 7.5: Diagram d¥di£ností mezi objekty.
Editor rys·
Na obrázku 7.7 je vyobrazen editor rys·. Rysy slouºí pro p°eddeﬁnování vlastností model·.
Samotný rys m·ºe obsahovat i rys jiº existující. Dále rys obsahuje popis slot· a metod
provád¥ných modelem.
7.2.7 Graﬁcký editor
Graﬁcký editor slouºí pro editování spojovaných model· a Petriho sítí. Jednotlivé editory
jsou umis´ovány do záloºek, mezi kterými m·ºe uºivatel p°epínat. Záloºky samotné jsou
implementovány odd¥d¥ním QWidget t°ídy QWidgetTab.
Záloºka obsahuje editovaný model, který je dále p°edán do graﬁcké scény (viz níºe).
V p°ípad¥ zm¥ny modelu o tom aplikace vizuáln¥ informuje uºivatele, jak je ukázáno na
obrázku 7.9 v (6) Záloºka modelu. V záloºce je zobrazeno z d·vodu úspory místa pouze
jméno modelu a stav. P°i najetí my²í na záloºku se zobrazí bublinová nápov¥da ve tvaru:
Jméno spojení:Pozice ve stromu
Pozice ve stromu je ve stejném tvaru jako v Linuxovém systému. Poloºka Root je nahrazena
pomocí /.
V záloºce je zobrazen i stav modelu, jestli byl nebo nebyl modiﬁkován. V p°ípad¥ mod-
iﬁkace je za jeho jménem zobrazena *.
Záloºka obsahuje k°íºek pro zav°ení. Pokud byl model zm¥n¥n, je uºivatel dotázán, zda
si p°eje zm¥ny uloºit, nebo zru²it zav°ení. Pro zobrazování spojovaných model· a Petriho
sítí jsou pouºity dva r·zné editory. Na diagramu 7.8 je znázorn¥na d¥di£nost editor·.
Pro práci s graﬁckými prvky, odvozenými od t°ídy QGraphicsItem, jsou zapot°ebí dv¥
t°ídy jiné. QGraphicsScene slouºí pro ukládání prvk·. QGraphicsView vizualizuje prvky
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Obrázek 7.6: Dialog pro upravování atomic DEVS modelu.
uloºené v QGraphicsScene. Pro vytvo°ení editor· byla odd¥d¥na práv¥ t°ída QGraphicsView.
QGraphicsViewEditorBase umoº¬uje pracovat s editory pro spojovaný model a Petriho sít¥
stejným zp·sobem a deﬁnuje základní metody pro nastavování model· a detekci zm¥n.
Jednotlivé modely jsou na úrovni QGraphicsViewEditorBase reprezentovány t°ídou Print-
ableModelBox. Postup pro vytvo°ení souboru zm¥n bude popsán v 7.2.13.
7.2.8 Editace spojovaného DEVS modelu
Editor spojovaného modelu je vyobrazen na 7.9. Na obrázku je vyzna£eno p¥t níºe popsaných
zna£ek:
• (1) Vstupní port a (2) výstupní port
Vstupní (zelené), respektive výstupní(£ervené), porty slouºí pro za£len¥ní tohoto spo-
jovaného modelu do struktury jiného modelu. Pro vytvo°ení nového propojení sta£í
kliknout pravým tla£ítkem na port a vybrat Connection. P°ipojení k ur£enému portu
se op¥t provádí pravým tla£ítkem. Propojovat jde jen ve sm¥ru od výstupního portu
ke vstupnímu. Výjimku ov²em tvo°í propojení vstupního portu aktuálního modelu na
vstup jiného. Analogicky k tomu i výstup jiného modelu na výstup aktuálního modelu.
• (3) Model
V²echny modely umíst¥né do scény jsou odd¥d¥ny od t°ídy PrintableBoxMox. P°i
kliknutí pravým tla£ítkem na model dojde k odeslání signálu, který p°ijde do stromu
model·, a na pozici kurzoru zobrazí dané kontextové menu.
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Obrázek 7.7: Dialog pro upravování rys·.
• (4) Vybrané propojení
Takto vypadá aktivní (vybraná) spojnice mezi modely. Blíºe bude princip pouºitých
k°ivek popsán níºe v 7.2.9.
• (5) Nevybrané propojení
Takto je vykreslena k°ivka, pokud není vybrána my²í.
7.2.9 Implementace k°ivek
Knihovna Qt nabízí pouze aproxima£ní Bézierovy k°ivky (na obrázku 7.10), ale SmallDEVS
pouºívá interpola£ní k°ivky. Z d·vodu zachování kompatibility bylo tedy nutné pouºít tyto
k°ivky.
Pro Qt sice existuje knihovna Qwt[8], která obsahuje interpola£ní k°ivky, ta je ale
primárn¥ ur£ena pro kreslení graf·. Problém p°i implementaci nastal v okamºiku, kdy bylo
t°eba zjistit, zda daný bod (bod k°ivky, ne °ídící) leºí na k°ivce. Problém by bylo moºné
vy°e²it procházením vykreslené rastrované k°ivky, tento zp·sob se ale p°i implementaci
ukázal být jako nevhodný a neefektivní.
Bylo tedy nutné vytvo°it vlastní knihovnu pro práci s p°írodními kubickými interpo-
la£ními k°ivkami. K°ivka je determinována následovn¥ [6]:
• n+ 1 op¥rných bod· P0, P1 . . . , Pn a n+ 1 reálných parametr· u0 < u1 < un,
• k°ivka P (u) je sloºena z kubických polynom· Pi(u), které musí spl¬ovat tyto pod-
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Obrázek 7.8: Diagram d¥di£ností graﬁckých scén editoru.
mínky:
Pi(ui) = Pi−1(ui),∀i ∈ {1, . . . , n− 1}
P ′i (ui) = P
′
i−1(ui),∀i ∈ {1, . . . , n− 1}
P ′′i (ui) = P
′′
i−1(ui),∀i ∈ {1, . . . , n− 1}
• Volbou £ísel u0, . . . , un se ur£uje parametrizace k°ivky. Obvykle se volí jako ui = i
(Uniformní parametrizace).
• Pro výpo£et kubické spline k°ivky lze pouºít kubické polynomy ve tvaru:
Pi(u) = ai + bi(u− ui) + ci(u− ui)2 + di(u− ui)3,∀i ∈ {1, . . . , n− 1}
• Tyto polynomy dosadíme do podmínek pro k°ivku a vy°e²íme soustavu 4× n rovnic.
























Samotná implementace k°ivek je rozd¥lena do dvou t°íd:
• CurveControl
V této t°íd¥ je °ízena práce s k°ivkami. Jednotlivé body jsou uloºeny do QPolygon
a v p°ípad¥ vloºení nového bodu se provede jeho za°azení na správné místo vzh-
ledem k pr·b¥hu k°ivky. V opa£ném p°ípad¥ by docházelo k necht¥nému propojení
°ídících bod·. P°i zm¥n¥ mnoºiny °ídících bod· dojde k p°epo£ítání tvaru k°ivky. P°ed
vykreslením se musí pokaºdé p°edpo£ítat derivace pro jednotlivé body.
• Cubic
Tato t°ída provádí °e²ení polynomu na základ¥ p°edpo£ítaných derivací.
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Obrázek 7.9: Pracovní plocha pro editaci spojovaného modelu.
Samotné spojnice a orientované hrany u Petriho sítí poté tyto dv¥ t°ídy vyuºívají pro
kreslení. Na diagramu 7.11 je znázorn¥na d¥di£nost graﬁckých prvk· zobrazujících k°ivky.
Jako základní t°ída je pouºita QGraphicsLineItem, protoºe k°ivka m·ºe obsahovat dva
body, a bylo tedy výhodné pouºít ji jako p°edka. T°ída QGraphicsCurveItemBase slouºí
k práci s koncovými body a k práci s k°ivkou samotnou (p°idat, respektive odebrat °ídící
body). V této t°íd¥ jsou odchytávány signály o stisknutí, uvoln¥ní a zm¥n¥ polohy kurzoru,
a na jejich základ¥ dochází k ovliv¬ování vykreslené k°ivky. Také se zde °e²í zamezení editace
k°ivky v p°ípad¥, ºe není nastaven zámek modelu. T°ída QGraphicsCurveItem je pouºívána
pro vizualizaci propojení jednotlivých port· model·. Poslední t°ídou je QGraphicsCurveIt-
emWithArrow pouºívaná pro propojování poloºek v Petriho sítích. Více o této t°íd¥ bude
v 7.2.10.
7.2.10 Editace modelu ur£eného Petriho sít¥mi
Na obrázku 7.12 je zobrazen editor Petriho sít¥. V obrázku jsou umíst¥ny zna£ky, které jsou
rozebrány níºe:
• (1) Místo
Místo Petriho sít¥ je implementováno t°ídou QGraphicsItemPNPlace, která je po-
tomkem QGraphicsItem.
• (2) P°echod
P°echod je implementován t°ídouQGraphicsItemTransition, která je potomkemQGraph-
icsItemGroup. Výhodou této t°ídy je, ºe je schopná sdruºovat jiné graﬁcké prvky scény.
Nap°íklad texty jsou t°ídy QGraphicsItemText.
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Obrázek 7.10: Beziérova k°ivka. [11]
Obrázek 7.11: Diagram d¥di£nosti graﬁckých objekt· k°ivek.
• (3) Aktivní podmínka
Obdélník, ve kterém je vypsána podmínka hrany, je umíst¥n na prost°ední bod k°ivky
(pokud jsou jen dva body, tak se pozicuje na st°ed spojnice).
• (4) Podmínka
Oproti propojení popsaného vý²e, je zde navíc je²t¥ p°idána ²ipka, ur£ující zda se
jedná o PRECOND, POSTCOND nebo COND. V p°ípad¥ COND se jedná o ²ipku
oboustrannou. Pro správné zobrazení úhlu ²ipek v·£i k°ivce je nutný zásah uºivatele,
aby vhodn¥ umístil bod p°ed ²ipku.
7.2.11 Práce se simulacemi
Simulace je roz²í°ení t°ídy CoupledDEVS. Na obrázku 7.13 je vyobrazena kontextová nabídka
pro °ízení simulace. Stejn¥ jako ostatní editující operace nad prvky stromu i obsluhování
(spu²t¥ní, zastavení, restartování) simulace vyºaduje zámek. Pro p°ihlá²ení se k odb¥ru stavu
simulace slouºí volba Show log. Po kliknutí na tuto poloºku je zaslán poºadavek serveru
o za°azení do odb¥ratel· stavu a otev°e se nová záloºka v logovacím okn¥, zobrazená na
obrázku 7.14. Pro zobrazení/skrytí logovacího panelu je nutné kliknout na poloºku Show log
/ Hide log v hlavní nabídce aplikace.
Pomocí kontextového menu simulace se provádí také nastavování parametr· rtFactor
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Obrázek 7.12: Model vytvo°ený pomocí Petriho sít¥.
a stopTime. Význam t¥chto parametr· byl popsán v návrhu aplikace . Parametry jsou nas-
tavovány pomocí dialog·, které hlídají validitu zadaných hodnot. P°i nastavování stopTime
parametru je moºné, spí²e nezbytné, umoºnit zadat i textovou hodnotu. StopTime totiº
bývá v¥t²inou deﬁnován nekone£nem. Pro toto nastavení se do dialogu musí napsat inf,
nebo Inﬁnity. P°i restartování simulace dojde k jejímu zastavení a simula£ní £as je nastaven
na 0. Je proto nutné simulaci op¥t znovu spustit. Tento fakt není zp·soben implementací
klienta, ale implementací simula£ního jádra SmallDEVS.
Dále budou popsány jednotlivé prvky logovacího dialogu na obrázku 7.14:
• (1) Jméno simulace
Vizuální vlastnosti záloºky simulace jsou stejné jako u záloºek editoru popsaného vý²e.
V p°ípad¥ zav°ení záloºky dojde i k odhlá²ení uºivatele z odb¥ru stavových informací
o simulaci. Pokud je pomocí kontextového menu simulace zru²eno Show log, dojde
pouze k odhlá²ení odb¥ru informací, nikoliv k uzav°ení této záloºky.
• (2) Výpis logu
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V této oblasti jsou zobrazovány informace získané z b¥hu simulace. Nejnov¥j²í zprávy
jsou p°idávány pod jiº existující a posuvník je nastaven tak, aby byl neustále na
posledním, tedy nejnov¥j²ím, °ádku záznamu.
• (3) Stavové informace simulace
Zde jsou zobrazovány £asové informace o p°echodech a o aktuálním £ase simulace.
Obrázek 7.13: Menu pro °ízení simulace.
Obrázek 7.14: Panel zobrazující stav simulace.
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7.2.12 Logování b¥hu aplikace
Na obrázku 7.15 se nachází panel, v n¥mº jsou zobrazovány logovací informace o b¥hu
aplikace. Nap°íklad pokud je prvek stromu zam£en jakýmkoli uºivatelem, jsou o tom infor-
mováni i ostatní p°ihlá²ení klienti. Tato záloºka nedisponuje moºností zav°ít, a zobrazuje
informace od spu²t¥ní do ukon£ení aplikace. V p°ípad¥ pot°eby je moºné ozna£it v²echny,
nebo jen vybrané výpisy, a pomocí klávesy delete nebo backspace je smazat.
Obrázek 7.15: Panel zobrazující stav simulace.
7.2.13 Provád¥ní zm¥n v modelech
XML soubory se zm¥nami v modelu jsou generovány jednotlivými objekty. P°ed zapo£etím
editace je originální model sklonován. Kaºdý z t¥chto model· implementuje operátor == pro
ur£ení, zda originální a sklonovaný model obsahuje stejné hodnoty. Kaºdý model obsahuje
seznam zm¥n, a to v po°adí, v n¥mº byly vykonány. Konkrétn¥ se tento seznam vztahuje na
p°ejmenovávání, vytvá°ení a mazání model· nebo port·. Informace o zm¥nách se uchovávají
proto, ºe v p°ípad¥ p°ejmenování modelu £i portu je nutné na klientské stran¥ upravit jméno
v nad°azených modelech, které provedou upravení nebo smazání propojení mezi modely.





Testování se provád¥lo na existujících modelech obsaºených ve SmallDEVS. Vytvo°ená ap-
likace je schopná vytvá°et a upravovat v²echny modely, které spl¬ují kritéria Petriho sítí a
DEVS model·. P°í testování byly pouºity následující modely:
• Cart-Pole-Control System
Tento model °e²í problém inverzního kyvadla. Na obrázku 8.1 je ukázán náhled mod-
elu ze SmallDEVS. Na obrázku 8.2 je náhled z klientské aplikace. Oba obrázky jsou
po°ízeny ze stejného modelu. Je tedy patrné, ºe byla zachována kompatibilita zo-
brazení spojnic i pozic model·. Model (simulace) je deﬁnován pomocí spojovaných a
atomických model·.
Obrázek 8.1: Model inverzního kyvadla ve SmallDEVS.
• Generator and 3 processors
K testování byly pouºity i ostatní modiﬁkace tohoto modelu jako je nap°íklad Gen-
erator and 3 Processors with Shared Behavior. Na obrázku 8.3 je náhled modelu z
klientské aplikace. Model je deﬁnován pomocí atomických DEVS.
• Atom deﬁnovaný pomocí Petriho sít¥
Na obrázku 8.4 je ukázán model deﬁnovaný pomocí vysokoúrov¬ové Petriho sít¥, který
je vytvo°en klientskou aplikací.
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Obrázek 8.2: Model inverzního kyvadla v klientské aplikaci.
Obrázek 8.3: Model s generátorem a t°emi procesory.
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Cílem této práce bylo vytvo°it aplikaci, umoº¬ující vzdálený p°ístup k model·m uloºeným
v simula£ním prost°edí SmallDEVS. Aplikace je mimoto schopna ovládat simulace, vytvá°et
a upravovat nové modely £i simulace. Práce je rozd¥lena do t°í £ástí, které se zabývají
návrhem a implementací serveru, protokolu a klienta.
Serverová £ást je implementována v rámci existujícího prost°edí SmallDEVS, které je
vytvo°eno v jazyce Smalltalk (Squeak). Skrze TCP/IP komunika£ní protokol nabízí sluºby
simula£ního jádra. Server je konkurentní, coº znamená, ºe umoº¬uje více soub¥ºných spojení.
P°ed umoºn¥ním p°ístupu k uloºeným model·m musí prob¥hnout autentizace uºivatele.
V p°ípad¥ neúsp¥chu dojde k uzav°ení spojení. Oproti p·vodní implementaci SmallDEVS
je zde p°idána moºnost speciﬁkovat atomický model pomocí vysokoúrov¬ové Petriho sít¥.
Tento model je abstraktní a umoº¬uje jen ukládání sítí a neumí danou sí´ simulovat.
Komunikace mezi klientem a serverem probíhá pomocí textového protokolu, který se
skládá ze dvou £ástí. První £ástí je p°íkaz, který neobsahuje mezery. Druhou £ástí je nepovinný
parametr, který je ve v¥t²in¥ p°ípad· speciﬁkován pomocí XML souboru. Výjimku tvo°í
p°íkaz pro ur£ení náhodného °et¥zce pro autentizaci a stavový p°íkaz determinující chybu
na serveru.
Klientská £ást aplikace je implementována v jazyce C++ s vyuºitím knihovny Qt. Ap-
likace umoº¬uje p°istupovat na více server· soub¥ºn¥ a spravovat jednotlivé modely na nich
uloºené. Sou£ástí spravování model· je i moºnost kopírovat modely mezi servery. Editace
model· probíhá graﬁcky a to bu¤ pomocí dialogu, v p°ípad¥ atomického DEVS, nebo po-
mocí pracovní plochy u ostatních, tedy spojovaných model·, simulací £i atom· deﬁnovaných
pomocí vysokoúrov¬ových Petriho sítí. V sou£asné implementaci aplikace nepouºívá ºádný
Smalltalk validátor kódu. V p°ípad¥, ºe by validace probíhala na stran¥ serveru, disponuje
aplikace p°edp°ipraveným komunika£ním rozhraním pro detekci a zobrazování chybových
hlá²ení uºivateli. Aplikace dále obsahuje výsuvný panel, ve kterém jsou zobrazovány infor-
mace o b¥hu simulací na serverech a informace z b¥hu aplikace samotné.
Celá aplikace je p°enositelná i na jiné opera£ní systémy (implementace probíhala v Lin-
uxu). Pro klientskou £ást sta£í pouze aplikaci zkompilovat pro cílovou platformu, která
samoz°ejm¥ musí podporovat knihovnu Qt. Jelikoº je server implementován ve Smalltalku,
jeho p°enos na jinou platformu obná²í pouze zm¥nu virtuálního stroje.
Dal²í rozvoj aplikace by se m¥l zam¥°it na plnohodnotnou implementaci simulací pro
vysokoúrov¬ové Petriho sít¥. Dal²ím roz²í°ením by mohlo být detekování výjimek z b¥hu sim-
ulací, které jsou v simula£ním jádru realizovány ve zvlá²tním vláknu. Toto ov²em vyºaduje
zásah do samotného simula£ního jádra.
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