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The bachelor of engineering thesis describes creating mobile software called ‘Labrat’. The 
main goal in this project was to build a generic object relation mapping database handler – 
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Lyhenteet 
A4 ISO 216 –standardin määrittelemä A-sarjan paperiarkkikoko, jonka mitat 
millimetreinä ovat 210 x 297. 
GUI Graphic User interface eli graafinen käyttöliittymä. 
HQL Hibernate Query Language on Hibernate-ohjelmistokehyksen käyttämä 
kyselykieli, jolla voidaan tehdä SQL:n kaltaisia kyselyjä tietokantaan. 
iOS iPhone Operating System on Applen kehittämä käyttöjärjestelmä mobiili-
laitteille. 
JDBC Java Database Connectivity on Java-ohjelmointikielen standardoitu raja-
pinta relaatiotietokantojen käyttöön. 
MAC  Media Access Control address on verkkosovittimen ethrnet-verkossa yk-
silöivä osoite. 
MVC Model View Controller on malliin näkymään ja ohjaimeen sovelluksen 
toiminnan jaotteleva arkkitehtuuri. 
ODBC Open Database Connectivity on standardoitu avoin rajapinta tietokannoil-
le, sen avulla sovellukset voivat kommunikoida tietokantapalvelimen 
kanssa.  
OOAD Object-oriented Analysis and Design olio-orientoitunut suunnittelu ja sii-
hen liittyvä olioanalyysi, jonka tuloksena saadaan muun muassa järjes-
telmän luokkakaavio. 
ORM Object Relational Mapping on tiedon konvertointia oliopohjaisesta järjes-
telmästä relaatioperusteiseen järjestelmään (kuten relaatiotietokanta). 
ROM Relational Object Mapping on tiedon konvertointia relaatioperusteisesta 
järjestelmästä (kuten relaatiotietokanta) oliopohjaiseen järjestelmään. 
   
Yleisempi, laitearkkitehtuuriin liittyvä, tulkita lyhenteelle on Read Only 
Memory eli lukumuisti – siihen ei kuitenkaan viitata tässä dokumentissa. 
SQL Structured Query Language on kyselykieli, jolla relaatiotietokantaan voi-
daan tehdä erilaisia hakuja, lisäyksiä ja muutoksia. 
UML Unified Modeling Language on kuvaustapa, jolla voidaan hahmotella tie-
toteknisten järjestelmien ohella miltei mitä tahansa arkielämän ilmiötä. 
XML Extensible Markup Language on merkintäkieli, jossa tiedon rakenne ja 
datasisältö yhdistyvät.  
XIB Xcode Interface Builder on Applen Xcode-kehittimen osa, jolla suunnitel-
laan ohjelmien käyttöliittymiä. 
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1 Johdanto 
Insinöörityön aiheena oli laboratorio- ja tuntikoepisteiden kirjaamiseen soveltuvan oh-
jelmiston rakentaminen sekä yleiskäyttöisen ORM-ratkaisun (olio-relaatio-kuvaus) ke-
hittäminen.  
Sovellus on tarkoitettu apuvälineeksi opettajille, jotka ovat tähän asti rekisteröineet 
opiskelijasuorituksia lähinnä kynään ja ruutupaperiin turvautuen. Arkaaisessa mene-
telmässä ei sinällään ole mitään moitittavaa. Tarve mukauttaa toteutuskohtaisia harjoi-
tustöitä nykyistä ketterämmin kyseenalaistaa kuitenkin kuulakärkikynällä paperiarkin 
pintaan ankkuroidun kirjanpitotavan käytännöllisyyden. Lisäksi mobiililaitteelle – toisin 
sanoen lähes ihmisen ruumiinosaksi muuttuneelle puhelimelle – taltioitu muistiinpano 
kulkee mukana varmemmin kuin A4:lle vuodatettu epistola opiskelijoiden edesottamuk-
sista.  
Sovelluksen ohella tehtiin geneerinen tietokantakäsittelijä, jota tilaaja voisi hyödyntää 
kaikessa älypuhelimiin suunnatussa ohjelmistotuotannossaan. Applen iOS:n ympärille 
rakentuneen ekosysteemin lisäksi tutkittiin Android-ympäristön edellytyksiä sovelluksen 
kehitysalustaksi. Tutkimuksen tuloksena Androidille toteutettiin sovelluskokonaisuudes-
ta vain olio-relaatio-kuvauksesta vastaava osa. 
Sovelluksen tekninen toimivuus oli luonnollisesti ensisijainen päämäärä. Jotta tuote 
läpäisisi Applen laadunvalvonnan tiukan seulan, lopputuloksen olisi oltava myös esteet-
tisesti onnistunut.   
Insinöörityöraportti selvittää, mitä edellä kuvattujen tavoitteiden saavuttamiseksi tehtiin. 
Selonteossa eri aihealueet on pyritty aitaamaan selkeiksi kokonaisuuksiksi, mutta kar-
sinoidun tiedon on kuitenkin annettu paikka paikoin vuotaa lukujen välillä – silloin kun 
kerronnan karkailusta on ollut apua kokonaisuuden ymmärtämiselle. 
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2 Työn tilaaja ja tekijä 
Insinöörityön tilaaja, Tietomato Oy, on vuonna 1989 perustettu ohjelmistoyritys. Tähän 
asti yhtiön myyntikatteesta noin 95 prosenttia on tullut pääasiassa mittatilausohjelmien 
toimittamisesta suurille ja keskisuurille yrityksille. 
Insinöörityön myötä Tietomato Oy on siirtämässä toimintansa painopistettä Windows-
ohjelmoinnista älypuhelinohjelmointiin. Opinnäytteestä tulee yritykselle järjestyksessä 
toinen tuotteistettu koulutusalan älypuhelinsovellus. Hyppy uuteen ekosysteemiin ei ole 
Tietomadon ensimmäinen [1, s.8–10], mutta se on varmasti niistä pisin. Laitekannan ja 
käyttöjärjestelmän vaihtuminen tarkoittaa totaalista ohjelmointiympäristön vaihdosta. 
Entisen yritysjärjestelmätoimittajan siirtyminen kuluttajamarkkinoille venyttää hyppyä 
entisestään [2, s.1–17].  
Toimeksiantaja ei odota harjoitustyösovelluksen olevan kaupallinen menestys. Tässä 
vaiheessa ratkaisupankin ja omien työkalujen kerryttäminen tulevia projekteja varten on 
tärkeämpää.  
Tietomato Oy:llä on pitkä historia olioiden ja relaatioiden välisen yhteistoiminnan toteut-
tamisesta. Siksi insinöörityön ohessa syntynyt tietokantakäsittelijä noudattaa yhtiön 
omaa, Windows-puolelle toteutettua, ORM-filosofiaa. Nykyisten ja tulevien järjestelmien 
rinnakkain tapahtuva ylläpito on helpompaa, kun vanhat ja uudet ratkaisut ovat aate-
maailmaltaan yhteensopivia. 
Koska Tietomato Oy on yhden miehen yritys, yrityksen nimissä mainitut tekniikat ovat 
samalla myös insinöörityön tekijän itsensä aikaansaannoksia. 
Ranskan Aurinkokuningasta mukaillen: ”Yritys olen minä”. 
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3 Sovelluksen pääpiirteet  
3.1 Toiminta  
Pisteenkirjausohjelmisto, Labrat, on tehty Applen iOS-käyttöjärjestelmällä toimivalle 
iPhone-puhelimelle. Ohjelmointiympäristönä palveli Xcoden versio 4.2 ja -kielenä käy-
tettiin Objective-C:tä. Sovelluksen käyttöohje on nähtävissä liitteessä 2. 
Ohjelmiston tietovarastona on puhelimessa sijaitseva SQLite-relaatiotietokanta. Tieto-
kannan tauluihin kohdistetaan hakuja ja päivityksiä SQL-komennoilla. Tarvittaessa oh-
jelma tuottaa taulujen sisällöstä XML-muotoisen datapaketin ja lähettää sen pilvipalve-
limelle. Vastaavasti ohjelma osaa hakea pilvestä XML-tiedostoksi koodatun aineiston, 
purkaa sen SQL-komennoiksi ja suorittaa komennot.  
Tietokannan sisältö esitetään käyttäjälle käyttöliittymän näkymien välityksellä. Samoilla 
näkymillä käyttäjä myös pääsee lisäämään, muuttamaan ja poistamaan tietoa. 
3.2 MVC- ja kolmikerrosmalli 
Applen kehitysväline pakottaa ohjelmoijan huomioimaan MVC-mallin (Model View 
Controller) eli arkkitehtuurin, joka jakaa sovelluslogiikan malliin, näkymään ja oh-
jaimeen. Kolmikantaisuutta ei ohjelmointiympäristössä välttämättä huomaa, sillä käyttö-
liittymän rakennustyökalu, XIB (Xcode Interface Builder), piilottaa näkymän xib-
tiedostoon. Ohjainten ja näkymien erillisyys havainnollistuu kuitenkin periytettäessä 
näkymiä suoraan UIView-luokasta ja kytkettäessä niitä haluttuihin ohjaimiin. 
MVC-arkkitehtuurin ohella ohjelmisto noudattaa tietokantalähtöistä hierarkkista kolmi-
tasomallia seuraavasti: 
1)  Käyttäjä asioi ainoastaan graafisen käyttöliittymän kanssa. 
2) Käyttöliittymä keskustelee käyttäjän ja liitetoiminnallisen välikerroksen kanssa. 
Tietyin rajoituksin myös sen suora toiminta pohjakerroksen kanssa on sallittu. 
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3) Välikerroksen bisnesluokat eristää tietovarastosta kellarikerros, joka toimii sys-
teemin ainoana väylänä tietokantaan.  
Kolmikerroksisen järjestelmän kulmakivenä on seuraava säännöstö: 
 Käyttöliittymä (GUI) ei ole tietoinen tietovaraston toteutustavasta eikä käyttöliit-
tymäluokkiin saa kirjoittaa SQL-komentoja tai vastaavia tietovarastoriippuvaisia 
toimintoja. 
 
 Liiketoiminnallinen välikerros tunnustaa relaatiotietokannan olemassaolon ja lii-
ketoimintaluokissa saa esiintyä SQL-komentoja. Välikerroksen pysyvät luokat 
on periytetty pohjakerroksen Dob-kantaluokasta, mutta niissä itsessään ei saa 
olla ohjelmakoodia, joka asioisi varsinaisen tietokannan kanssa. Välikerros pal-
velee käyttöliittymää ilman suoraa graafista kontaktipintaa ohjelman käyttäjään.  
 
 Pohja- eli tietovarastokerroksella ei ole käyttöliittymällisiä eikä liiketoiminnallisia 
ominaisuuksia eikä tietokannan sisältöön, kuten taulukohtaisiin erityispiirteisiin, 
sidottuja palveluita. Sen tehtävänä on selvittää annetun taulun tai kyselytulok-
sen rakenne, mukauttaa asiasta vastaava ilmentymä rakenteen mukaiseksi vä-
livarastoksi ja vapauttaa taulukohtainen kursori välittömästi hakutuloksen imey-
dyttyä ilmentymän jäsenolioihin. Kolmitasomallin alin taso vastaa datan muut-
tamisesta SQL-komennoiksi ja XML-viesteiksi. Se päivittää tietokantaa myös 
järjestelmän ulkopuolelta haettavien XML-viestien ohjeistamana jäsentämällä 
viesteistä SQL-lauseita ja suorittamalla ne. 
Kahden filosofian välissä tasapainotteleva ohjelmisto toteuttaa arkkitehtuurien etupiiri-
jaon kuvan 1 mukaisesti.  
 
Kuva 1. Arkkitehtoninen hybridi. 
Sovelluksen kokonaisarkkitehtuuri rakentuu sisäkkäisiin ja osittain limittäisiin käsitteelli-
siin kerroksiin. Asiakas-palvelinarkkitehtuurissa asiakassolmun muodostaa yksittäinen 
älypuhelin siihen asennettuine ohjelmineen ja palvelimen yksi tai useampi sovellukselle 
verkossa pilvipalveluja tarjoava taho (kuva 2). 
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Kuva 2. Sovelluksen kokonaisarkkitehtuuri. 
3.3 Strategiset mitat 
Labratissa on 73 lähdekoodiyksikköä (.h ja .m-tiedostot), joissa on yhteensä 13488 
käsin kirjoitettua koodiriviä. Kun rivimäärästä poistetaan kommenttirivit ja rivit, joilla on 
vain välilyöntejä tai pelkkä ohjelmalohkon aloitus- tai loppumismerkki, jää toiminnallisia 
lähdekoodirivejä jäljelle 5692. Luokkametodeja järjestelmään on kirjoitettu 43 ja in-
stanssimetodeja 421. Kuvatiedostoja tehtailtiin ohjelman käyttöliittymää varten 134 
kappaletta. Työmääränä kokonaisuus vastaa 2–3 henkilötyökuukauden rupeamaa.  
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4 Suunnittelu ja ohjelmointi käytännössä 
Sovelluksen suunnittelussa aihetta lähestyttiin sekä olio- että tietokeskeisesti. Tämä on 
poikkeuksellista, sillä kyseiset lähestymistavat mielletään yleensä vaihtoehtoisiksi eikä 
rinnakkaisiksi menetelmiksi [3, s.4]. Kaksijakoisen ratkaisumallin ansiosta tuloksena 
saatiin toisistaan riippumaton olioanalyysi ja relaatiomallin mukainen tietokantakuvaus. 
Koska erillisten suunnittelupolkujen tuottama luokkakaavio (liite 1) ja tietokanta saatiin 
sopimaan omatekoisella ORM-kehyksellä saumattomasti yhteen, lähestymistapojen 
uhkarohkeaa yhdistelyä voitaneen pitää ainakin tämän projektin osalta menestyksenä.  
Niin Labratissa kuin muissakin objektiorientoituneissa järjestelmissä luokkien metodi- ja 
aliohjelmatasolle mentäessä ohjelmakoodi alkaa muuttua yhä proseduraalisemmaksi. 
Siltä osin myös suunnittelu lähestyy toimintokeskeistä tapaa. Ohjelmalogiikasta ei kui-
tenkaan piirretty ensimäistäkään käyttötapaus- [4, s.280] tai vuokaavioita [5, s.43] saati 
noudatettu Jacksonin rakenteellisen ohjelmoinnin menetelmää [6]. Raportin kirjoittaja 
tunnustaa kyllä hallinneensa edellä mainitut, osin jo esihistorialliset, konstit joskus kau-
an sitten. Ne vain eivät koskaan tuntuneet luonnolliselta tavalta suunnitella ohjelmia. 
Kenties siksi, että jokaiselle ohjelmoijalle muodostuu vuosien saatossa väkisinkin oma 
sisäinen kielensä ja ulkoinen ilmaisutapansa ohjelmien hahmotteluun ennen niiden 
lopullista toteutusta [7, s.74]. 
Sovellukseen liittyvät ideat kirjoitettiin suurelta osin suoraan lähdekoodiksi. Vain mut-
kikkaimmat loogiset rakenteet hahmoteltiin puoliohjelmointina paperiarkille. Epäsovin-
naisesta ulkoasustaan huolimatta nuo suunnitelmat olivat välttämättömiä insinöörityön 
valmistumiselle.  
Havaintoesimerkkinä ohjelmoinnin suunnitteluvaiheista palvelee kuva 3, johon on yh-
distetty Dob-luokkaan toteutetun binäärihakualgoritmin käsinkirjoitettu puoliohjelma, 
logiikan pöytätesti sekä algoritmin lopullinen Objective-C-kielinen toteutus. Se kertonee 
insinöörityöhön liittyneen ohjelmointiprosessin todellisesta olemuksesta enemmän kuin 
sanalliset selvitykset. 
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Kuva 3. Binäärihaun luonnostelu ja toteutus. 
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5 Valmiit ORM-ratkaisut 
Sovellustasolla Labrat suunniteltiin OOAD-kehyksen mukaisesti, vaikka tietokanta laa-
dittiinkin tietokeskeistä lähestymistapaa noudattaen. Oliot ja relaatiot eivät kuitenkaan 
sovi yhteen sellaisenaan. Niiden välille tarvitaan jonkinlainen yhdysside, olio-relaatio-
kytkentä eli ORM.  Apple tarjoaa olioiden ja relaatioiden väliseksi sillaksi Core Dataa, 
Java-ympäristöön on puolestaan tarjolla Hibernate. 
Core Data 
Labratin edesmenneessä alfaversiossa syötteen tallentamiseen käytettiin Core Datana 
tunnettua ohjelmistokehystä [8, s.363]. Applen ohjelmointiympäristöön integroituun 
kehykseen kuuluu muun muassa työkalu relaatioiksi muutettavien entiteettien määrit-
tämiseen. Vaikka Core Data hyödyntää relaatiotietokantaa, se kätkee relaatioille omi-
naiset piirteet. Ohjelmoijalle tietovarasto esitetään oliotietokantana niiltä osin kuin tieto-
kannan olemassaoloa edes huomaa. 
Core Datan yhtenä vahvuutena on tietokantaoperaatioiden yksinkertaistaminen. Kehit-
täjän ei tarvitse miettiä tauluja eikä olla huolissaan niiden välisten viite-eheyksien rik-
komattomuudesta. Monen suhde moneen -relaatioissa välitaulu kätkeytyy hienotuntei-
sesti kulisseihin. Niin ikään oliokanta vapauttaa kehittäjän arvioimasta taulurivikohtai-
sesti, onko kyseessä uuden rivin lisäys vai olemassa olevan tiedon muuttaminen. Core 
Data noudattaa myös funktionaalisesta ohjelmoinnista tuttua laiskan haun tekniikkaa 
[10, s.14]. Yleisesti ottaen laiskuutta ei pidetä ansiona, mutta tietokantatyöskentelyssä 
asia on toisin. Haut levyltä tai vastaavalta massamuistilta ovat pitkien signaalimatkojen 
vuoksi yksi tietojenkäsittelyn pullonkauloista. Core Data suorittaa tilatut kyselyt vasta 
sitten, kun haettavaan tietoon kohdistuu ohjelmakoodissa toimenpiteitä. Käsittelyttä 
jäävän tiedon hakemiseen ei tuhlata arvokasta suoritusaikaa. [8, s. 363–394] 
Kehyksessä on kuitenkin eräs häiritsevä piirre. Se sarjallistaa oliot ansiokkaasti relaati-
oiksi, mutta ei suostu tulkitsemaan relaatioita olioiksi. Core Data pidättää itsellään oi-
keuden laatia olioiden luokkakuvauksista tietokannan taulut ja indeksoida ne omien 
optimointisääntöjensä mukaisesti. 
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Kuva 4. Labratin alfaversion kokeellinen Core Data -malli. 
Kuvassa 4 on Core Datan suunnittelutyökalulla laadittu tietomalli pysyvistä luokista 
keskinäisine riippuvuuksineen. Tässä vaiheessa oliot olivat vielä suomenkielisiä. Mal-
linnuseditorilla relaatiomaisten olioluokkien tuottaminen oli helppoa, mutta johti paikoi-
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tellen leikkaa-liimaa-tyylisen lähdekoodin kirjoittamiseen. Redundantilta ohjelmakoodil-
ta olisi vältytty esimerkiksi sivuuttamalla mallieditori, periyttämällä ohjelmallisesti ali-
luokkia NSEntityDescriptionista ja määrittämällä sen NSAttributeDescription-kuvauksen 
attribuutit dynaamisesti [9, s.526].  
Sinällään täysin toimivasta mallista luovuttiin, koska haluttiin, että tietokannan rakenne 
pysyy läpinäkyvänä ja relaatiot normalisointisääntöjen mukaisina. Lisäksi Core Data 
sopii vain Applen laitteille tarkoitettuihin ratkaisuihin. 
Hibernate 
Java-ympäristössä olioiden ja relaatioiden välisenä siltana voidaan käyttää Hibernate-
kehystä. JDBC-ajureiden välityksellä tietokannan kanssa asioiva kehys käyttää SQL:n 
inspiroimaa HQL:ää kyselykielenä [11, s.104].. 
Hibernate muodostaa objektista Java-kielisen luokkakuvauksen ja lisää luokkaan relaa-
tion attribuutteja vastaavien ominaisuuksin luku- ja asetusmetodit [11, s.82]. Core Data 
-luokkien tavoin myös Hibernate luo olioiden luokkakuvauksesta relaatioita eikä päin-
vastoin. Valmiista tauluista ei kumpikaan kehys suostu synnyttämään olioita. 
Java-henkisyydestään huolimatta Hibernatea ei ole toistaiseksi implementoitu And-
roidille. 
Suljettu lähdekoodi  
Core Data on tehty Apple-ympäristöön, Hibernate tukee pelkästään Java-kieltä. Syn-
taksiltaan ja notaatioltaan kyseiset kehykset ovat keskenään kovin erilaiset. Core Da-
taan liittyy myös insinöörin ajatusmaailmaa häiritsevä ”mustan laatikon” ongelma. Laa-
tikko tekee kyllä mitä käsketään, mutta kuinka ja miksi se mitäkin tekee jää pitkälti ar-
voitukseksi. Pessimistisesti ajatellen tietokone itsessään on musta laatikko, mutta sen 
asian kanssa oppii elämään – toisin kuin arvoituksellisen tietovarastoinnin kanssa. 
Niiltä osin kuin Core Datan sisäistä toteutusta päästiin tarkastelemaan lähdekooditasol-
la, koodin merkintätapa poikkeaa toimeksiantajan standardeista. Vaikka lähdekoodia 
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voisi teoriassa joiltain osin muokata mieleisekseen, käytännössä se on lähes mahdo-
tonta.  
Mustiin laatikoihin liittyy muitakin ongelmia. Kun niiden jatkokehitys on vieraissa käsis-
sä, mitä tehdään, jos ohjelmointiympäristön päivityksen jälkeen kehys toimiikin hieman 
eri tavalla kuin aiemmin? Sama ongelma koskee toki kaikkia kehyksiä, mutta ORM 
haluttiin tehdä omin käsin sen toimeksiannon kannalta suuren painoarvon vuoksi.  
6 Tietokanta 
SQLite 
Erilaisista ORM-kehyskandidaateista huolimatta Android- ja iPhone-puhelimia yhdistää 
itse tietokanta. Sekä Apple (iOS) että Google (Android) ovat sisällyttäneet käyttöjärjes-
telmiinsä SQLite-tietokantamoottorin [8, s.351; 12, s.209–211]. Kummaltakin toimittajal-
ta löytyy myös perinteinen, tietokeskeiseen lähestymistapaan perustuva, ohjelmallinen 
rajapinta relaatiotietokannan käsittelyyn. Sen pohjalta päätettiin rakentaa riippumaton 
tietokannan käsittelymekanismi, joka olisi käytettyä ohjelmointikieltä lukuun ottamatta 
yhtenäinen kummallakin käyttöjärjestelmäalustalla.  
Taulut 
Siinä vaiheessa, kun Core Datan oliokantamallista luovuttiin, täytyi lopullinen tietokanta 
määritellä tavanomaisina tauluina niin sarakkeineen kuin pää- ja vierasavaimineen. 
Oliokannasta tuttujen pysyvien luokkien relaatiovastineita suoraviivaistettiin siltä osin, 
että koulutusabstraktio jätettiin pois ja atomiseksi tasoksi asetettiin kurssin toteutus 
(kuva 5). Lopuksi käsitteet käännettiin englanniksi ohjelman myöhempää App Storeen 
hyväksyttämistä silmällä pitäen. 
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Kuva 5. Lopullinen tietokantaratkaisu. 
 
7 ORM-kehyksen toteuttaminen 
7.1 Relaatioiden muuntaminen olioiksi 
Tietomato Oy:llä on käytössään itse kehittämänsä tietokantakäsittelijä. Sen ensimmäi-
nen Pascal-kielinen versio valmistui vuonna 1999 Windows-ympäristöön Delphillä teh-
dyn sovelluksen ja Oracle-tietokannan väliseksi tulkiksi. Käsittelijän myöhemmät versiot 
on kytketty lisäksi SQLServeriin, Interbaseen, Absolute Databaseen ja jopa peräkkäis-
tiedostoihin.  
Tietokantakäsittelijän saattaminen mobiiliaikakauteen Windowsissa toimivaa esiku-
vaansa keveämpänä versiona otettiin osaksi insinöörityötä. Luokasta kirjoitettiin Java- 
ja Objective-C-kieliset toteutukset, jotka sovitettiin yhteen SQLite-tietokannan kanssa.  
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7.2 Dob-luokka 
Dob-luokka on lyhenne sanoista Data Object. Se vastaa kaikesta tietokantaan vietä-
västä ja sieltä tuotavasta tiedosta. Dobissa ja sen jäsenluokissa (DobRow, DobCol, 
ColMeta ja Obsession) on tiukan laskutavan mukaan yhteensä 1347 riviä lähdekoodia. 
Se kattaa noin neljäsosan koko Labrat-sovelluksen lähdekoodista ja muodostaa kolmi-
tasomallin alimman eli tietovarastokerroksen. 
Dob-luokka on siis oikeastaan koko ORM-kehys tai, jos tarkkoja ollaan, ROM-kehys. 
Labrat-sovelluksen Dob-ilmentymäthän eivät luo olioista relaatioita, vaan relaatioista 
olioita. Mikään ei kuitenkaan estä toimimasta kummin päin hyvänsä. Dob-luokan meta-
kuvaus luodaan dynaamisesti ja sen perusteella voitaisiin myös oliosta luoda relaatio.  
Dob-luokka asioi tietokannan kanssa libsqlite3.dylib-kirjaston metodien välityksellä. 
Libsqlite3-kehykselle syötetään SQL-komentoja, ja sen palauttamat tulosjoukot Dob 
purkaa ja taltioi ajonaikaisesti DobRow- ja DobCol-olioista muodostuvaan matriisiinsa. 
Core Datasta ja Hibernatesta poiketen Dob-ilmentymä vastaa oletusarvoisesti koko 
kyselytulosta, relaatiota, kun taas CoreDatan ja Hibernaten objektien vastaavuus on 
taulurivikohtainen. Ne esittävät relaation oliokokoelmana. Dob sen sijaan ei ole koko-
elmaluokka, mutta sen jäsenolio rows sisältää kokoelman taulurivejä vastaavia Dob-
Row-luokan ilmentymiä. Joidenkin metodiensa välityksellä Dob näyttäytyy silti yksittäi-
sen taulurivikohtaisen alkion kaltaisena (luokan rajapinnan tarkka kuvaus liitteessä 4). 
Luokan instanssimetodit voivat nimittäin kohdistua 
 metatietoihin, kuten isMetaValues 
 koko olioistettuun relaatioon, kuten luvussa 4 mainittu binarySearch 
 olioistetun relaation yksittäiseen riviin, kuten colByInd. 
Dobin lähdekoodi ei ota kantaa yhdenkään tietokantataulun rakenteeseen. Kun luokan 
ilmentymälle annetaan taulun nimi, se selvittää tietokannan metatiedoista taulun avai-
met, sarakkeiden nimet ja tietotyypit. Niillä tiedoilla ilmentymä mukauttaa oman meta-
rakenteensa taulua vastaavaksi. 
Relaatiorakenteen matkimisen lisäksi Dob osaa adoptoitua vapaamuotoisen kyselyn 
tuottaman tulosjoukon muotoiseksi, vaikka kyselyyn olisi lisätty ulko- ja sisäliitoksilla 
sarakkeita useista tauluista. 
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Dob ei välttämättä tarvitse mallikseen taulua tai kyselyä. Luokan avulla voi muodostaa 
mitä mielikuvituksellisimpia tietorakenteita määrittämällä sen metarakenteen haluamal-
laan tavalla. 
Relaation lataaminen Dob-ilmentymään 
Tavanomaisessa tilanteessa, jossa Dob-luokasta periytetty ilmentymä muuttaa relaati-
on olioksi (tai katsantotavasta riippuen, muuntautuu itse oliona relaation kaltaiseksi) 
tapahtuu seuraavaa: 
 Dob-olio vastaanottaa taulun eli relaation nimen ja hakee tietokannasta taulun 
metatiedot komennolla ”PRAGMA table_info(taulunimi);”. 
 SQLite vastaa komentoon tuottamalla sqlite3_stmt-tyyppisen listan, joka sisäl-
tää taulun jokaisen sarakkeen järjestysnumeron, nimen, tyypin sekä tiedon siitä, 
kuuluuko sarake pääavaimeen. Näistä metatiedoista kootaan NSMutableArray-
tyypin listaan ColMeta-luokan ilmentymiä. Lista toimii Dob-oliolle relaation tie-
tuekuvauksena, ja se on nimetty metaCols-ominaisuudeksi. 
 Dob-luokan instanssimetodi load (tai joku sen kuormitetuista versioista) suorit-
taa SQL-kyselyn, jonka paluuarvosta luodaan Dob-ilmentymään DobRow- ja 
DobCol-olioista muodostuva, metaCols-ominaisuuden määrittämän tietuekuva-
uksen mukainen matriisi.  
 Libsqlite3-kehyksen välittämän kyselytuloksen tietosisältö konvertoidaan sqli-
te3_stmt-oliosta matriisiin. 
 Kun relaatiota vastaava matriisi on valmis, Dob irrottaa otteensa tietokannan 
taulusta ja kursori vapautuu seuraavan SQL-operaation käyttöön. 
Dob-ilmentymään absorboituneen relaation riveillä liikutaan instanssimetodien ze-
roest, first, prev, next, last ja gotoRow avustuksella. Yksittäiseen soluun eli rivin ja 
sarakkeen risteyskohtaan voidaan viitata joko sarakkeen nimellä, indeksillä tai rivi-
ilmentymän ja sarake-indeksien yhdistelmällä. Näitä vastaavat Dob-luokan instans-
simetodit ovat: 
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- (DobCol *)col:(NSString *)colName; 
- (DobCol *)colByInd:(int)i; 
- (DobCol *)colByInd:(int)i Row:(DobRow *)row; 
 
Rivien päivitys 
Dob on tietoinen jokaisen rivinsä tilasta ja jokaisen rivin yksittäisen sarakkeen tilasta. 
Jos sarakkeen sisältöä muutetaan, viesti muutoksesta kulkeutuu riville ja riviltä sen 
omistavalle Dob-oliolle. Luokan update-metodi päivittää muuttuneet ja uudet rivit tieto-
kantaan muokaten rivien sisällöistä joko SQL:n update- tai insert-lauseita. Poistettaviksi 
liputetuista riveistä Dob tekee delete-komentoja. Se tutkii myös, löytyykö päivitettävien 
rivien osalta päällekkäisyyttä primääriavainten osalta tai onko sisällöltään muuttuneeksi 
merkitty rivi tuhottu rinnakkaiskäsittelyssä, ja mukauttaa parhaansa mukaan SQL-
komennot tilanteeseen sopiviksi. Metodilla updateRow voidaan päivittää vain yhden 
kohdistetun rivin tiedot tietokantaan matriisien kaikkien muuttuneiden rivien sijaan. 
Dob-luokasta periytetyn olion kaikkiin riveihin kohdistuva peruspäivitys noudattaa 
yksinkertaistettuna seuraavaa kaavaa: 
 Kutsutaan ilmentymän update-metodia. 
 Update-metodissa iteroidaan relaatiota vastaavan rows-listan DobRow-oliot ja 
jokainen riviolio lähetetään updateRow-metodin käsiteltäväksi. 
 Jokaisen DobRow-olion kohdalla iteroidaan läpi Dob-olion metaCols-kuvaus, 
josta saadaan sarakkeiden nimet ja tietotyypit. Sarakenimellä pyydetään Dob-
Row-ilmentymältä sen NSMutableArray-tyyppiseen cols-ominaisuuteen taltioi-
man, rivi- ja sarakepositioiden määrittämän, DobCol-alkion arvo. 
 DobRow-rivin tilasta (new, changed, delete) riippuen muodostetaan joko SQL-
syntaksin mukainen insert-, update- tai delete-lause. 
 Dob-olio suorittaa kunkin SQL-komennon execSql-metodissaan. 
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Jäsenluokkien väliset yhteydet 
Järjestelmässä on vain yksi jaettu Obsession-luokan ilmentymä. Tämä istunto-olio luo 
yhteyden tietokantaan ja jakaa sen sitä kaipaavien Dob-olioiden kesken. Obsession- ja 
Dob-luokan välinen suhde on aggregaatio.  
Dob-luokan ilmentymä taltioi imitoimansa taulun (tai vaihtoehtoisesti kyselyn) tietueku-
vauksen ColMeta-luokan ilmentymiä sisältävään listaan.  Dob vastaa metasarakkeiden 
elinkaarista, joten näiden luokkien välinen yhteys on kompositio. Vahva yhteys vallitsee 
myös Dobin ja DobCol-luokkien välillä, kuten myös riviluokan ja sarakeluokka DobColin 
välillä. Riveille ja sarakkeille varastoidaan yhteen tai useampaan tauluun kohdistuneen 
kyselyn tulos. 
Dob- ja DobRow-luokan välillä vallitsee komposition ohella myös aggregaatio. Jokaisen 
riviolion liitelistaan voidaan liittää haluttu määrä Dob-luokan ilmentymiä rivin attach-
metodilla ja liitettyjen Dob-ilmentymien riveille jälleen uusia Dob-ilmentymiä ja niin edel-
leen. Tällä rekursiivisella mekanismilla muun muassa välikerroksen liiketoimintaluokat 
populoivat äiti-lapsi-suhteessa olevien taulujen sisällön ilmentymiinsä. Kaikkien pohja-
kerrosluokkien rajapinnat käyvät ilmi niiden funktiomäärittelylistauksesta (liite 4). 
  
Kuva 6. Tietokantakäsittelijäluokkien anatomia UML-kaaviona. 
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Vierasavainten käsittely mallissa 
Viiteavaimet saa halutessaan kirjoittaa SQLite-tietokannan skeemaan. Dob voisi siis 
periaatteessa selvittää taulun vierasavaimet tietokannan metatiedoista samaan tapaan 
kuin muunkin tauluun liittyvän kuvaustiedon. SQLiten tietokantamoottori ei kuitenkaan 
valvo viite-eheyksiä. Se antaa lisätä rivin, jolla on olemattomaan pääavaimeen viittaava 
viiteavain ja hyväksyy viittauksen kohteena olevan rivin poistamisen. Koska eheydestä 
huolehtiminen jää joka tapauksessa ohjelman eikä tietokannan vastuulle, viiteavaimet 
päätettiin nimetä vasta välikerroksen taulukohtaisten liiketoimintaolioiden konstrukto-
reissa. 
Tiedonsiirto 
Tietojen siirtäminen Labratin ja ulkopuolisten järjestelmien välillä tapahtuu XML-
muotoon paketoiduilla viesteillä. Dob vastaa sekä lähetettävien viestien valmistamises-
ta että vastaanotettavien purkamisesta. Luokka hyödyntää insinöörityön osana valmis-
tettua UseFun-aliohjelmakirjastoa ja käyttää sinne kirjoitettua XML-jäsennintä viestien 
käsittelyyn.    
7.3 Yhteensopivuus 
Dob on olio, jolla on menneisyys. Siihen pohjautuvia järjestelmiä Tietomato Oy on toi-
mittanut noin kahdensadantuhannen lähdekoodirivin verran.  
Kotikutoinen ORM-ratkaisu kehitettiin ympäristöön, johon ei ollut tarjolla valmiita ratkai-
suja – eikä niitä fraktioitujen relaatioiden osalta tahdo löytyä vieläkään. Tuotannossa 
olevat Dob-filosofiaan perustuvat järjestelmät ovat selvinneet vähäisin muutoksin ja 
edullisin kustannuksin niin tietokantatoimittajien kuin ODBC-rajapintojen vaihdoksista.  
Älypuhelinten kohdalla Dobilla ei pyritä suojautumaan niinkään tietovarastoon liittyviltä 
mullistuksilta kuin yhdenmukaistamaan ohjelmalogiikkaa, olipa kielenä sitten Java, Ob-
jective-C tai joku muu. Logiikan kannalta kieli on sivuseikka, kunhan se on imperatiivis-
ta. Erilaisiin ekosysteemeihin jakautuneessa genressä voidaan sovellus tehdä ensin 
yhdelle alustalle – ja jos se osoittautuu kaupalliseksi menestykseksi – kopioidaan alku-
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peräinen idea jollekin toisellekin alustalle. Lähdekoodikonversion tekijän näkökulmasta 
mahdollisimman laitteistoriippumaton ja yhdenmukainen ratkaisu on mitä suotavin. 
Eri ympäristöjä tukevat monialustatyökalut ovat askel yhdenmukaisuuden suuntaan. 
Niissä ohjelmistokehyksiä joudutaan kuitenkin yleistämään, mikä ei välttämättä paran-
na välineen käytettävyyttä verrattuna alkuperäiseen työkaluun. On esimerkiksi vaikea 
kuvitella yleiskehitintä, jolla olisi Applen Xcodea kätevämpi tehdä ohjelmia iPhonelle.  
Dob-luokkaan perustuva kehys räätälöidään alusta- ja sovelluskohtaisesti. Sekään ei 
siis käy sellaisenaan ihmelääkkeeksi kaikkiin vaivoihin.  Itse tehty ratkaisu on kuitenkin 
täydellisesti tekijänsä hallinnassa. Sillä on myös mahdollista toteuttaa rakenteita, jotka 
eivät luonnistu valmiskehyksiltä. 
7.4 ORM-kehyksen erityispiirteitä 
Menneestä maailmasta, Windowsille tehdyistä järjestelmistä, vaikutteita mukanaan 
tuonut ORM-kehys jättää kasvuvaraa tuleville ohjelmatoteutuksille. Vaikka insinöörityö-
nä tehty kirjaussovellus hyödynsi vain perusrelaatioiden muuntamista olioiksi, kehys 
rakennettiin toimeksiannon mukaisesti yleiskäyttöiseksi ja mutkikkaampiinkin tarpeisiin 
muokattavaksi.  
Tiedon yhteys logiikkaan 
Suurta osaa tietokannan informaatiosta ei jalosteta systeemissä mitenkään – tämä ei 
koske pelkästään Labrat-sovellusta, vaan on tietojärjestelmien yleinen piirre. Esimer-
kiksi opiskelijan etu- ja sukunimi tallennetaan tietokantaan yhtenä hetkenä ja luetaan 
sieltä toisena. Nimeä voi toki muuttaa – mutta muutosta ei tee systeemi – vaan käyttäjä 
kirjoittaessaan uuden nimitiedon ja tallentaessaan sen vanhan tilalle.  
Toisenlaista informaatiota ovat opiskelijan suorituspisteet. Niitä lasketaan ohjelmassa 
yhteen ja useamman oppilaan pisteistä voitaisiin piirtää Gaussin tuttu kellokäyrä ruu-
dulle. Pisteistä siis tuotetaan uutta tietoa – tai ainakin uusia johtopäätöksiä. 
Jälkimmäinen informaatiolaji vaikuttaa sovelluksen logiikan suunnitteluun sitoessaan 
ohjelman tiedon sisältöön. Labrat-sovelluksen osalta tietokannan relaatioiden attribuu-
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teista vain muutama kiinnittyy sovelluslogiikkaan, toisin sanoen niihin viitataan lähde-
koodissa attribuutin nimellä. Kaikkea muuta käsitellään raakadatana. Tämä tarkoittaa 
sitä, että tauluihin voitaisiin lisätä mielivaltaisesti uusia attribuutteja ja vanhoja, logiik-
kaan ankkuroimattomia attribuutteja voitaisiin poistaa. Sovellus toimisi siitä huolimatta.  
Kolmitasomallin säännöstön mukaisesti tietovarastokerros eli Dob selvittää relaatioiden 
rakenteen itsenäisesti eikä luokassa ole liiketoiminnallisia erityispiirteitä. Mitä ohuempi 
liiketoimintakerros järjestelmään rakennetaan, sitä vapaammin sen tietokantaa voidaan 
muokata muuttamatta lähdekoodia. Pelkän tietovarasto- ja käyttöliittymäkerroksen va-
raan olisikin mahdollista rakentaa ylläpitotyökalu, joka hakisi ennalta määräämättömän 
tietokantakuvauksen verkosta, loisi kuvauksen mukaisen kannan, piirtäisi sitä vastaa-
van taulukartan näytölle ja tarjoaisi ylläpitonäkymän tauluille. Samaa dynaamisuutta on 
käytetty hyväksi Labratin tietokantatyökalun taulunäytössä (kuva 7). 
 
Kuva 7. Käyttöliittymäkerroksen tulkinta Dob-olion omaksumien relaatioiden olemuksesta. 
Tiedon kolmas ulottuvuus 
Itse tehty kehys suo ohjelmoijalle vapauksia, joita normaalikehyksistä ei tahdo löytyä. 
Jos DobCol-luokka assosioidaan itseensä, voidaan yhden suhde moneen -relaatiot 
liittää oliotasolla toisiinsa tavanomaisesta poikkeavalla tavalla. Esimerkiksi opiskelijan 
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suorituspisteet voitaisiin esittää Student-relaation virtuaalisena gain-sarakkeena, joka 
olisikin yhden sarakkeen sijasta lista sarakkeita. Perinteisen relaation muodostavaan 
kaksiulotteiseen matriisiin lisättäisiin olioinnissa ikään kuin syvyysakseli, nykyisen in-
formaatiotason normaali.  
Supersarakkeiden käyttöönotolle ei tässä nimenomaisessa asiayhteydessä ollut perus-
teita – vaikka kompleksisissa järjestelmissä sille onkin löytynyt selvä tilaus [13, s.1–25] 
– toimikoon se ajatussiltana vielä erikoisemmalle käyttötavalle. 
Relaatioiden fraktiointi 
Olioksi muutetun taulun yksittäiseen attribuuttiin voi koota joukon attribuutteja. Vastaa-
vasti moniattribuuttisen relaation voi jakaa saraketason relaatioiksi, jotka sisältävät vain 
yhden varsinaisen datakentän ja joitain meta-attribuutteja. Nykyisellään ORM-kehys 
muuntaa relaation olioksi, mutta yhtä hyvin se voisi koota useasta relaatiosta virtuaali-
tauluolion, joka näyttäisi ulospäin tavalliselta SQL:n create table -komennolla luodulta 
tietokantataululta [14, s.1–52]. Tämmöisen atomisiin relaatioihin fraktioidun tietokannan 
voi osioida niin horisontaalisesti kuin vertikaalisesti. Eri älypuhelimiin hajautettu tieto-
kanta voisi vaikkapa muodostua tiettyjen avainhenkilöiden kokoontuessa ja olla ole-
massa vain kokoontumisten ajan. Ryhmän hajaantuessa kantakin hajoaisi merkitykset-
tömiksi tiedon sirpaleiksi. Informaatiota ei kuitenkaan katoaisi, kaikki tieto olisi tallella 
taas seuraavassa kokoontumisessa. 
Kätevä väliaikainen varasto 
Dob-luokka soveltuu muuhunkin kuin pysyvien luokkien kantaisäksi. Sitä voidaan käyt-
tää suoritusaikaisesti rakenteellisena tietotyyppinä ja sillä voidaan osittain korvata vaik-
ka C-kielen structit tai Pascal-kielen recordit. Dob-luokkaan on myös helppo lisätä tyy-
pillisistä perusrakenteista puuttuvia toimintoja, kuten lajittelu ja binäärihaku.  
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8 Liiketoimintakerros 
8.1 Dob-luokan perilliset 
Kolmannessa luvussa esitellyssä säännöstössä alimman kerroksen luokat määrätään 
riippumattomiksi relaatiokohtaisista erityispiirteistä. Sen seurauksena Dob kohtelee 
jokaista taulua aivan kuin se olisi kannan ainoa. Koko sovelluksen voisi toteuttaa ilman 
liiketoiminnallista välikerrosta, mutta se johtaisi ohjelman käyttäjän kannalta epäintuitii-
viseen tapaan ylläpitää tietovarastoa. Relaatiomalliin sisältyvä sana ”relaatio” ymmär-
rettynä ennemminkin suhteen kuin tiedoston synonyyminä kertoo taulujen välisten riip-
puvuuksien olevan mallin kantava idea. Välikerroksessa Dob-luokan perillisillä on käy-
tössään Dobin dynaaminen tietokantakäsittelyarsenaali siististi genomiinsa kapseloitu-
na, lisäksi välikerroksen taululuokat, joilla on yhteistä toimintaa tai keskinäisiä riippu-
vuussuhteita, osaavat operoida yhdessä (kuva 8). 
 
Kuva 8. Liiketoimintakerroksen pysyvät luokat periytyvät tietovarastokerroksen Dob-luokasta. 
8.2 Liiketoimintaluokkien käyttö 
Välikerroksen oliot ovat vahvimmin edustettuina sovelluksen kirjaamohaarassa. Siellä 
jokainen kurssirivi sisältää opintoon liittyvät harjoitustyöt ja kurssille ilmoittautuneet 
opiskelijat. Opiskelijat puolestaan sisältävät tiedon kaikista kurssiosallistumisistaan 
sekä kunkin kurssin kustakin harjoituksesta ansaitut pisteet. 
22 
  
Jopa ohjelmiston tietokannan hallintahaarassa, eli käyttöliittymän kartonkitaustaisessa 
näkymässä, palvelee kuutta eri välikerrosluokan ilmentymää, jotka on ohjelmallisen 
käsittelyn yhtenäistämiseksi ja yksinkertaistamiseksi taannutettu tyyppimuunnoksella 
takaisin alkukantaisiksi Dob-olioiksi. Siellä niiden liiketoiminnalliset vaistot nostatetaan 
pintaan vain muutamissa poikkeustapauksissa, kuten rivin poiston, kloonauksen ja riip-
puvuusnäkymän päivittämisen yhteydessä. 
Mallin toiminnan optimointi 
Samaa taulua käsittelevän liiketoimintaluokan ilmiöitä voi olla sovelluksessa käytössä 
yhtäaikaisesti useassa paikassa. Tämä tuo ohjelmaan, niin lokaali kuin se onkin, hajau-
tetun järjestelmän ongelmia. 
Osa rinnakkain käsiteltävistä olioista pystyttiin ohjelmassa yhdistämään välittämällä 
eteenpäin olion muistipaikan osoitin sen sijaan että olisi luotu uusi ilmentymä luokasta. 
Hieman yli kymmenen opiskelijan uudelleenluku liiteolioineen tietokannasta vei laitteel-
le asennetulta ohjelmalta 460 millisekuntia, kun pelkkien osoittimien siirrolla selvittiin 32 
millisekunnissa. 
Niissä tapauksissa, kun ohjelman käyttäjä päästetään kirjaamon puolelta tietokannan 
käsittelytyökaluun, pelkkien osoittimien välittäminen ei enää ole mielekästä. Sen sijaan 
tarkkaillaan, tekikö käyttäjä ylläpitotyökalussa muutoksia vai ei. Dob-luokasta peritty 
update-metodi päivittää sekä ilmentymän yksityisen että kaikille pysyville luokille yhtei-
sen Obsession-olion taulukohtaisen aikaleiman aina, kun taulun sisältöä muutetaan. 
Vastaavasti load-metodi päivittää pelkästään ilmentymän aikaleiman. Mikäli lukuleima 
on vanhempi kuin istunto-olion päivitysleima, paluu tietokantatyökalusta sysää liikkeelle 
virkistyshaun. Turhien hakujen välttäminen leikkasi tietojen ruudulle latautumiseen ku-
luvan ajan kahdeksasosaan optimoimattoman koodin käyttämästä ajasta. 
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9 Käyttöliittymä lähikuvassa 
Insinöörityön ohjelmallisen osuuden epäkiitollisena tehtävänä oli haastaa alkuperäinen 
käyttöliittymä – miekkaakin väkevämpi – kynä ja paperi. Kuvassa 9 on näköispainos 
alkuperäisestä, manuaalisesta, pisteenkirjausjärjestelmästä. 
 
Kuva 9. Alkuperäinen kirjaussysteemi. 
9.1 Erotu tai unohdu 
Kätkeytyypä sovelluksen syövereihin kuinka sofistikoitunut liiketoimintaluokkien armeija 
tahansa, sen ylväyden voi välittää käyttäjälle ainoastaan ohjelman käyttöliittymä. Liit-
tymän toteutuksesta riippuu, sulautuuko ohjelma käyttäjänsä ajatusten kivuttomaksi 
jatkeeksi vai aivoja hiertäväksi proteesiksi. Mikäli sovellus näyttää rumalta, se tuomi-
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taan herkästi kaikilta osiltaan huonoksi huolimatta siitä, kuinka loistavasti ohjelman 
toiminnallinen ydin on rakennettu.  
9.2 Visuaalisen ilmeen valinta 
Käyttöliittymäsuunnittelun ensimmäinen ongelma oli visuaalisen teeman keksiminen. 
Miltä tekeillä olevan systeemin tulisi ylipäätään näyttää, mihin sen ilme perustuisi ja 
miten sitoa eri toiminnot yhtenäiseksi kokonaisuudeksi? 
Toinen ikuisuuskysymys oli tila. Visuaalisen suunnittelun näkökulmasta älypuhelimen 
rasitteena on sangen pieni näyttö. Sille pitäisi saada mahtumaan paljon informaatiota 
sekä kontrollit, joita olisi helppo käyttää kuva-alan kokoon nähden suhteettoman isoilla 
ja kömpelöillä ihmissormilla.  
Alan Cooperin ja Robert Reimannin ”Vuorovaikutuksen perusteet” varoittaa olemasta 
raaka käyttäjiä kohtaan [15, s. 6–7]. David Siegel puolestaan luokittelee ”Killer Web 
Sites” -teoksessaan kuolemansynneiksi monet klassiset tilanjakotekniikat [16, s.89–
286]. On selvästikin helpompi sanoa, miten käyttöliittymää ei tule toteuttaa kuin tarjota 
toimivan liittymän pohjapiirros. Labratin visuaalisen teeman idea löytyi lopulta Kurt 
Vonnegutin romaanista ”Hokkus Pokkus”: 
Teoksen laatijalla ei ollut käytössään tasakokoista tai -laatuista kirjoituspaperia. Hän 
kirjoitti välistä ruskealle käärepaperille, välistä käyntikorttien taakse, kunhan se vain oli 
paperia [17, s. 5].  
Kuvaus muistutti etäisesti opettajien tapaa kirjata laboratoriotöiden pisteitä vaatimatto-
mille muistilappusille ja opintojakson loppua kohden yhä ryppyisemmäksi käyville pape-
rinpaloille. Se tuotti myös mielleyhtymän askartelusta älypuhelimen tähdepalan kokoi-
sella näytöllä. Sama aavistuksen boheemi ja anarkistinen vaikutelma haluttiin tuoda 
ohjelmaan.  
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9.3 Loogiset kerrokset ja graafiset sedimentit 
Labratin käyttöliittymä jäljittelee lehtiötä, jonka irtolehdet on kiinnitetty pahvisen pohjan 
ja nahkaisen kannen väliin terässinkilöin. Kansi toimii portaalina, josta voi valita kolme 
pääsuuntaa: pilvipalvelut, tulosten kirjauksen tai tietokannan hallinnan.  
Pilvipalvelun ainoa näkymä vastaa kirjaamonäkymien paperipintaista katsantoa. Tar-
kempi kuvaus pilvipalvelusta löytyy luvusta 12. 
Sovelluksen symboliikassa harmaa taustapahvi edustaa ohjelman sisäisen luokka-
hierarkian pohjimmaista kerrosta, jossa tietokantatauluihin samastuneet oliot toimivat 
primitiivisimmällä tasollaan ottamatta juurikaan huomioon taulurivien välisiä loogisia 
kytköksiä, ketjuuntumisia ja yhteenkuuluvuussääntöjä. Vain taulukuvauksiin kirjoitettu-
jen viite-eheyssääntöjen osalta käyttäjää opastetaan, muttei kuitenkaan pakoteta nou-
dattamaan suosituksia. Kantaan tallennetun aineiston saa vapaasti sotkea ja viite-
eheydet särkeä. Jopa koko kannan saa tyhjennettyä parilla hipaisulla, jos niin haluaa.  
 
Kuva 10. Opiskelijan kurssiosallistuminen kirjaamosta ja tietokantatyökalusta nähtyinä. 
Käyttäjän ei ole pakko suunnata kartonkikerrokseen omin päin. Systeemin saa ylläpi-
dettyä, vieläpä turvallisesti, myös kirjaamon sivuilta, joilla esiintyvät liiketoimintaluokki-
en ilmentymät. Ne ottavat huomioon eri tauluihin kuuluvien rivien väliset loogiset yhtey-
det ja riippuvuudet. 
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Kirjaamon voikin mieltää kolmen Michelin-tähden ravintolaksi, tietokantatyökalu on 
puolestaan teurastamo. Periaatteessa kummastakin saa särvintä, mutta ravintolassa 
se tarjoillaan silmiä hivelevästi. Karheamman käyttäjäkokemuksen tarjoavaan tietokan-
tatyökaluun kannattaa joka tapauksessa tutustua. Siitä käy ilmi, kuinka systeemi mallin-
taa kuvaamansa arkipäivän ilmiöt relaatioina (kuva 10).  
9.4 Naturalismia ja naivismia 
Lehtiötä jäljittelevä ulkoasu on toteutettu fotorealistisesti. Suurin osa materiaaleista on 
itse kuvattu tai piirretty. Esimerkiksi tietokantatyökalun harmaa taustapahvi on todelli-
suudessa neliömetrin siivu Photoshopissa uudelleen värjättyä kuitulevyä.  
 
Kuva 11. Tietokantatyökalun taulunäkymä mukautuu relaatioittain. 
Kontrastia valokuvamaisille tekstuureille tuovat käsin piirretyt kuvat, jotka toimivat joko 
painikkeina tai kuvallisina ohjeina. Piirustusten lapsenomainen tyyli korostaa varsinai-
sen lehtiön todenmukaisuutta vältellessään naturalistista syvyysvaikutelmaa. Ruudulle 
visualisoitu paperiarkki menettäisi herkästi vähäisen illuusionsa kolmiulotteisuudesta, 
jos sille sirottelisi vahvalla perspektiivillä varustettuja vinjettejä. Poikkeus säännöstä on 
litteyden vaikutelmasta ulos pinnistelevä viikatemiesdialogi, joka pelottelee koko tieto-
kannan tyhjentämisellä. Sen sijaan varoitus tallentamattomien muutosten menettämi-
sestä korostaa perusidean mukaisesti – ei varsinaista kuvaa – vaan kuvan alustana 
olevaa paperia.  
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Kuva 12. Erityyliset dialogit – toinen korostaa kuvaa, toinen kuvapohjaa. 
9.5 Ikonien elintila 
Näytön pinta-alaa ei voi ohjelmallisin keinoin kasvattaa fyysisesti, mutta vähiä neliö-
senttejä venytettiin pitämällä mielessä, että katseen ja kosketuksen vaatima tila ovat 
kaksi eri asiaa. Laadukkaiden puhelinten näytöt ovat optisesti tarkkoja ja ihmissilmä 
erottaa pienetkin ikonit mainiosti. Määräävin tekijä painikkeiden koon kannalta on sor-
menpään poikkipinta-ala. Labratissa tätä seikkaa käytettiin hyväksi siten, että ahtaim-
missa paikoissa painikkeen kuvake jätettiin huomattavasti pienemmäksi kuin kosketuk-
sen rekisteröivä ala. Suorituksen aikana luotavien painikkeiden osalta näkymättömän 
tuntoherkän alueen havainnollistamiseksi käytettiin suunnitteluvaiheessa apuna koko 
painikkeen peittävää testitaustakuvaa (kuva 13). 
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Kuva 13. Puhekuplien kosketukseen reagoivan alueen hahmottaminen testikuvan avulla. 
9.6 Näkymien välinen viestintä 
Käyttöliittymää hallitseva pääohjain on mielikuvituksettomasti nimetty ViewControllerik-
si. Se isännöi kaikkia systeemin aliohjaimia, jotka puolestaan toimivat kuten solut vas-
tarintaliikkeessä – tuntematta kumppaneitaan. Toisiaan vierastavien ohjainten välille 
tarvittiin kuitenkin kommunikaatiokanava, jolla ne voivat välittää tietoa toisilleen.  
Ohjaimia on systeemissä yhteensä yhdeksän – jos ne kaikki yhdistettäisiin toisiinsa, 
tarvittaisiin 36 linkitystä. Entä jos ohjelmaa pitäisi laajentaa ja ohjainten määrä kasvaisi 
vaikkapa kahteenkymmeneen? Silloin liitoksia tarvittaisiin 190, sadalla ohjaimella jo 
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4950 ja niin edelleen [18, s.21]. Täydellisen linkittämisen sijaan viestintätarve tyydytet-
tiin hyödyntämällä käyttöjärjestelmän tarjoamaa notifikaatiorajapintaa. Tietyistä tapah-
tumista kiinnostuneet ohjaimet rekisteröidään tapahtumiin liittyvien viestien kuunteli-
joiksi ja tapahtumien alullepanijat patistetaan lähettämään viestejä tekemisistään. Näin 
näkymät voivat vapaasti kertoilla toiveistaan ja tilamuutoksistaan mille tahansa oh-
jaimelle ja näkymälle.  
Näkymäviestintä koostuu pääosin ilmoituksista, joissa näkymä – kuten kustomoitu nu-
meronäppäimistö – pyytää ohjainta piilottamaan näkymän. Mallin ja käyttöliittymän väli-
sessä viestinnässä notifikaatioita käytetään vain yhdessä tapauksessa – pääsäikeestä 
irrotetulla suorituspolulla etenevän XML-tiedoston latauksen valmiusastetta indikoivan 
laskuvarjoanimaation tahdistamiseen. 
9.7 Näkymäpino 
Labratin käyttöliittymän yhdeksästä ohjainluokasta ja niiden hallinnoimista näkymistä 
syntyy jopa laskennallista määräänsä enemmän erilaisia kokoonpanoja, yhteensä 23 
perustyyppiä ja kaikkiaan yli 50 variaatiota. Dynaamisesti luotava tietokannan taulujen 
ylläpitonäkymä muun muassa muuntuu jokaisen kuuden taulun mukaisesti sisällöltään 
ja ulkomuodoltaan aivan erinäköiseksi, vaikka pohjimmiltaan kyse on vain yhdestä ai-
noasta käyttöliittymäluokasta (kuva 11). 
Käyttäjän liikkeiden seuranta näkymäviidakossa toteutettiin näkymäpinon avulla. Pino 
toimii kuin korttipakka, johon lisätään ja josta jaetaan kortteja vain pakan päältä. Kun 
käyttäjä koskettaa siirtymisen laukaisevaa ikonia tai taulukkoriville upotettua näkymä-
töntä painiketta, laitteen ruudulla olevasta näkymästä vastaava ohjain työnnetään pi-
non päällimmäiseksi ja siirtymisen kohteena olevan näkymän ohjain aktivoidaan. Käyt-
täjän palatessa takaisinpäin pinon päällimmäiseksi varastoitu ohjain aktivoidaan ja 
poistetaan pinosta.  
Vaikka joillekin näkymille on mahdollista saapua useata reittiä, näkymäpinon ansiosta 
alkuperäinen lähtöpiste välietappeineen ei koskaan unohdu. Sovelluksen toiminnan 
kannalta olisikin katastrofi, jos paluureitti hukattaisiin polkujen yhdistyessä. Ratapihaa 
muistuttava näkymäkartta valaisee siirtymien monimuotoisuutta. Siirtymän käynnistävät 
tekijät on kuvassa 14 merkitty mustilla pallukoilla painikkeiden sijaintien mukaisesti.  
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Kuva 14. Näkymäkartta – näkymäpino ja siirtyminen näkymien välillä. 
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10 Kolmitasomallin työnjako  
Edellä kuvattu Dob-luokkaan perustuva ORM-kehys, MVC-arkkitehtuurin mukaisen 
mallin liiketoiminnallinen osa ja GUI muodostavat yhdessä tietovarastolähtöisen kolmi-
tasomallin. Liiketoimintakerros koostuu pääosin tietovarastokerroksesta periytetyistä 
luokista ja käyttöliittymä puolestaan työllistää ahkerasti liiketoimintaolioiden palveluja.  
Tietovarastokerros 
Kolmitasomallin alin taso on järjestelmän varastomies, ainoastaan Dob-luokalla peril-
lisineen on pääsy systeemin tietokantaan. Mallin pohjalla dataa käsittelevissä luokissa 
ei ole visuaalisia ominaisuuksia – ne itsessään eivät muuta tietoa käyttäjän silmille so-
pivaan muotoon, vaikka ne tarjoavatkin käyttöliittymällisille olioille kätevän rajapinnan 
dynaamisten näkymien tuottamiseen. 
Liiketoimintakerros 
Siinä missä kolmitasomallin alin taso on varastomies, välikerros on kokoaja. Varasto-
mies tuo lastauslaiturille irrallisia komponentteja, joista liiketoimintaoliot rakentavat toi-
mivia kokonaisuuksia yhdistelemällä toisiinsa kuuluvia osia. Kaikki kokoajat ovat varas-
tomiehen jälkeläisiä, vaikkakin isäänsä erikoistuneempia.  
Käyttöliittymäkerros  
Kolmitasomallin ylimmän kerroksen, käyttöliittymän, luokat on periytetty Cocoa Touch 
ohjelmistokehyksestä. Yhteyttä alempiin kerroksiin pidetään ohjainten jäsenolioina pal-
velevien liiketoimintaluokkien välityksellä. Ylin taso on kuin tavaratalo, jossa välikerrok-
sessa kootut hyödykkeet tuodaan loppukäyttäjien ulottuville.  
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12 Asiakas-palvelinarkkitehtuuri 
Labrat replikoi tietovarastoaan – ei automaattisesti, vaan käyttäjän herätteestä – va-
paasti määriteltävällä palvelimella. Puhelimeen asennettu ohjelmisto toimii asiakkaana, 
jolle palvelin tarjoaa XML-muotoisen tiedon lataus- ja tallennuspalveluita. 
12.1 Pilvi 
Suurimman hyödyn sovelluksesta saa integroimalla sen osaksi oppilaitoksen tietojär-
jestelmää. Kaikista koulujärjestelmistä ei kuitenkaan löydy harjoitustöiden tasolle me-
nevää tiedontallennusta. Niinpä Tietomato Oy tarjoaa omillaan seisovan Labratin tueksi 
palvelimeltaan tallennustilaa sovelluksen tietokannan varmuuskopioille. Lahjapilvi mää-
ritellään tietokantatyökalun Cloud-taulussa ja sinne tallennetaan palvelimen latausko-
mentosarjojen osoitteet. Sovelluksen ensimmäisellä käyttökerralla tauluun perustetaan 
automaattisesti oletuspalvelimen tiedoilla varustettu rivi (kuva 15). 
 
Kuva 15. Pilvipalvelimen attribuutit ja pilvipalveluiden käyttönäkymä. 
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Oletuspalvelimen voi halutessaan poistaa ja korvata joko isäntäjärjestelmän yhteystie-
doilla tai jonkin muun palvelimen tiedoilla. Pilviä saa myös määritellä monta, niistä ak-
tiiviseksi tulkitaan se, jonka use-attribuutin arvo on tosi.  
12.2 Tietoturva 
Koska kyse on opiskelijoiden koulumenestystä määrittävästä tiedosta, kekseliäimmät 
oppilaat saattavat yrittää korvata opettajan kirjaamat pisteet omalla näkemyksellään 
osaamisestaan.  
Tietomadon palvelin ei hyödynnä käyttäjätunnusta (usr) eikä salasanaa (pwd), niiden 
arvona on ”n/a” (not available). Kyseiset attribuutit ovat vapaasti valjastettavissa kenen 
tahansa kolmannen osapuolen ylläpitämän isäntäsysteemin ja Labrat-solmujen väli-
seen todennukseen.  
Tietomadon palvelin tallentaa vastaanottamansa XML-muotoisen siirtotiedoston ja ni-
meää sen viestin mukana välitettävän MAC-osoitteen mukaan. Laitteesta, jonka tunnus 
näkyy kuvassa 15, syntyy palvelimelle tiedosto nimeltä ”C42C032E821F.xml”. Verkko-
kortin tunnisteen lisäksi Labrat lähettää palvelimelle tunnisteesta salausalgoritmilla sot-
ketun kryptogrammin, jota palvelimen php-skripti vertaa lähetettyyn selväkieliseen tie-
toon. Mikäli kryptogrammi ja selväteksti vastaavat toisiaan, tiedosto kirjoitetaan palve-
limelle – siellä mahdollisesti entuudestaan olevan samannimisen tiedoston päälle. Jos 
selväteksti ja salaus eivät vastaa toisiaan, lähettäjälle ilmoitetaan siirron epäonnistu-
neen. Näin estetään palvelimella viestejä vastaanottavan skriptin hämääminen ja vää-
rennetyn tiedon lähettäminen opettajan puhelinta matkivalla ohjelmalla.  
Salausalgoritmi, salausavain ja salauksessa käytetty merkkiavaruus ovat insinöörityön 
tekijän laatimia. Salaus perustuu löyhästi suomalaisen ”matolaatikko”-menetelmän ja 
saksalaisen Enigma-salauslaitteen tapaan kätkeä tietoa [19, s.56–59]. 
Palvelimen php-tiedostot, lukuun ottamatta salauksesta vastaavaa skriptiä tiedon vas-
taanottamiseen ja palauttamiseen löytyvät liitteestä 3. 
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13 Testaus 
Testausvälineet  
Labrat-sovellus validioitiin Applen iPhone 4 -laitteella. Androidissa testattiin pelkkää 
tietokantakäsittelijää Samsung Galaxy SII -puhelimella. Valmis sovellus olisi voitu aset-
taa monen käyttäjän ja usealla eri laitteella testattavaksi, ellei Applen lisenssipolitiikka 
olisi rajoittanut toimintatapaa – ohjelman binäärikoodin voi siirtää vain kehittäjälisens-
siin liitetyille puhelimille. Sovelluksen testauksesta vastasikin suurimmaksi osaksi oh-
jelmoija itse.  
Aputestaajat 
Tiukan lupakurin vuoksi ainoaa testilaitetta kierrätettiin yhdeksän testaajan kesken ul-
kopuolisen mielipiteen saamiseksi. Seuraavat kaksi kysymystä nousivat lähes jokaisen 
testaajan huulille: ”kauanko tämä vielä lataa verkosta?” ja ”miksei pisteitä voi antaa 
enempää?”. Koekäyttäjiltä saatuun palautteeseen suhtauduttiin vakavasti: ohjelmaan 
lisättiin muun muassa pöytäkoneista tutun tiimalasin virkaa toimittava kiintolevyn kuva 
vipattavine lukupäineen, oman ohjelmasäikeen avulla liikuteltava edistymiskuvake il-
maisemaan tiedonsiirron valmistumisastetta sekä minimi-/maksimipisterajan saavutta-
misesta kertova indikaatio syöttöpainikkeisiin ja -polkimiin. 
Testaustavat 
Sovelluksen tietokantakäsittelijää varten rakennettiin omat testeriprojektinsa sekä And-
roidille (HeavyLite) että iPhonelle (dob_test) ennen varsinaisen LabRat-projektin aloit-
tamista. Välikerroksen ja käyttöliittymän osalta testaus oli koko ohjelmointiprosessin 
ajan jatkuvaa. Kaikki toiminnot ja näkymät käytiin läpi, kun ohjelmaan lisättiin uusia 
ominaisuuksia. Myös Dob-luokan tuottama tuloste suoritetuista SQL-komennoista tut-
kittiin lokitiedoista ja analysoitiin jokaisen uuden välikerrosluokan lisäämisen jälkeen. 
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14 Ekosysteemien vertailua 
14.1 Apple vastaan Android 
Joulukuussa 2012 Applen iPhonet olivat kasvattaneet markkinaosuuttaan vuoden ta-
kaisesta 13,8 prosentista 14,9 prosenttiin – samaan aikaan Androidin markkinaosuus 
kasvoi 57,5 prosentista 75,0 prosenttiin [20]. Numeroiden perusteella on helppo päätel-
lä, kummalla puolen aitaa ruoho muuttuu aina vain vihreämmäksi.  
Päätelmä ei välttämättä ole oikea. 
Insinöörityötä aloiteltaessa oli tarkoitus valmistaa Labrat-sovelluksesta jakeluversiot 
sekä iPhonelle että Androidille. Huolimatta Androidille suosiollisista tilastoista ja insi-
nöörityön laatijan vakaista aikomuksista Labrat valmistui loppujen lopuksi vain iPhonel-
le. Käsillä oleva luku pyrkii selvittämään, miksi näin kävi. 
iPhonen markkinaosuus 
Sovelluskauppiaan kannalta on yhdentekevää, moneenko laitteeseen Android on 
asennettu. Enemmän merkitsee se, kuinka iso on yhtenäisen laitekannan osuus maini-
tusta markkinaosuudesta. Jokainen erilainen laite vaatii erityispiirteidensä huomioon 
ottamista – toisin sanoen ylimääräistä kehitystyötä ja kompromisseja ohjelmalogiik-
kaan. Joissain puhelimissa on virtuaalinäppäimistö, toisissa fyysinen klaviatuuri. Kiihty-
vyysanturien osalta laitteiden lajikirjo vain lisääntyy eikä näyttöpaneelien kokovariaati-
oiden määrä helpota asiaa. Keväällä 2012 lanseerattu Android 4 -käyttöjärjestelmä-
versio jakaa hajanaisen asiakassegmentin vielä kertaalleen.  
Erilaisia Android-laitteita on jo yli 4000 mallia. Lisäksi laitteista vain noin 30 prosenttia 
pyörittää alle vuoden vanhoja versioita käyttöjärjestelmästä [21, s.38].  
Applen iOS-laitteiden linja on ollut alusta lähtien kilpailijoitaan homogeenisempi. Sovel-
luskehittäjän kannalta epäsuotuisa käännös tapahtui vasta syksyllä 2012 Applen mur-
taessa puhelimiensa ja taulutietokoneidensa vuosia jatkuneen 4:3-kuvasuhde-
hegemonian iPhone 5:n 16:9-kuvasuhteella.  
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Androidin ja iPhonen markkinaosuuksia vertailtaessa on muistettava, että verrokkien 
suureet eivät ole yhteismitallisia. Toisessa vaakakupissa on joukko samantapaisella 
käyttöjärjestelmällä varustettuja hyvin erilaisia laitteita, jotka päätyvät samoilla syötetie-
doilla toisistaan poikkeaviin tiloihin. Toisessa kupissa on käytännössä tasan yksi, de-
terministisesti käyttäytyvä laite. Siksi Applen puhelimille sovelluksia tehneiden markki-
nasegmentti on tähän asti ollut melko tarkalleen samansuuruinen kuin koko iOS-
perheen markkinaosuus. Android on toista maata. Vaikka sillä onkin tilastollinen lei-
jonanosa käyttöjärjestelmäkakusta, sen kakkupala jakautuu moniin pieniin siivuihin, 
iPhonen valtavan suupalan sijaan lukuisiin niche-markkinoihin. 
14.2 Ohjelmointiympäristöt 
Insninöörityössä kehitysvälineinä käytettiin Xcodea ja Eclipseä. Ensiksi mainittu on 
Applelle ominainen suljetun järjestelmän kasvatti ja jälkimmäinen avoimen lähdekoodin 
lapsi. Puhtaasti Applen rönsyilemättömään laitekantaan integroitu ohjelmointiympäristö 
simulaattoreineen ja muistinkäyttöanalysaattoreineen on ylivoimainen verrattuna yleis-
käyttöisestä ohjelmointivälineestä laajennuspaketilla Android-kehittimeksi kohotettuun 
kilpailijaansa.  
Kummallekin työkalulle on myös vaihtoehtoja. Windows-maailmasta tuttu Borlandin 
Delphi-kehitin on saanut uuden elämän Embarcadero Technologiesin huomassa – nyt 
sen pitäisi taipua myös iOS- ja Android-sovellusten laatimiseen [22]. Eclipsen ohella 
ohjelmoijat suosivat NetBeansia, ja Digia Oyj ilmoittaa kotisivuillaan saattavansa Qt-
kehitysympäristönsä vuoden 2013 kuluessa kykeneväksi tuottamaan sovelluksia niin 
iOS- kuin Android-ympäristöihin. 
14.3 Java ja Objective-C 
Labrat-sovelluksen yleiskäyttöinen tietokantakäsittelijä työstettiin ensin Androidille ja 
sen jälkeen iPhonelle. Kolmitasomallin pohjakerroksen ensimmäinen iOS-versio on 
konvertoitu sellaisenaan Java-koodista Objective-C:ksi. Vaikka kielet ovat hyvin erilai-
sia, konversio oli sangen mutkaton toimenpide. 
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Kuva 16. SQLite-tietokantakäsittelijän toiminnallisuus toteutettiin ensiksi Androidilla ja Javalla. 
 
Lähdekoodikonversiossa Javan yksinkertaisuus korostui. Seuraavassa on esimerkki 
kummallakin kielellä merkkijonon trimmaamisesta eli varsinaista asiatekstiä ympäröivi-
en turhien välilyöntien poistamisesta: 
Java:  s.trim(); 
 
Objective-C: s stringByTrimmingCharactersInSet:  
[NSCharacterSet whitespaceCharacterSet]; 
Javalla kyseinen perusfunktio onnistuu lyhyellä mutta havainnollisella komennolla. Ob-
jective-C:n komennot ovat yleisesti ottaen pidempiä, mutta Applen ohjelmistokehykset 
ovat usein Androidin kehyksiä viimeistellympiä ja helppokäyttöisempiä. 
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14.4 Tapahtumankäsittely  
Android edellyttää listanäkymissään adapteriksi kutsutun välittäjäluokan käyttöä. Kus-
tomoidussa Dob-Adapterissa käyttäjiltä syötettä vastaanottavat tekstikentät lisätään 
listanäkymään ajon aikana. Tekstikentän tapahtumankäsittelijän on toteutettava Javan 
TextWatcher-rajapinta, jonka metodien attribuutteihin ei kuulu tekstikentän kahvaa tai 
tunnistetta. Niinpä käyttöliittymällisen TextView-olion tapahtumankäsittelijän toteutta-
jaksi täytyi Androidin esi-Labratissa valjastaa kolmitasomallin alimman kerroksen Dob-
Col-olio. Näkymästä ohjaimen ohi malliin ja käyttöliittymästä välikerroksen yli tietova-
rastokerrokseen hyppäävä tapahtumankäsittely loukkaa niin MVC- kuin kolmitasomal-
lia. Ohjelmakoodilla mitattuna vain muutaman rivin hairahdus ei loppujen lopuksi ole 
kokonaisarkkitehtuurin kannalta järin merkittävä – lähinnä se on kiusallinen sotkiessaan 
tarkkaan vaalitun ohjelmallisen erittelypolitiikan.  
14.5 Muistinhallinnan erikoisuuksia 
Android valvoo muistin käyttöä mustasukkaisesti. Kun laitteen ruudulle ladataan uusi 
näkymä – eli Android-termein aktiviteetti – edellinen aktiviteetti laitetaan lepotilaan. Jos 
käyttöjärjestelmä kokee muistin käyvän ahtaaksi, se siivoaa lepäävät aktiviteetit muis-
tista [23, s.51–53]. Mikäli ohjelmoija ei ole varautunut yllättävään puhdistukseen, mene-
tetään niin aktiviteetin muuttujien kuin jäsenolioidenkin sisällöt.  
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Kuva 17. Sekvenssikaavio iOS- ja Android-sovellusten mahdollisista elinkaarista. 
Kuvassa 17 iOS-sovelluksen pääohjelmalla ja näkymillä on yhtäläiset elinkaaret. Nä-
kymien elontaival voisi myös olla lyhyempi tai katkonaisempi, siitä päättää ohjelmoija. 
Android-ympäristössä ohjelmoijalla ei ole samanlaista vaikutusvaltaa aktiviteettien elin-
kaariin, siellä käyttöjärjestelmä sanoo viimeisen sanan. 
Mikäli Android-laitteen orientaatiomuutoksesta toipuvan aktiviteetin tahtoo muistavan 
muutosta edeltävän tilansa, sen muuttujien sisältö täytyy pakata ylösnousemusta sil-
mällä pitäen eräänlaiseen pelastuskapseliin siinä vaiheessa, kun aktiviteetti huomaa 
laitetta kallisteltavan.  
14.6 Vertailutaulukko 
Molemmissa ekosysteemeissä on puolensa. Taulukkoon 1 on koottu käytetyn alusta-
ratkaisun valintaan vaikuttaneita argumentteja. Jos jommankumman ekosysteemin 
tarjoama vaihtoehto on koettu käyttökelpoisemmaksi, se on merkitty lihavoidulla mus-
talla kirjasimella. 
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Taulukko 1. Ekosysteemien ominaisuusvertailu. 
Ominaisuus  Apple Android 
Ohjelmointiympäristö Xcode Eclipse 
– alustat, joille asennettavissa 
Mac OS X 
Mac OS X, Windows, 
Linux, Solaris 
– ohjelmointikieli Objective-C Java 
– ohjelmointikielen kirjoitusasu yhdistetty käskykanta (C 
ja NeXT) 
yksinkertainen  
– simulaattorin käyttäytyminen vastaa laitetta poikkeaa laitteesta 
– virheiden jäljittäjä varmatoiminen eksyilee 
– analysointityökalut Instruments ei saatavilla 
Tietokanta SQLite SQLite 
Muistinhallinta asiallinen omavaltainen 
Laitekanta (variaatioiden osalta) suppea laaja  
– sovellusten mukauttamistarve vähäinen  suuri  
Sovellusten jakelu App Store Android Market 
– piratismin torjunta ei jakelua Applen ohi vapaasti levitettävä 
– sisällön valvonta Applen määräysvallassa sensuroimaton 
– lisenssimaksu 80 € / vuosi 20 € / vuosi 
14.7 Muut ekosysteemit 
Ekosysteemien välinen kamppailu ei kosketa pelkästään Applea ja Androidia. Vaikka 
ne hallitsevat markkinoita, mukana on myös pienempiä kilpailijoita. Ohjelmien tuottami-
nen mihin tahansa niistä voi osoittautua menestykseksi. Menestykseen vaikuttaa kui-
tenkin oleellisesti sitoutumisen kohteena olevan ekosysteemin koko ja siihen liittyvien 
laitevariaatioiden yhtenäisyys. 
Labrat-sovelluksen osalta Androidin visuaalisten elementtien vaihteleva käyttäytyminen 
eri puhelinmalleissa sekä Android-maailman hajanaisuus pudottivat Googlen valmista-
man käyttöjärjestelmän pois lopullisen ohjelmiston alustavaihtoehdoista.   
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15 Yhteenveto 
Insinöörityöllä oli selkeät tavoitteet. Ensinnäkin luoda toimiva ja monipuolinen sovellus 
älypuhelimelle, toisekseen rakentaa itsenäinen oliot ja relaatiot yhdistävä tietokantakä-
sittelijä toimeksiantajan – Tietomato Oy:n – tulevia projekteja silmälläpitäen.  
Sovellus tuli valmiiksi, ja opettajat saivat itselleen työkalun, jota he eivät välttämättä 
osanneet toivoa mutta jonka he ehdottomasti tarvitsivat. Lisäksi työn tilaaja sai käyt-
töönsä iOS- ja Android-laitteissa toimivat ORM-kehykset, joita voi hyödyntää niin toi-
mistosovelluksissa kuin peliohjelmissa.  
Kuvapisteenohut pinta erottaa koneen ihmisestä. Sitä kutsutaan käyttöliittymäksi. Se 
pyrittiin valmistamaan tilaksi, jossa mieli ja ohjelmalogiikka voivat kohdata ja muuttua 
yhdeksi. Vaikka tämä arvio onkin subjektiivinen, pyrkimyksessä saatettiin jopa onnis-
tua.  
Sovelluksen todellinen kauneus löytyy kuitenkin pintaa syvemmältä, käyttöliittymän 
alaisista kerroksista, jossa maaperä on ohjelmoinnin kannalta kivikkoisempaa. Dob-
luokan ansiosta Labrat-sovelluksen rinnassa sykkii teollisuusjärjestelmän sydän. 
Asiakas-palvelinarkkitehtuurin toteuttaminen teki järjestelmästä aidosti liikkuvan. Uuni-
tuore ohjelmisto ei kurottele kuuta taivaalta, mutta pilviin se todistettavasti yltää. 
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Luokkien värikoodaus: 
 
 sininen, käyttöliittymäkerros 
 
 vihreä, liiketoimintakerros 
 
 ruskea, tietovarastokerros
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 Palvelimen php-tiedostot 
 
upload.php:
 
 
download.php: 
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Tietokantakäsittelijäluokkien otsikkotiedostot 
// 
//  Obsession.h 
// 
//  Created by Tapio  Lehtimäki on 16.6.2012. 
//  Copyright (c) 2012 Tietomato Oy. All rights reserved. 
// 
#import <Foundation/Foundation.h> 
#import "/usr/include/sqlite3.h" 
#import "StopWatch.h" 
#import "UseFun.h" 
@interface Obsession : NSObject 
{ 
    NSDictionary *tableIndexes; 
    NSMutableArray *timestamps; 
    StopWatch *watch; 
} 
@property sqlite3 *database; 
+ (Obsession *)create; 
- (BOOL)openDatabase; 
- (BOOL)buildDatabase; 
- (double)upgradeTimestamp:(NSString *)table; 
- (double)timestamp:(NSString *)table; 
- (double)getTimestamp; 
@end 
 
 
// 
//  Dob.h 
// 
//  Created by Tapio  Lehtimäki on 16.7.2012. 
//  Copyright (c) 2012 Tietomato Oy. All rights reserved. 
// 
#import <Foundation/Foundation.h> 
#import "/usr/include/sqlite3.h" 
#import "Obsession.h" 
#import "ColMeta.h" 
#import "DobRow.h" 
#import "DobCol.h" 
#import "UseFun.h" 
#define REMOVE_UNSTORED 0 
#define REMOVE_DELETED  1 
@interface Dob : NSObject 
{ 
    NSString* table; 
    NSMutableArray *rows; 
    NSMutableArray *posKeys; 
    BOOL bof; 
    BOOL eof; 
    BOOL updateAllCols; 
    double timestamp; 
} 
@property (strong) NSMutableArray *metaCols; 
@property (strong) NSMutableArray *nativeMetaCols; 
@property int notNullPrimaryKeyCount; 
@property (strong) Obsession *obsession; 
@property int rowInd; 
@property int tag; 
@property BOOL searchMode; 
@property BOOL notifyUpdate; 
+ (Dob *)create:(Obsession *)obs; 
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- (int)add; 
- (int)addAndGo; 
- (int)binarySearch:(NSMutableArray *)keys; 
- (BOOL)Bof; 
- (int)browse:(int)i; 
- (id)init:(Obsession *)obs; 
- (void)initColOfEveryRow:(NSString *)colname ByValue:(NSString *)value; 
- (BOOL)checkContent; 
- (void)checkExistence; 
- (void)clearMetaValues; 
- (BOOL)checkRowExistence:(DobRow *)row; 
- (BOOL)checkRowExistencePrecursor:(DobRow *)row; 
- (void)clearMetaValues; 
- (void)clearRows; 
- (DobCol *)col:(NSString *)colName; 
- (DobCol *)colByInd:(int)i; 
- (DobCol *)colByInd:(int)i Row:(DobRow *)row; 
- (int)colCount; 
- (ColMeta *)colmeta:(NSString *)colName; 
- (ColMeta *)colmeta:(NSString *)colName FromArray:(NSMutableArray *)array; 
- (ColMeta *)colmetaByInd:(int)i; 
- (ColMeta *)colmetaByInd:(int)i FromArray:(NSMutableArray *)array; 
- (int)colmetaInd:(NSString *)colName; 
- (int)colmetaInd:(NSString *)colName FromArray:(NSMutableArray *)array; 
- (int)countWasteRows; 
- (BOOL)createTable:(NSString *)sTable Sql:(NSString *)SQL; 
- (void)dropTable:(NSString *)sTable; 
- (BOOL)Eof; 
- (void)eraseDatabase; 
- (void)erasePos; 
- (BOOL)execSql:(NSString *)SQL; 
- (int)first; 
- (void)flagToDelete:(BOOL)flag; 
- (void)forceAllRowsStored; 
- (NSString *)getColNames:(NSString*)tablename; 
- (NSString *)getKeyValues:(DobRow *)row; 
- (NSString *)getNames:(DobRow *)row; 
- (NSString *)getNamesAndValues:(DobRow *)row IsKey:(BOOL)isKey; 
- (int)getRowInd; 
- (int)getRowState; 
- (NSString *)getTable; 
- (NSString *)getValues:(DobRow *)row; 
- (int)gotoRow:(int)i; 
- (NSMutableArray *)listByCol:(NSString *)colname; 
- (void)importXml: (NSString *)xml; 
- (void)initColOfEveryRow:(NSString *)colname ByValue:(NSString *)value; 
- (int)insert:(int)pos; 
- (BOOL)isAllPrimaryNull; 
- (BOOL)isAnyPrimaryNull; 
- (BOOL)isAnyPrimaryNull:(DobRow *)row; 
- (BOOL)isAtFirst; 
- (BOOL)isAtLast; 
- (BOOL)isEmpty:(DobRow *)row; 
- (BOOL)isMetaValues; 
- (int)last; 
- (int)load:(NSString *)cols Tables:(NSString *)tablename  
 Keys:(NSMutableArray *)keys JoinWhere:(NSString *)joinWhere  
 OrderBy:(NSString *)orderBy; 
- (int)load:(NSString *)SQL; 
// Generic "the mother of all loads" load 
- (int)load:(NSString *)SQL SolveMeta:(BOOL)solveMeta;  
- (int)loadAll; 
- (int)loadByCol:(NSString *)colname Value:(NSString *)colvalue; 
- (int)loadByMetaValues; 
- (NSString *)metaValuesToWhere; 
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- (BOOL)needsUpdate; 
- (int)next; 
- (int)nullPrimaryCount:(DobRow *)row; 
- (NSMutableArray *)pragmaMeta:(NSString *)tablename; 
- (int)prev; 
- (void)print; 
- (void)purge; 
- (void)purgeMetaCols; 
- (void)purgeRows; 
- (void)refreshRows; 
- (int)reindexRows; 
- (void)removeRow:(int)iRow; 
- (NSString *)removeUglies:(NSString *)value; 
- (void)removeWasteRows:(int)flag; 
- (int)restorePos; 
- (NSString *)restoreUglies:(NSString *)value; 
- (DobRow *)row; 
- (int)rowCount; 
- (NSString *)rowToSQL:(DobRow *)row; 
- (int)selectCount:(NSString *)where; 
- (int)selectCountByMetaValues; 
- (BOOL)setTable:(NSString *)value; 
- (void)solveMetafromStmt:(sqlite3_stmt *)stmt; 
- (void)sortByCol:(NSString *)colname; 
- (int)storePos; 
- (NSString *)toXML; 
- (BOOL)update; 
- (BOOL)updateRow:(int)i; 
- (BOOL)up_to_date; 
- (int)zeroest; 
@end 
 
 
// 
//  DobRow.h 
// 
//  Created by Tapio  Lehtimäki on 20.7.2012. 
//  Copyright (c) 2012 Tietomato Oy. All rights reserved. 
// 
#import <Foundation/Foundation.h> 
#import "DobCol.h" 
#import "UseFun.h" 
#import "ColMeta.h" 
#define UNDELETE       -2 
#define DELETE         -1  
#define UNASSIGNED      0 
#define STORED          1 
#define CHANGED         2 
#define NEW             3 
@class Dob;    // Avoiding circular import definition  
@class DobCol; // Avoiding circular import definition  
@interface DobRow : NSObject 
{ 
    Dob *dob; 
    int state; 
    NSMutableArray *attachmentNames; 
    NSMutableArray *attachmentDobs; 
} 
@property (strong) NSMutableArray *cols; 
@property BOOL deleteFlag; 
@property BOOL errorFlag; 
@property BOOL keyChangeFlag; 
@property int ind;        // Informative position data  
+ (DobRow *)create:(Dob *)owner ColCount:(int)colCount; 
- (void)purge; 
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- (void)attach:(NSString *)name Dob:(Dob *)attachment; 
- (Dob *)attachment:(NSString *)name; 
- (int)checkState:(NSMutableArray *)metaCols; 
- (Dob *)getDob; 
- (int)getState; 
- (void)colValuesToStoredValues; 
- (void)setState:(int)value; 
- (void)forceState:(int)value; 
- (DobCol *)colByInd:(int)i; 
@end 
 
 
// 
//  DobCol.h 
// 
//  Created by Tapio  Lehtimäki on 20.7.2012. 
//  Copyright (c) 2012 Tietomato Oy. All rights reserved. 
// 
#import <Foundation/Foundation.h> 
#import "DobRow.h" 
#import "UseFun.h" 
@class DobRow; // Avoiding circular import definition  
@interface DobCol : NSObject 
{ 
    NSString *value;     
} 
@property (weak)    DobRow *ownerRow; 
@property (strong)  NSString *storedValue; 
@property           BOOL isNull; 
@property           int ind; 
@property           BOOL dummy; 
+ (DobCol *)create:(DobRow *)row; 
- (void)purge; 
- (NSString *)value; 
- (BOOL)boolValue; 
- (void)setValue:(NSString *)s; 
- (BOOL)isValueChanged; 
- (BOOL)valueXORstoredValue; 
- (void)tamperValue:(NSString *)s; 
@end 
 
 
// 
//  ColMeta.h 
// 
//  Created by Tapio  Lehtimäki on 16.7.2012. 
//  Copyright (c) 2012 Tietomato Oy. All rights reserved. 
// 
#import <Foundation/Foundation.h> 
#import "UseFun.h" 
#define VARCHAR "varchar" 
#define INT   "int"  
#define DOU   "double" 
@interface ColMeta : NSObject 
{ 
    NSString *type;     
} 
@property int               ind; 
@property int               cid; 
@property (strong) NSString *name; 
@property int               typeWidth; 
@property BOOL              primaryKey; 
@property BOOL              notNull; 
@property (strong) NSString *value;  // free for use when structure serves as 
key parameter etc. 
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@property BOOL              uppercase; 
@property BOOL              virtual; 
@property (strong) NSString *foreignTable;    // Linked table 
@property (strong) NSString *foreignKey;      // Linked table's linked column 
(key) 
@property (strong) NSString *foreignShowCols; // Comma separated columns to 
show in gui  
@property BOOL              dummy; 
+ (ColMeta *)create; 
- (ColMeta *)copy; 
- (BOOL)isStringType; 
- (BOOL)isBoolType; 
- (BOOL)isIntType; 
- (BOOL)isDoubleType; 
- (BOOL)compareType:(NSString *)someType; 
- (NSString *)type; 
- (void)setType:(NSString *)type; 
- (void)purge; 
@end 
 
