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Entwurf eines Systems zur Erfassung und 
Weiterverarbeitung von Produktinformation bei der 
Herstellung von Mikrostrukturen 
Zusammenfassung 
Das LIGA-Verfahren ist ein am Forschungszentrum Karlsruhe entwickeltes Ver-
fahren zur Herstellung von Mikrostrukturen. Es wird heute am Institut für 
Mikrostrukturtechnik eingesetzt, um Mikrostrukturen herzustellen und dabei 
ständig erweitert und verbessert. 
Um das komplexe LIGA-Verfahren mit seinen zahlreichen Einzelprozessen bes-
ser überschauen zu können, ist es entscheidend, ein System zur rechnergestütz-
ten Dokumentation des LIGA-Verfahrens zu realisieren. Dieses System ermög-
licht die Erfassung aller Prozeßschritte des Verfahrens mit allen Parametern, 
allen Materialdaten sowie einer Beschreibung der Ressourcen (Ausrüstungsge-
genstände). 
Auch die Erfahrungen, die aus der Produktion von Mikrostrukturen gewonnen 
werden, stellen Fertigungswissen dar. Daher ist es notwendig, das System so 
zu konzipieren, daß auch die Sammlung von Information über sämtliche in der 
Vergangenheit gefertigten Produkte möglich ist. 
In der vorliegenden Arbeit wird solch ein System, genannt PRAXIS (PRoduct 
And EXperimentation Information System) entworfen. 
PRAXIS bietet die Möglichkeit, beliebige Werkzeuge für die Sammlung und 
Weiterverarbeitung der Information, sowie für die Unterstützung bzw. Durch-
führung der Prozeßschritte bzw. Aktivitäten einzubinden. 
Diese Werkzeuge arbeiten auf einem integrierten Datenbestand, der von einem 
objektorientierten Datenbanksystem verwaltet wird. 
Design of a system for collection and processing of 
product information during the manufacturing 
process of microstructures 
Abstract 
The LIGA-process (german acronym for Lithographie, Galvanik, Abformung) 
has been developed at the Institute for Microstructural Engineering (IMT) at 
the Karlsruhe Research Center for manufacture microstructures. Today, the 
IMT is employing the LIGA-technique to manufacture the mechanical parts 
of microsystems, meanwhile the technique is constantly being extended and 
improved. 
In order to obtain improved surveillance over the complex LIGA-process with its 
numerous process steps, it is necessary to develop a computer based framework 
to summarize the overall LIGA-process. This system allows the collection of all 
process steps with all parameters, allmaterial information and all ressources of 
the process. 
Experience made during the production of microstructures represents manufac-
turing knowledge. Thus it is necessary to design the framework in such a way 
as to allow the collection of information about manufactured products. 
This thesis contains the design of such a system called PRAXIS (PRoduct And 
EK.perimentation Information System). 
PRAXIS offers the project managers the possibility to embed arbitrary tools 
into the framework that grasp and process such information and support or 
perform the process steps or activities. 
These tools use data integrated by an object-oriented database management 
system. 
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Kapitel 1 
Einleitung 
1.1 Motivation 
Die industrielle Fertigung ist heute durch zwei Merkmale geprägt: die zuneh-
mende Komplexität der Fertigungsprozesse sowie der wachsende Automatisie-
rungsgrad. Auf die Notwendigkeit, die dabei anfallende Information geeignet zu 
sammeln und zu verwalten, wurde mehrfach hingewiesen ((And93a],[GAP93], 
(Sch90],[And93b]). 
Dies gilt auch für die LIGA-Technik1 [Men93], ein am Forschungszentrum Karls-
ruhe entwickeltes Verfahren zur Herstellung von Mikrostrukturen. Das LIGA-
Verfahren ist in seiner heutigen Realisierung noch wenig automatisiert. Es ist 
mit seinen über 250 Einzelprozessen jedoch derart komplex, daß auch hier die 
Notwendigkeit besteht, Information über den Prozeß in geeigneter Form rech-
nerunterstützt zu sammeln, zu verwalten und auszuwerten [Men93]. 
Das LIGA-Verfahren mit seinen Prozeßschritten bildet den Kern des Fertigungs-
prozesses, um den es in dieser Arbeit geht. Es wird durch Aktivitäten ergänzt, 
die durch die Erfassung und Verarbeitung von Information über die hergestell-
ten Produkte notwendig werden. 
Die Möglichkeiten einer strukturierte Sammlung von Information über den 
LIGA-Fertigungsprozeß wurde bereits in [Bra94] untersucht. Die Motivation 
dieser Arbeit war es allerdings nicht, ein System bereitzustellen, das eine Pla-
nung und Steuerung des Fertigungsprozesses erlaubt, sondern die strukturierte 
Sammlung von Fertigungswissen. So sind dort auch Prinzipien wie Parallelität 
und Synchronisation, die für eine effiziente Fertigungsplanung und -steuerung 
maßgebend sind, nicht berücksichtigt. Sie werden in der vorliegenden Arbeit 
aufgegriffen. 
Fertigungswissen bedeutet nicht allein das Wissen über die Prozeßschritte des 
Fertigungsprozesses sowie die dabei relevanten Parameter. Auch die Erfahrun-
1 LIGA steht für Rönt.gentiefenLithographie, Galvanoformung und KunststoffAbformung, 
den Hauptschritten des LIGA-Verfahrens. 
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gen, die aus der Produktion von Mikrostrukturen gewonnen werden, stellen 
Fertigungswissen dar. Es muß somit ein Weg gefunden werden, um neben der 
Information über den Prozeß auch Information über die gefertigten Produkte 
zu sammeln, zu verwalten und auszuwerten. 
Am Institut für Mikrostrukturtechnik (IMT) des Forschungszentrums Karlsru-
he existiert ein System zur Sammlung und Auswertung von Information über 
Produkte, die mit Hilfe des LIGA-Fertigungsprozesses gefertigt werden. Auf 
Grundlage eines relationalen Datenbanksystems wurde ein Datenbankschema 
zur Archivierung von Produktinformation, die während der Produktion anfällt, 
konzipiert und umgesetzt. Darauf aufsetzend wurde eine Anwendung implemen-
tiert, die die Eingabe und bedingt auch eine Selektion von Daten ermöglicht. 
Eine Schwachstelle des bestehenden Systems ist die zu starke Einbeziehnung 
von Prozeßinformation in das Produktmodell [WBS92a]. · 
Als Folge daraus müssen das Produktmodell und die darauf aufsetzenden An-
wendungen geändert werden, wenn sich die Prozeßinformation ändert. Da der 
Prozeß selbst ständig weiterentwickelt wird, verursacht diese Einbeziehung von 
Prozeßinformation in das Produktmodell eine permanente Anpassung von Pro-
duktmodell und Anwendungen. Diese ungünstigen Merkmale erzwingen eine 
flexiblere Modellierung. 
Der Versuch, Prozeß- und Produktmodeliierung stärker als bisher zu entkop-
peln, um die angesprochenen Nachteile zu beseitigen, führt zu anderen Proble-
men ([WBS92b]), da Produkt- und Prozeßsemantik nicht disjunkt sind. Diese 
Probleme können, wie in dieser Arbeit gezeigt wird, durch eine objektorien-
tierte Modeliierung ([Mey88]) vermieden werden. Die objektorientierte Model-
Iierung bietet sich auch deshalb an, weil objektorientierte Datenstrukturen die 
Vielzahl an zu verarbeitenden Datentypen2, die bei der Herstellung von LIGA-
Mikrostrukturen anfallen, adäquater beschreiben können. 
Möglichkeiten für die Modellierung eines System zur Erfassung und Weiter-
verarbeitung von Produktinformation bei der Herstellung von Mikrostrukturen 
(PRoduct And EXperimentation Information furstem, kurz PRAXIS) wer-
den in der vorliegenden Arbeit aufgezeigt. 
Benutzt man ein System, das Information sowohl über den Prozeß als auch über 
die Produkte verwaltet, so liegt es nahe, dieses System auch zur Optimierung 
der Abläufe in der Produktion einzusetzen. 
1.2 Die LIGA-Technik 
Die LIGA-Technik ist ein Verfahren, das am Forschungszentrum Karlsruhe An-
fang der 80er Jahre zur Isotopentrennung nach dem 'frenndüsenverfahren ent-
wickelt wurde [BM9la]. Nach ständigen Weiterentwicklungen und Verbesserun-
2 Neben Zeichenketten und numerischen Werten müssen fortan auch Zeichnungen, Doku-
mente, geometrische Objekte und ähnlich komplexe Daten verwaltet werden. 
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gen werden heute mit Hilfe der LIGA-Technik Mikrokomponenten hergestellt, 
die Ausgangsbasis für die Fertigung kompletter Mikrosysteme sind. 
Der schematische Ablauf des LIGA-Verfahrens ist in [BM9la] gezeigt. Nach dem 
CAD-Design wird mit Hilfe eines Elektronenstrahlschreibers (ESS) eine primäre 
Maske ( Chrommaske) erzeugt, aus der eine Röntgenmaske gefertigt wird. Diese 
Röntgenmaske ist Ausgangsbasis für die sich anschließende Röntgentiefenlitho-
graphie, eines zentralen Prozeßschritts des LIGA-Verfahrens [Men93]. Dabei 
wird ein Resist, das mit der Röntgenmaske abgedeckt wurde, bestrahlt. Die Be-
strahlung des Resists durch energiereiche, parallele Röntgenstrahlung ist eine 
Voraussetzung für die hohen Aspektverhältnisse, die Mikrostrukturen auszeich-
nen, die nach dem LIGA-Verfahren gefertigt sind. Die Röntgenstrahlung wird 
von einer Synchrotronstrahlenquelle erzeugt. Nach der Belichtung werden je 
nach angewendetem Resist-Entwicklersystem - die belichteten oder unbelich-
teten Teile des Resists durch Ätzen entfernt. Die entstehenden Hohlräume der 
Resiststruktur werden galvanisch gefüllt, es entsteht ein Formeinsatz. Dieser 
Formeinsatz kann anschließend für die Herstellung der eigentlichen Mikrostruk-
turen aus Metall, Kunststoff oder Keramik verwendet werden. 
Diese grobe Beschreibung des Ablaufs des LIGA-Verfahrens läßt sich weiter 
verfeinern, wobei man zu einer detaillierten Beschreibung der Einzelprozesse 
gelangt. 
1.3 Das Ziel der Arbeit 
Um das LIGA-Verfahren mit seinen Einzelprozessen besser überschauen zu 
können, ist es entscheidend, eine rechnergestützte Dokumentation des LIGA-
Verfahrens zu realisieren. Dazu gehört die Erfassung aller Prozeßschritte des 
LIGA-Verfahrens mit allen Parametern, allen Materialdaten sowie einer Be-
schreibung der Ressourcen (Ausrüstungsgegenstände) in PRAXIS. 
Da die Erfahrung, die mit der realen Fertigung von Produkten gewonnen wird 
Qualitätswissen darstellt, ist es notwendig, das System so zu konzipieren, daß 
auch Information über die gefertigten Produkte gesammelt und verwaltet wer-
den kann. PRAXIS soll es ermöglichen, über sämtliche in der Vergangenheit 
hergestellte Produkte die vollständige Produktionshistorie mit der dabei ent-
standenen Produktinformation zugänglich zu machen. 
Dazu wird die anfallende Informationsmenge zunächst von drei unterschiedli-
chen Sichtweisen aus analysiert: 
• von der Prozeßsicht aus, d.h. dem LIGA-Fertigungsprozeß aus ganzheit-
licher Sicht mit allen für den Prozeß möglichen Fertigungsalternativen, 
• von der Produktsicht aus, d.h. mit aller Information, die bei der Pro-
duktion eines ganz bestimmten Produktes mit Hilfe des LIGA-Verfahrens 
anfällt, 
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• sowie von der Produktionssicht aus, d.h. einer die vorhandenen Produkt-
sichten koordinierenden Sicht mit dem Ziel des Projektmanagements. 
Diese Sichtweisen bilden die Schnittstellen, an denen der Anwender mit PRA-
XIS arbeitet. Der Anwender sieht - je nach durchzuführender Tätigkeit - eine 
dieser drei Systemsichten. 
Für die Sammlung und Weiterverarbeitung von Produktinformation steht eine 
breite Palette an informationsverarbeitenden Werkzeugen zur Verfügung. Diese 
Palette wird ständig erweitert. Neue Werkzeuge kommen hinzu, bestehende 
werden verbessert. Erforderlich ist ein System, das leicht auf sich ändernde 
Anforderungen augepaßt werden kann. PRAXIS muß die Möglichkeit bietet, 
beliepige Werkzeuge zur Erfassung und Weiterverarbeitung von Information. 
einzubinden. Es muß auch sichergestellt werden, daß die unterschiedlichsten 
Werkzeuge auf dem Datenbestand arbeiten können, ohne daß der Anwender 
sich um die Frage kümmern muß, in welcher Weise die Daten für die Werkzeuge 
bereitgestellt werden. 
Will man arbeitsintensive und fehleranfällige Mehrfacherfassung und redundan-
te Speicherung der Information über den LIGA-Prozeß sowie die gefertigten 
Produkte vermeiden, muß man die Daten in integrierter Form in einer Daten-
bank abgelegen und von einem Datenbanksystem verwalten lassen. Aus der Not-
wendigkeit der vorher erwähnten objektorientierten Datenstrukturierung muß 
dazu ein objektorientiertes Datenbanksystem verwendet werden. 
Die Vorteile eines Systems zur Erfassung und Weiterverarbeitung von Informa-
tion bei der Fertigung von LIGA-Mikrostrukturen sind folgende: 
• Durch die Prozeßsicht bekommt man eine Dokumentation des LIGA-Fm·-
tigungsprozesses. Beschrieben werden alle möglichen Prozeßalternativen. 
Aus diesen Alternativen wird bei der Fertigung jedes Produkts eine für 
diesen speziellen Fall geeignete Fertigungsvariante gewählt. 
• Durch die Produktsicht erhält man die Historie der Fertigungsabläufe je-
des Produkts. Will man ein neues Produkt fertigen, kann man auf bereits 
in der Vergangenheit gemachte und dokumentierte Erfahrungen des Fer-
tigungsablaufs ähnlicher Produkte zurückgreifen. 
Eine Dokumentation des Fertigungsablaufs für Produkte wird auch aus 
Gesichtspunkten der Qualitätssicherung immer bedeutender. 
• Durch die Produktionssicht hat man die Möglichkeit, die Fertigung von 
Produkten im Fertigungsablauf zu planen und zu optimieren. Dies wird 
insbesondere im Hinblick auf eine industrielle Fertigung (Serienfertigung) 
interessant. 
Das Ziel.dieser Arbeit ist es, in einem ersten Schritt die Anforderungen an P RA-
XIS als einem System zur Erfassung und Weiterverarbeitung von Information 
1.4 Gliederung der Arbeit 
(mit dem Schwerpunkt der Produktinformation) bei der Herstellung von LIGA-
Mikrostrukturen herauszuarbeiten. Dies geschieht getrennt nach dem oben be-
schriebenen Komponenten: 
• Darstellung und Bearbeitung der Systemsichten. 
• Einbindung von beliebigen Werkzeugen und Integration der Daten. 
• Verwaltung der integrierten Daten durch ein objektorientiertes Daten-
banksystem. 
In einem zweiten Schritt wird PRAXIS modelliert. 
1.4 Gliederung der Arbeit 
Die Architektur von PRAXISbesteht aus drei Hauptkomponenten: einem Werk-
zeug zur Visualisierung der Systemsichten (je nach Aufgabe die Prozeß-, eine 
Produkt-, oder die Produktionssicht), einer Toolbox für die Anhindung von 
Werkzeugen, sowie einem objektorientierten Datenbanksystem. 
Diese drei Komponenten mit denen an sie gestellten Anforderungen werden in 
den folgenden drei Kapiteln näher erläutert. 
Kapitel 2 beschreibt die drei Systemsichten Prozeßsicht, Produktsicht und Pro-
duktionssieht. 
Kapitel 3 betrachtet die erweiterbare Sammlung von Werkzeugen, mit denen 
während der Produktion gearbeitet und Information gewonnen und weiterver-
arbeitet wird. 
Kapitel 4 geht auf das objektorientierte Datenbanksystem ein. Dieses soll das 
integrierte Datenmodell samt Daten sowie die Systemsichten verwalten. 
Kapitel 5 vertieft die in den vorausgegangenen Kapiteln behandelten Konzepte 
durch die Einführung von Partialmodellen für den Entwurf und die Fertigung 
von Mikrostrukturen. Kapitel 5.1 beschreibt die Aktivitätenkette vom CAD-
Entwurf einer Mikrostruktur bis zur Vermessung der gefertigten Masken und 
dem dazu benötigten Partialmodell der Geometrie. In Kapitel 5.2 wird das 
Partialmodell für Teile der Fertigungssicht vorgestellt. 
In Kapitel 6 wird ein Ansatz der Architektur von PRAXIS vorgestellt, die 
es ermöglicht, sämtliche Produktinformation, die bei der Herstellung von Mi-
krostrukturen anfällt, zu erfassen und weiterzuverarbeiten. 
Nachdem die Systemanforderungen in Kapitel 2 bis 4 dargelegt wurden, und 
die Partialmodelle eingeführt sind, enthält Kapitel 7 abschließend einen Ansatz 
zur objektorientierten Modellierung von PRAXIS. 
Kapitel 8 enthält die Zusammenfassung der Arbeit sowie einen Ausblick. 
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Der Anhang besteht aus einer Beschreibung der Vorbedingungen aus dem CAD-
Entwurf (Anhang A.l), der spezifischen Formate IGES (Anhang A.2) und GD-
SII (Anhang A.3) sowie der Funktionsweise der Konverter für diese Formate, 
die für das Partialmodell der Entwurfsschritte für Mikrostrukturen (Kapitel5.1) 
von Bedeutung sind. 
Anhang B enthält eine Beschreibung der Implementierung eines Werkzeugs zur 
Visualisierung des Partialmodells für die Fertigung von Mikrostrukturen ( (Ka-
pitel 5.2), sowie eine Beschreibung der dabei implementierten Klassen. 
Anhang C besteht aus der Beschreibung Klassen als Ergebnis der objektorien-
tierten Modeliierung von PRAXIS. Zur Beschreibung wurde die Objektdefini-
tionssprache ODL (siehe Kapitel 4.2.2) verwendet. 
Für die Modeliierung von PRAXIS wurde eine eigene Sprache entwickelt. An-
hang D schließt die Arbeit mit der Auflistung der Modellierungssprache von 
PRAXIS und einem Beispiel ab. 
Kapitel 2 
Die unterschiedlichen 
Systemsichten 
Ein wesentlicher Teil eines jeden Systems ist die Schnittstelle zu dessen Benut-
zern bzw. Anwendern. Die Schnittstelle muß - evtl. für mehrere unterschied-
liche Anwendergruppen getrennt - eine dem Anwender eingängige Sicht auf 
das System, die dort enthaltene Information sowie die dort ablaufenden Ver-
arbeitungsvorgänge bieten. Für ein System zur Unterstützung der Informati-
onsverarbeitung im Zusammenhang mit der LIGA-Technik (PRAXIS) wurden 
folgende drei Systemsichten ausgearbeitet: 
• Die Prozeßsicht. Sie beschreibt den LIGA-Entwurfs-, Fertigungs- und Qua-
litätssicherungsprozeß aus ganzheitlicher Sicht, mit allen möglichen Ferti-
gungsalternativen, allen Parametern, allen Materialdaten sowie den Res-
sourcen ( Ausrüstungsgegenstände). 
• Die Produktsicht. Sie enthält sämtliche Information, die bei der Produk-
tion eines ganz bestimmten Produkts anfällt. 
• Die Produktionssicht. Sie ist eine die vorhandenen Produktsichten koor-
dinierenden Sicht mit dem Ziel des Projektmanagements. 
Sie bilden im späteren System PRAXIS die Schnittstellen, an denen der Be-
nutzer mit PRAXIS arbeitet. Diese drei Sichten werden im Anschluß erläutert. 
Kapitel 2.4 erläutert anschließend, wie diese drei Sichten zusammenhängen. 
2.1 Die Prozeßsicht 
Das LIGA-Verfahren mit seinen Prozeßschritten bildet die Ausgangsbasis für 
den Prozeß, um den es in dieser Arbeit geht. Darin enthalten sind Schritte zum 
Entwurf, der Fertigung sowie der Qualitätssicherung von Mikrostrukturen. 
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Der Begriff Prozeßschritt, d.h. ein Abschnitt des LIGA-Verfahrens, wird im 
folgenden durch den allgemeineren Begriff der Aktivität erfaßt. 
Eine Aktivität kann entweder die Durchführung eines Prozeßschritts 
des LIGA-Verfahrens für den Entwurf, die Fertigung oder die Quali-
tätssicherung einer Mikrostruktur sein, oder die Durchführung einer 
Tätigkeit, die im Zusammenhang mit einem Prozeßschritt als Vor-
oder Nachbereitung dessen notwendig wird. 
So wird z.B. bei der Durchführung des Entwurfsschritts CAD-Entwurf eine 
IGES-Datei ([IGE91]) erzeugt. Diese Datei muß, bevor sie von dem nachfol-
genden Fertigungsschritt Maskenerstelf'ung mit dem Elektronenstrahlschreiber 
(ESS) weiterverarbeitet werden kann, auf einen anderen Rechner portiert und 
anschließend in eine GDSII-Datei ([Cal84]) transformiert werden (Abbildung 2.3 
auf Seite 12). Diese Schritte der Portierung und Transformation werden in der 
Prozeßsicht ebenfalls erfaßt und als Aktivitäten dargestellt. 
Unter dem in dieser Arbeit zu modellierenden Prozeß (auch Fertigungs-, Her-
stellungs- oder Produktionsprozeß) verstehen wir eine Abfolge von Aktivitäten 
(ein sogenanntes Aktivitätennetz), die zu einem Produkt führen. Wie wir in Ka-
pitel2.2 sehen werden, muß es sich dabei nicht unbedingt um eine Mikrostruktur 
als Endprodukt handeln. Vielmehr werden auch die Zwischenprodukte erfaßt. 
Um diesen Prozeß zu modellieren, müssen unterschiedliche Kennzeichen des 
Prozesses, wie 
• Hierarchiebildung bei Aktivitäten 
• Kausale Vorgänger- /N achfolgerbeziehung von Aktivitäten 
• Alternativaktivitäten 
• Nebenläufigkeit von Aktivitäten 
• Ein- und Ausgabeobjekte von Aktivitäten 
berücksichtigt werden. Diese werden im folgenden anhand des in Abbildung 2.1 
gezeigten Modells beschrieben. 
Hierarchiebildung, Vorgänger-/Nachfolgerbeziehung und Alternativaktivitäten 
sind bereits in [Bra94] modelliert, neu in dem in dieser Arbeit vorgestellten 
Modell sind nebenläufige Aktivitäten, sowie die Berücksichtigung der Ein- und 
Ausgabeobjekte. 
2.1.1 Hierarchie 
Da ein Prozeß aus einer Vielzahl von Aktivitäten besteht, wird man leicht den 
Überblick verlieren, wenn es keine Möglichkeit gibt, Details zu verbergen und 
2.1 Die Prozeßsicht 
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nur bei Bedarf darzustellen. Die Einführung einer Hierarchie, bei der auf ver-
schiedenen Hierarchiestufen ein unterschiedlicher Detaillierungsgrad dargestellt 
wird, bietet diese Möglichkeit. Aktivitäten eines Prozesses können auf unter-
schiedlichen Hierarchiestufen angesiedelt sein, d.h. es besteht die Möglichkeit, 
Aktivitäten zu einer Oberaktivität zusammenzufassen (Vergröberung), ebenso 
wie es möglich ist, eine Aktivität in Unteraktivitäten zu unterteilen (Verfeine-
rung). 
In Abbildung 2.1 ist beispielsweise die Aktivität A unterteilt in die Unterakti-
vitäten A1, ... , A4. Die Aktivitäten A21, A22 und A23 sind in der Oberaktivität 
A2 zusammengefaßt. 
Die Hierarchiestufe der Aktivität A ist demnach höher als die von A1, ... , A4. 
Wir reden- unabhängig von der Hierarchiestufe ausschließlich von Aktivitä-
ten. 
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Es bleibt festzuhalten, daß die Tiefe dieser Hierarchisierung nicht notwendiger-
weise überall gleich groß sein muß. Es ist durchaus möglich, daß zwar Aktivität 
A2, wie in Abbildung 2.1 weiter verfeinert wird, während hingegen Aktivität 
A4 auf der gleichen Ebene ihre unterste Hierarchiestufe erreicht hat. 
2 .1. 2 Kausale Vorgänger-/Nachfolgerbeziehungen 
Für die Durchführung eines Prozesses ist es notwendig, die Aktivitäten in einer 
definierten Reihenfolge ablaufen lassen zu können. D.h. man kann für eine Ak-
tivität eine oder mehrere Aktivitäten bestimmen, die kausal davor bzw. danach 
ausgeführt werden. 
Vorgänger-/N achfolgerbe~iehungen sind immer auf der gleichen Hierarchiestufe 
anzusiedeln, und dort ausschließlich in der Verfeinerung derselben Aktivität. 
Aktivität A21 aus Abbildung 2.1 hat keinen Vorgänger, auch nicht Aktivität A1, 
da sich die beiden Aktivitäten nicht auf der gleichen Hierarchiestufe befinden. 
Aktivität A21 ist aber Verfeinerung von Aktivität A2, welche als Vorgänger 
Aktivität A1 besitzt. Also wird die zuletzt ausgeführte Aktivität einer möglichen 
Verfeinerung (z.B. Alx) von Aktivität A1 vor der Aktivität A21 ausgeführt. 
Dabei ist jedoch A1x nicht als Vorgängeraktivität von Aktivität A21 modelliert, 
da Aktivität A1x nicht aus der gleichen Aktivität heraus verfeinert wurde, wie 
Aktivität A21· 
2.1.3 Alternativaktivitäten 
Da es möglich ist, bestimmte Fertigungsziele mit Hilfe von unterschiedlichen 
Aktivitäten (oder Aktivitätsnetzen) zu erreichen, können in der Prozeßbeschrei-
bung Alternativen zu einzelnen Aktivitäten bzw. ganzen Aktivitätsnetzen ent-
halten sein. In der Prozeßsicht werden alle alternativen Aktivitäten erfaßt. 
In Abbildung 2.1 besitzt die Aktivität A1 zwei Alternativen, eine Aktivität A1a 
und eine Aktivität Alb· 
Alternativaktivitäten können unabhängig voneinander weiter verfeinert werden. 
2.1.4 Nebenläufigkeit von Aktivitäten 
Oftmals ist es möglich, Aktivitäten zeitlich parallel auszuführen, falls sie von-
einander unabhängig sind. In Abbildung 2.1 werden nach Abarbeitung von Ak-
tivität A1 (entweder in Form der Alternative A1a oder der Alternative Alb) 
zwei Aktivitäten parallel und unabhängig voneinander abgearbeitet: die Akti-
vitäten A2 und A3. Dieses Vorgehen erzwingt eine Synchronisation des Ablaufs. 
Mit der Ausführung von Aktivität A4 darf erst begonnen werden, wenn beide 
Vorgängeraktivitäten A2 und A3 abgeschlossen sind. 
2.1 Die Prozeßsicht 
2.1.5 Ein- und Ausgabeobjekte von Aktivitäten 
Auf die Eigenschaft, daß zur Systembeschreibung und damit zur Systemmodel-
Iierung neben dem Erfassen der Aktivitäten auch das Erfassen der zugehörigen 
Daten eine wesentliche Bedeutung hat, weist schon [LSTK83] hin. Dort wird 
mit SADT (Structured Analysis and Design Technique [RS77] ) eine Technik 
vorgestellt, um sowohl ein Tätigkeitsmodell als auch ein Datenmodell zu be-
schreiben. In der Terminologie des Tätigkeitsmodells werden Eingangsdaten, 
unter Einbeziehung von Kontrolldaten und Hilfsmechanismen, zu Ausgangsda-
ten verarbeitet. 
Eine an SADT angelehnte Technik kann auch hier verwendet werden (Abbil-
dung 2.2). 
-----:;.. 
erzeugt 
( Ausgabeobjekte ) 
Abbildung 2.2: Zusammenhang zwischen Aktivitäten und Ein- bzw. Ausgabe-
objekten 
Eine Aktivität benötigt zu Ausführung bestimmte Eingabeobjekte. Es wird hier 
bewußt keine Beschränkung auf Daten vorgenommen, da z.B. für eine Aktivität 
Vermessung ein reales Objekt z.B. in Form einer Mikrostruktur zur Verfügung 
stehen muß. Es handelt sich bei den Eingaben einer Aktivität nicht ausschließ-
lich um Daten, sondern ganz allgemein um Eingabeobjekte. Analoges gilt für 
Ausgabeobjekte, die bei der Ausführung von Aktivitäten erzeugt werden kön-
nen. 
Dadurch, daß ein Ausgabeobjekt einer Aktivität zum Eingabeobjekt einer nach-
folgenden Aktivität werden kann, erhält man einen dem Datenfluß analogen 
Objektfluß durch das System. 
Die Durchführung einer Aktivität ist in der Regel an Ressourcen (Ausrüstungs-
gegenständen) gebunden. Die getrennte Modeliierung dieser Ressourcen ist für 
die Produktionssicht (Kapitel 2.3) relevant, die sich unter anderem die Koordi-
nation und optimale Ausnutzung dieser Ressourcen zum Ziel setzt. 
Für die Prozeßsicht können ausschließlich rein klassifizierende Angaben über 
den Datentyp der Objekte gemacht werden. In der Prozeßsicht ist z.B. festzule-
gen, daß eine Aktivität CAD-Entwurfals Eingabeobjekt eine Spezifikation vom 
Datentyp Dokument hat und als Ausgabeobjekt eine IGES-Datei, sowie eine 
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Abbildung 2.3: Prozeßsicht einer Aktivitätenkette 
CAD-Zeichnung von Datentyp Datei erzeugt (siehe Abbildung 2.3). 
Information über die Ausprägungen der einzelnen Objekte, d.h. welche Spezifi-
kation in einen speziellen CAD-Entwurf einfließt oder welche IGES-Datei dabei 
erzeugt wird, ist produktspezifisch. Aus diesem Grund kann die Klassifizierung 
der Objekte erst in der Produktsicht instantiiert werden. 
2.2 Die Produktsicht 
2.2 Die Produktsicht 
In dem hier vorgestellten Modell ist ein Produkt ein Objekt, das einen Prozeß 
durchläuft. Der Prozeß wirkt durch seine Aktivitäten auf das Produkt, bis dieses 
seine endgültige Gestalt annimmt. Dabei ist wichtig herauszuheben, daß unter 
Produkt nicht nur das Endprodukt verstanden wird, sondern auch sämtliche 
Zwischenprodukte auf dem Weg zum Endprodukt1. Ein Produkt ist demnach 
ein Objekt, das durch die Abarbeitung eines beliebigen Ausschnitts eines Pro-
zeßnetzes entsteht. 
Abbildung 2.4: Produktlebenszyklus (aus [GAP93]} 
Ein Produkt durchläuft bestimmte Lebensphasen, wie dies in Abbildung 2.4 
dargestellt ist. Für die Modellierungsanforderungen in dieser Arbeit werden aus-
schließlich die Phasen Produktplan·ung, Konstruktion und PTOd·uktherstellung, 
d.h. die Phasen der sogenannten Produktentstehung betrachtet. Alle nachfol-
genden Phasen wie Vertrieb, Betrieb und Beseitigung des Produkts werden hier 
nicht berücksichtigt. Da im folgenden kein Unterschied gemacht wird, in welcher 
Phase des Produktlebenszyklus man sich befindet, sondern in allen Phasen da-
von ausgegangen wird, daß irgendwelche Aktivitäten durchgeführt werden, ist 
die nachträgliche Einbeziehung der noch fehlenden Phasen im Sinne des hier 
vorgestellten Modells möglich. 
Die in Kapitel 2.1 betrachtete Prozeßsicht ist nicht produktabhängig. In ihr 
waren demnach sämtliche für den Prozeß denkbaren Aktivitäten mit allen Al-
ternativen enthalten. Will man jedoch ein Produkt modellieren, so benötigt man 
1 Unter Produkt wird also nicht nur das gefertigte Endprodukt., z.B. eine Mikrostruktur 
oder gar ein komplet.t.es Mikrosystem vPrst.anden, sondern auch alle Zwischenprodukte wie 
Zwischenmasken, Arbeitsmasken u.ä. 
13 
14 Die unterschiedlichen Systemsichten 
nur eine Untermenge der in der Prozeßsicht enthaltenen Aktivitäten, nämlich 
genau die Aktivitäten, die zur Herstellung genau dieses Produkts dienen. Die 
Aktivitäten, die im Produktlebenszyklus eines Produkts enthalten sind, sind 
produktspezifisch. 
Folgende Konzepte sind in der Produktsicht zu finden: 
• Hierarchiebildung der an der Produktion beteiligten Aktivitäten 
• Kausale Vorgänger- /N achfolgerbeziehung der an der Produktion betei-
ligten Aktivitäten 
• Nebenläufigkeit der an der Produktion beteiligten Aktivitäten 
• Ein- und Ausgabeobjekte der an der Produktion beteiligten Aktivitäten 
• Versionen von Produktdaten 
• Zustand und Wiederholung von Aktivitäten 
• Zustand des Produkts 
2.2.1 Hierarchie 
Die Aktivitäten zur Herstellung eines Produkts können - wie von der Prozeß-
sicht her bekannt - auf unterschiedlichen Hierarchiestufen erfaßt werden. Die 
so entstehende Hierarchie bietet Sichten unterschiedlicher Granularität auf die 
Herstellung des Produkts. 
2.2.2 Kausale Vorgänger-/Nachfolgerbeziehungen 
Auch bei der Herstellung eines speziellen Produkts haben Aktivitäten- wie die 
Beziehungen bei der Prozeßsicht- kausale Vorgänger- und Nachfolgerbeziehun-
gen zu anderen Aktivitäten. Semantisch gelten die gleichen Einschränkungen 
wie bei der Prozeßsicht. 
2.2.3 Alternativaktivitäten 
Die Modeliierung von Alternativen für bestimmte Aktivitäten spielen für die 
Produktsicht - im Gegensatz zu Alternativen in der Prozeßsicht - keine Rolle. 
Für ein Produkt interessieren nur die Aktivitäten, die ein Produkt im Laufe 
seines Lebenszyklus tatsächlich durchlaufen hat, nicht jedoch die Aktivitäten, 
die prinzipiell alternativ dazu auch hätten durchlaufen werden können. Diese 
Information ist der zur Produktion dieses Produkts gültigen Prozeßsicht 'zu 
entnehmen. 
2.2 Die Produktsicht 
2.2.4 Nebenläufigkeit von Aktivitäten 
Nebenläufigkeit von Aktivitäten sind für die Produktsicht wie auch Nebenläu-
figkeiten in der Prozeßsicht- ebenfalls von Bedeutung. Die Produktsicht wird, 
wie später zu sehen ist, in das modellierte System eingebettet und dient als Vor-
gehensmodell bei der Produktherstellung. Die Möglichkeit einer Modellierung 
von unabhängig voneinander ausführbaren Aktivitäten ist maßgebend für eine 
zeitoptimale Fertigung des Produkts. 
2.2.5 Ein- und Ausgabevbjekte von Aktivitäten 
Zusätzlich zu der produktspezifischen Sequenz an Aktivitäten treten bei der 
Produktsicht die Ausprägungen der von jeder Aktivität für genau dieses Pro-
dukt verwendeten und erzeugten Objekte auf. Konnte man bei der Prozeßsicht 
nur festlegen, von welchem Typ Ein- und Ausgabeobjekte, verwendete Mate-
rialien und benötigte Ressourcen sind, so werden in der Produktsicht für jedes 
Produkt spezifisch die entsprechenden Ausprägungen sichtbar. 
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Abbildung 2.5: Produktsicht einer Aktivitätenkette 
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Die in Abbildung 2.5 dargestellte Produktsicht unterscheidet sich von der ent-
sprechenden Prozeßsicht (Abbildung 2.3) dadurch, daß Eingabe- und Ausgabe-
objekte reale Objekte und damit Ausprägungen der zuvor festgelegten Klassifi-
zierung sind. Abbildung 2.5 zeigt z·.B. anstelle der Klassifizierung Spezifikation 
die dem jeweilige Produkt zugrundeliegende Instanz (z.B. Spezijilwtion K). 
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2.2.6 Versionen von Produktdaten 
Verändert man Daten, z.B. in einer Datenbank, so resultiert daraus i.a. ein 
Überschreiben der alten Daten. Will man das vermeiden, z.B. weil der Verlauf 
eines evolutionären Vorgangs wie die Erstellung einer Spezifikation von Interesse 
ist, so muß man die Verwaltung von verschiedenen Ausprägungen desselben 
Objekts in Form von Versionen unterstützen. 
Nach [AASW94] kann man folgende 3 Arten der Versionierung unterscheiden: 
1. Lineare Versionierung, bei denen Objektmodifikationen gespeichert wer-
den, die in einem bestimmten Zeitraum durchgeführt werden. Interessiert 
beispielsweise das Aussehen einer Spezifikation zu .diskreten Zeitpunkten 
während ihrer Entwicklung, so wird man diese als lineare Version ablegen: 
(Spezifikation_ Vl) ;;;. (Spezifikation_ V2) ;;;. (Spezifikation_ V3) 
Es entstehen nacheinander die Versionen Vi, V2 und V3 der Spezifikation. 
2. Insbesondere Entwurfsanwendungen benötigen die Unterstützung von Va-
rianten, d.h. zwei unterschiedliche Varianten von Objekten haben das 
gleiche Objekt als Ursprung. 
Spezifikation_ V 1.1 
Spezifikation_ Vl 
Spezifikation_ V 1.2 
Es ist beispielsweise denkbar, daß eine Spezifikation ab einem bestimmten 
Zeitpunkt von zwei Beauftragten unabhängig voneinander verändert wird. 
Die Spezifikation der Version V1 wird in Form der beiden Varianten Vu 
und v1.2 weiterverarbeitet. 
3. Die ausschließliche Unterstützung von Varianten reicht ohne eine Mög-
lichkeit, die Varianten eines Objektes wieder zu einer neuen Instanz zu 
kombinieren, oft nicht aus. Dieses Vorgehen der Versionierung wird als 
Konfiguration bezeichnet. 
Spezif_ V2 
Spezif_ V 1.2 
Erst die Verwaltung von Konfigurationen unterstützt das sogenannte Con-
current Engineering, d.h. das Erstellen von Varianten, das unabhängige 
2.2 Die Produktsicht 
Weiterverarbeiten jeder Variante (z.B. durch unterschiedliche Benutzer) 
und das Zusammenfügen dieser Varianten zu einerneuen Instanz. 
Die Spezifikation der Version V1 wird in Form der beiden Varianten Vu 
und V1.2 weiterverarbeitet. Die Variante Vi .1 hat dabei wiederum Versio-
nen gebildet., die Versionen Vu.1 und Vu.2· Die Varianten Vu.2 und V1.2 
werden zur neuen Instanz V2 zusammengefügt. 
Hierbei ist zu beachten, daß der automatische Abgleich von Varianten und 
das Erstellen einer Instanz eine sehr komplexe Aufgabe darstellt2. 
2.2. 7 Zustand und Wiederholung von Aktivitäten 
Eine Aktivität. kann bezüglich eines zu fertigenden Produkts einen von mehreren 
möglichen Zuständen einnehmen. Die Aktivität kann 
• noch nicht begonnen sein, 
• sich zur Zeit in Ausführung befinden, oder 
• bereits erfolgreich ausgeführt, d.h. beendet sein. 
Zusätzlich kann es möglich sein, die gleiche Aktivität mehrfach, aber z.ß. mit 
anderen Parametern o.ä. durchzuführen. Das ist. nur dann möglich, wenn die 
Aktivität die Eingabeobjekte nicht irreversibel verändert. Beispielsweise kann 
die Vermessung eines Maskenblanks wiederholt. werrlen, wenn bei der ersten 
Ausführung das falsche Objektiv für das VenncssnugHsystem gewählt wurde. 
2.2.8 Der Zustand des Produkts 
Der Zustand des einzelnen Produkts muß modelliert werden, um ihn später 
in der Produktsicht darstellen zu können. In der Beispielsequenz von Abbil-
dung 2.5 geschieht das z.B. durch Hervorheben der bereits ausgeführten Ak-
tivitäten, sowie der existenten Objekte (Eingabe- und Ausgabeobjekt.e). Der 
Zustand des Produkts ist. sofort ablesbar, die nächste auszuführende Aktivität. 
ist die Herst.ellung einer Maske mit Hilfe des Elektronenstrahlschreibcrs ( ESS). 
Die Vielzahl der vorhandene Prodnktsichten (auf jedes Prodnkt existiert. eine 
eigene Produktsicht) macht eine zusätzliche Sicht notwendig, die diese Sichten 
koordiniert, nnd zusätzliche Dienste auf der Grundlage der Vereinigung aller 
Produktsichten zur Verfügung stellt. Solch eine koordinierende Sicht. wird mit. 
der Produktionssicht eingeführt. 
2 Zur Verwalt.ung von Konfigurationen hif't.<'n manche Datenbanksystemen f'inen Check-
Out/Check-In Mechanismus an. Eine Kopie dPs Objf'kts wird aus der Datenbank geholt, lokal 
als Variante geändert (oft. in einer privaten Datt·nhank), und nach Abschluß der Ändf'nmgen 
wieder zuriickg<•stdlt. BPi diPsem Vorgang ist sie pvtl. mit anderen Varianten zu einerneuen 
Inst.an:r, ab:r,ugleichen. 
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2.3 Die Produktionssicht 
Da in der Regel mehrere Produkte parallel gefertigt werden, kommt es zwangs-
läufig vor, daß in unterschiedlichen Fertigungslinien dieselben Ressourcen (Aus-
rüstungsgegenstände) verwenden werden sollen, obwohl aus technischen Grün-
den eine Mehrfachbenutzung nicht möglich ist (z.B. gleichzeitige Benutzung des 
selben Ofens mit unterschiedlicher Temperatur). 
Ebenso kann es bei bestimmten Ressourcen (z.B. einem chemischen Bad) öko-
nomisch sinnvoll sein, die Abläufe der unterschiedlichen Fertigungslinien so zu 
koordinieren, daß sie von unterschiedlichen Produkten gleichzeitig oder sequen-
tiell (unmittelbar im Anschluß) belegt werden. 
Zur Lösung solcher Fragen ist eine Produktionssicht notwendig, die die Gesamt-
heit der Produktsichten im Hinblick auf eine optimale Verteilung der Ressourcen 
verwaltet. Es werden- durch den Zweck der Produktionssicht bedingt- nur die 
zur Ausführung einer Aktivität benötigten Komponenten, d.h. Eingangsobjek-
te, Ressourcen (Ausrüstungsgegenstände) und Materialien erfaßt. Ausgabeob-
jekte sind keine Voraussetzung für die Ausführung einer Aktivität3 und werden 
nicht explizit erfaßt. Die Produktionssicht erfaßt demnach nur einen Ausschnitt 
der Produktsichten, da die Ausgabeobjekte, die in den Produktsichten enthal-
ten sind, in der Produktionssicht nicht interessieren (siehe Abbildung 2.6 im 
Vergleich zu Abbildung 2.5). Außerdem werden in der Produktionssicht nicht 
alle Produktsichten berücksichtigt, sondern nur die, deren Produkt sich gerade 
in der Produktion befindet. 
Die Produktionssicht ist also eine Teilsicht auf die Obermenge al-
ler Produktsichten für diejenigen Produkte, deren Produktion noch 
nicht abgeschlossen ist. Es werden auch die Produke erfaßt, deren 
Produktion bereits modelliert, aber noch nicht begonnen wurde. 
Die Produktionssicht stellt folgende Voraussetzungen an die beteiligten Pro-
duktsichten: 
• Die Produktsichten haben alle eine identische Version der Prozeßsicht als 
gemeinsame Grundlage, da sonst keine gemeinsame Basis vorhanden ist, 
auf die sich eine Produktionssicht aufbauen läßt. 
• Gleiche Aktivitäten werden bei sämtlichen Produkten als identisch ange-
nommen. Dies gilt auch dann, wenn die Aktivitäten mit unterschiedlichen 
Parameterwerten aufgerufen werden. Wenn beispielsweise eine Aktivität 
CAD-Entwurffür Produkt A von einem anderen Bearbeiter (unterschied-
licher Parameterwert) wie für Produkt B ausgeführt wird, so werden den-
noch die Aktivitäten CAD-Entwurffür beide Produkte als äquivalent an-
genommen und in die Produktionssicht übernommen. Diese Vorausset-
3 Dies ändert sich, wenn diese Ausgangsobjekte wieder Eingabeobjekte für nachfolgende 
Aktivitäten sind, aber dann werden sie als solche erfaßt. 
2.4 Der Zusammenhang der Sichten 
zung wird getroffen, da der Unterschied eines Parameterwertes für die 
Aufgabe, die die Produktionssicht erfüllt, irrelevant ist. 
IGES-Datei 
Kauf HP 
~ 
Parameter 
ITJ 
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Abbildung 2.6: Produktionssicht einer Aktivitätenkette 
Die Produktionssicht erfaßt folgende Eigenschaften der Produktsichten: 
• Darstellung aller an einer Fertigung beteiligten Aktivitäten in unterschied-
lichen Hierarchiestufen. 
• Kausale Vorgänger-/Nachfolgerbeziehung dieser Aktivitäten. 
• Alternativakt.ivitäten, wenn diese Aktivität an irgendeiner Produktion be-
teiligt ist. 
• Nebenläufigkeiten 
• Eingabeobjekte in Aktivitäten. Da für eine Aktivität (z.B. den CAD-
Entwnrfj mehrere Eingabeobjekte { d.h. verschiedene Spezifikationen) 
möglich werden, werden die entsprechenden Datentypen aus der Prozeß-
sicht in der Produktionssicht mehrere Ausprägungen besitzen. 
2.4 Der Zusammenhang der Sichten 
Da die Prozeßsicht. alle potentiellen Fertigungswege enthält, bildet sie die Grund-
lage für die Produkt.sichten. Jede Produktsicht wird diejenigen Aktivitäten des 
Prozeßmodells enthalten, die sie für die Fertigung des von ihr repräsentierten 
Produkts benötigt.. Zusätzlich wird die Produktsicht an Stelle der Typscha-
blonen für Eingabe- und Ausgabeobjekte reale Objekte verwalten, sofern die 
entsprechenden Aktivitäten bereits ausgeführt wurden. Aus allen Produktsich-
ten, deren repräsentiertes Produkt sich noch in der Fertigung befindet., wird 
die überlagerte Produktionssicht gebildet, die jedoch nur die für sie relevanten 
Aspekte berücksichtigt. Der Zusammenhang von Prozeß- Produkt- und Pro-
duktionssieht läßt sich demnach wie in Abbildung 2. 7 gezeigt darstellen. 
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Produktionssicht 
/ 
/ 
I 
/ 
Proze ßsicht 
Abbildung 2.7: Zusammenwirken der unterschiedlichen Sichten 
2.5 Gegenilberstellung von Merkmalen der einzelnen Sichten 
Alle Produktsichten sind auf der Grundlage der Prozeßsicht erstellt ( durchgezo-
gene Pfeile), jedoch gehen nur die Produktsichten der noch nicht fertiggestellten 
Produkte (Produkt m, a und i) in das Produktionsmodell ein (gestrichelte Pfei-
le). Das bereits fertiggestellte Produkt k (alle Aktivitäten hinterlegt und damit 
ausgeführt) wird in der Produktionssicht nicht berücksichtigt. 
2.5 Gegenüberstellung von ·Merkmalen der einzel-
nen Sichten 
In folgender Tabelle sind zusammenfassend die Merkmale der einzelnen Sichten 
Prozeßsicht, Produktsicht und Produktionssicht nochmals abschließend gegen-
. . 
übergestellt. 
Prozeß- Produkt- Produktions-
Merkmal sieht sieht sieht 
Hierarchie + + + 
kausale Vorgänger-/N achfolgerbe- + + + 
ziehung 
Alternativaktivitäten + - a + 
alle möglichen Aktivitäten + - +b 
Nebenläufigkeit von Aktivitäten + + + 
Eingabeobjekte von Aktivitäten +c + + 
Ausgabeobjekte von Aktivitäten +c + -
Versionen von Produktdaten - + -
Ressourcen +a + + 
Materialien +a + + 
Synchronisation - + + 
Zustand und Wiederholung von - + 
Aktivitäten 
Produktionsfortschritt - + + 
°Für bereits bearbeitete Aktivitäten werden keine Alternativaktivitäten erfaßt, für in der 
Zukunft noch zu bearbeitende Aktivitäten ist die Erfassung von Alternativaktivitäten jedoch 
denkbar. 
6 Es wird nur die Vereinigung der Aktivitäten erfaßt, die an der Produktion eines sich noch 
in der Fertigung befindlichen Produkts beteiligt sind. 
cErfaßt werden ausschließlich Datentypen (Objekttypen), keine realen Daten (Objekte). 
dHier werden die potentiell möglichen Ressourcen bzw. Materialien erlaßt. 
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Kapitel 3 
Die Anhindung von 
Werkzeugen 
Die im vorigen Kapitel vorgestellten Systemsichten von PRAXIS beschreiben 
die Grundlage für eine Benutzerint.eraktion. Bei dieser Interaktion mit PRA-
XIS arbeitet der Benutzer mit einer Vielzahl von rechnergestützen Werkzeu-
gen, sei es zum Durchführen von Aktivitäten (z.B. durch das Arbeiten mit 
einem CAD-System), oder zum Erfassen der anfallenden Produktinformat.ion. 
Die Fragen, wie die den Benutzer unterstützenden Werkzeuge gestartet. wer-
den und woher die für die Werkzeuge notwendigen Daten kounnen, bzw. wo 
die bei der Interaktion und den damit. verknüpft.en Aktivitäten eut.stehemleu 
Daten abgelegt werden, sollen im folgenden geklärt werdeu. Diese Fragen solleu 
im Idealfall weitgehend vom Anwender ferngehalteu werden, so daß dieser sich 
auf das eigentliche Ziel, die Fertigstellung des Produkts konzent.riercn kann. 
Die Betrachtung der Historie der Produkt.eut.wicklung zeigt. Alternativen auf, 
wie Werkzeuge (in uutcrsdüedlichen Int.egrat.ionsstufen) zur Unterstützung der 
Produktcutwicklung und Produktfertigung eingesetzt werden können. 
3.1 Konventionelle Produktentwicklung 
Betrachtet. man die traditionellen Methoden zur Produkt.eutwickluug. so ist. die-
se von der Vorgehensweise geprägt., daß Projekt.e zur Eutwickhmg von Produk-
ten in isolierte Komponenten nuterteilt werrlen, welche auschließeud getrennt. 
vonehmnder unter Verwendnug geeigneter Werbeuge durchgeführt. werden kön-
nen. Danach können die Teilkmuponenten in einer oder mehreren Stufen z1m1 
Gesamtprodukt zusanmwngefaßt wenleu, wie es in Abbildung 3.1 symbolisch 
dargest.ellt wird. 
Die Produktivität kann durch die Verwendung von besseren Werkzengen erhöht 
werdeu. Die Verwenduug komplexerer Werkzm1ge ermöglicht in der Regel die 
Bearbeitung komplexerer TeilkompoiH~llt.<•IJ. Demweh hat diese Vorgehcnsweise 
eutsdwidewle N a.dü.eile: 
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Abbildung 3.1: Konventionelle Produktentwicklung mit eigenständigen Werk-
zeugen 
• Durch die Verwendung von unterschiedlichsten Werkzeugen gestaltet sich 
der Austausch von Daten zwischen diesen Werkzeugen als Problem. Der 
Aufwand, um Daten unterschiedlichen Formats ineinander zu überführen, 
ist beträchtlich. Außerdem ist ein u. U. erheblicher Konvertierungsaufwand 
erforderlich, wenn ein Werkzeug durch ein neues ersetzt wird. Die Schu-
lung oder Einarbeitung der Anwender für die Benutzung dieser neuen 
Werkzeuge ist ebenfalls nicht zu vernachlässigen. 
• Durch die Aufteilung der Produktentwicklung in isolierte Komponenten 
können Abhängigkeiten zwischen den Komponenten keine Berücksichti-
gung finden, was während der Integration oftmals zu erheblichen Proble-
men führt. Da die Integration erst relativ spät in der Produktentwicklung 
angesiedelt ist, werden die so auftauchenden Probleme zu spät sichtbar, 
was die Fertigstellung erheblich verzögert. Außerdem ist ein Redesign in 
dieser späten Projektphase der Integration beim Erkennen eines Desi-
gnfehlers kaum mehr möglich. 
Durch die Integration der verwendeten Werkzeuge sowie der Datenintegration 
kann ein Teil dieser Probleme beseitigt werden. 
3.2 Integration der Werkzeuge 
Durch die Integration von unterschiedlichen Werkzeugen sowie der Dateninte-
gration (Abbildung 3.2) entsteht die Möglichkeit, die verwendeten Daten zwi-
schen den Werkzeugen auszutauschen. Die aufwendige Mehrfacherfassung von 
Information ist hinfällig. Zusätzlich können die Schnittstellen für die Benutzer 
bei unterschiedlichen Werkzeugen konsistent realisiert werden. 
Dennoch haben auch diese integrierten Lösungen ihre Schwachstellen: 
3.3 Das Framework 
Abbildung 3.2: Produktentwicklung mit integrierten Werkzeugen 
• Sie sind sehr starr in der Verwendung ihrer Werkzeuge, d.h. der Anwender 
ist auf die in diesen Paketen angebotenen Werkzeuge angewiesen. Er hat 
nicht die Möglichkeit Werkzeuge, die von der Werkzeugbox angeboten 
werden gegen Werkzeuge gleicher Funktionalität auszutauschen, z.B. um 
schon genutzte Werkzeuge auch weiterhin zu verwenden. 
• Es ist nicht unbedingt zwingend, daß für Bearbeitung aller Teilaufga-
ben die jeweils besten verfügbaren Werkzeuge integriert werden. So sind 
oftmals firmenpolitische Gründe entscheidend für die Verwendung von 
Werkzeugen bei der anstehenden Integration. 
Daraus leitet. sich die Notwendigkeit. ab, eine Art offenes und flexibles Bauka-
stensystem zn verwenden, das es gestattet, Werkzeuge völlig frei in das System 
einzubinden und trotzdem einen Austausch von Daten zwischen den Werkzeu-
gen auf einen bestimmten Niveau zu gestatten. 
3.3 Das Framework 
Ein Framework ist ein solches Baukastensystem. Es realisiert vom jeweiligen An-
wendungsgcbiet unabhängige Forderungen wie konsistente Datenhaltung, konsi-
stente Benutzerschnittstelle, Kommunikationsmechanismen zwischen Werkzeu-
gen, usw. 
Ein entscheidender Vorteil eines Frameworks gegenüber einer herkömmlichen 
integrierten Lösung ist die Möglichkeit, durch die Integration von beliebigen 
Werkzeugen das Framework auf ein spezielles Anwendungsgebiet anzupassen. 
Diese Möglichkeit hat entscheidende Vorteile: 
• Das Framework kann sukzessiv aufgebaut werden und auf diese A1;t mit 
dem Wissen über den Fertigungsprozeß mitwachsen. Dadurch läßt sich das 
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Problem eines immer komplexer werdenden Fertigungsprozesses besser 
handhaben. 
e Durch die Möglichkeit, beliebige informationsverarbeitende Werkzeuge in 
das Framework zu integrieren, hat der Anwender entscheidende Vorteile: 
Zum einen können Werkzeuge eingebunden werden, die schon längere 
Zeit als Insellösungen für die Unterstützung des Fertigungsprozesses 
verwendet werden. Diese Werkzeuge sind in ihrer Funktionsweise ge-
läufig, d.h. eine Einarbeitung wird hinfällig, sie laufen stabil oder 
ihre Schwachstellen sind schon hinlänglich bekannt. 
Zum anderen können firmenpolitisch unabhängig stets die besten 
zur Lösung einer Teilaufgabe verfügbaren Werkzeuge beschafft und 
eingebunden werden. 
- Falls kommerziell verfügbare Werkzeuge die Anforderungen des An-
wenders nur unzureichend erfüllen, so kann dieser durch selbstent-
wickelte oder weiterentwickelte Werkzeuge und deren Integration in 
das Framework Abhilfe schaffen. 
Ein Framework kapseit werkzeugspezifische Fragen durch die Integration der 
Werkzeuge vom Benutzer ab. Dazu zählen beispielsweise die Quelle der Ein-
gabeobjekte und Ziel der Ausgabeobjekte, die Aufrufparameter der Werkzeuge 
und ähnliches. 
Es ist zwar eine notwendige Voraussetzung für ein flexibles System, die Einbin-
dung von beliebigen Werkzeugen zu ermöglichen, hinreichend für die Verbesse-
rung der Produktivität ist diese Einbindungsmöglichkeit keineswegs. Entschei-
dend ist die Zuordnung der Werkzeuge zu den Aktivitäten. Durch die Definition 
der Aktivitäten, die zur Produktfertigung notwendig sind (prozeßspezifischer 
Teil der Produktsicht), und die nachfolgende Zuordnung der dabei verwende-
ten Werkzeuge wird eine gewisse Fertigungsmethodik definiert. Diese Methodik 
nimmt dem späteren Anwender die Entscheidung ab, welcher Fertigungsschritt 
für ein Produkt als nächstes durchgeführt werden muß, und welche informati-
onstechnischen Werkzeuge zur Durchführung unterstützend angewendet werden 
sollen (siehe Abbildung 3.3). Die miteinander vernetzten Aktivitäten sind dem-
nach eine Art Vorgehensmodell für die Fertigung eines Produkts. 
Dieses Verfahren wird klarer, wenn man sich die unterschiedlichen Personen-
kreise betrachtet, die mit einem Framework arbeiten. 
3.3.1 Anwendergruppen eines Frameworks 
Man kann folgende Personengruppen unterscheiden, die mit einem Framework 
arbeiten: 
• Es gibt eine Gruppe von Anwendern (z.B. Projektmanager), die den Pro-
jektablauf festlegen, d.h. 
3.3 Das Framework 
Anwender 
führt aus 
startet startet startet 
Werkzeug 1 Werkzeug 2 Werkzeug n 
Abbildung 3.3: Zuonluung vou Werkzengen zu Aktivitäten 
- die ein Projekt ( z.B. die Fertigung ciues Produkts) in ausführbare 
Aktivitäten unterteilen, 
- jeder Aktivität Werkzeuge zuordnen. mit deren Hilfe die Aktivitäten 
durchgeführt werden können, 
den Aktivitäten die Gruppe von Personen zuordnet, die die Aktivi-
täten ausführen dürfen, 
und die korrekte und planmäßige Ansführung des Projektablaufs über-
wacht. 
• Es gibt die Grnppe von Anwenderu. die die Aktivitäten ansführt und zwar 
gemäß den oben fest.gelegt.eu Richtlinien. Sie werden auch den jeweilip.;en 
Werkzeugen die für jedes Produkt. spezifischeu Daten znordueu. mit. denen 
die Werkzeuge für genau jedes Produkt arbeiteu. 
• Uud es gibt. eine Gruppe für administrative Aufgaben iunerhalb den Fra-
meworks. Diese ist. zuständig für die Inst.allation, Koufigmatiou nwl Inte-
gration von neuen WerkzengeiL DieRe Grnppe stellt. überhaupt en;t. sicher. 
daß die ersten beiden Auwendergrnppen problemlos mit. dem System ar-
beiten können. 
3.3.2 Das Problem der Datenintegration 
Nachdem die Integration voll Werkzeup.;eu nlii)!;lich ist. stellt sich die Fmge der 
Integration der Da.teu, auf dewm diese Werkzeuge arbeiten. Dazn gibt es ver-
schiedene LösuBgsanRätze auf vcrschied<'tH'll Itlt.<'grat.ionsebeucu. 
Black-Box-Integration 
Die einfachste Möglichkeit., Daten zwisdwu Werkzeugen auszutauschen, ist der 
Weg über Dat.f•ieu. Alle computf'rgest.ützteu WPrkzcugc lesen zu Beginn eine 
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Eingabedatei, erhalten daher ihre Daten, arbeiten auf diesen Daten und verän-
dern sie gegebenenfalls, um anschließend eine Ausgabedatei zu erzeugen. Ver-
waltet man nun diese Dateien, z.B. in einem gemeinsamen Dateisystem oder-
etwas komfortabler in einem objektorientierten Datenbanksystem- und tauscht 
die Dateien zwischen den unterschiedlichen Werkzeugen aus, so hat man eine 
Integration der Daten auf primitivster Ebene. Man spricht in diesem Zusam-
menhang auch von Black-Box-Integration, die in Abbildung 3.4 dargestellt ist. 
Abbildung 3.4: Black-Box-Integration 
Das Werkzeug, das automatisch gestartet wird, wenn der Anwender eine Akti-
vität ausführt, liest bzw. schreibt eine Datei vom bzw. auf das Dateisystem (in 
Abbildung 3.4 ist das die mittlere Aktivität). Wird diese Datei, wie in Abbil-
dung 3.4 dargestellt, in einer Datenbank gespeichert, so muß vor Ausführung 
der Aktivität die Datei von der Datenbank auf das Dateisystem transferiert 
werden. Dies geschieht, indem vor Ausführung der Aktivität eine andere Akti-
vität ausgeführt, die einen Präprozessor startet, der die Übertragung der Datei 
von der Datenbank auf das Dateisystem übernimmt (siehe Abbildung 3.4, linke 
Aktivität). Analog dazu muß nach Beendigung der Aktivität eine weitere Akti-
vität ausgeführt werden, die einen Postprozessor startet, der die Ergebnisdatei 
vom Dateisystem wieder in die Datenbank schreibt (siehe Abbildung 3.4, rechte 
Aktivität). Prä- und Postprozessoren werden also nur infolge unterschiedlicher 
Schnittstellen von Dateisystem und Datenbanksystem notwendig. 
Der Hauptvorteil dieser Integrationsalternative ist, daß sie immer anwendbar 
ist, da alle informationsverarbeitenden Werkzeuge dateiorientiert arbeiten. Was 
3.3 Das Framework 
man tun muß, ist die Bereitstellung der Eingabedatei im richtigen Format beim 
Werkzeugstart, sowie die Speicherung der Ausgabedatei nach Beendigung des 
Werkzeugs. 
Jedoch hat diese Vorgehensweise auch Nachteile: wenn unterschiedliche Werk-
zeuge verschiedene Dateiformate verwenden, dann müssen die Dateien zwischen 
diesen Formaten konvertiert werden. Da theoretisch1 jedes Format in jedes an-
dere überführt werden können muß, sind im ungünstigsten Falle für n unter-
schiedliche Dateiformate n * (n - 1) Konverter zu implementieren, was mit 
steigender Anzahl unterstützter Dateiformate recht aufwendig wird. Zudem ist 
der Weg über eine Zwischendatei ineffizient und es liegt streng genommen keine 
Datenintegration vor. 
White-Box-Integration über Zwischendatei 
Will man die Daten auf einer höheren Ebene als der Dateiebene integrieren, muß 
man für sie einheitliche Datenstrukturen z.B. in Form eines Datenbankschemas 
in einer Datenbank zur Verfügung stellen. 
startet 
aus 
Daten-
strukturen 
aus 
Anwender 
führt aus 
startet 
Werkzeug 
liest schreibt 
in 
Daten· 
strukturen 
ab 
startet 
Abbildung 3.5: White-Box-Integration über Zwischendatei 
Anschließend besteht für alle Werkzeuge die theoretische Möglichkeit, sich die 
benötigten Daten aus dieser Datenbank zu extrahieren sowie die erzeugten Da-
1 Natürlich müssen nur Konverter zwischen Dateiformaten bereitgestellt werden, zwischen 
denen Information ausgetauscht werden soll. 
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ten an den entsprechenden Stellen wieder abzulegen. Problematisch dabei ist, 
daß dazu die Werkzeuge die entsprechenden Stellen der Schemata kennen müs-
sen. Weil die Schemata aber individuell erzeugt werden, müssen theoretisch die 
Werkzeuge individuelle Datenquellen und Datensenken zulassen. Da diese For-
derung aber von den Werkzeugen in der Regel nicht erfüllbar ist, bleibt auch 
hier wieder der Ausweg über eine Zwischendatei. Sie wird aber - im Gegen-
satz zur Black-Box-Integration - nicht in dieser Form auch in der Datenbank 
gespeichert, sondern aus den Datenstrukturen mittels eines Präprozessors vor 
dem Starten des Werkzeugs erzeugt. Analog überträgt ein Postprozessor nach 
der Beendigung des Werkzeugs die Information der Ausgabedatei in die entspre-
chenden Datenstrukturen der Datenbank. Dieses Vorgehen zeigt Abbildung 3.5. 
Die Vorteile sind offensichtlich: auch dieses Verfahren ist für alle kommerzi-
ellen Werkzeuge, die dateiorientiert arbeiten, anwendbar. Da in diesem Fall 
mit den Datenstrukturen gewissermaßen ein neutrales Datenformat zur Verfü-
gung gestellt wird, verringert sich die Anzahl der benötigten Konverter (Prä-
bzw. Postprozessoren) entsprechend. Will mannunterschiedliche Dateiformate 
unterstützen, so sind n Präprozessoren und n Postprozessoren zu implemen-
tieren. Insgesamt bedeuten 2n Konverter einen im Gegensatz zur Black-Box-
Integration (n * (n- 1) Konverter) erheblich geringeren Aufwand. 
Was bleibt ist der nachteilige Weg über die Zwischendatei sowie der Aufwand 
der Datenkonvertierung. Diese Nachteile treten bei Anwendung der White-Box-
Integration ohne Zwischendatei nicht mehr auf. 
Anwend er 
führt aus 
liest legt 
Daten Daten 
aus in 
Daten- Daten-
strukturen strukturen 
aus ab 
Abbildung 3.6: White-Box-Integration 
3.3 Das Framework 
White-Box-Integration 
Eine Datenintegration auf höchster Stufe ist erst dann erreicht, wenn die Werk-
zeuge direkt auf die Daten d.h. über die Datenstrukturen der Datenbank zu-
greifen können, wie in Abbildung 3.6 dargestellt. In diesem Falle entfällt die 
Konvertierung zwischen Dateien unterschiedlichen Formates und den Daten aus 
definierten Datenstrukturen. 
Entscheidender Nachteil dieser Integrationsalternative ist die Tatsache, daß sie 
ausschließlich für Werkzeuge anwendbar ist, deren Datenquellen und Datensen-
ken individuell anpaßbar sind, was in der Regel nur auf selbstimplementierte 
Werkzeuge zutrifft. 
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Kapitel 4 
Die Datenbank als 
Integrationsplattform 
Bisher wurden zwei Informationskomponenten erarbeitet, die in PRAXIS ver-
waltet werden müssen: die Informationen der unterschiedlichen Sichten (die 
Prozeß-, die Produkt- und die Produktionssieht) sowie die zugehörigen Daten 
(z.B. Produktdaten). Für die Speicherung und Bereitstellung dieser Informati-
on sollte das gesamte System auf der Grundlage eines Datenbanksystems auf-
gebaut werden, da ein Datenbanksystem die dazu benötigte Funktionalitäten 
zur Verfügung stellt: 
• Die Definition der Datenstrukturen auf der Grundlage eines festgelegten 
Datenmodells. Als Datenmodelle existieren da.'i N etz:werkmodell] CO D711. 
das hierarchische ]Dat81], das relat.ionale ]Cod70] sowie verschiedene. 
leicht unterschiedliche objektorientierte Modelle ]ABD 89]. 
• Die Bereitstellung einer Sprache, die die Definition und Mauipnlatiou der 
Datenstrukturen ermöglicht, eine sogenannte Data-Definition-Langnage 
(DDL). 
• Die Bereitstellung einer Sprache. die clie Manipulation der in den Da-
tenstrukturen gespeicherten Daten erlaubt .. eine sogenmmte Data-Maui-
pulation-Langnage ( D ML). 
• Die Definition von Bez:ielmngen ( Referenz:en) zwischen Daten ( anf logi-
scher Ebene, z.B. über Wertgleichheit uut.nrschic)cllicher Felder. oder anf 
physischer Ebeuc, z.B. durch VerzPigm·mlg). 
• Die Garautie der Datenpersist.enz, d.h. daß gf)speid1e1te Daten uicht ver-
lorengehen können. 
• Die Bereitstellung von Recovery-Mechauismeu. cl.h. Mechauismeu, die un-
terschiedlichen Störfällen wie Systemausfällc, Schäden der Speichermedien 
nsw. mit nnterschiedlidwu Vorsorgcmaßnalnnen begegnen. 
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• Die Bereitstellung eines 'Iransaktionskonzeptes, das es erlaubt, Opera-
tionen auf den Daten so zusammenzufassen, daß immer die Einhaltung 
folgender 4 Grundregeln ([LS87]) garantiert wird: 
Ununterbrechbarkeit, d.h. entweder werden alle Operationen der 
Transaktion ausgeführt und ihre Wirkungen sichtbar oder keine. 
Konsistenzerhaltung, d.h. eine Transaktion überführt die Datenbank 
von einem konsistenten Zustand in einen anderen, ebenfalls konsti-
stenten Zustand. 
- Dauerhaftigkeit der Ergebnisse. 
- Isolierter Ablauf, d.h. parallel ablaufenden Transaktionen nehmen 
keine (möglicherweise inkonsistente) Zwischenergebnisse einer ande-
ren Transaktion wahr. 
Die Verwaltung von nebenläufigen Transaktionen auf der Datenbank ge-
schieht durch die Bereitstellung von geeigneten Sperrmechanismen. Sie 
verhindern z.B., daß eine Transaktion die Ergebnisse einer anderen, par-
allel ablaufenden Transaktion überschreibt. 
• Die Definition von Integritätsbedingungen auf den Daten und die Über-
wachung ihrer Einhaltung bzw. die Sicherstellung durch die Definition von 
Automatismen (z.B. Trigger). 
• Die Bereitstellung von Mechanismen zur Autorisierung von Benutzern, 
d.h. der Gewährung von selektiven Zugriffsrechten auf die Daten. 
Die Hauptunterscheidung der Datenbanksysteme wird anhand des Datenmo-
dells getroffen, auf dem die Systeme basieren. Sie werden gemäß den Daten-
modellen in Netzwerk-, hierarchische, relationaleoder objektorientierte Daten-
banksysteme unterteilt. 
4.1 Relationale Datenbanksysteme 
Seit ihrer Einführung Anfang der 80er Jahre haben relationale Datenbanksyste-
me die sich zuvor im Einsatz befindlichen hierarchischen und Netzwerkdaten-
banksysteme immer mehr in den Hintergrund gedrängt. Ein Grund dafür war 
die Einfachheit des Datenmodells. 
Ein Datenobjekt wird durch Eigenschaften definiert. Man stelle sich z.B. eine 
Chrommaske als Datenobjekt vor. Dieses Datenobjekt Chrommaske besitzt u.a. 
die Eigenschaften 
- Maskennummer 
-Name des Auftraggebers 
- Herstellungsdatum 
- Fläche (in mm2) 
- Dicke (in JLm) 
4.1 Relationale Datenbanksysteme 
Eigenschaften dürfen im Relationenmodell nur atomare Werte besitzen, z.B. 
eine Zeichenkette für den Name des Auftraggebers oder einen Zahlenwert für 
die Dicke der Chrommaske. Auf diese Art erhält man eine flache Struktur, die 
sich leicht in einer oder mehreren Tabellen speichern läßt (siehe Abbildung 4.1). 
Eine solche Tabelle (eine sogenannte Relation) enthält dann eine Menge von 
Chrommaskenobjekten. Eine Chrommaske wird durch die Werte einer Zeile (ein 
sogenanntes Tupel) beschrieben. In einer Zeile ist für jede Eigenschafte (einem 
sogenannten Attribut) einer bestimmten Chrommaske ein Wert abgelegt (ein 
sogenannter Attributwert). 
Dieses Struktur, eine Relation als Menge von Thpeln von Attributen, ist die 
einzige von relationalen Datenbanksystemen unterstützte Datenstruktur. 
Attribut 
Fläche Dicke 
Tupel 
000 
Attributwert 
Abbildung 4.1: Eine Beispielrelation Chrommaske 
Da sieh mit Hilfe der Relationenalgebra Anfragen an das System über Daten 
geeignet optimieren lassen, sind die Systeme in der Lage, an sie gestellte Anfra-
gen teilweise selbst zu optimieren. Durch die Bereitstellung einer deskriptiven 
Anfragesprache (z.B. SQL [MA]), bei der man die Daten beschreibt, die man 
als Ergebnis wünscht, nicht aber den Weg, wie man zu diesen Daten kommt, 
wurde die Bedienung der Datenbanksysteme zusätzlich erleichtert. 
Allerdings haben sich bei relationalen Datenbanksystemen im Laufe ihres Ein-
satzes auch einige Schwachstellen gezeigt: 
• Die Identifizierung eines Datensatzes geschieht durch dessen Schlüssel, der 
in der Regel als eine Kombination aus den Werten verschiedener Attribu-
te (der sogenannten Schlüsselattribute) gebildet wird. Die Identität eines 
Datensatzes ist denmach wertbasiert, was zur Folge hat, daß sich die Iden-
tität eines Datensatzes äi1dert, wenn man die Werte der Schlüsselattribute 
ändert. Diese Verhaltensweise möchte man i.d.R. ausschließen. 
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• Die Einfachheit des Datenmodells hat sich als Nachteil bei der Modeliie-
rung komplexer, verschachtelter und vernetzter Datenstrukturen erwie-
sen. 
• Während die Relationenalgebra mengenbasiert arbeitet, sind die Pro-
grammiersprachen, die die Daten anschließend weiterverarbeiten satzba-
siert aufgebaut. Dadurch entstehen an der Schnittstelle von Datenbank-
system und Programmiersprache Probleme beim Datenaustausch1. 
e Zur Vermeidung von redundanter Datenhaltung wendet man beim Daten-
bankentwurf sogenannte Normalisierungsregeln [Ken83] an. Diese haben 
zur Folge, daß logisch zusammengehörenden Daten oftmals über viele ver-
schiedene Relationen verteilt werden, aus welchen sie beim Zugriff auch 
wieder zusammengesetzt werden rriüssen. Dazu sind in der Verarbeitung 
sehr aufwendige Verbundoperationen (Joins) notwendig, die bei den Sy-
stemen Effizienzprobleme verursachen können. 
• Das Fehlen der Möglichkeit an das System rekursiven Anfragen zu stellen, 
zwingt oft zu umständlicher Anfrageformulierung oder macht bestimmte 
Anfragen nicht möglich. 
• Das Wissen über die Operationen auf den Daten wird verteilt über alle 
Anwendungsprogramme, die auf den Daten operieren. Damit sind diese 
Operationen, z.B. als Fehlerquelle im Fehlerfall, schwer überschaubar. 
Diese Nachteile führten in Bereich der Datenbankforschung dazu, alternative 
Datenmodelle zu unterstützen (wie z.B. das objektorientierte Datenmodell), 
oder existierende relationale Systeme um fehlenden Funktionalitäten zu erwei-
tern ([Cat91]). 
4.2 Objektorientierte Datenbanksysteme 
Objektorientierte Datenbanksysteme bieten Lösungen für einige der entschei-
denden Nachteile von relationalen Datenbanksystemen an. Obwohl erst Mitte 
der 80er Jahre mit der Forschung auf dem Gebiet der objektorientierten Da-
tenbanken begonnen wurde, sind heute - weniger als 10 Jahre später - bereits 
mehr als 20 kommerzielle Systeme auf dem Markt erhältlich, die sich als solche 
bezeichnen. Zur Zeit laufen Anstrengungen, die Welt der objekt-orientierten Da-
tenbanksysteme, zumindest in Teilbereichen, zu standardisieren, beispielsweise 
für Anfragesprachen. 
Die Object Database Management Group (ODMG) ist ein Konsortium von 
ODEMS-Herstellern, das die Standardisierung von Definition und Zugriff auf 
Objektdatenbanken mit dem Ziel der Portabilität von ODEMS-Anwendungen 
1 Das Aufeinandertreffen von mengenbasierterund satzbasierter Verarbeitung wird als lm-
pedance Mismatch (1887) bezeichnet 
4.2 Objektorientierte Datenbanksysteme 
anstrebt. Der Standard ODMG-93 der Object Database Management Group 
wird in [Cat93] beschrieben. 
Durch Unterstützung einer gemeinsamen Schnittstelle erwarten die ODMG-
Mitglieder eine signifikante Beschleunigung ihrer Bemühungen um eine Auf-
nahme von ODMG-93 in die Standards verschiedener anderer Organisationen 
(OMG, ANSI, ISO, STEP, PCTE und CFI). Alle führenden Hersteller von 
ODEMS haben sich verpflichtet, ihre Produkte ODMG konform auszurichten. 
Die entscheidenden Punkte dieses Standards sollen hier wiedergegeben werdeu. 
Für eine vollständige Beschreibung siehe [Cat93]. 
Der Standm·d ODMG-93 läßt. si<.h iu vier Teile gliedern: 
1. ObjektmodelL 
2. Sprache zur Definition vou Objekten (Object. Definitiou Lauguage, ODL). 
3. Deklarative Aufragesprache für Objekte (Object. Qnery Langnage, OQL). 
4. Sprachanhindung zur Objektmanipnlatiou ( Object Manipnlatiou Langna-
ge, OML). 
Diese Teile werden im folgendeu knrz beschrieben. 
4.2.1 Objektmodell 
Eiu Objekt modelliert einen Gegew;taud der n~aleu Wdt.. Eiu Objekt hat gauz 
allgemein bestimmte Eigenschaftell nud PÜ! Verhalten. 
Unter Typen versteht man diP Znsaumwufassnug vou Objekteu mit gemciu-
samen Eigenschaften nud eiuem gmuPiwmuwu Vm·lmlt.eu. Typ<~ll halw11 < ln·i 
wesentliche Eigenschaft.eu: 
1. Sie sind in Ober- und Untertypeu st.rnktnricrhar, wodnr<"h di<~ V<~n,rlmllg 
von Eigenschaften unri Verhalten enuöglicht wird. 
3. Sie haben ei11e oder n1dm~n' lmplr'IW'Ilti<~rmlg<~u für ihn~ Eig<'usdmft<'u 
nud ihr Vcrhaltcu. 
Die Kombiuation aus eüwr lmplmll('Ht.ir·nmg nnd <!ÜH•r Sdmittst.clleudPfiuitioll 
eineR Typs wird als Klasse bezeidmd. 
Ein Objekt ist damit eine Instanz yr~uon cÜH•r Klasse. 
Das Verhalten eineR Objekts wird dnr<'h <lic Mt·ng<~ <ler Operationen bcHtinnut, 
die anf dem Objekt. ansgefülnt WPI'<l<'ll kauu. Eine solche OpPrat.ion wird Me-
thode gm1auJJt. 
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Die Eigenschaften eines Objekts können entweder durch Attribute oder durch 
Beziehungen zwischen Objekten beschrieben werden. 
Jedes Objekt hat einen Zustand, d.h. eine Menge von Werten für die Attri-
bute. Dieser Zustand ist gekapselt, d.h. nur über die Methoden zugreif- und 
veränderbar. 
Im folgenden soll nur auf die wichtigsten Eigenschaften des Objektmodells ein-
gegangen werden. 
Objekt-Identität (unveränderbar) 
Eine Besonderheit des obj~ktorientierten Datenmodells ist die Möglichkeit, Ob-
jekte anhand ihrer Identität zu referenzieren. Das verlangt nach einer eindeuti-
gen Objekt-Identität, die über die gesamten Lebensdauer des Objekts unverän-
dert bleibt (manche Ansätze gehen davon aus, daß dies auch nach dem Entfer-
nen eines Objekts aus der Datenbasis gültig bleibt, d.h. ein einmal verwendeter 
Identifikator wird auch nach dem Löschen des Objekts nicht neu vergeben). 
Literale und komplexe Objekte 
Literale sind die atomaren Bausteine, aus denen die Eigenschaften der Objekte 
aufgebaut sind. Die gängigen Literale sind 
• Integer 
• Character 
• Boolean 
• Float 
Daneben existieren einige zusammengesetzte Literale wie Datum oder Zeit. 
Das Konzept der objektorientierten Datenbanksysteme erlaubt es, komplexe 
Objekte durch die Anwendung von Konstruktaren wie 
• Set: Menge von homogenen Objekten (ungeordnet, unique) 
• Bag: Vielfachmenge von homogenen Objekten (ungeordnet, Duplikate) 
• List: Sammlung von homogenen Objekten (geordnet) 
• Array: Sammlung von homogenen Objekten (geordnet, indizierbar) 
aus einfacheren Objekten zu erzeugen. 
Beispiel: 
4.2 Objektorientierte Datenbanksysteme 
Dokument: { 
} 
Titel 
Erscheinung 
Schluessel 
Kapitel 
STRING; 
DATE; 
SET[STRING]; 
LIST[Chapter]; 
Die Konstruktaren müssen orthogonal sem, d.h. jeder Konstruktor muß auf 
jedes Objekt anwendbar sein. 
Es muß möglich sein, über Elemente der so konstruierten Objekte iterativ zu-
greifen zu können. 
Operatoren, die aufkomplexen Objekten arbeiten, müssendurch das System auf 
die einzelnen Komponenten weitergegeben werden (z.B. müssen beim Kopieren 
(decp copy) eines komplexen Objekts alle Komponenten kopiert werden.). 
Beziehungen als Attribute 
Eine Besonderheit im Attributbereich stellen die abgeleiteten Attribute dar, 
bei denen der Bildbereich durch eine Funktionsvorschrift berechnet wird. Diese 
wird anstelle des Datentyps bei der Definition des Attributs angegeben. 
Beispiel: 
Person: { 
DATE; Geburtstag 
Alter years( Aktuelles_Datum- Geburtstag); 
} 
Beziehungen zwischen Attributen werde oft über inverse Attribute modelliert, 
falls die Information der dahinterstehenden Beziehung für beide Attribute iden-
tisch ist. 
Beispiel: Ein Kapitel gehört immer zu genau einem Dokument, also ist die 
Beziehung enthält von Dokumenten und Kapiteln über die inversen Attribute 
Kapitelund Dol.:n modellierbar. 
Dokument: { 
Titel STRING; 
Erscheinung DATE; 
Schluessel SET[STRING]; 
Kapitel LIST[Chapter] <-> Doku; 
} 
Chapter: { 
Titel STRING; 
Nummer INTEGER; 
Doku Dokument <-> Kapitel; 
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} 
Inverse Attribute werden vom System automatisch konsistent gehalten. Im obi-
gen Beispiel wird also, sobald ein neues Kapitel definiert ist, und dafür der 
Name des Dokuments in das Attribut Doku eingetragen ist, dieses auch in die 
Kapitelliste des Objekts Dokument eingefügt. 
Typ- oder Klassenhierarchien (Vererbung) 
Durch die Möglichkeit, Typen oder Klassen hierarchisch aufzubauen, kann das 
Konzept der Vererbung verwirklicht werden, das die Wiederverwendbarkeit von 
Programmen durch die Tatsache erhöht, daß jedes Programm auf einer Ebene 
angreift, auf der es die maximale Anzahl von Objekten bearbeiten kann. 
Besondere Transaktionen 
Beim Transaktionskonzept für herkömmliche Datenbanksysteme geht man von 
der Annahme aus, daß Transaktionen sehr kurz sind, wie beispielsweise das 
Abbuchen eines Betrags von einem Konto und das Zubuchen dieses Betrags 
auf ein anderes. Dieses Konzept ist insbesondere für Objekten, die einem Ent-
wurfsprozeß unterliegen ( CAD-Zeichnungen, Dokumente, o.ä.), nicht mehr halt-
bar. Daher werden von manchen Systemen auch längere Transaktionen (Tage 
oder Wochen) unterstützt, während deren ein Objekt verändert werden kann. 
Zudem ist eine strenge Sequentialisierung von Transaktionen nicht mehr halt-
bar, weshalb manche Systeme auch geschachtelte Transaktionen unterstützen. 
4.2.2 Objekt Definition Language (ODL) 
Die Anforderungen an die Sprache zur Definition der Objekte sind u.a.: 
• Die Sprache sollte vollständig sein, d.h. alle semantischen Konstrukte des 
Objektmodells sollen beschreibbar sein. 
• ODL sollte unabhängig von Programmiersprachen sein (ähnlich SQL [MA]). 
• Für Optimierungen und spätere Anforderungen sollte ODL leicht erweiter-
bar sein. 
Eine ausführliche Sprachbeschreibung von ODL in Backus-Naur-Form [ASU86] 
enthält [Cat93], Kapitel3. ODL sollte auch in der Lage sein, Schemas von ande-· 
renAnwendungenwie STEP [N.N93a] (siehe dazu Kapitel4.4.2) zu integrieren. 
4.2 Objektorientierte Datenbanksysteme 
4.2.3 Objekt Query Language (OQL) 
Die Sprache zum Extrahieren von Objekten aus der Datenbasis soll folgenden 
Anforderungen genügen: 
• OQL soll einen deklarativen Zugang zu den Objekten ermöglichen, d.h. 
daß die gewünschten Objekte beschrieben werden und nicht der navigie-
rende Zugriffsweg. 
• Eine Zugriffsoptimierung, die dnrch die deklarat.ive N at.ur von OQL not-
wendig ist., sollte leicht realisierbar sein. 
• OQL sollte eine an SQL augelehnte Syutax besitzen. Andererseits sollte 
auch eine Syntax für die Anhindung an verschiedene Programmierspra-
chen (z.B. C++ und Smalltalk) zur Verfügung stehe11. 
• OQL hat keine expliziten Befehle zm Verä.mlernng von Objekten. 
Es gibt prinzipiell zwei Wege, wie man eine Sprache wie OQL nutzen kann: 
stand-alone oder eingebettet in eine Programmiersprache. Im ersten Fall muß 
OQL die Möglichkeit bieten, Objekte anhand ihres Namens bzw. der darauf zu-
gänglichen Referenzen zu extrahieren. Im zweiten Fall handelt es sich bei OQL 
oft um eine funktionale Spracherweiterung dm betreffenden Progrannnierspra-
che. 
Eine ansführliehe Sprachbeschreilmng von OQL in Backns-Nanr-Form IASU8GI 
enthält. ICat.93j, Kapitel 4. 
4.2.4 Objekt Manipulation Language ( OML) 
Die Sprache zur Manipulation von Objekten soll n.a. folgendE·n FordenmgPll 
genügen: 
• Typen für Datenbauk- nwl Progmnnuierspradw werden gleich behandelt. 
d.h. Instauzen von Klass<•n kiimwn JH'rsist.nlt. (in <ler Daknlmsis) oder 
t.ransist.<~nt. (nur im Prop;rmmu dc~r Progrmmuicl'sJn·ache) sdn. 
• OML hat die selbeu synt.akt.isdH!ll nnd semant.isdwll Regeln wie die Pro-
grammiersprache, in die sie <!ingebdt.et wird. 
Daraus ergibt. sich, daß die Sprache OML spezifif.wh ist. für die Sprachanbindung. 
Es gibt. demnach für nnt.crschiedliche Programmiersprachen (z.B. C + + und 
Smalltalk) wrschiedc!ne OML. OML fiir Ci ~ nnd Smalltalk sind in ICat93j 
ansführlieh hPs<·hriPh<'lL 
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4.2.5 Übersichten kommerzieller objektorientierter Datenbank-
systeme 
In jüngster Zeit sind einige Vergleiche objektorientierter Datenbanksysteme er-
stellt worden. Erwähnenswert davon sind: 
• Die Firma Barry & Associates hat die wohl umfassendste Sammlung an 
Eigenschaften unterschiedlicher Systeme (Gemstone, IDB Object Databa-
se, ITASCA, MATISSE, 02DB, Objectivity /DB, ObjectStore, ODBMS, 
ONTOS DB, OpenODB, POET, VERSANT, sowie Kala Persistent Data 
Server) zusammengetragen und veröffentlicht[Bar93]. 
• Das Forschungszentrum Informatik an der Universität Karlsruhe hat in 
einer Publikation [AASW94] neben einer Einführung in allgemeine Kon-
zepte auch die gewählten Lösungen von fünfverschiedenen Systemen (Ob-
jectivity /DB, ObjectStore, ONTOS DB, OBST und VERSANT) mitein-
ander verglichen. 
Darüber hinaus enthält [Heu92] (Kapitel 10) eine knappe Übersicht kommerzi-
eller Systeme. 
4.3 Entwicklungszyklus von Informationssystemen 
Die Ziele, die man beim Datenbankentwurf verfolgt, sind abhängig von den vom 
Datenbanksystem unterstützten Konzepten. War es z.B. bei relationalen Syste-
men ein Hauptziel, Anomalien durch Normalisierung [Ken83] zu vermeiden, so 
stehen bei objektorientierten Datenbanken Entwurfsziele im Vordergrund, die 
auch bei beliebiger anderer objektorientierter Software bestehen2• So ist bei-
spielsweise die Normalisierung bei objektorientiertem Datenbankentwurf durch 
die Mächtigkeit des Datenmodells nicht nötig. Daher unterscheidet sich auch 
die klassische Vorgehensweise beim Datenbankentwurf aus den Zeiten der hier-
archischen, Netzwerk- und relationalen Datenbanken recht stark von der bei 
objektorientierten Datenbanken verfolgten Vorgehensweise: 
• Der klassischer Datenbankentwurf mit der dazugehörigen Anhindung an 
Anwendungsprogramme läßt sich in die in Abbildung 4.2 dargestellten 
Schritte unterteilen: 
1. Anforderungsanalyse, in der die Anforderungen an das Informations-
system (im vorliegenden Fall in bezugauf den LIGA-Fertigungspro-
zeß) analysiert werden. Die einzelnen Prozeßschritte werden unter-
sucht, um die dafür relevanten Eigenschaften zu extrahieren. 
_2Z.B. Wiederverwendbarkeit, Verwendung von Vererbung zur Kompatibilität mit anderen, 
bereits vorhandenen Systemen, Kapselung, d.h. Entwurf von Attributen (für die Daten) und 
Methoden (für die Verarbeitung der Daten) usw. 
4.3 Entwicklungszyklus von Informationssystemen 
Anforderungsanalyse 
I I 
Spezifikation Konzeptioneller OB-Entwurf 
Logischer OB-Entwurf 
Design 
Implementierung Physischer OB-Entwurf 
I l 
· Test und Inbetriebnahme 
Abbildung 4.2: Klassische Vorgehensweise bei der Entwicklung von Datenbank-
schema und Anwendungsprogrammen 
2. Anschließend folgen zwei Entwurfs- und Entwicklungsabläufe, die 
parallel und relativ unabhängig voneinander durchgeführt werden 
können: 
Die Anwendungsprogramme werden spezifiziert und entworfen. 
Beim Entwurf der Programme wird auf das Resultat des logi-
schen DB-Entwurfs3 als Schnittstelle zwischen Anwendungspro-
gramm und Datenbank zurückgegriffen. Anschließend wird der 
Entwurf implementiert. 
Der Datenbankentwurf seinerseits läßt sich weiter in folgende 3 
Unterschritte unterteilen ([LS87J): 
(a) Konzept.ueller Entwurf, der als Ergebnis die abzubildende 
Miniwelt semantisch modelliert, beispielsweise mit Hilfe ei-
nes Gegenstands-Beziehungsmodells (graphisch als ER-Dia-
gramm, siehe[Che76]). Ein ER-Diagramm veranschaulicht 
die real abzubildende Umwelt durch Gegenstände (Entities), 
dargestellt durch Rechtecke, und deren Beziehungen (Rela-
tionships), dargestellt durch Rauten. 
3 Wird beispielsweise auf der Grundlage des relationalen Datenmodells entworfen, so liegen 
an dieser Stelle die Definitionen der Relationen und deren At.t.rihnte vor. 
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(b) Logischer Entwurf, bei dem das konzeptionelle Modell in ein 
Datenmodell4 überführt wird. Dabei wird ggfs. eine Norma-
lisierung durchgeführt. 
(c) Physischer Entwurf, bei dem die Datenbasis mit Hilfe eines 
Datenbanksystems implementiert wird. 
3. Abschließend folgen Test der Anwendungsprogramme, die auf der 
Datenbank aufsetzen, sowie Inbetriebnahme des Informationssystems. 
• Der Datenbankentwurffür objektorientierte Datenbanken ist meist gleich-
zusetzen mit dem Entwurf der objektorientierten Anwendungsprogram-
me. Darauf, daß der Zyklus objektorientierter Systementwicklung nicht 
analog ~u den klassischen Modellen wie dem Wasserfallmodell ([Fai85]) ab-
läuft, hat bereits [HSE90] hingewiesen. Für die objektorientierte System-
entwicklung gibt es eine Vielzahl von alternativen Methoden und Beschrei-
bungsmöglichkeiten, z.B. [Boo91, CY91, Mey88, Wed92, BS93, CLF92]. 
Die dabei entstehende Beschreibung der Klassen wird meist direkt auf 
das Datenbankschema abgebildet. Es gibt also keine getrennte Entwick-
lung von Datenbankschema und Anwenderprogrammen, wie bei der klas-
sischen Vorgehensweise. 
4.4 Produktmodeliierung 
Will man Produktinformation über den gesamten Produktlebenszyklus sam-
meln und verwalten, so geschieht dies in einem sogenannten ProduktmodelL 
Für das benötigte Produktmodell unterscheidet [Eul90] zwei Modellierungsal-
ternativen: 
• Die einfachere Modeliierung ist, für jede Phase aus dem Produktlebens-
zyklus ein eigenes Teilmodell zu entwickeln (phasenbezogenes Produkt-
modell). Auf diese Art erhält man einen direkten Phasenbezug der Teil-
modelle zu den Phasen des Zyklus, die Teilmodelle sind relativ einfach und 
die Datenmenge der einzelnen Teilmodelle ist überschaubar. Die Nachteile 
der unabhängigen Teilmodelle ist eine eventuelle Redundanz, wenn glei-
che Daten in unterschiedlichen Teilmodellen auftreten. Ebenso muß man 
evtL eine Datentransformation vornehmen, wenn man Daten nach einem 
Phasenübergang weiterverwenden will. 
• Alternativ dazu kann man ein zentrales, einheitliches Datenmodell ent-
wickeln, das phasenunabhängig sämtliche Produktdaten aufnimmt. In die-
sem Zusammenhang spricht man auch von kohärentem ProduktmodelL 
Datentransformationen werden damit hinfällig, man hat jedoch die Nach-
teile von relativ komplexen Datenstrukturen und großen Datenmengen. 
4 An dieser Stelle handelt es sich bei dem Datenmodell um eines der geläufigen Modelle wie 
z.B. das relationale, das hierarchische oder das NetzwerkdatenmodelL 
4.4 Produktmodeliierung 
Die Vermeidung der Datentransformation als Vorteil eines kohärenten Produkt-
modells führt zu vielfältigen Ansätzen, ein solches kohärentes, integriertes Pro-
duktmodell zu schaffen. Um die überam; komplexen Datenstrukturen in den 
Griff zu bekommen, bedient man sich einer geeigneten Entwurfstechnik, dem 
Top-Down-Entwurf. 
Bei dem Top-Down-Entwurf handelt es sich nm eine aus dem Software-Entwurf 
bekannten Vorgehensweise ([Fai85]), bei der ein komplexes Problem schrittweise 
in mehrere einfachere Teilprobleme unterteilt wird. Diese Unterteilung wird so-
lange fortgeführt, bis die TeilproLleme überschaubar und damit lösbar werden. 
Für ein integriertes Produktmodell bedeutet das konkret, das komplexe Ge-
samtmodell in sogenannte Partialmodelle aufzuteilen, von denen jedes einen lo-
gisch abgeschlossenen Teil des Modells darstellt. [Eul90] zeigt eine Unterteilung 
in die Partialmodelle Funktionsmodell, GeometriemÖdell, technisches Gestalts-
modell, Technologiemodell, Parametriemodell, Darstellungsmodell, Fertigungs-
modell und Spezifikationsmodell sowie mehr betriebswirtschaftlich orientierte 
Partialmodelle wie Berechnungsmodell und Kostenmodell, wie in Abbildung 4.3 
dargestellt ist. 
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Abbildnug 4.3: Iut.cgrativcs Prodnktmoddlulit Partialmodelleu (ans [EnlaO[) 
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4.4.1 Beispiel eines phasenbezogenen Produktmodells 
Am Institut für Mikrostrukturtechnik (IMT) wurde eine Datenbasis erstellt, die 
eine Speicherung von unterschiedlichen Produktdaten vornimmt, die während 
des Produktlebenszyklus entstehen. Bei diesem Datenmodell handelt es sich 
um ein phasenbezogenen ProduktmodelL Die dabei betrachteten Produktdaten 
sind Werte von Parametern, die für jedes Produkt bei der Durchführung von 
Prozeßschritten relevant waren. 
Die Datenbasis ist auf der Grundlage des relationalen Datenmodells ([Cod70]) 
entworfen (Vorgehensweise siehe Kapitel 4.3) und wird durch das relationale 
Datenbanksystem Oracle5 verwaltet. 
Der vorhandenen Entwurf der Datenbank, der in [WBS92a] ausführlich unter-
sucht wird, bedingt in dem dynamischen Umfeld, in dem sich der LIGA-Prozeß 
befindet, einige Probleme. Das gewichtigste soll etwas näher betrachtet werden: 
Als Ergebnis des konzeptuellen Datenbankentwurfs, den man in der Regel in ei-
nem Gegenstands-Beziehungsdiagramm darstellt, kann ein Produkt wie in Ab-
bildung 4.4 dargestellt modelliert werden: ein Produkt ( z.B. Substrat) wird 
durch eine Sequenz von Prozeßschritten (81, 82, ... , Sn) bearbeitet (z.B. 81 
= Galvanik, 82 = Ebeam, 83 = Entschichtung). Ein solches konzeptionelles 
Schema liegt der vorhandenen Datenbank am IMT zugrunde. 
Prozeßschritt 1 
Substrat Prozeßschritt 2 
Prozeßschritt n 
Abbildung 4.4: Herkömmliches Produktmodell 
Dieses Produktmodell enthält jedoch Semantik über den Prozeß, mit dem ein 
Produkt bearbeitet wird, da für jeden Prozeßschritt ein Gegenstand im Sche-
ma enthalten ist. Bei der Umsetzung in eine relationale Datenbank wird aus 
jedem Gegenstand i.d.R. eine Relation, d.h. es wird für jeden Prozeßschritt6 ei-
ne Relation in der Datenbank gehalten. Die Information (z.B. Parameter), die 
5 0racle wird von der Ürjtcle Corporation entwickelt ([Ora]). 
6 0der für die Zusammenfassung mehrerer Prozeßschritte, was aber nichts an der Struktur 
ändert. 
4.4 Produktmodellierung 
zu einzelnen Prozeßschritten gespeichert wird, wird als Attribut in der Relation 
repräsentiert. Ein Beispiel dazu enthält Abbildung 4.5, die eine Relation Chrom-
maske mit den 5 Attributen Maskennummer, A·uftmggeber, HersteZZ.ungsdatum, 
Fläche und Dicke darstellt. 
Attribut 
Fläche Dicke 
Tupel 
000 
Attributwert 
Abbildung 4.5: Eine Beispielrelation des herkömmlichen ProduktmodellH 
Ändert sich nun aber, und damit ist bei der Dynamik des LIGA-Fertigungs-
prozesses zu rechnen, das Prozeßmodell, so muß das Produktmodell nachgeführt 
werden: 
• Die Einführung eines neuen Prozeßschritts würde eine neue Relation in 
der Datenbank zur Folge haben. 
• Das Löschen eines Prozeßschritts zieht zwei recht unbefriedigende Alter-
nativen nach sich: 
1. Man löscht auch die äquivalente Relation, mit dem Nachteil, daß die 
dort enthaltenen Daten ebenfalls gelöscht werden und damit verloren 
sind. 
2. Man beläßt die Relation in der Datenbank, und nimmt damit in 
Kauf, daß das Schema nicht mehr aktuell ist. 
• Das Ändern von Information zu einem Prozeßschritt, z.B. das Hinzufü-
gen eines neuen Parameters, der fortan von Interesse ist, erzwingt die 
Änderung der Relation, d.h. Hinzufügen oder Löschen von Attributen. 
Nur durch diese Änderungen kann die Konsistenz der Prozeßsemantik des Pro-
duktmodellsmit der Prozeßsemantik des Prozeßmodell gewährleistet werden. 
Anschließend müßte zusätzlich fast der gesamte Entwicklungszyklus (Abbil-
dung 4.2) erneut durchlaufen werden. 
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Da eine solche Vorgehensweise für einen sich in der Veränderung befindlichen 
Prozeß permanente Änderungen des Produktmodells und damit des Datenbank-
schemas mit sich bringen würde, muß ein Produktmodell entwickelt werden, das 
flexibler bezüglich Änderungen des Prozesses ist. 
Es ist sinnvoll, das Prozeßwissen soweit irgend möglich aus dem Datenbanksche-
ma herauszuhalten, so daß auch bei Änderung des Prozeßwissens das Daten-
bankschema unverändert bleibt. Einen geeigneten Ansatz dazu zeigen [WBS92b] 
und [Bra94], wobei beim Datenbankentwurf eine höhere Abstraktionsebene der 
gespeicherten Information erreicht wird. Man führt z.B. neben einem Gegen-
stand Substrat noch die Gegenstände Prozeßschritt, Parameter und WeTt ein. 
Alle Gegenstände werden durch die Beziehung bearbeitet verbunden, wie in Ab-
bildung 4.6 dargestellt. 
Wert Parameter 
Prozeßschri tt Substrat 
Abbildung 4.6: Prototypisches, semantikarmes Produktmodell 
Die entsprechenden Relationen (im Falle einer Übertragung auf das relationale 
Datenmodell) enthalten die für ein Substrat existierenden Prozeßschritte, deren 
Parameter und Werte bei der Produktion fortan als Daten. Dies ist in Abbil-
dung 4. 7 dargestellt. 
Substrat Prozeßschritt Parameter Wert 
000 
Abbildung 4. 7: Eine Beispielrelation des semantikarmen Produktmodell 
4.4 Produktmodellierung 
Ändert ein Prozeßschritt seine Parameterliste, so ändert sich der Inhalt der in 
Abbildung 4. 7 dargestellten Relationen, was als Änderung der Daten einfach 
durchzuführen ist. Das Datenbankschema ist von dieser Änderung nicht be-
troffen. Gleiches gilt für das Einfügen komplett neuer Prozeßschritte bzw. das 
Löschen nicht mehr benötigter, alter Schritte. Auch dort ändert man ausschließ-
lich den Inhalt der Relation, nicht aber das Datenbankschema. 
Bei der Umsetzung dieser höheren Abstraktionsebene in ein relationales Da-
tenmodell stellt sich die Frage, oh ein Datenbanksystem von den Antwortzei-
ten her den LeistungsanforderuugPn genügen kann. Will man Information über 
einen Prozeßschritt selektieren, so müssen sehr aufwendige Verbundoperationen 
durchgeführt werden, die zuvor ~ durch die Semantik im Datenbankschema -
überflüssig waren. Es ist also r,n erwarten, daß die Realisierung dieses Konzep-
tes in einem relationalen System sehr viel schlechtere Leistungsdaten erreichen 
wird, als das bisher eingesetzte System. 
Diesen Nachteil kann man durch den Übergang zum objektorientierten Daten-
modell umgehen, das eine effizientere Modeliierung erlaubt. Dadurch werden 
die teuren Verbundoperationen hinfällig. Eine Möglichkeit, Prozeßwissen ob-
jektorientiert zu modellieren, ist in Kapitel 5.2 gezeigt. 
4.4.2 Beispiel eines kohärenten Produktmodells 
Für den Anstausch von Daten in einer heterogenen Redmenungebnng ist es not-
wendig, die Schnittstellen zwischen deu unten;chiedlichen Systemen festzulegen. 
In Teilbereichen des Produkt.lebenszyklns wird daher eine solche Dcfinitiou lnw. 
Normung der Schnittstellen durchgeführt. Dies geschieht bisher meist anf na-
tionaler Ebene. Für folgende Bereiche liegt bereits eine Sdmittstelleudefinitiou 
vor ([GAS89aj): 
• Die Fest.legung der IGES-Sdmittstelle (Initial Graphics Exchange Spe-
cification) zur Übertragung von Prodnktinformation, die in Form von 
Zeichnungen oder strukturierten geometrischen Modellen wie Kanten-. 
Flächen-, und Volumenmodellen (z.B. in Form von Verknii.pfungsmodel-
len, CGS oder Finite-Element.e-Net.r,e, FEM) vorliegen. 
• Die Entwickhmg der Schnittstelle CAD*I (CAD-Interface) im Rahmen 
eines ESPRIT-Projekts, die znr Übertragnug strukturierter Geometrieda-
t.en für Linien-, Flächen-, nnd Volmuenmodellen sowie für Finite-Elemeute-
Modelle. Diese Entwkklnng stellt eirw Verbessernng des IGES-Ansat.zes 
dar. 
• Die Entwicklung der Schnittstelle SET (Standard d'Exchange et de Trans-
fer) für die Ühertragnng sämtlicher im CAD I CAM-Bereich anfallenden 
Daten. 
• Die Fest.legnng ckr Sdmit.t.st.dle VDAFS fiir die Übert.ragmig von Frei-
fonnflitdH~ll bei der dPntsdwu A ntouwbiliwlnstrie. 
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• Die Entwicklung der Schnittstelle PDES (Prodct Data Exchange Specifi-
cation) in den USA für die Übertragung aller Daten des Produktlebens-
zyklus. 
Diese Ansätze haben zwei Nachteile: 
• Zum einen betreffen sie- mit Ausnahme von PDES - nur Teilbereiche 
der Daten, die im Laufe des Produktlebenszyklus anfallen. 
• Zum anderen sind sie meist national begrenzt oder beachten zumindest 
die international nicht allgemeingültige Normen zu wenig und lassen sich 
daher international nicht durchsetzen. 
Vor diesem Hintergrund wurde eine internationale Norm entwickelt und spezi-
fiziert werden, die eine Schnittstelle zum Austausch aller produktdefinierenden 
Daten bietet, die im Produktlebenszyklus entstehen: STEP (Standard for the 
Exchange of Product Model Data), auch unter dem Namen der Norm ISO 
10303 ([N.N93a, N.N93b, N.N93c]) bekannt. 
Die Entwicklung von STEP wurde von wichtigen Zielsetzungen wie Vollstän-
digkeit, Erweiterbarkeit, Effizienz, Kompatibilität mit bestehenden Normen, 
Unabhängigkeit von der Rechnerumgebung u.ä. geleitet ([GAS89a]). 
Da insbesondere die Forderung der Vollständigkeit, und zwar unabhängig vom 
späteren Anwendungsgebiet, ein sehr komplexes Gesamtmodell zur Folge haben 
muß, wurde auch hier die Komplexität der Modeliierung dadurch verringert, daß 
das Gesamtmodell in Partialmodelle ( Basismodelle) zerlegt wurde. Die Basismo-
delle (Partialmodelle) dienen dazu die allen Produkten gemeinsamen Aspekte 
festzulegen. 
In STEP wurden folgende Partialmodelle definiert [GAS89a, GAS89b]: 
• Das Partialmodell Presentation enthält Information für die Erzeugung der 
Produktdarstellung, d.h. Information zur Visualisierung des Produkts. 
• Das Geometriemodell dient der Abbildung von Kurven- und Flächengeo-
metrien. Es enthält Komponenten zur Definition von Koordinatensyste-
men, Punkt- und Vektorbeschreibungen, sowie Kurven- und Flächenbe-
schreibungen (analytisch, interpolierend und approximierend). 
• Das Topologiemodell beschreibt die N achbarschaftsbeziehungen. Elemente 
wie Oberflächen, Kanten und Eckpunkten werden mit den entsprechenden 
Geometrieelementen verknüpft. 
• Aufbauend auf das Geometriemodell und das Topologiemodell ermöglicht 
das Shape Representation Modell die eigentliche Definition der Geometrie. 
Dazu werden verschiedene Geometrien unterstützt, was den Austausch 
von Daten zwischen Systemen ermöglicht, die auf verschiedenen Geome-
triebeschreibungen aufbauen: 
4.4 Produktmodellierung 
Das Kantenmodell, das ein Objekt in eindimensionale Elemente zer-
legt. 
Das Flächenmodell, bei dem die Begrenzungsflächen beschrieben wer-
den. 
- Unterschiedliche Volnmenmodelle, bei denen durch generative Ver-
fahren (z.B. CSG-Modelle, d.h. die Verknüpfung von primitive Vo-
lumenelemente wie Quader oder Kugel durch baalesehe Operatoren) 
bzw. akkumulative Verfahren (z.B. Boundary-Representation-Mo-
delle, wobei die Produktgestalt durch die Metrik beschrieben wird) 
die Geometrien beschrieben werden. 
• Das Form Featnres Modell ermöglicht die Bereitstellung allgemeiner Funk-
tionalität, die es anderen Modellen erlaubt, gewisse Geometriebereiche mit 
Zusatzinformation, beispielsweise über die Fertigung gewisser Bohrungen 
o.ä. zu versehen. 
• Das Toleranzenmodell, das sich auf die Gestalt des Produkts beziehende 
Toleranzangaben (Maß-, Form- und Lagetoleranzen) beschreibt. 
• Zur Beschreibung der Materialeigenschaften dient das Materialmodell. 
Es definiert neben einer Materialelastizitätsmatrix auch materialspezi-
fische Koeffizienten wie Dichte, Dämpfungskoeffizient, Wärmekapazität, 
Wärmeübergangszahl, thermischer Ausdehnungskoeffizient usw. Neben 
der Beschreibung von homogenen Materialien ist eine Spezifikation von 
Mischgefügen u.ä. möglich. 
• Das Surface Conditions Modell, das Oberflächenmerkmale getrennt nach 
chemischen, physikalischen, geometrischen und fertigungstechnischen Ei-
genschaften beschreibt. 
Neben diesen sogenannten Basismodellen gibt es weitere Partialmodelle, die an-
wendungsspezifische Information beschreiben, sogenannte Anwendungsmodelle. 
Bisher berücksichtigte Anwendungsmodelle sind: 
• das Mechanikrnodell, das die Besonderheiten der Mechanik berücksichtigt. 
• das Electrical Modell für benötigte Daten zur Schaltplanerstellung, Si-
mulation, Layouterstellung sowie Test. Entsprechend beinhaltet das Elec-
trical Modell drei Partialmodelle, das Electrical Schematic Modell, das 
Electrical Schematic Modell und das LEP-Modell (Layered Electrical Pro-
duct). 
• das Partialmodell Architect-ure, Engineering and Construction berücksich-
tigt Besonderheiten im Bereich Schiffsbau und Bauwesen, einem der ak-
tuellen Spezifikationsbereiche von STEP. 
Neben Basismodellen und Anwendungsmodellen gibt es weitere Partialmodelle, 
die zur Beschreibung bestimmter Merkmale des Produktlebenszyklus dienen. 
Es sind dies: 
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• Daten zur Arbeitsplanung 
• Qualitätssicherungsdaten 
• Modelle zur Berücksichtigung von Produktlogistik, Produktvertrieb, Pro-
duktentsorgung u.a. 
Die Auftistung dieser Partialmodelle zeigt, daß es nicht sinnvoll sein kann, die 
Gesamtspezifikation von STEP für die Speicherung von LIGA-Produktdaten 
zu verwenden. So sind beispielsweise Partialmodelle, die Besonderheiten des 
Schiffsbaus berücksichtigen, irrelevant für die LIGA-Technik. 
Ein möglicher Weg kann aber eine Beschränkung auf einzelne Partialmodelle 
oder eine Teilmenge daraus sein, die die Anforderungen der LIGA-Mikrostruk-
turen abdecken. Man hat bei der Verwendung eines objektorientierten Daten-
banksystems auch die Möglichkeit, die für LIGA-Produkte relevanten Teile 
selbst zu entwerfen und zu implementieren bzw. diese mit Teilen von STEP 
zu kombinieren. 
Kapitel 5 
Partialmodelle für Entwurf 
und Fertigung von 
Mikrostrukturen 
Im vorausgegangenen Kapitel ist gezeigt, daß die Zerlegung in Partialmodelle 
ein adäquater Weg ist, die Komplexität der Produktmodeliierung zu verringern. 
Das folgende Kapitel beschreibt nun zwei solche Partialmodelle, die für den Ent-
wurf und die Fertigung von Mikrostrukturen erarbeitet wurden. Dabei handelt 
es sich um ein Partialmodell für die Speicherung von geometrischen Strukturen 
und um ein Partialmodell für die Speicherung von Prozeßinformation. 
5.1 Ein Partialmodell der Entwurfssicht für Mikro-
strukturen 
In Abbildung 5.11 wird eine Aktivitätenkette dargestellt, die bei der Herstel-
lung von Mikrostrukturen typischerweise durchlaufen wird. Das Beispiel soll 
zur Konkretisierung der bisher vorgestellten Konzepte für ein Systems zur Er-
fassung und Weiterverarbeitung von Produktinformation dienen und das Par-
tialmodell für Geometriedaten dabei einführen. Dabei wird insbesondere auf die 
Aktivität Ver·vielfiiltig'U'ng und die von ihr benutzten Eiu- und Aw;gabeobjekt.e 
(IGES-Datei, GDSII-Datei und Vermessungsdatci) eingegangen. 
Der Zusammenhang der Aktivitäten, der zm Ausführung dieser Aktivität.cu 
benötigten Werkzeuge und der von dieseu Werkzeugen verarbeiteten Dateifor-
mate ist. ebenfalls in Abbildung 5.1 dargestellt. CAD-System, Elektronenstrahl-
Schreiber und Vermessungssystem COSMOS-2D IBGH91J sind durch eine White-
Box-Integration über Zwischendatei (siehe Kapitel3.3.2) eingebunden. Alle drei 
1 Die Verbindung zwischen CA.D-Enturl/.1:f und VeTviclfiiltig·nng ist. gestrichelt, weil auf 
die Darstellung der Aktivität. IGES- T1·an.-Je·r" n.uf SUN (wr!!;l<'iche Abbildung 2.3) verzich-
tPt wnnk. 
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Abbildung 5.1: Aktivitätenkette mit Werkzeugen und Daten 
5.1 Ein Partialmodell der Entwurfssicllt für Mikrostrukturen 
Werkzeuge arbeiten dateiorientiert, doch wird die Information der Dateien unter 
Einbeziehung eines objektorientierten Geometriemodells (GEM) verarbeitet. 
Die Vorteile, die ein solches Geometriemodell bietet, insbesondere wenn- wie im 
vorliegenden Fall Daten zwischen Werkzeugen mit unterschiedlichen Formaten 
ausgetauscht werden sollen, wurden in Kapitel 3.3.2 bereits erörtert. Für die 
Konvertierung der Daten in GEM und die Erzeugung von Dateien aus GEM 
sind Prä- und Postprozessoren notwendig. 
5.1.1 Die Aktivität CAD-Entwurf 
Die Konstruktion der Mikrostrukturen erfolgt mit Hilfe eines CAD-Systems 
für den mechanischen Entwurf (MCAD). Die Bemaßung von Zeichnungen beim 
CAD-Entwurf, die für das spätere Erzeugen von Vermessungsaufträgen notwen-
dig ist, wird in Anhang A.l beschrieben. 
Das CAD-System stellt für den Datenaustausch mit externen Systemen die 
Schnittstellendefinition IGES (Initial Graphics Exchange Specification) zur Ver-
fügung. Entsprechend wird nach Beendigung der Aktivität CAD-Entwurf eine 
IGES-Datei auf das Dateisystem geschrieben. 
5.1.2 Die Aktivität Vervielfältigung 
Für die Vervielfältigung bestehen zwei mögliche Optionen. Entweder man er-
zeugt aus den Daten einer Figur ein neue Figur (rotier~, skaliert und/oder ver-
schoben) oder ein zweidimensionales Figurenfeld identischer Figuren. Die neue 
Figur entsteht durch Vervielfältigung der Orginalfigur unter Angabe einer Rota-
tionsmatrix (einschließlich möglicher Skalierung der Figur) und einem Transla-
tionsvektor. Das zweidimensionale Figurenfeld entsteht durch Vervielfältigung 
der Orginalfigur unter Angabe der Dimension des Feldes und des Versatzes der 
Figuren, jeweils in X- und Y-Richtung. 
Die Aktivität Vervielfältigung stößt drei Verarbeitungsschritte an: 
1. Postprozessor: 
Für die Kommunikation mit nachfolgenden Werkzeugen wurde ein Post-
prozessor entwickelt, der die IGES-Daten vom Dateisystem liest und in 
das objektorientierte Geometriemodell überträgt. 
Aus diesem Geometriemodell sollen Konstruktionsdaten an einen Elek-
tronenstrahl-Schreiber (ESS) zur Erzeugung von Ätzmasken für die Her-
stellung der konstruierten Mikrostrukturen, sowie Vermessungsdaten an 
das Bildverarbeitungssystem COSMOS-2D zur Vermessung dieser Ätz-
masken abgeleitet werden. 
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2. Präprozessor 1: 
Die für den Elektronenstrahl-Schreiber verfügbare Schnittstelle für den 
Datenaustausch ist GDSII. Somit ist es erforderlich, mit Hilfe eines Präpro-
zessors Daten aus dem objektorientierten Geometriemodell auszulesen, in 
das GDSII-Format zu konvertieren und eine GDSII-Datei auf das Datei-
system zu schreiben. Bei diesem Vorgang ist es möglich, aus den beim 
MCAD-Entwurfkonstruierten Einzelstrukturen (sogenannten Zellen) Ver-
vielfachungen zu erzeugen. Die GDSII-Datei wird vom Elektronenstrahl-
Schreiber bei Ausführung der Aktivität ESS gelesen. 
3. Präprozessor 2: 
Für das Bildverarbeitungssystem COSMOS-2D wi:d durch einen weite-
ren Präprozessor aus dem objektorientierten Geometriemodell Informa-
tion ausgelesen und eine Vermessungsdatei erzeugt, die Vermessungsauf-
träge enthält. Diese Vermessungsdatei wird ebenfalls auf das Dateisystem 
geschrieben, von wo aus sie vom Vermessungssystem bei Ausführung der 
Aktivität Vermessung gelesen wird. 
Im Anhang werden die Dateiformate, sowie die Funktionsweisen der gesamten 
Post- und Präprozessoren näher beschrieben. Kapitel A.2 im Anhang beschreibt 
das IGES-Format und den dafür entwickelten Postprozessor für die Umset-
zung von IGES-Daten in das objektorientierte GeometriemodelL Kapitel A.3 
beschreibt das GDSII-Format und die Erzeugung von GDSII-Dateien aus dem 
objektorientierten Geometriemodell durch einen Präprozessor. In Kapitel A.4 
wird schließlich die Erzeugung von Vermessungsdateien aus dem objektorien-
tierten Geometriemodell durch einen Präprozessor erläutert. 
5.1.3 Das objektorientierte Geometriemodell (GEM) 
Bei dem objektorientierten Geometriemodell [SES93a] handelt es sich um ein 
Partialmodell, welches sich zur Zeit auf die Speicherung zusammenhängender 
2D-Strukturen (ohne Splines) beschränkt. 
Die Hierarchie der definierten Klassen ist in Abbildung 5.2 gemäß der m 
Coad/Yourdon [CY91] verwendeten Notation dargestellt2• 
Die Klassenhierarchie zielt auf einen strukturierten Aufbau der Geometrieele-
mente ausgehend von einer Basisklasse Topalogische Repräsentation unter Be-
rücksichtigung und Ausnutzung von Vererbung. 
• Eine Instanz der Klasse Topalogische Repräsentation enthält als Attribute 
jeweils einen Vorgänger und einen Nachfolger. Alle abgeleiteten Klassen 
erben diese Attribute. Somit hat beispielsweise eine Ecke eine Vorgänger-
2 Um die Übersichtlichkeit zu erhalten werden nur die Klassen, nicht aber die Attribute und 
Methoden dargestellt. 
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und Nachfolgerkante, eine Kante ihre Anfangs- und ihre Endecke als Vor-
gänger bzw. Nachfolger. 
Zur einfachen Handhabung der Vervielfachungsinformation erhält jedes 
Objekt der Klasse Topalogische RepTäsentation das Attribut Verschie-
bung. 
• In der Klasse Punkt wird die Position als Attribut in Form von xjy-
Koordinaten bereitgestellt.. 
• Ecken erhalten gegenüber Punkten keine weiteren geometrischen Attribu-
te. Es können aber topologische Eigenschaften angegliedert werden. 
Topologische 
Repräsentation 
A 
I I I . I 
Kanten- Punkt RetFigur Kanten- Figur 
sequenz segment 
6 I y 
I I I I 
Aufsetzpunkt J Ecke I Punkt auf ] Kant.Se_gm. r Linie r Kreisbogen) 
J ) ) l ) i l ) 
9 6 
I I ~ W_Ecke X-Ecke Y-Ecke W-Linie 
Abbildung 5.2: Klassenhierarchie vou GEM 
• Ein A·uf.~ctzp'ILnld repräscmtiert C'ilH'll gc:-;muteu I3ildaussdmitt. Zn diesem 
gehört. die ll1fonuation Objekt.ivvergriißernug n11d I3ildfeldgröße, sowie die 
Liste der iu diesem Bildfeld abznarbi~it.PlHlC'u Venness1mg:-;befehle. 
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• Ein Kantensegment hat als Attribute die Position des Anfangspunktes so-
wie des Endpunktes, die Länge und die Bounding Box des Kantensegmen-
tes, d.h. das kleinste achsenparallele Rechteck, in das das Kantensegment 
einbeschrieben werden kann. 
• Diese Attribute sind zur Beschreibung einer Linie ausreichend, beim Kreis-
bogen interessieren zusätzlich noch der Mittelpunkt, der Radius und die 
Drehrichtung. W-Linien sind Linien, die den Rand des Bildfeldes schnei-
den, neben Anfangspunkt und Endpunkt wird ein Zeiger auf die zugehö-
rige Linie notwendig. 
• Punkte auf Kantensegmenten enthalten neben der Position eine Referenz 
auf das Kantensegment, auf dem sie liegen. 
• Bei Kantensequenzen (geschlossene Folgen von Kantensegmenten) inter-
essiert die Orientierung sowie die Bounding Box, d.h. das kleinste achsen-
parallele Rechteck, in dem alle zur Kantensequenz gehörenden Kanten-
segmente liegen. 
• Eine Figurenthält neben Verwaltungsinformation (Datum der letzten Mo-
difikation, Dimension der Zahlenwerte u.ä.) die Listen für Ecken, Kanten-
segmente, Kantensequenzen, Punkte auf Kantensegmenten, Aufsetzpunk-
te und Subfiguren. Bei der Figur wird auch die Vervielfachungsinformati-
on gespeichert, zum einen die Wiederholungsfaktoren in horizontaler und 
vertikaler Richtung, zum andern die jeweiligen Verschiebungen. 
• Mit Re/Figuren wird die Klasse von Figuren bezeichnet, die sich aus an-
deren Figuren durch lineare Abbildungen herleiten lassen. Im MCAD-
System wird dabei nicht die komplette Figureninformation gespeichert, 
sondern lediglich die Abbildungsvorschrift zu deren Erzeugung. Analog 
enthält die Klasse der referenzierten Figuren neben Namen und eindeuti-
ger Identitätsnummer der RefFigur noch die Transformationsmatrix und 
den Verschiebungsvektor sowie einen Zeiger auf die Figur, aus der die 
RefFigur durch Anwendung der linearen Abbildung erzeugt werden kann. 
Für die Vermessung existiert eine gesonderte Klassenhierarchie. 
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5.2 Ein Partialmodell ·der Fertigungssicht für Mi-
krostrukturen 
Das im folgenden vorgestellte Partialmodell der Fertigungssicht hatte als Ziel, 
das in [Bra94] eingeführte Prozeßmodell auf Grundlage eines objektorientierten 
Datenbanksystems zu implementieren. Dieses Prozeßmodell verfolgt dem An-
satz, die Prozeßsemantik vom Prozeßmodell zu trennen, wie in Kapitel 4.4.1 
vorgeschlagen. Es ist dadurch möglich, folgende Änderungen in der Prozeßse-
mantik durchzuführen, ohne daß Änderungen am Datenbankschema bzw. den 
darauf aufsetzenden Anwendungsprogrammen durchgeführt werden müssen: 
• Einfügen neuer Prozeßschritte3 . 
• Einfügen von neuen Prozeßvarianten durch die Angabe von Alternativen 
zu beliebigen Prozeßschritten bzw. Prozeßschrittnetzen. 
• Einfügen von neuen Prozeßvarianten durch die Definition von neuen Vor-
gänger- /N achfolgerschritten. 
• Einfügen von Information, die an Prozeßschritte geknüpft ist, durch An-
hängen von beliebigen Attributen an beliebige Prozeßschritte. 
• Ändern und Löschen beliebiger Prozeßschritte. 
• Ändern und Löschen von Prozeßvarianten durch das Ändern und Löschen 
von Alternativen. 
• Ändern und Löschen von Prozeßvarianten durch das Ändern und Löschen 
von Vorgänger- /N achfolgerschritten. 
• Ändern und Löschen von Information in Form von Attributen und ihren 
Werten. 
5.2.1 Das Prozeßmodell 
Die Klassenhierarchie des Prozeßmodells ist in Abbildung 5.3 gemäß der m 
Coad/Yourdon [CY91] verwendeten Notation dargestellt. 
Die wichtigsten Klassen des Prozeßmodells sind: 
• Die Klasse Pmzeßrnodell enthält alle Prozeßschritte eines Prozeßmodells. 
Sie enthält außerdem Methoden, die notwendig sind, um Prozeßschritte 
konsistent anzulegen, zu erweitern oder zu löschen. Zusätzlich enthält die 
Klasse Pmzeßrnodell einen Graphen zur Darstellung des Prozeßschrittnet-
zes. 
3 Die Erweiterung des Modells von Prozeßschritten auf Aktivitäten erfolgte erst nach der 
Implementierung des hier vorgestellt.en Partialmodells. Daher wird im folgenden von Prozeß-
schritten die Rede sein. 
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• In der Klasse Prozeßschritt werden die Prozeßschritte repräsentiert. Pro-
zeßschritte werden durch beliebig viele unterschiedliche Attribute beschrie-
ben. Außerdem enthält jeder Prozeßschritt Informationen über seine Ein-
ordnung in den Prozeßablauf, d.h. insbesondere Konkretisierungen, zeit-
liche Vorgänger und Nachfolger sowie alternative Prozeßschritte. 
• Die Klasse Attribute ist eine abstrakte Klasse, d.h. sie besitzt selbst kei-
ne Instanzen. Sie enthält daher nur die Definition generischer Methoden, 
die für alle Attributklassen aufgerufen werden können (darstellen, ändern, 
löschen). Von der abstrakten Klasse Attribute werden spezielle Attribut-
klassen wie Dokument, Gleitkommazahl, Zeichenkette und Bild abgeleitet. 
Eine Attributklasse (z.B. Dokument) enthält die Instanzen aller Attribute 
dieses Tyi?s (z.B. alle Dokumente). 
Prozeßmodell 
;( 
11 11 
- ~ Prozeßschritt n <}-- 1 
Attribute 
A 
I I I 
Dokument Gleitkommazahl Zeichenkette Bild 
Abbildung 5.3: Die Klassenhierarchie des prototypisch implementierten Par-
tialmodells 
Für das oben beschrieben Partialmodell der Fertigungssicht wurde ein System 
prototypisch implementiert, mit dessen Hilfe der Inhalt des Partialmodells ge-
ändert und dargestellt werden kann. 
Die Implementierung und Handhabung dieses prototypischen Systems sind in 
Anhang B bescln·ie ben. 
5.2 Ein Partialmodell der Fertigungssicht für Mikrostrukturen 
Der Entwurf des Schemas mit dem Ansatz, die Prozeßsemantik vom Prozeßmo-
dell zu trennen, hat sich bewährt. Die oben genannten Anforderung werden vom 
Partialmodell erfüllt. Von der Prozeßsicht aus kann der Anwender Information 
eingeben, verändern, abrufen und löschen, die als Dokumente, Zeichenketten, 
numerische Werte oder Bilder an Prozeßschritte geknüpft ist. Dafür wurden 
die Werkzeuge lemacs (als Dokumenteneditor) und xv (als Bild betrachtungs-
und Bildverarbeitungswerkzeug) eingebunden. Diese Werkzeuge wurden beim 
Anwählen der entsprechenden Funktion automatisch, d.h. für den Anwender 
transparent, gestartet. Auch das entsprechende Versorgen der Werkzeuge mit 
den Daten aus der Datenbank, bzw. das Speichern der Ergebnisse in der Da-
tenbasis wurde wie gewünscht realisiert. 
5.2.2 Bemerk.ungen zu den Partialmodellen 
Anhand der für das Partialmodells der Entwurfssicht aufgeführten Beispiel-
kette läßt sich erkennen, wie komplex die Zusammenhänge der Aktivitäten, 
Werkzeuge und Daten sind, selbst wenn man sich nur auf die Analyse einer 
Sequenz von vier Aktivitäten und den dabei benötigten vier unterschiedlichen 
Datenformaten (IGES-, GDSII-, Vermessungsdatei sowie dem Geometriemodell 
GEM) beschränkt. Will man die Zusammenhänge für den gesamten Ablauf des 
LIGA-Prozesses erfassen, so ist dazu ein rechnergestütztes System erforderlich, 
das die in Kapitel 2.1 bis 6 vorgestellten Konzepte realisiert. 
Als Prototyp für die Visualisierung des Partialmodells der Fertigungssicht wur-
den ausschließlich Teile des Prozeßsicht implementiert. Die Implementierung ist 
entsprechend den Anforderungen aus Kapitel 2 so zu erweitern, daß die Prozeß-
sicht vollständig und darüber hinaus die Produktsichten und die Produktions-
sicht vom System angeboten werden können. Ansätze der Modeliierung dieser 
Erweiterungen enthält Kapitel 7. 
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Kapitel 6 
Entwurf einer 
Systemarchitektur von 
PRAXIS 
Die Komponenten 
• Werkzeug zur Visualisierung der Systemsichten, 
• erweiterbare Sammlung von Werkzeugen und 
• objektorientiertes Datenbanksystem, 
aus denen PRAXIS besteht, sowie die daraus resultierende Gesamtarchitektur 
von PRAXIS sind in Abbildung 6.1 dargestellt. 
6.1 Werkzeug zur Visualisierung der Systemsichten 
Ein Werkzeug zur Visualisierung der gewünschten Systemsicht (Produkt- Prozeß-
oder Produktionssicht) bildet die Komponente, durch die der Benutzer mit 
PRAXIS interagiert. Das Werkzeug stellt die vom Benutzer gewünschte Sicht 
bereit und ermöglicht diesem anschließend die Interaktion (z.B. Navigation und 
Abrufen von Information) mit dieser Sicht. Je nach Benutzergruppe sind un-
terschiedliche Sichten von Bedeutung und verschiedene Bearbeitungsvorgänge 
möglich. 
Es werden folgende Personengruppen unterschieden, die mit PRAXIS arbeiten: 
• Prozeßexperten 
Die Prozeßexperten werden mit der Prozeßsicht arbeiten. Sie speichern 
und aktualisieren das Prozeßwissen mit. Hilfe der Prozeßsicht. 
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Abbildung 6.1: Die Gesamtarchitektur von PRAXIS 
6.1 Werkzeug zur Visualisierung der Systemsichten 
Dies geschieht z.B. durch Aktualisieren der Prozeßvarianten (Hierarchie, 
Vorgänger-/N achfolgerbeziehung, Alternativaktivitäten, N ebenläufigkei-
ten oder Ein-/ Ausgabeobjekttypen). 
Die Aktualisierung der Prozeßvarianten kann z.B. mit Hilfe eines graphi-
schen Editors durchgeführt werden, durch den die Prozeßsicht bearbeitet 
werden kann. Sind die Aktualisierungen der Prozeßsicht konsistent abge-
schlossen, so wird eine neue Version der Prozeßsicht festgeschrieben. Neu 
zu fertigende Produkte werden dann auf Grundlage dieserneuen Version 
hergestellt. 
Die Prozeßexperten sind der einzige Personenkreis, der die Prozeßsicht 
ändert. Alle anderen Personengruppen können über die Prozeßsicht nur 
Informationen abfragen. 
• Projektmanager 
Ein Projektmanager erstellt auf Grundlage der neusten Version der Pro-
zeßsicht eine neue Produktsicht für die Fertigung eines Produkts. Dies 
geschieht durch die Auswahl der Aktivitäten aus der Prozeßsicht, die für 
die Herstellung dieses konkreten Produkts notwendig sind. Er erstellt so-
mit eine Art Vorgehensmodell dafür, wie die Bearbeiter der Aktivitäten 
während der Fertigung des Produkts vorzugehen haben. Dieses Vorgehens-
moden stellt er den Bearbeitern in Form der Produktsicht zur Verfügung. 
Durch die Produktsicht kann er den Status eines einzelnen Produkts ab-
rufen und damit das Projekt überwachen. 
• Projektkoordinator 
Der Projektkoordinator steuert und überwacht die parallele Produktion 
verschiedener Produkte. Er nutzt dazu die Möglichkeiten der Produktions-
sicht, in die alle Produkte einbezogen werden, die sich in der Produktion 
befinden. Durch die Produktsicht kann der Projektkoordinator den Status 
eines einzelnen Produkts abrufe11. 
• Bearbeiter 
Die Bearbeiter der einzelnen Aktivitäten werden mit der Produktsicht des 
von ihnen gerade bearbeiteten Produkts arbeiten. 
Die Produktsicht stellt für die Bearbeiter ein Vorgehensmodell bei der 
Herstellung einer LIGA-Mikrostruktur dar. Aus der Produktsicht ist er-
sichtlich, welches die nächsten Aktivitäten bei der Bearbeitung eines Pro-
duktes sind. 
Außerdem bekommt der Bearbeiter Information darüber, welche Einga-
beobjekte, Ressourcen und Materialien für die Durchführung dieser Ak-
tivitäten benötigt werden. 
Für die Durchführung der Aktivität benötigte Werkzeuge werden wäh-
rend der Durchführung der Aktivität' vom Bearbeiter gestartet und dabei 
automatisch mit den richtigen Daten versorgt. 
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Werkzeuge, die die Information archivieren, die bei der Durchführung der 
Aktivität entstehen, werden während oder nach der Durchführung der 
Aktivität ebenfalls gestartet. 
6.2 Erweiterbare Sammlung von Werkzeugen 
In die erweiterbare Sammlung von Werkzeugen können beliebige Werkzeuge ein-
gebunden und anschließend den entsprechenden Aktivitäten zugeordnet werden. 
Diese Zuordnung geschieht beispielsweise dadurch, daß für jede Aktivität ein 
Skript erstellt wird, durch das das Werkzeug bei der Ausführen der Aktivität 
gestartet wird. 
Die Daten, die zur Verarbeitung von den Werkzeugen benötigt werden und die 
Information, die bei der Bearbeitung entsteht, wird in der gewählten Integrati-
onsweise abgelegt, und vom objektorientierten Datenbanksystem der untersten 
Komponente verwaltet. 
6.3 Objektorientiertes Datenbanksystem 
Das objektorientierte Datenbanksystem, von dem heraus die Werkzeuge mit den 
entsprechenden Daten versorgt werden, und das das Speichern der erzeugten 
Daten übernimmt, bildet die unterste Komponente von PRAXIS. Zusätzlich zu 
den Daten der Werkzeuge verwaltet das objektorientierte Datenbanksystem die 
Information zu den Sichten, die vom Werkzeug zur Visualisierung der Sichten 
benötigt wird. 
Die Anforderungen an das objektorientierte Datenbanksystem liegen in der Er-
füllung des Standards ODMG-93 der Object Database Management Group, der 
in Kapitel 4.2 eingeführt und in [Cat93] ausführlich beschrieben wird. 
Kapitel 7 
0 b jektorientierte 
Modeliierung von PRAXIS 
Das im Anschluß präsentierte objektorientierte Modell von PRAXIS berück-
sichtigt die Anforderungen aus Kapitel 2 bis 4. 
Es beinhaltet eine ausführliche Beschreibung der einzelnen Klassen als Haupt-
komponenten des Entwurfs. Dabei werden die 
0 Komponenten (Attribute), aus denen die Objekte der einzelnen Klassen 
bestehen, 
sowie die 
0 Verarbeitungsfunktionen (Methoden) für die Objekte der Klassen 
erläutert. 
Parallel dazu erfolgt die Darstellung der Zusammenhänge der Klassen. Dazu 
wird - wie in den vorausgegangen Kapiteln - die graphische Notation von 
Coad/Yourdon [CY91] verwendet. 
Die Sprachdefinition der einzelnen Klassen erfolgt im Anhang C. 
7.1 Die Klasse pramis _ diagram 
Ein praxis _ diagram beschreibt eine komplette Sicht, d.h. die Prozeßsicht, eine 
Produktsicht oder die Produktionssicht. Da eine Sicht sehr komplex sein kann 
(d.h. sehr viele Aktivitäten enthalten kann), wird sie gemäß den Empfehlun-
gen von [Har84] in weniger komplexe Teile, sogenannte praxis _ pages zerlegt. 
Ein praxis_ diagram besteht demnach aus einzelnen praxis_pages, wie in Abbil-
dung 7.1 angedeutet. 
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praxis _ pages auf unterschiedlichen Hierarchieebenen haben unterschiedlichen 
Detaillierungsgrad. Diepraxis _ pageder obersten Ebene gibt einen groben Über-
blick über die gesamte Sicht, während eine praxis _ page auf unterer Ebene einen 
recht detaillierten Überblick über einen sehr kleinen Ausschnitt der Sicht liefert. 
Das praxis_ diagram, das in Abbildung 7.1 dargestellt wird, besteht aus drei 
praxis_pages: Der in der Hierarchie obersten praxis_page mit der Aktivität A, 
der daraus verfeinerten praxis_page mit den Aktivitäten A1 bis A4 und der aus 
Aktivität A2 verfeinerten praxis_page mit den Aktivitäten A21,A22 und A23· 
Die logischen Zusammenhänge der praxis _ pages bei der Darstellung einer Sicht 
wird ausschließlich über die Verfeinerungsmöglichkeit der Aktivitäten bestimmt. 
Abbildung 7.1: Aufbau eines praxis_ diagram 
0 Ein praxis_ diagram besteht aus der Liste der Seiten (praxis_pages) einer 
Sicht (Prozeß-, Produkt- oder Produktionssicht) (siehe Abbildung 7.3). 
0 Da der Anwender bestimmt, mit welcher Sicht er arbeiten möchte, muß 
das Laden und Speichern von kompletten praxis _ diagrams (Sichten) un-
terstützt werden (siehe Abbildung 7.3). 
0 Es muß möglich sein, in praxis _ diagrams neue Seiten und damit neue 
Abstraktionsebenen einzufügen, und alte zu löschen (siehe Abbildung 7.3). 
7.2 Die Klassepraxis page 
7.2 Die Klasse praxis _ page 
Eine praxis_page ist eine komplette Seite als Komponente von praxis_ diagram. 
Sie enthält einen überschaubaren Ausschnitt der entsprechenden Sicht mit den 
zugehörigen Aktivitäten und den zugehörigen Daten, d.h. Eingabe-, Ausgabe-
objekte sowie Attribute. 
Abbildung 7.2 enthält beispielhaft den Aufbau einer praxis_page. Die praxis_ ac-
tivities sind in der Reihenfolge ihrer Abarbeitung miteinander verknüpft. Da-
durch wird die kausale Vorgänger-/Nachfolgerbeziehung realisiert. Parallelität 
ist visualisierbar, indem eine praxis _ activity mehr als eine N achfolgeraktivi-
tät hat. Abbildung 7.2 zeigt neben den Aktivitäten noch Container für Ein-
/ Ausgabeobjekte (praxis _ things, links) und Container für die Attributwerte 
(rechts). 
Abbildung 7.2: Aufbau einer praxis_page 
Die Verteilung von praxis _ activities auf praxis _ pages übernimmt der Benutzer 
(Prozeßexperte). Er hat damit Einfluß auf Strukturierung der Aktivitäten, auf 
die Zusammenfassung von Aktivitäten auf Seiten und die Verfeinerung von 
Aktivitäten auf separaten Seiten, falls die Darstellung auf einer Seite zu komplex 
wird. 
0 Eine praxis_pages enthält eine Liste der Aktivitäten, die auf der Seite 
dargestellt werden (siehe Abbildung 7.3). 
0 Als Operationen muß der Benutzer praxis _ activities auf einer praxis _ page 
hinzufügen und löschen können (siehe Abbildung 7.3). 
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Für die Aktivitäten besteht bei der Visualisierung auf Seiten eine eindeutige 
Abbildung, d.h. eine Aktivität kann nie auf mehreren Seiten innerhalb des glei-
chen Diagramms auftreten. 
0 Neben den praxis_ activities enthält jede praxis_page noch (siehe Abbil-
dung 7.3): 
• Container (siehe Kapitel 7.3) für alle Ein-/ Ausgabeobjekte (pra-
xis _ things) der Aktivitäten dieser praxis _ page 
• Container für die Attributwerte (pmxis _ attributes) für alle Attribut-
werte der Aktivitäten dieser praxis_page 
• Container für die Parameterwerte (praxis_parameters) der Aktivitä-
ten dieser praxis _ page 
praxis_diagram 
insert page() 
delete pageO 
Ioad() 
save() 
t' 
praxis_Jlage 
add_container() 
remove_container() 
add_activity() 
remove_activity() 
I I 
4. ~ 41 ~ 
praxis_container für praxis_container fUr praxis_container fUr praxis_activities 
Bin·/Ausgabeobjekte Parameter Attribute 
Abbildung 7.3: Objektorientierter Entwurf: Teil 1 
0 Es ist möglich, auf praxis _ pages beliebige Container zu definieren und zu 
löschen (siehe Abbildung 7.3). Die Definition dieser Container übernimmt 
ebenfalls der Benutzer (Prozeßexperte). 
7.3 Die Klasse praxis container 
7.3 Die Klasse praxis _ container 
Container (praxis _ container) sind Sammelbehälter für Objekte gleichen Typs. 
Sie werden notwendig, weil es die Möglichkeit gibt, praxis _ activities wiederholt 
auszuführen, und da a priori nur festlegbar ist, was für Typen die Ein- bzw. 
Ausgabeobjekte haben, aber nicht welche tatsächlichen Ausprägungen. 
So wird z.B. bei der Durchführung einer Aktivität Vermessung eine Datei mit 
Meßergebnissen erzeugt, und zwar bei jeder Vermessung eine neue, unabhängig 
davon, ob die Vermessung auf identischen Eingabedaten und Attributwerten 
abläuft oder nicht. Demnach muß beim Erstellen einer Seite ein Container für 
die Aufnahme von Meßergebnisdateien definiert werden (siehe Abbildung 7.4). 
r=l ~ 
Vennessungs-
datel 
~ 
Abbildung 7.4: Definition der praxis _ container 
Später wird sichergestellt, daß bei jeder Durchführung der Aktivität ein neues 
Objekt Datei mit Meßergebnissen in diesen Container geschrieben wird (siehe 
Abbildung 7.7). 
0 Container haben einen Namen zur Identifikation und einen Basistyp, in 
dem der Datentyp der in ihm enthaltenen Objekte (z.B. IGES-Datei) 
festgelegt wird (siehe Abbildung 7.5). 
Es ist auch denkbar, daß ein Container selbst überhaupt keine Objekte enthält, 
sondern auf einen Container verweist, der in der Seitenhierarchie übergeordnet 
ist. 
Das bedeutet, daß dieser Container seine Objekte aus solchen sogenannten glo-
balen Container liest bzw. in diesen globalen Container schreibt. 
0 Daher hat jeder praxis _ containerauch eine lokale oder globale Gültigkeit. 
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Für die Verarbeitung muß ein Container alle Untercontainer kennen, die 
auf ihn verweisen, falls er selbst global ist. Ebenso kennt ein Container 
den Container, auf den er gegebenenfalls verweist (siehe Abbildung 7.5). 
0 Es muß die Möglichkeit geben, Objekte in den Container einzufügen und 
zu löschen, sowie Information über Objekte bereitstellen, die sich im Con-
tainer befinden (siehe Abbildung 7.5). 
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Abbildung 7.5: Objektorientierter Entwurf: Teil 2 
Wie Abbildung 7.5 zeigt, werden praxis_ containerweiter in die beiden Klassen 
praxis _variable_ containerund praxis _ io _ container unterteilt, wobei sich diese 
beiden Klassen folgendermaßen unterscheiden: 
• praxis _ io _ containersind Container für praxis _ things, d.h. sie enthalten 
Verweise auf eigenständige Objekte in der Datenbasis. 
• praxis _ variable_ container sind Container für praxis _ variables, d.h. sie 
enthalten reale Objekte (z.B. praxis_ attributesoder praxis_parameters). 
Zusätzlich zu den oben dargestellten Informationen von praxis _ container 
besitzen praxis_ variable_ container noch ein Action-Field, in das z.B. 
der Aufruf eines externen Tools zur Ern;chnung eines praxis parameter-
Wertes eingetragen wird, bzw. der Aufruf einer Maske zur Eingabe des 
7.4 Die Klassepraxis activity 
praxis_parameter- Wertes (wie das auch bei praxis_ attributes der Fall 
ist). 
7.4 Die Klasse praxis _ activity 
Eine Aktivität ist eine Einheit des Produktionsablaufs. Sie kann entweder wei-
ter verfeinert werden (praxis _ hierarchical_ activity) oder ausgeführt werden 
(praxis _ executable _ activity). 
Die Verfeinerung einer verfeinerbaren praxis _ activity (z.B. Aktivität A2 aus Ab-
bildung 7.1) wird auf einer separaten praxis_page dargestellt (unterste praxis_-
·page in Abbildung 7.1). 
0 Eine praxis _ activity enthält neben der Aktion, die bei der Ausführung 
gestartet wird (z.B. das Starten eines Werkzeugs oder das Aufblenden 
der Verfeinerungsseite) auch Information darüber, welcher Personenkreis 
für die Ausführung der praxis _ activity vorgesehen ist, wann der geplante 
Zeitpunkt der Ausführung ist, sowie welche Werkzeuge für die Ausführung 
einer praxis_ activity vorgesehen sind (siehe Abbildung 7.6). 
0 Für die Visualisierung der kausalen Vorgänger-/Nachfolgerbeziehung muß 
eine praxis _ activity die praxis _ activity kennen, die vor bzw. nach ihr aus-
geführt werden. Jede praxis _ activity hält daher eine Liste der Vorgänger-
und Nachfolgeraktivitäten (siehe Abbildung 7.6). 
0 Über die Listen der Vorgänger- und Nachfolgeraktivitäten sind die kausa-
len Vorgänger-/Nachfolgerbeziehung veränderbar (siehe Abbildung 7.6). 
Bisher wurde bei den praxis _ pages nur praxis _ containers eingeführt, ohne diese 
mit den praxis _ activities auf den praxis _ pages in irgendeiner Weise zu verknüp-
fen. Die Zuordnung, welche praxis _ containers zu einer praxis _ activity gehören, 
und ob als Eingabe- oder Ausgabeobjekte, wird vom Benutzer (Prozeßexperte) 
vorgenommen. 
Die gestrichelten Pfeile in Abbildung 7.2 deuten diese Zuordnung der Container 
zu den praxis activities an. So hat beispielsweise die Aktivität CAD-Entwurf 
als Ausgabeobjekt eine IGES-Datei, die von der Aktivität !CES-Transfer als 
Eingabeobjekt verwendet wird. 
0 Eine praxis_ activity enthält Referenzen (siehe Abbildung 7.6) auf 
• die praxis_ containersihrer Ein- und Ausgabeobjekte, 
• die praxis _ containers ihrer Attribut- und Parameterwerte. 
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Abbildung 7.6: Objektorientierter Entwurf: Teil 3 
Die Container werden nur referenziert, da ein praxis _ container Ausgabeobjekt 
einer praxis _ activity und gleichzeitig Eingabeobjekt einer anderen praxis _ ac-
tivity enthalten kann. 
0 Zusätzlich kann man für jede praxis _ activity noch die Ressourcen (Ausrü-
stungsgegenständen) und Materialien festlegen, die für eine Ausführung 
potentiell möglich sind (siehe Abbildung 7.6). Welche Ressourcen und 
Materialien dann bei der Ausführung tatsächlich verwendet werden, wird 
erst bei der praxis_ execution gespeichert. 
0 Als Operationen, die eine praxis _ acti·uity ausführen kann, sei 
• das Ändern des Prozeßablaufs durch Änderung (Hinzufügen oder 
Löschen) der Vorgänger- bzw. Nachfolgerbeziehungen, 
• das Ändern der Zuordnung von Eingabe, Ausgabe-, Parameter-, Attributwert-
' Material- und Ressourcencontainer, sowie 
• das Ausführen eine~ praxis _ activity 
genannt (siehe Abbildung 7.6). 
7.5 Oie Klassepraxis executable activity 
7.5 Die Klasse praxis _ executable activity 
Die ausführbare praxis _ acti·vity kann mehrmals ausgeführt werden. Dabei kön-
nen Eingabe-, Ausgabe-, Attribut- und Parameterobjekte jeweils unterschiedli-
che Ausprägungen besitzen (siehe Abbildung 7.7). 
Mehrmaliges Ausführen einer praxis_ activity führt zu mehreren praxis_ exe-
cutions (siehe Execution 1 und 2 in Abbildung 7.7). Dabei referenziert jede 
praxis _ execut·ion auf ein Objekt des entsprechenden pmxis _ container. 
1. Execution 
Container 
' .... Vermessungsdatei A / 
Vermessungsdatei B/ 
_..v Maßergebnis C 
_.. Maßergebnis D ...,, 
2. Execution 
Abbildung 7. 7: Mehrmaliges Ausführen einer praxis _ activity 
0 Die praxis _ activity führt. eine Liste ihrer Ausführungen (pmxis _ e:recutions) 
(siehe Abbildung 7.6). 
0 Diese Liste muß erweit.erbar sein. Eine Erweiterung dieser Liste durch Hin-
zufügen einer pmxis_ execut-ion wird automatisch beim Ausführen einer 
praxis_ exewtable_ acti·vity erzeugt. (siehe Abbildung 7.6). 
7.6 Die Klasse praxis hierarchical activity 
Einepraxis _ hiera-rchical_ activity ist eine Aktivität, die weiter verfeinert werden 
kann .. 
0 Daher enthält die praxis _ hierarchical_ activity alle möglichen Alternativ-
(kind)seit.en. Zu einer Zeit ist nur die Darstellung genan einer dieser Alter-
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nativ(kind)seiten möglich. Somit enthält eine praxis_ hierarchical_ activi-
ty auch Information über die zur Darstellung aktuell ausgewählten Seite 
(siehe Abbildung 7.6). 
0 Es muß möglich sein, neue Alternat.iv(kind)seiten hinzuzufügen und al-
te zu löschen. Ebenso muß man die zur Darstellung gewünschte Seite 
an wählen und darstellen können. Die Ausführung einer praxis _ hierarchi-
cal_ activity ist identisch mit der Visualisierung der gewünschten Alter-
nativ(kind)seite (siehe Abbildung 7.6). 
7. 7 Die Klasse praxis _ execution 
Eine praxis_ execution entspricht der Ausführung einer praxis_ executable_ ac-
tivity. 
0 Einepraxis executionist gekennzeichnet durch einen Ausführenden (evtl. 
eine Personengruppe), der zu einem bestimmten Zeitpunkt, unter Zuhilfe-
nahme eines bestimmten Werkzeugs die pmxis _ executable _ activity aus-
führt (siehe Abbildung 7.8). 
0 Die Ausführung einer praxis _ activity benötigt benötigt für jeden Objekt-
typ (Eingabe-, Ausgabe-, Attribut- und Parameterobjekte) die für die 
Ausführung relevanten realen Objekte. Für jeden Objekttyp wird genau 
ein reales Objekt gehalten (siehe Abbildung 7.8). 
Wenn beispielsweise ein Eingabeobjekt einer praxis _ activity vom Typ Mas-
ke ist, so wird an dieser Stelle die Instanz verwaltet, die bei einer speziellen 
pmxis_ execution dieser praxis_ activity tatsächlich benutzt wurde (z.B. Mas-
ke 1 in Abbildung 7.7). 
0 Ebenso werden hier die tatsächlich verwendeten Ressourcen und Materia-
lien benötigt. All diese Information wird bei der entsprechenden praxis _ exe-
cution gehalten (siehe Abbildung 7.8). 
7.8 Die Klasse praxis _ things 
Die Klasse praxis _ things ist eine Oberklasse aller in der Datenbank gehalte-
nen Objekte im Zusammenhang mit Aktivitäten. Die Objekte der Klasse pra-
xis_ thingssind weiter unterteilbar in Ein- und Ausgabeobjekte (praxis_ things) 
und Variablen (praxis_ variables). 
7.8 Die Klassepraxis things 
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Abbildung 7.8: Objektorientierter Entwurf: Teil 4 
Die Ein-/ Ausgabeobjekte sind spezielle Objekte, die sehr komplexer Struktur 
sein können. Denkbar ist beispielsweise eine Geometrie, die durch die Beschrei-
bung im Geometriemodell GEM aus Kapitel 5.1.3 repräsentiert wird. Die Art 
dieser Modelle richtet sich nach der Vielzahl der zu speichernden Objekte. 
Durch die Flexibilität, die eine objektorientierte Implementierung ermöglicht, 
ist es leicht möglich, jeweils neue Strukturen für neue Objekte auch im Laufe 
der Systembenutzung hinzuzufügen 
0 praxis _ things haben neben einem Namen als Bezeichner (siehe Abbil-
dung 7.9). 
0 Daneben haben praxis _ things eine Methode zur Darstellung des Objekts 
(z.B. die Darstellung einer Geometriebeschreibung mit Hilfe eines entspre-
chenden Werkzeugs) und zum Ändern des Objekts (siehe Abbildung 7.9). 
praxis _variables kann man weiter in Attribute (praxis _ attributes) und Parame-
ter (praxis_parameters) unterteilen. Variablen haben, wie bereits angesprochen, 
einen' einfach strukturierten Wert. Sie werden meist in Gruppen zusammenge- · 
faßt in einer speziellen Maske zur Verfügung gestellt. 
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Abbildung 7.9: Objektorientierter Entwurf: Teil 5 
7.9 Die Klassenpraxis _material und praxis ressource 
Die beiden Klassen haben rein informellen Charakter bezüglich der vorhandenen 
Materialien und der verfügbaren Ressourcen. Bereits früher wurde die Notwen-
digkeit diskutiert, an diese beiden Klassen Parameter zu binden. Beispielswei-
se ist die Materialdicke eindeutig ein Materialparameter, die Ofentemperatur 
ein Parameter der Ressource Ofen. Allerdings sind die Ausprägungen dieser 
Parameter stark mit den Aktivitäten korreliert, welche entweder Materialien 
oder Ressourcen benötigen. So interessiert es nicht, welche Temperaturen ein 
bestimmter Ofen bisher seit Inbetriebnahme irgendwann einmal angenommen 
hat. Welche Ofentemperatur er als Ressource einer bestimmten Aktivität hatte, 
ist sehr wohl relevant. Demnach wird bei Materialien und Ressourcen zwar die 
Liste der jeweils zugehörigen Parameter gehalten, bei der Handhabung unter-
scheiden sich materialabhängige Parameter und ressourcenabhängige Parameter 
jedoch nicht mehr von aktivitätsabhängigen. 
7.10 Die Klasse praxis _ object 
Schließlich wird mit praxis _ object noch eine Klasse eingeführt, von der alle 
eigenständigen Klassen mit persistenten Daten in irgendeiner Weise, d.h. even-
tuell über mehrere Zwischenstufen, abgeleitet werden, wie in Abbildung 7.10 
dargest.ellt. 
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Abbildung 7.10: Objektorientierter Entwurf: Teil 6 

Kapitel 8 
Zusammenfassung und 
Ausblick 
8.1 Zusammenfassung 
Das LIGA-Verfahren ist ein am Forschungszentrum Karlsruhe entwickeltes Ver-
fahren zur Herstellung von Mikrostrukturen. Es wird heute am Institut für 
Mikrostrukturtechnik eingesetzt, um Mikrostrukturen herzustellen und dabei 
ständig erweitert und verbessert. 
Um das LIGA-Verfahren mit seinen Einzelprozessen besser überschauen zu kön-
nen, ist es entscheidend, ein System zur rechnergestützten Dokumentation des 
LIGA-Verfahrens zu realisieren. Dazu gehört die ETjassung alleT PTOzeßschTit-
te des LIGA-Verfahrens mit allen Pammetem, allen Materialdaten sowie einer 
BeschTeib·ung der RessouTeen (Ausrüstungsgegenstände). Für diese rechnerge-
stützte Dokumentation ist ein Modell zu entwickeln, um das Prozeßwissen zu 
handhaben. 
Auch die Erfahrungen, die aus der Produktion von Mikrostrukturen gewonnen 
werden, stellen Fertigungswissen dar. Daher ist es notwendig, das Modell so 
zu konzipieren, daß auch die Smnmlung von Information über sämtliche in der 
Vergangenheit gefertigten Prod·ukte möglich ist. 
In der vorliegenden Arbeit werden Möglichkeiten aufgezeigt, ein System zur 
Erfassung und Weiterverarbeitung von Produktinformation bei der Herstellung 
von Mikrostrukturen (PRoduct And EXperimentation Information System, kurz 
PRAXIS) zu modellieren. Der Schwerpunkt der Arbeit liegt dabei auf der In-
tegration unterschiedlichster Komponenten und Systeme aus verschiedensten 
Bereichen. · 
Für die Sammlung und Weiterverarbeitung vou Produktinformation steht eine 
breite Palette an informationsverarbeitenden Werkzeugen zur Verfügung. Diese 
Palette wird ständig erweitert. Das modellierte System muß demnach die Mög-
lichkeit bieten, beliebige Wer-kzeuge einzubindeu und sie auf einem integTieTten 
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Datenbestand arbeiten zu lassen. 
Die vorliegende Arbeit untersucht zunächst die Anforderungen an ein solches 
System aus folgenden drei Sichten: 
• aus der Prozeßsicht, d.h. dem LIGA-Fertigungsprozeß aus ganzheitlicher 
Sicht mit allen für den Prozeß möglichen Fertigungsalternativen, 
• aus der Produktsicht, d.h. mit aller Information, die bei der Produktion 
eines ganz bestimmten Produktes anfällt, 
• sowie aus der Produktionssicht, die die vorhandenen Produktsichten mit 
dem Ziel des Projektmanagements koordiniert. 
Je nach Systemsicht gibt es Möglichkeiten zur 
• Hierarchiebildung der an der Produktion beteiligten Aktivitäten. 
• Darstellung von kausalen Vorgänger- /N achfolgerbeziehung der an der 
Produktion beteiligten Aktivitäten. 
• Darstellung von Alternativaktivitäten in der Prozeßsicht. 
• Darstellung von N ebenläufigkeiten der an der Produktion beteiligten Ak-
tivitäten. 
• Darstellung von Zuständen und Wiederholungen von Aktivitäten. 
• Zuordnung von Ein- und Ausgabeobjekten der an der Produktion betei-
ligten Aktivitäten. 
• Handhabung von Versionen der Produktdaten in der Produktsicht. 
• Darstellung von Zuständen der Produkte. 
• Zusammengefaßten Darstellung der sich in der Produktion befindlichen 
Produkte. 
Im Anschluß an die Definition der Anforderungen bezüglich der Systemsichten, 
werden Alternativen zur Anhindung von Werkzeugen und zur Integration der 
Daten sowie zur Verwaltung der Daten durch ein objektorientiertes Datenbank-
system vorgestellt. 
Diese Anforderungen und Konzepte führten zu einer Architektur von PRAXIS, 
die aus drei Komponenten besteht: 
• Einem Werkzeug zur Visualisierung der Systemsichten. 
• Einer erweiterbaren Sammlung von Werkzeugen. 
• Einem objektorientierten Datenbanksystem zur Verwaltung des integrier-
ten Datenbestandes. 
8.2 Ausblick 
Anband der beiden Bereiche Entwurfsschritte und Fertigungsschritte von Mi-
krosystemen wurden Lösungen für Partialmodelle erarbeitet, vorgestellt und 
teilweise implementiert. Diese Partialmodelle mit den dazugehörenden Prozes-
soren sind Ergebnis von Arbeiten, die am Institut für Angewandte Informatik 
(IAI) in Zusammenarbeit mit dem Institut für Mikrostrukturtechnik (IMT) 
durchgeführt wurden [SES93b, ES93a, ES93b]. Die dort dargelegte Komplexi-
tät zeigt, daß die Sammlung und Weiterverarbeitung von Produktinformation 
ohne die entsprechenden Systemsichten, ohne geeignete rechnergestützte Werk-
zeuge und ohne einen integrierten Datenbestand nicht möglich ist. Daher wird 
zum Abschluß der Arbeit mit PRAXIS ein System zur Sammlung und Weiter-
verarbeitung von Produktinformation objektorientiert ansatzweise modelliert, 
das den gestellten Anforderungen gerecht wird. 
8.2 Ausblick 
Nachdem die Anforderungen an ein System zur Erfassung und Weiterverarbei-
tung von Produktinformation bei der Herstellung von LIGA-Mikrostrukturen 
formuliert sind, und das System PRAXIS objektorientiert modelliert wurde, 
müssen die nächsten Schritte erfolgen: 
Man hat einerseits die Möglichkeit, für die einzelnen Komponenten der Ar-
chitektur ein kommerzielles System zu finden, das die Anforderungen erfüllt. 
Untersuchungen in dieser Richtung wurden bereits mit der Evaluierung eines 
Frameworks [WBCS93] und objektorientierter Datenbanksysteme unternom-
men. 
Wenn vorhanden Werkzeuge die hier definierten Anforderungen des System 
nicht oder nur teilweise erfüllen, kann man andererseits die entsprechenden 
Komponenten auch selbst implementieren. Dazu gehört die 
• Implementierung eines Werkzeuges zur Visualisierung (und gegebenenfalls 
der Bearbeitung) der gewünschten Systemsicht, 
• Implementierung einer Komponente, die die Einbettung beliebiger Werk-
zeuge ermöglicht, 
• sowie die Implementierung der benötigten Partialmodelle für die integrier-
te Datenhaltung. 
Aspekte dieser Komponenten sind in der Beschreibung der Partialmodelle in 
Kapitel 5 sowie in der objektorientierten Modeliierung des Systems PRAXIS in 
Kapitel 7 enthalten. 
8.2.1 Evaluierung verfügbarer Werkzeuge 
Das von der Firma Siemens/Nixdorf zur Verfügung gestellte Framework Sij- . 
rame (Version 2.0/2.1) wurde verwendet, um Aussagen über die Eignung des 
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Frameworks im Hinblick auf zuvor herausgearbeitete Randbedingungen für die 
Verwendung innerhalb von PRAXIS machen zu können. 
Dafür wurde ein kleiner Ausschnitt der Dokumentenbearbeitung exemplarisch 
modelliert. 
Die Umgebung Siframe bietet eine Palette an globalen Ressourcen an, die für 
die Definition eines Frameworks mit konkreten Objekten instantiiert werden 
können. In Siframe stehen die in Abbildung 8.1 gezeigten Ressourcen zur Ver-
fügung: 
• Werkzeuge. 
• Anwender. 
• Aktivitäten, d.h. einzelne Funktionalitäten von Werkzeugen. 
• Teams, d.h. Anwendergruppen. 
• Viewtypes, d.h. Austauschformate zwischen Aktivitäten. 
• Flüße, d.h. Aktivitätssequenzen. 
• Rollen, die der Anwender bei der Benutzung des Frameworks einnimmt. 
rum ~ ~- ~ ~ ~ filltfN 
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Abbildung 8.1: Die möglichen Ressourcen unter Siframe 
Die Definition von konkreten Objekten erfolgt interaktiv. Nachdem Anwender 
erzeugt, ihnen bestimmte Rollen zugewiesen, sowie Anwender zu Gruppen zu-
sammengefaßt worden sind, werden Werkzeuge in das Framework integriert. 
Die Funktionalität von Werkzeugen wird anschließend in Aktivitäten als Unter-
einheiten unterteilt. Sie rufen ein Werkzeug mit zu spezifizierenden Parametern 
auf und definieren Ein- und Ausgabe des Werkzeuges über Viewtypes. 
Diese Aktivitäten werden abschließend zu Flüssen verknüpft, die die Ablaufse-
quenz der Aktivitäten festlegen. 
Bei der Realisierung der Fallstudie wurden folgende Eigenschaften von Siframe 
festgestellt: 
8.2 Ausblick 
• Vorhandene Ressourcen ausreichend 
Die von Sijrame zur Verfügung gestellten Ressourcen sind für die Model-
Iierung der Abläufe auch größerer Projekte ausreichend. Wenn allerdings 
die Anzahl der definierten Objekte als Instanzen der Ressourcen zunimmt, 
kann die Darstellung recht unübersichtlich werden. Angenehm ist dabei, 
daß sich der Anwender auf die Darstellung der für ihn interessanten Teil-
bäume beschränken kann. 
• Zerlegung komplexer Projekte in Teilprojekte möglich 
Die Schritte eines Projekts lassen sich in Unterschritte zerlegen. Projekt-
schritte lassen sich in unterschiedlichen Hierarchieebenen darstellen, was 
die Möglichkeit schafft, sehr komplexe Projekte mit einer Vielzahl von 
Arbeitsschritten übersichtlich zu gliedern. 
• Aktueller Stand des Projekts leicht ablesbar 
Die einzelnen Aktivitäten, die zu einem Aktivitätsfluß verknüpft werden, 
können bestimmte Zutände wie nicht ansgefühTt, in Ben·utzung, ausge-
fühTt, beendet oder 1mgültig annehmen. Dadurch kann man den aktuellen 
Stand des Projekts anhand des Status seiner Aktivitäten sofort ablesen. 
• Überwachung von Parallelzugriff realisiert 
Bei einem Projekt größerer Dimension arbeiten oft viele Benutzer gleich-
zeitig auf einem gemeinsamen Datenpool. Daher ist es wichtig, ein System 
zu haben, das den parallelen Zugriff auf Daten in irgendeiner Weise se-
quentialisiert ( concurrency control). Siframe ermöglicht dem Anwender 
durch das Reservieren von Objekten im persönlichen Arbeitsbereich, die-
se vor dem Zugriff durch andere Anwender zu sperren. Erst wenn dieser 
Anwendernach durchgeführten Änderungen das Objekt wieder freigibt, 
kann der nächste Anwender es zur weiteren Manipulation für sich reser-
vieren. Er setzt dabei automatisch auf dem neuesten Stand auf. 
• Ausschließlich Black-Box-Integration möglich 
Zur Zeit ist nur eine Black-Box-Integration von Werkzeugen in das Fra-
mework möglich, d.h. Daten, die von den Werkzeugen gelesen, modifiziert 
und geschrieben werden, sind nur als Dateien zwischen den Werkzeugen 
austauschbar. Die Nachteile dieser Integrationsalternative sind in Kapi-
tel 3.3.2 hinreichend aufgeführt. 
• Datenbankschema nicht änderbar 
Das Framework, das unter Zuhilfenahme von Sijrame modelliert wird, 
wird im sogenannten Object Management System (OMS) abgelegt. Dort 
werden auch die Dateien gespeichert, die von Werkzeugen innerhalb des 
Frameworks ausgetauscht werden. Das Datenschema ist dabei festgelegt 
und kann vom Anwender nicht geändert werden. Er hat also keine Mög-
lichkeit, benutzerdefinierte Datenstrukturen einzubringen, auf denen er 
Manipulationen von Daten ausführen kann. Somit handelt es sich bei dem 
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Object Management System nicht um eine objektorientierte Datenbank 
im klassischen Sinne, nach den Anforderungen in IABD 89]. 
• Objektorientierte Datenbank als Zusatzwerkzeug erforderlich 
Wenn- wie bei einer White-Box-Integration üblich- Datenstrukturen de-
finiert werden sollen und die Daten dort auch manipuliert werden, dann 
muß zusätzlich zu dem Framework eine objektorientierte Datenbank an-
gebunden werden. Dazu muß ein Datenbanksystem installiert werden. 
Darauf aufsetzend werden Anwendungsprogramme implementiert, die auf 
die objektorientierte Datenbank zugreifen. Diese Anwendungsprogramme 
können dann vom Framework aus als Werkzeug aufgerufen werden, das 
Daten innerhalb des Datenbankschemas manipuliert. 
Die parallele Nutzung der Datenbank von Siframe für die Speicherung 
von Framework-Objekt-Daten (Details über Werkzeuge, Anwender, Ak-
tivitäten, usw.) sowie vom Anwender (für seine eigenen Daten innerhalb 
selbst zu definierenden Datenstrukturen) ist nicht möglich. 
• Aufbau des Framework ausschließlich interaktiv 
Es gibt keine Möglichkeit, das Framework automatisch z.B. durch eine 
Sprache aufzubauen. Die Definition von konkreten Objekten erfolgt inter-
aktiv. 
Wünschenswert wäre eine Sprachschnittstelle zum Benutzer mit der Mög-
lichkeit, das Framework im Batebbetrieb aufzubauen. 
• Schwierigkeiten, nachträglich Änderungen durchzuführen 
Sind bei einer Umgebung Datenflüsse definiert, in denen Aktivitäten se-
quenzialisiert werden, so ist es nicht möglich, die Aktivitäten zu modifi-
zieren. Stellt man also bei der Definition des Datenflusses fest, das eine 
Aktivität mit den falschen Parametern aufgerufen wird, so muß man al-
le Datenflüsse löschen, die diese Aktivität ausführen, die Aktivität dann 
modifizieren, um den Datenfluß anschließend erneut zu definieren. 
• Keine parallele Arbeit eines Anwenders möglich 
Aufgefallen ist, daß jeder Anwender sich nur einmal im System anmelden 
kann, ein zweites Anmelden wird verwehrt. Insbesondere beim parallelen 
Arbeiten an mehreren Projekten von verschiedenen Rechnern aus kann 
dies aber von Bedeutung sein. 
Von den Komponenten von PRAXIS (siehe Abbildung 6.1), erfüllt Siframe die 
Anforderungen wie folgt: 
• Siframe übernimmt vorwiegend die Aufgaben der obersten Ebene, der Vi-
sualisierung der Sichten. Diese können unter Zuhilfenahme von Siframe 
modelliert werden. Die dabei· unterstützen Konzepte in Form von unter-
schiedlichen Ressourcen sind dabei sehr hilfreich, auch im Hinblick auf 
8.2 Ausblick 
die Benutzergruppen der Umgebung mit ihren unterschiedlichen Kennt-
nisständen und Zugriffsrechten. Allerdings lassen sich keine Sichten auto-
matisch generieren, die das z.B. bei der Produktionssicht notwendig ist. 
• Die Komponente der erweiterbaren Sammlung von Werkzeugen 
wird ebenfalls von Siframe realisiert, allerdings ausschließlich für eine 
Black-Box-Integration auf der Ebene von Dateien, die zwischen den in-
tegrierten Werkzeugen ausgetauscht werden, nicht jedoch für White-Box-
Integration auf der Ebene von Datenstrukturen. 
• Es werden zwar die in Siframe modellierten Objekte objektorientiert 
abgelegt, doch sind diese Daten für den Anwender nicht direkt zugreif-
bar, d.h. er kann insbesondere die Datenstrukturen der Datenbank nicht 
definieren und manipulieren. Für die Daten, die von Siframe zur Mo-
dellierung des Frameworks verwendet werden, macht dies Sinn, für eine 
White-Box-Integration jedoch ist dies eine unumgängliche Anforderung 
an eine verwendete Datenbank. 
Das Datenmodell zerfällt in 2 Teile: auf der einen Seite die Sichten (ge-
halten im Siframe -eigenen, Object Management System) auf der anderen 
Seite das Modell der von den Werkzeugen verwendeten und manipulierten 
Daten. Dieses muß- da die Siframe -Datenbank nicht von außen zugäng-
lich ist - in einer eigenen, objektorientierten Datenbank untergebracht 
werden. Anwendungen, die auf dieser Datenbank aufsetzen, können an-
schließend als Werkzeuge (mit Dummy-Viewtypes) in Siframe integriert 
werden. Auf diese Weise lassen sich objektorientierte Datenstrukturen in 
einer objektorientierten Datenbank speichern und mit Hilfe von Siframe 
manipulieren, d.h. auch White-Box-Integration von Werkzeugen durch-
führen. 
Das Framework Siframe konnte demnach den Anforderungen, die in dieser Ar-
beit herausgearbeitet wurden, nur teilweise gerecht werden. Insbesondere für die 
Anhindung an eine objektorientierte Datenbank muß noch einige konzeptionelle 
Arbeit geleistet werden. Ob die Versionenverwaltung, die in zukünftigen Ver-
sionen von Siframe enthalten sein soll, sich mit der Versionenverwaltung eines 
objektorientierten Datenbanksystems koppeln läßt (was speziell für die Ent-
wicklung von Mikrosystemen bedeutsam ist), kann erst geprüft werden, wenn 
dies tatsächlich in Siframe realisiert ist. 
Ein objektorientiertes Datenbanksystem als unterste Systemkomponenten wur-
de bereits für die prototypische Implementierung zum Partialmodell der Fer-
tigungssicht verwendet. Entsprechende Anmerkungen dazu finden sich in An-
hang B. 
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Anhang A 
Anhang zum Partialmodell 
der Entwurfssicht für 
Mikrostrukturen 
In Kapitel 4.4 wurden das Partialmodell der Entwurfssicht für Mikrostruktu-
ren vorgestellt. Dieser Anhang enthält eine Beschreibung der dabei relevanten 
Datenformate IGES [ES93a] und GDSII, sowie eine Funktionsbeschreibung der 
Konverter (Prä- und Postprozessoren [ES93b]). 
A.l Vorbedingungen aus dem CAD-Entwurf 
Die Konstruktion der Mikrostrukturen erfolgt mit Hilfe eines CAD-Systems für 
den mechanischen Entwurf (MCAD). Beim Entwurf ist darauf zu achten, daß 
• alle Kantenzüge aus Geraden oder Kreisbögen bestehen, 
• alle Kantenzüge geschlossen sind, 
• zwei Kantenzüge sich nicht schneiden, und insbesondere 
• Kanten nicht doppelt gezeichnet werden, 
• keine T -Stücke auftreten (eine Kante endet auf einer anderen Kante). 
Die MCAD-Systeme bieten gegenüber den CAD-Systemen für den Elektronik-
Entwurf (ECAD) die Möglichkeit der Bemaßung von Zeichnungen oder Zeich-
nungsteilen. 
Unter Verwendung der Bemaßungsfunktionalität (durch Anhängen einer oder 
mehrerer Kennungen) erfolgt die Spezifikation derjenigen Strukturteile, die bei 
der Qualitätskontrolle zu untersuchen sind. Dabei bedeuten: 
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L verifiziere Linie 
S verifiziere Kreisbogen 
T verifiziere Vollkreis 
D bestimme Distanz 
B verifiziere Linienbreite 
A überprüfe Vollständigkeit 
bestimme Standard- und Maximalabwei-
chung der geraden Verbindung zwischen 
den Endpunkten 
bestimme Mittelpunkt, Radius und 
Standard- und Maximalabweichung des 
Kreisbogens 
bestimme Mittelpunkt, Radius und 
Standard- und Maximalabweichung des 
Vollkreises 
bestimme Abstand zwischen den End-
punkten 
bestimme mittlere Linienbreite mit 
Standard- und Maximalq,bweichung 
verifiziere alle vorhandenen Kanten 
Die Kennungen können beliebig in Groß- oder Kleinbuchstaben angegeben wer-
den. Innerhalb des CAD-Systems erfolgt keine Konsistenzprüfung ·der ange-
hängten Kennungen an die Figurenteile, eine Kennung 'L' an einem Kreisbogen 
führt also nicht zu einer Fehlermeldung1. Der CAD-Konstrukteur rriuß also 
selbst dafür sorgen, daß 
L an Linien 
S an Kreisbögen 
T an Vollkreisen 
D an zwei Punkten, also Endpunkte von Linien oder Kreisbögen oder 
Punkte auf Linien oder Kreisbögen 
B an zwei Punkte auf zwei Linien 
angehängt werden. Die Kennung 'A' an einer beliebigen Kante der Figur bewirkt 
die Vollständigkeitüberprüfung der gesamten Figur. 
Taleranzen können in der Form 
Maß ± Toleranz 
vorgegeben werden, die Kennung ist in diesem Fall an die Toleranz anzuhängen 
(z. B .. 100±.005 D für eine Distanzmessung mit dem Sollwert 100 mm und einer 
Toleranz von ±5 mm). 
1 Die Konsistenzprüfung erfolgt später beim Aufbau der Objekthierarehie, dort werden in-
konstistente Kennungen entweder still ignoriert oder es wird eine Fehlermeldung ausgedruckt. 
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A.2 Das IGES-Format und dessen Transformation 
in das Geometriemodell 
A.2.1 Überblick über IGES 
Die Abkürzung IGES steht für Initial Graphics Exchange Specification. Unter 
IGES versteht man eine Spezifikation der Beschreibung von geometrischen Pro-
duktdatenmit dem Ziel, diese Produktdaten zwischen CAD/CAM-Systemen 
unterschiedlicher Hersteller auf unterschiedlicher Hardware austauschen zu kön-
nen. Um eine weitgehende Rechnerunabhängigkeit zu erreichen, wird die Be-
schreibung in eine sequentielle Datei mit festen 80 Zeichen langen Sätzen ge-
packt und als Zeichensatz wird ASCII (7-Bit) vorgeschrieben. 
Zur Beschreibung der geometrischen Produktdaten stehen in IGES eine Vielzahl 
von Elementen zur Verfügung. Diese Elemente lassen sich grob in 4 Klassen 
einteilen: 
• Beschreibung von Kurven und Flächen 
• Beschreibung von dreidimensionalen Körpern (CSG, Constructive Solid 
Geometry Model) 
• Beschreibung von Bemaßungen 
• Beschreibung der Struktur von geometrischen Daten 
Zur Übersicht sind in Tabelle A.l alle in IGES (Version 5.0) definierten Ele-
mente entsprechend ihren Objektklassen aufgeführt. 
Für die Konstruktion von LIGA-Strukturen wurde eine Untermenge aller IGES-
Elemente implementiert. Die Auswahl der Elemente ergab sich zum einen aus 
der Aufgabenstellung (Kurven, Flächen und Bemaßung) und zum anderen aus 
den vom CAD-System automatisch generierten IGES-Strukturen. Das bedeutet 
natürlich eine Abhängigkeit vom gewählten CAD-System in bezug auf die im-
plementierten Strukturen. Beim Einsatz anderer CAD-Systeme ist zu prüfen, 
inwiefern die generierten IGES-Dateien weitere Elemente (insbesondere Struk-
turelemente) enthalten. Nachfolgend sind alle implementierten Elemente aufge-
listet: 
Kurven und Flächen Bemaßung Strukturen 
Circular Are Copious Data Subfigure Definition 
Line General Note Associativity Instance 
Point Leader ( Arrow) Singular Subfigure Instance 
Linear Dimension 
Ordinate Dimension 
Point Dimension 
Radius Dimension 
Die Beschreibung der Elemente ist [IGE91] zu entnehmen. 
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Kurven und Flächen 3-dimensionale Elemente 
)·.·· ... /./• ·.· i.i Block 
Composite Curve 
ConieArc 
Copions Data 
Plane 
~ .LiD# i··········.·········>········.· ...... ·········.·.·.·. i ........... i.. .i 
Parametrie Spline Curve 
Parametrie Spline Surface 
·"·"· i . ······· 
Ruled Surface 
Surface ofRevolution 
Tabulated Cylinder 
Flash 
B-Spline Curve 
B-Spline Surface 
Offset Curve 
Offset Surface 
Boundary 
................................... 
Curve on a Parametrie Surface 
Bounded Surfaee 
Trimmed Parametrie Surface 
Right Angular Wedge 
Right Circular Cylinder 
Right Circular Cone Frustum 
Sphere 
Torus 
Solid ofRevolution 
Solid of Linear Extrusion 
Boolean Tree 
Solid Assembly 
Solid Instance 
Bemaßung Strukturen 
i················.··.·.·.·•·····•·.·i·······•·•••·•·••····•••.···•·i•.·•···············)••••· Null 
Angular Dimension Connect Point 
Curve Dimension Node 
Diameter Dimension Finite Element 
FlagNote Nodal Displacemem 
General Label Nodal Results 
r } \ < i················ Associativity Definition 
New General Note LineFont Definition 
•·•·•.•prqiDJl:te:oilD:~9I1i•.·•.··.••·•·.•········.·· · Text Font Definition 
Text Display Template 
Color Definiton 
General Symbol UnitsData 
Section Area Network Subfigure Definition 
''1 
View 
Reetangle Arry Subfigure Instance 
Circular Arry Subfigure Instance 
External Referenee 
Nodal Load/Constraint 
Network Subfigure Instanee 
Attribute Table Instanee 
für die Konstruktion von LIGA-Strukturen implementierte Elemente (heutiger Stand) 
··•····· 
..... 
0 
0 
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Au,fbau einer IGES-Datei 
Wie schon anfang~ erwähnt besteht eine IGES-Datei aus einer Folge von Sätzen, 
die jeweils 80 (ASCII) Zeichen lang sind. Ein Satz wird in 3 Felder geteilt: 
Spalte 1 bis 72 enthält das Informationsfeld, Spalte 73 enthält die Kennung 
des aktuellen Abschnitts und in Spalte 74-80 steht rechtsbündig angeordnet 
die Zeilenmi.mmer im jeweiligen Abschnitt. Die Syntax des Informationsfeldes 
wird im jeweiligen Abschnitt festgelegt. Eine Datei ist in fünf unterschiedliche 
Abschnitte (Sect.ions) gegliedert.: 
1. Start Section 
Im Startabschnitt steht ein lesbarer Kommentar. In IGES selbst ist keine 
Syntax für das Informationsfeld festgelegt. Bei VDAIS (IGES-Subset des 
Verbands der Autohersteller) wird hier allerdings ein Kopf mit Informa-
tionen über Leistungsst.ufe, Modellbeschreibung, Sender und Empfänger 
des Modells in einem fest vorgegebenen Format eingefügt. Die Abschnitts-
kennung besteht aus dem BuchstabenS. 
2. Global Section 
Die in diesem Abschnitt aufgeführten Angaben dienen zur Interpretati-
on der Daten in den beiden nachfolgenden Abschnitten. So legen die bei-
den ersten Angaben die Trennzeichen für Parameter und "Records"(Para-
meterfolgen über mehrere Sätze) fest. Weitere wichtige Angaben sind die 
Skalierung der gesamten Zeichnung, die Maßeinheit der Zeichnung, ma-
ximale Strichstärke und Anzahl der unterschiedlichen StrichstärkeiL Die 
vollständige Liste der Parameter ist in [IGE91] Kapitel2.2.4.2 Global Bee-
tion aufgeführt. Die Abschnittskennung der Global Beet·ion besteht aus 
dem Buchstaben G. 
3. Directory Entry Section 
Dieser Abschnitt enthält em Verzeichnis mit allen Elementen, aus de-
nen ein Modell aufgebaut wird. Die Einträge in diesem Verzeichnis sind 
gleich strukturiert. Jedem Element sind zwei Zeilen zugeordnet und die 
Information dieser beiden Zeilen ist in jeweils 9 Felder je 8 Zeichen lang 
unterteilt. Die Parameter werden ohne Trennzeichen rechtsbündig in die-
se Felder geschrieben. Ein Verzeichniseintrag enthält eine Nummer, die 
den Elementtyp beschreibt, einige allgemeine Attribute zu diesem Ele-
ment und einen Verweis auf eine Stelle in der Parameter Data Beetion, an 
der weitere elementspezifische Parameter stehen. Allgemeine Elementat-
tribute sind z.B. Farbe, Zeichnungsebene, Linientyp usw. Die vollständige 
Liste der Parameter ist in [IGE91] Kapitel 2.2.4.3 Directory Beetion auf-
geführt. Die Abschnittskennung der Directory Scct.ion besteht aus dem 
Buchstaben D. 
4. Parameter Data Section 
In diesem Abschnitt werden alle Parameter (Koordinaten, Texte, Grö-
ßenangaben, usw. ) zn den Elementen aufgelistet, die in der Directory 
102 Anhang zum Partialmodell der Entwurfssicht für Mikrostrukturen 
Entry Beetion eingetragen sind. Die Anzahl und der Typ der Parame-
ter ist vom jeweiligen Element abhängig. Parameter werden im freien 
Format, mit dem in der Global Beetion spezifizierten Zeichen getrennt, 
im Informationsfeld eines Datensatzes eingetragen. Das Informationsfeld 
wird allerdings um 8 Zeichen auf Spalte 64 gekürzt. Spalte 65 muß ein 
Leerzeichen enthalten und in Spalte 66 bis 72 steht die Zeilennummer des 
Eintrags in der Directory Section, der das Element mit den hier aufge-
führten Parametern enthält. Diese Rückverzeigerung dient als zusätzliche 
Kontrolle für die Konsistenz der Daten. Der erste Parameter im Informa-
tionsfeld ist immer die Nummer des Elementtyps. Das Ende einer Folge 
von Parametern wird durch ein "Record::Trennzeichen (definiert in der 
Global Beetion) markiert. Die vollständige Beschreibung der Parameter 
Data Beetion ist in [IGE91] Kapitel 2..2.4.4 Parameter Data Beetion auf-
geführt. Die Abschnittskennung der Parameter Data Beetion besteht aus 
dem Buchstaben P. 
5. Terminate Section 
Die Terminate Section besteht nur aus einem Satz und enthält zur Kon-
trolle die Anzahl der Datensätze der vorherigen Abschnitte. 
A.2.2 Erzeugen einer Objekthierarchie 
Einlesen 
Beim Einlesen einer Zeile aus der gefilterten IGES-Datei wird jeweils ein Ob-
jekt der entsprechenden Klasse (Figur, Punkt, Linie, Kreisbogen, Bemaßung) 
erzeugt, und mit den gefundenen Parametern initialisiert. Für eine Kante (Linie 
oder Kreisbogen) werden die Anfangsecke und die Endecke dieser Kante erzeugt 
(beide noch vom generischen Eckentype 'E') und in die Vorgänger- und Nach-
folgerattributeder Kante eingetragen. Analog wird die Kante als Nachfolger der 
Anfangsecke und als Vorgänger der Endecke initialisiert, d.h. alle Ecken haben 
hier entweder einen Eintrag im Vorgängerattribut oder einen Eintrag im Nach-
folgerattribut. Anschließend werden die Kanten in die Kantenliste, die Ecken 
in die Eckenliste eingetragen. Punkte werden in die Punkteliste, Bemaßungen 
in die Bemaßungsliste und Figuren in die Subfigurenliste der aktuellen Figur 
eingetragen. 
Referenzfiguren werden in die Referenzfigurenliste der gerade gelesenen Figur 
eingetragen, unabhängig davon, ob sie sich auf diese oder auf eine andere Fi-
gur beziehen. Deswegen muß nach dem Einlesen der komplette Figurenbaum 
nochmals durchlaufen werden, um die Verbindungen der Referenzfiguren zu 
den richtigen Figuren herzustellen. Dazu dient als Zuordnungskriterium die 
Figuren/RefFiguren-id, die (als eindeutige Kennung) die Zeilennummer der De-
finition der Figur in der IGES-Datei enthält. Nachdem diese Zuordnung erfolgt 
ist, werden alle Punkte, Kanten und Bemaßungseinträge der Figur der linearen 
Abbildung unterworfen, d.h. für jede RefFigur wird eine konkrete Figur erzeugt. 
A.2 DasIGES-Format und dessen 'ITansformation in das Geometriemodell 103 
Sortieren der Kanten 
Nach dem Einlesen liegen in der Kantenliste alle Kanten, in der Eckenliste 
alle Ecken einer Figur in unsortierter Form vor. Für die Kanten sind jeweils 
Anfangs- und Endecken bekannt, jede Ecke kennt allerdings nur entweder ihre 
Vorgänger- oder ihre N achfolgerkante. 
Ausgehend von der ersten Kante Kin der Kantenliste (mit bekannter Endecke 
E) wird die Eckenliste nach Ecken durchsucht, die die gleiche X/Y-Position 
haben wie die Endecke der Kante, allerdings von dieser Endecke verschieden 
sind (d.h. eine andere Eckeninstanz besitzen). Es ergeben sich die folgenden 
Möglichkeiten: 
• p 
• Es existiert keine andere Eckeninstanz E' mit der X/Y-Position von E, 
d.h. nur eine Ecke mit dieser Position wurde erzeugt. Der Kantenzug en-
det hier mit einer Ecke, die keine Nachfolgerkante hat (Sackgasse). Dieser 
Kantenzug wird bei der nachfolgenden Bearbeitung nicht mehr berück-
sichtigt. 
• Es existiert genau eine andere Eckeninstanz E' mit der X/Y-Position von 
E, die von E verschieden ist. E' wurde bein Einlesen einer Kante K' als 
deren Anfangsecke oder Endecke erzeugt. Ist E' die Anfangsecke von K', 
dann wird K' als Nachfolgekante von E eingetragen. Ist E' die Endecke von 
K', dann werden in K' Anfangspunkt und Endpunkt sowie Anfangsecke 
und Endecke vertauscht und danach K' als Nachfolgekante von E ein-
getragen - allerdings nur unter der Bedingung, daß K' nicht die gleiche 
Anfangsecke und Endecke wie K hat; dies würde bedeuten, daß die Kan-
te K im CAD-Entwurf zweimal vorkommt, die Kante doppelt gezeichnet 
wäre; dieser Kantenzug würde bei der weiteren Bearbeitung nicht berück-
sichtigt. 
• Es existieren mehrere Eckeninstanzen E', E", ... mit der X/Y-Position von 
E, die alle untereinander verschieden sind. Diese wurden beim Einlesen 
der Kanten K', K", ... erzeugt, also laufen alle diese Kanten an der X/Y-
Position der Ecke E zusammen. Das verstößt gegen die (von COSMOS 
vorgegebene) Randbedingung, daß in jede Ecke nur genau zwei Kanten 
zusammenlaufen dürfen. Diese Situation kann auch auftreten, wenn beim 
CAD-Entwurf mehrere Kanten übereinander gezeichnet werden. Dann 
sieht die CAD-Zeichnung zwar korrekt aus, der entsprechende Kantenzug 
wird aber bei der nachfolgenden Bearbeitung nicht mehr berücksichtigt. 
Falls zur Kante K eine Nachfolgerkante gefunden werden konnte, wird analog 
weiterverfahren, bis entweder alle Kanten in der Kanteliste abgearbeitet wur-
den, oder die Startkante K wieder erreicht ist. Alle in dieser Form gefundenen 
Kanten werden in einer Kantenseqnenz zusammengefaßt. Falls die Startkante 
K wieder erreicht wurde, allerdings noch nicht alle Kanten in der Kantenliste 
abgearbeitet wurden, besteht die Figur aus mehreren Kantensequenzen (siehe 
Abbildung A.l). 
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D 
Kl 
( a) Figur 1 bestehend aus einer 
Kantensequenz 
I 
K2 
-
Kl 
( c) Figur 3 bestehend aus zwei 
Kantensequenzen 
Kl K2 
(b) Figur 2 bestehend aus zwei 
Kantensequenzen Kl und K2 
K2 Q 
( d) Figur 4 bestehend aus drei 
Kantensequenzen 
Abbildung A.l: Kantensequenzen 
Klassifikation der Ecken 
Die Klassifikation der Ecken erfolgt im Hinblick auf die Bildverarbeitungsope-
rationen, die später zur Erkennung dieser Ecken angewandt werden. Da für jede 
Kante einer Kantensequenz die Anfangs- und Endecke und damit für jede Ecke 
die Vorgänger- undNachfolgerkante bekannt sind, können die Ecken klassifiziert 
werden: 
• X-Ecken haben zwei Linien als Vorgänger- und Nachfolgerkante, bei 
• Y-Ecken ist gerrau eine Nachbarkante eine Linie und die andere ein Kreis-
bogen, 
• Z-Ecken haben jeweils einen Kreisbogen als Vorgänger- und Nachfolger-
kante. 
Punkte auf Kanten 
Wird im CAD-System ein Punkt auf einer Kante konstruiert (etwa weil der 
Abstand von der Kante zu einer Ecke bestimmt werden soll), dann teilt die-
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ser Punkt die Kante in zwei Kanten des gleichen Typs. Demnach müssen nun 
alle X- und Z-Ecken (also nicht die Y-Ecken) daraufhin untersucht werden, 
ob die Vorgänger- und die Nachfolgerkante die gleiche Richtung haben (Li-
nien), bzw. ob sie auf dem gleichen Kreisbogen liegen (gleicher Mittelpunkt 
und gleicher Radius reichen für die Bestimmung des gleichen Kreisbogens nicht 
aus). Gegebenenfalls wird die X- oder Z-Ecke aus der Eckenliste entfernt und 
ein Objekt des Types Punkt_ a·uf_ Kantensegment an dieser Stelle erzeugt und 
in die Punkteliste eingetragen, sowie die Vorgänger- und die N achfolgerkan-
te zusammengefaßt. Punkte, die nicht auf Kanten liegen, also nicht vom Typ 
Punkt_ auf_ Kantensegment sind, werden aus der Punkteliste entfernt, da sie 
bildverarbeitungsmäßig nicht erfaßbar sind. 
Orientie.rung der Kantensequenzen 
Da die Orientierung jeder Kantensequenz für das Bildverarbeitungssystem eine 
wesentliche Rolle spielt, wird sie für jede Kantensequenz bestimmt, und gegebe-
nenfalls gemäß den Anforderungen gesetzt. Kantensequenzen werden entweder 
im Uhrzeigersinn oder im Gegenuhrzeigersinn durchlaufen, wobei die Forderung 
erfüllt sein muß, daß wenn man jeder Kante eine Richtung unterstellt, die vom 
Anfangspunkt der Kante zum Endpunkt der Kante zeigt und man sich auf der 
Kante in dieser Richtung bewegt, daß dann immer auf derselben Seite der Kante 
das Innere der Figur liegt. Demzufolge muß eine Kantensequenz, die vollständig 
innerhalb einer anderen Kantensequenz liegt, immer mit der entgegengesetzten 
Orientierung durchlaufen werden (Abbildung A.2). 
Das Ordnen der Kantensequenzen bezüglich der 'liegt-innerhalb'-Relation muß 
über alle Kantensequenzen aller Figuren durchgeführt werden (Abbildung A.3). 
Zunächst werden innerhalb einer Figur für alle Kantensequenzen die Punkte 
mit der größten X-Koordinate (RX) bestimmt, und der Größe nach geordnet. 
Von diesen aus wird jeweils ein zur X-Achse paralleler Strahl mit allen Kanten 
der Kantensequenzen mit größeren RX-Werten geschnitten. Je nach Anzahl der 
Schnittpunkte kann so bestimmt werden, welche Kantensequenzen innerhalb 
welcher Kantensequenzen liegen (Kantensequenzen dürfen sich nicht schneiden). 
Nachdem dies erfolgt ist, müssen lediglich noch die äußeren Kantensequenzen 
der Figuren untereinander verglichen werden. 
Damit sind die CAD-Daten in eine Objekthierarchie überführt. Wurzel dieser 
Hierarchie ist immer eine Figur, die ihrerseits wieder aus Figuren sowie Ecken, 
Kanten, Punkten und Kantensequenzen bestehen kann. Aus den Elementen 
dieser Hierarchie werden zum einen die GDSII Daten für den Elektronenstrahl-
schreiber, zum anderen unter Verwendung der Bemaßungen die Vermessungs-
aufträge für das Bildverarbeitungssystem erzeugt. 
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D 
(a) 
Figur 1 bestehend aus einer Kan-
tensequenz, die im Gegenuhrzeigersinn 
durchlaufen wird. 
DO Figur 2 bestehend aus zwei Kanten-sequenzen, die im Gegenuhrzeigersinn durchlaufen werden. 
(b) 
0 
Figur 3 bestehend aus zwei Kantense-
quenzen K1 und K2, die im Gegenuhr-
zeigersinn (K1) und im Uhrzeigersinn 
(K2) durchlaufen werden. K2 beschreibt 
die Umrandung eines Loches in der Fi-
gur 3, K1 beschreibt den Außenrand der 
Figur 3. 
(c) 
Abbildung A.2: Orientierung Kantensequenzen 
(a) 
(b) 
Figur 1 bestehend aus zwei Kantensequenzen, 
K1 und K2. 
Figur 2 bestehend aus zwei Figuren F1 und F2, 
die jeweils aus einer Kantensequenz bestehen. 
Abbildung A.3: Orientierung Figuren 
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A.3 Das GDSII-Format und dessen Erzeugung aus 
dem Geometriemodell 
Zum Verständnis des Konverters sind Informationen über Struktur und Eigen-
schaften der Ein- und Ausgabeformate des Konverters notwendig. Das Ein-
gabeformat beruht auf dem objektorientierten Datenformat (GEM), wie es in 
Kapitel5.1.3 beschrieben ist. Das Ausgabeformat GDSII ist in [Cal84] definiert. 
Nicht alle in GDSII verfügbaren Elemente sind implementiert. Es wurden nur 
die Elemente ausgewählt, die für die Konvertierung der im objektorientierten 
Datenformat definierten Figuren in eine GDSII-Struktur notwendig sind. 
Im objektorientierten Datenformat wurden Referenzen auf definierte Figuren 
implementiert, d.h. zu einer Figur existiert eine oder mehrere Referenzen, die 
eine Abbildung dieser Figur definieren. Die Abbildungsfunktion wird durch eine 
Transformationsmatrix und einen Translationsvektor festgelegt. Diese Funktio-
nalität soll auch bei der Erzeugung der GDSII-Ausgabe zur Verfügung stehen. 
Bei der Implementierung wird dazu das GDSII-Element SREF benutzt. Al-
lerdings gilt die Einschränkung, daß als Abbildungsfunktionen nur Rotation, 
Skalierung und Translation erlaubt sind, da eine Transformation einer Struktur 
in GDSII nur über die Angabe eines Rotationswinkels, eines Skalierungsfaktors 
und eines Translationsvektors möglich ist. 
A.3.1 Überblick über GDSII 
Das Stream-Format der Graphie Data Station II (GDSII) ist ein internes Daten-
format der Firma Calma Company zur Übertragung und Sicherung von Kon-
struktionsdaten ihrer eigenen Grafikrechner (Graphie Data Station II ) . Da die 
Firma Calma nicht mehr existiert, wird das Datenformat nicht mehr gepflegt. 
Auch Dokumentation ist nur eingeschränkt verfügbar [Cal84]. Obwohl das For-
mat signifikante Nachteile aufweist, hat es sich als ein defacto-Standard für den 
Datenaustausch zwischen Konstruktionssystemen für den elektronischen Ent-
wurf durchgesetzt. Mit GDSII ist ausschließlich eine Beschreibung von Flächen 
möglich. Ein Fläche wird durch das sie umfassende Polygon beschrieben, d.h. 
die Kante n eines Polygons sind immer Geradenstücke. Eine kreisrunde Fläche 
muß durch ein Polygon mit einer Vielzahl von Eckpunkte approximiert werden. 
Ein schwerwiegender Nachteil von G DSII ist hier die Beschränkung auf Polygo-
ne mit weniger als 200 Ecken. Ein Polygon, das mehr als 200 Punkte aufweist, 
kann nicht verarbeitet werden. Muß zum Beispiel eine kreisrunde Fläche sehr 
genau approximiert werden, so müssen zum Beschreiben mehrere Polygone er-
zeugt werden, die zusammengesetzt die gewünschte Kreisfläche ergeben. 
A.3.2 Syntax einer GDSII-Datei 
Der Aufbau einer GDSII-Datei läßt "sich durch eine Syntaxdefinition in Backus-
Naur-Repräsentation [ASU86] beschreiben. Eckige Klammern ([])beschreiben 
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einen Inhalt, der optional ist. Geschweifte Klammern ( { } ) bedeuten, der Inhalt 
ist optional, kann aber beliebig oft wiederholt auftreten. Geschweifte Klammern 
mit einem Pluszeichen ( { }+) bedeuten, daß der Inhalt mindestens einmal auf-
t.reten muß, aber beliebig oft wiederholt werden kann. Ein senkrechter Strich (I) 
steht für oder, d.h. aus einer Liste von Elementen getrennt, durch senkrechte 
Striche, muß genau ein Element gewählt werden. 
<GDSII-Datei> .. - READER BGNLIB LIBNAME [REFLIBS] [FONTS] 
[ATTRTABLE] [GENERATIONS] [<FormatType>] 
UNITS { <Structures>} ENDLIB 
<FormatType> .. - FORMAT I FORMAT {MASK}+ ENDMASKS 
<Structures> .. - BGNSTR STRNAME [STRCLASS] {<Element>} 
ENDSTR 
< Element> .. - <boundar> I <path> I <SREF> I <AREF> 
<text> I <node> I <box> { <property>} ENDEL 
<boundary> .. - BOUNDARY [ELFLAGS] [PLEX] LAYER DATATY-
PEXY 
<path> .,_ PATH [ELFLAGS] [PLEX] LAYER DATATYPE [PA-
THTYPE] [WIDTH] [BGNEXTN] [ENDEXTN] XY 
<SREF> .. - SREF [ELFLAGS] [PLEX] SNAME [<stl·ans>] XY 
<AREF> .,_ AREF [ELFLAGS] [PLEX] SNAME [<strans>] COL-
ROWXY 
<text> .. - TEXT [ELFLAGS] [PLEX] LAYER <textbody> 
<node> .. - NODE [ELFLAGS] [PLEX] LAYER NODETYPE XY 
<box> .,_ BOX [ELFLAGS] [PLEX] LAYER BOXTYPE XY 
<textbody> TEXTTYPE [PRESENTATION] [PATHTYPE] 
[WIDTH] [<strans>] XY STRING 
<strans> .. - STRANS [MAG] [ANGLE] 
<property> .,_ PROPATTR PROPVALUE 
A.3.3 Klassenhierarchie der GDSII-Daten 
Die definierten Klassen und ihre Hierarchie sind in Abbildung A.4 dargestellt. 
A.3 Das GDSII-Format und dessen Erzeugung aus dem Geometriemodell 
Die Klasse GDSfile repräsentiert die GDSII-Dateistruktur, sie enthält unter an-
derem eine Liste mit allen definierten GDS-Strukturen. Die Klasse GDSstruc-
ture repräsentiert eine G DSII -Struktur, sie enthält unter anderem eine Liste mit 
allen Elementen dieser Struktur. 
Die Klasse GDSelement ist die Basisklasse für die unterschiedlichen GDSII-
Elemente. Die Klasse GDSboundary für das GDSII-Element BOUNDARY, das 
Element repräsentiert ein geschlossenes Polygon. Es enthält die Liste aller Eck-
punkte des Polygons und ein Verweis auf die Orientierung der Punktefolge (mit 
oder gegen den Uhrzeigersinn). 
Die Klasse G DSsref für das G DSII-Element SREF, das Element repräsentiert 
eine Referenz auf eine andere GDSII-Struktur. Die Klasse GDSaref für das 
GDSII-Element AREF, das Element repräsentiert eine Tabelle von gleichen 
GDSII-Strukturen. Sie enthält den Verweis auf die GDSII-Struktur, die Anzahl 
der Spalten und Reihen der Tabelle und die Ausdehnung der Tabelle in X- und 
Y-Richtung. 
Die Klasse GDSpoint repräsentiert einen Punkt mit GDSII Daten-Koordinaten 
als Besonderheit enthält der Punkt einen Verweis auf die Position in einer Liste, 
sofern der Punkt einer Liste zugeordnet ist. Die Klasse GDSline repräsentiert 
eine Linie mit GDSII Daten-Koordinaten. Sie ist eine Hilfsklasse und in Abbil-
dung A.4 nicht dargestellt. 
A.3.4 Satztypen 
In GDSII werden 56 Satztypen definiert, die in Tabelle A.2 aufgelistet sind. Die 
später im Programm benötigten Typen sind grau hinterlegt. 
UINTEGER 
PATHTYPE GENERATION 
STYPTABLE STRTYPE ELFLAOS 
LINKTYPE LINKKEYS NODETYPE PROPATTR 
PROPVALUE BOX BOXTYPE PLEX 
BGNEXTN ENDEXTN TAPENUM TAPECODE 
STRCLASS RESERVED FORMAT MASK 
Tabelle A.2: Tabelle der defii1ierten Satztypen 
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GDSfile 
Bibliothekname 
Referenz-Lib 
Fonts 
dbunit/meter 
dbunit/userunit 
modDate 
accessDate 
GDSelement 
Elementtyp 
Layer 
Orientierung 
dbunit/userunit 
Punkt LU 
PunktRD 
PunktRX 
Elementenliste 
I 
GDSboundary 
3,n 
1,1 
GDSpoint 
x-Koordinate 
y-Koordinate 
Listenposition 
O,n 
1,1 
GDSstructure 
Name 
Referenz-Lib 
Fonts 
dbunit/meter 
dbunit/userunit. 
modDate 
accessDate 
I O,n 
>---' 
I 
GDSsref 
. Strukturname 
Translation x,y 
Drehung 
Skalierung 
GDSaref 
Breite(x) 
Höhe (y) 
Anzahl Reihen 
Anzahl Spalten 
Abbildung A.4: Abhängigkeiten der Klassen bei GDSII 
A.3 Das GDSII-Format und dessen Erzeugung aus dem Geometriemodell 
A.3.5 Umwandlung von Kantensequenzen in Polygone 
Für die Konvertierung in GDSII-Daten müssen Kantensequenzen in GDS-Boun-
dary-Elemente (Polygone) umgewandelt werden, d.h. jede Kantensequenz wird 
in eine Folge von Punkten konvertiert. Die Anzahl der Punkte, die bei der 
Umwandlung eines Kreisbogens erzeugt werden, wird über einen Genauigkeit-
sparameter gesteuert. Dazu gibt es zwei Möglichkeiten: 
• Zum einen wird die Genauigkeit durch die maximale Anzahl der Punkte 
für einen Vollkreis festgelegt. Die Anzahl der Punkte ist damit vom Radius 
unabhängig. Kleine und große Kreise bzw. Kreissegmente werden immer 
in die gleiche Anzahl von Punkten zerlegt. 
• Zum anderen wird eine maximale Abweichung der Polygonkante vom 
Kreisbogen vorgegeben. Für jedes Kreissegment wird dann die Anzahl 
der Punkte wie folgt berechnet: 
Anzahl der Punkte = ( 1r I arccos{ 1 - (EI r))) 
Winkel a ··· Abweichung E 
Radius r 
A.3.6 Funktionsbeschreibung des Konverters 
Der Konverter besteht aus den beiden Komponenten GEM2gef und gef2gds. 
Zwischen diesen Konvertern wird zur Zeit noch eine Zwischendatei zu Test-
zwecken angelegt. 
Nach Sortieren und Orden der Daten werden alle Listen mit Kantensequen-
zen der Figuren des objektorientierten Datenformats durchlaufen und für jede 
Kantensequenz ihre Punkte in eine Zwischendatei geschrieben ( GEM2gef). Die-
se Zwischendatei wird dann von dem zweiten Programm gef2gds gelesen, da8 
die eigentliche Konvertierung in GDSII vornimmt. Die Zwischendatei ist eine 
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sequentielle ASCII-Datei und enthält außer den Punkten der Kantensequenzen 
noch Informationen über die IGES-Ursprungsdatei und über die Figuren. 
Das Programm gef2gds liest nun die Daten aus der Zwischendatei und baut eine 
Objekthierarchie entsprechend der GDS-Klassenhierarchie auf. Beim Aufruf des 
Programms wird über Kommandozeilenparameter festgelegt, ob die einzulesen-
de Figur in eine einfache GDS-Struktur oder vielfach in eine Strukturentabelle 
konvertiert werden soll. Anhand der Info-Zeile und den Programmoptionen wird 
ein Objekt der Klasse GDSfile angelegt und initialisiert. 
Wird eine Strukturentabelle gefordert, so wird zusätzlich zur Struktur für die 
zu konvertierende Figur eine zweite Struktur mit einem GDS-Element AREF 
erzeugt. In AREF werden die Angaben über Spalten, Reihe und Abstand der 
Strukturentabelle und der Name der zu platzierenden Struktur abgelegt. Alle 
nachfolgenden Figurdefininitionen werden als GDS-Strukturen in die Struktu-
renliste des GDSfile-Objekts eingetragen. Für jede Referenzen auf eine Figur 
wird das GDS-Element SREF erzeugt. Ist der Einlesevorgang beendet müssen 
die Daten für die Konvertierung vorbereitet werden. Dazu sind zwei Schritte 
notwendig: 
1. Schritt: 
Da nur Flächenpolygone existieren dürfen, muß untersucht werden, ob Flächen 
mit Löcher existieren. Gegebenenfalls müssen diese Löcher durch ein neues Flä-
chenpolygon ersetzt werden. Per Definition gilt, daß Polygone, deren Punkte-
folge einen mathematisch positiven Drehsinn ergeben, immer Flächen beschrei-
ben. Ist der Drehsinn mathematisch negativ (im Uhrzeigersinn), beschreibt das 
Polygon den Rand eines Loches. Durch zwei ( aufeinanderliegende) zusätzliche 
Linien ist ein Flächenpolygon in der Lage, ein Loch-Polygon zu einem neuen 
Flächenpolygon zu erweitern. Diese Verschmelzung wird in Abbildung A.5 an 
einem Beispiel erläutert. 
P2 
P6 
P3 
(a) Ein Polygon P (Fläche) um-
faßt ein Polygon L (Loch) 
PS 
N13 
N3 
(b) Das neue Polygon N be-
schreibt eine Fläche mit einem 
Loch 
Abbildung A.5: Verschmelzung von Polygonen 
Ein Polygon P (Fläche) umfaßt ein Polygon L (Loch), wie in Abbildung A.5(a) 
A.3 Das GDSII-Format und dessen Erzeugung aus dem Geometriemodell 
dargestellt ist. Durch Verschmelzung von P mit L wird ein neues Polygon N 
erzeugt. Die Reihenfolge der Punkte verdeutlicht die Folge der Polygonkanten 
(siehe Abbildung A.5(b)). Das neue Polygon N beschreibt eine Fläche mit einem 
Loch. 
Vorgehensweise im Programm: 
Alle Polygone einer Struktur werden auf ihre Orientierung untersucht. Polygo-
ne, die Löcher beschreiben (Orientierung mathematisch negativ), müssen mit 
ihrem umfassenden Polygon verschmolzen werden. Dazu wird eine VerbindungR-
linie vom Loch-Polygon zum umfassenden Polygon gezogen, dann werden alle 
Punkte des Loch-Polygon in mathematisch positiver Folge zum umfassenden 
Polygon hinzugefügt und zuletzt wird auf der alten Verbindungslinie eine neue 
in umgekehrter Richtung erzeugt. Damit sind die beide:n Polygone zu einem 
Polygon zusammengefaßt. 
2. Schritt: 
Ein Polygon darf nach GDSII-Definition nicht mehr als 200 Punkte enthalten. 
Sind zur Beschreibung einer Fläche mehr als 200 Punkte notwendig, so muß die 
Fläche in mehrere kleinere Flächen zerlegt werden. Diese Vorgehensweise ist in 
Abbildung A.6 dargestellt.. 
(a) P mit, mehr als 200 
Punkten 
~ 
---f----o--~J----
(b) Pl mit. mehr als 200 
Punkten P2 mit 6 Punk-
ten 
~ 
2 (\ Pl.l t z u Pl.2) 
( c) P 1.1 mit. weniger als 
200 Punkteu uud Pl.2 mit 
weniger als 200 Punkten 
Abbildung A.6: Aufsplittung von Polyg·onen 
Vorgehensweise im Programm: 
Als Algorithmus wird folgendes Verfahren angewandt: durch die Mitte der Flä-
che wird eine waagrechte Linie gelegt und es werden die Sdmittpunkte des 
umgebenden Polygons mit dieser Linie bestimmt. Die Schnittpunkte werden 
nach ihrer X-Koordinate sortiert. Das en;te Punktepaar (z.I3. 1. und 2. Punkt, 
{2*n-l). Punkt oder (2*n). Punkt ... ) legt eine Schnittlinie in der Fläche fest. 
Ist diese Schnittlinie nicht zur gleichen Zeit auch Randlinie, so zerlegt sie die 
Fläche in zwei Teile. Das umgebende Polygon wird an der Schnittlinie geöffnet 
und es werden zwei Polygonkanten unter Beibehaltung des jeweiligen Drehsinns 
eingefügt. Dadurch entstehen zwei nenc Polygone. 
Sind diese bei<len Schritte durchgeführt, HO kann die Ausgabe erfolgen. Über 
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Optionen beim Aufruf des Programms kann als Ausgabeformat zwischen GDSII 
(binär, Standard), GDSII (symbolisch) und einem der Eingabe entsprechenden 
Format gewählt werden. Bei der symbolischen GDS II-Ausgabe werden alle 
Datensätze in ASCII ausgegeben. 
A.4 Die Erzeugung von Vermessungsaufträgen aus dem Geometriemodell 
A.4 Die Erzeugung von Vermessungsaufträgen aus 
dem Geometriemodell 
A.4.1 Zuordnung von Bemaßungs- zu Geometrieobjekten 
Die Erzeugung von Vermessungsaufträgen erfolgt auf Grundlage der Bema-
ßungseinträge, die im MCAD-System bei der Konstruktion gemacht wurden. 
Da bei der Übertragung ins IGES-Format die Zuordnung der Bemaßungen zu 
den Geometrieobjekten verloren geht, muß zunächst diese Beziehung wieder-
hergestellt werden. Unter Berücksichtigung der Kennung, des Anfangspunktes 
und des Endpunktes des Bemaßungseintrags werden die Bemaßungen in der 
·Bemaßungsliste den Kanten, Punkten, Ecken und Figuren zugeordnet, wobei 
auch der Bemaßungstext zu berücksichtigen ist: 
Kennung Bedeutung 
L Verifiziere Linie 
S verifiziere Kreisbogen 
D bestimme Distanz 
B bestimme Linienbreite 
A überprüfe Vollständigkeit 
Zuordnung 
Linie 
Kreisbogen 
Linie, Ecke, Punkt_auf_Kante, Figur 
zwei gerade Linien 
Linie, Kreisbogen 
Zunächst wird die Zuordnung innerhalb einer Figur versucht. Falls es sich um 
eine Linienbemaßung handelt und der Anfangspunkt sowie der Endpunkt mit 
der Anfangsecke und der Endecke einer Linie übereinstimmen, bzw. falls es sich 
um eine Kreisbogenbemaßung handelt, und der Anfangspunkt sowie der End-
punkt der Bemaßung mit dem Mittelpunkt des Kreisbogens und einem Punkt 
auf dem Kreisbogen übereinstimmen, kann der Bemaßungseintrag dem Geome-
trieelement zugeordnet werden. Mit den restlichen Bemaßungseinträgen wird 
eine Zuordnung zu Punkten (nach Kapitel A.2.2 sind dies alles Punkte auf 
Kantensegmenten) und zu Ecken versucht. Falls der Bemaßungstext eine Lini-
enbreitenmessung (mittlerer Abstand zweier gerader Linien) spezifiziert, wird 
sichergestellt, daß Anfangspunkt und Endpunkt des Bemaßungseintrags jeweils 
Punkten auf Kantensegmenten zugeordnet werden können. Spezifiziert der Be-
maßungstext eine Vollständigkeitsüberprüfung, werden für alle Kanten der Fi-
gur Verifikationsbefehle erzeugt. Falls nun immer noch Bemaßungseinträge vor-
handen sind, die nicht zugeordnet werden konnten, so handelt es sich um Ver-
messungsaufträge zwischen Figuren, etwa der Abstandsüberprüfung zwischen 
zwei Figuren (Abbildung A.7). Die beschriebene Vorgehensweise wird rekursiv 
für alle Figuren durchgeführt. 
A.4.2 Erzeugung von Aufsetzpunkten 
Im Bemaßungstext wird durch Angabe einer Toleranz spezifiziert, mit welcher 
Genauigkeit das Messergebnis bei Längen-, Distanz- oder Linienbreitenmessung 
115 
116 Anhang zum Partialmodell der Entwurfssicht für Mikrostrukturen 
Fl 
(a) Abstandsmessung innerhalb der Fi-
gur Fl 
Fl F2 
(b) Abstandsmessung zwischen den Fi-
guren Fl und F2 
Abbildung A. 7: Vermessungsaufträge zwischen Figuren 
bestimmt werden soll2 . Aus der vorgegebenen Genauigkeit ergibt sich die Ver-
größerung des Objektives, mit dem die (optische) Vermessung durchgeführt 
wird. Je höher die geforderte Genauigkeit, umso größer muß die Objektivver-
größerung sein, desto kleiner wird allerdings der zu einem Zeitpunkt unter dem · 
Mikroskop sichtbare Ausschnitt der Geometrie, das Bildfeld. 
Die Vermessungsaufträge in der Auftragsliste werden nach Möglichkeit so zu-
sammengefaßt, daß mehrere Vermessungsaufträge in einem Bildfeld abgearbei-
tet werden können. Ein solches Bildfeld mit den darin liegenden Vermessungs-
aufträgen, den Koordinaten des Mittelpunktes, der Vergrößerung des Objektives 
und der Kantenlänge des Bildfeldes ist ein Objekt vom Typ Aufsetzpunkt. Es 
wird in der Aufsetzpunktliste der Figur gespeichert. 
Falls es nicht möglich ist, alle Vermessungsaufträge einem Aufsetzpunkt zuzu-
ordnen, werden weitere Aufsetzpunkte erzeugt. Falls ein Vermessungsauftrag 
nicht innerhalb eines Bildfeldes abgearbeitet werden kann, wie etwa die Verifi-
kation einer Linie, die länger ist als die Bildfeldkanten, so wird ein rechteckiges 
Raster von Aufsetzpunkten erzeugt, das die gesamte Figur überlagert (siehe 
Abbildung A.8) Von diesen Aufsetzpunkten werden nur diejenigen in die Auf-
setzpunktliste übernommen, die tatsächlich mit dem im Vermessungsauftrag 
referenzierten Objekt einen nichtleeren Durchschnitt haben. In Abbildung A.8 
sind nicht berücksichtigte Bildfelder grau gekennzeichnet. In diesem Fall erge-
ben sich die W-Ecken, d.h. Schnittpunkte von Kanten mit dem Bildfeldrand 
(Abbildung A.8). 
Nachdem dies für alle Vermessungsaufträge durchgeführt wurde, wird versucht 
die durch die Rasterung erzeugten Aufsetzpunkte mit den anderen wieder zu-
sammenzulegen. Dies geschieht nicht nur innerhalb einer Figur, sondern über 
alle Figuren. Als Ergebnis entsteht eine Liste, die alle Aufsetzpunkte zur Ver-
messung aller spezifizierter Geometrieobjekte beinhaltet, die globale Aufsetz-
punktliste. Diese Liste läßt sich noch bezüglich verschiedener Kriterien sortieren, 
unter anderem: 
2 Falls keine Angabe gemacht wird, wird ein Vorgabewert von 2% des Abstandswertes ge-
nommen, der vom MCAD System erzeugt wird. 
A.4 Die Erzeugung von Vermessungsaufträgen aus dem Geometriemodell 
Abbildung A.8~ Überlagerung einer Linie mit Bildfeldern 
• Zusammenfassen aller Vermessungsaufträge, die mit der gleichen Vergrö-
ßerung durchgeführt werden können, um die Zeit die durch Objektivän-
derungen verloren geht (Drehung des Objektivrevolvers, N achfokussieren) 
zu mm1m1eren. 
• Minimieren des Verfahrweges des Objektivtisches (Travelling Salesman 
Problem). 
• Kombination von beidem, falls das Verfahren des Objektivtisches ober-
halb einer bestimmten Entfernung länger dauert als ein ObjektivwechseL 
A.4.3 Auftragserteilung an das Bildverarbeitungssytem 
Eine ASCII-Datei bildet schließlich die Schnittstelle zum Bildverarbeitungs-
system. Alle Aufsetzpunkte mit Position, Vergrößerung und den zugehörigen 
Vermessungsaufträgen werden in diese Datei geschrieben. Dabei muß die Ab-
hängigkeit der Vermessungsaufträge untereinander berücksichtigt werden. Basis 
jeder Vermessung ist die Eckendetektion. Zur Verifikation einer Linie müssen 
vorher deren Anfangsecke und Endecke bestimmt werden. 
Eine Zeile in dieser Datei besteht aus einer Anweisung (codiert mit einem Buch-
staben) und der zur Durchführung dieser Anweisung notwendigen Information. 
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Anhang B 
Arbeiten mit dem 
Partialmodell der 
Fertigungssicht 
In diesem Kapitel des Anhangs wird zunächst die At~chitektur und anschließend 
die Handhabung des Systems beschrieben, das prototypisch implementiert wur-
de. 
B.l Die Architektur des prototypischen Systems zur 
Visualisierung des Partialmodells 
Für die Implementierung des Prototypen zur Visualisienmg des Part.ia.lmodells 
wurde eine Marktanalyse durchgeführt., um ein geeignetes objektorientiertes 
Datenbanksystem auszuwählen. 
Die Anforderungen an das objektorientierte Datenbanksystem liegen in der Er-
füllung des Standards ODMG-93 der Object Database Management Group, der 
in Kapitel 4.2 eingeführt wurde. Als Rechnerplattform eine Sun SpareStation 
mit dem Betriebssystem: Solaris 1.1 (mit Upgrade anf Solaris 2.1), sowie den 
Oberflächen MIT Xll und Open Windows. 
Grundlage der Marktanalyse bildete Litera.t.nr, die zu Systemen oder Teilfunk-
tionalit.äten veröffentlicht. wurden ([BDK91, Loo91, Loo92, DeW90, Ver93j). 
Anband dieser Literatur war eine Negativauswahl möglich, d.h. Systeme wur-
den nicht in die engere Wahl genommen, die a priori entscheidende Funktiona-
lität nicht angeboten haben. Das Validationsergebnis war das objektorientierte 
Datenbanksystem VERSANT1. 
Die Gesamtarchitektur des implementierten Prototyps zur Visualisiernng des 
Partialmodells für die Fertigungssicht ist wie in Abbildung B.1 dargestellt auf-
1VERSANT wird voll Versant Object, Technology Corporat.ion ent.wickelt (!Ver]). 
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gebaut. Die drei Hauptkomponenten sind: 
XView 
(graphische 
Benutzeroberfläche) 
I Callback-Routinen 
C++ 
Programmier-
sprache 
LEDA 
Bibliothek 
VERSANT 
Objektorientiertes 
Datenbank-
system 
Abbildung B.1: Die Architektur des implementierten Prototyps 
1. Die graphische Benutzeroberfläche XView !Hel]. 
2. Die Programme, implementiert in der Programmiersprache C++ !Str92] 
unter Zuhilfenahme der Bibliothek LEDA INäh92]. 
3. Das objektorientierte Datenbanksystem VERSANT (Version 2.1.4 mit 
C-Front 2.1). 
Die Programmsteuerung erfolgt durch den Anwender, der auf der graphischen 
Oberfläche Aktionen (z.B. Betätigung eines Buttons, o.ä.) ausführt. Diese Ak-
tionen verursachen Ereignisse (sogenannte Events), die von der Hauptschleife 
der Oberfläche ausgewertet werden. An die unterschiedlichen Events sind ver-
schiedene Callback-Routinen gekoppelt, die beim Eintreten eines Events auto-
matisch ausgeführt werden. Diese Callback-Routinen können direkt Aufrufe an 
die Datenbank enthalten, werden aber in der Regel, gemäß dem objektorien-
tierten Paradigma der Kapselung folgend, Methoden der eigentlichen Klassen 
aufrufen. Diese Methoden greifen auf die in der Datenbank persistent gespei-
cherten Objekte zu. 
Das beschaffte Datenbanksystem arbeitete über weite Strecken gesehen zufrie-
denstellend. Dennoch sind dazu einige Anmerkungen zu machen: 
B.2 Die Handhabung des prototypischen Systems zur Visualisierung des Partialmodem 
• Während der Implementierungszeit von etwas weniger als einem Jahr gab 
es nicht weniger als vier unterschiedliche Versionen des Datenbanksystems 
(2.1.3, 2.1.4, 3.0.8, 3.0.10). Dabei war der Übergang von einer Version zur 
nächsten keinesfalls problemlos. Besonders die Umstellung von 2.X auf 
3.X hat erhebliche Änderungen erzwungen, da unter der neuen Version 
das Konzept von Templates unterstützt ist. 
• Die Über:nahme von bereits in C++ implementiertem Quellcode in den 
Unterstützungsbereich durch das Datenbanksystem erwies sich als kom-
plexer als erwartet. Das lag zum einen an den Anwendungen selbst2, zum 
anderen an Konzepten des Datenbanksystems3. 
Die Probleme mit dem objektorientierten Datenbanksystem sind keinesfalls sy-
steminhärent, wie in [AASW94] bestätigt wird. Sie sind vor dem Hintergrund 
zu sehen, daß es sich bei objektorientierten Datenbanksystemen um sehr neue 
Systeme handelt, deren Funktionalität und Stabiliät oftmals nicht vollständig 
ausgereift ist. Es bleibt zu hoffen, daß zumindest die Einführung der Norm der 
ODMG [Cat93] in diesem Punkt einen Fortschritt bringt. 
B.2 Die Handhabung des prototypischen Systems zur 
Visualisierung des Partialmodells 
Es folgt die Beschreibung der zum Prototyp gehörenden Programmdateien sowie 
die Sequenz ihrer Verarbeitung zur Erzeugung eines ablauffähigen Programms. 
Dateinamen sind dabei kursiv geschrieben, Kommandos werden fettgedruckt. 
Abbildung B.2 verdeutlicht den Zusammenhang der Werkzeuge mit den dabei 
benötigten und erzeugten DateieiL 
Die gesamte Definition der Benutzeroberfläche ist in der Datei 
limes.G 
enthalten. Diese Datei wird ausschließlich mit dem interaktiven Oberflächenwerk-
zeug 
guide 
verändert und gespeichert. Die Datei Iimes. G wird anschließend mit dem Tool 
und den Parametern 
2 Eine generelle Frage bei der Übernahme von Quellcode ist, wie eine transistente Verzei-
gerung der Daten persist.ent gemacht werden kann. Das wird bei den meisten Systemen durch 
die Einführung von eigenen Datentypen (im vorliegenden Falle von Links) erreicht, so daß bei 
der Übernahme die entsprechenden Programmteile geändert werden müssen. 
3 Um eine möglichst systemunabhängige Implementierung zu erhalten, bietet es sich an, 
~tnstelle der in C++ üblichen Datentypen die vom Datenbanksystem angebotenen :Paten-
typen mitsamt deren Operatoren anzuwenden. Das erzwingt entsprechende Änderungen im 
vorhandenen Programmcode. 
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Abbildung B.2: Ablauf der Aktivitäten bei der Modifikation von Dateien für 
den Prototyp 
gxv++ -csuffix cxx Iimes 
in C++-Code übersetzt, der die gesamte Oberflächenbehandlung übernimmt. 
Das Suffix ist wichtig für den Versant-Precompiler. Die von gxv++ erzeugten 
Dateien sind 
Iimes ui. cxx und limes ·ui. h 
Sie enthalten die C++-Routinen zur Erzeugung der Oberflächen-Objekte (Fen-
ster, Buttons, u.ä.), sowie die C++-Methoden zum Umgang mit diesen Ob-
jekten. Die beiden Dateien Iimes _ ·ui. cxx und Iimes _ ui. h werden jedes Mal neu 
erzeugt, wenn die Oberflächenbeschreibung Iimes. G geändert wurde. 
Eine andere von gxv++ erzeugte Datei ist 
Iimes stubs. cxx 
Sie enthält die benötigten Callback-Routinen, die bei der Selektion der Oberflächen-
objekte automatisch gestartet werden. Diese Callback-Routinen können vom 
B.2 Die Handl1abung des prototypischen Systems zur Visualisierung des PartialmodH!ß 
Programmierer verändert werden. Diese Änderungen werden bei erneuter Er-
zeugung von Iimes_ stubs.cxx berücksichtigt, wenn nach Änderung von Iimes. G 
die Datei Iimes _ st·ubs. cxx erneut erzeugt wird. 
Neben diesen Dateien, die durch die Koppelung des Programms mit der Be-
nutzeroberfläche existieren, gibt es die eigentlichen Klassen des Systems. Sie 
werden im Abschnitt 5.2.1 getrennt vorgestellt. 
Nachdem die Datei Iimes_ stubs.cxx erzeugt und ggfs. geändert wurde, werden 
die C++-Programm wie gewohnt übersetzt, allerdings unter Verwendung des 
VERSANT Precompilers. Dieser erzeugt für alle Klassen sogenannte Schema-
dateien, z.B. 
kbase.sch 
die benötigt werden, um die in diesen Klassen angelegte Objekte persistent 
in die Datenbank aufzunehmen. Für die Speicherung der Daten anhand dieser 
Schemadateien muß zunächst eine Datenbasis erzeugt werden, was durch die 
Befehle 
makedb -g < rlbname > (erzeugt eine Grnppen-DB) 
createdb < rlbname > 
geschieht. Anschließend wird das Datenbankschema auhand der Information 
aus den Schemadateien durch den Befehl 
sch2db -d < dbname > *.sch 
erstellt. Für die Datenbasis muß jetzt noch über da.s Werkzeug 
vutil -d < rlbname > 
der Sperrmechanismus (Locking) und Recoverymechanismus (Logging) akti-
viert werden. Anschließend kann nach fehlerfreier Übersetzung das Programm 
aufgerufen werden: 
Iimes < rlbname > 
Erster Aufrufparameter ist hierbei der Name der Datenbasis. 
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B .3 Programmablauf 
Nach dem Aufruf des Programms erscheint zunächst das Kontrollfenster (Ab-
bildung B.3). Dort ist zunächst der Button Wissensbasis gesperrt, da die Wis-
senbasis erst initialisiert werden muß. Das geschieht über das Pulldown-Menu 
Programm. 
Abbildung B.3: Kontrollfenster 
I 
Datenbank neu anlegen I I Datenbank laden I 
I I 
Default-Name Datenbankname 
spezifizieren 
I I 
I 
Abbildung B.4: Ablauf zum Initialisieren der Wissenbasis 
Beim Initialisieren des Programms besteht die Option, entweder auf der aktuel-
len Arbeitsdatenbank weiterzuarbeiten oder aber eine zuvor gesicherte Daten-
basis zu laden (siehe Abbildung B.4). Die Auswahl erfolgt im aufgeblendeten 
Initialisierungsfenster (Abbildung B.5) mit den Buttons neu oder laden. Ist das 
Laden einer Sicherungsdatei gewünscht, so wird im selben Fenster ein Text-
feld sichtbar, in das der Anwender den Namen der Sicherungsdatei eintragen 
kann. Gleichzeitig wird ein Button für die Übernahme des Default-Dateinamens 
aufgeblendet. 
Analoges Vorgehen wird beim Beenden des Programms verfolgt (Abbildung B.6). 
Auch doit erhält der Anwender die Option, die aktuelle Arbeitsdatenbank in 
einer Sicherungsdatei zu speichern, oder das Programm ohne Sicherung zu be-
B.3 Programmablauf 
Abbildung B.5: Initialisierungsfenster 
enden. Auch hier ist der Name der Sicherungsdatei spezifizierbar, bzw. der 
Default-Name übernehmbar (Abbildung B.7). 
I 
Kein Sichern Datenbank sichern 
I I 
Default-Name Datenbankname 
spezifizieren 
I I 
I 
Abbildung B.6: Ablauf zum Sichern der Wissensbasis 
Abbildung B.7: Fenster für Sicherungsdatei 
Ist die Wissensbasis initialisiert, wird der Wissensbasis-Button im Limes Kon-
trollfenster (Abbildung B.3) anwählbar. Dort hat man die Möglichkeit, die Wis-
sensbasis zu bearbeiten oder anzuzeigen (siehe Abbildung B.9). Bei Anwahl von 
Wissensbasis bea-rbeiten im Pulldown-Mimu wird das Fenster zur Bearbeitung 
der Wissensbasis (Abbildung B.8) aufgeblendet. Dort ist bisher ausschließlich 
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das Menu hinter dem Button Prozeßschritt anwählbar. Von dort aus kann man 
Prozeßschritt einfügen, löschen oder auflisten. 
Abbildung B.8: Bearbeitungsfenster 
Will man einen Prozeßschritt einfügen, so wird das Fenster zum Einfügen von 
Prozeßschritten aufgeblendet (Abbildung B.ll). Dort spezifiziert der Anwender 
den Namen des neu einzufügenden Prozeßschritts sowie den Name des Prozeß-
schritts, von dem der neue Schritt eine Konkretisierung (Unteraktivität) sein 
soll. Die Liste der Vorgänger und die Liste der Nachfolger wird aus dem Fenster 
zur Visualisierung des Prozeßschrittnetzes (Abbildung B.lO) durch Selektieren 
und anschließendes Auswählen des Übernehmen-Buttons spezifiziert. 
I 
I 
I Name spezifizieren I I Name spezifizieren l 
I 
I Konkretisierung spezifizieren I 
I 
I 
I I I Vorgänger spezifizieren II Nachfolger spezifizieren I 
I I 
I 
I 
I Prozeßschritt einfügen I I Prozeßschritt löschen I 
I I 
I 
Abbildung B.9: Ablauf zum Bearbeiten der Wissenbasis 
Erst durch Auswählen des Einfügen-Buttons wird der Prozeßschritt in dieser 
Ausprägung in die Datenbank gespeichert, so daß der Bearbeitungsvorgang 
noch abgebrochen werden kann. 
Will man Prozeßschritte löschen, so wird das Fenster zum Löschen von Prozeß-
schritten (Abbildung B.12) aufgeblendet. Dort kann man einen Namen direkt 
eintragen oder aber einen selektierten Schritt aus dem Fenster zur Visualisie-
rung des Prozeßschrittnetzes (Abbildung B.lO) übernehmen. Erst durch aus-
wählen des Löschen-Buttons wird der Prozeßschritt in dieser Ausprägung aus 
B.3 Programmablauf 
Abbildung B.lO: Fenster zur Visualisierung des Prozeßschrittnetzes 
Abbildung B.ll: Fenster zum Einfügen von Prozeßschritten 
der Datenbank gelöscht, so daß der Bearbeitungsvorgang noch abgebrochen 
werden kann. 
Abbildung B.12: Fenster zum Löschen von Prozeßschritten 
Aus dem Fenster zur Visualisierung des Prozeßschrittnetzes (Abbildung B.lO) 
kann zu jeden beliebigen Prozeßschritt die Veränderung der Liste seiner Attri-
bute angestossen werden (siehe Abbildung ß.13). Dazu wird das Fenster Pro-
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zeßschritt (Abbildung B.14) aufgeblendet. 
I 
I 
I Name spezifizieren II Name spezifizieren I I Attribut selektieren I 
I 
I Typ spezifizieren I I I I I Inhalt visualisieren I Inhalt ändern I I Inhalt spezifizieren I I I I I Attribut hinzufügen II Attribut löschen I 
I 
Abbildung B.l3: Ablauf zum Darstellen und Ändern der Prozeßschrittinforma-
tion 
Abbildung B.14: Prozeßschrittfenster 
Nach Eintragen des Prozeßschritt-Namens wird der Prozeßschritt eine Hierar-
chieebene höher automatisch in das Feld Konkretisierung von übernommen. 
Ebenso werden die bisher für diesen Schritt gespeicherten Attribute in die At-
tributliste übertragen. Durch einfaches Selektieren eines Attributs in der Liste 
und anschließendes Auswählen des Inhalt-Buttons kann der Inhalt des Attributs 
angezeigt und auch geändert werden. Dazu werden, je nach Attribut-Typ, das 
entsprechende Eingabefenster aufgeblendet. 
Gleichzeitig wird bei Dokumenten und portable Bitmaps ein Werkzeug zum 
Anzeigen des aktuell gespeichteren Inhalts gestartet: 
• Bei'portable Bitmaps ist es das Werkzeug xv, das Bilddateien unterschied-
lichen Formats anzeigen und weiterverarbeiten kann. 
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• Bei Dokumenten wird zur Bearbeitung als Editor ein Client-Fenster von 
lemacs gestartet. Dazu muß zuvor das Werkzeug lemacs gestartet wer-
den und im Hintergrund laufen. 
Beim Ändern von Bitmaps kann eine Datei im PBM-Format in die Datenbank 
importiert werden (Abbildung B.15), geänderte Dokumente können gespeichert 
werden, numerische Werte und Zeichenketten können direkt im Anzeigefenster 
geändert werden (für numerische Werte z.B. in Abbildung B.16), um sie an-
schließend persistent in der Datenbank zu speichern. 
Abbildung B.15: Fenster zum Spezifizieren von portablen Bitmap-Dateien 
Abbildung B.l6: Fenster zum Spezifizieren von numerischen Werten 
Zusätzlich hat der Anwender die Möglichkeit, neue Attribute in die Attributliste 
einzufügen bzw. bestehende Attribute (und damit auch deren Inhalt) aus der 
Datenbasis zu löschen. Vor dem Eintragen von neuen Attributen muß der Name 
sowie der gewünschte Datentyp spezifiziert sein. Anschließend kann, für das neu 
hinzugefügte Attribut, der Inhalt wie oben beschrieben geändert werden. 
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Anhang C 
Klassenbeschreibung der 
objektorientierten 
Modeliierung von PRAXIS 
Im Anschluß erfolgt die Beschreibung der bei der objektorientierten Modeliie-
rung von PRAXIS definierten Klassen. 
Die Notation entspricht der von der ODMG [Cat93] festgelegten Norm der 
Objektdefinitionssprache ( ODL). 
C .1 Die Klasse praxis _ diagram 
interface praxis_diagram: praxis_object 
{ 
} 
extent diagrams; 
keys name; 
attribute string name; 
relationship praxis_page contains 
inverse praxis_page: :is_part_of 
insert_page(praxis_page ); 
delete_page(praxis_page ); 
load(out praxis_diagram) raises (no_such_praxis_diagram); 
save(in praxis_diagram) raises (no_such_praxis_diagram); 
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C.2 Die Klasse praxis _ page 
interface praxis_page 
{ 
} 
extent pages; 
keys name; 
attribute string name; 
relationship List<praxis_containers> display_praxis_containers 
inverse praxis_container: :displayed_on 
relationship List<praxis_activities> display_praxis_activities 
inverse praxis_activity::displayed_on 
relationship praxis_diagram is_part_of 
inverse praxis_diagram: :contains 
relationship praxis_hierarchical_activity has_alternatives 
inverse praxis_hierarchical_activity: :alternatives 
add_container(in praxis_container); 
remove_container(out praxis_container); 
add_praxis_activity(in praxis_activity); 
remove_praxis_activity(out praxis_activity); 
Hinweise: 
Liste von praxis _ activities, die auf dieser Seite visualisiert werden. 
Liste aller auf dieser Seite visualisierten praxis _ containers für praxis _ things, 
praxis _ attributes und praxis _ parameters. 
C.3 Die Klasse praxis _ container 
interface praxis_container 
{ 
extent containers; 
keys name; 
attribute string name; 
attribute string validity; 
C.4 Die Klasse praxis activity 
} 
attribute Type basetype 
relationship Set<pramis_thing> contains 
inverse pramis_thing::is_in 
relationship Set<pramis_container> references 
inverse pramis_container: :global_container 
relationship pramis_container global_container 
inverse pramis_container: :references 
relationship pramis_page displayed_on 
inverse pramis_page: :display_pramis_container 
relationship List<pramis_activity> is_used_by 
inverse pramis_activity::uses_pramis_container 
add (in pramis_thing); 
remove(out pramis_thing); 
get (out pramis_thing); 
list (out pramis_thing); 
Hinweise: 
validity enthält die Gültigkeit des Contetincrs (lokal, global) 
references enthält Referenzen auf Container, die diesen Container als globalen 
Container nutzen 
global_ container enthält Referenz auf globalen Container (falls vorhanden) 
list() listet alle im Container enthaltenen Objekte 
C.4 Die Klasse praxis activity 
interface pramis_activity 
{ 
extent activities; 
keys name; 
attribute string name; 
attribute string action; 
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attribute string executor; 
attribute string time; 
attribute string tools; 
relationship List<pramis_activities> successors 
inverse pramis_activity: :predecessors 
relationship List<praxis_activities> predecessors 
inverse pramis_activity::successors 
relationship List<pramis_container> uses_pramis_container 
inverse pramis_container: :is_used_by · 
relationship List<praxis_ressources> uses_pramis_ressources 
inverse praxis_ressources: :plan_used_by 
relationship List<praxis_materiaLs> uses_pramis_materials 
inverse praxis_materiaLs: :plan_used_by 
relationship praxis_page displayed_on 
inverse praxis_page display_praxis_activity 
add_successor(pramis_activity); 
remove_successor(praxis_activity); 
list_successors(); 
add_predecessor(pramis_activity); 
remove_predecessor(pramis_activity); 
list_predecessor(); 
add_io_object(praxis_thing); 
remove_io_object(praxis_thing); 
list_io_object(); 
add_attribute_object(pramis_variable); 
remove_attribute_object(pramis_variable); 
list_attribute_object(); 
add_parameter_object(pramis_variable); 
remove_parameter_object(praxis_variable); 
list_parameter_object(); 
add_praxis_ressources(pramis_ressource); 
remove_pramis_ressources(praxis_ressource); 
list_praxis_ressources(); 
add_praxis_material(praxis_material); 
remove_praxis_material(praxis_material); 
list_praxis_material(); 
C.5 Die Klasse praxis executable activity 
execute(); 
} 
Hinweise: 
execute() führt die praxis _ activity aus. Diese Ausführung besteht entweder aus 
der Erzeugung einer praxis _ exec·ution (bei praxis _ executable _ activity), oder 
im Öffnen des Verfeinerungfensters (bei praxis _ hierarchical_ activity) 
C.5 Die Klasse praxis _ executable activity 
interface pramis_emecutable_activity : pramis_activity 
{ 
} 
extent containers; 
keys name; 
attribute string name; 
relationship List<pramis_emecutions> executes 
inverse pramis_emecutions: :is_executed_by 
add_pramis_emecutions(pramis_emecution); 
execute(); 
Hinweise: 
execute() dient zur Ausführung der praxis_ executable_ activity durch Erzeu-
gung einer praxis _ exec·ution 
C.6 Die Klasse praxis _ hierarchical activity 
interface pramis_hierarchical_activity : pramis_activity 
{ 
relationship List<pramis_pages> alternatives 
inverse pramis_page: :has_alternative 
attribute string selected; 
select_page(pramis_page); 
insert_page(pramis_page); 
delete_page(pramis_page); 
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execute(pramis_page); 
} 
Hinweise: 
execute() öffnet die Alternativseite 
C. 7 Die Klasse praxis _ execution 
interface pramis_execution 
{ 
} 
extent executions; 
keys name; 
attribute string executor; 
attribute string time; 
attribute string tool; 
relationship List<pramis_things> io 
inverse pramis_things: :is_io_of 
relationship List<pramis_attribute> attributes 
inverse pramis_attribute: :is_attribute_of 
relationship List<pramis_parameter> parameters 
inverse pramis_parameter: :is_parameter_of 
relationship List<pramis_ressources> uses_pramis_ressources 
inverse pramis_ressources::is_used_by 
relationship List<pramis_materials> uses_pramis_materials 
inverse pramis_materials: :is_used_by 
relationship pramis_emecutable_activity is_executed_by 
inverse pramis_emecutable_activity::executes 
info(); 
Hinweise: 
info() zeigt Information über diese Ausführung an 
C. 8 Die Klasse praxis things 
C.8 Die Klasse praxis _ things 
interface pra~is.thing : pra~is.object 
{ 
} 
extent thinga; 
keys name; 
attribute string name; 
relationship pra~is.container is_in 
inverse pra~is_container::contains 
relationship pra~is_e~ecution is_io_of 
inverse pra~is_e~ecution; :io 
display(); 
change(); 
C. 9 Die Klasse praxis _ parameter 
interface pra~is.parameter : 
{ 
} 
extent parameters; 
keys name; 
attribute string name; 
attribute string value; 
relationship pra~is_e~ecution is_parameter_of 
inverse pra~is_e~ecution: :parameters 
display(); 
change(); 
C.lO Die Klasse praxis _ attribute 
interface pra~is.attribute : 
{ 
extent attributes; 
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keys name; 
attribute string name; 
attribute string value; 
relationship praxis_emecution is_attribute_of 
inverse pramis_emecution: :attributes 
display(); 
change(); 
C.ll Die Klasse praxis _ material 
interface pramis_material : pramis_object 
{ 
} 
extent materials; 
keys name; 
attribute string name; 
attribute string description; 
relationship pramis_emecution is_used_by 
inverse pramis_emecution: :uses_pramis_materials 
relationship pramis_activity planned_used_by 
inverse pramis_activity: :plan_uses_pramis_materials 
display(); 
change(); 
C.12 Die Klasse praxis _ ressource 
interface pramis_ressource 
{ 
extent ressources; 
keys name; 
attribute string name; 
pramis_ object 
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attribute string description; 
relationship pramis_emecution is_used_by 
inverse pramis_emecution::uses_pramis_ressources 
relationship pramis_activity planned_used_by 
inverse pramis_activity::plan_uses_pramis_ressources 
display(); 
change(); 

Anhang D 
Sprachbeschreibung von 
PRAXIS 
Im folgenden wird eine Sprache für die die Konzepte von PRAXIS beschreiben: 
Die Sprache von PRAXIS wird durch eine kontextfreie Grammatik1 [ASU86] 
durch Angabe von syntaktischen Konstrukten und Ableitungsregeln formuliert. 
In Abschnitt D.1 wird zunächst die Grammatik der Sprache in BNF spezifiziert. 
Abschnitt D.2 enthält ein kurzes Beispiel, in dem eine Sicht in der vorgestellten 
Sprache beschrieben wird. 
D.l Grammatik in BNF 
( 1) <praxis_diagram> 
( 2) <praxis _page> 
( 3) <alt praxis _ activity> .. -
( 4) <alt praxis container> .. -
( 5) <praxis _ activity> .. -
{ 
} 
{ 
} 
{ 
praxis diagram: <praxis _ diagram _ identifier> 
<praxis _page> 
praxis _ page: < praxis _ page _ identifier> 
activities: ( <alt praxis activity> ) 
containers: ( <ait _praxi-; _ container> ) 
/* empty */ 
<praxis _ activity> <alt_praxis _ activity> 
/* empty */ 
<praxis _ container> <alt._praxis _ container> 
praxis _ activity: < praxis _ activity _identifier> 
executor: <identifier> 
execution time: <time> 
execution·- tool: <tool> 
1 Die Sprache ist zusätzlich LALR IASU86I. 
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} 
( 6) <praxis _ activity _ def> 
( 7) <praxis_hierarchical_activity> 
( 8) <praxis _ executable _ aetivity> 
( 9) <praxis _ execution.> 
{ 
} 
(10) <praxis _ container> 
{ 
} 
(11) <validity> 
(12) <global.> ::= 
(13) <basetype> 
(14) <praxis _ container _ def> 
Sprachbeschreibung von PRAXIS 
successor: ( <alt _praxis _ activity _ identifier> ) 
input: ( <alt praxis container identifier> ) 
output: ( <alt praxG contain.;: identifier> ) 
attribute: ( <;it praiis contain-;;r identifier> ) 
parameter: ( <alt praxG containe-;: identifier> ) 
material: ( <alt p-;:axis ~aterial> )-
ressource: ( <alt praxi;- equipment> ) 
activates: <praxi;-_ activity _ def> 
<praxis _ hierarchical_ activity> 
<praxis :_ executable _ activity> 
selected: <praxis page identifier> 
alternative: ( <alt _pra;:is _page> ) 
execution: ( <alt _praxis _ execution> ) 
praxis _ execution: <praxis _ execution _ identifier> 
executor: <identifier> 
execution time: <time> 
execution- tool: <tool> 
input: ( <ält praxis thing identifier> ) 
output: ( <alt _praxG _ thing_identifier> ) 
attribute: ( <alt praxis attribute identifier.> ) 
parameter: ( <alt praxG parame~r identifier> ) 
material: ( <alt p-;:axis ~aterial> ) -
ressource: ( <alt_praxi;-_ equipment> ) 
praxis container: <praxis container identifier> 
validity: <validity> 
global: <global> 
basetype: <basetype> 
local 
global 
<praxis _ container _ identifier> 
null 
file 
geometry 
bitmap 
document 
< praxis _ io _ container > 
< praxis _variable_ container > 
D.l Grammatik in BN;F 
(15) <praxis_io _ container> ::= 
(16) <praxis _ vari!!.ble _ container> :::;:::: 
(17) <time> 
(18) <tool> 
(19) <alt_praxis_ activity _identifier> 
(20) <alt _praxis _ container _ identifier> 
(21) <alt_praxis _material> ::= 
(22) <alt _praxis_equipment> 
(23) <alt _praxis _page> 
(24) <alt _Praxis_ execution> 
(25) <alt _praxis _ thing_identifier> 
(26) <alt _praxis _parameter _ identifier> :::::= 
(27) <alt _praxis _ attribute _ identifier> 
io: ( <alt _praxis _ thing_ identifier> ) 
var: ( <alt _praxis _ attribute _identifier> ) 
par: ( <alt _praxis _parameter _ identifier> ) 
year: <digit> <digit> <digit> <digit> 
month: <digit> <digit> 
day: <digit> <digit> 
hour: <digit> <digit> 
minute: <digit> <digit> 
f,!econd: <digit> <digit> 
<praxis _ tool_identifier> 
<praxis _ activity _identifier> 
<praxis activity identifier> 
<alt _p~xis _ actlvity _ identifier> 
<praxis _ container _ identifier> 
<praxis cont.ainer identifier> 
<alt_pr-;;:xis _ contaTner _ identifier> 
< praxis _material> 
<praxis material> 
<alt _p~xis _material> 
<praxis _ equipment> 
<praxis _ equipment> 
<alt _praxis _ equipment> 
/* empty */ 
< praxis _ page> 
<alt _praxis _page> 
/* empty */ 
< praxis _ execu tion > 
<alt _praxis _ execution> 
< praxis _ thing_ identifier > 
<praxis thing identifier> 
<alt _pr-;;:xis _ thing_ identifier> 
<praxis _parameter _ identifier> 
<praxis parameter identifier> 
<alt _pr-;;:xis _param-;;ter _ identifier> 
< praxis _ attribute _ identifier> 
<praxis attribute identifier> 
<alt _pr-;;:xis _ attribute _ identifier> 
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(28) <praxis _ activity _ identifier> .. - /"' empty *I 
<identifier> 
(29) <praxis_ attribute 
-
identifier> .. - I* empty *I 
<identifier> 
(30) <praxis_ container identifier> 
··-
/"' empty *I 
-
<identifier> 
(31) <praxis _ diagram _ identifier> 
··-
/"' empty *I 
<identifier> 
(32) <praxis_ execution 
-
identifier> 
··-
/"' empty *I 
<identifier> 
(33) <praxis_page_ identifier> 
··-
/"' empty "'I 
<identifier> 
(34) <praxis _parameter _ identifier> 
··-
/"" empty *I 
<identifier> 
(35) <praxis _ thing_ identifier> 
··-
/"' empty "'/ 
<identifier> 
(36) <praxis tool identifier> 
··-
/"' empty *I 
<identifier> 
(37) <identifier> 
··-
I* empty */ 
<identifier> 
(38) <praxis_ material> 
··-
/* empty *I 
<identifier> 
(39) <praxis _ equipment> 
··-
/* empty *I 
<identifier> 
(40) <identifier> .. - [a-zA-ZJ(a-zA-Z0-9 _·)* 
(41) <digit> 
··-
(0-9) 
D.2 Beispiel 
D.2 Beispiel 
~ 
lJ!U 
I 
I 
CAD· 
Entwurf 
1:\I.Ci 1-----+1 
iö:~ 
' CAD·Zeichnung 
~ 
IGES.Datei 
auf HP 
~ 
IGES.Datei 
auf HP 
~ 
IGEs-Transfer 
aufSUN 
lml 
-I 
~ 
IGES.Datei 
aufSUN 
~ 
Parameter 00 [) 
Vermessungs-IGES.Datei GDSII·Datei 
aufSUN datei 
~ ~ ~ 
Verviel- ESS Vennessung taltigung 
~ iil ~ 
I 
00 GDSII·Datei Meßer-~ gebnis i1 -
Vermessungs· 
da tel 
[!) 
Abbildung D.l: Definiertes Beispiel (Prozeßsicht) 
praxis_diagram: Beispielsicht { 
praxis_page : Beispielseite { 
activities: ( 
praxis_activity: Vermessung { 
praxis_activity: ESS { 
executor: Peter_Wieland 
execution_time: year 1995 
month 02 
day 15 
hour 08 
minute: 20 
second: 00 
execution_tool: cosmos2d 
successor: 0 
input: (Maske; Vermessungsdatei) 
output: (Messergebnis) 
attribute: () 
parameter: 0 
material: () 
ressource: () 
activates: execution: () 
} 
executor: Peter_Wieland 
execution_time: year 1995 
month 02 
day 15 
hour 08 
minute: 20 
second: 00 
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execution_tool: ess 
successor: (Vermessung) 
input: (GDSII-Datei) 
output: (Maske) 
attribute: () 
parameter: () 
material: 0 
ressource: () 
activates: execution: () 
} 
praxis_activity: Vervielfaeltigung { 
executor: Peter_Wieland 
execution_time: year 1995 
month 02 
day 15 
hour 08 
minute: 20 
second: 00 
execution_tool: igestogdsii_script 
successor: (ESS) 
input: (IGES-Datei_auf_Sun) 
output: (GDSII-Datei;Vermessungsdatei) 
attribute: () 
parameter: () 
material: () 
ressource: () 
activates: execution: () 
} 
praxis_activity: IGES_Transfer_auf_Sun { 
executor: Peter_Wieland 
execution_time: year 1995 
month 02 
day 15 
hour 08 
minute: 20 
second: 00 
execution_tool: ftp 
successor: (Vervielfaeltigung) 
input: (IGES-Datei) 
output: (IGES-Datei_auf_Sun) 
attribute: () 
parameter: () 
material: () 
ressource: () 
activates: execution: () 
} 
praxis_activity: CAD_Entwurf { 
executor: Peter_Wieland 
execution_time: year 1995 
month 02 
day 15 
hour 08 
minute: 20 
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containers: ( 
second: 00 
execution_tool: MCAD 
successor: (IGES_Transfer_auf_Sun) 
input: (Spezifikation) 
output: (CAD-Zeichnung; IGES-Datei) 
attribute: 0 
parameter: 0 
material: 0 
ressource: (MCAD-System) 
activates: execution: () 
} 
praxis_container: Spezifikation { 
validity: local 
global: null 
basetype: document 
} 
praxis_container: CAD-Zeichnung { 
validity: local 
global: null 
basetype: document 
} 
praxis_container: IGES-Datei { 
validity: local 
global: null 
basetype: file 
} 
praxis_container: IGES-Datei_auf_Sun { 
validity: local 
global: null 
basetype: file 
} 
praxis_container: GDSII-Datei { 
validity: local 
global: null 
basetype: file 
} 
praxis_container: Vermessungsdatei { 
validity: local 
global: null 
basetype: file 
} 
praxis_container: Maske { 
validity: local 
global: null 
basetype: file 
} 
praxis_container: Messergebnis { 
validity: local 
global: null 
basetype: file 
} 
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} 
} 
praxis_container: Parameter { 
validity: local 
global: null 
basetype: file 
} 
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