Natural language elements, e.g., todo comments, are frequently used to communicate among the developers and to describe tasks that need to be performed (actions) when specific conditions hold in the code repository (triggers). As projects evolve, development processes change, and development teams reorganize, these comments, because of their informal nature, frequently become irrelevant or forgotten.
INTRODUCTION
Natural language elements, such as todo comments, are frequently used to communicate among developers [28, 39, 41] . Some of these comments specify that a developer should perform an action if a trigger holds (e.g., from the Google Guava project: "Remove this guard once lazyStackTrace() works in Java 9", from the Apache Permission to make digital or hard copies of all or part of this work for personal or classroom use is granted without fee provided that copies are not made or distributed for profit or commercial advantage and that copies bear this notice and the full citation on the first page. Copyrights for components of this work owned by others than ACM must be honored. Abstracting with credit is permitted. To copy otherwise, or republish, to post on servers or to redistribute to lists, requires prior specific permission and/or a fee. Request permissions from permissions@acm.org. Wave project: "Remove this when HtmlViewImpl implements getAttributes", etc.). We consider those comments where the trigger is expressed based on the state of the code repositories and actions require modifications of source or binary code. We call these comments trigger-action comments.
Although trigger-action comments are ubiquitous, they are, like other types of comments, written in natural language. Thus, as projects evolve, development processes change, and development teams reorganize, these comments frequently become irrelevant or forgotten. As an example, consider the following comment from the Apache Gobblin project [13] : "Remove once we commit any other classes". This comment, followed by an empty class, was included in revision 38ce024 (Dec 10, 2015) in package-info.java file to force the javadoc tool to generate documentation for an empty package. In revision bbdf320 (Feb 4, 2016) classes were added to the package, but the comment (and the empty class in packageinfo.java file) remained in the code repository up to this date. Having pending actions, i.e., those actions that should have been done because the triggers are satisfied, and outdated comments may have impact on program comprehension, and maintenance [28, 41] . Additionally, having comments written in an informal way presents a challenge for some software engineering tools, such as refactorings [12, 29, 30] , as those tools may not know how to manipulate code snippets and identifiers embedded in comments [38] .
We present the first technique, dubbed T I , to specify triggeraction comments as executable statements; the triggers are evaluated automatically at each build and actions are taken based on users' specifications. T I introduces a domain specific language (DSL) that can be used to specify triggers and actions over the abstract syntax trees (AST) and build configuration scripts. Specifically, triggers are written as query statements over ASTs and build configuration scripts. On the other hand, actions are encoded as transformation steps on ASTs. To provide a natural access to the AST elements and improve maintenance, the T I DSL is embedded in the host language. However, the semantics of the language enables the executable trigger-action comments to be evaluated as part of the static program analysis phase.
We implemented T I for Java, such that triggers are written using Java streams and actions are transformation steps of custom ASTs. T I analyzes executable code and modifies either executable code, source code, or neither, depending on users' configuration. This flexibility allows users to enforce execution of actions, for example during testing or during debugging of T I comments, without modifying their sources. If a user chooses to modify source code, the trigger would be automatically removed from source code once the actions are taken. As the result of our design decisions, T I should be integrated in the build process after the compilation step. We also developed a Maven plugin to evaluate the triggers after the compilation phase and prior to testing/packaging phase. We evaluated T I by manually migrating 20 existing triggeraction comments to the T I DSL; all the comments are from 8 popular open-source projects available on GitHub. In our experiments, we report the complexity of T I statements measured in terms of the number of tokens in the specifications and overhead introduced by the tool in the build process. T I does not introduce any overhead at runtime. Our results show that T I introduces negligible overhead in the build process, and triggers and actions are simple to encode.
The main contributions of this paper include:
We introduce an idea to encode trigger-action comments, currently written in natural language, as executable statements in the host language. Having executable trigger-action comments enables their maintenance (e.g., refactoring), testing, and automatic evaluation of the triggers and actions when the state of the code repository changes.
⋆ Tool: We implemented our idea in a tool, dubbed T I , for Java. T I statements are written in a language embedded in Java and perform queries and actions over ASTs. T I interposes between compilation and execution, and thus does not introduce any runtime overhead.
⋆ Evaluation: We evaluated T I by manually migrating existing comments, and measuring overhead in terms of the lines of code and execution time during the build process.
ILLUSTRATIVE EXAMPLES
This section shows several existing trigger-action comments from large open-source projects, the encoding of these comments in the T I DSL, and T I 's workflow. We chose the comments such that we can illustrate various aspects of T I . Figure 1 shows a code snippet from the Google Guava project [14] . The original trigger-action comment is crossed out and our encoding of the executable trigger-action comment is highlighted. This comment was added on commit c92e1c7 (2017-05-31) and is still present in the latest revisions of the project. In this case, a developer wants to add more precondition checks if the method or constructor becomes public. T I requires that the trigger is encoded as a separate method that returns a boolean value, and each T I method needs to have the @TrigItMethod annotation. trigItIsPublic finds the constructor and checks its modifiers. Figure 3 : An example trigger-action comment from the Elasticsearch project and T I encoding to illustrate an explicit action.
precondition check. It is interesting to observe that in this case, the action (transformation step) is implicit, i.e., we simply execute extra statements. As this comment is not specific enough, i.e., we do not know all the preconditions that developers would like to check, we could include an extra action statement to print a warning to developers when the trigger is satisfied. Recall that triggers are evaluated during the build process prior to execution. Figure 2 shows a code snippet from the Apache Struts project [5] , which is a web framework for creating Java web applications. The specified action was performed at commit a5812bf (2015-10-06), five months after the trigger became true. Unlike the previous example, this one illustrates a query statement over the build configuration script. Specifically, the trigger holds if the current Java version is greater than 1.6. Regarding the action, similarly to the previous example, we simply guard several statements that should be removed in this case. As seen in this example, the same T I method can be invoked at several places. Finally, Figure 3 shows a code snippet from the Elasticsearch project [10] , which is a distributed search engine. We use this example to illustrate the explicit code transformation steps. In this example, developers want to change the access modifier of a method (simpleName) from public to protected if two classes (Mapper and FieldMapper) are merged. Although there is no unique way to encode a trigger that checks if two classes are merged, the check can be approximated in a number of ways. Our approach is to check that one of the classes is no longer available. A better option might be to check that one class is removed while the other one is still present. By knowing the relation between the classes (FieldMapper extends Mapper) and their usage, we believe that the original developers could provide more precise trigger. The action specifies that the modifier of the method should be changed to protected. Unlike prior examples, the action in this case is explicit, and it is expressed as a transformation step over the class AST. It is interesting to observe that triggers and actions find code elements to query or modify in the same style.
TRIGIT TECHNIQUE
This section describes the T I DSL, presents the workflow of the system and the integration with existing build processes, discusses several phases, and briefly describes the implementation.
Language
Action types. We differentiate two types of actions: (1) explicit and (2) implicit. We define an explicit action as an action that uses the T I DSL to specify modifications to an AST. These actions modify out-of-method code elements, including method signatures, field declarations, class declarations, and others. Figure 3 from the previous section illustrates an explicit action that updates a modifier of a method. We define an implicit action as a sequence of statements that should or should not be executed depending on a trigger that guards those statements. We say that these actions modify in-method code elements (i.e., statements to be executed). Figures 1 and 2 from the previous section illustrate implicit actions. Trigger-action syntax. The T I specifications are written in a subset of Java with slightly modified semantics as discussed later in this section. Developers have to write all triggers and explicit action statements inside project-unrelated methods annotated with @TrigItMethod; these methods should have neither arguments nor throws clause, but there are no other restrictions on method signatures. The return type of each T I method is either void or boolean; the return type differentiates methods that are used with explicit and implicit actions. Specifically, the following are valid method signatures: @TrigItMethod void modifiers name (); @TrigItMethod boolean modifiers name ();
We require that all T I code be written in separate methods to ensure a clear boundary between executable comments and project code, as well as to enable evaluation of executable comments independently of project code.
T I methods that return a boolean value have to have only a single statement that implements the trigger; the statement has to return the result of a query expression. query expressions later in this section.) Namely, the following is a valid template for T I methods that returns a boolean value: @TrigItMethod boolean modifiers name () { return query expression } These T I methods are used by a developer to guard implicit actions. The same T I method can be used to guard any number of statements in same or different methods or classes. For example, a developer can have an if statement to guard a piece of code with a trigger invocation:
statement else statement On the other hand, those methods that do not return any value (i.e., void) are used to encode explicit actions. These methods can have multiple statements, but the first statement has to be an if statement, such that the conditional expression is a query expression. Other statements, which are always a part of then block, are transformation steps on a custom AST. Thus each transformation statement has to start with T I related expression that obtains necessary parts of an AST. Besides T I related code, a developer can use print statements (potentially useful only for debugging). The following is the general format of T I methods with no return value: @TrigItMethod void modifiers name (){ if( query expression ){ action statements }} Query expression. Each query expression is a logical expression, such that each operand queries the state of the code repository via T I API. The T I API always starts with a method invocation to obtain a stream of java files, classes, or build configuration scripts. The elements in a stream are objects that are instances of T I 's model. Once a developer obtains a stream, the developer can use any standard Java stream operations [3] (e.g., map, filter, count, etc.) to create a query. In case the stream support is not available in the Java version used by the project, the developers may opt for equivalent operations available in T I . The result of each query has to be a boolean value. Clearly, as arguments to stream operations, the developer can use model classes of java files, classes, build configuration files, fields, methods, etc. to access AST data, including class name, modifiers, return type, and others. T I model classes offer a rich API, which we do not show due to the space constraints. We only show signatures of a few methods from ClassModel in Figure 4 , which is a model of a class in the project; many syntactic sugars are available, e.g., get a model of a method by name. For example, we can check if a class is available in the project by executing the following query: Additionally, when constructing queries, a developer can use constant values, as well as field accesses and method invocations; however, the semantics for the latter two differ from the one specified by the Java Language Specification, as we discuss below. Action statements. An explicit action statement, similarly to a query expression, has to start with an invocation of the T I API to obtain a stream of classes. We currently provide only an API for modifying ASTs of classes but not build configuration scripts. Unlike the instances of model classes that are available in the query expressions, the instances of model classes available in actions can be both queried and modified, i.e., extra API methods are available to specify modifications. The expressions used as arguments to stream operations may include constants, field accesses, and method invocations. There are no limits on the number of action statements that can be written per T I method. For example, if we want to modify an access modifier of a field "f" in the current class, we can write (in a short form) the following action statement:
TrigIt.getField(f).setPrivate();
When writing an implicit action statement, a developer may opt to use an API call available only in new version of a library, e.g., java.nio.file.Paths#get(). However, writing such code could result in compilation errors. One approach that the developer can take is to write a method invocation via reflection [4] . Semantics. Although evaluation of T I methods closely follows Java semantics, there are two important differences. First, all method invocations and field accesses are substituted with the names of methods and fields, i.e., those methods and fields are never invoked or accessed. In case of a method invocation, all the arguments are ignored. For example, the code snippet above would be modified prior to the evaluation to:
TrigIt.getField("f").setPrivate(); We made this decision to avoid using strings to refer to a field, method, or class name unless that is absolutely necessary. Our decision will help to keep comments up-to-date with code, e.g., during refactoring, to avoid what researchers call fragile comments [38] .
Second, prior to evaluation of a T I method, the class that contains the method is rewritten to remove anything other than the method. This is done to enable evaluation of the executable trigger-action comments without worrying about the environment that is required to execute any piece of code from the project itself. For example, even loading a class may require substantial setup and execution cost if a static block is present.
To prepare a method for evaluation, we define a set of rewrite rules, shown in Figure 5 . Each rule has the following format:
where be f ore and a f ter are AST elements in Java or an empty string denoted by ⊥. condition defines when a rule is applicable; we omit the condition if the rule always applies. The first four rules remove any AST element from a class that is not a method annotated with @TrigItMethod. The last two rules rewrite each field access and method invocation to the name of the accessed field and invoked method, respectively. We recursively apply the rewrite rules on the method until no more rewrite rules can be applied, the obtained code can be evaluated by standard Java. Rationale. Some of our decisions were discussed in prior paragraphs. We would like to emphasize that our decision to enable the evaluation of trigger-action comments independently on other code was to keep the separation between production code and comments, to enable the evaluation of comments regardless of the requirements needed for running project's code, and to avoid the performance overhead of evaluating comments at runtime. As our decisions are inspired by examples, some of these decisions might need to be revisited in the future to support the encoding of comments as executable statements for a broader class of comments. Figure 6 shows the T I 's workflow. T I interposes between the compiler and test execution or the deployment of the project. The first step to use T I is to encode existing trigger-action comments as executable T I statements. Once a project is compiled, the T I methods, and invocations of those methods, are the part of the resulting classfiles. Having executable trigger-action comments checked by the compiler is one advantage over informally written comments.
Workflow Overview
In the next phase, T I processes all the classfiles from the project to build the AST used by the query expressions and action statements. Next, T I modifies classfiles, based on the rewrite rules in Figure 5 , to prepare the T I methods for the execution. The modified classfiles are never stored or disk, unless a developer specifies the debug option, but they are only available in-memory and they are dynamically loaded [31] . T I then evaluates one by one T I method in a non-deterministic order. We discuss potential dependencies between T I methods in Section 5. If the project being built requires a Java version prior to Java 8, which is required for T I execution, T I methods are evaluated via external process invocations.
If a T I method or a query inside a T I method evaluates to true, there are three possible outcomes. First, T I can notify a developer with the list of triggers that hold, without executing any action. In addition to printing which triggers hold, T I also includes a short explanation that justifies the outcome of the trigger (e.g., "Java version modified; file: pom.xml, line: 77"). Second, T I can rewrite the classfiles on disk to ensure that statements guarded by the triggers are executed. In case the trigger is guarding action statements (i.e., void T I method), those statements would be executed in the specified order; no change to a bytecode is performed until all trigger methods are evaluated. Finally, T I can be configured to create a patch for the source code, which developers may inspect and apply. The configuration provided by the user determines what option is taken. The configuration options are not mutually exclusive. To ensure that T I methods do not have an impact on the project behavior, all T I methods are removed from the original classfiles after the evaluation of methods is done. For example, if a developer introspects a class to obtain a number of its methods, the presence of T I methods could lead to an incorrect result during program run. Therefore, T I methods are removed.
Implementation
We implemented T I as a standalone Java library that can be used from the command line, or integrated into a build plugin or a testing framework. T I uses the ASM Java bytecode manipulation and analysis framework [8] to rewrite executable code, check correctness of encoding, and transform executable code. More precisely, T I uses the visitor mechanism to build the model classes of the entire project, which are queried with the stream operations. To execute the actions, T I applies the action items, one by one, on the underlying bytecode using ASM.
Additionally, we implemented a Maven plugin to simplify the integration of T I into the build process. We integrated the plugin in the default Maven lifecycle after the compilation phase.
T I provides various options, including "-debug" to show execution steps and store stripped files used to evaluate T I methods, "-assume-true" to force the evaluation of triggers to true, and "-no-action" to tell that no action should be taken. "-assumetrue" can be used to check the effect of executing the actions and "-no-action" can be used to check correctness of encoding and report what actions would be taken.
We currently support basic checks of correctness of executable trigger-action comments. Specifically, T I checks if a query expression and action statements refer to code elements that should exist. As an example, consider the following trigger:
TrigIt.getClass("C").getField("f").isPrivate(); If class C or field f does not exist, we report an incorrect encoding. These checks are important to detect modifications in code, likely due to software evolution, that invalidate executable comments and notify developers.
Finally, T I can output a patch for the source code if the trigger evaluates to true and actions are executed. Our current approach for creating a patch is a mix of disassembling executable code using jad decompiler and using the knowledge about executed actions. The patch also removes T I method that is satisfied. We expect that a developer would inspect a patch and either apply it or revise code manually.
EVALUATION
This section describes our evaluation steps. To evaluate T I , we answer the following research questions: 
RQ1:
What is the cost of using T I in terms of time overhead introduced in the build process? RQ2: What is the cost of using T I in terms of the number of tokens needed to write the executable trigger-action comments compared to comments written in natural language?
Additionally, to make our dataset complete and enable others to study trigger-action comments, we answer the following question:
RQ3: Do trigger-action comments have a common structure that can be learned? We first describe subjects and todo comments used in the evaluation, and then answer our research questions.
Projects and Comments
Finding trigger-action comments was necessary in our evaluation. In the first step, we selected 8 popular open-source projects. Table 1 shows the list of projects (first column) and SHAs used in our experiments (second column). We selected the projects that differ in size, number of todo comments, and application domain. More importantly, we selected projects based on our prior experience with codebases and build processes. The last requirement was necessary to make the experiments feasible [46] ; we wanted projects that we can build to ensure that we can run our tool after migrating the comments. In the second step, we extracted all todo comments from the selected projects. We searched for "TODO" string, which is the most common marker for todo comments [41] . Column 3 in Table 1 shows the number of todo comments for each project. In the third step, we incorporated knowledge from discourse relations 1 in natural language [40, 51] to look for potential triggeraction comments. We focus on the condition relation, that is, the situation in one text segment holds when the condition-as specified in another text segment-is true [27] . In our case, a condition relation should hold between each trigger and action. Therefore, we selected todo comments that contain one of the cue words whose presence may signal a condition relation within the todo comment: "if", "when", "once", "as", and "then" [35, 36] . Note that in written text, the condition relation is almost always signaled by one of the cue words listed above [36] . As the result of the third step, we discovered the total of 572 potential trigger-action comments (fourth column). Note that our selection of comments might have missed some trigger-action comments. However, the selection of comments does not impact the results of our evaluation, as we do not compute any value assuming that the entire set of triggeraction comments is known in advance. In the fourth step, we manually inspected 572 comments and labeled each comment with "yes" (if the comment is clearly a trigger-action comment) or "no" (if the comment is clearly not a trigger-action comment). Columns 4 and 6 in Table 1 show for each project the number of potential trigger-action comments and the number of these comments with each label. The inspection was done by three authors of this paper together, and in addition to the comment itself, we inspected 1 Discourse relations are alternatively called rhetorical or coherence relations. the context of the comment, i.e., surrounding source code, and potentially other files in the project.
In the fifth step, we inspected 256 trigger-action comments that we annotated with "yes" in the previous step and assigned values to two more labels: specificity_trigger, and specificity_action. Specificity can take one of the following values: (1) "high", which means that we can understand the trigger/action and migration should be feasible, (2) "medium", which means that we mostly understand the trigger/action and migration could potentially be done, and (3) "low", which means that we cannot understand the trigger/action or migration is not feasible. The heatmap above shows the distribution of labels for 256 trigger-action comments. We illustrate the assignment of labels with a couple of examples: @TrigItMethod void checkMerge() { TrigIt.getMethod("simpleName"). setProtected(); } used only those comments where trigger_specificity: "high". The table also shows the class that contains the comment, as well as the content of the original comment. Those comments without a specific action are marked with asterisk.
Build Overhead
To compute the time overhead introduced in the build process, we measured the build time (e.g,. mvn test-compile for Maven projects) for each project with and without T I . Recall that T I does not introduce any runtime overhead, so we do not run tests during the build, i.e., we report the worst case execution time. If the build is run with T I , we include all the phases, i.e., building the model of the project, evaluating the trigger, and executing the action (see Section 3). We run each configuration five times and report the average time and error; the error is calculated with confidence p > 0.95. We ran experiments on an Intel i7-6700U CPU @ 3.40GHz with 16GB of RAM, running Ubuntu 17.10. Table 3 shows the results. The first two columns show the project name and the class name that contains the comment(s). Columns 3 and 4 show build time with and without T I , respectively. We can observe that T I introduces negligible overhead even for large projects with many classes.
Trigger-Action Comment Complexity
We estimate the complexity of writing executable trigger-action comments with the number of tokens needed to encode triggers and actions. Concretely, we count three parts for each executable trigger-action comment: (1) trigger, which is the number of tokens to encode the trigger, (2) action, which is the number of tokens to encode the action, and (3) structure, which is the number of tokens to write necessary boilerplate code, e.g,. method signature. Figure 7 illustrates, using an earlier example, the way we count the tokens. We compare the complexity of executable trigger-action comments with their informal counterparts written in natural language. Table 3 shows, for each comment, number of tokens in the original comment (column 5), total number (trigger + action + structure) of tokens in the encoded comment (column 6), number of tokens in the trigger (column 7), number of tokens in the action (column 8), and tokens in the structure (column 9)
The results show that even if we count all the tokens in executable trigger-action comments, the increase in the number of tokens compared to the informal text is rather small. If we take into account only the tokens in triggers and actions, executable triggeraction comments are in some cases even shorter than the original comments. Additional benefits of the executable trigger-action comments is that developers can utilize the features of IDEs, such as auto-completion and generation of method signatures, which do not work for comments written in natural language.
Anecdotal Experience
We briefly report on our experience on using T I and interacting with open-source developers to understand their comments. To encode each comment, we read the comment and encoded what we believe were valid triggers and actions. In several cases, we observed that T I always executes the actions, and we thought that there was a bug in the tool. However, by looking at those triggers manually, we found that the triggers (in our opinion) are satisfied but the actions have not been executed. Table 4 shows time when the comment was included in the code repository, time when the trigger is satisfied, and when the action is executed. We only show comments where trigger is satisfied. (Note that FreemarkerResultMockedTest is a special case, because the developer forgot to remove the todo comment even after the action was taken. We found this todo comment interesting and used older revision in our evaluation.) We reported to the original developers five comments that have satisfied triggers. We got the responses from all just few hours after we submitted the reports. A developer of apache/cayenne immediately performed the action; he also sent a note: "Thank you for the reminder!" A developer of google/j2objc confirmed that the trigger is satisfied and said: "it's time to cleanup the TODOs -any volunteers? :-)". Developers of other comments explained that the comments were not specific enough. For example:
⋆ "Unfortunately Java 8 still causes some issues with some Googleinternal infrastructure. Java 8 is allowed in tests but not in the main part of the code (yet). "
⋆ "The comment should say something like 'when jdk8 is available to all flavors of Guava. ' We currently maintain a backport that targets JDK7 and older versions of Android, and we try to keep the backport and mainline mostly in sync. That's not to say that we couldn't do this, but we'd have to weigh the benefits against the cost of diverging the two. " Some of the responses confirmed the impression that we had while reading todo comments: knowing the details of the project is likely necessary to do valid migration of comments. However, this is not surprising considering that todo comments are written to communicate among developers of the project.
Trigger-Action Comment Structure
Finally, we provide an initial step towards analyzing if trigger-action comments have an underlying structure that may be exploited to automatically identify them. Together with already assigned labels, the initial classifier will provide a good starting point for studying trigger-action comments.
To perform this evaluation step, we used the dataset of todo comments that we manually labeled as described in Section 4.1. In total, we manually annotated 572 todo comments (out of which 256 are confirmed as trigger-action comment).
We designed features and built binary classifiers to automatically identify trigger-action comments from the 572 todo comments. Our classifiers can reach ∼80% in accuracy and F-measure, indicating that trigger-action comments can be identified with reasonable reliability; future work can use our results as the baseline.
Text processing. First we normalize each todo comment by removing the prefix "TODO" and any associated meta data (e.g. "TODO (user):"). Then, every todo comment is split to two segments-trigger and action. We use a condition discourse relation and hand-craft 10 regular expression templates to extract the two arguments of the relation, which correspond to the "trigger" and the "action". These templates split a todo comment by the condition relation cue words, for example: "if <trigger>, (then)? <action>", "<action> once <trig-ger>", "when <trigger>, <action>". Features. We designed 4 types of features, separately for triggers and actions.
⋆ Number of tokens in the segment, which may capture the amount of information encoded.
⋆ Unigram POS-tag (part of speech tag) frequency distribution. We use the coarse-grained POS-tag assigned by spaCy [1] . In total, there are 21 unique POS-tags. This feature characterizes the type of information, e.g., verbs or nouns, in each text segment.
⋆ Special token frequency distribution. We calculate the term frequency distribution for these token classes: stop words, punctuations, number, Java keyword, Java identifier (approximated by word in CamelCase or UPPER_CASE). Stop words and punctuations usually serve syntactic purposes rather than content; the other classes correspond to specific vocabularies used in the source code.
⋆ Word embedding. To capture overall content of a trigger or action, for each token, we convert it to its pre-trained word embedding (a real-valued vector of dimension = 100) from Mikolov Classification. We train two classifiers using Logistic Regression algorithm: a baseline, and a full system. The baseline system is trained with all features except word embedding. The classification systems are evaluated using leave-one-out cross validation. We show the performance of different classification systems in Table 5 , measured in terms of accuracy, F1 score, precision and recall. Both systems outperform the random baseline (accuracy = 0.5). The full system reached 0.811 accuracy and 0.790 F1 score. The results provide an initial result that trigger-action comments manifest an underlying structure that can be exploited by machine learning for them to be effectively identified. Furthermore, a compact representation of trigger/action content using word embeddings can be quite helpful to the classifier.
DISCUSSION
We justify some of our decisions and report on interesting observations during analysis of comments. Binary vs. source code analysis. We carefully considered if our implementation should analyze and modify binaries or source code. As we explained earlier (Section 3), one of the main reasons to analyze binaries was to enable execution/testing of updated code without having an impact on sources.
Other observations related to comments. We encountered a large number of interesting cases while reading/analyzing the comments. We describe only three cases here due to the limited space. First, several trigger-action comments that were classified as trigger_specificity: "low"dependent on information available in bug tracking systems. For example: "remove this once #10262 is fixed". We envision an extension of T I that checks the status of open issues by using APIs from bug tracking systems. Second, we found one example that depends on time: "Delete this alias once it has been deprecated for 3 months. " Interestingly, this comment is still in the repository even though it has been more than nine months since the comment was added. Supporting a trigger in T I that checks time is trivial. Third, we observed a couple of examples with a trigger that depend on a some simple test case, e.g., "delete this variable and corresponding if statement when jdk fixed java.text.-NumberFormat.format's behavior with Float". We are currently extending T I to support these interesting cases. Combining comments. T I does not prevent developers from combining executable and traditional comments. Moreover, a developer can write natural language comment as part of the action that notifies a developer about a satisfied trigger or actions that can be executed. Future work, which can build on our dataset, can develop migration between executable trigger-action comments and traditional comments; the starting point would be work on code summarization and generation from comments [2, 23] . Future work. We plan to design a user study to evaluate the complexity of writing executable trigger-action comments. Also, we plan to integrate T I with other build systems and continuous integration services.
THREATS TO VALIDITY
External. We extracted only comments containing "TODO" markers, however, developers use other markers to indicate todo comments, including "FIXME", "XXX", "HACK", etc. Our decision was based on prior work that showed that "TODO" is the most common marker for todo comments [41] .
The projects that we used in the evaluation may not be representative of all open-source projects. To mitigate this threat, we used popular open-source projects that are actively maintained and differ in the application domain.
T I support only projects written in the Java programming language. We chose Java because it is one of the most popular languages, and prior work on analyzing (todo) comments showed the need for automating comment maintenance (see Section 7). However, the idea behind the T I is broadly applicable. To check triggers, T I currently requires Java 8 (or later). However, there is no requirement what Java version is used by the project, as long as Java 8 is available on the system. Internal. Our scripts for mining repositories and T I code may contain bugs. We used scripts that were already utilized in prior work and reasoned about the results of those scripts. Additionally, we extensively tested our code. Construct. We initially searched for "TODO" only in the latest available revision at the time we started the experiments. However, our inspection in some cases, as discussed earlier required that we reason about the evolution of comments.
The focus of T I is on triggers and actions related to the content of compiled code and build files. Many comments belong to this category. Support for queries that check data available only in source, e.g., compile time annotations, are left for future work.
RELATED WORK
We discuss closely related work on (1) comment analysis, (2) code query languages, (3) program transformation, and (4) if-this-thenthat recipes. Comment analysis. Ying et al. [53] were among the first to identify the importance and frequency of todo comments. They analyzed ∼200 todo comments in IBM's internal codebase (Architect's Workbench) and categorized those comments in 13 groups. Two of those groups are a subset of trigger-action comments: "communication: self-communication" and "future task: once the library is available... ". Fluri et al. [11] studied co-evolution of code and comments. Storey et al. [41] performed a large empirical study of todo comments; their study combined code and comment analysis, interviews with software developers, and a survey of professional software developers. Most importantly, their study found several maintenance issues related to todo comments, and problems with out-of-date todo comments. Haouari et al. [17] performed an empirical study (quantitative and qualitative) on three open-source projects to create a taxonomy of comments; working comments (i.e., todos) were the second most frequent category based on the quantitative study. Ibrahim et al. [19] studied updates of code and comments and found that rare inconsistent updates lead to bugs in future revisions of software. Sridhara [39] developed a rule-based system for identifying out-of-date todo comments; the system uses a combination of information retrieval, natural language processing (NLP), and semantics to check if a comment is up-to-date. Recently, we [28] proposed several techniques for comment and program analysis to support todo comments as software evolves; our motivating study showed a high percentage of trigger-action comments. Pascarella and Bacchelli [32] performed manual classification of comments in several large open-source projects and showed that machine-learning has potential to automate the classification. T I is the first concrete solution to automatically maintain comments (by being able to compile or transform/refactor the executable comments) and code repositories (by automatically executing actions when associated triggers hold). T I is motivated by prior work on todo comments, as our main goal is to simplify maintenance of comments and code, and remove clutter from code.
Our work is related to Ratol and Robillard's work on fragile comments [38] . They introduced a tool for detecting identifiers in comments when refactoring (i.e., renaming) is performed by a developer. T I removes the need for detecting identifiers in comments as many of the trigger-action comments can be encoded as executable Java code, which would be refactored together with other code.
Code validator [42] is a program that maintains dependencies between code and comments. If code changes, code validator notifies a developer that associated comment need to change; all changes need to be performed manually by the developer. T I removes a burden from developers to manually inspect if a comment needs to be updated. Guo et al. [15] proposed comment generation technique to describe design patterns in code. The generated comments are in natural language. Phan et al. [33] proposed a technique to translate documentation from source code and vice versa.
Work on self-admitted technical debt [6, 18, 24, 34, 54] (SATD) identifies an intentional temporary fix. Unlike work on identifying SATD, T I could potentially be used to clean up the codebase when the trigger is satisfied.
Tan et al. [43] designed and developed iComment, which is the first approach for detecting comment-code inconsistencies. iComment automatically extracts implicit program rules from comments and uses those rules to detect inconsistencies. Recent work presented tComment [44] for testing javadoc comments (properties about null values and exceptions). tComment uses NLP to extract properties for a method, and then uses random test generation to test the method and check if the inferred properties hold. Zhou et al. [55] analyzed directives in API comments to detect those comments. Our work is a step towards avoiding inconsistencies between code and trigger-action comments. Code query languages. JQuery [20, 47] and CodeQuest [16] are source code querying tools; the former one uses a logic programming language, while the latter uses Datalog. Recently, Urma and Mycroft [48] proposed source-code queries with graph databases. While prior work mostly targeted program comprehension, T I targets encoding of trigger-action comments with a language embedded in Java. Another difference is that T I supports querying build configuration files. Program transformations. Actions available in T I are closely related to behavior-preserving transformations, i.e., refactorings [12, 29, 30, 45] . Most relevant work is that on scripting refactorings [21, 49, 50] , i.e., providing simple building blocks that can be composed in sophisticated transformations. One of the key differences is that T I actions may not be behavior-preserving (e.g., using new API calls or removing a statement). If actions that we discover in the future would require complex code transformations offered by existing refactoring engines, it would be interesting to explore implementing our actions with those engines (which are, unfortunately, frequently tightly integrated with IDEs). IFTTT (if-this-then-that) recipe synthesis. Researchers, including us, have studied synthesizing IFTTT recipes from natural language [7, 9, 22, 37, 52] . IFTTT recipes are short scripts of triggeraction pairs in daily life domains such as smarthome, personal wellbeing and social networking, shared by users on websites such as IFTTT.com. Frequently a recipe is accompanied by a short natural language description, for example, "turn on your porch lights when the pizza is on its way". In IFTTT recipes, triggers and actions are functions from APIs and services (e.g., Instagram). In our work, triggers and actions are drawn from unstructured TODO comments during software development. Instead of translating from natural language to an already developed target programming language, our goal is to develop the target programming language.
CONCLUSION
We presented the first approach, dubbed T I , to encode triggeraction comments as executable statements. A developer can use a subset of Java to encode triggers as query statements over abstract syntax trees (ASTs) and build specifications, and actions as transformation steps on ASTs. T I integrates into the build process and interposes between the program compilation and execution. We migrated 20 trigger-action comments from 8 large open-source projects, which inspired the design of T I language. Our evaluation shows that T I introduces negligible overhead in the build process and the number of tokens needed to encode the comments differs only slightly from the original comments written in natural language. Although T I could be improved in several ways, we believe that timely code updates enabled by T I can already have positive impact on code comprehension, maintenance, and developers' productivity.
