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Penggunaan Pengolahan Citra Digital dalam beberapa tahun ini 
mulai berkembang dengan pesat sejalan dengan berkembang dan 
memasyarakatnya teknologi komputer di berbagai bidang. Diantaranya di 
bidang kesehatan, bidang teknologi industri, pemetaan geografis dan 
bidang - bidang lainnya. 
Bidang - bidang tersebut membutuhkan berbagai macam aplikasi 
komputer, termasuk untuk pembagian suatu gambar menjadi bagian -
bagian atau sub - sub gambar atau yang dikenal dengan segmentasi, bila 
diperlukan suatu proses tertentu pada bagian gambar tersebut. 
Pada proses segmentasi secara keseluruhan citra memerlukan 
ruang memori yang besar disamping memerlukan waktu yang lama. 
Sehingga diperlukan proses bagian segmentasi yang nantinya dapat 
mempercepat proses dengan menentukan sebagian gambar yang 
dianggap penting untuk dilakukan proses tersebut. 
Input merupakan file format bitmap (*.Bmp) yang merupakan citra 
gray scale. Sehingga untuk citra berwarna harus di konversi dulu ke citra 
gray scale pada fasilitas konversi citra. 
Proses ini dilakukan untuk mendapatkan kontur citra yaitu edge 
atau perubahan gray scale pada daerah tertentu yang diangap penting, 
sehingga dapat dideteksi kontur tertutup pad a daerah tersebut. 
Dalam pemrosesan terdiri dari dua tahap penting yaitu 
pendeteksian dan penelusuran, dimana proses pendeteksian digunakan 
untuk mendapatkan kemungkinan kontur yang ada pada daerah disekitar 
seleksi pain, sedang proses penelusuran digunakan untuk mendapatkan 
kontur tertutup yang diinginkan. 
Citra yang dihasilkan merupakan bentuk poligon yang merupakan 
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· BAB I 
PENDAHULUAN 
1.1. Latar Belakang 
BASI 
PENDAHULUAN 
Penggunaan pengolahan citra digital dalam beberapa tahun ini mu-
lai berkembang dengan pesat sejalan dengan berkembang dan me-
masyarakatnya teknologi komputer di berbagai bidang. Diantaranya di 
bidang kesehatan, bidang teknologi industri, pemetaan geografis dan 
bidang - bidang lainnya. 
Bidang - bidang tersebut membutuhkan berbagai macam aplikasi 
komputer, termasuk untuk pembagian suatu gambar menjadi bagian -
bagian atau sub- sub gambar atau yang dikenal dengan segmentasi, bila 
diperlukan suatu proses tertentu pada bag ian gam bar tersebut. 
Proses segmentasi diperlukan untuk memisahkan obyek dari bidang 
latar belakangnya. Pada proses segmentasi secara keseluruhan citra, me-
merlukan ruang memori yang besar disamping memerlukan waktu yang 
lama. Sehingga diperlukan proses bagian segmentasi yang nantinya dapat 
mempercepat proses dengan menentukan sebagian gambar yang diang-




Tujuan dilaksanakannya penelitian disini adalah membuat perang-
kat lunak yang digunakan untuk mendapatkan kontur citra yaitu edge atau 
perubahan grey level yang merupakan boundary (tepi) dari suatu obyek 
pada daerah tertentu yang dianggap penting , dengan memilih daerah yang 
dimaksud dengan menggunakan mouse sebagai media pemilihnya. 
1.3. Perumusan Masalah 
Masalah yang memungkinkan untuk dipecahkan dalam penelitian ini 
adalah sebagai berikut : 
1. Dalam penggambaran kembali algoritma DP membutuhkan 
memori yang besar dan kecepatannyapun lambat. 
2. Keunikan dari penelusuran kontur yaitu membiarkan beberapa 
elemen dari satu kontur tidak mempunyai kesesuaian dengan 
kontur lain. 
3. Untuk menjamin keakuratan kontur serta tidak terputusnya kon-
tur, ukuran setiap daerah yang tidak ditelusuri diusahakan kecil 
dan bagian perpindahan frame diusahakan sedekat mungkin. 
1.4. Pembatasan Masalah 
Pada Tugas Akhir ini jenis file citra yang dapat diproses adalah citra 
dengan gray level (level keabuan) . Citra yang dikenali adalah citra dengan 
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format bitmap file (*.Bmp), mulai dari citra monochrome (1 bit) sampai den-
gan citra dengan 256 gradasi grey level ( 16 bit) . 
Untuk citra yang berwarna (bukan citra dengan level keabuan mau-
pun citra biner) dapat juga diproses, namun sebelumnya warna yang ada 
akan ditransformasikan ke dalam derajat keabuan yang terdekat dan akan 
diproses sebagai gambar dengan derajat keabuan. 
Untuk pemilihan pixel harus lebih atau sama dengan tiga, ini di-
karenakan untuk membuat garis yang tegak lurus pada waktu pendetek-
sian akan memungkinkan apabila jumlah pixel yang ada artinya titik-titik 
yang akan diakses menjadi garis minimal yang dibutuhkan adalah tiga. 
Pemilihan titik tersebut harus urut melingkar di sekitar kontur yang 
akan dideteksi dan diusahakan sedekat mungkin dengan kontur yang 
dituju. 
1.5. Metodologi 
Dalam penyusunan Tugas Akhir ini metodologi yang dipakai adalah 
sebagai berikut : 
1. Mempelajari teori - teori dan pengolahan citra digital yang 
menunjang. 
2. Mendesain antar muka yang akan menjembatani antara pemakai 
dan informasi yang disampaikan. 
3. Perancangan struktur data dan algoritma. 
BAB II 
DASAR TEORI CITRA DIGITAL 
BAB II 
DASAR TEORI CITRA DIGITAL 
Dalam bab ini akan dibahas konsep-konsep dan teori-teori dasar 
tentang pengolahan citra digital maupun yang mendukung konsep dasar 
dan teori pengolahan citra digital dalam hal ini yang mendukung atau 
berhubungan erat dengan implementasi dalam tugas akhir ini. Hal ini perlu 
diketahui terlebih dahulu sebelum membahas bab-bab selanjutnya. 
2.1. Citra Digital 
Citra digital merupakan suatu array dua dimensi atau suatu 
matrik yang elemen-elemennya menyatakan tingkat keabuan atau 
warna dari elemen - elemen gam bar tersebut. 
Ada dua jenis citra, yaitu citra hitam putih (tidak berwarna) dan 
citra berwarna. Citra tidak berwarna atau citra hitam putih adalah citra 
dimana fungsi f(x,y) merupakan derajat keabuan dari hitam ke putih. 
Variabel x menyatakan variabel kolom dan variabel y menyatakan 
variabel baris. Sebaliknya citra berwarna atau dikenal dengan citra 
multi spektral adalah citra dimana f(x,y) menyatakan warna citra dan 
. dinyatakan dalam tiga komponen warna yaitu RGBColor (Red, Green, 
Blue color) atau warna merah, hijau dan biru. 
5 
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2.1.1. Model Suatu Citra 
Image (citra) adalah sebuah fungsi intensitas cahaya dua 
dimensi f(x,y) dimana x dan y menyatakan koordinat dan nilai 
dari f pada bidang koordinat (x,y) berkaitan dengan intensitas 
atau kecerahan dari citra pada titik yang bersangkutan. Citra 
digital dapat digambarkan sebagai matrik yang posisi baris dan 
kolomnya menunjukkan sebuah titik dalam suatu citra dan nilai 
elemen matriknya menunjukkan derajat keabuan/warna titik 
yang bersangkutan. Sebuah ilustrasi dari suatu citra terlihat 
pada Gambar 2.1. 
Elemen-elemen pada suatu arary digital tersebut disebut 
image element, picture element, pixel , atau pel yang merupakan 
singkatan dari "picture element". 
Citra yang tidak berwarna atau hitam putih dikenal juga 
merupakan sebagai citra dengan derajat keabuan (citra gray 
level). Derajat keabuan yang dimiliki ini bisa beragam mulai dari 
2 derajat keabuan (yaitu 0 dan 1) yang dikenal juga sebagai citra 
monochrome, 16 derajat keabuan dan 256 derajat keabuan. 
semakian besar jumlah derajat keabuan yang dimiliki semakin 
halus citra tersebut. 
Dalam sebuah citra monochrome, sebuah pixel diwakili 
oleh 1 bit data yang berisikan data tentang derajat keabuan yang 
dimiliki pixel tersebut. Data akan berisi 1 bila pixel tersebut 
7 
berwarna putih dan data akan berisi nilai 0 bila pixel tersebut 
berwarna hitam. 
Gambar 2.1. Representasi citra digital 
Citra yang memiliki 16 derajat keabuan (mulai dari 0 yang 
mewakili warna hitam sampai dengan 15 yang mewakili warna 
putih) direpresentasikan oleh 4 bit data. Sedangkan citra dengan 
256 derajat keabuan (mulai dari 0 yang mewakili warna hitam 
sampai dengan 255 yang mewakili warna putih) 
direpresentasikan oleh 8 bit data. 
Dalam citra berwarna jumlah warna bisa beragam mulai 
dari 16, 256 , 65536 atau 16 juta warna, yang masing - masing 
direpresentasikan oleh 4, 8, 16 atau 24 bit data untuk setiap 
pixelnya. Warna yang ada terdiri dari 3 komponen utama yaitu 
nilai Merah (Red) , Hijau (Green), dan nilai Biru (Blue) . Paduan 
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ketiga komponen utama pembentuk warna ini dikenal sebagai 
RGBColor. 
2.2.2. Hubungan antar Pixel 
Hubungan antar pixel dalam sebuah citra sangat 
diperlukan karena pixel-pixel tersebut merupakan dasar utama 
dalam pengolahan citra digital. Pada bagian sebelumnya telah 
disebutkan bahwa sebuah citra akan direpresentasikan oleh 
f(x,y) . Nama dari pixel-pixel tersebut akan disimbolkan sebagai 
huruf-huruf kecil seperti p atau q. 
2.2.2.1. Pixel Tetangga 
Sebuah pixel p pada koordinat (x,y) mempunyai 
empat tetangga horisontal dan vertikal yang koordinatnya 
dapat digambarkan sebagai berikut : 
(x+1, y), (x-1 , y), (x, y+1) dan (x, y-1) (2 .1) 
Kumpulan pixel-pixel tersebut disebut empat 
tetangga dari p yang ditunjukkan oleh N4(p) . Setiap pixel 
memiliki satu satuan jarak yaitu pixel dari (x,y) . 
. . -.., -
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Selain tetangga horisontal dan vertikal , pixel p juga 
memiliki empat tetangga diagonal yang koordinatnya 
dapat digambarkan sebagai berikut : 
(x+1, y+1} , (x+1, y-1}, (x-1, y+1) dan (x-1, y-1) (2 .2) 
0 0 0 0 
p 0 p 0 
0 0 0 0 
(a) (c) 
0 0 0 0 
p 0 
p 0 
0 0 0 0 
(b) (d) 
Gambar 2.2. 
(a) Matrik dari sebuah citra . 
(b) N4(p) untuk tetangga horisontal dan vertikal. 
(c) N4(p) untuk tetangga diagonal. 
(d) N8(p) . 
Kumpulan empat tetangga horisontal dan vertikal dan 
empat tetangga diagonal p didefinisikan sebagai delapan 
tetangga dari p yang ditunjukkan oleh N8(p) . 
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2.2. Perbaikan Citra 
Tujuan akhir dari teknik enhancement (enhancement technique) 
adalah untuk memproses gambar yang diberikan sehingga 
menghasilkan gambar yang lebih sesuai dari gambar aslinya untuk 
aplikasi tertentu 1. Kata tertentu ini mempunyai arti bahwa tidak semua 
gambar apabila diproses menghasilkan gambar yang lebih sesuai 
dalam arti sesuai dengan keinginan. Kadang-kadang ada sebagian 
gambar yang apabila diproses menghasilkan output yang lebih jelek 
dari gambar aslinya. Jadi apabila gambar sudah kelihatan bagus maka 
proses ini tidak perlu dilakukan lagi. 
Teknik enhancement pada dasarnya adalah prosedur Heuristic 
(Suatu metoda pemecahan masalah dengan mengevaluasi 
pengalaman-pengalaman atau percobaan-percobaan yang pernah 
dilakukan, lalu melangkah ke suatu pemecahan dengan 
mencoba-coba2 ) yang dibuat untuk memanipulasi sebuah citra supaya 
menambah aspek psikologi dari sistem penglihatan manusia. 
Contohnya, merubah contrast streching (tingkat kekontrasan), 
merubah brighteness streching (tingkat kecerahan) adalah termasuk 
teknik enhancement karena ini dasar awalnya adalah pada aspek 
kesenangan yang akan disajikan pada yang melihatnya, sementara 
menghilangkan kekaburan dari suatu citra dengan mengaplikasikan 
Rafael Gonzales C Gonzales, "Digital Image Processing", Second Edition, 
Addison-Wesley Publishing Company, pp. 139,1987 
Ibid . hal 205 
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proses kebalikan dari penyebab terjadinya kekaburan itu termasuk 
pada permasalahan restorasi . 
Dalam proses perbaikan citra disini yang digunakan adalah 
untuk Image Smoothing (memperhalus citra) dan Image Sharpening 
(penajaman citra). 
2.2.1. Image Smoothing 
Dalam memperhalus citra disini menggunakan median 
filter . Metode ini menggunakan window 3x3 untuk menelusuri 
semua pixel dari kiri atas sebagai titik awal sampai akhir image. 
Pada dasarnya metode ini memeriksa setiap tetangga dari pixel 
yang diperiksa kemudian mengurutkan pixel-pixel tersebut (disini 
termasuk pixel yang diperiksa, sehingga ada sembilan pixel yang 
diurutkan). Dari pixel yang sudah diurutkan diambil pixel yang 
ditengah, kemudian merubah nilai warna dari pixel yang 
diperiksa menjadi warna pixel yang telah diambil (pixel yang 
ditengah) . 
2.2.2. Image Sharpening 
Dalam mempertajam citra menggunakan highpass filter". 
Metode highpass filter yang digunakan menggunakan window 
----··--- -----
4 
Ibid. hal 162 
Ibid. hal 179 
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3x3, dengan penelusuran dimulai dari kiri-atas image. Sarna 
dengan median filter Metode highpass filter akan memeriksa 
tetangga dari piksel yang diperiksa kemudian mengurutkannya, 
kemudian diambil nilai warna pixel yang berada paling akhir. 




Gambar 2 3. (a) Gambar asal/asli , (b) Gambar setelah diproses 




Thinning disini digunakan untuk proses penulangan terhadap 
hasil citra yang sudah di aplikasikan dengan thresholding. 
Pada dasarnya aplikasi algoritma penulangan merupakan 
penghapusan pixel-pixel objek secara iteratif tetapi harus ada 
batasan-batasan yang tidak boleh diabaikan5 yaitu : 
• tidak memindahkan titik ujung (end points) , 
• tidak memutuskan daerah yang terhubung (connectedness) 
• tidak menyebabkan erosi yang berlebihan pada region 
Dalam hal ini akan dikemukakan algoritma thinning yang dikemukakan 
oleh Zhang Suen6. 
p ~ ~ 9 
p p1 p4 8 
p7 p Ps 6 
Gambar 2.4. Susunan 8 tetangga 
Algoritma Zhang Suen 
Pada algoritma ini , diasumsikan titik obyek memiliki nilai 1 dan 
titik background bernilai 0. Metode ini terdiri dari perulangan dari dua 
langkah dasar yang dijalankan pada region yang akan dimanipulasi. 
-------------------· ---·-- ------------ --··--·--· --··---
5 
6 
Ibid. hal 399 
Ibid. hal 399 
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Dengan mengacu pada definisi 8-tetangga yang ditunjukkan pada 
Gambar 2.4 ., akan diutarakan aturan penghapusan pixel obyek. 
Langkah pertama (odd) untuk penandaan sebuah titik objek 
P, yang akan dihapus, jika syarat-syarat berikut dipenuhi , yaitu : 
a) 2 <= N(P,) <= 6, (2 .3) 
b) S(P,) = 1, (2.4) 
c) P2.P4.P6 = 0, (2.5) 
d) P4.P6.P8 = 0. (2.6) 
dimana : 
• N(P,) adalah banyaknya tetangga P, yang tidak bernilai 0 
yaitu N(P,) = P2 + P3 + ... + P8 +P9 , 
• S(P,) adalah banyaknya perubahan dari 0 ke 1 dengan 
urutan P 2 , P 3, . . . , P 8,P 9 serta rounding untuk 
perubahan dari P 9 ke P 2 . 
Sebagai contoh, pada gambar 2.5, N(P,) = 4 dan S(P,) = 3. 
Pada langkah kedua (even) , kondisi (a) dan (b) adalah tetap, tetapi 
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0 0 1 
1 ~ 0 
1 0 1 
Gambar 2.5. llustrasi 8 tetangga 
dari P1 yang akan di akses 
Langkah pertama dijalankan ke setiap pixel batas region 
dengan pertimbangan, jika satu atau lebih kondisi (a) hingga (d) tidak 
terpenuhi, nilai dari titik yang dievaluasi tidak berubah, tapi jika 
semua kondisi terpenuhi , titik tersebut ditandai untuk nantinya 
dihapus. Sebagai catatan, titik tersebut tidak langsung dihapus 
sampai dengan semua titik batas telah selesai diproses. Hal ini untuk 
mencegah berubahnya struktur region selama algoritma ini 
diaplikasikan. Setelah langkah satu dijalankan ke semua titik batas, 
semua titik yang telah ditandai selanjutnya dihapus (nilainya dirubah 
menjadi nilai background yaitu 0) , kemudian langkah dua dijalankan 
sama persis dengan langkah satu. Jadi, secara garis besar algoritma 
thinning Zhang Suen7 terdiri dari : 
1 Menjalankan langkah satu (odd) untuk menandai titik-titik 
batas yang akan dihapus. 
2 Menghapus semua titik yang telah ditandai langkah satu. 
Ibid. hal 400 
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3 Menjalankan langkah dua (even) untuk menandai titik-titik 
selanjutnya yang akan dihapus. 
4 Menghapus semua titik yang telah ditandai langkah dua. 
Prosedur diatas diaplikasikan secara iteratif hingga tidak ada lagi 
titik yang dapat dihapus. Pada saat algoritma ini selesai dijalankan, 
akan didapatkan kerangka dari region. 
HH H 
(a) (b) (c) 
Gambar 2.6. (a) Hasillangkah satu pada iterasi pertama algoritma Zhang 
Suen 
(b) Hasillangkah dua 
(c) Hasil akhir 
2.4. Line Handling 
Pada dasarnya line handling digunakan untuk menghilangkan 
garis-garis yang ada, sehingga tidak ada garis termasuk disini titik. Dengan 
menggunakan window 3x3 dicari jumlah tetangga. Dengan mengetahui 
apabila jumlah tetangga lebih kecil dari dua, maka pixel tersebut 
merupakah titik atau ujung dari sebuah garis. Untuk pixel yang mempunyai 
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dua tetangga , akan dicek apabila tetangga tersebut urut maka titik tersebut 
merupakan ujung dari garis. Jadi dengan menghilangkan titik dan 
ujung-ujung garis tersebut sampai tidak ditemukan ujung garis yang lain, 
secara otomatis garis-garis yang ada akan hilang. 
0 0 0 0 1 0 0 0 0 0 1 1 
0 p 0 0 p 0 0 p ·· 1 0 p 0 
0 0 0 0 1 0 0 0 0 0 0 0 
(a) (b) (c) (e) 
Gambar 2.7. (a) sebuah titik, (b) sebuah garis, (c) ujung garis 1 tetangga, (d) ujung 
garis dengan 2 tetangga 
2.5. Teori Warna 
2.5.1. Warna RGB, CMY dan Gray Level 
Model warna RGB (red, green, blue) mendiskripsikan 
warna sebagai kombinasi positif dari 3 warna yaitu : merah, hijau 
dan biru sehingga membentuk sebuah warna C dengan rumusan 
sebagi berikut : 
C = rR + gG + bB 2.9 
Jika skalar r, g, dan b kita beri harga antara 0 dan 1, maka 







Gambar 2.8. Ruang warna RGB dan CMY 
Ruang warna ini adalah dasar dari warna display monitor 
komputer. Garis sepanjang titik hitam (0,0,0) RGB hingga titik 
putih ( 1, 1,1) RGB disebut dengan tingkat keabuan a tau gray 
level. Sehingga dengan mudah kita dapatkan hubungan antara 
RGB dengan gray level: 
(a) GL <=> (a, a, a) RGB 2.10 
sementara hubungan RGB dan CMY diberikan oleh rumusan : 
(r, g, b) RGB = (1 , 1, 1)- (C, m, y) CMY 2.11 
sehingga apabila kita menurunkan nilai dari b akan 
menyebabkan warna bergeser menjadi kekuningan . 
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abu antara hitam dan putih (127,127,127). Kita membulatkan hasil 
akhir kebawah . Contoh lain misalkan menjumlahkan warna merah 
(255,0,0) dengan warna hijau (0,255,0) akan menghasilkan warna 
kuning (127, 127,0) . 
2.6. Konversi citra 
Untuk fleksibilitas perangkat lunak, disini dapat menerima input 
Bitmap file berwarna atau singkatnya citra berwarna. Sehingga 
diperlukan konversi dari citra yang berwarna ke citra gray level, baik 
itu citra biner (monochrome) yang mempunyai 2 derajat keabuan, citra 
dengan 16 derajat keabuan maupun citra dengan 256 derajat 
keabuan . 
Karena compiler yang digunakan menyediakan sampai 24 bit 
representasi warna, yaitu warna putih mempunyai nilai $00000000 
(dalam bilangan hexadecimal) naik terus (dengan bit - bit-nya sama) 
yang merepresentasikan gray level sampai warna hitam dengan nilai 
$00FFFFFF. 
2.6.1. Konveri ke 1 bit 
Dalam representasi 1 bit, warna teridiri dari warna putih dan 
hitam atau monochrome. 
Sehingga rumusan dari konversi disini dapat ditulis : 
I -----
,.-·,··-'- ., Ill! Ill K P' · '"' i.' $ : 4 ><. A. AN 
fl'>iS ,.,T ,; T Tti'.N0l0Gt 
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[ 
1 jika f(x ,y) >= 128 
f(x,y)= 2.13 
0 jika f(x,y) < 128 
dimana 0 merepresentasikan warna hitam (0 ,0,0) sedang 1 
merepresentasikan warna putih (1 , 1,1 ). 
2.6.2. Konversi ke 4 bit 
Warna merupakan gray level dengan jumlah 16 warna dari 
warna putih ke hitam. 
Rumusan dari konversi ini adalah : 
1111 jika f(x ,y) > 15*16 
1110 jika 14*16< f(x,y) <= 15*16 
0 
f(x,y) = 0 2.14 
0 
0000 jika 0*16< f(x,y) <= 1 *16 
2.6.2. Konversi ke 8 bit 
Warna merupakan gray level dengan jumlah 256 warna dari 
warna putih ke hitam. 
Rumusan untuk 8 bit gray level ini sama dengan rumus 2.14 tetapi 
jumlah kemungkinan warna gray level-nya adalah 256. 






Dalam bab ini akan dibahas konsep-konsep dan teori-teori dasar 
yang digunakan untuk proses penelusuran dan pendeteksian kontur tertu-
tup pada suatu citra. 
3.1. Pendeteksian 
Untuk mendeteksi kontur disini, pertama dipertimbangkan mem-
buat linked list1 (daftar berkait) untuk setiap harga yang dipilih pemakai 
yang mana harga tersebut tidak harus tetap. Kemudian window pem-
batas dibuat berdasarkan daftar yang berurutan dari seleksi poin yang 
dipilih user. Dianggap bahwa informasi yang disediakan oleh pemakai 
memenuhi dan sesuai dengan aturan. 
Misal pertama user I pemakai memilih harga sebagai awal pen-
deteksian, katakanlah S seleksi poin. Dari sini dianggap bahwa infor-
masi yang disediakan user mencukupi dan dapat digunakan. Misal 
diberikan tiga titik seleksi poin yang berurutan, katakanlah k, k+1 dan 
k+2, harga kontur dalam k+1 dapat ditarik garis secara kasar garis 




tegak lurus pada garis lurus yang menghubungkan k dan k+1 . Seperti 
terlihat pada Gambar 3.1. 
Gambar 3.1. Penentuan garis tegak lurus 
List yang dibuat merupakan hasil garis yang telah dibuat (ditun-
jukkan garis tebal pada Gambar 3.1 yang kearah garis lurus k dan 
k+2) yang panjangnya misal M, sehingga elemen titik yang tegak lurus 
dengan garis yang menghubungkan garis k dan k+2 merupakan him-
punan pixel yang panjang keseluruhan 2M + 1. M merupakan panjang 
garis yang menjorok ke dalam dan keluar sedang untuk tambahan 
satu pixel merupakan pixel yang dipilih oleh user. 
Kemudian untuk membuat window pembatas adalah diambil 
dari 2 list tak tentu katakanlah k dan k+1 atau listk dan listk+, . Window 
pembatas dibuat dimana kontur harus terletak2. Dari listk dan listk+, 
Davi Geiger, Alok Gupta, Luiz A Costa and John Vlontzos, " Dynamic Program-
ming for Detecting, Tracking and Matching Deformable Contours", IEEE Trans. 
On Pattern Analysis and Machine Intelligence, Vol. 17 No. 13, pp. 294, March 
1995 
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dicari nilai minimum x dan minimum y yang digunakan untuk titik sudut 
window bagian atas-kiri serta maksimum x dan maksimum y untuk titik 
sudut window bagian kanan bawah, seperti terlihat pada Gambar 3.2. 





Gambar 3.2. Pembuatan windows pembatas 
Algoritma yang di gunakan untuk mencari garis yang men-
ghubungkan antar titik (pada linked list) adalah dengan menggunakan 
algoritma DDA (Digital Differential Analizer) . Sedang untuk mendeteksi 
kontur/edge (perubahan gray level baik itu dari gray level rendah ke 
gray level tinggi maupun sebaliknya) digunakan thresolding3 algo-
ritma, berdasarkan window dari linked list yang telah dibuat dengan 
menggunakan algoritma DDA di atas. 
3 
"Digital/mage Processing", Op cit hal 354 
4 
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3.1.2. DDA (Digital Differential Analizer) 
Salah satu teknik yang digunakan untuk menyatakan garis lurus 
adalah dengan penyelesaian persamaan differential. 
Untuk semua garis berlaku : 
a tau 
dv 
-'- = constan d~ 
..'.Y Y2-Y1 
ex= X2-X1 
Sehingga dapat diperoleh hubungan : 
y i+ 1 = y i + ~y 





dimana x1, y, dan x2, y2 adalah titik akhir dari garis lurus yang diminta 
serta y1 adalah nilai awal untuk semua panjang garis yang diberikan. 
Persamaan (3.4) menunjukkan hubungan yang berulang untuk nilai 
penyelesaian y sepanjang garis yang diminta. lni digunakan untuk 
menyatakan sebuah garis, yang selanjutnya disebut sebagai digital dif-
ferential analyzer (DDAt Untuk sederhananya DDA mempunyai delta 
x (~ x) atau delta y (~y) , di mana yang terbesar dipilih sebagai unit 
raster. 
David F. Rogers, "Procedural Elements For Computer Graphics", McGraw-Hill Book 
Company, New York, pp. 30, 1985 
[ 
~ x jika 
R(x) = 
~ y j ika 
~ x> ~ y 
~ y > ~ X 
dimana R(x) menyatakan unit raster. 
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(3 .5) 
Dari hasil persamaan (3.5) kemudian dihitung nilai gradien dari 
garis, secara terpisah dengan menggunakan unit raster yang telah di-
hitung diatas. 
(3.6) 
~y = (y 2 - y 1) I R(x) (3.7) 
1 jika x > 0 
S(x) = 0 jika x = 0 (3.8) 
-1jikax<O 
x = x1 + S(~x) (3.9) 
(3 .1 0) 
dari persamaan (3.9) dan (3 .1 0) didapat harga awal x dan y yang un-
tuk selanjutnya di jadikan harga awal sebagai bilangan integer. 
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Harga x dan y kemudian di update secara terus menerus den-
gan rum us (3.11) dan (3 .12) sampai mencapai panjang sesuai dengan 
panjang unit raster yang telah dihitung. 
X= X+ L1X (3.11) 
y = y + L1y (3.12) 
Untuk lebih jelasnya diberikan contoh garis dari (0,0) sampai (5,5) 
Penghitungan harga awal : 
X1 = 0 
y1 = 0 
x2 = 5 
y2 = 5 
R(x) = 5 
L1x = 1 
L1y = 1 
X= 0.5 
y = 0.5 
Dengan proses perulangan sampai mencapai panjang unit raster R(x) 
di dapat hasil sesuai dengan Tabel 3.1. 
Hasil dari perhitungan dalam Tabel 3.1 dapat digambarkan se-
bagai terlihat dalam Gambar 3.3. 
5 
28 













untuk garis (0,0) sampai (5,5)5 

















1 2 4 
Gambar 3.3 Representasi garis dengan DDA 
di kuadran I 
Catatan bahwa titik akhir adalah keduanya yang sudah pasti 
terlihat dan bahwa titik yang dipilih adalah menempati sepanjang garis. 
Apabila iterasi dimulai dengan angka 0 bukan 1, maka titik (5,5) akan 
Ibid. hal32 
---------------------
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termasuk dalam penyelesaian. T eta pi hal ini akan tidak sesuai dengan 
hasil yang diharapkan, apabila titik yang diberikan oleh prosedur inte-
ger value (prosedur yang menghasilkan nilai bilangan bulat saja , tanpa 
memperhitungkan bilangan dibelakang koma6} adalah dikuadran Ill 
(garis yang menuju ke pojok kiri bawah). 
Untuk permasalahan ini dapat digambarkan sebagai contoh untuk 
garis dari (0 ,0) ke (-8 ,-4} . 
Penghitungan harga awal : 
X = 0 1 
y1 = 0 
x2 = -8 
y2 = -4 
R(x) = 8 
X= -1 
y = -0.5 
X= -0.5 
y = -0.5 
Dengan proses perulangan sampai mencapai panjang unit 
raster R(x) di dapat : 
Hasil dari perhitungan dalam tabel 3.2 dapat digambarkan se-
bagai terlihat dalam Gambar 3.4. 
-- ------------
Ibid. hal 32 
Table 3.2 Hasil perhitungan per-iterasi dengan DDA 
untuk garis (0,0) sampai (-8,-4)7 
lterasi Titik hasil X y 
-0.5 -0.5 
1 (-1 ,-1) 
-1 .5 -1 
2 (-2,-1) 
-2.5 -1 .5 
3 (-3,-2) 
-3 .5 -2 
4 ( -4 ,-2) 




-6.5 -3 .5 
7 (-7 ,-4) 
-7 .5 -4 
8 (-8 ,-4) 









Gambar 3.4 Representasi garis dengan DDA 










Thresholding adalah merupakan proses yang sangat penting 
dalam segmentasi gambarB. 
Gambar 3.5 menunjukkan histogram gray level yang meru-
pakan kumpulan dari warna pixel suatu gambar yang terdiri dari titik 
terang sebagai obyek gambar sedang titik gelap merupakan latar be-
lakang, obyek dan latar belakang mempunyai dua grup gray level yang 
dominan9 . Satu cara untuk memisahkan atau menandai suatu obyek 
dari latar belakangnya disebut threshold T. Kemudian untuk pixel yang 
mempunyai nilai lebih besar yaitu f(x,y) > T dimasukkan sebagai 
obyek, sedang yang lainnya dimasukkan atau dianggap sebagai latar 
belakang obyek tersebut. 
Jumlah 
T 
Gambar 3.5 Histogram 
"Digital/mage Processing", Op.cit. hal 354 
Ibid. hal 354 
Gray level 
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Pada dasarnya konsep selanjutnya, dapat di tunjukkan sebagai 
operasi tes involves fungsi T dari bentuk : 
T = T[x, y, p(x,y), f(x,y)] (3.13) 
dimana f(x,y) adalah harga gray level dari titik (x,y) dan p(x,y) 
menunujkkan beberapa nilai yang dekat dengan titik ini, sebagai con-
toh adalah harga rata-rata dari nilai tetangga dari titik tengah (x,y). 
Dari sini dapat dibuat definisi dari thresholding dari suatu gambar un-
tuk pixel (x,y) : 
g(x,y) = [ 
1 jika f(x,y) > T 
(3.14) 
0 jika f(x,y) <= T 
Jadi dari persamaan 3.14, dapat ditentukan bahwa pixel akan 
bernilai 1 apabila merupakan obyek dan akan bernilai 0 apabila meru-
pakan Jatar belakang. 
Pendekatan sederhana terkadang sangat berguna untuk seg-
mentasi gambar dalam memperoleh bagian dan penggunaan threshold 
untuk menentukan daerah atau untuk menandai boundary10 dari 
bagian gambar. 
---------------------------·------·---
10 Ibid. hal 344 
33 
Misalnya diberikan histogram gambar gray level pada Gambar 
3.6. 
Jumlah 
L...L..L.L.U...I....L..I..J....L..LL..L.I..!-L..L-L++J.--+-+-I-LI-.!...!....!-'-'-''-'-+-l...L...I....-_. Gray I eve I 
gelap terang 
Gambar 3.6. Histogram thresholding 
Dari histogram dapat dilihat bahwa bagian terbesar pixel f(x,y) 
adalah pada warna gelap, dengan selebihnya menyebar merata dalam 
porsi gray scale-nya. Histogram ini menunjukkan suatu gambar yang 
mempunyai obyek dalam gelap. Untuk menentukan boundary antara 
obyek dan latar belakangnya, histogram dibagi menjadi dua bagian 
yang berbeda, yang dipisahkan oleh threshold T, seperti ditunjukkan 
pada Gambar 3.7. 
Tujuan disini adalah untuk memilih T yang tepat, jadi dalam his-
togram Gambar 3.7 daerah yang ditandai B1 merupakan daerah yang 
dikategorikan sebagai tingkatan latar belakang sedang daerah yang 
ditandai oleh B2 dikategorikan sebagai tingkatan obyek. Kemudian 
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gambar discan, apabila ada perubahan gray level (artinya kedua pixel 
tersebut satunya menempati daerah B 1 dan yang satunya menempati 
daerah 82) dari daerah satu ke daerah lainnya, menunjukkan bahwa 
daerah tersebut merupakan boundary. Dalam mencari boundary ini, 
arahnya dibagi menjadi dua bagian ya itu arah vertikal dan horisontal, 
kemudian hasil dari keduanya di or-kan (suatu fungsi yang mempunyai 
2 input yang akan bernilai 1 apabila salah satu input-nya bernilai 1 dan 
bernilai 0 apabila keduanya bernilai 0) untuk mendapatkan nilai yang 
merupakan hasil akhir, yang nantinya digunakan untuk update pixel 





--~·~---82 __ ....,, 
T 
Gambar 3.7. Pembagian range thresholding 
terang 
Kedua proses tersebut adalah sebagai berikut : 
Proses I: 
Untuk setiap baris f(x,y) (untuk x = 0, 1, ... , N-1 ), dibuat hubungan 
garis dalam gam bar g1 (x,y) menggunakan relasi untuk y = 1, 2, ... , 
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Oleh sebab itu tingkat penguasaan dan keahlian tertentu ten-
tang struktur dasar (umum) masalah-masalah dynamic programming 
diperlukan untuk menentukan apakah suatu masalah dapat dipe-
cahkan dengan prosedur-prosedur dynamis atau tidak dan bagaimana 
hal itu dilakukan. Kemampuan ini dapat dikembangkan dengan mem-
pelajari macam-macam aplikasi-aplikasi dynamic programming seban-
yak mungkin dan krakteristik-karakteristik umum dari situasi-situasi 
terse but. 
Dynamic programming telah banyak diterapkan dalam masalah-
masalah bisnis dan industri. Seperti masalah-masalah scheduling pro-
duksi, pengendalian persediaan, analisa network, proyek-proyek 
penelitian dan pengembangan dan employement semuanya dapat 
dipecahkan dengan menggunakan dynamic programming. Masalah-
masalah ini dipecahkan dengan menggunakan prosedur-prsedur 
penyelesaian dynamic programming yang berbeda-beda tergantung 
pada sifat masalah optimisasinya. 
3.2.2. Prosedur kerja Dynamic Programming 
Pad a prinsipnya cara kerja 12 Dynamic Programming dalam pem-
bahasan ini adalah untuk menelusuri edge atau perubahan warna, se-
hingga diketahui boundary dari bidang yang ditelusuri . 
------ ------------ --------------------- - -----------
12 loannis Pitas, "Digital Image Processing Algorithms", first edition, Prentice Hall 
International (UK) Ltd, pp_ 248,1993. 
BABIV 
PERANCANGAN DAN 
PEMBUATAN PERANGKAT LUNAK 
BAB IV 
PERANCANGAN DAN PEMBUATAN 
PERANGKAT LUNAK 
Pada dasarnya perangkat lunak ini digunakan untuk mendeteksi 
kontur-kontur tertutup pada suatu citra, tetapi dengan proses perbagian 
sesuai dengan kehendak pemakai, kontur mana yang akan dideteksi. Jadi 
bukan secara keseluruhan citra yang dideteksi. Dengan memakai mouse 
sebagai media untuk memilih kontur yang mana akan di deteksi. 
4.1. Kebutuhan System 
Kebutuhan system merupaka11 suatu syarat mutlak yang harus ada, 
sehingga perangkat lunak ini dapat dijalankan dengan baik. 
4.1.1. Sistem Operasi 
Perangkat lunak ini dijalankan pada sistem operasi Windows. 
Kelebihan sistem operasi Windows ini antara lain : 
a) Kemampuan melakukan multitasking yang dapat digunakan untuk 
menjalankan lebih dari satu aplikasi secara bersamaan. 
b) Kemampuannya untuk memanfaatkan harddisk sebagai memori 
virtual sebagai tambahan memori utama (RAM) yang terbatas. 
39 
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c) Penggunaan antarmuka (interface) yang berbasiskan grafis 
(Graphical User Interface) sehingga interaksi antara komputer dan 
manusia dapat lebih menarik dan mudah dilakukan. 
d) Konsep yang digunakan adalah sudah menjadi standar sehingga 
perangkat lunak yang dibuat dibawah sistem operasi Windows akan 
lebih mudah dikembangkan seiring dengan perkembangan yang 
terjadi pada sistem operasi ini. 
4.1.2. Bahasa Pemrograman 
Perangkat lunak dibuat dengan menggunakan bahasa 
pemrograman Borland Delphi dengan prinsip Object Oriented 
Programming (OOP). Kelebihan dalam compiler Borland Delphi ini antara 
lain : 
a. Delphi adalah merupakan bahasa pemrograman Visual, yaitu teknik 
pemrograman yang berorientasi pada antarmuka aplikasi . Dengan 
demikian akan lebih memudahkan dan mempercepat pembuatan 
suatu aplikasi . 
b. Dasar bahasa pemrograman yang digunakan adalah Pascal, yang 
sudah dikenal sebagai bahasa pemrograman tingkat tinggi yang 
mudah dimengerti dan mempunyai fasilitas yang cukup lengkap. 
\ 
c. Delphi mendukung pemrograman berorientasi objek (OOP). / 
d. Mudah dalam memanfaatkan Windows API (Application 
Programming Interface) , yang digunakan sebagai interaksi antar 
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muka dengan pemakai , karena fasilitas ini sudah dihandle dalam 
class library Delphi. 
4.1.3. Kebutuhan Perangkat Keras 
Untuk perangkat kerasnya, dibutuhkan processor 486DX ke atas 
dengan math-coprosessor internal untuk penghitungan floating point. 
Penghitungan floating point dapat juga dilakukan dengan emulasi software, 
tetapi hal ini akan membutuhkan waktu yang lebih lama bila dibandingkan 
dengan pemakaian math-coprosessor. Untuk kebutuhan memori RAM 
diperlukan minimal 8 Mbytes (recommended) untuk menjalankan aplikasi 
Windows dan perangkat lunak ini . Bagaimanapun juga dengan memori 
fisik (RAM) prosesnya akan lebih cepat daripada menggunakan memori 
virtual. 
4.2. Data Flow Diagram (DFD) 
DFD merupakan rangkaian proses-proses yang ada secara 
diagram, sehingga dapat diketahui proses yang ada dengan melihat 
diagram yang digambarkan. 
DFD dari perangkat lunak yang dibuat adalah : 
pain 
Gambar 4.1. Diagram level 0 
Gambar 4.2. Diagram 0 level 1 
pain 











Gambar 4.4. Diagram 1.1 level 3 
Gambar 4.5. Diagram 1.2 level 3 








4.3. Object Oriented Design (OOD) 
000 merupakan konsep pendekatan dalam pemrograman untuk 
menganalisa system yang berorientasi pada obyek. 000 ini dibuat agar 
pembaca dapat secara gamblang melihat dan menelusuri cara kerja dari 
perangkat lunak yang dibuat. Dalam perangkat lunak ini 000 system 
dapat digambarkan pada Gambar 4.7. 
Class Main yang merupakan obyek utama merupakan obyek yang 
pertama kali dipanggil. Untuk class global merupakan identifikasi variabel 
yang digunakan sebagai proses dari class Main, sehingga memberikan 
service terhadap class Main. Class Main secara otomatis memanggil 
membernya yaitu class Child dan Topendialog. Topendialog untuk 
membuka file yang akan diproses sedang class Child digunakan sebagai 
pelaksana dalam memproses citra input. 
Class Child mempunyai member TsaveDialog dan TBitmap. 
TSavedialog digunakan untuk menyimpan file yang telah diproses sedang 
TBitamap untuk temporary citra yang diproses. Class Child juga 
mempunyai penurunan yaitu Class Property digunakan untuk menampilkan 
hasil waktu yang digunakan untuk proses, Class Editor digunakan untuk 
mengedit citra, Class Setting digunakan untuk merubah nilai threshold dan 
warna kontur, dan Class View digunakan untuk memperlihatkan setiap 
step proses dari project yang dilaksanakan. Untuk Class Dynamic 
Programming merupakan proses keseluruhan tanpa diperlihatkan setiap 
stepnya. 
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/' Main """\ /' Global ~ 1 
..... ~m TAbout TBitmap \.. ~ 
Tmemory A I" TWindow ~1 \.. _) ~ MaxX,Y 1 \. Min X,Y Open About Mem TFilter TPanel TMemoryAcces I" Tline 
,TFileName Tlabel Child ~ ~ X1, Y1 TProperty X2, Y2 




1 1 ~ 
\. TView ~ ~ /"'.. I I ~ 
I" TsaveDialoa-...., TBitmap TProperty TEditor TSetting View 
TFilter TPicture Nama TWa rna Height 
\FileName TCanvas ~ Width 
TOp A A 
I I /' 
TPicture TCanvas Class Warna 
TGraphics TPixels .J 
.....,. 
Gambar 4.7. 000 
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4.4. Desain secara Umum 
Secara umum perangkat lunak 1n1 dapat digambarkan sebagai 
berikut : 
Pertama kali akan ditampilkan sebuah windows child yang belum 
mempunyai gambar atau sebuah image kosongan yang siap dipakai untuk 
diisi melalui open file menu. File yang diijinkan dibuka merupakan format 
gambar standard windows yaitu bitmap file (*.bmp). 
File gambar kemudian ditaruh dalam temporary yang mempunyai 
tipe TBtmap, sehingga untuk interaksi selanjutnya tidak memproses bitmap 
file asal, dan ini digunakan untuk mempercepat unjuk kerja dari proses 
yang akan dijalankan. Apabila bitmap file yang dibuka tersebut bukan 
merupakan gam bar gray scale maka harus dikonversi dulu ke gambar gray 
scale, dengan menggunakan menu convertion, sesuai dengan keinginan 
kita mejnadi 1, 4 atau 8 bit. Hal ini supaya hasil yang diharapkan sesuai 
dengan keinginan. 
Dari bitmap file gray scale yang ada, apabila masih kelihatan kabur 
atau tidak sesuai dengan keinginan, maka dapat dilakukan smoothing atau 
sharpening . 
Dari sini apabila gambar sudah merupakan gam bar gray scale maka 
dapat dilakukan pendeteksian kontur-kontur tertutup yang ada pada 
gambar yang telah tersedia. Proses pertama harus mengklik menu proses 
kemudian Detection atau melalui speed button detection contour. Setelah 
menu Detection terlihat ada tanda (v) atau speed button detection contour 
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terlihat kedalam , maka kontur pada gambar s1ap dideteksi , dengan 
menggunakan mouse sebagai media pemilihnya. 
Apabila hasil yang diperoleh nantinya ingin ditampilkan terpisah 
dengan gambar yang ada sekarang (gambar yang ada di widows utama), 
maka harus memilih menu Tools lalu dipilih show process. Disini 
defaultnya adalah hasil akan ditampilkan terpisah pada form lain , sehingga 
step-stepnya dapat dilihat. 
Kontur yang dipilih harus di klik dengan mouse disekitarnya secara 
melingkar dan urut (lihat Gambar 4.8) . Apabila tidak secara melingkar dan 
urut maka kemungkinan akan menghasilkan kontur yang tidak sesuai 
keinginan atau bahkan tidak menghasilkan apa-apa atau menghasilkan 
gambar yang kosong. 
Gambar 4.8 Gambar yang sudah di pilih dengan mouse 
~ ll t 14. P ~ · • t" U S r A "'- A A fif 
INSTITUT TE:KNOLOGI 
SEII'ULUH - ~O!IUII!tE• 
Gambar 4.9. Potongan gambar dari gambar 4.8 
yang sudah diseleksi 
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Dari informasi input dari mouse ini , disimpan dalam temporary linked 
list, yaitu berupa informasi posisi titik yang dipilih. Kemudian dari sini 
diambil 3 titik yang berurutan kemudian ditarik garis yang menghubungkan 
antara titik yang pertama dan ketiga, untuk titik kedua ditarik garis yang 
tegak lurus dengan garis pertama baik itu keluar maupun ke dalam seperti 
diperlihatkan pad a potongan Gam bar 4.1 0. kemudian dilanjutkan dengan 
Gam bar 4.11 . 
'. 
Gam bar 4.10 Representasi pembuatan garis 
Gambar 4.11 merupakan satu rangkaian saja, yang dalam 
hal ini akan dilanjutkan untuk mengaplikasikan ke seluruh titik sehingga 
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titik-titik yang di pilih oleh pemakai mempunyai garis-garis yang sama 
dengan 2 titik yang direpresentasikan pada Gambar 4.11 . 
Gambar 4.11. Garis kedalam dan keluar 
Dari sini kemudian dibuat window pembatas dari garis-garis tersebut 
yang berurutan, dari dua garis tersebut di cari titik paling kiri dan paling 
atas, juga titik yang paling kanan dan paling bawah kemudian dua titik 
tersebut dijadikan sudut kiri-atas dan sudut kanan bawah dari window 
pembatas, dari titik awal sampai dengan titik akhir. Proses ini dapat dilihat 
pada Gambar 4.12 untuk satu step pencarian window pembatas dan 
Gam bar 4.13 untuk keseluruhan step. 
: . 
Gambar 4.12 Pencarian window pembatas 
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Gambar 4.13 Windows pembatas 
Dari Gambar 4.13 ini sudah siap untuk dilakukan proses 
thresholding untuk mendeteksi edge-edge dari gambar yang terseleksi . 
Hasil proses tresholding dapat dilihat pada Gam bar 4.14. 
Karena hasil thresholding ini masih merupakan gambar yang bukan 
berupa garis, maka proses yang selanjutnya dilakukan adalah proses 
thinning atau penulangan. Proses ini harus dilakukan agar supaya proses 
selanjutnya yaitu line handling dan dynamic programming dapat dilakukan. 
Hasil proses penulangan dapat dilihat pada Gambar 4.15. 
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Gambar 4.16 Hasil proses line handling 
Hasil dari line handling biasanya ada noise di luar kontur, artinya 
kontur yang ada masih ada kontur tertutup lain yang bukan kontur yang 
diinginkan, maka dengan menggunakan proses dynamic programming , 
noise-noise ini dapat dihilangkan. Sehingga didapatkan kontur tertutup 
yang diinginkan seperti pada Gambar 4.17. 
Gambar 4.17 Hasil Proses Dynamic Programming 
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4.5. Desain Modul Modul 
Perangkat lunak ini didesain terdiri dari tiga modul utama, yaitu 
operasi files, aksesoris dan proses. 
4.5.1. Operasi Files 
Operasi files merupakan modul yang digunakan sebagai sistem dari 
perangkat lunak untuk inisialisasi awal serta untuk interaksi dengan media 
penyimpanan atau Harddisk. 
4.5.1.1. lnisialisasi awal 
Modul ini disediakan untuk membaca file konfigurasi yang mana 
merupakan tempat penyimpanan harga treshold dan nilai-nilai lain secara 
permanen. Nilai-nilai ini nantinya bisa diubah secara permanen ataupun 
secara sementara lewat menu setting configuration. Apabila ingin 
permanen maka dipilih save untuk menyimpan komfigurasi secara 
permanen di media penyimpanan atau harddisk, sedang apabila ingin 
sementara maksudnya nilai ini hanya berlaku untuk sekarang, dan untuk 
selanjutnya digunakan nilai yang sudah tersimpan sebelumnya, maka 
dipilih ok, sedang ingin membatalkan pengesetan dapat di-cancel. 
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4.5.1.2. lnteraksi dengan Harddisk 
Untuk membuka bitmap file disediakan modul yang digunakan untuk 
mempermudah dalam memilih gambar yang diinginkan lewat open dialog. 
Lewat open dialog inilah kemudian gambar yang diambil ditaruh dalam 
image yang berupa Tlmage. Apabila ingin menyimpan, dapat dilakukan 
sewaktu-waktu lewat save dialog. 
4.5.2. Aksesoris 
Modul ini sebenarnya merupakan modul pelengkap yang 
kemungkinan bisa dibutuhkan atau tidak. Karena jika gambar yang akan 
diproses sudah merupakan gambar gray scale dan tidak kabur, maka 
proses disini tidak diperlukan lagi. 
Modul ini terdiri dari dua bagian yaitu proses konversi ke gray scale, 
baik dalam 1, 4 atau 8 bit warna gray scale dan perbaikan citra yang terdiri 
dari smoothing dan sharpening . 
4.5.2.1. Konversi Gray Scale 
Untuk proses ini Image yang ada akan ditampung dalam TempBmp 
yang bertype TBitmap, sehingga interaksi untuk proses ini tidak perlu 
dengan image tetapi cukup dengan TempBmp untuk mempercepat proses 
yang dilakukan. 
-------------------------
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Pada prinsipnya modul ini adalah mengambil nilai RGB dari pixel 
yang berada pada gambar dari pojok kiri atas sampai pojok kanan bawah 
kemudian mencari rata-rata dari masing-masing warna r, g dan b dari 
setiap pixel. 
4.5.2.1.1. Konversi Gray Scale 1 bit 
Algoritma untuk konversi ini : 
1 Ambil nilai RGB value, yaitu r untuk red, g untuk green dan b untuk 
blue pixel saat ini . 
2 Ambil rata-rata dari ketiga nilai r, g dan b. 
3 Hasil proses 2 dibagi dengan 255 dan dikalikan dengan $00FFFFFF 
4 Set nilai r, g dan b dengan nilai hasil proses 3. 
5 Ulangi proses 1 - 4 sampai pixel dalam image diproses semua 
4.5.2.1.2. Konversi Gray Scale 4 bit 
Algoritma untuk konversi ini : 
1 Ambil nilai RGB value, yaitu r untuk red , g untuk green dan b untuk 
blue pixel saat ini . 
2 Ambil rata-rata dari ketiga nilai r, g dan b. 
3 Hasil proses 2 dibagi dengan 16 dan dikalikan dengan 15 
4 Set nilai r, g dan b dengan nilai hasil proses 3. 
5 · Ulangi proses 1 - 4 sampai pixel dalam image diproses semua 
4.5.2.1.3. Konversi Gray Scale 8 bit 
Algoritma untuk konversi ini : 
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1 Ambil nilai RGB value, yaitu r untuk red, g untuk green dan b untuk 
blue pixel saat ini. 
2 Ambil rata-rata dari ketiga nilai r, g dan b. 
3 Set nilai r, g dan b dengan nilai hasil proses 2. 
4 Ulangi proses 1 - 3 sampai pixel dalam image diproses semua 
4.5.2.2. Perbaikan Citra 
Seperti proses konversi, untuk proses ini Image yang ada juga 
ditampung dalam TempBmp yang bertype TBitmap, sehingga interaksi 
untuk proses ini tidak perlu dengan image tetapi cukup dengan TempBmp 
untuk mempercepat proses yang dilakukan. 
Enhancement ini digunakan untuk memperbaiki gambar yang akan 
diproses sehingga output yang dihasilkan sesuai dengan keinginan. 
4.5.2.2.1. Smoothing 
Smoothing ini dilakukan terhadap data yang terdegradasi atau 
gam bar yang kabur, untuk gam bar yang sudah bagus tidak perlu dilakukan 
smoothing , ini dikarenakan apabila masih dilakukan, gambar dimungkinkan 
justru akan terlihat lebih jelek dari aslinya. 
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Proses smoothing diawali dari baris kedua dan kolom kedua yang 
bergerak terus sampai tinggi gambar-1 dan panjang gambar-1 artinya 
sampai baris kedua terakhir dan kolom kedua terakhir. 
Struktur data yang digunakan : 






I* Type data yang Jigunakan untuk menandai pixel yang telah diakses *;' 
TListFnhancmenet = 1\ Us/Enhancement; 
UstEnhancement = Record 
end; 
Item : TPixel; 
c : byte; 
next: TListEnhancement; 
I* Menampung pixel yang sedang diakses dan delapan tetangga *. 
TFnhancement = Arrayf/ .. 9} oJRyte; 
I* Menampung delapan tetangga *~ 
7N8 = Arrayfl .. 8} ofRyte; 
Algoritma Smoothing : 
1 Ambil warna pixel yang diakses 
2 lnisialisasi delapan tetangga 
3 Urutkan warna pixel yang diakses dan delapan tetangga yang 
dimiliki 
4 Ambil nilai tengah 
5 Update nilai pixel dengan hasil proses 4 
6 Ulangi proses 1-5 sampai gambar diproses semua. 
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4.5.2.2.2. Sharpening 
Proses sharpening dilakukan apabila gambar ada informasi yang 
terputus baik itu titik maupun garis, sehingga dapat tersambung kembali , di 
samping untuk mempertajam gambar. 
Seperti proses smoothing, proses sharpening diawali dari baris 
kedua dan kolom kedua yang bergerak terus sampai tinggi gambar-1 dan 
panjang gambar-1 artinya sampai baris kedua terakhir dan kolom kedua 
terakhir. 
Struktur data yang digunakan : 
I* Type data yang digunakan untuk menandai pixel yang telah diakses */ 
TListEnhancmenet = 1\ ListEnhancement; 
ListEnhancement = Record 
end; 
item : TPixel; 
c :byte; 
next: TListEnhancement; 
I* Menampung pixel yang sedang diakses dan delapan tetangga *I 
TEnhancement = Array[/ .. 9] of Byte; 
I* Menampung delapan tetangga */ 
TN8 = Array[/ .. 8} of Byte; 
Algoritma Sharpening : 
1 Ambil warna pixel yang diakses 
2 lnisialisasi delapan tetangga 
3 Urutkan warna pixel yang diakses dan delapan tetangga yang 
dimiliki 
4 Ambil nilai teakhir 
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5 Update nilai pixel dengan hasil proses 4 
6 Ulangi proses 1-5 sampai gambar diproses semua. 
4.5.3. Proses 
Modul ini merupakan proses utama dari perangkat lunak ini . Disini 
citra yang sudah siap untuk diproses harus dipilih mana yang akan 
dideteksi konturnya. 
Proses disini terbagi menjadi dua modul utama yaitu modul 
pendeteksian dan modul penelusuran. 
4.5.3.1. Pendeteksian 
Dalam pendeteksian kontur disini terdiri dari beberapa proses yang 
berurutan : 
1. Pencarian garis yang melewati pixel terpilih 
2. Pencarian windows pembatas 
3. Thresholding 
4.5.3.1.1. Pencarian garis 
Dari titik-titik yang dipilih dibuat garis yang tegak lurus terhadap 
garis yang menghubungkan dua titik terpilih yang berada disamping 
masing- masing pixel. 
Struktur data yang digunakan : 
M I 0; * panjang gar is kedalam a/au keluar * 
* (vpe datazmtuk menampzmg titik seleksi poin sec·ara rounding * 
TUstPixel = 1\UstPixe/; 





/ * Menandai banyaknya baris ke dalam dan ke luar */ 
TUne Array[J .. NPixe/Line} ofTPixel; 
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1* T;,pe data untuk menampung garis ke dalam dan keluar secara 
rounding* 
TListLine = ~''ListLine; 
ListLine = Record 
End; 
Item : TLine; 
next, 
prev: TListLine; 
Algoritma pembuatan garis : 
1 Hitung pendekatan panjang baris 
2 Hitung panjang delta x dan delta y menjadi satu unit raster 
3 Hitung gradien garis yang tegak lurus terhadap gradien yang 
dihitung 
4 lnisialisasi titik awal, menghitung harga x dan y dengan 
menambahkan 0.5 dikalikan fungsi tanda (fungsi yang 
menghasilkan nilai -1 jika input <0, 0 jika input = 0 dan 1 jika input > 
0). 
5 Tambahkan hasil proses 4 dengan delta x dan delta y. 
6 Ambil bilangan bulat dari hasil proses 5. 
7 Ulangi proses 5-6 sampai M kali. 
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8 Lakukan proses 4. 
9 Kurangi hasil proses 4 dengan delta x dan delta y. 
1 0 Ambil bilangan bulat dari hasil proses 5. 
11 Ulangi proses 9-10 sampai M kali . 
4.5.3.1.2. Pencarian windows pembatas 
Dari garis-garis yang sudah dicari, diambil dua garis yang 
berdampingan atau berurutan, kemudian dicari nilai x maksimum dan y 
maksimum serta x minimum dan y minimum. Dari sini dibuat windows 
pembatas dengan koordinat pojok kiri-atas adalah ( xminimum• y minimum ) dan 
pojok kanan bawah adalah ( xmaksimum• Ymaksimum ). 
Struktur data yang digunakan : 







Item : TUne; 
next, 
prev : TListLine; 
* l}pe data untuk menampung window pembatas secara rounding * 
lUstWindow = "Us/Window; 
Ust Window = Record 
Ma.x: lPixe/; 
Min : Tpixe/; 
next, 
prev : ?'List Window; 
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Algoritma pembuatan windows pembatas : 
1 Ambil nilai list dua garis yang berurutan 
2 Hitung koordinat x dan y maksimum serta x dan y minimum 
3 Buat window pembatas dari · hasil koordinat maksimum dan 
minimum 
4 Ulangi proses 1-3 sampai garis-garis terproses semua 
4.5.3.1.3. Thresholding 
Proses thresholding merupakan proses terakhir dari pendeteksian 
sebelum ditelusuri kontur yang ditemukan. 
Proses ini dilakukan terhadap semua windows pembatas yang 
ditemukan dari pojok kiri-atas sampai pojok kanan bawah. 
Struktur data yang digunakan : 
1 * Type data untuk menampung garis ke dalam dan keluar secara 
rounding* 
TListPixel = 1\UstPixel; 
ListPixel = Record 
end; 
item : TPixel; 
next, 
prev: TListPixel; 
* T;,pe data untuk menampung window pembatas secara rounding * 
iiistWindow = 1\ListWindow; 
Us! Window = Record 
End; 
Mcu:: ]'Pixel; 
Min : ?'pixel; 
next, 
prev: TListWindow; 
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Algoritma thresholding : 
1 Ambil nilai list window pembatas 
2 lnisialisasi pixel dari kolom dan baris kedua 
3 Ambil nilai gray level dari tetangga atasnya 
4 Tandai pixel sekarang jika pixel sekarang dan hasil proses 3 
masing-masing masuk dalam range thresholding 
5 Ambil nilai gray level dari tetangga kirinya 
6 T andai pixel sekarang jika pixel sekarang dan hasil proses 5 
masing-masing masuk dalam range thresholding 
7 Hasil 4 dan 6 di or-kan 
8 Ulangi proses 4-7 sampai pixel dalam window pembatas diproses 
semua. 
9 Ulangi proses 1-8 sampai window pembatas terproses semua 
4.5.3.2. Penelusuran 
Proses penelusuran digunakan untuk optimasi terhadap kontur yang 
ditemukan, sehingga sesuai dengan keinginan. 
Modul ini terbagi dalam tiga proses yang berurutan yang tidak boleh 
dipisahkan, karena merupakan proses awal sangat mempengaruhi 
terhadap proses-proses selanjutnya. 
Ketiga proses tersebut adalah : 
1. Thinning atau penulangan 
2. Line Handling 
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3. Dynamic Programming 
4.5.3.2.1. Thinning 
Proses ini digunakan untuk mempersempit pixel apabila ada garis 
yang tebalnya melebihi satu pixel. 
Seperti proses-proses sebelumnya proses ini diawali dari kiri atas 
gambar sampai kanan bawah. 
Strukur data yang digunakan : 
TListPixel = 1\ListPixel; 
ListPixel = Record 
item : TPixel; 
next, 
prev : TListPixel; 
end; 
TListEnhancement = 1\ListEnhancement; 
Lis/Enhancement = Record 
end; 
Item : !'Pixel; 
c :byte; 
next : TListEnhancement; 
, * Type data untuk menandai pixel yang kena sayrat penulangan * 
!'Thinning 1\ListThinning; 
List Thinning Record 
Item : !'Pixel; 
Next : TThinning; 
end; 
!'Enhancement = Array[/ .. 9} of Byte; 
TN8 = Array[/ .. 8} of Byte; 
Algoritma Thinning : 
1 lnisialisasi Np8 (8 tetangga) yaitu benilai 1 jika ada pixel dan 0 jika 
tidak ada pixel 
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2 Hitung jumlah tetangga (N) 
3 Hitung jumlah edge/perubahan Np8 dari 0 ke 1 (S) 
4 Cek apakah N bernilai antara 2 sampai 6 
5 Bila proses 4 bernilai true (memenuhi), maka cek apakah S = 1, jika 
tidak lakukan proses 8 
6 Bila proses 5 bernilai true, maka cek apakah N[2]*N[4]*N[6] = 0 dan 
N[4]*N[6]*N[8] = 0, jika tidak lakukan proses 8 
7 Bila proses 6 bernilai true maka tandai pixel sekarang 
8 Ulangi proses 1-7 hingga gambar diproses semua 
9 Hapus pixel yang ditandai 
1 0 Lakukan proses 1-5 
11 Bila proses 5 bernilai true, maka cek apakah N[2]*N[4]*N[8] = 0 dan 
N[2]*N[6]*N[8] = 0, jika tidak lakukan proses 12 
12 Ulangi proses 10-11 hingga gambar diproses semua 
13 Hapus pixel yang ditandai 
14 U langi proses 1-13 sampai tidak ada pixel yang ditandai 
4.5.3.2.2. Line Handling 
Proses ini digunakan untuk menghilangkan garis-garis yang tidak 
membentuk poligon. 
Struktur data yang digunakan : 
JVst F ixel = 1''List Pixel; 
UstPixel = Record 
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yang terdapat pada titik itnitial awal tersebut dan proses ini akan berakhir 
bila sampai pada titik awal semula. 
Struktur data yang digunakan : 
TUstPixel = "ListPixel; 
UstPixe! = Record 
item : TPixel; 
next, 
prev : TListPixel; 
end; 
1* Type Data yang digunakan untuk menampung hasil dari DP, atau 




Algoritma dynamic programming : 
1 lnisialisasi titik awal 
Item : TPixel; 
cost: word; 
next: TDP; 
2 lnisialisasi Np8 (8 tetangga) yaitu benilai 1 jika ada pixel dan 0 jika 
tidak ada pixel 
3 Hitung jumlah tetangga (N) 
4 Jika N < 2 maka tandai 
5 Jika N = 2 maka cek apakah urut, jika urut maka tandai pixel 
6 Jika N > 2 maka push kedalam stack pixel yang sedang diakses 
7 Ulangi proses 2-6 sampai berada pada titik awal atau N = 0 
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8 Ulangi proses 2-7 sampai titik akhir (yaitu juga titik awal) sudah di 
proses dan N = 0. 
Prosedur Dynamic programming : 
Procedure DP; 
var i, N, j: byte; 
begin 
selesai, ada_ cabang: boolean; 
X. Y, Xo, Yo, XI, YI :word; 
Head, head2, tempi : TDP; 
N8: TN8; 
Stack_cabang, Head_cabang, temp2: Tnode; 
node: byte; 
nodeawal, nodeakhir : ListNode; 
pointr :pointer; 
last _pixel: TPixel; 
namanya : string; 
, * Citra yang akan diproses ditampung dalam Temp_ Bmp *i 
Temp _Bmp := TBitmap.create; 
Temp_ Bmp.assign(Bmp); 
i := 0; 




Xo := Pixellnit{i}.x- CoordMin.x; 
Yo: = Pixellnit[i}.y- CoordMin.y; 
ifTemp_Bmp.canvas.pixels[Xo,Yo} = ClBlack then 
selesai := true; 
until (i > NPixelLine) or selesai; 
{ jika ada maka lakukan proses} 
ifselesai then 
begin 
head: = nil; 
x := Xo; 
Y: = Ya; 
{ Masukkan titik perlama untuk ditelusuri selanjutnya} 
AddListContour(Head, x, y, I); 
Cari tetangga(.r. y, Nt\); 
l'emp _Rmp.Canvas.J>ixelsfx,yj :c= clwhite; 
FindUirect irmA ndMove(r,y, N8): 
AddUstContour(HeaJ, x, y, 2); 
{ cari arah conour ke 2} 
Temp_Rrnp.Canvas.J>ixels[x,y} := clwhite; 
Stack_ cahang : = nil; 
/ * Jnisialisasi percabangan */ 
Head_cahang := nil; 







I* Ada cabang ditandai dengan jumlah tetangga harus 
lebih dari satu dan tidak boleh urut *1 
Cari_tetangga(x, y, N8); 
N := 0; 
for j : = I to 8 do 
N := N + N8[;]: 
if (N > 1) and not urut(N8) then 
begin 
ada_cabang := true; 
I* Tandai cabang pertama *~ 





Pushcabang(stack _ cabang,x,y,node); 
Addcabang(head _ cabang, x, y, node); 
if node= 1 then 
I* .Jika cabang tidak ada dalam stack, maka 
masukkan sebagai node baru * 




{push stack cabang} 
Pushcabang(stack _ cabang, x,y, node); 
{ catat cabang} 





I* .lika ada dim stack maka lwpus node tersehut * 
H a pus( 'ahang(st ack __ cahang.x,y.node): 
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* .lika tidak ada tetangga, cek apakah masih ada cahang 
dalam stack, ;ika ada maka di pop, jika tidak ada maka 
proses selesai * 
if N = 0 then 
begin 
if stack_ cabang < > nil then 
begin 
PopCabang('>lack _ cabang,x,y,node); 




selesai := true; 
I* Tandai pixel yang Ielah diproses */ 
Temp _Bmp.Canvas.Pixe!s[x,y} := c!white; 
FindDirect ionAndMove('C,y,N8); 
I* Masukkan da!am list kontur * 
AddListContour(Head, x, y, i); 
until se/esai or ((not ada_cabang) and ((.'C =xo) and (y =Yo))); 
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Pada bab ini akan diperlihatkan beberapa hasil atau output mulai 
dari input (citra asli) sampai dengan output (citra hasil pemrosesan) dari 
program untuk dianalisa. 
Untuk kecepatan serta akurasi program dalam mencari kontur yang 
diharapkan merupakan tujuan utama. Sehingga disini analisa akan ditinjau 
dari segi kecepatan dan akurasi program serta tambahan satu yaitu 
apabila tidak ada output artinya kontur yang diharapkan tidak terdeteksi . 
5.1. Analisa kecepatan 
Kecepatan proses yang maksimum merupakan hasil yang 
diharapkan, sehingga untuk menganalisa kontur tersebut tidak diperlukan 
waktu yang lama. 
Kecepatan program sangat dipengaruhi oleh besarnya kontur yang 
dideteksi. Semakin besar kontur yang dideteksi maka kecepatan proses 
akan semakin lambat. Kemungkinan ini disebabkan pixel-pixel yang 
diakses banyak, sehingga waktu proses semakin lama. 
Kecepatan proses juga dipengaruhi oleh banyaknya noise-noise 
yang ada di sekitar kontur yang dituju . Semakin banyak noise maka waktu 
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proses semakin lama, termasuk juga adanya garis yang tidak terhubung, 
hal ini akan memperlambat proses karena harus menghandle dulu garis 
tersebut hingga tidak ada garis yang tidak terhubung (dalam arti sebuah 
poligon) . 
Banyaknya titik yang dipilih user juga mempengaruhi kecepatan 
proses, semakin banyak jumlah titik yang dipilih user maka proses akan 
semakin cepat. Hal ini disebabkan semakin akuratnya window pencari, 
sehingga semakin sedikit pixel-pixel yang diproses. 
5.2. Akurasi Kontur 
Setiap hasil yang ditemukan akan diaplikasikan kedalam citra asli, 
sehingga dapat diketahui akurasi dari kontur yang terdeteksi. 
Akurasi program sangat dipengaruhi terhadap noise-noise yang ada 
serta penentuan threshold. Noise yang terlalu banyak menyebabkan 
penelusuran yang semakin mengembang, hal ini menyebabkan 
ditemukannya kontur lain yang bukan kontur tujuan terdeteksi sebagai 
kontur tertutup, dan ini menyebabkan kontur tujuan bisa tidak terdeteksi, 
karena proses dynamic programming tidak bisa inisialisasi terhadap titik 
awal. I 
Noise yang terlalu banyak bisa disebabkan oleh pemilihan threshold 
yang kurang benar, sehingga yang seharusnya bukan obyek menjadi suatu 
obyek. Pemilihan threshold yang benar akan sangat membantu dalam 
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memperoleh hasil yang maksimum, sehingga kontur yang dihasilkan 
sesuai dengan keinginan. 
Jumlah titik seleksi poin juga bisa menyebabkan keakuratan output 
yang dihasilkan. Semakin banyak titik yang dipilih maka akan semakin 
akurat, hal ini disebabkan semakin banyak titik yang dipilih oleh user, 
maka window pencari akan semakin akurat, maksudnya window pencari 
selalu dekat dengan kontur tujuan. 
5.3. Hasil yang tidak Terdeteksi 
Untuk hasil yang tidak terdeteksi biasanya program tidak bisa 
menginitialisasi titik awal, sehingga tidak bisa ditelusuri kontur yang 
diharapkan artinya proses tidak bisa menjalankan proses dynamics 
programming apabila tidak ada titik awalnya. 
Hal ini bisa disebabkan terlalu banyaknya noise dan kurang benar 
dalam memberikan nilai threshold. Untuk penjelasannya hampir sama 
dengan penjelasan dalam analisa kecepatan dan keakuratan proses dalam 
mencari kontur tujuan. 
Hasil ini akan ditandai dengan munculnya pesan bahwa program 
tidak bisa initialisasi terhadap titik awal. 
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5.4. Analisa Citra Sampel 
Dalam menganalisa citra sampel , yang digunakan untuk 
menjalankan perangkat lunak ini adalah processor 486 DX2 66 Mhz 
dengan memori fisik (RAM) 8 Mb. 
Disini citra sampel akan dianalisa kecepatan dan keakuratannya, 
dengan mencoba mengganti jumlah titik yang dipilih serta nilai threshold 
jika memungkinkan. 
5.4.1. Citra sam pel CT .bmp 
Gambar 5.1. CT.Bmp 
Gambar 5.1 akan diproses dua kali yaitu mendeteksi kontur yang 
sudah ditandai dengan kotak putih dan ada tulisan proses 1 dan proses 2. 
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Untuk proses 1 : 
Histog1am • 
50 100 150 200 25( 
IL::::::: : : :!.i:~::::::: :: ::::JI :·=nng~i Skala: ' 1 : 3-
Gambar 5.2. Histogram untuk proses 1 
Data-data yang disediakan : 
Jumlah seleksi poin : 4 
Nilai threshold : 150 
Waktu proses : 3 detik, 986 mili detik 
J 
A ,..,. 
(a) (b) (c) (d) 
Gambar 5.3 (a) Hasil thresholding . (b) Hasil thinning . (c) Hasil line 
Handle. (d) Hasil DP 
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Gambar 5.5. Hasil proses 2 
Data-data kedua yang disediakan : 
Jumlah seleksi poin : 7 
Nilai threshold : 160 
Waktu proses : 2 detik, 872 mili detik 
Gambar 5.6. Hasil proses keseluruhan gambar 5.1 
Gambar 5.6 adalah merupakan hasil keseluruhan dari proses 1 dan 
2 setelah daplikaikan ke dalam gambar asal. 
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5.4.2. Citra Sampel Brain.Bmp 
Gambar 5.7. Brain.bmp 
Untuk proses 1 : 
Histogram • 
200 
50 100 150 200 25( 
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Gambar 5.8. Histogram proses 1 
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Data-data yang disediakan : 
Jumlah seleksi poin : 5 
Threshold : 70 
Waktu proses : 3 detik, 150 mili detik 
,(? . /J /J ~/J (f 
.if (f 
lJ 
~ a~ • 
Gambar 5.9. Hasil proses 1 
Data-data kedua yang disediakan : 
Jumlah seleksi poin : 8 
Threshold :70 
Waktu proses : 3 detik, 996 mili detik 
Untuk proses 2 : 
Data-data yang disediakan : 
Jumlah seleksi poin : 5 
Threshold :60 





50 100 150 200 25( 
I c:: :::~ : :;QI::::::::::-! 1 Tinggi Skat~ ~ 1 : 1 
Gambar 5.1 0. Histogram proses 2 
Data-data yang disediakan : 
Jumlah seleksi pain : 9 
Threshold : 60 
Waktu proses : 3 detik, 542 mili detik 
Gambar 5.11 . Hasil proses 2 
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Gambar 5.12. Hasil keseluruhan Gambar 5.7 
5.4.3. Citra Sampel BrainHsD.Bmp 
Gambar 5.13. BrainHsD.bmp 
----------------·. ··-r- .,_...--
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50 100 150 200 25( 
Gambar 5.14. Histogram proses 1 
Data-data yang disediakan : 
Jumlah seleksi pain : 7 
Threshold : 70 
Waktu proses : 20 detik, 892 mili detik 
s 
Gambar 5.15. Hasil proses 1 
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Data-data kedua yang disediakan : 
Jumlah seleksi poin : 15 
Threshold : 70 
Waktu proses : 18 detik, 496 mili detik 
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Gambar 5.16. Histogram proses 2 
Data-data yang disediakan : 
Jumlah seleksi poin : 4 
Threshold : 70 
Waktu proses : 7 detik, 602 mili detik 
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Data-data kedua yang disediakan : 
Jumlah seleksi poin : 8 
Threshold : 70 
Waktu proses : 7 detik, 176 mili detik 
Gambar 5.17. Hasil proses 2 
Gambar 5.18. Hasil keseluruhan BrainHsD.bmp 
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Gambar 5.21. Hasil proses 1 
Data-data yang disediakan : 
Jumlah seleksi poin : 4 
Threshold : 200 
Waktu proses : 16 detik, 732 mili detik 
Data-data kedua yang disediakan : 
Jumlah seleksi poin : 1 0 
Threshold : 200 
Waktu proses : 9 detik, 890 mili detik 
Data-data ketiga yang disediakan : 
Jumlah seleksi poin : 4 
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Threshold : 210 
Waktu proses : 11 detik, 842 mili detik 
Data-data keempat yang disediakan : 
Jumlah seleksi pain : 1 0 
Threshold : 210 
Waktu proses : 11 detik, 502 mili detik 
Untuk proses 2 : 
Histogram m 
50 100 150 200 25( 
:Tinggi Skala 1l : 4 
Gambar 5.22. Histogram proses 2 
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Data-data yang disediakan : 
Jumlah seleksi poin : 5 
Threshold : 50 
Waktu proses : 4 detik, 166 mili detik 
0 0 ; ( ~·-~ ~ 
Gambar 5.23. Hasil proses 2 
Data-data kedua yang disediakan : 
Jumlah seleksi poin : 10 
Threshold : 50 
Waktu proses : 4 detik, 42 mili detik 
Untuk proses 3 : 
Data-data yang disediakan : 
Jumlah seleksi poin : 7 
Threshold : 50 
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Gambar 5.24. Histogram proses 3 
( 
Gambar 5.25. Hasi l proses 3 
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