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Abstrakt 
Práce popisuje návrh a vývoj softwarového produktu sloužícího pro plně automatickou výměnu 
a synchronizaci dat mezi podnikovým informačním systémem (ERP systémem) a webovým 
systémem (internetovým obchodem). Důvodem pro tvorbu takového systému je snaha minimalizovat 
práci vykonávanou člověkem při manipulaci s daty v obou těchto systémech. Použitím tohoto 
mechanismu je také zajištěna integrita dat a neméně důležitým faktorem je velká úspora času. Změní-
li se data v jednom ze systémů, jsou tyto změny detekovány a synchronizovány s daty druhého 
systému, čímž je neustále zajišťována jejich aktuálnost. 
 
Abstract 
The paper describes a layout and a development of the software product used for fully automatic data 
exchange and synchronization between a business information system (ERP system) and a web 
system (an e-shop). The reason for designing such a system is an effort to minimize human work 
performed when handling the data in both systems. The data integrity in both systems is established 
due to this mechanism and a significant time saving is likewise a key factor. If the data are changed in 
one system, the changes are detected and synchronized with the data from the other system which 
constantly ensures up to date data. 
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1 Úvod 
Tato práce si klade za cíl navrhnout a implementovat systém, který bude přenášet a synchronizovat 
data mezi webovým systémem a ERP systémem. Zadání práce bylo vytvořeno externí firmou GEDIP, 
spol. s r.o., která podniká mimo jiné i v oblasti tvorby internetových obchodů. V rámci zkvalitnění 
služeb pro zákazníky je zde tedy žádoucí vytvořit systém, který bude plně automatiky synchronizovat 
data mezi podnikovým informačním systémem zákazníka a internetovým obchodem od této 
společnosti.  
 Kapitola 2 s názvem Pojmy ERP systém a webový systém slouží pro vymezení základních 
pojmů používaných v této práci. Čtenář je seznámen s významem zkratky ERP systém a nechybí 
upřesnění pojmu webový systém. Následující kapitola 3 Elektronická výměna dat obsahuje teoretické 
pozadí problematiky elektronické výměny dat. Na mechanismus je nahlíženo jak z historického 
hlediska, tak z pohledu současnosti. Část této kapitoly je také věnována formátu XML a jeho využití 
při komunikaci systémů. Následuje kapitola 4 Analýza komunikace systémů, ve které jsou obsaženy 
požadavky na chování a vlastnosti výsledného systému. Kapitola obsahuje také vysvětlení pojmu 
rozdílování dat, který je v této práci hojně využíván. Kapitola 5 s názvem Pohoda popisuje 
ekonomický a informační systém Pohoda, který je pro tuto práci vybrán jako referenční ERP systém. 
Je zde naznačen způsob komunikace prostřednictvím XML souborů, a také stručný popis základních 
součástí systému, které jsou pro synchronizaci dat s internetovým obchodem důležité. Následující 
část práce je již zaměřena na samotný vývoj programu. Kapitola 6 Návrh aplikace popisuje, jakým 
způsobem jsou navrženy jednotlivé součásti systému. Řeč je o návrhu tříd programu, dále pak návrhu 
relační databáze, kterou bude část programu využívat, a také je zde popsán návrh komunikačního 
rozhraní internetového obchodu. Následující kapitola 7 s názvem Implementace popisuje postup při 
implementaci jednotlivých součástí systému. Je zde obsažen popis funkčnosti základních tříd 
programu a způsob využívání uložených procedur pro práci s databází. Návod na spuštění systému je 
obsažen v kapitole 8 s názvem Instalace a zprovoznění aplikace. Předposlední sekcí je kapitola 9 
Konfigurace a ovládání programu. Je zde vysvětleno jakým způsobem je nutné program nastavit, aby 
byl zaručen správný běh celého systému. Kapitola shrnující poznatky a výsledky celé práce je 
pojmenována tradičním názvem 10 Závěr.  
 Nutno podotknout, že tato práce navazuje na semestrální projekt stejného autora a části textu 
jsou z této práce převzaty. Jedná se především o teoretické pozadí celé problematiky (kapitoly 2, 3, 4 
a část kapitoly 6). Ostatní části této práce včetně zdrojových kódů programu na přiloženém CD/DVD 
jsou již originální, popřípadě citované ze zdrojů uvedených v kapitole s názvem Literatura.    
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2 Pojmy ERP systém a webový systém 
Již samotný název diplomové práce obsahuje pojmy ERP systém a webový systém. Pro správné 
pochopení celé problematiky je tedy nezbytné se s významem obou těchto termínů seznámit. 
Následující dvě kapitoly podrobněji vysvětlují a definují tyto stěžejní pojmy.  
2.1 Definice ERP systému 
Na rozdíl od klasické definice, jakou známe například z matematiky nebo teoretické informatiky, 
která jednoznačně určuje význam daného pojmu, je definice ERP systému poněkud obtížnější. 
Zkrátka není snadné jednoznačně určit co přesně ERP systém je, či k čemu přesně má sloužit. Každý 
tvůrce takového systému si jej může přizpůsobit vlastním představám a na druhé straně také uživatel 
může ERP systém využívat podle svých potřeb. Nicméně jisté definice, shrnující hlavní rysy ERP 
systému existují, proto jsou zde uvedeny: 
Zdroj [1] uvádí následující: „ERP je možné definovat jako informační systémy, pomocí kterých 
jsme schopni řešit plánování a řízení všech klíčových podnikových procesů, a to na všech úrovních 
podnikové architektury. ERP systémy jsou určeny také k tomu, aby v těchto klíčových procesech 
podniku zvýšily efektivitu. Mezi klíčové procesy můžeme zahrnout např.: logistiku, výrobu, zakázkové 
zpracování, finanční analýzy spolu s ekonomikou.“ 
Otevřená encyklopedie [2] tvrdí toto: „Enterprise Resource Planning (ERP) je informační 
systém, který integruje a automatizuje velké množství procesů souvisejících s produkčními činnostmi 
podniku. Typicky se jedná o výrobu, logistiku, distribuci, správu majetku, prodej, fakturaci, a 
účetnictví.“.  
Samozřejmě je možné uvést i další definice, ale pro potřeby této práce jsou tyto dvě plně 
dostačující. V následujícím textu bude tedy používána pouze zkratka ERP (z anglického Enterprise 
Resource Planning) a jedná se o podnikový informační systém, který umožňuje spravovat, popřípadě 
automatizovat jisté podnikové procesy.  
2.2 Definice webového systému – internetového 
obchodu 
Zjednodušeně řečeno (viz kapitola Úvod) tato práce si klade za cíl propojit ERP s internetovým 
obchodem. Není tedy třeba zde rozebírat obecné možnosti webových systémů jako takových, ale 
spíše se zaměřit na jejich část a to právě internetové obchody. Podle článku [3] již více než 90% 
českých uživatelů internetu nakoupilo spotřební zboží nebo počítačové příslušenství prostřednictvím 
internetu. Je tedy zřejmé, že drtivá většina čtenářů této práce zná význam pojmu internetový obchod 
nebo také zkráceně e-shop. Proto postačí jednoduchá definice, například z Wikipedie [4]: 
„Internetový obchod (nazývaný také jako e-shop) je počítačová aplikace používaná na B2B 
(business-to-business, česky "obchodník k obchodníkovi") nebo B2C (business-to-consumer, česky 
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"obchodník k zákazníkovi") komerci v prostředí internetu (jedná se o podmnožinu E-commerce, 
prodávající fyzické zboží, v menší míře služby).“ 
Slov označujících tento pojem je mnoho, například e-obchod, objednávkový systém, 
elektronický obchod, e-shop, nicméně v celé práci se budeme držet termínu internetový obchod.  
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3 Elektronická výměna dat 
Jednou z nejzávažnějších problematik při spojování ERP systému s internetovým obchodem je 
způsob přenosu dat mezi nimi. V následujících kapitolách jsou tyto mechanismy popsány. Nejprve 
obecné seznámení s elektronickou výměnou dat (EDI), poté troška teorie zabývající se převážně 
jazykem XML a nakonec soupis poznatků z oblasti komunikace ERP systémů s jinými subjekty 
(systémy).   
3.1 Obecné základy EDI 
Na rozdíl od pojmů definovaných výše je EDI (z anglického Electronic Data Interchange – 
elektronická výměna dat) pojmem méně známým. Definici můžeme použit například ze zdroje [5], ze 
kterého pochází také množství informací obsažených v této kapitole: 
„EDI – tedy elektronická výměna dat (z anglického Electronic Data Interchange) - je moderní 
způsob komunikace mezi dvěma nezávislými subjekty, při které dochází k výměně standardních 
strukturovaných obchodních a jiných dokumentů elektronickou formou.“  
Nevím, do jaké míry je vhodné v definici použít termín „moderní“, když způsob EDI je několik 
desítek let starý. První projekty pracující s EDI vznikaly údajně již v 60. letech pro účely 
automobilového průmyslu. Jiné zdroje uvádějí, že EDI je ve světě používáno již 20 let. Není tedy 
důležité, zda je EDI známo 20, 40 nebo 50 let, protože všechna tato čísla znamenají ve světě 
informačních technologií značné „stáří“ této technologie. Navzdory tomu je EDI stále využívána, 
i když v současnosti je způsob přenosu informací poněkud odlišný. Důvodem je velký rozmach 
internetu.  
3.1.1 Cíle EDI 
EDI si klade za cíl postupně vytlačit papírovou komunikaci mezi subjekty a nahradit ji elektronickou 
a navíc automatickou bez většího zásahu člověka. Typickým příkladem, kde se EDI uplatňuje je 
komunikace mezi dodavatelem a odběratelem.  
Standardně probíhá komunikace tak, že odběratel vystaví objednávku na požadované zboží, 
tento dokument nějakým způsobem pošle dodavateli (pošta, fax, e-mail), dodavatel po obdržení 
zprávy ručně zavede potřebné údaje do svého systému a následně může reagovat samotnou dodávkou 
zboží a s tím související fakturací. Komunikace s využitím EDI je podstatně jednodušší, tedy alespoň 
z uživatelského hlediska. Odběratel ve svém podnikovém informačním systému vystaví objednávku, 
ta je automaticky odeslána do informačního systému dodavatele a dodavatel na základě nové 
objednávky ve svém systému může vychystávat zboží k odeslání, atd. S použitím EDI je zkrátka 
eliminována část ručního přepisování dat mezi systémem a papírem, popřípadě mezi dvěma různými 
systémy. Značná výhoda tohoto řešení je nejenom rychlost komunikace, ale také menší 
pravděpodobnost zavedení chyby při ručním zpracovávání dokumentů, popřípadě bezpečnost 
přenášených dat. 
 7
3.1.2 Způsob komunikace mezi subjekty 
Subjekty se rozumí v tomto případě informační systémy podniků, jenž mají být technologií EDI 
propojeny – například ERP systémy. Základním prvkem jejich komunikace je zpráva. Ta bývá 
zpravidla ekvivalentem písemného dokumentu, který by byl použit v případě ručního zasílání. Tedy 
i tyto elektronické zprávy mají definovanou syntaxi a to mezinárodním standardem UN/EDIFACT. 
Pod touto mezioborovou normou vznikají v rámci jednotlivých odvětví dílčí normy, v našem případě 
norma EANCOM, která je aplikační normou pro oblast obchodu (například se spotřebním zbožím). 
Obsahuje tedy definici zpráv pro účely objednávek, faktur, skladových zásob atd.  
3.1.3 Metodiky zavedení EDI  
Nyní již máme povědomí o základech EDI, víme také, proč se EDI používá, ale neznáme zatím 
způsoby implementace, jakými lze tento mechanismus zavést mezi existující ERP systémy. Mezí 
základní typy EDI řešení tedy patří (podle zdroje [5]): 
1. Výměna zpráv mezi koncovými subjekty 
2. Výměna zpráv prostřednictvím VAN operátora 
3. Zpracování a výměna zpráv prostřednictvím poskytovatele EDI služeb 
 
Výměna zpráv mezi koncovými subjekty 
Jedná se o klasické propojení dvou různých subjektů. Je dobré zde poukázat na fakt, že tyto subjekty 
mohou být opravdu odlišné jak softwarově, tak i hardwarově. Nezbytnou podmínkou tedy je, aby 
každá z propojovaných stran vlastnila EDI konvertor. Toto zařízení, jak napovídá název, konvertuje 
zprávu z ERP systému na zprávu, kterou je možné poslat po patřičné datové síti. Každá z propojených 
stran tedy vlastní svůj EDI konvertor, který spolupracuje s daným ERP na požadované hardwarové 
i softwarové platformě. Veškerá komunikace, údržba spojení i provoz je v režii propojených subjektů 
-  podniků. Názorně lze vše vidět na obrázku č. 1. 
 
 
Obrázek č. 1 – Výměna zpráv mezi koncovými subjekty 
 
Výměna zpráv prostřednictvím VAN operátora 
Zkratka VAN (z anglického Value Added Network) znamená síť s přidanou hodnotou. Jedná se 
o třetí stranu, která nabízí mimo přenos dat ještě další služby. Mezi tyto služby patři obvykle 
distribuce (popřípadě archivace) zásilek, technická podpora, ale také smluvní vztahy obou 
propojených stran. Provozovatel sítě také dodává vlastní EDI konvertory a zařízení sloužící 
k připojení na síť, která ovšem pořád musí být zprovozněna na straně klientů. Schematicky je situace 
zobrazena na obrázku č. 2. 
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Obrázek č. 2 – Výměna zpráv prostřednictvím VAN operátora 
 
Zpracování a výměna zpráv prostřednictvím poskytovatele EDI služeb 
Poslední používanou metodikou zavádění EDI je výměna prostřednictvím poskytovatele. Toto řešení 
se podobá přístupu s VAN operátorem, ovšem jsou zde jisté odlišnosti. EDI poskytovatel vlastní a 
spravuje EDI konvertory a s koncovými uživateli komunikuje prostřednictvím internetu. Tím je 
docíleno toho, že klienti nepotřebují mít žádná specializovaná zařízení, postačí jim pouhé připojení 
k internetu a nějaký standardní webový komunikátor, což je v dnešní době snad již běžné. Situaci 
znázorňuje obrázek č. 3.  
 
 
Obrázek č. 3 – Zpracování a výměna zpráv prostřednictvím poskytovatele EDI služeb 
 
Tento způsob komunikace lze také do jisté míry modifikovat. Díky použití „všudypřítomného“ 
internetu lze udělat na straně EDI poskytovatele také webový formulář, prostřednictvím něhož může 
uživatel komunikovat se svým obchodním partnerem, aniž by bylo plnohodnotné EDI mezi nimi 
navázáno. Toto řešení najde uplatnění především pro menší společnosti, jejichž dodavatelé či 
odběratelé vyžadují EDI komunikaci. Značná nevýhoda je ovšem fakt, že se zde opět zavádí ruční 
přepisování dat do webových formulářů, což ovšem částečně popírá podstatu EDI.  
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3.2 Výměna dat prostřednictvím XML 
Na rozdíl od předchozích kapitol, které tvořily spíše teoretický základ dané problematiky, v této 
kapitole se již zaměříme na technologie, které budou s největší pravděpodobností použity při vývoji 
produktu – tedy ve výsledném programu této diplomové práce. 
 Cílem této studie není propojení dvou nezávislých ERP systémů, jak bylo popisováno 
v předchozích kapitolách, ale jednoho ERP systému s internetovým obchodem. Zcela jistě tedy není 
úmyslem vytvářet nejrůznější EDI konvertory pro širokou škálu ERP systémů nebo dokonce fyzicky 
propojovat podniky datovými sítěmi. Snahou je vytvořit softwarový produkt (popřípadě produkty), 
který prostřednictvím již existující sítě – internetu, bude schopen automaticky komunikovat s běžně 
používanými ERP systémy. V návaznosti na metodiky zavedení EDI, které byly uvedeny v kapitole 
3.1.3, se bude toto řešení blížit bodu 3. Zprávy EDI budou přenášeny ve formátu, kterému rozumí 
konventy obou stran. VAN operátor v tomto případě odpadá, nebo přesněji řečeno část jeho role 
přebírá provozovatel internetového obchodu, a část poskytovatel internetového připojení.  
3.2.1 XML 
Další v řadě pojmů, které je nutné definovat či vysvětlit je technologie XML. XML je zkratka 
vycházející z anglického pojmenování Extensible Markup Language. Jedná se tedy o značkovací 
jazyk, datový model, či obecný textový formát dat. Zjednodušeně řečeno (jak již název napovídá) 
jazyk obsahuje značky, které v dokumentu vyznačují místa odlišná od běžného textu. Syntaxí se 
XML velmi podobá jazyku HTML, oba totiž patří do rodiny jazyků SGML. V současné době jsou 
dokumenty v XML jazyce velmi populární a často se používají pro transport dat v B2B to 
komunikaci. Zkratka B2B znamená Business-to-Business a vyjadřuje elektronickou komunikaci mezi 
dvěma obchodními partnery. Přesně tento typ komunikace obnáší spojení ERP s internetovým 
obchodem, proto se návrh výsledné aplikace ubírá tímto směrem. Mezi další pozitivně orientované 
vlastnosti XML patří také to, že je tento formát dobře čitelný pro člověka, lze ho dobře analyzovat a 
strojově zpracovat. Tyto a také další podrobné informace lze nalézt ve zdroji [6] či knize [8].  
3.3 Komunikace ERP systémů 
Závěrečnou podkapitolou v sekci elektronické výměny dat je část věnovaná ERP systémům a 
způsobu jejich komunikace. Myšleno ve smyslu elektronické výměny dat, nikoli ve smyslu 
komunikace s uživatelem. Řada běžně používaných ERP systémů v České republice nabízí možnost 
exportu, popřípadě importu dat v nějakém předem definovaném formátu. Mezi nejčastější typy 
dokumentů využívaných k tomuto účelu patří textové dokumenty (txt), databázové dokumenty (dbf) a 
xml (pochopitelně také dokumenty kancelářských balíků, jako například Microsoft Excel). Některé 
systémy umožňují dokonce přímý přístup do jejich databáze. Z našeho pohledu nejvhodnějším 
formátem je ale zajisté XML a to jak z důvodu bezpečnosti (přesněji integrity dat), tak z důvodů 
zmíněných v předchozí kapitole. Zde je malý seznam ERP systémů, které do jisté míry dokážou právě 
prostřednictvím XML komunikovat: 
• Abra 
• Byznys win 
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• Money S3 
• MyWac 
• Notia 
• Pohoda   
Pravděpodobně ne všechny z výše jmenovaných budou poskytovat uživatelsky přívětivé programy či 
konzolové příkazy pro obsluhování XML komunikace, nicméně tato problematika bude řešená 
v pozdějších kapitolách zabývajících se právě automatickou komunikací s ERP.  
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4 Analýza komunikace systémů 
Tato kapitola je mezičlánkem mezi teorií a praxí. Obsahuje analýzu a předpoklad chování systému dle 
určitých kritérií. V první části je zmínka o způsobu přenosu dat, který zaručí neprozrazení důležitých 
informací při přenosu dat po síti. Následující podkapitola se zabývá tématem přenosu jen takových 
dat, která byla od posledního přenosu změněna. Ve třetí části je vysvětlen pojem on-line a off-line 
komunikace a poslední podkapitola se zabývá řešením výpadku spojení či jinými nepříjemnými 
skutečnostmi narušujícími bezproblémový chod aplikace.   
4.1 Bezpečný přenos dat 
Pojem bezpečnost je v oblasti informačních technologií velice obsáhlý. Jak je psáno v příručce [7], 
absolutně bezpečný systém neexistuje. To proto, že zde hraje roli příliš mnoho faktorů, které mohou 
způsobit bezpečnostní incident. Od živelných katastrof přes chyby implementace programů až po 
napadení systému počítačovým útočníkem. Možných bezpečnostních rizik je samozřejmě daleko 
více, my se však změříme pouze na úzkou oblast bezpečnosti a to bezpečný přenos dat.   
Hlavním důvodem nutnosti zabezpečeného přenosu dat je fakt, že data jsou posílána 
prostřednictvím internetu. Již to samo o sobě je nebezpečné. Posílaná data musí projít přes nejrůznější 
zařízení třetích stran, které se starají o připojení k internetu a směrovaní paketů. Například pouhá 
závada na některém ze směrovacích zařízení může způsobit doručení dat jinému subjektu, než byla 
data zaslána. S přibývajícím množstvím připojených počítačů do sítě také stoupá riziko, že 
komunikaci odchytne, nebo dokonce naruší nějaký počítačový útočník. Proto je nutné data posílat 
v takovém formátu, aby i jejich vyzrazení třetí straně nezpůsobilo velkou škodu a aby nebylo možné 
přijmout podvržená data.  
4.1.1 Kryptografie 
Řešení problému popsaného v předchozím odstavci nabízí právě kryptografické bezpečnostní 
mechanismy. Princip šifrování spočívá v tom, že odesílatel data za pomocí tajného klíče zašifruje, 
takto utajená data pošle příjemci a ten je může zase dešifrovat, za předpokladu, že zná tajný klíč. 
Pochopitelně toto vysvětlení bylo velice zjednodušené, v praxi se rozlišuje, zda se jedná 
o symetrickou kryptografii (odesílatel i příjemce mají stejný tajný klíč) nebo asymetrickou 
kryptografii (zde se klíče liší – používá se dvojice veřejný a soukromý klíč). O této problematice by 
mohlo být popsáno mnoho řádků, ovšem tohle téma není předmětem této práce.  
 Kryptografie je tedy pro šifrování přenášených dat v dnešní době nezbytná. Proto i data 
přenášená mezi ERP systémem a internetovým obchodem budou těmito mechanismy šifrována. 
Podrobnější informace o zvoleném mechanismu či použitých knihoven budou zmíněny v kapitolách 
zaměřených na návrh a implementaci.  
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4.2 Přenos rozdílových dat 
Další v řadě témat souvisejících s přenosem dat a komunikace ERP systémů je přenos rozdílových 
dat. To jsou taková data, která byla na straně ERP systému změněna, a je žádoucí, aby tato změna 
byla přenesena také do internetového obchodu či naopak. Je tedy nutné udržovat povědomí o tom, 
kde se která data mění a tyto změny co nejrychleji aplikovat také na straně protějšku, aby byla 
zachována integrita dat. Nejjednodušším způsobem se zdá být mechanismus, který při každé takové 
změně pošle export všech dat a na straně příjemce se provede import. Ovšem toto řešení je poměrně 
neefektivní. Může nastat situace, kdy bude provedena jedna malá změna a kvůli této „drobnosti“ 
může dojít k přenosu velkého objemu dat (v závislosti na množství dat v ERP nebo internetovém 
obchodě). Tyto přenosy pak můžou značně zatěžovat spojení a tím zpomalovat celou komunikaci.  
Řešením tohoto problému je aplikace, která bude tyto rozdíly sledovat. Program bude 
nainstalován na straně ERP systému (na stejném počítači) a ke sledování změn v datech bude 
využívat vlastní databázi. Do internetu (směrem k internetovému obchodu) pak bude posílat jen 
potřebná data – tedy rozdílová data. Postup opačným směrem zde není potřeba řešit, protože velké 
objemy dat směrem z internetového obchodu do ERP systému se nepředpokládají. Zde se bude jednat 
spíše o drobné požadavky než hromadné přenosy všech položek, jak tomu může být ze strany ERP 
systému. 
4.3 On-line a off-line komunikace 
Komunikace ERP systému a internetového obchodu může probíhat ve dvou režimech. Je nutné tyto 
pojmy objasnit, protože jejich názvosloví může být poněkud zavádějící. On-line a off-line 
komunikace se nevztahuje k připojení k internetu, jak by se mohlo zdát. Oba systémy – ERP 
i internetový obchod musí být do internetu připojeny neustále, protože jinak by jejich komunikace 
nebyla vůbec možná. Význam těchto pojmů tedy znamená následující: 
 
Off-line komunikace 
Řada úkonů, které slouží k synchronizaci dat obou systémů, může být prováděna v režimu off-line. 
Znamená to tedy, že například v pravidelných časových intervalech dochází k různým aktualizacím 
zboží, objednávek, faktur či jiných úkonů, které přímo nezávisí na uživateli provádějícím nákup. 
Například synchronizaci objednávek není třeba provádět v režimu on-line, protože na její výsledek 
zákazník nečeká.  
 
On-line komunikace 
Oproti tomu mezi úkony prováděné v on-line režimu typicky patří zjištění skladové dostupnosti 
zboží. Mnohdy právě tento údaj rozhoduje, zda zákazník zboží koupí či nikoli. Proto je důležité, aby 
tato informace byla zákazníkovi sdělena okamžitě – tedy on-line. 
 
Systém musí být navržen tak, aby vhodně rozdělil svou činnost na on-line a off-line úkony. Ideálním 
řešením by samozřejmě bylo provádět vše v režimu on-line, ovšem vzhledem k možnému zatížení 
obou systémů a také zatížení komunikace je nutné jisté činnosti omezit na off-line komunikaci. 
Správná nastavení časových intervalů u off-line komunikace a ostatní detaily bude možno určit až při 
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nasazení aplikace do provozu. Vše záleží na vytížení daného ERP a internetového obchodu, počtu 
objednávek, položek apod.     
4.4 Výpadek spojení 
Neméně důležitým faktem je analýza chování systému při výpadku spojení. Také zde může nastat 
několik případů. Začněme třeba situací, kdy selže spojení mezi ERP systémem a aplikací pro 
sledování rozdílových dat. (Nazvěme si tuto aplikaci „datový synchronizátor“, protože bude sloužit 
pro výměnu a synchronizaci dat mezi ERP systémem a internetovým obchodem) Pokud tedy datový 
synchronizátor detekuje problém ze strany ERP systému, to znamená, že se například neuskuteční 
požadovaná operace pro import nebo export dat, musí si informaci o nepodařeném úkonu uchovat 
v paměti a tento proces opakovat později. Ovšem i při tomto chybném spojení musí komunikace 
datového synchronizátoru s internetovým obchodem fungovat správně. Požaduje-li návštěvník 
internetového obchodu zobrazení například jistého zboží, aplikace mu musí vyhovět a zboží zobrazit. 
To je řešeno tím, že internetový obchod přistupuje do vlastní databáze, ze které čte informace 
zobrazující zákazníkovi. V případě výpadku spojení s datovým synchronizátorem budou sice data 
neaktuální, ale na chod obchodu tato skutečnost nemá vliv.  
 Podobným způsobem se systém musí chovat i při nedostupnosti internetového obchodu. 
Nepodaří-li se některý z off-line či on-line úkonů, systém bude mít o tomto selhání povědomí 
a uskuteční přenos dat později. Zákazníkovi, který je v tom okamžiku uživatelem internetového 
obchodu, bude opět sdělena informace z interní databáze internetového. 
 Posledním zmíněným výpadkem může být výpadek internetového připojení. V takovém 
případě je funkčnost celého systému velice omezena. Internetový obchod není funkční vůbec a datový 
synchronizátor může provádět pouze aktualizaci své databáze, popřípadě přidávat do fronty 
požadavky, které nemohly být provedeny v důsledku této chyby. 
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5 Pohoda 
Kapitola popisuje informace o Ekonomickém a informačním systému Pohoda (zkráceně Pohoda) 
použitém pro realizaci komunikace s internetovým obchodem. V první podkapitole bude představen 
mechanismus XML komunikace s tímto systémem tak, jak jej prezentuje sám výrobce Stormware 
s.r.o. S tím souvisí také popis jednotlivých součástí komunikace. V následující podkapitole naleznete 
stručný popis těch částí systému, které jsou pro chod komunikace mezi systémy nezbytné.  
5.1 Obecný mechanismus importu/exportu 
Společnost Stormware s.r.o. má na svém oficiálním webu produktu Pohoda sekci XML komunikace, 
která obsahuje základní informace o způsobu XML importů a exportů dat (webová prezentace [10]). 
V této kapitole je proveden výtah obsahu této stránky, aby měl čtenář přesnou představu jakým 
způsobem je možné s ERP systémem komunikovat. Základní schéma je zobrazeno na obrázku č. 4, 
který je taktéž převzat s webové prezentace [10].  
 
Obrázek č. 4 – Obecný mechanismus automatizovaného XML importu/exportu 
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Spuštění Pohody 
Blok s názvem CMD line, zobrazen na obrázku, je spuštění programu externím procesem z příkazové 
řádky s parametry pro XML import/export ve formátu:  
Pohoda.exe /XML "Uzivatel" "Heslo" "Cesta k INI souboru" 
 
INI soubor s parametry importu 
Ve schématu je tento blok nadepsán nadpisem INI file. Zde se nachází údaje, které Pohoda musí znát, 
aby mohla zahájit import/export, existují dvě možnosti definování vstupu pro import/export 
1. Zpracování všech XML souborů ve vstupním adresáři: 
[XML] 
input_dir=Vstupni_adresar 
response_dir=Vystupni_adresar 
database=Nazev_databaze_ucetni_jednotky 
check_duplicity=0, 1 
format_output=0, 1 
XSLT_input=Vstupni_transformacni_soubor 
XSLT_output=Vystupni_transformacni_soubor 
2. Zpracování jednoho vstupního XML souboru:  
[XML] 
input_xml=Vstupni_xml_soubor 
response_xml=Vystupni_xml_soubor 
response_dir=Vystupni_adresar 
database=Nazev_database_ucetni_jednotky 
check_duplicity=0, 1 
format_output=0, 1 
XSLT_input=Vstupni_transformacni_soubor 
XSLT_output=Vystupni_transformacni_soubor 
 
Význam jednotlivých údajů: 
input_dir:  Cesta k adresáři, v kterém jsou umístněny XML soubory s doklady pro import nebo 
s požadavky na export. 
response_dir: Adresář, do kterého budou umísťovány XML soubory s exportovanými doklady nebo 
XML soubory s výsledky importu. Pokud není zadán, je vytvořen adresář response ve 
vstupním adresáři. 
input_xml: Název souboru pro import, který se používá, pokud chceme importovat pouze jeden 
konkrétní XML soubor. 
response_xml: Název výstupního souboru. Používá se, pokud importujeme pouze jeden XML soubor 
(použijeme parametr input_xml) a výstup chceme do konkrétního souboru. Pokud 
tento parametr nezadáme, ve výstupním adresáři (viz parametr response_dir) je 
vytvořen soubor se stejným názvem jako vstupní soubor (input_xml). 
database: Název databáze účetní jednotky, do/z které chceme import/export provádět. 
format_output: Pokud je nastavena hodnota "1", provede se přeformátování výsledného XML do 
strukturovanější podoby (přidání odsazení a znaků nových řádků). 
XSLT_input: Název transformačního souboru, který se použije na transformaci vstupního XML. 
XSLT_output: Název transformačního souboru, který se použije na transformaci výstupního XML. 
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Vstupní adresář 
Tento blok je ve schématu označen jako input directory. Pokud je v INI souboru uvedena hodnota 
input_dir, Pohoda projde všechny XML soubory v tomto adresáři. Pokud soubor obsahuje platný 
DataPack, je zpracován a ve výstupním adresáři je vytvořen soubor se stejným názvem, který 
obsahuje výsledky importu/exportu. 
 
Výstupní adresář 
Tento blok je ve schématu označen jako output directory. Pohoda do tohoto adresáře umísťuje XML 
soubory s exportovanými doklady nebo s výsledky importu. Cesta k tomuto adresáři může být zadaná 
buď v INI souboru, nebo Pohoda automaticky vytvoří podadresář response ve vstupním adresáři. 
 
DataPack 
Blok je ve schématu označen stejným názvem, tedy DataPack. Je to XML obálka kolem jednotlivých 
dokladů importovaných do Pohody nebo požadavků na export z Pohody. Tvoří kořenový element 
vstupních XML souborů. Jednotlivé importované doklady nebo požadavky na export však nejsou 
vloženy přímo do elementu dataPack, ale do elementu dataPackItem, kterých může jeden dataPack 
obsahovat libovolné množství. V jednom souboru můžete tedy importovat do Pohody neomezené 
množství dokladů nebo požadovat neomezené množství exportů. Jeden dataPack může obsahovat 
elementy dataPackItem jak s doklady pro import, tak položky s požadavky na export. Důvodem pro 
zavedení DataPacku je identifikace jednotlivých importních dávek a jejich provázání na výstupní 
XML soubory - viz ResponsePack. 
 
ResponsePack 
Posledním blokem ve schématu je blok pojmenovaný ResponsePack. Je to obálka kolem jednotlivých 
dokladů exportovaných z Pohody nebo kolem výsledků importu jednotlivých dokladů. Tvoří 
kořenový element XML souborů umísťovaných Pohodou do výstupního adresáře. Jednotlivé 
exportované doklady nebo výsledky importu však nejsou vloženy přímo do elementu responsePack, 
ale do elementu responsePackItem, kterých může jeden responsePack obsahovat libovolné množství. 
Každý responsePack odpovídá určitému dataPacku. Tento vztah je zajištěn jednak tím, že Pohoda 
vytvoří pro responsePack XML soubor se stejným názvem jako měl vstupní XML soubor 
s dataPackem a také atributem id, který má jak dataPack tak i responsePack. Hodnota atributu id 
u responsePacku odpovídá hodnotě atributu id u dataPacku na jehož základě byl responsePack 
vytvořen. 
5.2 Uživatelský přístup 
V této podkapitole je stručné seznámení s programem Pohoda z uživatelského hlediska. Budou zde 
představeny základní součásti programu, které souvisejí s přenosem dat do internetového obchodu či 
naopak. V následujících sekcích jsou jednotlivé součásti rozebrány jednotlivě. Podrobnosti lze nalézt 
například v uživatelské příručce [11].   
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5.2.1 Účetní jednotky 
Prvním krokem při práci se systémem je založení účetnictví. V této sekci nebude rozebíráno 
teoretické pozadí účetních jednotek, či jakékoli další ekonomické podrobnosti, ale pouze základní 
informace nutné k pochopení obsluhy nejdůležitějších součástí. Účetní jednotka znamená účetnictví 
dané firmy v jednom účetním roce. Pohoda nabízí zákazníkům možnost využít automatického 
vytvoření zkušební účetní jednotky, která obsahuje údaje o fiktivní firmě včetně všech dalších 
nastavení. Pro účely této práce je tento krok dostačující. Pro další práci se systémem můžete tedy 
předpokládat, že účetní jednotka je vytvořena a důležité sekce programu jsou nyní naplněny 
ukázkovými daty.    
5.2.2 Zásoby 
Prvním popisovaným pojmem jsou zásoby. Do této sekce zahrňme tedy ty produkty či položky, které 
budou přenášeny na internetový obchod a zde prodávány. V systému pohoda je seznam zásob 
k nalezení v roletovém menu Sklady – Zásoby. Nyní je tedy otevřen seznam zásob – tzv. agenda 
Zásoby. Základní součásti této agendy je kromě seznamu položek také detail položky a její začlenění 
do skladů. (viz obrázek č. 5) 
 
 
Obrázek č. 5 – Agenda Zásoby v systému Pohoda 
 
Pro komunikaci s internetovým obchodem jsou důležitá následující nastavení. Zaškrtávací políčko 
Internet, které určuje, zda bude daná položka přenášena na stranu internetového obchodu či nikoli. 
Dále pak Kód a Název zboží. Kód bude brán jako unikátní označení položky a obsah pole Název 
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odpovídá názvu položky na straně internetového obchodu. Další důležitou částí je Členění skladů. To 
označuje zařazení položky do určité kategorie. Přehledně je vidět členění skladů v levé části 
obrázku č. 5. Tato stromová struktura bude přibližně odpovídat struktuře kategorií internetového 
obchodu, ovšem s tím rozdílem, že se nebudou přenášet všechna členění. Význam mají pouze ty 
sklady, ve kterých jsou obsaženy položky mající příznak Internet. Ostatní nebudou na stranu 
internetového obchodu přenášeny. Posledním důležitým prvkem patřícím do základních obchodních 
údajů položky je prodejní cena zboží.  
 Systém pohoda nabízí daleko více možností nastavení. Například měrnou jednotku zboží, 
hladiny cen, výrobce, dodavatele, záruku atd. Základní verze datového synchronizátoru nebude tato 
pokročilá nastavení využívat.  
 Důležité údaje obsahuje také záložka Internet. Nachází se zde stručný, ale také podrobný 
popis položky včetně možnosti přiřadit k položce obrázek. Tyto údaje jsou pro stranu internetového 
obchodu velmi důležité. Zákazník většinou potřebuje informace o produktu, který bude nakupovat 
prostřednictvím internetového obchodu. 
5.2.3 Objednávky a Adresář 
Dalšími pojmy souvisejícím se přenosem dat mezi ERP systémem a internetovým obchodem jsou 
Objednávky a Adresář. Úzce spolu souvisí, proto jsou zde zahrnuty do jedné kapitoly. Po provedení 
nákupu zákazníkem na straně internetového obchodu je nutné přenést tuto objednávku zboží do 
systému Pohoda. Tyto objednávky se nacházejí v roletovém menu Fakturace – Přijaté objednávky. 
Pro názornost opět grafická ukázka – obrázek č. 6. 
  
  
Obrázek č. 6 – Agenda Přijaté objednávky v systému Pohoda 
I tato agenda obsahuje seznam (ve spodní části obrázku) přijatých objednávek, ale také detail 
jednotlivé objednávky. Opět představení těch částí, které mají důležitý význam v oblasti přenosu dat 
mezi systémy. Ke každé objednávce se vztahují položky objednávky. Ty je možné zobrazit kliknutím 
za záložku Položky objednávky, která je k nalezení nad seznamem přijatých objednávek (ve spodní 
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části obrázku). Zde je možné sledovat, které zboží, v jaké ceně a jaké množství zákazník požaduje. 
Program Pohoda pochopitelně dokáže provést referenci na danou položku, takže je možné v případě 
potřeby ihned zobrazit všechny její podrobnosti.  
 V části zobrazující detail dané objednávky je z pohledu komunikace důležité především 
Datum zápisu, Odběratel, s tím související forma platby a stav objednávky. Datum zápisu označuje 
den, kdy zákazník provedl objednávku na internetovém obchodu, ostatní data (časová razítka) nejsou 
při komunikaci využívána. Sekce Odběratel je vazbou na agendu Adresář, která je probrána 
v následujícím odstavci. Provede-li uživatel systému Pohoda všechny kroky potřebné k expedování, 
popřípadě fakturování objednávky, změní se stav objednávky na Vyřízeno. Tato změna se musí taktéž 
přenést na stranu internetového obchodu, kde reakcí na tuto událost bude informování zákazníka 
o stavu jeho objednávky. Například zaslání e-mailu s informací o expedování požadovaného zboží. 
Posledním zmíněným údajem je forma platby objednávky. Zákazník si při dokončení objednávky na 
straně internetového obchodu vybere způsob platby a ten je pak zobrazen v poli Forma v systému 
Pohoda. 
 Ke každé objednávce se musí vztahovat nějaký odběratel – zákazník. Seznam těchto (nejen 
těchto) odběratelů či zákazníků je k nalezení v agendě Adresář. Opět lze spustit z roletového menu 
Adresář – Adresář. Agenda vypadá obdobně jako všechny ostatní, obsahuje seznam a detail. Pro 
komunikaci s internetovým obchodem postačí vysvětlení polí znázorněných přímo v detailu přijaté 
objednávky, se kterou je Adresář propojen. Důležité jsou především ta pole, ve kterých jsou uvedeny 
informace o adrese. Tedy Jméno, Ulice, PSČ, Obec. Systém podporuje také dodací adresu, která 
může být různá od fakturovací, proto se budou mezi systémy přenášet obě dvě. Vzhledem k nutnosti 
použití e-mailu na straně internetového obchodu, bude tento údaj uchováván také na straně Pohody. 
U položek adresáře platí podobné pravidlo jako v případě členění skladů. Nebudou synchronizovány 
všechny záznamy, ale pouze ty položky adresáře, které se vztahují k nějaké přijaté objednávce.    
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6 Návrh aplikace 
Tato kapitola si klade za cíl představit způsob řešení vývoje popisované aplikace. První podkapitola je 
zaměřená na architekturu celého systému, najdete zde základní schéma celé aplikace a princip 
propojení jednotlivých komponent. Ve druhé části se nachází popis použitých technologií, pomocí 
kterých bude celý systém vytvořen. Následující podkapitola je zaměřena na metodiku vývoje 
programu a v poslední části jsou zmíněny informace o detailním návrhu aplikace.  
6.1 Architektura systému 
Výsledná aplikace propojující internetový obchod s ERP systémem se skládá z několika komponent. 
Pro názornost je architektura zobrazena na obrázku č. 7:  
 
 
Obrázek č. 7 – Architektura systému 
 
Základem systému jsou tři hlavní komponenty. ERP systém, datový synchronizátor a internetový 
obchod. Nejdůležitější částí systému je komponenta s názvem datový synchronizátor. Jedná se 
o aplikaci, která plní funkci EDI konvertoru a je schopná komunikovat s ERP systémem 
a internetovým obchodem. ERP systém je program třetí strany, do kterého nelze příliš zasahovat, 
proto musí být datový synchronizátor schopen komunikovat prostřednictvím rozhraní, které ERP 
systém nabízí. Například pomocí XML importů a exportů dat. Aby mohl synchronizátor plnit funkci 
sledování rozdílových dat (jak je popsáno v sekci 4.2), obsahuje také připojení k vlastní databázi. 
Bližší popis použitých technologií se nachází v následující podkapitole.  
 Datový synchronizátor je nainstalován na stejném stroji jako samotný ERP systém, tedy 
u zákazníka. Ve skutečnosti se může jednat o dva různé počítače, které jsou ovšem zapojeny v interní 
podnikové síti tak, aby přenos dat mezi nimi nebránil rychlosti komunikace. Některá nastavení 
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datového synchronizátoru pak lze provést prostřednictvím konfiguračního souboru. Například časové 
intervaly exportů dat, fyzické cesty k souborům na disku, které budou pro exporty využívány, různá 
nastavení vnitřních proměnných systému a mnohá další nastavení. Podrobnější popis konfiguračního 
souboru bude obsažen v kapitolách zaměřených na konfiguraci systému.  
 Část s názvem internetový obchod je v tomto případě produktem společnosti GEDIP, spol. 
s r.o., která je zadavatelem této diplomové práce. Komponenta komunikační rozhraní, která taktéž 
bude sloužit jako EDI konvertor, nebude natolik složitá jako její protějšek – aplikace datového 
synchronizátoru. Jednak proto, že neobsahuje logiku sledování rozdílových dat, a také proto, že je 
možné tuto aplikaci libovolně upravit na míru, protože veškeré zdrojové kódy jsou produktem této 
společnosti.  
6.2 Použité technologie 
K tvorbě celého systému jsou použity převážně technologie společnosti Microsoft. Jako vývojové 
prostředí je použito Microsoft Visual Studio 2008, dále pak databázový systém Microsoft SQL Server 
2008 R2. Samozřejmostí je využití .Net Frameworku 3.5. Vývojové platformy jsou taktéž od 
společnosti Microsoft a to Windows XP a Windows Vista. 
 Zde vyvstává první závažné omezení celého systému. Komponenta datového synchronizátoru 
je produkt běžící výhradně pod operačním systémem Microsoft Windows. Pro správnou komunikaci 
synchronizátoru s ERP systémem je žádoucí, aby tento systém také pracoval na platformě Windows, 
popřípadě poskytoval multiplatformní (například webové) komunikační rozhraní. Také podpůrné 
technologie, mezi které patří již zmiňovaný Microsoft SQL Server, je produkt vyžadující běh 
v operačním systému Microsoft Windows. V závislosti na možnostech zákazníka bude možné využití 
různých verzí databázového systému – od verze Express Edition, která je zdarma, až po plnohodnotný 
systém Microsoft SQL Server, který ovšem zákazník musí zaplatit. 
V následujících kapitolách této práce je místo plného znění „operační systém Microsoft 
Windows“ používáno pouze zkráceného označení „systém Windows“. 
6.2.1 Programovací jazyky 
Základním programovacím jazykem použitým při tvorbě systému je objektově orientovaný jazyk C#. 
Ten je na straně internetového obchodu doplněn o technologii ASP.Net (či jazyky HTML/XHTML), 
ve kterém jsou napsány webové stránky. Funkčnost některých prvků je vytvořena technologií AJAX 
či použitím jazyka JavaScript. Vzhled webových stránek je vylepšen kaskádovými styly (CSS). 
Dotazovacím jazykem použitým při práci s tabulkami a procedurami v Microsoft SQL Serveru je 
jazyk Transact-SQL..  
6.2.2 OpenSSL 
Jednou z technologií, která není produktem společnosti Microsoft je multiplatformní knihovna 
OpenSSL. Podle oficiálních stránek [9] se jedná o open source knihovnu poskytující kryptografické 
algoritmy a její použití je i pro komerční účely zdarma. Využití této knihovny bude nezbytné při 
posílání dat prostřednictvím internetu.  
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Komponenta datového synchronizátoru i komunikační rozhraní internetového obchodu budou 
obsahovat algoritmy, které pomocí metod této knihovny zašifrují (popřípadě dešifrují) zasílanou 
zprávu a prostřednictvím bezpečného protokolu HTTPS budou tato zašifrovaná data poslána 
internetem. Klíč, který je potřeba k zašifrování i dešifrování zprávy, lze taktéž generovat mocí metod 
této knihovny.  
6.2.3 Webová služba 
Další použitou technologií je webová služba. Pro zefektivnění komunikace mezi aplikací datového 
synchronizátoru a komunikačním rozhraním internetového obchodu je vhodné na straně 
synchronizátoru či obchodu použití webové služby. Ta zajistí přístup k potřebným datům, 
prostřednictvím webového rozhraní, což je požadované chování aplikace. Webová služba (anglicky 
Web Services) bude také vytvořena v prostředí Microsoft Visual Studia. 
6.2.4 Služba systému Windows 
Je nezbytné, aby aplikace datového synchronizátoru byla spuštěná nepřetržitě. Proto je využita 
možnost naprogramovat ji jako službu systému Windows, což umožní její automatické spuštění při 
startu systému a do jisté míry je její běh odstíněn od procesů spuštěných běžným přihlášeným 
uživatelem. Bližší popis vytvoření a instalace služby je obsažen v kapitolách zaměřených na instalaci 
aplikace. 
6.3 Inkrementální vývoj 
Na vývoj programu bude aplikován inkrementální model životního cyklu vývoje software. Na rozdíl 
od běžného vodopádového životního cyklu, který se hodí spíše pro jednodušší aplikace, je v tomto 
případě nutné použít inkrementální vývoj programu. To hned z několika důvodů: 
• Různých ERP systémů může existovat nekonečně mnoho. Ne všechny se chovají stejně. 
• Aplikace je příliš složitá na to, aby byl použit vodopádový životní cyklus. 
• Informace, které je možné přenášet mezi ERP a internetovým obchodem, mohou být různé – 
tedy i nestandardizované.  
Vzhledem k výše uvedeným faktům bude pro první iteraci vývoje programu použit jeden konkrétní 
ERP systém a přenášená data budou pouze ta „nejdůležitější“. V dalších iteracích bude komponenta 
datového synchronizátoru či část internetového obchodu rozšiřována podle potřeb a navázána i na jiné 
ERP systémy.  
6.4 Návrh programu 
Jak bylo zmíněno v podkapitole 6.1 Architektura systému, systém se bude skládat ze tří hlavních 
komponent – ERP systému, datového synchronizátoru a internetového obchodu. Základní 
komponentou, kterou je třeba navrhnout a později implementovat je část datového synchronizátoru, 
protože ostatní dvě komponenty jsou hotové produkty komerčních firem. V případě internetového 
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obchodu to neplatí doslova, ovšem pro návrh synchronizátoru berme tuto část jako ucelený produkt 
společnosti GEDIP, spol. s r.o. 
 Na obrázku č. 8 je pomocí programu StarUML znázorněn UML diagram tříd, který popisuje 
statickou strukturu systému a vazby mezi jednotlivými třídami. Diagram je zjednodušený, aby byl 
lépe čitelný. Neobsahuje zobrazení nepodstatných tříd popřípadě všech metod, které jsou v daných 
třídách obsaženy. Ovšem většina chybějících částí je popsána jednotlivě v kapitolách zaměřených na 
implementaci. V diagramu jsou taktéž použity poznámky, které označují třídy, komunikující s ERP 
systémem či internetovým obchodem. Pro přehlednost jsou vypuštěny poznámky označující třídy 
komunikující s interní databází datového synchronizátoru. Jedná se totiž o větší množství těchto tříd 
a diagram by pak byl špatně čitelný. Podrobnější popis těchto komunikačních rozhraní bude 
pochopitelně lépe popsán až v kapitolách zaměřených na implementaci. Následující sekce popisují 
diagram tříd podrobněji.  
 
Obrázek č. 8 – Diagram tříd aplikace datového synchronizátoru 
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6.4.1 Program, WsDatSynch a Časovač 
Tato sekce popisuje chování hned tří tříd. Jsou to třída Program, WsDatSynch a Casovac. Funkce 
první zmiňované třídy je velice jednoduchá. Jedná se třídu obsahující metodu Main(), tedy o vstupní 
bod celé aplikace. Nejprve je provedeno načtení konfiguračního souboru a následně spuštění třídy 
WsDatSynch, což je třída služby systému Windows. Její důležitou metodou je metoda OnStart(), která 
je volána při spuštění této služby. Provede vytvoření časovače a spuštění jeho dvou základních metod 
obstarávajících synchronizaci položek a objednávek. Tyto metody (obsažené ve třídě Casovac), 
zabezpečují pravidelné vykonávání importů či exportů dat mezi ERP a interní databází datového 
synchronizátoru. Nastavení například časových limitů těchto intervalů jsou brány z konfiguračního 
souboru, tedy načítány ze třídy Konfigurace.  
6.4.2 Konfigurace   
Třída s názvem Konfigurace bude sloužit pro nastavení některých důležitých vlastností systému. Není 
žádoucí, aby hodnoty proměnných byly natvrdo nastaveny ve zdrojovém kódu aplikace, proto je pro 
počáteční nastavení programu zvoleno načtení dat z konfiguračního souboru. Struktura tohoto 
textového souboru je blíže popsána v kapitolách níže. Třída Konfigurace taktéž komunikuje s interní 
databází datového synchronizátoru a hodnoty jednotlivých proměnných si uchovává v tabulce. 
Nejčastěji využívanou metodou třídy je metoda VratHodnotuProKlic(), kterou vyžívají některé 
ostatní třídy aplikace. Slouží k získání hodnoty dané proměnné, která byla načtena z konfiguračního 
textového souboru.   
6.4.3 Pohoda a Synchronizátor 
Třídy s názvy Pohoda a Synchronizator spolu úzce souvisí. Třída Pohoda je navržena konkrétně pro 
práci se systémem Pohoda, který je v této práci použitý jako referenční ERP systém. Obsahuje 
metody, pomocí kterých je možné provádět importy/exporty dat do/z Pohody. Tyto akce jsou 
prováděné spouštěním ERP systému s jistými parametry (popsáno níže v této práci), a komunikace 
probíhá prostřednictvím XML souborů. Metody VytvorPozadavek() a NactiOdpoved(), jsou pouze 
ilustrativní. Ve skutečnosti jsou tyto metody vztažené ke konkrétní akci. Například při práci 
s objednávkami jsou to tyto metody: 
• VytvorPozadavekExportObjednavky(),  
• VytvorPozadavekImportObjednavky(), 
• NactiExportObjednavky() 
Analogicky pro ostatní přenášené požadavky.  
 Metoda VytvorIniSoubor(), vytváří inicializační soubor, který obsahuje nastavení, jenž 
Pohoda potřebuje pro provedení importu nebo exportu dat. Po vytvoření tohoto inicializačního 
souboru je pak možné spustit metodu ProvedImportExport(), která již provede samotné spuštění ERP 
systému. Výstupy této akce jsou pak uloženy jako XML soubory v předem nadefinovaných 
adresářích. 
 Třída Pohoda využívá metody třídy Synchronizator pro synchronizaci položek. To znamená, 
že porovnává data své interní databáze s daty, která byla načtena z XML souborů po provedení 
exportu dat. Případné rozdíly pak ukládá do databáze a nastavuje příznaky. Podle těchto příznaků je 
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později při posílání dat do internetového obchodu možné rozeznat, která data jsou rozdílová (tedy od 
minulého transportu změněná).  
6.4.4 Log 
Poslední třídou znázorněnou na obrázku č. 8 je třída Log. Téměř všechny třídy využívají její metodu 
ZapisLog(), která při jakékoli chybě provede zapsání tohoto problému do textového souboru. 
6.5 Návrh databáze 
Jak je vidět na obrázku č. 7 navržená architektura systému obsahuje blok s názvem DB pro 
synchronizaci dat. V této práci je tato databáze také často označovaná jako interní databáze datového 
synchronizátoru. Jedná se jednoduchou relační databázi, běžící pod Microsoft SQL Serverm 2008 R2, 
která obsahuje několik málo tabulek a uložených procedur. Tato databázová vrstva, jak již jistě 
vyplynulo z předcházejících kapitol, obsahuje především data, která jsou přenášena z ERP systému na 
internetový obchod. Není nutné zde mít uložené všechny informace obsažené v ERP systému či 
internetovém obchodu. Tabulky slouží především pro sledování rozdílových dat, takže jejich struktura 
je navržena tak, aby zde bylo obsaženo co nejméně informací – tedy jen ty důležité, které jsou 
přenášeny mezi oběma systémy.  
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Obrázek č. 9 – Návrh databáze datového synchronizátoru (ER diagram) 
Diagram na obrázku č. 9 zobrazuje struktury pro uložení rozdílnosti položek (tedy zboží prodávané 
v internetovém obchodě), objednávek (provedené nákupy v internetovém obchodě), adresáře (seznam 
zákazníků, kteří provádějí nákupy) a nakonec tabulka Konfigurace, která slouží pro uložení interního 
nastavení datového synchronizátoru. 
 Na první pohled se může zdát nesmyslené propojení tabulek PolozkyRozdil s tabulkou 
Polozky a stejně tak ObjednavkyRozdil s tabulkou Objednavky.  Samozřejmě, že by bylo možné místo 
této vazby 1:1 vložit všechny sloupce do jedné tabulky, ale snahou bylo oddělit data jako taková od 
přidaných informací o rozdílnostech. Tabulka PolozkyRozdil tak obsahuje sloupec polozka_id, což je 
reference do tabulky Polozky a obdobně to platí u tabulek s objednávkami. Výjimku tvoří tabulky 
Adresar a Kategorie, které jsou pouze jakousi vazbou uchovávající id zákazníka/kategorie na straně 
ERP systému a id zákazníka/kategorie na straně internetového obchodu. To proto, že k synchronizaci 
adresáře (zákazníků) dochází pouze při importu nových objednávek do ERP sytému. Každá 
objednávka, která je importována do ERP systému se musí vztahovat k nějakému zákazníkovi. 
V případě, že jde o zákazníka, který již byl jednou do ERP systému importován, se jeho odpovídající 
id načte právě z této vazební tabulky Adresar a v opačném případě se do ERP systému vloží nový 
zákazník a do tabulky Adresar se pak uloží id, pod kterým byl v systému importován. Podobně také 
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u tabulky Kategorie. K synchronizaci dochází pouze při přenosu položek, protože každá položka musí 
patřit do určité kategorie.  
 Většina změn prováděných v těchto tabulkách interní databáze jsou dělány prostřednictvím 
volání uložených procedur. Nejdůležitější z nich jsou rozebrány v kapitole zaměřené na 
implementaci.  
6.6 Návrh komunikačního rozhraní 
Jak již bylo napsáno v kapitole 6 Návrh aplikace, snahou návrhu je brát ERP systém ale také 
internetový obchod jako produkty třetích stran bez nutnosti zásahu je jejích kódu. Ovšem v případě 
internetového obchodu tohle pravidlo zcela neplatí. Komunikační modul zajišťující spolupráci 
s internetovým obchodem je navržen jako samostatná aplikace, ale s přístupem do jeho databáze. 
Stávající zdrojové kódy se tak vůbec nezmění, v podstatně chod celého obchodu zůstane beze změny.  
Komunikační rozhraní je tedy realizováno jako webová aplikace s webovou službou. Webová 
služba poskytuje metody, pomocí kterých aplikace datového synchronizátoru dokáže kdykoliv 
pracovat s databází internetového obchodu. Jedná se především o metody obstarávající aktualizace 
tabulek popřípadě dotazy na objednávky, položky či adresář. Samozřejmě struktura databáze 
internetového obchodu je oproti struktuře interní databáze datového synchronizátoru značně složitá, 
ovšem pro komunikaci s ERP jsou využívány jen některé součásti. Žádný zásah do tabulek 
internetového obchodu není zapotřebí, pouze v této databázi přibudou nové uložené procedury. Jejich 
popis a princip fungování bude popsán v kapitole o implementaci.  
Většina metod poskytovaných webovou službou budou tedy pouze zásahy do databáze. Rozdíl 
tvoří snad jen mechanismus úpravy obrázku. Obrázky přenášené z ERP systému je potřeba upravit dle 
požadavků internetového obchodu, aby nedocházelo ke špatnému zobrazování či rozpadnutí celého 
layoutu. Tyto obrázky pak budou ukládány přímo do daných adresářů, ze kterých je internetový 
obchod načítá.  
6.7 Princip rozdílování dat 
Jedním ze základních problémů řešení celé aplikace je princip rozdílování dat. Jak již bylo napsáno 
dříve, aplikace datového synchronizátoru obsahuje interní databázi proto, aby zde bylo možné ukládat 
data, především ta rozdílová. Nutnost mít tuto databázi vyplynulo z faktu, že ERP systém (tedy 
konkrétně Pohoda) neobsahuje ve svých exportech žádné časové razítko poslední změny 
u konkrétních položek. Není tedy bohužel možné roztřídit data na změněná a nezměněná podle data 
jejich poslední modifikace. Princip rozdílování tedy funguje na bází porovnávání obsahu jednotlivých 
položek. Aby nebyl proces zpomalován porovnáváním všech polí, databáze obsahuje pouze ta data, 
která mají význam pro internetový obchod. Samotný postup je následující: 
 
1. Po uplynutí časového intervalu je spuštěn export dat z Pohody, Tato data jsou uložena jako 
XML soubor v předem nadefinovaném adresáři.  
2. Datový synchronizátor soubor čte a dle jednotlivých XML značek ukládá hodnoty do datové 
struktury. Ukládá pouze ta data, která se budou ukládat do interní databáze, ostatní ignoruje. 
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3. Jakmile je daná položka načtena (hodnoty jednoho záznamu, nikoli celého souboru), spustí se 
proces porovnávání. 
4. Z datové struktury se načte id záznamu a provede se dotaz, zda je již tento záznam v interní 
databázi. V případě nenalezení je záznam vložen jako nový a v tabulce označující rozdílnost 
položek je nastaven příznak rozdílnosti.  
5. Pokud je záznam v interní databázi nalezen, pak probíhá porovnávání jednotlivých hodnot 
záznamu. Je-li nalezen rozdíl v kterémkoli sloupci, tento rozdíl se do databáze uloží a opět se 
nastaví příznak rozdílnosti položky.  
6. Po skončení porovnávání je tedy v interní databázi aktuální obsah dat a nastavené příznaky 
rozdílnosti, může se provádět aktualizace databáze internetového obchodu. 
7. Přenášená data jsou tedy pouze ta, která se od posledního exportu z Pohody nějak změnila. 
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7 Implementace 
Tato kapitola obsahuje popis vytvoření aplikace datového synchronizátoru a komunikačního rozhraní 
internetového obchodu. V následujících podkapitolách jsou zvlášť vysvětlené jednotlivé 
problematiky. Nejprve implementace datového synchronizátoru, což je hlavní část celého propojení 
mezi ERP systémem a internetovým obchodem. S touto částí je spojena implementace databázové 
vrstvy interní databáze, se kterou synchronizátor komunikuje. Pro část internetového obchodu bylo 
třeba vyvinout komunikační rozhraní, které je popsáno v předposlední podkapitole. Poslední kapitolu 
tvoří opět databázová vrstva, ovšem tentokrát spojená s komunikačním rozhraním internetového 
obchodu.   
7.1 Implementace datového synchronizátoru 
V podkapitole 6.2 Použité technologie bylo naznačeno, že datový synchronizátor bude koncipován 
jako služba systému Windows. Tento speciální druh programu neobsahuje žádné grafické uživatelské 
rozhraní, ani jej nelze samostatně spustit. Služba systému Windows je využívána k provádění různé 
činnosti, u které se nepředpokládá žádný zásah ze strany uživatele. Dokonce spuštění samotné služby 
bývá zpravidla nastaveno tak, že se služba aktivuje při spuštění operačního systému. Ve speciálních 
případech je možné služby spouštět či zastavovat i uživatelsky, ale pro běžného uživatele není tato 
činnost příliš častá. Způsob spouštění a instalace služby je pospán v podkapitole 8.2 Instalace služby 
systému Windows. Následující sekce popisují detailněji jednotlivé části programu DatSynch (Datový 
synchronizátor). Nejdůležitější z nich jsou vidět v diagramu tříd – obrázek č. 8.  
7.1.1 Třída Program a spuštění služby 
První činností, kterou program po spuštění začne provádět je načítání konfigurace. Vytvoří tedy 
objekt třídy Konfigurace a zavolá jeho metodu CtiAParsujKonfigSoubor(). Funkce této metody, ale 
i všech ostatních je předmětem následující sekce. Nyní se spokojíme s informací, že konfigurace a 
počáteční nastavení programu jsou provedeny. 
 Následuje nastavení atributu ObjednavkaId třídy Global. Tato akce si zaslouží krátké 
vysvětlení. Třída Global je statickou třídou obsahující atributy, které v celé aplikace slouží jako 
globální proměnné. Za pomocí metod pro čtení a nastavení těchto atributů jsou tedy využívány z celé 
aplikace. Patří zde i atribut ObjednavkaId, který je pomocí metody ObjednavkyVratPosledniId() třídy 
Objednavky nastaven na hodnotu id, naposledy přenesené objednávky z internetového obchodu. To 
proto, aby byla později minimalizovaná komunikace mezi ERP systémem a internetovým obchodem. 
Ze strany obchodu budou přenášeny opravdu jen nové objednávky, které mají vyšší hodnotu id, než 
hodnota této globální proměnné. 
 Poslední činností hlavní metody Main() je vytvoření třídy služby systému Windows a její 
spuštění. Tato třída se jmenuje wsDatSynch. Nejdůležitější metodou je metoda OnStart(), která 
vytvoří objekt třídy Casovac a spustí metodu pro synchronizaci položek SpustSynchronizaciPolozek() 
a metodu pro synchronizaci objednávek SpustSynchronizaciObjednávek(). S třídou wsDatSynch také 
souvisí třída ProjectInstaller, pomocí které je možné nastavit určité vlastnosti spouštěné služby. Mezi 
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ty základní patří například jméno, pod kterým se bude služba zobrazovat v systému Windows, dále 
typ spuštění služby (automaticky při startu nebo ručně) či účet pod kterým služba v systému běží.  
7.1.2 Třída Konfigurace 
Třída konfigurace obsahuje jak metody pro práci s textovým konfiguračním souborem, tak pro práci 
s interní databází datového synchronizátoru. Jak bylo psáno v předcházející sekci, spuštění 
konfigurace je provedeno při startu programu spuštěním metody CtiAParsujKonfigSoubor(). Ta načte 
textový soubor a podle daných pravidel z něj přečte dané hodnoty a uloží je do databáze. V případě 
chybného formátu dat v konfiguračním souboru se zavolá metoda třídy Log, která zapíše log soubor 
s chybou. Detailněji bude tato třída popsána v kapitole 7.1.6 Třída Log. Další metoda s názvem 
UlozKonfiguraci() slouží pro zapsání hodnoty daného nastavení do databáze. Viz podkapitola 7.2 
Databázová vrstva datového synchronizátoru. Načítání těchto uložených dat obstarává metoda 
VratHodnotuProKlic(), která vrátí odpovídající hodnotu požadavku z databáze. Tato metoda je hojně 
využívána v ostatních třídách aplikace, protože většina konfiguračních nastavení je čtena právě 
pomocí této metody. Výjimku tvoří pouze ta data, která jsou uložena jako globální proměnné.  
7.1.3 Třída Časovač  
Tato třída s názvem Casovac tvoří jádro celé aplikace. Slouží pro řízení celého procesu 
synchronizace. Mezi základní činnosti této třídy patří řízení synchronizace položek (s tím souvisí 
synchronizování kategorií) a řízení synchronizace objednávek (s objednávkami souvisí synchronizace 
adresáře). Popis jednotlivých činností je rozdělen do samostatných sekcí. 
 
7.1.3.1 Synchronizace Položek  
Při spuštění aplikace je volána metoda SpustSynchronizaciPolozek(). Ta vytvoří objekt třídy Timer, 
který bude dle daného časového intervalu spouštět událost SynchronizacePolozek. Tento časový údaj 
je specifikován v konfiguračním souboru, který byl před tímto požadavkem zpracován třídou 
Konfigurace a nahrán do databáze. V následujícím textu této práce bude používat termín „načten 
z konfigurace“, kterým je myšleno dotázání se do tabulky, obsahující konfigurační data pro aplikaci.  
 Reakcí na vyvolání události časovače je tedy delegát s názvem SynchronizacePolozek, který 
provádí následující činnost: 
1. Vytvoření inicializačního souboru pro provedení importu/exportu položek do/z systému 
Pohoda. 
2. Vytvoření požadavku na export skladových zásob. Tedy sestavní XML souboru, obsahujícího 
XML značky, podle kterých systém Pohoda dokáže odpovědět seznam skladových zásob – 
položek.  
3. Provedení exportu položek ze systému Pohoda. 
4. Natavení příznaku smazaných položek v interní databázi, aby se na stranu internetového 
obchodu přenášela pouze aktuální data.  
5. Načtení XML souboru, který obsahuje výstupní data ze systému Pohoda – skladové zásoby.  
6. Provedení synchronizace kategorií. Na straně Pohody se jedná o členění skladů.  
7. Načtení rozdílových položek a provedení aktualizace databáze internetového obchodu. 
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8. Odeslání obrázků na internetový obchod, které se vztahují k rozdílovým položkám. 
9. Provedení potvrzení importu.  
 
Jednotlivé činnosti popsané v tomto postupu jsou prováděny pomocí objektů tříd, které jsou popsány 
v následujících kapitolách podrobněji. Tento postup synchronizace položek a kategorií je tedy 
pravidelně prováděn v časových intervalech. V případě neprovedení kterékoliv z těchto akcí je 
proveden zápis do logu, ale běžící časovač není zastaven. Takže pokud se jednalo o dočasnou 
nedostupnost některé komponenty systému, proces bude opět zopakován po uplynutí stanoveného 
limitu.  
7.1.3.2 Synchronizace Kategorií 
Synchronizace kategorií (nebo také členění skladů, jak se používá v systému Pohoda) se neprovádí 
samostatně jako synchronizace položek či objednávek. Tento postup je vyvolán pouze při 
synchronizaci rozdílových položek (metoda SpustSynchronizaciKategorii()). Tím je také zaručen 
přenos pouze těch kategorií, které obsahují položky s příznakem Internet. Nedochází tak k vytváření 
nežádoucích či prázdných kategorií v internetovém obchodě. V předcházející sekci, která popisuje 
postup synchronizace položek, je volání tohoto procesu zmíněno v bodě číslo 6. Postup opět využívá 
jiných tříd, které jsou popsány v následujících kapitolách. Postup synchronizace je následující: 
1. Proces prochází všechny položky, které jsou označené jako rozdílové.  
2. Načte členění skladů (strom kategorií) dané položky a zjistí, zda se tyto nachází v interní 
databázi. Pokud ano, pokračuje se následující položkou. Pokud ne, kategorie se musí uložit. 
3. V případě, že strom kategorií je delší než jedna, je rozdělen na dílčí kategorie, které jsou 
postupně vytvářeny v internetovém obchodě a také ukládány do tabulky v interní databázi 
datového synchronizátoru.  
4. Tímto postupem se uloží všechny potřebné kategorie tak, aby bylo zajištěno, že položka 
přenášená z ERP systému do internetového obchodu má na straně obchodu vytvořenou 
patřičnou kategorii. 
7.1.3.3 Přenášení obrázků  
Poslední činností související s přenášením rozdílových položek na internetový obchod je přenášení 
obrázků. Obrázky jsou v systému Pohoda uloženy v určitém adresáři, který je třeba mít předem 
nadefinovaný. V samotném exportu položek je pak pouze uvedeny názvy těchto obrázků. Postup je 
tedy následující: 
1. Proces prochází všechny položky, které jsou označené jako rozdílové. 
2. Obrázek je načten třídou FileStream a převeden na pole bajtů. 
3. Tato data jsou společně s informací o jméně obrázku a id položky, ke které obrázek patří, 
přeneseny na stranu internetového obchodu.  
4. Metoda zpracovávající tato data bude popsána v podkapitole 7.3 Implementace 
komunikačního rozhraní internetového obchodu. 
7.1.3.4 Synchronizace Objednávek  
Proces synchronizace objednávek je podobný postupu při synchronizaci položek. Metoda 
SpustSynchronizaciObjednavek() je volána taktéž při spuštění aplikace. Z konfigurace je načten 
časový interval (který může být různý od časového intervalu pro synchronizaci položek) a za pomocí 
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třídy Timer jsou spouštěny události časovače. Delegát SynchronizaceObjednavek() pak provádí 
následující postupy: 
1. Vytvoření inicializačního souboru potřebného pro provedení importu/exportu dat do/z 
systému Pohoda. 
2. Sestavení požadavku (XML souboru) na export přijatých objednávek ze systému Pohoda. 
3. Provedení exportu objednávek.  
4. Nastavení příznaku smazaných objednávek v interní databázi, aby se dále pracovalo pouze 
s aktuálními objednávkami. 
5. Načtení XML souboru, který obsahuje výstupní data ze systému Pohoda – přijaté objednávky. 
6. Načtení rozdílových objednávek a provedení aktualizace na straně internetového obchodu. 
7. Potvrzení importu objednávek. 
8. Získání seznamu nových objednávek z internetového obchodu, které ještě nebyly do systému 
Pohoda importovány. 
9. Provedení aktualizace adresáře. 
10. Vytvoření inicializační souboru pro import nových objednávek do systému Pohoda. 
11. Sestavní XML požadavku na import těchto objednávek. 
12. Provedení importu do systému Pohoda. 
  
Vzhledem ke skutečnosti, že synchronizace objednávek je obousměrná (nové objednávky směřují do 
Pohody, změněné objednávky směřují do internetového obchodu), je postup oproti synchronizaci 
položek delší. Provedení importu/exportu do/z Pohody tak proběhne při tomto postupu dvakrát. 
Většina metod, které jsou během tohoto provádění volány, jsou společné jak pro synchronizaci 
položek, tak pro synchronizaci objednávek. Jejich bližší popis je k nalezení v následujících sekcích.  
7.1.3.5 Synchronizace adresáře 
Součástí synchronizace objednávek je synchronizace adresáře – tedy zákazníků a jejich adresy. Tato 
synchronizace je vyvolána spuštěním metody AktualizujZakazniky() (devátý bod postupu v předchozí 
sekci). Tento proces prochází seznam všech nových objednávek a pro každou objednávku získá ze 
strany internetového obchodu informace o zákazníkovi, který objednávku provedl. Jiným způsobem 
než prostřednictvím nových objednávek není možné synchronizovat adresář. Tím je opět zajištěna 
minimální komunikace mezi ERP systémem a internetovým obchodem a nehrozí přenášení informací 
o zákaznících, kteří neprovedli žádný nákup. Samotný postup synchronizace (volání metody 
SpustSynchronizaciAdresare()) je pak následující: 
1. Získání id daného zákazníka z interní databáze. To je pro případ, že zákazník je již v systému 
zaregistrován a provedl pouze novou objednávku. 
2. Vytvoření inicializačního souboru pro import/export dat do/z systému Pohoda. 
3. Sestavení XML požadavku na import zákazníka do ERP systému. V případě, že je již známo 
jeho id (z kroku číslo 1), pak se provede pouze aktualizace jeho údajů a nebude se znovu 
vkládat. 
4. Provedení importu adresáře. 
5. Načtení XML odpovědi systému Pohoda. Zde je k nalezení id, pod kterým byl nový zákazník 
vložen do systému.  
6. Aktualizace id zákazníku uloženého v interní databázi. 
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7.1.4 Třída Pohoda 
Metody obsažené ve třídě Pohoda se vztahují k prácí se systémem Pohoda. Jsou zde obsaženy 
metody pro vytvoření XML požadavků, načtení XML odpovědí, metoda provádějící spuštění Pohody 
v režimu pro import/export dat a také metoda vytvářející inicializační soubor. V následujících sekcích 
jsou popsány některé ze zde přítomných metod. 
7.1.4.1 Sestavení inicializačního souboru 
Tento důležitý soubor, bez kterého není možné provést komunikaci se systémem Pohoda, vytváří 
metoda s názvem VytvorIniSoubor(). Kapitola 5.1 Obecný mechanismus importu/exportu informuje, 
jakým způsobem se tento soubor vytváří, proto zde již nebude znovu podobněji popisován. Metodě se 
pouze předají parametry určující, které z požadovaných nastavení má soubor obsahovat a jak se má 
jmenovat. Za pomocí metod třídy Konfigurace jsou načtena potřebná data, soubor je vytvořen 
a zapsán na disk. Pro každou část synchronizace (objednávky, položky, adresář) se vždy vytváří nový 
soubor s patřičným názvem.  
7.1.4.2 Vytvoření XML požadavku 
XML soubory sloužící jako požadavek pro export dat z Pohody i soubory sestavené jako požadavek 
na import dat do Pohody jsou sestavovány podle určitých pravidel. Tato pravidla (šablony) 
i s ukázkovými XML soubory lze stáhnout z oficiálních internetových stránek produktu Pohoda [12]. 
Třída Pohoda obsahuje následující metody pro práci s XML požadavky: 
• VytvorPozadavekExportSklady(), 
• VytvorPozadavekExportObjednavky(), 
• VytvorPozadavekImportAdresar(), 
• VytvorPozadavekImportObjednavky(), 
• NactiExportObjednavky(), 
• NactiExportSklady(), 
• NactiImportAdresar() 
 
Názvy výše uvedených metod jsou natolik výstižné, že nemá smysl je blíže popisovat. Pro představu 
jak XML požadavek či odpověd vypadá jsou vybrány pouze příklady. Ostatní požadavky jsou velice 
podobné, liší se většinou jen názvy XML značek. 
7.1.4.3 Požadavek na export skladových položek  
Jako ukázková metoda byla vybrána VytvorPozadavekExportSklady(), sloužící pro sestavení 
požadavku na exportování seznamu skladových zásob položek ze systému Pohoda. Metodě jsou 
předány čtyři parametry. První z nich strSoubor, určuje jméno souboru, do kterého se má zapsat XML 
požadavek. Dalším parametrem je strCleneni, který udává členění skladů. Tento parametr se použije 
pouze tehdy, pokud je žádoucí, aby výsledný export položek byl pouze z daného členění skladů. Třetí 
a čtvrtý parametr strSklad a strZasoba mohou být využity pro přesné určení ze kterého skladu a která 
položka má být exportována. Ovšem tyto filtrační parametry prozatím nejsou pro mechanismus 
synchronizace položek nijak využívány. V případě úspěšného sestavení požadavku metoda vrací 
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nulový návratový kód, v opačném případě kód značící chybné vykonání. Příčinu chyby lze nalézt 
zapsanou v log souboru. XML požadavek může vypadat například následovně: 
 
<?xml version="1.0" encoding="windows-1250"?> 
<dat:dataPack id="" ico="12345678" application="" version="1.0" note=""> 
<dat:dataPackItem id="" version="1.0"> 
<eStk:listStockRequest version="1.2" stockVersion="1.2"> 
<eStk:requestStock /> 
</eStk:listStockRequest> 
</dat:dataPackItem> 
</dat:dataPack> 
 
Zde uvedený příklad je nejjednodušším možným XML požadavkem pro export skladových zásob. Pro 
přehlednost zde nejsou uvedeny ani jmenné prostory popisující dat a eStk, které se nachází 
v kořenové značce dataPack. Také atributy jako id, application, a note jsou zde prázdné. Pro export 
nejsou potřeba. Zápis XML značek do souboru je prováděn pomocí třídy XmlTextWriter, která 
obsahuje metody pro pohodlný zápis značek.  
7.1.4.4 Požadavek na import adresáře 
Druhým zde uvedeným příkladem je výstup metody VytvorPozadavekImportAdresar(). Parametr 
strSoubor obsahuje jméno souboru, do kterého má být požadavek zapsán. Druhý parametr strId, 
určuje id záznamu, které má být aktualizován. V případě nevyplnění tohoto parametru se do systému 
Pohoda vloží nový záznam. Posledním předávaným parametrem je datová struktura dsZakaznik, která 
obsahuje patřičná data použitá pro aktualizaci zákazníka. Návratová hodnota je opět nula nebo jedna 
v případě chyby. I v tomto příkladě jsou vypuštěny názvy jmenných prostorů a nevyužívají se 
všechny atributy XML značek.  
 
<?xml version="1.0" encoding="windows-1250"?> 
<dat:dataPack id="" ico="12345678" application="" version="1.0" note=""> 
<dat:dataPackItem id="" version="1.0"> 
<adb:addressbook version="1.5"> 
<adb:addressbookHeader> 
<adb:identity> 
<typ:address> 
<typ:name>Daniel Pekař</typ:name> 
<typ:city>Zlín</typ:city> 
<typ:street>Ulice 12</typ:street> 
<typ:zip>76005</typ:zip> 
</typ:address> 
<typ:shipToAddress> 
<typ:name>Daniel Pekař</typ:name> 
<typ:city>Zlín</typ:city> 
<typ:street>Ulice 15</typ:street> 
<typ:zip>76001</typ:zip> 
</typ:shipToAddress> 
</adb:identity> 
<adb:mobil>12345656</adb:mobil> 
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<adb:email>xpekar04@stud.fit.vutbr.cz</adb:email> 
<adb:duplicityFields actualize="true"> 
<adb:id>32</adb:id> 
</adb:duplicityFields> 
</adb:addressbookHeader> 
</adb:addressbook> 
</dat:dataPackItem> 
</dat:dataPack> 
7.1.4.5 Příklad odpovědi na požadavek a její čtení 
Čtení odpovědi na daný požadavek probíhá pomocí metod třídy XmlTextReader. Data jsou načítána 
do datové struktury (seznamu) lstZaznam a následně jsou předána metodě pro rozdílování dat. Tato 
metoda je popsána v kapitole jí věnované. Ukázky XML odpovědí bývají zpravidla poměrně obsáhlé, 
příklad exportu skladové zásoby je zobrazen jako Příloha č. 2. 
7.1.4.6 Spuštění programu Pohoda v režimu pro XML import/export 
Metoda s názvem ProvedImportExport() provede spuštění programu Pohoda v režimu pro XML 
import/export. Způsob spuštění byl již naznačen v kapitole 5.1 Obecný mechanismus 
importu/exportu, pro připomenutí je zde tento příkaz znovu: 
Pohoda.exe /XML "Uzivatel" "Heslo" "Cesta k INI souboru" 
 
Uživatel, jehož login a heslo se používá při tomto spouštění, musí mít v systému Pohoda nastaven 
dostatečná oprávnění k tomu, aby mohl spouštět systém v režimu XML importu/exportu. Samotné 
spuštění pak probíhá prostřednictvím třídy Proces, která umí spustit externí proces. Nastavení tohoto 
procesu jsou provedena pomocí třídy ProcesStartInfo, které se nastaví atributy jako pracovní adresář, 
jméno spustitelného souboru a argumenty příkazové řádky. Při spouštění externího procesu je nutné 
dbát na skutečnost, že doba vykonávání tohoto programu může být dlouhá. Nelze tedy předpokládat, 
že nedojde k přepnutí kontextu mezi běžícími procesy a posloupnost vykonávání bude provedena 
správně. Třída Proces obsahuje metodu s názvem WaitForInputIdle(), která pozastaví vykonávání 
toho programu, který proces spustil a počká, až tento skončí. Pak může pokračovat v činnosti. Tímto 
postupem je zaručeno to, že program nezačne číst například výstupní XML soubory dříve, než jsou 
úplně zapsány na disk systémem Pohoda. Další důležitou metodou třídy Proces je WaitForExit(). Ta 
obsahuje parametr, který určuje časovou lhůtu, po kterou je na externí proces čekáno. Tento časový 
údaje je načten z konfigurace a v případě že běžící proces překročí tento stanovený limit, doje k jeho 
ukončení. Tím je zabezpečeno lepší stabilita systému a odolnost proti „uváznutí komunikace“ mezi 
systémy.  
7.1.5 Třída Synchronizátor 
Třída s názvem Synchronizator obsahuje metody pro synchronizaci dat mezi systémy. Základní 
metoda, která využívá při své činnosti i ostatní se jmenuje RozdilujData(). Jedním z parametrů 
předávaných této metodě je datová struktura (seznam) obsahující data načtená z XML soboru, která 
mají být porovnána s daty v interní databázi – princip rozdílování. Prvním krokem je načtení 
unikátního id z datové struktury, podle kterého bude načten odpovídající záznam (položky, 
objednávky) z interní databáze. Metodou NaplnDataSet() se pak naplní jiná datová struktura 
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(DataSet), do které se uloží hodnoty záznamu odpovídající danému id získaného v předchozím kroku. 
V případě, že žádný odpovídající záznam nebyl v databázi nalezen, je pomocí metody 
VlozNovyZaznam() vložen do databáze. Takto vkládané záznamy jsou automaticky nastavené jako 
rozdílové, protože je jisté, že na straně internetového obchodu ještě nejsou zavedeny. 
Vrátila-li metoda NaplnDataSet() odpovídající záznam, pak může začít proces porovnávání 
jednotlivých hodnot záznamů. V případě, že hodnoty sobě odpovídajících si polí obou struktur jsou 
shodná, cyklus pokračuje dále. V opačném případě, tedy pokud byla nalezena nějaká změna, je tato 
odlišnost uložena do interní databáze metodou ZaznamUlozRozdil(). Následuje pochopitelně také 
nastavení příznaku rozdílnosti záznamu (položky či objednávky), které provádí jim odpovídající 
metody. Po ukončení synchronizace jsou tedy v interní databázi uloženy aktuální data načtená z XML 
souboru a u patřičných položek nastaven příznak rozdílnosti. To platí také pro smazané položky. 
7.1.6 Třída Log  
Třída Log zajišťuje zapisování chybových zpráv do textového souboru – logu. Obsahuje metody 
NazevSouboru() a ZapisLog(). První zmíněná metoda slouží pouze k vytvoření názvu souboru, který 
se každý měsíc liší. Cesta pro uložení log souboru je načtena z konfigurace, v případě, že selže 
spojení do databáze, je tento log zapsán do předem definovaného souboru. Samotný zápis log 
informace pak obsahuje datum, kdy chyba nastala, jméno třídy ve kterém chyba nastala, dále pak 
popis chyby a v případě, že byla odchycena výjimka (Exception), pak je zapsáno i její znění.  
7.1.7 Třídy pro práci s databází 
Poslední sekce této podkapitoly popisuje souhrnně řadu tříd, které slouží jako mezivrstva mezi 
databázovou vrstvou a aplikační vrstvou. Jedná se o třídy Adresar, Kategorie, Objednavky a Polozky. 
Každá z těchto tříd obsahuje metody pro práci s databází, které se vztahují vždy k dané problematice. 
Například třída Adresar zpravuje údaje o zákaznících, třída Polozky obsahuje metody pro práci se 
skladovými zásobami (položkami). Jedná se především o metody vkládající nový záznam či metody 
získávající data voláním uložených procedur. Také v těchto metodách je využívána třída Log pro 
zápis chybových hlášení v případě neúspěšného volání databázové procedury.  
Detailněji zde bude popsána pouze metoda ObjednavkyVratPosledniId(), která slouží k získání 
id objednávky, která byla naposledy vložena systému Pohoda, tedy i do interní databáze. Důvod 
volání této procedury byl popsán v kapitole 7.1.1 Třída Program a spuštění služby. Ovšem jedná se 
o id, pod kterým je objednávka vedena na straně internetového obchodu, nikoli o id označující 
záznam v systému Pohoda. Bylo tedy třeba vymyslet mechanismus, který bude tuto informaci 
udržovat přímo v dané objednávce na straně ERP systému. K tomuto účely bylo využito pole text, do 
něhož synchronizátor ukládá mimo jiné i toto potřebné id této objednávky ze strany internetového 
obchodu. Získání jeho hodnoty se pak provede pomocí regulárního výrazu, který z textového pole 
tento údaj získá. Tato metoda je volána pouze při spuštění aplikace, proto zpomalení způsobené tímto 
prohledáváním textového řetězce není na škodu.  
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7.2 Databázová vrstva datového synchronizátoru 
V kapitole 6.5 Návrh databáze je zobrazen ER diagram popisující strukturu jednotlivých tabulek 
a vztahy mezi nimi. Na straně SQL serveru je k těmto tabulkám také řada uložených procedur, které 
obstarávají veškerou práci s tabulkami – vkládání nových záznamů, mazání záznamů, aktualizaci 
záznamků a pochopitelně také nejrůznější SQL dotazy. Tyto procedury jsou volány metodami 
jednotlivých tříd, ke kterým se vztahují (viz podkapitola 7.1 Implementace datového 
synchronizátoru). Většina těchto procedur obsahuje základní SQL dotazy, proto zde nebudou všechny 
rozebírány, opět jsou zvoleny jen některé z nich jako příklad. 
     Vybrány byly procedury PolozkaUlozRozdil a PolozkaVratRozdilne, na kterých je vidět 
proces ukládání a získávání rozdílových dat. Nejprve se tedy zaměřme na mechanismus uložení 
informace o rozdílné položce. Kód procedury vypadá následovně: 
 
ALTER PROCEDURE [dbo].[PolozkyUlozRozdil]  
 @polozka_id int  
AS 
BEGIN 
-- pokud zaznam polozky jiz existuje, bude se updatovat, jinak vkladat 
IF EXISTS (SELECT id FROM PolozkyRozdil WHERE polozka_id = @polozka_id) 
 -- update existujici polozky 
 BEGIN 
  UPDATE PolozkyRozdil 
  SET datum_vlozeni = GETDATE(), 
   je_rozdil = 1 
  WHERE polozka_id = @polozka_id 
 END  
ELSE  
 BEGIN 
  INSERT PolozkyRozdil 
  SELECT 
   -- id 
   @polozka_id,     
   GETDATE(), 
   NULL, 
   1 
 END  
END 
 
Procedura nejprve zjistí, zda záznam s daným id již v interní databázi existuje a na základě této 
informace provede jeho aktualizaci nebo vloží nový záznam. Při aktualizaci je pouze nastaveno 
aktuální datum a příznak je_rozdil je nastaven na hodnotu 1. Pokud se jedná o vložení nového 
záznamu do tabulky, je vloženo id záznamu, které se automaticky generuje na straně SQL serveru, 
pak polozka_id, která značí cizí klíč do tabulky Polozky, nastaví se aktuální datum vložení záznamu a 
nastaví se příznak je_rozdil na hodnotu 1. 
 Druhá popisovaná procedura s názvem PolozkaVratRozdilne slouží k získání těch položek, 
které jsou onačeny jako rozdílové. Kód této procedury je zobrazen níže: 
 38
 
ALTER PROCEDURE [dbo].[PolozkyVratRozdilne]  
AS 
BEGIN  
 
-- update priznaku je_rozdil u tech polozek, ktere maji priznak 
smazanych (aby se tento fakt prenesl do e-shopu) 
UPDATE r 
SET r.je_rozdil = 1 
FROM PolozkyRozdil [r] JOIN Polozky [p] ON r.polozka_id = p.id 
WHERE p.jeSmazan = 1 
  
-- vraceni vsech polozek, ktere jsou rozdilne 
SELECT 
p.id, 
p.pohoda_id, 
p.pohoda_code, 
p.pohoda_name, 
p.pohoda_sellingPrice, 
p.pohoda_count, 
p.pohoda_description, 
p.pohoda_description2, 
p.pohoda_picture, 
p.pohoda_storage_ids, 
p.jeSmazan 
FROM Polozky [p] JOIN PolozkyRozdil [r] on r.polozka_id = p.id 
WHERE r.je_rozdil = 1  
END 
 
Funkce této procedury je taktéž velice jednoduchá. Nejprve je provedena aktualizace příznaku 
je_rozdil u všech položek, které jsou označeny jako smazané. To proto, aby se tato informace při 
synchronizaci přenesla na stranu internetového obchodu. V dalším kroku je již samotné získání dat 
z tabulky Polozky, ovšem jen těch záznamů, které mají nastaven příznak je_rozdil.  
7.3 Implementace komunikačního rozhraní 
internetového obchodu 
Tato podkapitola popisuje druhou programovou část tohoto projektu. Jedná se o webovou aplikaci 
s webovou službou. Metody této webové služby bude volat aplikace datového synchronizátoru, která 
prostřednictvím nich bude provádět aktualizace databáze internetového obchodu. Aplikace běží jako 
samostatný program, není přímo součástí kódu internetového obchodu. Veškeré změny, s výjimkou 
přenosu obrázků, jsou prováděny pouze v databázi internetového obchodu, do které má tento program 
přímý přístup. Toto řešení poskytuje řadu výhod. Jednou z nich je například to, že aplikace 
internetového obchodu nemusela být kvůli synchronizaci vůbec změněna. Další výhodou je například 
fakt, že při nečekaném pádu aplikace komunikačního rozhraní, zů
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plně funkční. Následující dvě sekce popisují detailněji způsob implementace části poskytující metody 
webové služby a části zpracovávající obrázky.  
7.3.1 Implementace webové služby 
Veškeré metody, které jsou přístupné pro ostatní aplikace jako metody webové služby, jsou umístěny 
ve třídě Komunikator. Neprovádí žádnou speciální činnost, pouze volají uložené procedury databáze 
internetového obchodu a vracejí návratové hodnoty na stranu ERP systému. Jedná se o následující 
metody:  
• AktualizujPolozky(), 
• AktualizujObjednavky(), 
• VratNoveObjednavky(), 
• VratZakaznika(),  
• VratPolozkyObjednavky(), 
• VytvorPodkategorii(), 
• AktualizujObrazky() 
 
Jejich názvy opět napovídají, jakou činnost tyto metody provádí. Poslední zmíněná metoda ovšem 
neobsahuje volání žádné serverové procedury, ale využívá třídu Obrazek, pro provedení aktualizace 
obrázků. Tato třída je předmětem následující sekce.  
7.3.2 Aktualizace obrázků 
Internetový obchod pracuje s obrázky jednotlivých produktů jako se soubory uloženými na disku. 
V databázi není obrázek fyzicky uložen, ale pouze jméno jeho souboru. Proto při aktualizaci obrázků 
přenášených z ERP systému je nutné tyto obrázky opět uložit fyzicky na disk a to ve formátu s jakým 
pracuje aplikace internetového obchodu. Proto je součástí komunikačního rozhraní internetového 
obchodu také třída Obrazek, která obsahuje patřičné metody. Webová metoda AktualizujObrazek() 
provede pouze načtení pole bajtů posílané ze strany datového synchronizátoru, které uloží jako 
obrázek pod zadaným jménem v patřičném adresáři. Jméno tohoto souboru společně s id položky, ke 
které obrázek patří, se použijí jako parametry při volání metody ZpracujObrazek() již zmíněné třídy 
Obrazek. Tato metoda musí nejprve sestavit správné jméno pro nový obrázek, protože internetový 
obchod si kvůli hrozící duplicitě názvů každý obrázek přejmenovává. Tuto činnost provede metoda 
VratJmenoObrazku(), která za pomocí serverových procedur sestaví správné jméno pro tento 
vkládaný obrázek. Následuje změna velikosti na požadované rozměry (pro náhled a detail produktu) 
a uložení těchto souborů do patřičných adresářů. V případě, že je metodě ZpracujObrazek() předán 
název obrázku jako prázdný řetězec nebo hodnota null, znamená to, že obrázek u produktu byl v ERP 
systému smazán, a proto je nutné pomocí metody NastavSmazanyObrazek() smazat také odkaz na 
obrázek v databázi.  
7.4 Databázová vrstva komunikačního rozhraní 
Jak již bylo napsáno dříve, procedury sloužící pro aktualizaci databáze internetového obchodu jsou 
uloženy přímo v jeho databázi. Některé části zdrojového kódu těchto procedur jsou převzaty z již 
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existujících procedur internetového obchodu, které provádějí podobnou činnost. Jedná se o vkládání 
nové kategorie do struktury kategorií internetového obchodu, vkládání nových záznamů do tabulek 
textů a ukládání nových cen. Rozdělme se procedury na dvě části. První část jsou procedury, pomocí 
kterých probíhá samotná aktualizace. Jedná se o tyto procedury: 
• wsAktualizujObjednavky, 
• wsAktualizujPolozky, 
• wsNastavSmazanyObrazek, 
• wsVlozKategorii,  
• wsVratNoveObjednavky, 
• wsVratPolozkyObjednakvy,  
• wsVratZakaznika 
 
Popis činnosti jednotlivých procedur lze opět odvodit z jejich názvu. Detailněji budou rozebrány 
pouze jedna z nich jako ukázka. Například procedura wsVratNoveObjednakvy(): 
 
ALTER PROCEDURE [dbo].[wsVratNoveObjednavky] 
@id int 
AS 
BEGIN 
SELECT  
a.finKis [id], 
a.finZakaznikKis [zakaznik], 
a.fdtDate [datum],   
CASE  
WHEN a.finPlatba = 0 THEN 'Dobírkou' 
WHEN a.finPlatba = 1 THEN 'příkazem'    
WHEN a.finPlatba = 8 THEN 'Hotově' 
END [platba] 
   
FROM qtbObjednavky [a] JOIN qtbAdresar [b] ON finZakaznikKis = b.finKis 
WHERE  
a.fbiVisible = 1 
AND b.fbiVisible = 1 
AND a.finKis > @id -- novejsi nez ID - jen nove objednavky 
END 
 
Tato procedura tedy vrátí z databáze nové objednávky. Podmínkou rozhodující o tom, zda je 
objednávka nová či nikoli, rozhoduje podmínka a.finKis > @id, která říká, že id (na straně 
internetového obchodu pojmenováno jako finKis) hledané objednávky musí být větší ne id předané 
jako parametr procedury. Tento parametr je pochopitelně předáván ze strany datového 
synchronizátoru, kde je v globální proměnné uchovávána jeho hodnota. Důležitým faktem jsou také 
názvy sloupečků v hranatých závorkách (aliasy), podle kterých je později k hodnotám přistupováno. 
Řetězce, které vrací větvení CASE, jsou použity jako identifikátory při definici způsobu platby na 
straně ERP systému. Důležitou procedurou je procedura wsAktualizujPolozky, která provádí 
aktualizaci položek v databázi internetového obchodu. Ovšem je příliš rozsáhlá, a přestože její činnost 
je důležitá, nebude zde její kód zobrazen. Při aktualizaci se pracuje kromě tabulek produktů také 
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s tabulkami obsahující texty či tabulkami obsahujícími ceny. Jed tedy nutné, aby tato procedura data 
vládala/aktualizovala do všech těchto propojených tabulek.  
 Druhá část uložených procedur v této databázi souvisejících s datovou synchronizací 
nesouvisí přímo s aktualizacemi údajů, jak tomu bylo v tomto případě. Jedná se o procedury, které 
provádí „pomocnou“ činnost. Patří mezi ně: 
• wsOdstranDiakritiku, 
• wsOdstranPaznaky, 
• wsVratJmenoObrazku, 
• wsVytvorSeoProduktu 
 
Procedura wsVratJmenoObrazku slouží pro vytvoření správného jména pro obrázek, které je také 
použito pro uložení upravených obrázků do patřičných adresářů. Druhou činností této procedury je 
uložení tohoto nového jména také do tabulky produktů, ze které je na soubor s obrázkem odkazováno. 
Procedura wsVytvorSeoProduktu je využívána při aktualizaci položek v databázi. Každá položka 
internetového obchodu obsahuje v databázi také záznam o URL adrese, která se k ní váže. Tyto 
adresy jsou zde z důvodu SEO (Search Engine Optimization). Tato metodika je využívána při snaze 
optimalizovat internetové stránky pro roboty internetových vyhledávačů a jednou z činností je také 
vytvoří správné URL adresy pro jednotlivé produkty. Proto, když dojde ke vložení nového produktu 
do databáze, či dojde k jeho aktualizaci, která vede ke změně jeho názvu, je nutné vytvořit pro tento 
produkt jeho novou URL adresu. Samotný princip vytváření není z pohledu této práce podstatný, 
proto nebude vysvětlován. Obě zde popsané procedury ke své činnosti využívají také zbylé dvě 
procedury (wsOdstranDiakritiku a wsOdstranPaznaky), které pracují s textovými řetězci a provádí 
potřebné úpravy před vytvořením názvu obrázku či nové URL adresy.  
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8 Instalace a zprovoznění aplikace 
Kapitola obsahuje popis a zprovoznění aplikace datového synchronizátoru. Ke správné funkčnosti 
celého projektu jsou ovšem zapotřebí ještě další dva programy včetně všech dalších podpůrných 
aplikací. První podkapitola zmiňuje potřebu instalace a konfigurace těchto produktů a v druhé 
podkapitole se popsán způsob instalace samotného datového synchronizátoru. 
8.1 Prostředí pro běh synchronizace dat   
Prvním nutným produktem pro instalaci je pochopitelně ekonomický a informační systém Pohoda. 
Nahlížíme-li na problematiku instalace z praktického pohledu, je tato činnost zcela v režii zákazníka. 
Tím je myšleno, že živnostník či firma, požadující datovou synchronizaci s internetovým obchodem 
společnosti GEDIP, spol. s r.o. si zajistí instalaci tohoto software na svém počítači (počítačích) dle 
vlastních možností. Způsobů a postupů při instalaci je pochopitelně celá řada, také počáteční 
nastavení systému Pohoda je dle zákazníka vždy různé. Je-li na problematiku instalace nahlíženo 
pouze z hlediska testování, je možné nainstalovat systém Pohoda ve zkušební verzi zcela zdarma. 
Instalační soubor tohoto systému je možné stáhnout z internetu z oficiálních stránek produktu 
Pohoda. Při testování této práce byla nainstalována verze programu „Pohoda Start“. Omezení 
funkčnosti této verze nemá vliv na testování datové synchronizace. Aby bylo možné data 
synchronizovat s internetovým obchodem, musí být tato data v systému také vytvořena. S tím souvisí 
zavedení celého účetnictví, vytvoření skladů, zásob, cen atd. Tuto činnost lze také provést velice 
jednoduše vytvořením fiktivní firmy. Tuto možnost systém Pohoda nabízí při využívání této testovací 
verze. 
 Druhou aplikací potřebnou pro synchronizaci dat je tedy internetový obchod. Zde je možné 
na instalaci tohoto produktu nahlížet také jak z hlediska praktického, tak pouze testovacího. V praxi 
bude tento obchod pochopitelně zprovozněn na veřejném serveru, který poskytuje kompletní 
„zázemí“ nutné pro běh tohoto systému. S tímto webovým hostováním musí být spojena konfigurace 
databázového serveru, DNS, nastavení oprávnění na adresářích a všechny další úkony potřebné pro 
správný běh aplikace. Druhou možností je internetový obchod spustit pouze v režimu pro tetování na 
klientském počítači. Při zvolení této varianty potřebujeme nainstalovat či nastavit následující součásti. 
V závislosti na verzi operačního systému Windows je potřeba nainstalovat internetovou informační 
službu (IIS), která je využívána pro běh webové aplikace. V patřičném adresáři (zpravidla 
C:\Inetpub\wwwroot\) vytvořit virtuální adresáře pro internetový obchod a pro část komunikačního 
rozhraní internetového obchodu. Zde pochopitelně nahrát patřičné soubory nutné pro běh těchto 
aplikací a také nastavit potřebná oprávnění nejen na těchto virtuálních adresářích. Pro běh těchto 
aplikací je také nutná instalace .Net Frameworku 3.5. Obě tyto webové aplikace využívají databázi 
internetového obchodu, která běží v prostředí Microsoft SQL Serveru 2008 R2. Pro účely této práce 
je dostačující instalace ve verzi Express, kterou je taktéž možné zdarma stáhnout z internetu. Na verzi 
tohoto databázového serveru nezáleží, důležité je pouze aby bylo možné zde vytvořit požadované 
tabulky a uložené procedury. Ty ovšem využívají jisté funkce SQL Serveru, proto není doporučeno 
používat starší verzi než Microsoft SQL Server 2005.  
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8.2 Instalace služby systému Windows    
Samotná aplikace datového synchronizátoru je programovaná jako služba systému Windows, jak již 
bylo psáno dříve. Spustitelný soubor (exe), který je výsledkem kompilace projektu DatSynch nelze 
samostatně spustit jako běžnou aplikace. Je nutné tento program nainstalovat jako službu a tu pak 
spouštět patřičným nástrojem nebo přenechat spouštění operačnímu systému.  
Instalace služby se provede pomocí programu installutil, který zaregistruje aplikaci jako službu 
systému Windows. Použití je následující (při spuštění s parametrem –u dojde k odinstalování služby): 
 
installutil “spustitelný soubor dané aplikace” 
 
Služba je nyní nainstalována a po jejím spuštění je možné využívat synchronizace dat. V případě, že 
není služba nastavena, aby se automaticky spouštěla při startu systému, je nutné je spustit ručně. To 
lez provést pomocí správce služeb, který je v systému Windows k nalezení v sekci Nástroje pro 
správu. Služba je nainstalována pod jménem wsDatSynch. Nyní tedy stačí vyhledat tuto službu 
v seznamu služeb, vyvolat kontextovou nabídku a službu spustit. Viz následující obrázek číslo 10.  
 
 
Obrázek č. 10 – Správa služeb systému Windows 
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9 Konfigurace a ovládání programu 
V této kapitole jsou popsány možnosti konfigurace a ovládání programu. Předmětem této práce bylo 
vytvořit program pro výměnu dat mezi dvěma systémy. Každý z těchto systému poskytuje odlišné 
uživatelské rozhraní, pomocí kterého lze tento systém ovládat či konfigurovat. Internetový obchod se 
skládá kromě veřejné části, také z části administrační, ve které je možné spravovat chod téměř celého 
systému. Také systém Pohoda je komplexní produkt, jehož konfigurace a ovládání nejsou zcela 
triviální. Alespoň obsluha základních součástí byla naznačena v podkapitole 5.2 Uživatelský přístup. 
Podobnější informace o vlastnostech systémů a jejich nastavení jsou sepsány v uživatelských 
příručkách jednotlivých produktů a nejsou předmětem této práce. Uživatelská příručka k systému 
Pohoda je zdarma ke stažení na internetových stránkách [11]. Ovšem internetový obchod společnosti 
GEDIP, spol. s r.o. neposkytuje žádnou verzi programu poskytovanou zdarma, proto je uživatelská 
příručka dodávána pouze k zakoupenému produktu.  
 Jediná část, jejíž konfigurace je zde podrobněji popsána, je přímo část datového 
synchronizátoru. Protože se však jedná o aplikaci, která běží jako služba systému Windows, 
neobsahuje žádné uživatelsky přívětivé grafické rozhraní. Služba je dokonce navržena tak, aby 
možnosti její konfigurace byly co nejmenší. Veškerá přípustná nastavení jsou prováděna 
prostřednictvím konfiguračního textového souboru. Jeho podobnější popis je předmětem následující 
podkapitoly. S touto konfigurací potom ještě souvisí vytvoření patřičných adresářů pro výměnu dat, 
do kterých je z konfiguračního souboru (později i z aplikace) odkazováno.  
9.1 Obsah konfiguračního souboru   
Konfigurační soubor je načten při spuštění programu, tedy pravděpodobně při startu operačního 
systému. Jeho obsah je zpracován a hodnoty daných nastavení jsou uloženy do databáze, odkud se 
později načítají. Syntaxe zápisu jednotlivých údajů je následující. Každý řádek obsahuje maximálně 
jeden záznam, přičemž jeho zápis je ve tvaru klíč=hodnota. Oba tyto textové řetězce jsou pak ve 
stejném znění načteny do databáze a odtud poté podle klíče vyhledávány. Konfigurační soubor může 
kromě samotných nastavení obsahovat také komentáře. Řádky začínající znaky // jsou pak při 
zpracování souboru vynechány. Taktéž prázdné řádky a řádky obsahující chybnou syntaxi zápisu 
(například chybí hodnota klíč či chybí údaj hodnota) jsou ignorovány. Význam jednotlivých klíčů 
a hodnot je následující: 
 
connection-string 
Toto nastavení obsahuje textový řetězec (tzv. connection string), který je využíván pro připojení 
programu k interní databázi datového synchronizátoru. Udává zpravidla název instance databázového 
serveru, jméno dané databáze a přihlašovací údaje (id a heslo). Příklad použití (zalomení řádku zde 
není žádoucí, je pouze způsobeno nedostatkem místa na stránce): 
 
connection-string=Data Source=SERVER;Initial Catalog=WSDatSynch;User 
  Id=sa;Password=heslo 
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Log-adresar 
Tento klíč určuje cestu k adresáři na disku, do kterého budou ukládány případné log soubory. Před 
samotným spuštěním je nutné tento adresář na patřičném umístění vytvořit a nastavit práva pro zápis 
do tohoto adresáře. Příklad použití: 
 
log-adresar=C:\Pohoda\log 
 
podrobnosti-X 
Účel této konfigurace spočívá v nastavení úrovně množství přenášených dat mezi systémy. Znak 
X symbolizuje libovolné číslo, které v praxi bude pravděpodobně pouze 1, 2 maximálně 3. Jako 
hodnota tohoto klíče pak je výčet jednotlivých údajů, které budou při synchronizaci položek 
akceptovány. Tyto hodnoty jsou oddělovány středníkem. Čím méně hodnot zde bude uvedeno, tím 
bude synchronizace rychlejší a nebude docházet k velkému zatěžování komunikační linky. Lépe je 
tento klíč pochopitelný z následující ukázky (zalomení je opět nežádoucí – jedná se o 3 řádky): 
 
podrobnosti-1=pohoda_id;pohoda_code;pohoda_sellingPrice;pohoda_count 
podrobnosti-2=pohoda_id;pohoda_code;pohoda_name;pohoda_sellingPrice; 
  pohoda_count;pohoda_storage_ids 
podrobnosti-3=pohoda_id;pohoda_code;pohoda_name;pohoda_sellingPrice; 
  pohoda_count;pohoda_description;pohoda_description2;pohoda_picture; 
  pohoda_storage_ids 
 
uroven-podrobnosti 
Hodnota tohoto klíče souvisí s předchozím nastavením výčtu podrobností. Zde je pouze vybráno, 
která z výše nadefinovaných posloupností bude použita. Pro přenos všech důležitých součástí při 
synchronizaci položek bude vybrána úroveň 3:  
 
uroven-podrobnosti=3 
 
pohoda-limit 
Hodnota náležející tomuto klíči udává časový interval v milisekundách, který určuje délku čekání na 
proces Pohoda.exe při provádění XML importu/exportu. Stanovení této konstanty hodně závisí na 
počtu přenášených položek a intenzitě prováděných změn v systému Pohoda. Příklad použití je velice 
jednoduchý: 
 
pohoda-limit=60000 
 
interval-polozky, interval-objednavky 
Následující dvě nastavení jsou opět časové intervaly udávané v milisekundách. Určují rozmezí mezi 
vyvoláním událostí provádějící synchronizaci položek či objednávek. Nastavení této hodnoty opět 
závisí na konkrétním použití v praxi. Například pravidelné importy každou hodinu: 
 
interval-polozky=3600000 
interval-objednavky=3600000 
 
 46
objednavka-text 
Hodnota klíče udává textový řetězec, který bude použit při importu nových objednávek do systému 
Pohoda. Tento text je také doplněn číslem objednávky, pod kterým je tato vedena na straně 
internetového obchodu. Vhodné je zde zvolit text, podle kterého je jednoznačně rozpoznatelné, že se 
jedná o objednávku právě ze strany internetového obchodu. Tedy například: 
 
objednavka-text=Objednávka internetového obchodu číslo: 
 
objednavka-zaokrouhleni 
Toto nastavení udává způsob zaokrouhlení výsledné ceny objednávky internetového obchodu, která je 
importována do Pohody. Systém Pohoda nabízí celou škálu těchto přepínačů, ovšem aby nedocházelo 
k porušení integrity při přenosu dat z internetového obchodu, je nutné nastavit zaokrouhlování dle 
stejného postupu, jaký využívá internetový obchod. Implicitně je tedy nastaveno zaokrouhlení na 
nejbližší vyšší korunu, tedy: 
 
objednavka-zaokrouhleni=up2one 
 
id-root-kategorie 
Internetový obchod používá z pochopitelných důvodů jiné číslování kategorií než systém Pohoda. 
Kromě kategorií, které se zobrazují uživateli ve veřejné části systému, jsou zde obsaženy i jiné 
(systémové) kategorie, o kterých například zákazník vůbec neví. Tím je způsobeno, že základní 
kategorie produktů internetového obchodu je zavedena pod určitým id, které může být teoreticky 
libovolné. Aby při synchronizaci kategorií bylo provedeno vložení nové kategorie na správnou pozici 
do struktury kategorií internetového obchodu, je nutné mít id této kořenové kategorie předem 
nadefinováno. Například takto: 
 
id-root-kategorie=162   
 
pohoda-obrazky 
Systém Pohoda využívá pro ukládání obrázků vztažených k produktům určitý nadefinovaný adresář. 
Proces synchronizace obrázků do toho adresáře musí mít taktéž přístup. Z toho důvodu je 
v konfiguračním souboru uvedena cesta k tomuto adresáři. Například:  
 
pohoda-obrazky=c:\Program Files\STORMWARE\Pohoda\Dokumenty\Obrázky 
 
pohoda-xml-config-OZNAČENÍ 
Klíč s tímto názvem slouží pro definování názvu inicializačních soborů, využívaných systémem 
Pohoda při prováděni importu/exportu dat. Část klíče nadepsaná jako OZNAČENÍ je variabilní podle 
toho, jaký soubor se vytváří. Zde jsou uvedeny příklady: 
 
pohoda-xml-config-polozky=c:\Pohoda\xml-config-polozky.ini 
pohoda-xml-config-zakaznik=c:\Pohoda\xml-config-zakaznik.ini 
pohoda-xml-config-objednavky=c:\Pohoda\xml-config-objednavky.ini  
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pohoda-ico 
Hodnota patřící k tomuto klíči udává IČO organizace, pro kterou jsou prováděny importy/exporty dat. 
Systém Pohoda může spravovat účetnictví více firem najednou, proto je při XML požadavcích nutné 
je rozlišit pomocí hodnoty IČO. Například definice IČO pro fiktivní organizaci: 
 
pohoda-ico=12345678 
 
hodnoty pro spuštění Pohody 
Následující tři konfigurační nastavení jsou použita při spouštění programu Pohoda.exe v režimu XML 
importu/exportu. Příklad spouštění je popsán například v kapitole 5 Pohoda. Jedná se o login, heslo 
a také cestku k adresáři, ve kterém se nachází spustitelný program Pohoda.exe. Příklad použití je 
následující: 
 
pohoda-login=admin 
pohoda-heslo=admin 
pohoda-adresar=c:\Program Files\STORMWARE\Pohoda  
 
hodnoty pro sestavení inicializačního souboru 
Poslední částí konfigurace jsou hodnoty pro vytvoření inicializačního souboru. Způsob vytvoření 
a význam jednotlivých hodnot byl již popsán v kapitole 5. Název databáze účetní jednotky lze zjistit 
přímo v systému Pohoda v sekci účetních jednotek. Spuštění této agendy je z roletového menu 
Soubor – Účetní jednotky. Pro názornost opět příklad nastavení jednotlivých konfiguračních hodnot: 
 
input_dir=c:\Pohoda\vstup 
input_xml=c:\Pohoda\vstup\sklady.xml 
response_dir=c:\Pohoda\vystup 
response_xml=c:\Pohoda\vystup\sklady.xml 
database=12345678_2010 
check_duplicity=1 
format_output=1 
XSLT_input=Vstupni_transformacni_soubor 
XSLT_output=Vystupni_transformacni_soubor 
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10 Závěr 
Výsledný program, jehož návrh a implementace byli předmětem této práce, je schopen automatické 
synchronizace dat mezi dvěma systémy, jak bylo specifikováno v zadání práce. Jím řízená 
komunikace tak zajišťuje udržování aktuálnosti dat bez nutnosti zásahu člověka. Ovšem tato výhoda 
s sebou přináší i drobné nedostatky. Například to, že synchronizace dat je zaměřena pouze na ta 
nejdůležitější data. Těmito daty jsou myšleny položky, které slouží jako prodávané zboží na 
internetovém obchodě, s nimi souvisí synchronizace kategorií, do kterých se tyto položky řadí. Další 
synchronizovanou veličinou jsou pak objednávky pořízené na straně internetového obchodu a správa 
adresáře, který obsahuje údaje o zákaznících. Pro chod běžného internetového obchodu jsou tyto 
údaje plně vyhovující, ovšem lze předpokládat, že postupem času budou tato základní data 
nedostačující. Oba systémy totiž poskytují značné množství dalších nastavení, se kterými je možné do 
jisté míry pracovat, popřípadě s nimi související data také mezi systémy synchronizovat. Nelze tedy 
konstatovat, že systém je v této vytvořené podobě kompletní. Vývoj tohoto produktu pokračuje 
nadále i za hranicí této diplomové práce.  
  Jako vhodný ERP systém pro první iteraci vývoje tohoto produktu byl zvolen ekonomický 
a informační systém Pohoda. Jeho použití je vhodné hned z několika hledisek. Prvním (a možná 
nejdůležitějším) faktorem je četnost používání tohoto systému mezi klienty firmy GEDIP, spol. s r.o. 
Dalším důvodem pro volbu tohoto systému je možnost použití XML komunikace pro import/export 
dat do/z systému Pohoda a posledním, avšak neméně důležitým faktorem, je dostupnost tohoto 
systému zdarma, včetně uživatelské příručky či dokumentace pro XML komunikaci.  
 Mezi další možná rozšíření tohoto systému tedy uveďme například možnost synchronizace 
dodavatelů či rozšíření detailu položky o výrobce či záruku produktu. Pro specializované internetové 
obchody by bylo žádoucí přenášet položky například v jiné měrné jednotce než je základní označení 
kus. Mezi pokročilejší metodiky pak zařaďme možnost synchronizace různých cenových či slevových 
hladin, popřípadě ceny jiných měn (€). Zajímavá by byla také možnost využívání věrnostních 
systémů, kde zákazník při nákupu obdrží jisté body, za které je možné později provést nákup. Ovšem 
tato pokročilá rozšíření se neobjedou bez zásahu také do zdrojových kódů (minimálně internetového 
obchodu).   
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Příloha 2 – list č. 1/2 
 
<?xml version="1.0" encoding="Windows-1250"?> 
<rsp:responsePack version="1.0" id="" state="ok" note="" 
programVersion="9401.6 (27.1.2010)" 
xmlns:rsp="http://www.stormware.cz/schema/response.xsd" 
xmlns:rdc="http://www.stormware.cz/schema/documentresponse.xsd" 
xmlns:typ="http://www.stormware.cz/schema/type.xsd" 
xmlns:lst="http://www.stormware.cz/schema/list.xsd" 
xmlns:acu="http://www.stormware.cz/schema/accountingunit.xsd" 
xmlns:inv="http://www.stormware.cz/schema/invoice.xsd" 
xmlns:vch="http://www.stormware.cz/schema/voucher.xsd" 
xmlns:int="http://www.stormware.cz/schema/intDoc.xsd" 
xmlns:stk="http://www.stormware.cz/schema/stock.xsd" 
xmlns:ord="http://www.stormware.cz/schema/order.xsd" 
xmlns:ofr="http://www.stormware.cz/schema/offer.xsd" 
xmlns:enq="http://www.stormware.cz/schema/enquiry.xsd" 
xmlns:vyd="http://www.stormware.cz/schema/vydejka.xsd" 
xmlns:pri="http://www.stormware.cz/schema/prijemka.xsd" 
xmlns:bal="http://www.stormware.cz/schema/balance.xsd" 
xmlns:pre="http://www.stormware.cz/schema/prevodka.xsd" 
xmlns:vyr="http://www.stormware.cz/schema/vyroba.xsd" 
xmlns:pro="http://www.stormware.cz/schema/prodejka.xsd" 
xmlns:con="http://www.stormware.cz/schema/contract.xsd" 
xmlns:adb="http://www.stormware.cz/schema/addressbook.xsd" 
xmlns:prm="http://www.stormware.cz/schema/parameter.xsd" 
xmlns:lst2="http://www.stormware.cz/schema/list_2.xsd" 
xmlns:ctg="http://www.stormware.cz/schema/category.xsd" 
xmlns:ipm="http://www.stormware.cz/schema/intParam.xsd"> 
<rsp:responsePackItem version="1.0" id="" state="ok"> 
<lst:listStock version="1.2" dateTimeStamp="2010-05-19T10:19:51Z"      
dateValidFrom="2010-05-19" state="ok"> 
<lst:stock version="1.2"> 
<stk:stockHeader> 
<stk:id>27</stk:id> 
<stk:stockType>card</stk:stockType> 
<stk:code>Z220</stk:code> 
<stk:PLU>650</stk:PLU> 
<stk:isSales>true</stk:isSales> 
<stk:isSerialNumber>false</stk:isSerialNumber> 
<stk:isInternet>true</stk:isInternet> 
<stk:isBatch>false</stk:isBatch> 
<stk:purchasingRateVAT>high</stk:purchasingRateVAT> 
<stk:sellingRateVAT>high</stk:sellingRateVAT> 
<stk:name>Židle Z220</stk:name> 
<stk:nameComplement/> 
<stk:unit>ks</stk:unit> 
<stk:storage> 
<typ:id>8</typ:id> 
<typ:ids>ZBOŽÍ/Nábytek/Pro firmy</typ:ids> 
</stk:storage> 
<stk:typePrice> 
<typ:id>2</typ:id> 
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Příloha 2 – list č. 2/2 
 
<typ:ids>Nábytek</typ:ids> 
</stk:typePrice> 
<stk:weightedPurchasePrice>1649.09</stk:weightedPurchasePrice> 
<stk:purchasingPrice>1640</stk:purchasingPrice> 
<stk:sellingPrice>1968</stk:sellingPrice> 
<stk:count>11.0</stk:count> 
<stk:countReceivedOrders>2.0</stk:countReceivedOrders> 
<stk:reservation>0.0</stk:reservation> 
<stk:orderQuantity>0.0</stk:orderQuantity> 
<stk:countIssuedOrders>0.0</stk:countIssuedOrders> 
<stk:guaranteeType>none</stk:guaranteeType> 
<stk:guarantee>0</stk:guarantee> 
<stk:producer>Jaromír Novák - Nábytek</stk:producer> 
<stk:description>Židle Z220. Dodávána ve dvou barevných 
provedeních</stk:description> 
<stk:description2>Prodejná samostatně, je i součástí dodávky Kompletní 
jídelní soupravy - sleva 5%. Termín dodání do tří dnů od převzetí 
objednávky.</stk:description2> 
<stk:picture>testPic12.jpg</stk:picture> 
</stk:stockHeader> 
<stk:stockPriceItem> 
<stk:stockPrice> 
<typ:id>1</typ:id> 
<typ:ids>Prodejní</typ:ids> 
<typ:price>1968</typ:price> 
</stk:stockPrice> 
</stk:stockPrice> 
</stk:stockPrice> 
</stk:stockPriceItem> 
</lst:stock> 
</lst:listStock> 
</rsp:responsePackItem> 
</rsp:responsePack> 
 
 
