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Abstract
Deep neural network models have established themselves as an unparalleled force in the domains
of vision, speech and text processing applications in recent years. However, graphs have formed a
significant component of data analytics including applications in Internet of Things, social networks,
pharmaceuticals and bioinformatics. An important characteristic of these deep learning techniques
is their ability to learn the important features which are necessary to excel at a given task, unlike
traditional machine learning algorithms which are dependent on handcrafted features. However,
there have been comparatively fewer efforts in deep learning to directly work on graph inputs.
Various real-world problems can be easily solved by posing them as a graph analysis problem.
Considering the direct impact of the success of graph analysis on business outcomes, importance of
studying these complex graph data has increased exponentially over the years.
In this thesis, we address three contributions towards understanding graph data: (i) The first
contribution seeks to find anomalies in graphs using graphical models; (ii) The second contribution
uses deep learning with spatio-temporal random walks to learn representations of graph trajectories
(paths) and shows great promise on standard graph datasets; and (iii) The third contribution seeks
to propose a novel deep neural network that implicitly models attention to allow for interpretation
of graph classification.
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Chapter 1
Introduction
1.1 Motivation
The rising use of social networks and various other sensor networks in real-world applications ranging
from politics to healthcare has made computational analysis of graphs a very important area of
research today. Study of user-user interactions also plays a crucial role in applications such as
user classification for targeted advertising or link prediction to suggest new connections on social
networking sites. With increasing amount graph data being generated from diversity of sources,
analyzing and understanding the graph data has now gained more importance than ever. In this
dissertation, we consider three fundamental graph analysis tasks: anomaly detection in static graphs
(arXiv 2016), learning trajectory representation on dynamic graphs (ACM CoDS-COMAD 2018)
and end-to-end framework for graph classification (under review at IEEE ICDM 2018). For each
of the aforementioned tasks, we developed different models and techniques using deep learning for
understanding the complex graph data.
Our first contribution aims at analyzing the static graphs and finding the anomalies. Beyond
graph analysis tasks like graph query processing, link analysis, influence propagation, there has
recently been some work in the area of outlier detection for information network data. Although
various kinds of outliers have been studied for graph data, there is not much work on anomaly de-
tection from edge-attributed graphs. In this light, we introduce a method that detects novel outlier
nodes by taking into account the node data and edge data simultaneously to detect anomalies. We
model the problem as a community detection task, where outliers form a separate community. We
propose a method that uses a probabilistic graphical model (Hidden Markov Random Field) for
joint modeling of nodes and edges in the network to compute Holistic Community Outliers (HCOut-
liers). Thus, our model presents a natural setting for heterogeneous graphs that have multiple
edges/relationships between two nodes. EM (Expectation Maximization) is used to learn model
parameters, and infer hidden community labels. Experimental results on synthetic datasets and the
DBLP dataset show the effectiveness of our approach for finding novel outliers from networks.
In the quest of understanding the graph data, our second contribution addresses the analysis
of temporal graphs. Analyzing the temporal behavior of nodes in time-varying graphs is useful for
many applications such as targeted advertising, community evolution and outlier detection. Hence,
we present a novel approach, STWalk, for learning trajectory representations of nodes in temporal
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graphs. The proposed framework makes use of structural properties of graphs at current and previous
time-steps to learn effective node trajectory representations. STWalk performs random walks on
a graph at a given time step (called space-walk) as well as on graphs from past time-steps (called
time-walk) to capture the spatiotemporal behavior of nodes. We propose two variants of STWalk
to learn trajectory representations. In one algorithm, we perform space-walk and time-walk as
part of a single step. In the other variant, we perform space-walk and time-walk separately and
combine the learned representations to get the final trajectory embedding. Extensive experiments
on three real-world temporal graph datasets validate the effectiveness of the learned representations
when compared to three baseline methods. We also show the goodness of the learned trajectory
embeddings for change point detection, as well as demonstrate that arithmetic operations on these
trajectory representations yield interesting and interpretable results.
With the unprecedented success of the deep learning techniques, particularly, Convolution Neural
Networks (CNN) in computer vision, natural language processing, and speech processing domain,
our third contribution seeks to extend and utilize these concepts for understanding graph-structured
data. However, applying Convolution Neural Network directly on graph data presents two problems:
i) variable number of nodes to process and ii) no unique way of ordering the nodes. Hence, in this
work, we propose AtOrC , a novel end to end deep neural network framework that “learns to select”
the important nodes as well as “learns to order” them, all in a single pass of the input graph. As the
name “Attend, Order and Classify” suggests, the framework contains 3 modules: the SoftAttention
module that learns which nodes to attend to, the SoftOrdering module that learns how to order them
and the Convolutional Neural Network that learns local features useful for graph classification.
Experiments on several standard benchmark datasets demonstrate that the proposed framework,
AtOrC , achieves significant improvement on the classification task. Particularly, the algorithm was
able to outperform state of the art methods with 10.66% improvement in classification accuracy on
IMDB-MULTI dataset. Moreover, the attention maps generated during the classification process by
the SoftAttention module can be used for interpreting the decisions made by the framework. These
maps give insights into the deep neural network, making it more reliable and usable in risk-sensitive
applications such as healthcare.
1.2 Contributions & Outline
The core contribution of this dissertation is three novel frameworks, each one focused on three
task. The first framework detects anomalies in static graphs and hence named “HCODA”:Holistic
Community Outlier Detection Algorithm, the second method aims at learning graph representa-
tion on dynamic graphs and given name “STWalk”: Space-Time Walk, and the final framework
is designed for graph classification that learns to attend and order the graph nodes, hence named
“AtOrC”:Attend, Order and Classify. The details of the contributions are given below:
• HCODA: Holistic Community Outlier Detection Algorithm
– We look at the community outlier detection problem from a holistic perspective by in-
corporating node data, edge data, and the linkage structure. Based on such a view, we
propose the problem of detecting novel HCOutliers.
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– We model the problem as a community analysis task over a HMRF and provide inference
using an EM algorithm.
• STWalk: Space-Time Walk
– We present an unsupervised trajectory learning algorithm that embeds the spatial and
temporal characteristics of nodes over a given time window. The algorithm carries out
a random walk in a current graph, resulting in a space-walk, as well as in graphs at
different time steps, called time-walk. The traversed random walks are then considered
as sentences, with nodes as words from a vocabulary.
– We employ the SkipGram [1] network to learn the latent representations of node trajec-
tories such that it maximizes the probability of co-occurrence of two nodes within the
specified window size.
• AtOrC: Attend, Order and Classify
– There are three modules in our proposed framework: the Soft-Attention module, the
Soft-Permutation module and the Convolutional Neural Network. As the name Attend,
Order and Classifysuggests, each one performs one task: Attend, Order and Classify
respectively. Each of these modules are differentiable, hence allowing backpropagation to
be used to train the network. To the best of our knowledge, our proposed framework is
the first end-to-end architecture that learns which nodes to focus on and how to order
those nodes, in order to help the convolutional layers learn better features and make more
accurate decisions on the graph classification task.
– Soft-Attention Module: Our framework uses Soft-Attention over the nodes of the
graph to select few important nodes. It is achieved by applying 1D Gaussian filter, whose
mean and variance are learned by backpropagation algorithm. We also show that these
learned attention maps can be used to interpret the decisions made by the model(figure
5.1).
– Soft-Permutation Module: We also propose the Soft-Permutation network that learns
the best ordering of nodes that will help the model to perform better at graph classification
task.
– We use the Convolutional Neural Network to learn the local features of the nodes. Instead
of selecting only one filter size for the convolution operation, we used Inception Module,
inspired by the InceptionNet [2] architecture.
Thesis Outline:
The thesis is divided into six chapters. In Chapter 1, we introduce the graph analysis and provide
overview of our contributions. In Chapter 2, we give background on graph analysis. The Chapter 3
presents our work on outlier detection in edge-attributed graphs. In Chapter 4, we propose our
contribution in learning representation on temporal graph. In Chapter 5, we present our work on
graph classification. Finally, we conclude in Chapter 6.
3
Chapter 2
Background: Graph Analysis
2.1 Graph Outlier Detection
Outlier detection has a long history and [3, 4, 5] provide extensive overviews of popular methods; [6, 7]
focus on network outlier detection methods. Our work is most related to two main sub-areas of
network outlier detection: community-based outlier detection and analysis of edge-attributed graphs,
each of which is discussed below.
2.1.1 Community-based Outlier Detection
Community-based outlier detection methods perform community analysis on graphs. Nodes that
do not belong to any community are labeled as outliers. Community-based outlier detection has
been studied both for static networks and dynamic networks. The notion of community outliers has
been studied for static bipartite graphs using random walks in [8], for static homogeneous networks
using probabilistic models in [9], and for static heterogeneous graphs using non-negative matrix
factorization in [10]. [11] summarizes different anomaly detection methods in dynamic graphs such
as decomposition based methods [12], [13], distance based methods [14]. Community based outlier
detection method, for dynamic graphs, is proposed for a two-snapshots setting in [15] and for a series
of snapshots in [16].
2.1.2 Analysis of Edge-attributed Graphs
Edge content indicates the type of relationship between the two nodes. However very little work
exists on analysis of edge-attributed graphs. Qi et al. [17] proposed a edge-induced matrix factor-
ization based method for finding communities in social graph using edge content. [18] proposed a
method that considers edge data of User-Likes-Pages Facebook graph for temporal analysis to find
the page-like pattern. [19] proposed a method for mining coherent sub-graphs in multi-layer edges by
exploiting edge content. [20] proposed a method for finding top-K interesting subgraphs matching a
query template where interestingness is defined using edge weights. We propose a community-based
outlier detection method for edge-attributed graphs which jointly exploits edge content along with
node data and the linkage structure.
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2.2 Temporal Graph Analysis
Related to the other focal subarea for this work, time-varying graphs have been studied for appli-
cations such as node classification [21, 22, 23], link prediction [24], community evolution [25] and
outlier detection [7] in recent years. In one of the earlier works in this area, Tang et al. [25] pro-
posed a spectral clustering framework for studying the evolution of communities in time varying
multi-mode networks. Aggarwal et al. [21] proposed a node classification model that used network
structure and node attributes from time-varying graphs. The model was specifically designed for
textual node attributes. In [24], a non-parametric model was proposed for link prediction in a series
of network snapshots. More recently, Li et al. [23] presented a framework that used node attributes
for learning node embeddings. The model first learns separate embeddings from network structure
and node attributes respectively. The node embeddings are then combined using matrix perturba-
tion theory. Another recent work, GraphSAGE [22], proposed an inductive algorithm that generates
node embeddings using sampling and aggregating local neighborhood information and learning a
function to generate node embeddings of unseen data. For more such methods, Aggarwal et al. [26]
provide a comprehensive survey on methods for temporal graph analysis.
While there have been a few efforts on analysis of time-varying graphs, all the aforementioned
algorithms enforce the data to have node attributes. Many real-world graph data, however, may
not provide node features either because they are not available publicly for use or they are missing
(for instance, it is optional to fill age or location while creating a user profile on Twitter). In this
work, we seek to propose a new framework, SpaceTimeWalk (STWalk), that seeks to utilize only the
structural properties of time-varying graphs to learn compact low-dimensional embeddings capturing
spatio-temporal properties of node trajectories.
We now present the proposed STWalk algorithm.
2.3 Network Representation Learning
2.3.1 Node Classification
In recent years, there have been a few approaches proposed for learning representations of networks,
in particular, learning graph node embeddings. Many of the recent efforts have been inspired by
the recent wave of deep learning methods that have demonstrated impressive success in learning
representations of other kinds of data such as images, speech and text. DeepWalk [27], one of the
earliest efforts in this regard, combined a random walk-based method with a SkipGram network
(traditionally used in Natural Language Processing) to learn node representations. Node2vec [28]
extended DeepWalk by employing biased random walks to learn node embeddings. In particular,
Node2Vec precomputes a matrix, which is similar to a transition probability matrix, that assigns
a probability of transition in a random walk, and is based on two hyper-parameters that control
whether the walk will stay within a close neighborhood of the node or it will move farther away from
that node.
Tang et al. (LINE) [29] computed node embeddings using a function of the probability of
observing first-order and second-order nodes together in a random walk within a certain window size.
This method then uses Asynchronous Stochastic Gradient Descent to solve the optimization problem.
GraRep [30] employed a Singular Value Decomposition-based method for dimensionality reduction
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and learning graph representations. Cao et al. [31] proposed a stacked denoising autoencoder for
learning the vertex representations in graphs, where they used random surfer model to learn the
structural properties of graph calculate the positive pointwise mutual information and then employ
denoising autoencoder to reduce the dimensions of learned node features. There have also been
efforts, such as [32], which have used deep neural network-based models for learning embeddings
in heterogeneous networks. The main goal of the paper [32] was to consider information from
multiple sources in dynamic network and learn unified representation. A more detailed review on
network embedding techniques can be found in [33]. However, all the aforementioned methods work
only with static graphs. In this work, we focus on learning representations of node trajectories
in dynamic graphs. Dynamic graphs are evolving by nature, and it is important to capture the
addition and deletion of nodes and edges, while capturing the behavior of a node over time in a
learnt representation.
Node classification using Attention: Many algorithms have been proposed for node classification.
However, recently researchers have started using attention for this task. The main aim of using the
attention is to pick only few neighbors whose features are most helpful in discriminating the current
node. This problem of focusing on important neighbors is solved by taking a weighted average of
neighbors. The algorithms differ in the way they calculate the neighborhood weights. Masci et al [34]
propose an algorithm for 3D shapes that works in non-Euclidean domain. The neighborhood weight
is calculated based on the distance between two nodes on a polar coordinate system. Boscaini et
al [35] use the heat kernel to measure the distance between two nodes and calculate the neighborhood
weight. Monti et al [36] propose to learn mixture of Gaussian distributions on the neighborhood that
will learn how to weight the neighbors instead of using predetermined weighing function. Velickovic
et al [37] propose similar algorithm. Atwood et al [38] proposed a diffusion-convolution operation
for node classification. Our work differs from these algorithms as we propose to use attention for
graph classification i.e. selecting important nodes out of all the nodes in graph which are helpful
in classifying the given graph. Our motivation for using attention is, the real-world graphs can be
very huge and hence it is not feasible solution to use all nodes to classify the graph. Moreover,
only certain area of graph could be playing important part in distinguishing the graph from others.
Hence, in this work we propose SoftAttention module which picks the most important nodes in the
graph that will help it classify the graph correctly.
2.3.2 Graph Classification
Early work in the domain of graph classification include kernel based algorithms such as Shortest-
path kernel [39], random-walk kernel [40], graphlet count kernel [41] and WL kernel [42]. However,
the main issue with these algorithms is they are not scalable and non-differentiable. In recent time,
many deep learning based approaches have been proposed. Niepert et al [43] proposed a CNN based
architecture for graph classification. The algorithm includes multiple preprocessing steps that coverts
the given graph in such a way that CNN can be applied on it. Subgraph2vec [44] algorithm uses
information from nearby nodes to learn the latent representation of rooted subgraph in unsupervised
setting and these features are then used for graph classification. Deep Graph Kernel [45] count the
occurrences of small size graphlets in given graph. It is used as feature vector for graph classification.
Zhang et al [46] propose a pooling layer which sorts the nodes and considers first few nodes for
graph classification. Our work is different than these algorithm as it is end-to-end differentiable,
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with SelfAttention module that selects the most important nodes in the graph, SelfOrdering module
that orders the nodes in such a way that it can perform better at graph classification.
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Chapter 3
Community-based Outlier
Detection for Edge-Attributed
Graphs
3.1 Motivation
Outlier (or anomaly) detection is a very broad field which has been studied in the context of a
large number of research areas like statistics, data mining, sensor networks, environmental science,
distributed systems, spatio-temporal mining, etc. Many algorithms have been proposed for outlier
detection in high-dimensional data, uncertain data, stream data and time series data. By its inherent
nature, network data provides very different challenges that need to be addressed in a special way.
Network data is gigantic, contains nodes of different types, rich nodes with associated attribute
data, noisy attribute data, noisy link data, and is dynamically evolving in multiple ways. Outlier
detection on networks for various applications can be useful for: (1) identification of interesting
entities or sub-graphs, (2) data de-noising (both with respect to the network nodes and edges), (3)
understanding the anomalous temporal behavior of entities, and (4) identification of new trends
or suspicious activities in both static and dynamic scenarios. Some examples of network outliers
include users who spread rumors on Twitter, unusual but successful associations of persons with
various organizations in an organizational network, sensor with anomalous readings in a sensor
network, anomalous traffic between two components in a distributed network, snapshot with broken
correlation between network properties across time, etc.
Given a static graph, one can find node, edge or subgraph outliers. For dynamic graphs, the
outliers could be time stamps where the properties of the snapshot are significantly different from
the properties of other snapshots. In the dynamic scenario, one can also identify a node (or an
edge, or a subgraph) which shows anomalous behavior across time as an outlier. Popular outlier
detection methods for static graphs include the Minimum Description Length (MDL) method [47],
frequent subgraph mining, egonet analysis [48], and community analysis [9, 10]. Popular methods for
outlier detection for dynamic graphs include graph similarity based methods [49], temporal spectral
analysis [50], temporal structural connectivity analysis [51], and temporal community analysis [16,
8
15].
While most work in the past on network outlier detection has focused on graphs with node data
and links, there is very little work in the area of edge-attributed graphs. In some cases, node data
and linkage could be normal even when edge data is abnormal, in the context of nodes on which the
edge is incident. With the rich variety of interactions in various complex graphs across a variety of
domains, it is critical to incorporate such edge attributes in finding novel outliers. If we could assign
a latent community to every node and every edge, a HCOutlier node is one which is linked to many
nodes of another community, or has incident edges belonging to another community.
The following real-world examples demonstrate the importance of HCOutliers.
Organizational Graph Example: A graph of people working in a company is called an organization
graph. Edges represent frequent communication. Role of a person can be considered as the commu-
nity label. Usually a chemist in a company would communicate frequently with other chemists. But
a suspicious HCOutlier node would not just communicate frequently with members of other roles,
but also the community of the communications would be different from the one expected for its role.
Such a person could be an activist planning a malicious activity with other folks in the company, or
a star performer working on a secret collaborative project.
Co-authorship Graph Example: A co-authorship graph contains authors as nodes. Two authors
are connected if they have published a paper together. On such graphs, research areas can be
considered as latent communities. Most authors collaborate with other authors, and publish papers
in the same research area. An HCOutlier would be an author who: (1) collaborates frequently
with authors from other research areas, and (2) collaborates with other authors of same or different
community on papers which belong to other research areas. Such authors perform inter-disciplinary
research and are vital in cross-pollination of concepts across research areas.
Co-actorship Graph Example: A co-actorship graph contains actors as nodes. Two actors are con-
nected if they have worked in a movie together. On such graphs, movie genres can be considered
as latent communities. Most actors collaborate with other actors, and work in movies in the same
genre. An HCOutlier would be an actor who: (1) collaborates frequently with actors from other
genres, and (2) collaborates with other actors of same or different genre in movies which belong to
other genres. HCOutlier actors are ones who have built a reputation for being multi-faceted actors
with an eclectic range of movies.
Limitations of Past Approaches: In the past, various approaches have been proposed by looking only
at node data and ignoring network structure. Clearly, HCOutliers cannot be detected using such a
global approach because HCOutlier nodes belong to popular communities. There has been work on
finding community outliers for both homogeneous [9] and heterogeneous graphs [10] by considering
node data and link structure but ignoring edge data. Clearly, such an approach can identify some
HCOutliers who are linked to nodes with a different community label. But they cannot identify a
HCOutlier who could be connected to nodes of the same community label but has incident edges
with a different community label.
Brief Overview of the Proposed Approach: We propose a probabilistic model for detection of Holis-
tic Community Outliers. We model the problem as a community detection task where the outliers
are modeled as a separate community. A Hidden Markov Random Field (HMRF) is used to perform
joint community analysis for both nodes and edges considering node data, edge data and the linkage
structure. Thus, the HMRF contains both nodes and edges from the graph as vertices, referred
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to as a node-vertex and an edge-vertex respectively. Community labels for outliers are sampled
from a uniform distribution while normal vertices could be sampled from Gaussian or a multinomial
distribution. EM is used for the inference, and to compute the hidden community label Z for every
vertex.
We make the following contributions in this chapter:
• We look at the community outlier detection problem from a holistic perspective by incorpo-
rating node data, edge data, and the linkage structure. Based on such a view, we propose the
problem of detecting novel HCOutliers.
• We model the problem as a community analysis task over a HMRF and provide inference using
an EM algorithm.
• Using several experiments on synthetic datasets and a DBLP dataset, we show the effectiveness
of the proposed approach in identifying HCOutliers.
3.2 Methodology
In this section, we develop the HMRF model which we use to perform joint community analysis for
both nodes and edges considering node data, edge data and the linkage structure.
3.2.1 Problem Statement
Consider an undirected graph G = {V,E}, where V is the set of vertices and E is the set of edges.
Node and Edge Data: Let S be the set of observed data.
• Let Si represent the observed data of node vi ∈ V which has p attributes, Si1 , Si2 , · · · , Sip .
• Let Sij represent the observed data of edge eij ∈ E, i.e., edge data between nodes vi and vj ,
and there are q number of attributes, Sij1 , Sij2 , · · · , Sijq .
HMRF Model: The HMRF contains a vertex representing each node and each edge from G. We refer
to the HMRF vertices representing nodes and edges as node-vertices and edge-vertices respectively.
We use the index i to refer to node-vertices in the HMRF, and the index ij to refer to edge-
vertices in the HMRF. We use the index b to refer to all the vertices in the HMRF. Thus b ∈ B =
{1, 2, · · · , i, · · · , |V |, (1, 2), (1, 3), · · · , (1, |V |), (2, 3), · · · , (|V | − 1, |V |)}. Note that ij ∈ B if i < j.
Thus, |B| = |V |+ |E|.
• Let X = {Xb} be a set of random variables. Xi generates node data Si, and Xij generates
edge data Sij .
• Let Z = {Zb} be the set of hidden random variables. Zi indicates the community assignment
of vi. Suppose there are K communities, then Zi ∈ {0, 1, 2, · · · ,K}. If Zi = 0, then vi is an
outlier. If Zi = k, then vi belongs to the community k. Similarly, Zij denotes the community
assignment for edge eij .
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• Let W denote the weights in the HMRF. Wvi,vj is set to the weight of the edge eij ∈ E and
represent edge strength. Wvi,vj ,eij are weights for a triangle clique consisting of vi, vj and eij .
Thus, |W | = 4|E| (3 faces of the triangle formed by two node-vertices and an edge-vertex, and
the whole triangle itself).
Wvi,eij can be set in multiple ways. We set it to the inverse of number of neighbors of vi in G.
Thus, for a co-authorship graph, this weight can be set to the inverse of the number of co-authors
of author vi in the graph. For a Twitter users graph, this weight can be set to the inverse of the
number of other users that the user vi is connected to. In a directed network sense, the weight can
also be set to the ratio of the number of tweets from user vi to user vj to number of total tweets
from user vi.
Wvi,vj ,eij should reflect some property of the triangle clique which cannot be captured using
individual edges. For a co-authorship network, this could be set to ratio of number of papers where
authors vi and vj are co-authors to the total number of papers on which either vi or vj are authors.
Similarly, for a Twitter user network, this weight can be set to the ratio of tweets exchanged between
users vi and vj to the total tweets posted by either vi or vj .
Zb’s are influenced by their neighbors, i.e., if two nodes are linked, it is likely that both belong to
the same community. This does not hold for the outliers. Let Ni denote the set of neighbors of node
vi. If Zi = 0, then vi is an outlier, and so the neighborhood set is empty. Also, each node-vertex is
connected to the edge-vertex corresponding to the edges which are incident on the node in G.
Ni =

{vj |Wvivj > 0, i 6= j, Zj 6= 0}∪
{exy|Wviexy > 0, x = i or y = i, Zxy 6= 0} Zi 6= 0
φ Zi = 0
(3.1)
Similarly, we also define neighbors for edge-vertices, Nij , as follows. Note that for an edge-vertex,
the neighbors are only the node-vertices on which the edge-vertex is incident except for the case
when these node-vertices are outliers.
Nij =
{
{vi|zi 6= 0} ∪ {vj |zj 6= 0} Zij 6= 0
φ Zij = 0
(3.2)
Data Likelihood: Let Θ = {θ1, θ2, .., θK} be the set of parameters describing the normal communities.
Thus, likelihood for node/edge data can be written as follows.
P (Xb = Sb|Zb = k) = P (Xb = Sb|θk) (3.3)
We assume the outliers follow uniform distribution as we do not know beforehand which elements(node-
vertex or edge-vertex) are anomalous or what they look like.
P (Xb = Sb|Zb = k) = ρ0 (3.4)
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where ρ0 is a constant.
Figures 3.1 and 3.2 illustrate a sample graph and its corresponding HMRF model. The graph
has two communities, blue and red. The node v5 has connection with the member of blue community
as if it is part of blue community but its node attributes are similar to red community. Hence, in the
HMRF model, it is not connected to any other node, indicating v5 as an outlier. The edge between
v4 and v6 indicate the cross-community collaboration and thus detected as interesting nodes.
Figure 3.1: Original Graph G=(V,E)
Figure 3.2: HMRF model of G indicating anomalous node v4, v5 and v6
3.2.2 Cliques and Potentials in HMRF
As the community label assignment follows an HMRF, we can define P (Z) = 1H1 exp(−U(Z)) where
U(Z) is the potential function, defined as sum over all possible cliques.
We consider two kinds of clique potentials: pairwise (vi to vj , vi to eij) and triangular (between
vi, vj and eij). Then, the potential function can be written as follows.
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U(Z) = −λ1
∑
Wvivj>0,
Zi 6=0,
Zj 6=0
Wvivj δ(Zi − Zj)
−λ2
∑
Wvieij>0,
Zi 6=0,
Zij 6=0
Wvieij δ(Zi − Zij)
−λ2
∑
Wvjeij>0,
Zj 6=0,
Zij 6=0
Wvjeij δ(Zj − Zij)
−λ3
∑
Wvivjeij>0,
Zi 6=0,
Zj 6=0,
Zij 6=0
Wvivjeijψ(Zi, Zj , Zij)
(3.5)
where λ1, λ2, λ3 are constants, Wvivj > 0, Wvieij > 0, Wvjeij > 0, Wvivjeij > 0, imply that there are
links connecting vi-vj , vi-eij , vj-eij and Zi, Zj , Zij are non-zero. The δ function is defined as δ(x) = 1
if x = 0 and δ(x) = 0 otherwise. Also, ψ(Zi, Zj , Zij) = 1 if δ(Zi−Zj)+δ(Zi−Zij)+δ(Zj−Zij) ≤ 1,
and 0 otherwise. Note that we define ψ this way to capture the intuition that the clique potential
should fire if at least two of the members in the clique share the same community label. Overall, the
potential function suggests that, if members of the clique are normal objects, they are more likely
to be in the same community when there exists a link connecting them in G, and the probability
becomes higher if their link (weight) is stronger.
3.2.3 Probability of Generating the Data
Given the community label of a vertex (Zi or Zij) in the HMRF, the corresponding data (Xi or Xij)
can be modeled as data generated from a distribution with parameters specific to the community.
Community labels can be obtained using either Gaussian mixture model on the data if it is contin-
uous, or as multinomial if the data is textual.
Continuous Data: If the data is numeric and 1-dimensional, we need to learn the mean (µk), and
standard deviation (σk) for each community k represented using a Gaussian. Given the parameters
and the community label, the log likelihood can be written as follows.
lnP (Xi = Si|Zi = k) = − (Si − µk)
2
2σ2k
− lnσk − ln
√
2pi (3.6)
In case of multi-dimensional data with p dimensions, the log likelihood can be written as follows.
lnP (Xi = Si|Zi = k) = − (Si − µk)
TΣ−1k (Si − µk)
2
− ln Σk
2
− ln
√
(2pi)p (3.7)
Discrete Data: If the node (or edge) data can be represented as a document, we assume that the
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attributes (or words) are independent of each other, given the community label.
P (Xi = Si|θk) =
p∏
c=1
P (Xic = Sic |θk) (3.8)
P (Xij = Sij |θk) =
q∏
c=1
P (Xijc = Sijc |θk) (3.9)
For text data, given a vocabulary of T words, let dbl be the number of times the word l appears
in data related to vertex b. Then the parameters θk = {βk1, · · · , βkT } denote the probability of a
particular word belonging to community k. Given the parameters, the data likelihood of an object
belonging to the kth community can be computed as follows.
lnP (Xic = Sic |Zi = k) =
T∑
l=1
dil lnβkl (3.10)
where βkl is the probability of the word with index l belonging to community k.
3.3 Inference
The model parameters Θ and the set of hidden labels Z are unknown as described in Section 3.2. In
this section, we describe methods to infer the hidden labels and also estimate the model parameters.
3.3.1 Inferring Hidden Labels
Assuming the model parameters Θ are known, we find the configuration Z that will maximize the
posterior distribution as follows.
Zˆ = arg max
Z
P (X = S|Z)P (Z) (3.11)
To find such a configuration, we use the Iterated Conditional Modes (ICM) algorithm [52]. It is
a greedy algorithm which guarantees convergence to a local optima by sequentially updating one Zb
at a time assuming other Z’s (i.e., ZB−b) as constant. At each step, the algorithm updates Zb given
Xb = Sb and the other labels such that the posterior P (Zb|Xb = Sb, ZB−b) is maximized. If Zb 6= 0,
applying Bayes rule,
P (Zb|Xb = Sb, ZB−b) ∝ P (Xb = Sb|Z)P (Z) (3.12)
In Eq. 3.12, P (Z) can be computed using Eq. 3.5. But rather than considering potential for the
entire graph, Eq. 3.12 needs potentials defined over only those cliques in which Zb is involved. Thus,
we can write the following equation for node-vertices:
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P (Zi|Xi = Si, ZB−{i}) ∝ P (Xi = Si|Z)×
exp(λ1
∑
vj∈Ni
Wvivj δ(Zi − Zj)
+ λ2
∑
exy∈Ni
Wviexyδ(Zi − Zxy)
+ λ3
∑
vj∈Ni,
exy∈Ni
Wvivjexyψ(Zi, Zj , Zxy))
(3.13)
Also, the corresponding equation for the edge-vertices can be written as follows.
P (Zij |Xij = Sij , ZB−{(i,j)}) ∝ P (Xij = Sij |Z)×
exp(λ2
∑
vi′∈Nij
Wvi′eij δ(Zi′ − Zij)
+ λ3Wvivjeijψ(Zi, Zj , Zij))
(3.14)
Taking log of the posterior probability, we can transform the maximizing posterior problem to
minimizing the conditional posterior energy function defined as shown in Eqs. 3.15 and 3.16 for
node-vertices and edge-vertices respectively.
Ui(k) = − lnP (Xi = Si|Zi = k)− λ1
∑
vj∈Ni
Wvivj δ(k − Zj)
− λ2
∑
exy∈Ni
Wviexyδ(k − Zxy)
− λ3
∑
vj∈Ni,
exy∈Ni
Wvivjexyψ(k, Zj , Zxy)
(3.15)
Uij(k) = − lnP (Xij = Sij |Zij = k)
− λ2
∑
vi′∈Nij
Wvi′eij δ(Zi′ − k)− λ3Wvivjeijψ(Zi, Zj , k) (3.16)
If Zb = 0, the vertex has no neighbors, and thus
P (Zb|Xb = Sb, ZB−{b}) ∝ P (Xb = Sb|Zb = 0)P (Zb = 0) (3.17)
Hence,
Ub(0) = − ln(ρ0pi0) = a0 (3.18)
Finally, the label Zb for vertex b in HMRF is set to k ∈ {0, 1, · · · ,K} such that Ub(k) is minimized.
The predefined hyper-parameters, λ1, λ2, λ3, represent the importance of the respective components
of the graph structure. a0 is the outlierness threshold. Algorithm 8 first randomly initializes the
labels for all vertices. At each step, labels are updated sequentially by minimizing Ub(k).
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Algorithm 1: Inferring Hidden Labels
1 Input: Node/Edge data S, weights W , set of model parameters θ, number of clusters K,
hyper-parameters (λ1, λ2, λ3), threshold a0, initial assignment of labels Z
(1);
2 Output: Updated assignment of labels Z;
3 Randomly set Z(0) t← 1 while Z(t) is not close enough to Z(t−1) do
4 t← t+ 1 for b = 1; b ≤ |B|; i+ + do
5 Update Z
(t)
b = k which minimizes Ub(k) using Eqs. 3.15, 3.16 and 3.18
6 end
7 end
8 return Z(t)
3.3.2 Estimating Parameters
In this subsection, we discuss a method for estimating unknown θ from the data. θ describes the
model that generates node data and edge data. Hence we seek to maximize the data likelihood
P (X = S|θ) to obtain θˆ. However, since both the hidden labels and the parameters are unknown
and they are inter-dependent, we use expectation-maximization (EM) algorithm (as shown in Algo-
rithm 6) to solve the problem. We direct the reader to [9] for details.
The algorithm starts with an initial estimate of hidden labels Z(1). Given the current configu-
ration of hidden labels, we can estimate model parameters as follows. For univariate numeric data,
µ
(t+1)
k and σ
(t+1)
k are estimated as follows:
µ
(t+1)
k =
∑|B|
b=1 P (Zb = k|Xb = Sb,Θ(t))Sb∑|B|
b=1 P (Zb = k|Xb = Sb,Θ(t))
(3.19)
(σ
(t+1)
k )
2 =
∑|B|
b=1 P (Zb = k|Xb = Sb,Θ(t))(Sb − µk)2∑|B|
b=1 P (Zb = k|Xb = Sb,Θ(t))
(3.20)
For text data, given a vocabulary of T words, let dbl be the number of times the word l appears
in data related to vertex b. Then, given the current configuration of hidden labels, we can estimate
parameters of the multinomial distribution βkl for k ∈ {1, · · · ,K} and l ∈ {1, · · · , T} as follows:
β
(t+1)
kl =
∑|B|
b=1 P (Zb = k|Xb = Sb,Θ(t))dbl∑T
l=1
∑|B|
b=1 P (Zb = k|Xb = Sb,Θ(t))dbl
(3.21)
Given the updated parameters, the new configuration of hidden labels can be estimated using
Algorithm 8 where P (Zb = k
∗|Xb = Sb,Θ(t)) = 1 if k∗ = arg mink Ub(k), and 0 otherwise.
In summary, the Holistic Community Outlier detection algorithm shown in Algorithm 6 works as
follows. It begins with some initial label assignment of the vertices in the HMRF. In the M-step, the
model parameters are estimated using the EM algorithm to maximize the data likelihood, based on
the current label assignment. In the E-step, Algorithm 8 is run to re-assign the labels to the objects
by minimizing U
(k)
b for each HMRF vertex sequentially. The E-step and M-step are repeated until
convergence is achieved, and the outliers are the nodes that have 0 as the final estimated labels.
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Algorithm 2: Holistic Community Outlier Detection
1 Input: Node/Edge data S, weights W , set of model parameters θ, number of clusters K,
hyper-parameters (λ1, λ2, λ3), threshold a0, initial assignment of labels Z
(1);
2 Output: Set of Holistic Community Outliers;
3 Randomly set Z(0) t← 1 while Z(t) is not close enough to Z(t−1) do
4 M-step: Given Z(t), update parameters Θ(t+1) according to Eqs. 3.19, 3.20 or 3.21.
E-step: Given Θ(t+1), update the hidden labels as Z(t+1) using Algorithm 8. t← t+ 1
5 end
6 return the indices of outliers: {i : Z(t)b = 0, b ∈ B}
3.4 Discussion
In this section, we discuss how to set the hyperparameters and how to initialize the hidden labels.
Setting Hyperparameters: The HCOutlier detection algorithm has the following hyperparameters:
threshold a0, clique importance variables, λ1, λ2, λ3 and number of communities K.
λ1, λ2, λ3 indicate the importance of link between two nodes, the importance of link between
edge-vertex and a node-vertex, and the importance of the triangle between the edge-vertex and the
node-vertices of which the edge is incident respectively. If λs are set to low values, the algorithm will
consider only node information for finding the outliers. If their values are set too high, all connected
nodes will have the same label, so an upper bound can be set for λ1 + λ2 + λ3, such that a value
above this bound will result into empty communities. High λ1 will give more importance to the
linkage in the graph. High λ2 will give high importance to consistency between the node data and
edge data in the graph. High λ3 will give high importance to consistency between the edge data
and both the incident nodes in the graph.
The threshold a0 can be replaced by another parameter (percentage of outliers r) as follows.
In Algorithm 8, first calculate Zˆi = arg mink Ui(k)(k 6= 0) for each i ∈ {1, · · · , |V |} and then sort
Ui(Zˆi) in non-descending order. Finally, select top r percentage as outliers.
K represents the number of normal communities. For small value of K, algorithm will find the
global outliers, and for large value of K many local outliers will be detected because of many com-
munities. An appropriate K can be set using a variety of methods like Akaike Information Criterion
(AIC), Bayesian Information Criterion (BIC), Minimum Description Length (MDL), etc.
Initialization of labels: Instead of initializing Z randomly, we initialize Z values by clustering the
nodes without considering outliers. To overcome local optima issues, we run the algorithm multiple
times with different initialization, and choose the one with the largest data likelihood value.
3.5 Experiments
Evaluation of outlier detection algorithms is difficult in general due to lack of ground truth. Hence,
we perform experiments on multiple synthetic datasets. We evaluate outlier detection accuracy of
the proposed algorithm based on outliers injected in synthetic datasets. We evaluate the results on
real datasets using case studies. We perform comprehensive analysis of objects to justify the top
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Table 3.1: Synthetic Dataset Results on Graphs A, B and C (K=5; OD Acc.=Outlier Detection
Accuracy, CA Acc.=Community Assignment Accuracy; CODA is Baseline, HCODA is the proposed
algorithm)
|V | % injected % extracted CODA [9] OD
Acc.
HCODA OD
Acc.
CODA [9] CA
Acc.
HCODA CA
Acc.
Average runtime of
HCODA (ms)
1000 1 1 1.000 1.000 0.714 0.713 898.6
1000 5 1 1.000 1.000 0.725 0.735 930
1000 5 5 0.760 0.800 0.739 0.756 899
1000 10 1 1.000 1.000 0.683 0.699 917.2
1000 10 5 0.960 0.980 0.720 0.738 913
1000 10 10 0.760 0.840 0.729 0.762 926
10000 1 1 0.690 0.730 0.770 0.784 9846.6
10000 5 1 0.970 1.000 0.740 0.755 10259
10000 5 5 0.746 0.780 0.758 0.777 10478.8
10000 10 1 1.000 1.000 0.705 0.718 10026.8
10000 10 5 0.958 1.580 0.741 0.757 9840.4
10000 10 10 0.795 0.814 0.759 0.777 9626.8
100000 1 1 0.722 0.735 0.773 0.787 120587
100000 5 1 0.995 0.996 0.747 0.762 113171.5
100000 5 5 0.751 0.789 0.764 0.783 113749.2
100000 10 1 0.997 0.999 0.698 0.714 104812.4
100000 10 5 0.946 0.974 0.733 0.751 103004
100000 10 10 0.784 0.808 0.750 0.770 100314
few outliers returned by the proposed algorithm. The code and the data sets are publicly available1.
All experiments are performed on a machine with Intel core i3-2330M processor running at 2.20GHz
and 4GB RAM.
We compare our algorithm with Community Outlier Detection Algorithm (CODA) [9]. CODA is
also an algorithm for community-based outlier detection which performs community detection using
node data and linkage; but ignores edge-data completely.
3.5.1 Synthetic Dataset
We synthetically generate three graphs: Graph A (|V |=1000), Graph B (|V |=10000) and Graph
C (|V |=100000). The node data is generated using 5 different Gaussian distributions and similar
procedure is followed to generate edge data as well. Then for each of these graphs, different per-
centage of outliers are injected by randomly changing the data associated with 1%, 5% and 10% of
the nodes.
We generate a variety of synthetic datasets by varying the number of nodes in the graph, per-
centage of outliers injected in the graph and percentage of outliers to be extracted by the algorithm.
Table 3.1 shows the synthetic dataset results for the baseline (CODA) as well as the proposed al-
gorithm (HCODA). We set the number of clusters (K) to 5 for these experiments (based on the
generation process). We measure the performance of the two algorithms from two perspectives:
firstly, accuracy of extraction of the injected outliers (OD Acc.) and secondly, how well it assigns
the community label to all the nodes of the graph (CA Acc.). Note that each cell of the table
corresponds to average over five runs of the algorithm. As the table shows, the proposed algorithm
(HCODA) is 6.2% more accurate than the baseline on average in terms of outlier detection accuracy.
Similarly, HCODA is 2.2% better than CODA on average. The performance is consistent across var-
ious graph sizes as well as across different degrees of outlierness in the graph.
1https://github.com/supriya-pandhre/HCODA
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Hyperparameter Sensitivity: To understand the impact of various hyperparameters (λ’s), we per-
formed a few experiments. The results are shown in Figures 3.3, 3.4 and 3.5. Figure 3.3 shows the
sensitivity of the outlier detection accuracy with respect to variation of λ3. We plot the curves for
Graph A and B for the case of 10% injected outliers and 10% outliers to be extracted. Recall that
λ3 is the weight for the triangular clique. As can be seen from the figure, higher values of λ3 are
preferable but in general any value greater than 0.5 is reasonable.
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Figure 3.3: Sensitivity of λ3
Figures 3.4 and 3.5 show the sensitivity of the outlier detection accuracy with respect to variation
of λ1 for both the proposed algorithm (HCODA) and the baseline (CODA). Figures 3.4 is the plot
for Graph A while Figures 3.5 is the one for Graph B. Both the plots are for the case of 10% injected
outliers and 1% outliers to be extracted. Recall that λ1 is the weight for the linkage in the original
graph. As can be seen from the figure, lower values of λ1 are preferable both in the case of CODA
as well as HCODA.
We noticed that the algorithm is not significantly sensitive to the parameter λ2 and hence we do
not show the corresponding plot.
3.5.2 Four Area Dataset
DBLP (http://dblp.uni-trier.de/) contains information about computer science journals and
proceedings. Four Area is a subset of DBLP for the four areas of data mining (DM), databases (DB),
information retrieval (IR) and machine learning (ML). It consists of papers from 20 conferences (five
per area): KDD, PAKDD, ICDM, PKDD, SDM, ICDE, VLDB, SIGMOD, PODS, EDBT, SIGIR,
WWW, ECIR, WSDM, IJCAI, AAAI, ICML, ECML, CVPR, CIKM. Thus, we consider the authors
who have published papers in these conferences, and work with the co-authorship network (edge
weight = co-authorship frequency). The edge data consisted of a vector of size four representing the
count of papers co-authored in a particular research area.
The graph contains a total of 42844 author nodes. Each author is associated with a vector of
size 20 containing the count of papers published by an author in the twenty conferences. There is an
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Figure 3.4: Sensitivity of λ1 (Graph A)
edge between two authors if they co-authored a paper together and the count of such co-authored
papers is the weight Wvivj between two nodes.
The graph contains 118618 co-authorship edges. The weight of the link between the author-vertex
and the co-authorship-edge-vertex in the HMRF (i.e., Wvieij ) is set to the inverse of the number of
co-authors of author vi in the graph. Wvi,vj ,eij is set to ratio of number of papers where authors vi
and vj are co-authors to the total number of papers on which either vi or vj are authors. We set the
number of communities to K=4 (i.e., four normal communities and an outlier community). Also,
we set the percentage of outlier parameter r as 1%. The average execution time of the lgorithm is
30.32 seconds.
Case Studies: Result of algorithm show that it is able to identify interesting nodes(authors) and
edges(co-authorship). We validate the result produced by algorithm by manually visiting the au-
thors’ homepages. For example, work by Sameer K. Antani is mainly in Clinical data standards and
electronic medical records, but he published a paper with authors working in information retrieval
i.e. node data of Sameer K. Antani is different from the fellow co-authors but the relationship is
similar to what two authors from information retrieval should have and hence the algorithm has
identified this node as interesting one. Similarly, Ivo Krka mainly focuses on software engineering
and system modeling, however, he has published a paper on data mining and hence identified by
the algorithm.
The proposed algorithm also identified authors based on the edge information. We discuss a
few cases now. Anindya Datta usually publishes in information systems, and Debra E. VanderMeer
usually publishes work related to design science research, but their co-authored work is published
on data management and very large databases topics. Sabyasachi Saha has co-authored papers with
Sandip Sen on topics related to artificial intelligence and he has also published work on information
and knowledge management with Pang-Ning Tan. The algorithm was able to identify him because
of his work in multiple research areas.
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Figure 3.5: Sensitivity of λ1 (Graph B)
3.6 Conclusion
In this chapter, we introduced a method (HCODA) that detects novel Holistic Community Outlier
graph nodes by taking into account the node data and edge data simultaneously to detect anomalies.
We modeled the problem as a community detection task using a Hidden Random Markov Model,
where outliers form a separate community. We used ICM and EM to infer the hidden community
labels and model parameters iteratively. Experimental results show that the proposed algorithm con-
sistently outperforms the baseline CODA method on synthetic data, and also identifies meaningful
community outliers from the Four Area network data.
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Chapter 4
STWalk: Learning Trajectory
Representations in Temporal
Graphs
4.1 Motivation
The rising use of social networks and various other sensor networks in real-world applications rang-
ing from politics to healthcare has made computational analysis of graphs a very important area
of research today. The use of machine learning for various graph analysis tasks such as community
detection [53], link analysis [54], node classification [55] and anomaly detection [56] has exponen-
tially increased over the last few years, considering the direct impact of the success of these methods
on business outcomes. A wide variety of methods have been proposed in the aforementioned areas
over the last few years. However, a large part of the efforts so far has focused on static graphs.
Platforms such as Facebook, Twitter and LinkedIn correspond to graphs that change on a daily
basis; however, the algorithms that analyze such graphs are primarily static, i.e., they consider a
graph at a given snapshot of time for analysis. In this work, we seek to focus on temporal graphs,
and on learning representations of node trajectories in such graphs.
Study of user-user interactions over time plays an important role in many applications, including
user classification for targeted advertising or link prediction to suggest new connections on social
networking sites. One of the crucial part of such applications is analyzing change in users’ behavior
over time. Aggarwal and Subbian [26] present a survey of methods that have been proposed so far
to study temporal graphs, and categorize such methods into two kinds: maintenance methods that
focus on adapting older models to a newer version of the same graph, or analytical evolution analysis,
where the objective is to analyze the network as it changes itself. We propose to address the latter
in this work. Recent efforts for analysis of temporal graphs have largely extended earlier methods
proposed on static graphs, such as spectral methods or those that study statistical properties. In this
work, we build on the recent emphasis on learning appropriate representations of data to temporal
graphs. In particular, we propose SpaceTimeWalk (STWalk), which learns representations of node
trajectories in temporal graphs. To the best of our knowledge, this is the first such effort.
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STWalk is an unsupervised trajectory learning algorithm that embeds the spatial and temporal
characteristics of nodes over a given time window. The algorithm carries out a random walk in a
current graph, resulting in a space-walk, as well as in graphs at different time steps, called time-walk.
The traversed paths are then considered as sentences, with nodes as words from a vocabulary. The
SkipGram [1] network is then employed to learn the latent representations of node trajectories such
that it maximizes the probability of co-occurrence of two nodes within the specified window size.
We perform extensive experimentation on three real-world time-varying networks. Performance on
these datasets show the effectiveness of our framework in dealing with different kinds of temporal
networks. We also study the usefulness of these representations through visualization, as well as
complementary tasks such as change point detection.
The remainder of this section is organized as follows. Section 4.2 presents the mathematical
formulation of the problem, and the proposed methods are presented in Sections 4.2.1 and 4.2.2.
The experimental results that study the performance of the proposed methods are described in
Section 5.4, and Section 4.4 concludes the work with pointers to future directions.
4.2 Methodology
Learning the change in behavior of nodes in a temporal graph requires us to consider the information
from the graph in the current time step, as well as graphs from previous time steps. Using the na¨ıve
way of examining graphs at each time-step separately will fail to capture the correlation information
that exists between two graphs at consecutive time steps. Hence, we propose STWalk a random walk
based framework that learns rich trajectory representations by capturing changes in node behavior
across a given time window. We hence define the following to formulate our solution.
• Given a graph G = (V,E) at T different time steps {G1, G2, G3, · · · , GT } having N number of
nodes at each time step and varying number of edges Et, t ∈ {1, · · · , T}, where Et represents
the edges in Gt.
• Let W denote the adjacency tensor of size N ×N × T , representing the adjacency matrix of
the graph at different time stamps.
Our goal is to learn representations Φ that maps a given node to a d-dimensional representation.
Let Nt(u) ⊂ V denote the set of neighbors of node u in graph Gt. For a node u in graph Gt, the
representation Φt(u) will be learned in such a way that, it maximizes the probability of observing
the neighbors of u in graph Gt, viz. Nt(u), and also the representation of u at previous time stamps
Φt−τ (u) where τ ∈ {1, · · · , t− 1}. Equation (4.1) below formalizes this construction. Our objective
hence is to obtain a d-dimensional representation for a node u at time t that maximizes the following
log probability:
max
φt
∑
u∈V
log Pr (Nt(u), φt−τ (u) | φt(u))) (4.1)
where τ ∈ {1, · · · , t− 1}
We assume that the neighborhood nodes in Nt(u) and past representations φt−τ (u) are indepen-
dent of each other, conditioned on the current representation of u, φt(u). Hence, we write:
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log (Pr(Nt(u), φt−τ (u)|φt(u)))
= log
 ∏
ni∈Nt(u)
Pr(ni|φt(u))
+ log (Pr(φt−τ (u)|φt(u))) (4.2)
Learning representations using random walk has proved to measure better graph proximity, and
thereby improving the performance [33] [57]. Hence, we use random walk to learn the conditional
probability of observing a node ni given the learned representation φt(u) defined as follows:
Pr(ni|φt(u)) = exp(φt(ni)φt(u))∑
v∈Nt(u)
exp(φt(v)φt(u))
(4.3)
Therefore, to learn the trajectory representation, we maximize:
max
φt
∑
u∈V
log
 ∏
ni∈Nt(u)
exp(φt(ni)φt(u))∑
v∈Nt(u)
exp(φt(v)φt(u))

+ log (Pr(φt−τ (u)|φt(u)))
(4.4)
While the above problem appears to be learning only the representation of a node at time t, it actually
represents a representation of a node t considering its history over the graphs at the previous time
steps, and hence, the term node trajectory representation in this work.
To solve the maximization problem defined in Equation 4.4, we propose two approaches. The
first approach solves equation 4.4 by considering it as one single expression and learning a trajectory
representation by maximizing the co-occurrence of neighborhood nodes at time t and in previous t−τ
time-steps together. In the second approach, we learn the trajectory representation by solving two
sub-problems separately: (i) maximizing the co-occurrence probability of a node and its neighbors
at time t, and (ii) maximizing the co-occurrence probability of a node and its neighbors at preceding
t− τ time-steps. The representations learned using these steps are then combined to form the final
trajectory representation. Sections 4.2.1 and 4.2.2 describe each of the proposed approaches.
4.2.1 STWalk1
We describe the first approach, which we call STWalk1, in this section. For learning the trajectory
representations of nodes in temporal graphs, here, we take into account the neighbors of a node at
time steps t, t− 1,..t− τ together and maximize the probability of observing these nodes together.
In STWalk1, to consider the neighbors of a node u from the current graph and graphs at previous
time steps, we construct a Space-Time Graph. The space-time graph contains all nodes from graph
at time t and it has a special temporal edge that links the node to itself in the graphs at previous time
steps. Figure 4.1 illustrates this with an example of a space-time graph considered while learning
the trajectory representation for node at time t, ut. In particular, the figure shows the temporal
edge (shown as a bold line) between ut and past self-nodes ut−1, ut−2 and ut−3. The trajectory
representation thus learned for ut will hence be influenced by all the nodes in the Space-Time graph,
as shown in Figure 4.1, viz. nodes from the present graph as well as its preceding self nodes and their
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Figure 4.1: Example graph of node u t generated by Algorithm createSpaceTimeEmb 3. The node
ut represents node in current graph and nodes u (t − 1), u (t − 2) and u (t − 3) indicate its past
self-nodes. To learn trajectory representation for u t, STWalk1 algorithm considers the influence of
nodes in current time step as well as effect from the past.
first-level neighbors. Given a node and the window size, over which we want to learn the trajectory,
Algorithm 3 describes the steps to create a Space-Time Graph starting from the given node.
Now, to learn the representations of nodes in the Space-Time graph, we perform random walks
on it. If two nodes share many edges or neighbors, they will be visited more often in many random
walks, indicating that these two nodes share a similar graph structure. Hence, the representation
learned for these two nodes should be close to each other in the embedding space. This is analogous to
the concept from Natural Language Processing (NLP) that if two words co-occur in many sentences,
this indicates that they represent a similar context and hence their word vectors are nearby each
other in word embedding space. To learn such a embedding that captures the relationship of a word
with other co-occurring words in a window, Mikolov et al. [1] presented the SkipGram network. We
use a similar SkipGram algorithm (given in Algorithm 4) to learn the node embeddings from random
walks of a graph, similar to DeepWalk [27]. For more details of the SkipGram network, we request
the interested reader to refer to [1].
For each node in the Space-Time graph, we perform ρ number of random walks each of length L.
The problem of learning the trajectory representation in such a way that it maximizes probability
of co-occurrence of present and past nodes is reduced to maximizing the co-occurrence of nodes in
a random walk within a vocabulary window Wv. Hence, we use the SkipGram algorithm 4 to learn
the trajectory representations for nodes. (In particular, we use the SkipGram network, as proposed
in [1] to implement the SkipGram algorithm.) For each node in a graph Gt, two representations will
be learned. One representation corresponds to the node embedding when it occurs in the context of
other nodes, and the other representation which is learned for the node itself. The latter one is used
as the node trajectory representation. The overall algorithm STWalk1 is illustrated in Algorithm 5.
4.2.2 STWalk2
In this section, we detail the second approach for learning the trajectory representation of nodes
in a temporal graph. We solve the problem of learning representations of node trajectories, such
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Algorithm 3: createSpaceTimeGraph
Input: Set of graphs G:{Gt, Gt−1, · · · , Gt−τ}, Time window size τ , starting node startNode
at time t
Output: Gspacetime
1 Gspacetime = Gt
2 for each time step i ∈ {0, · · · , τ} do
3 pastNode = startNode at Gt−i
4 Create pastNodeSubGraph= the subgraph of pastNode and its direct neighbors from
Gt−i
5 Merge Gspacetime and pastNodeSubGraph to obtain updated Gspacetime
6 startNode = pastNode
7 end
Algorithm 4: SkipGram
Input: Input representation: Φ, List of nodes in a random walk: walk, windowSize: Wv
Output: Updated representation: Φ
1 for n ∈ walk do
2 for ni ∈ walk[n−Wv, n+Wv] do
3 J(Φ[n]) = − log Pr(Φ[ni]|Φ[n])
4 Φ[n] = Φ[n]− ∂J(Φ[n])∂Φ[n]
5 end
6 end
that these representations are influenced by present and past neighbors, by dividing it into two
sub-problems. We learn the spatial representation from the current graph, Gt, and the temporal
representation from past graphs Gt−1, · · · , Gt−τ , separately. The final trajectory representation is
obtained by combining the spatial and temporal representations of a given node.
The STWalk2 algorithm first performs a random walk in the current time step graph Gt, called as
SpaceWalk, and learns the spatial representation for each node using the SkipGram algorithm. Φspaceu,:
corresponds to the learned spatial representation of node u. To learn the temporal representation of
a node, STWalk2 constructs Gnew, which contains only one node from current graph and neighbors
from past graphs. For example, in order to construct such a Gnew in Figure 4.1, we remove all
neighbors from current time-step graph of node ut. The remaining graph will have ut linked only to
past subgraphs of ut−1, ut−2 and ut−3. This will be used asGnew to learn the temporal representation
(in a manner similar to learning the spatial representation above).
The random walks on Gnew capture the temporal relationship between the current node and
nodes from its past graphs. Φtimeu,: corresponds to the learned temporal representation of node
u. Finally, the two learned embeddings are combined to get trajectory representation of nodes.
Algorithm 6 summarizes this approach. Line 15 of Algorithm 6 states that the final trajectory
representation is a function of spatial and temporal representations. In this work, we found vector
addition to work very well in practice in the experiments.
Thus, in STWalk2, we ensure that the trajectory representation of the current node ut has
influence from past nodes by learning the temporal representation explicitly. Learning the temporal
representation separately forces the random walk to explore the past graphs of the same node and
capture the temporal information between the current node and its past. Therefore, STWalk2 is
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Algorithm 5: STWalk1
Input: Given node n ∈ [1, N ],
time step t ∈ [1, T ],
length of random walk: L,
temporal window size: τ ,
vocabulary window size: Wv,
Set of graphs G:{Gt, Gt−1, · · · , Gt−τ}, size of embedding: d,
number of restarts (starts at same node): ρ
Output: Updated nth row of matrix of Φt of size: N × d
1 Initialize Φt[n] ∈ Rd
2 for i=0 to ρ do
3 new graph = createSpaceTimeGraph(G,τ ,n)
4 spaceTimeWalk = randomWalk(new graph,n,L);
5 Φt[n] = SkipGram (Φt, spaceTimeWalk, Wv);
6 end
able to learn richer trajectory embeddings than STWalk1 because in STWalk1 we consider the
present and past neighbors together, giving the random walks an option of skipping few nodes from
past graphs. Experimental results in Table 4.2 validate that the trajectory embeddings learned by
STWalk2 perform better than embeddings learned by STWalk1. We now present details of our
experiments.
4.3 Experiments
We discuss details of our datasets in Section 4.3.1. We evaluated the proposed methods primarily on
the task of trajectory classification. We also extended this to study the goodness of the learned tra-
jectory representations through visualization as well as a second task, change point detection. Their
performance is compared with three baseline methods, which are described in Section 4.3.2. Section
4.3.3 and 4.3.4 provide the details of the experimental setup and results for the trajectory classifi-
cation and change point detection tasks respectively. The code and datasets used for experiments
are available on github1.
4.3.1 Datasets
We use three real-world datasets with temporal graphs for the experiments in this work. Each of
these datasets is described below.
DBLP Dataset: The DBLP2 dataset contains bibliographic information about a large collection
of computer science publications. This is a dataset commonly used in graph analysis. We have
considered a subset of publications which fall under four areas of research: Database, Artificial
Intelligence, Data Mining and Information Retrieval. We construct graphs from the this subset
of DBLP dataset by considering authors as nodes and connecting two nodes if the corresponding
authors have published a paper together. We constructed 45 such annual graphs starting from year
1969 till 2016, excluding years 1970, 1972 and 1974 (whose data was not available on the DBLP
1https://github.com/supriya-pandhre/STWalk
2https://www.informatik.uni-trier.de/ ley/db/
27
Algorithm 6: STWalk2
Input: Given node n ∈ [1, N ],
time step t ∈ [1, T ] Set of graphs G:{Gt, Gt−1, · · · , Gt−τ},
length of spatial random walk : Lα,
length of temporal random walk : Lβ ,
temporal window size: τ ,
vocabulary window size: Wv,
size of embedding: d,
number of restarts (starts from same node): ρ
Output: Updated nth row of matrix of Φt of size: N × d
1 Initialize Φt[n] ∈ Rd
2 Initialize Φspace, trajectory representation matrix of nodes only at Gt
3 Initialize Φtime, trajectory representation matrix of past nodes at Gt−1, · · · , Gt−τ
4 for i=0 to ρ do
5 //for space walk
6 spaceWalk = randomWalk(Gt, n,Lα)
7 Φspace[n] = SkipGram(Φspace, spaceWalk,Wv)
8 //for time walk
9 Construct Gnew as described in Sec 4.2.2
10 timeWalk = randomWalk(Gnew, n,Lβ)
11 Φtime[n] = SkipGram(Φtime, timeWalk,Wv)
12 //final trajectory embedding
13 Φt[n] = f(Φ
space[n],Φtime[n])
14 end
website).
Epinion Dataset: Epinion3 is a popular product review site where users write critical reviews
about products from various categories. The Epinion dataset4 contains review details such as user
ids, product ids, category ids, time-stamp when the ratings were created, along with few other fields.
This dataset has been used in earlier work such as [58] and [59]. We create a dynamic network
from this dataset by considering users as nodes and inducing an edge between two users if they have
rated products from the same category. We created 110 such graphs from monthly data starting
from March 2002 until April 2011.
Ciao Dataset: Ciao5 is another popular product review site. This dataset6 contains fields similar
to those in Epinion: user ids, product ids, category ids, and time-stamps when the ratings were
created. The temporal graph for the Ciao dataset also contains user-ids as nodes and edges between
nodes when the corresponding users review products from the same category. We created 115 such
graphs from monthly data starting from September 2001 until March 2011.
More details of each of these datasets are shown in Table 4.1.
3Website: http://www.epinions.com.
4http://www.cse.msu.edu/ tangjili/trust.html
5http://www.ciao.co.uk
6http://www.cse.msu.edu/ tangjili/trust.html
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Datasets No. of nodes No. of edges Duration No. of Trajectories
DBLP 118,030 288,634 1969-2016 15,400
EPINION 21,575 2,590,798 Mar 2002-Apr 2011 21,575
CIAO 2249 27,209 Sep 2001-Mar 2011 1800
Table 4.1: Statistics of datasets: number of nodes, number of edges, the duration of data considered
for analysis and number of node trajectories whose class labels are known. This is further described
in Sections 4.3.1 and 4.3.3.
4.3.2 Baseline Methods
We compare the performance of our proposed methods against the following baseline algorithms.
Node PageRank: This method defines a simple approach to use graph structure to study changes
in behavior of nodes over time, viz. node trajectories. In this method, we compute the PageRank
value of nodes at each time step of a graph within a window. The vector containing these PageRank
values at different time steps is used as a trajectory representation for the tasks evaluated in this
work.
Avg DeepWalk: DeepWalk [27] uses a truncated random walk to represent each node in a static
graph. To compare performance of STWalk against DeepWalk, we run the DeepWalk algorithm at
each time step. The average of these node embeddings is considered as trajectory representation of
the node across time.
LSTM-AE: Inspired by the work in [60] to learn representations of video sequences using an
unsupervised approach, we use a similar approach for learning node trajectories in a temporal
graph. DeepWalk [27] is used to learn d-dimensional node representations at each time-step. A
Long Short-term Memory (LSTM) AutoEncoder (AE) is used to learn trajectory representations
(similar to [60], which used this approach for videos though). The encoder-LSTM takes the sequence
of d-dimensional node embeddings and encodes the sequence, and the decoder-LSTM reconstructs
the original sequence from the embedding obtained using the encoder. Once this LSTM-AE network
is completely trained, the output of the encoder-LSTM is used as the trajectory representation. This
baseline algorithm was implemented using Keras [61], and trained using the Adam optimizer with
the mean square error loss function. The low-dimensional embedding obtained through encoder was
chosen to be of d/2 dimensions after empirical studies.
4.3.3 STWalk for Trajectory Classification
We studied the effectiveness of the representations of trajectories learned using the proposed methods
on the task of trajectory classification (where the node’s trajectory in a pre-specified time window is
considered). We now describe how each of the aforementioned datasets were studied in this work for
trajectory classification, along with the corresponding results. We note that in case of each of the
datasets, the total number of node trajectories are divided into a 70% training set and the remaining
30% as a test set. An ensemble voting-based classifier (comprised of random forests and Support
Vector Machines) was trained on the training set using stratified k-fold cross-validation with k = 10
to finetune the hyperparameters of the classifier (this classifier was chosen after empirical studies,
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Methods
Node PageRank Avg DeepWalk LSTM-AE STWalk1 STWalk2
Emb
Dim
Win
Size
Acc
(%)
Acc
(%)
Acc
(%)
Acc
(%)
Acc
(%)
DBLP
64 5 70.42 72.61 73.89 77.66 78.74
64 10 61.94 70.21 73.31 70.43 77.53
128 10 74.53 71.53 74.32 83.72 78.25
EPINION
64 5 50.03 51.44 50.08 51.82 53.10
64 10 53.24 52.21 50.50 55.51 56.70
128 10 57.36 53.79 52.70 59.03 62.03
CIAO
64 5 51.94 52.02 54.17 56.31 57.27
64 10 25.56 24.65 43.95 58.17 62.20
128 10 32.03 53.15 53.80 57.15 60.29
Table 4.2: Trajectory classification results on the DBLP, EPINION and CIAO datasets. STWalk1
and STWalk2 are the proposed algorithms, while Node PageRank, Avg DeepWalk and LSTM-AE are
the baseline methods. Column ‘Emb Dim’ indicates the dimension of the trajectory representation,
while ‘Win Size’ indicates the size of time window considered for learning trajectory representations.
and is also known popularly to be a very robust classifier). The classifier with the best hyperpa-
rameters is then trained on the complete training dataset to obtain the final model, and used to
study performance on test data. We use the classification accuracy as the performance metric for
this task. We repeat the process five times and report the average performance in our results (Table
4.2). This process is maintained for each of the considered datasets.
DBLP Dataset: To evaluate our model on the temporal graphs in the DBLP dataset, we considered
non-overlapping windows of 5 years, leading to 9 such windows over the 45 graphs in this dataset.
(For example, while learning the trajectory embedding of nodes at time t5, we consider the graph
at t5 as well as the previous 4 graphs: t4, t3, t2 and t1.) A similar process is used for window of 10
years too.
The representations of author trajectories learned using the proposed methods and baseline
methods are then used for the binary classification task, where class labels are “Expert Researcher”
and “Interdisciplinary Researcher”. These labels are assigned to each node trajectory in the following
manner. Based on the conference where each author has published his/her work, we assign one of
the labels from the following to each node of a graph at each time step. Label Database: if published
in ICDE, VLDB, SIGMOD, PODS or EDBT; label Artificial Intelligence: if published in IJCAI,
AAAI, ICML, or ECML; label Data Mining : if published in KDD, PAKDD, ICDM, PKDD or
SDM; label Information Retrieval : if published in SIGIR, WWW, ECIR or WSDM. Subsequently,
the trajectory labels are determined based on the node labels assigned at each time-step. If the node
label is constant throughout the considered time window, the trajectory label corresponding to that
node is “Expert Researcher”. If the node label changes within the time window, we assign the label
“Interdisciplinary Researcher” to the author trajectory.
STWalk has four hyper-parameters: embedding dimension: dimension of the trajectory repre-
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sentation; window size: number of time steps to consider while learning trajectory embedding; walk
length: length of random walk performed on the spatio-temporal graph; and restarts: number of
random walks starting from the same node. Table 4.2 shows the performance of the proposed and
baseline methods in three different hyper-parameter settings. The walk length value was set to 30,
and the restarts value to 40.
Epinion Dataset: In this dataset, when we set the hyperparameter, window size, to five, 22 win-
dows are considered for analysis (among the 110 graphs available in this dataset), and similarly
when the window size is set to 10. Category IDs are used as node labels, which are subsequently
used to determine the ground truth labels for node trajectories. If a user has reviewed products
from the same category during all the time steps considered within a time window, the trajectory
corresponding to the user will be assigned the label “Proficient reviewer”, indicating that the user
has good knowledge about the products in the category. If the user reviews products from different
categories during the considered time window, the user is assigned the label “Versatile reviewer”,
indicating that the user has expertise in assessing products from many categories. Thus, trajectory
classification is modeled as a binary classification problem on this dataset, and we report the result
of executing our algorithm on Epinion dataset in various hyper-parameter settings in Table 4.2.
Similar to the DBLP dataset, we set the hyper-parameters walk length to 30 and restarts to 40 for
this dataset.
Ciao Dataset: In this dataset, when we set the hyperparameter, window size, to five, 23 windows
are considered for analysis (among the 115 graphs available in this dataset), and similarly when
the window size is set to 10. The category ID of the product that a user reviews is considered
as the node label, and ground truth trajectory labels are determined based on these node labels.
Similar to the Epinion dataset, if the node labels remain constant for the entire time window, the
corresponding node trajectory is assigned the label “Experienced reviewer”, and if the user reviews
products from multiple categories within the same time window, the node trajectory is assigned
the label “Multifaceted reviewer”. Binary classification is then used to validate the effectiveness of
trajectory representations learned on this dataset. The walk length and restarts hyperparameters
are chosen as on the Epinion dataset.
Table 4.2 shows the classification accuracies of the proposed and baseline methods on all the
three datasets. The proposed algorithms, especially STWalk2 shows superior performance in most
settings. In case of the CIAO dataset, the proposed algorithms show significant increase in accuracy
over the baseline methods. Interestingly, the LSTM-AE method, which was introduced as a baseline
method in this work, also performs better than the other two baseline methods. The results support
the proposed methods in general. In particular, the improved performance of STWalk2 shows that
having separate space and time walks provides better representations. We surmise the reason for
this to be the improved coverage of temporal neighborhoods through this approach when compared
to STWalk1 under the same random walk lengths.
31
4.3.4 STWalk for Change Point Detection
In a temporal setting, analyzing change points can be critical in applications such as concept drift
and anomaly detection. As the trajectory representation captures the change in behavior of nodes in
temporal graph over a given time period, this makes the trajectory representations suitable features
to study such change points.
In the DBLP dataset, we use such an approach to find the average time spent by an author
in his/her research area before switching to another domain, thus finding the ‘points of change
in research domain’ in the author’s trajectory. Specifically, we consider the trajectory labels across
multiple windows of the author (as obtained from Section 4.3.3). We study the sequence of trajectory
labels and based on the pattern of occurrence of “Interdisciplinary” and “Expert” labels, we calculate
the average duration of time spent in a single domain. Figure 4.2a shows the histogram of authors
who spent certain number of years in one domain before working in other research area. This
analysis allows us to answer queries such as the minimum (or average) number of years spent before
a researcher becomes interdisciplinary. For example, Figure 4.2a shows evidently that the average
duration of time before a researcher becomes interdisciplinary is between 6-10 years, which agrees
with common understanding. We also used the histogram to analyze cases of individual authors,
and found the change points to be fairly accurate. This supports the effectiveness of the trajectory
representations learned by the proposed methods (STWalk2 was used in these studies, considering
its superior performance in the earlier experiments).
(a) Histogram shows the count of authors vs number of
years spent by any author in one research area before
switching to other domain
(b) Histogram of number of users vs average duration spent
on reviewing product of same category before switching to
other category.
Figure 4.2: Results of change point detection on the DBLP and Epinion datasets
Similarly, analyzing change points in the Epinion dataset gives insight into the behavior of
reviewers. Figure 4.2b shows the trends for the Epinion dataset. It shows the histogram of reviewers
and the number of months they review products from one single category, before switching to
products from other categories. In this case, it is clear from the figure that a reviewer, on an
average, writes reviews for products from one category for 1 to 2 months before switching to other
categories, which matches with common understanding too. This corroborates the effectiveness
of the proposed method (STWalk2 in this case again) for learning trajectory representations in
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temporal graphs.
4.3.5 Arithmetic Operations on Trajectory Representations
Mikolov et al. [62] demonstrated that arithmetic operations on learned word representations show a
linear structure in embedding space, in the case of text processing. For example, vector(“Paris”) -
vector(“France”) + vector(“England”) gives a vector representation nearest to the word embedding
for London. Here, we examine whether similar behavior is shown by the learned trajectory represen-
tations. We perform this study with the representations learned on the DBLP dataset. In particular,
we consider the representations for interdisciplinary authors (shown as yellow points in Figure 4.3,
best viewed in color) and expert authors (shown as cyan points in the figure). We then perform the
following difference operation: trajectory(“interdisciplinary author”)-trajectory(“Expert author”)
and examine the resulting representations (plotted in red color in the figure).
Figure 4.3: Analyzing the goodness of trajectory embeddings of DBLP dataset(Best viewed in
color). (i) Arithmetic operations are valid on trajectory embeddings. E.g. (interdisciplinary
embedding)-(specialized embedding)=(other specialized embedding), i.e., taking arithmetic differ-
ence as in (AI+DB) (yellow points)-DB (cyan points)=AI (red points). (ii) Pink color cluster
represents DBLP authors working in Database (DB). Violet color represents authors working in Ar-
tificial Intelligence (AI) and the green color cluster indicates the interdisciplinary authors working
in both areas AI and DB.
Figure 4.3 shows the Principal Component Analysis (PCA) plot for the result of performing
arithmetic difference operation on the trajectory representations of DBLP authors, as described
above. For this plot, we considered only the trajectory vectors of authors working in the Database
(DB) domain (shown in pink color on the scatter plot). We also considered the trajectory embeddings
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Figure 4.4: Analyzing the goodness of trajectory embeddings of Epinion dataset (Best viewed
in color). (i) Arithmetic difference of users’ trajectory who review products from category
(Movies+Books) (yellow points)-Books (cyan points)= Movies category (red points). (ii) Pink color
cluster represents users who review Books. Violet color represents users who review Movies and the
green color cluster indicates the versatile users who review products from both categories Movies
and Books.
of authors who focus only on the Artificial Intelligence (AI) domain (violet color on the scatter plot).
Thus, the pink and violet clusters represent authors with trajectory label “Expert Researcher”. To
evaluate the goodness of learned trajectory embeddings, we consider the representations for authors
with labels “Interdisciplinary Researcher”. In particular, we consider trajectories of authors who
have published in both Database and Artificial Intelligence (AI+DB) venues. These interdisciplinary
authors are shown in green color data points on the scatter plot. Three distinct clusters, in Figure
4.3 indicating DB (pink), AI (violet) and AI+DB (green), validate that the proposed model STWalk
is able to learn rich trajectory embeddings for “Expert” authors and “Interdisciplinary” authors.
To validate if the arithmetic operation: (AI+DB)-DB=AI holds for the learned trajectory em-
beddings, we perform the following steps. We take the trajectory vectors of a randomly picked
“Interdisciplinary” author from the collection of vectors mentioned above. The selected “Interdisci-
plinary” points are shown in yellow color in Figure 4.3. These are part of the green cluster, which
represents all “Interdisciplinary” authors. Similarly, we pick trajectory embeddings of “Expert” au-
thors from a DB background (shown in cyan color points). We then apply vector difference operation
on vectors from the above two selected sets, and the resulting vectors are plotted in red color. As
seen in Figure 4.3, the resulting red points are near the violet points, which indicates the cluster for
“Expert” authors in AI. This demonstrates that simple vector arithmetic on the learned trajectory
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representations show linear structure and hence, can be used for developing interesting applications.
Figure 4.4 shows the results of similar vector operation on Epinion dataset. We considered tra-
jectory representation of users who review products from category Movies and Books as “Proficient
reviewer”, represented by violet and pink clusters respectively in figure 4.4. The trajectory represen-
tation of users reviewing products from both categories Movies and Books as “Versatile reviewer”,
represented by green cluster. We randomly select trajectory embedding of “Versatile reviewer”, the
yellow points and “Proficient reviewer”, the cyan points, and then perform vector subtraction. The
resulting points are plotted in red color. We can conclude from 4.4 that these points are near violet
cluster which represents Movies cluster, validating that the learned trajectory representations show
linear structure
4.4 Conclusion
In this chapter, we proposed STWalk a novel approach to learn trajectory representations in tem-
poral graphs, by capturing change in nodes’ behavior over time. We presented two algorithms to
learn such trajectory representations: STWalk1 learns the representations by considering the present
neighbors and past neighbors together, and STWalk2 models it as two subproblems, solving each
separately before combining the results to get the final trajectory embedding. We validated the
effectiveness of the learned trajectory representations on three real-world datasets: DBLP, Epinion
and Ciao. We compare the results against three baseline algorithms, and show that the proposed
STWalk outperforms baseline methods in various settings.
Furthermore, we demonstrated that simple arithmetic operations are valid on the trajectory rep-
resentations learned through the proposed methods, i.e., the vector difference: trajectory(“interdisciplinary
author”)- trajectory(“specialized author”)=trajectory(“other specialized author”). We also exam-
ined the usefulness of trajectory embeddings in change point detection. Each of these experimental
studies showed the effectiveness of trajectory representations learned by STWalk.
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Chapter 5
Attend, Order and Classify:
End-to-End Deep Neural Network
for Graph Classification
5.1 Motivation
With the emergence of deep learning methods such as Convolutional Neural Networks and Recurrent
Neural Networks, many breakthroughs have been achieved in the computer vision, natural language
processing and speech processing domains. An important characteristic of these deep learning tech-
niques is their ability to learn the important features that are necessary to excel at a given task
on their own, unlike traditional machine learning algorithms which are dependent on handcrafted
features. Considering these facts, researchers have started working on extending deep learning con-
cepts, particularly Convolutional Neural Network for graphs. An early effort of generalizing neural
networks for graphs is the work by Gori et al [63] and Scarselli et al [64]. Shuman et al [65] used
the Convolution Theorem (convolution in spatial domain is equivalent to multiplication in Fourier
domain) to learn the spectral filters by computing the Laplacian of a given graph. Defferrard et
al [66] proposed an algorithm that learns approximate spectral filters by recursively computing the
Chebyshev polynomial. Kipf et al [67] further simplified this approach by restricting it and consid-
ering only 1-hop neighbors. The major drawback of spectral methods is the dependency of spectral
filters on eigenbasis of the Laplacian. This means that the filters learned on one graph topology are
not valid on graphs with a different topology; in other words, the filters are not generalizable. One
solution to this problem is to apply convolution in the spatial domain and our proposed framework
AtOrC falls in this category by working directly on the graph.
Applying a convolution neural network directly on graph poses two major problems: (i) firstly, the
graphs do not have an ordered structure, and hence the nodes in it do not have an unique ordering;
this makes it not viable to directly apply convolutional filters. (ii) Secondly, the nodes have variable
number of neighbors and this presents the problem of appropriately selecting few nodes and ignoring
the rest while performing a single convolution. In other words, before performing convolution, the
algorithm needs to select a subset of nodes and order them according to some criteria. A naive
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Figure 5.1: Based on which rows of input matrix are picked by the attention map while classifying
a graph, we can interpret the decisions made by the neural network by traversing back to nodes
corresponding to those rows.
way of achieving this is to use any one of the centrality measure such as node degree and select the
nodes with highest node degree and order them in decreasing order of degree. However, this process
creates the extra overhead of preprocessing every input graph. Besides, this step is not differentiable
and hence cannot be used if we wish to train end-to-end using a convolutional neural network. In
this work, we hence propose Attend, Order and Classify, an end-to-end deep learning architecture
for graph classification.
The key contributions of our work are as follows:
• There are three modules in our proposed framework: the Soft-Attention module, the Soft-
Permutation module and the Convolutional Neural Network. As the name Attend, Order
and Classifysuggests, each one performs one task: Attend, Order and Classify respectively.
Each of these modules are differentiable, hence allowing backpropagation to be used to train
the network. To the best of our knowledge, our proposed framework is the first end-to-end
architecture that learns which nodes to focus on and how to order those nodes, in order to
help the convolutional layers learn better features and make more accurate decisions on the
graph classification task.
• Soft-Attention Module: Our framework uses Soft-Attention over the nodes of the graph to
select few important nodes. It is achieved by applying 1D Gaussian filter, whose mean and
variance are learned by backpropagation algorithm. We also show that these learned attention
maps can be used to interpret the decisions made by the model(figure 5.1).
• Soft-Permutation Module: We also propose the Soft-Permutation network that learns the
best ordering of nodes that will help the model to perform better at graph classification task.
• We use the Convolutional Neural Network to learn the local features of the nodes. Instead of
selecting only one filter size for the convolution operation, we used Inception Module, inspired
by the InceptionNet [2] architecture.
• The experimental results on several benchmark graph datasets substantiate the effectiveness
of the proposed architecture.
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The rest of the chapter is structured as follows: In section 5.2 we review work that is four closely
related to our algorithm. Section 5.3 explains the algorithm, followed by details of experiments are
given in section 5.4. In section 5.5, we report the ablation study and we also discuss here about the
use of attention maps in understanding the decisions.
5.2 Related Work
5.2.1 Learning Permutation
Current deep learning algorithms assume that the given input data has a certain order. The CNN-
based image classification algorithm cannot predict the correct image class if the input image is
shuﬄed one. The RNN used for machine translation assumes that the input sequence is in the
correct order. Hence, we need to make sure that the all input graph have been arranged in the
same order. Solving this ordering problem is equivalent to learning a permutation matrix. However,
learning a discrete permutation matrix is not feasible and hence, a doubly stochastic matrix: a
nearest approximation of permutation matrix, is learned using Sinkhorn-Knopp(SK) algorithm. One
of the early efforts in approximating permutation matrix is by Gold et al [68]. The authors pose
it as a combinatorial optimization problem to solve weighted graph matching, traveling salesman
problem, and graph partitioning problem by using deterministic annealing and Sinkhorn-Knopp
iterative algorithm. Recently, Cruz et al [69] proposed a method that learns a correct order of
shuﬄed input image segments by using Sinkhorn Normalization layer. It is a supervised algorithm,
where the correct order of the image segments are already known. In case of images, the pixels have
predetermined location and order, when we arrange these pixels according to it the whole image
gains meaning, and hence the problem of learning permutation matrix can be posed as a supervised
problem. However, in case of graphs, the nodes do not have an unique order. Hence, the nodes can
be ordered by using any one of the existing graph centrality measures such as PageRank. Instead of
ordering nodes according to one specific centrality measure, we propose SoftOrdering module that
learns the ordering of nodes using backpropagation such that the learned ordering is the most useful
in graph classification.
5.2.2 Interpretability of Neural Network
In the domain of computer vision, different methods have been proposed for understanding decisions
of neural network. For example, by looking at the filters of convolution neural network, one can
understand which part of image is helping the neural network to come to a conclusion. Other
methods include occlusion and gradient based methods. Some of the work in this area uses attention
mechanism to see which part of the input data is being used to compute the output. The attention
mechanism has been used for image data, text data as well as speech data and they proved to work
better at many tasks such as language translation [70], [71], [72], [73], image captioning [74], [75],
and visual question answering [76], [77], [78], [79], [80]. A brief survey of work on VQA is given in
[81]. Another interesting line of work is using attention mechanism for generating images [82], [83]
and videos [84], [85]. Our work is inspired by the DRAW [82]
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Figure 5.2: AtOrC : complete architecture
5.3 Methodology
Graphs are ubiquitous and used in many applications. Hence, analyzing graphs play a very impor-
tant role. Particularly in health-care domain, the molecular properties of medicine can be studied by
representing them as graphs, where nodes are the represented as atoms and edge between two nodes
indicates that the two atoms are linked. Study of these graphs is helpful in learning important prop-
erties which will be used to determine whether a molecule is carcinogenic or not. It has been proved
that convolutional neural network are good at capturing the local features, combining them to learn
higher level representations and use them to perform better at classification. This motivated us to
use the convolutional neural network for graph classification. However, the traditional convolutional
neural network used in computer vision area is defined for data in Euclidean domain i.e. for the data
that can be represented on a regular grid. The graph data falls under the category of non-Euclidean
domain and the convolution and pooling operations are not well-defined in non-Euclidean space.
Hence, using the convolution operation directly on graphs poses following two challenges:
• Variable number of nodes: The convolutional neural network work on the fixed size input
images i.e. fixed number of pixels to process. However, in case of graphs, the number of nodes
in input graph need not be same. Each example in graph dataset can have different number
of nodes. This creates problem, because to apply the convolution operation, we need to fix
the number of nodes to be processed before-hand and accordingly either select some of the
existing nodes from bigger graph-leading to loss of information or add dummy nodes in smaller
graph-introducing unnecessary noise in the input data.
• No spatial order: The sequence in which nodes are processed is not unique. This is not the
case with images, as each pixel has specific fixed position and when they are in order the
convolutional filter is able to learn meaning patterns. However, the nodes of the graphs can
be arranged in n! ways and hence the adjacency matrix that is used for graph classification.
This creates problem to convolution operation in learning features, as it is good at capturing
the local features when the input is in order.
To tackle above mentioned problems we propose the SoftAttention and the SoftOrdering modules.
The complete network architecture of AtOrC is given in figure 5.2.
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5.3.1 Problem Statement
Given a graph G : (V,E) with set of vertices V = {v1, v2, · · · , vN} of size N and E is a set of edges.
Each node has feature vector of size k and the graph is represented as a matrix of node features
X of size N x k. The task of graph classification is to learn a function f : G → y, where y ∈ Y
indicates a label of given graph G from a set of all labels Y .
The AtOrC takes an entire graph as input and gives it to the SoftAttention module that selects
important M nodes from the set of all nodes in the graph, such that M < N . The output matrix
of SoftAttention module, denoted by X ′, represents attended graph of size M x k. This matrix
is given as input to SoftOrdering module, which learns the permutation matrix P of size M x M
that indicates correct order of these nodes necessary for the convolution neural network. After
performing matrix multiplication of the permutation matrix P and graph X ′, we get attended and
ordered graph X ′′ of same size as X ′. This graph is given to the convolution neural network which
learns the features useful for graph classification. The details of the SoftAttention and SoftOrdering
module are given following subsections.
5.3.2 SoftAttention Module
To select M nodes from N nodes which are most helpful in classifying the graph, we learn the
attention map on the nodes. This attention map consists of M number of 1D Gaussian filter. Due
to the nature of Gaussian distribution, each filter has the soft glimpse over the nodes of the graph
and hence the name of the module SoftAttention. One could use Bernoulli distribution to achieve
the hard attention. However, to make the module differentiable and in turn backpropable, we chose
to use the Gaussian distribution.
Figure 5.3: Architecture details of SoftAttention module
The selection of M nodes from N can be restated as the neural network is having a attention
glimpse size of M . The parameters of these filters i.e. means µ˜ and variances σ˜2 are learned by
the neural network, as given in equation 5.1. To make sure the learned means and variances are
positive, we take the exponential. In equation 5.2, we first rescale the means to make sure they are
in range [0, 1] by applying sigmoid function, denoted by sigm. it is then multiplied with the N i.e.
the number of nodes in original input graph to see which node out of N this filter has selected.
µ˜, σ˜2 = WattnX + battn (5.1)
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µ = N ∗ sigm(exp(µ˜)) (5.2)
σ2 = exp(σ˜2) (5.3)
The matrix A, in equation 5.4, represents the learned attention map of Gaussian filters. The
index i indicates filter number which takes values in the range [0,M − 1] and index n indicates the
node location that takes values in range [0, N − 1]. Hence, the equation 5.4 calculates importance of
node n with respect to the Gaussian distribution centered at i. This map, of size M x N , is applied
on the input graph X, of size Nxk, to get the reduced output graph X ′, of size M x k, as given
by the equation 5.5. X ′ indicates the graph with only important nodes. Once we get the attended
graph X ′, it is given to SoftOrdering module, which learns to order the attended nodes.
A[i, n] = exp
(−(n− µi)2
2σ2i
)
(5.4)
X ′ = A ∗X (5.5)
5.3.3 SoftOrdering Module
Once we know which nodes to focus on, it is important to know in which order we need to arrange
them, so that it is easy for convolution neural network to learn local features. The main aim of the
SoftOrdering module is to generate a permutation matrix that tells about the ordering of nodes,
when ranked accordingly, it will help the filters in convolution neural network to learn necessary
features. Permutation matrix P is a special square matrix where each element can be 0, 1 and the
ones are placed in such a way that, each row and column will have only one 1. As it is an Inte-
ger Programming problem, learning exact permutation matrix needs discrete optimization methods
which are non-differentiable. The closest approximation of permutation matrix is doubly stochastic
matrix. To learn an approximation of permutation matrix by using the neural network, we have to
pretrain it on matrix with values sampled from normal distribution and plug the learned weights
into main network to order the nodes. The details of the process are as follows:
Figure 5.4: Architecture details of SoftOrdering module
Pretraining the SoftOrdering network:
Inspired by the SoftAssign [68] algorithm, that solves the assignment problem by finding an approx-
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imate permutation matrix. The algorithm uses deterministic annealing followed by Sinkhorn-Knopp
algorithm. The Sinkhorn-Knopp algorithm [86], [87] is an iterative algorithm that converts a given
positive square matrix into a doubly stochastic matrix which is close to final assignment matrix (i.e.
permutation matrix). In our case, however, we need a function that mimics this iterative process
in a single step. As neural networks are proven to be good at learning function approximations, we
used a simple neural network with an input layer and a output layer for this task. The input to the
network is a matrix for which we want to learn an approximate permutation matrix and output of
the network is compared with the output obtained by iterative process. We used square loss function
to train the network. The trained weights of this network are then used to initialize the weights of
Dense1a layer in SoftOrdering module. The network architecture used is given in figure 5.4.
To make the neural network used for pretraining process data agnostic, we generated the input
data matrix whose elements are sampled from normal distribution and we used the iterative process
of converting a matrix to doubly stochastic matrix to generate the output matrix, as given by the
algorithm 7. Input to the algorithm is the normally distributed matrix Z. We scale the matrix
multiplying by β and then take the exponentials, as suggested by Gold et al [68]. The β is hyperpa-
rameter and bigger the value, closer the output matrix to the true permutation matrix. Steps 3 to
12 in algorithm 7 shows the Sinkhorn-Knopp iterative algorithm, which performs alternate row and
column normalization to obtain doubly stochastic matrix. The algorithm is guaranteed to converge
in a finite number of iterations [86] [87].
Algorithm 7: Algorithm to generate permutation matrix from given matrix using Sinkhorn-
Knopp algorithm [86], [87]
Input : Z:Matrix with values from Normal distribution of size (M x M)
Output: Pmax iter:Permutation matrix after max iter iterations of size (M x M)
1 Init: β = 10.0, iter = 1
2 P 0 = exp(βZ)
3 while iter < max iter do
4 // Row normalization
5 for i = 0 to M do
6 P iterij =
P
(iter−1)
ij∑M
j=0 P
(iter−1)ij
7 end
8 // Column normalization
9 for j = 0 to M do
10 P iterij =
P
(iter)
ij∑M
i=0 P
(iter)ij
11 end
12 end
Learning to order the graph nodes:
The pretrained weights of the neural network are plugged into the Dense1a layer of the SoftOrdering
module. The input to the SoftOrdering module is the input graph matrix of size Mxk. The Dense1
layer transforms the input graph matrix into MxM square matrix which will be used to determine
the ordering of the nodes. In equation 5.6, Wp indicates the transformation matrix.
P = Word(WpX
′) + bord (5.6)
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X ′′ = P ∗X ′ (5.7)
The Dense1 layer makes sure that the approximate permutation matrix, generated by the Soft-
Ordering module, is dependent on the input graph. So that, based on how nodes are arranged in the
input graph, Dense1 layer, along with SoftOrdering module, learns the correct ordering of nodes.
As the learned permutation matrix is an approximation of true permutation matrix and it has real
values, rather than integer values 0, 1, with near 1 value in one of the cell and near zero values in
other cells of the matrix, hence, we call it the SoftOrdering module. The output of this module is
SoftOrdering matrix P of size MxM . To order the nodes according to this, the input matrix X ′ is
multiplied by P . This gives an attended and ordered graph X ′′ of size Mxk. It is then given to the
classifier module, which includes Convolutional Neural Network, Dense layers and Softmax layer.
5.4 Experiments
We validate the effectiveness of the proposed framework on the Graph Classification task.
5.4.1 Datasets
We have performed experiments on 6 standard benchmark datasets, out of which 4 are bioinformatics
and 2 are social network graph datasets1. The bioinformatics datasets used in the experiment are:
PROTEINS, PTC, D&D, and MUTAG. The PROTEINS datasets has 1113 graphs and in each
graph nodes represent secondary structure elements. If two nodes are neighbors of amino-acid, they
share an edge. It is an imbalanced dataset with two classes. PTC dataset has 344 graphs of chemical
compounds that indicate carcinogenicity of male and female rats. D&D dataset contains 1178 graphs
which are classified into two categories: enzymes and non-enzymes. MUTAG is collection of 188
nitro-compounds categorized into two classes based on their mutagenic effect.
To test the validity of the proposed framework, we have also experimented on social graph
datasets. Particularly, we have used IMDB movie collaboration dataset. IMDB-B is balanced graph
dataset of 1000 examples with 2 classes. Whereas, IMDB-M has 1500 examples categorized into 3
classes. The details of the dataset are given in table 5.1. For all the above datasets, we have used
four node features(k = 4): node degree, node pagerank, average neighborhood node degree and
average neighborhood pagerank.
Table 5.1: Properties of graph datasets
Datasets No. of graphs Classes Avg nodes Max nodes
PROTEINS 1113 2 39.05 620
PTC 344 2 14.28 64
D&D 1178 2 384.32 5748
MUTAG 188 2 17.93 28
IMDB-B 1000 2 19.77 136
IMDB-M 1500 3 13.00 89
1All datasets are downloaded from https://ls11-www.cs.tu-dortmund.de/staff/morris/graphkerneldatasets
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Figure 5.5: Architecture details of one Inception module. Such two inception module have been
used in final architecture for graph classification.
5.4.2 Experimental Setup
We compare AtOrC with two types of algorithms: Kernel based approaches and Deep Learning
Based approaches. The upper section of table 5.2 shows the comparison of AtOrC with kernel based
approaches; Shortest-Path Kernel [39], Random-walk Kernel [40], Weisfeiler-Lehman Kernel [42],
and Graph Kernel [41]. The lower section of table 5.2 shows the comparison with Deep Learning
based approaches, namely PATCHY-SAN [43], Deep Graph Kernel(DGK) [45], Subgraph2vec [44]
and DGCNN [46]. We have used stratified 10-fold cross-validation with 9 folds for training and 1
fold for testing. We have created such ten 10-fold cross-validation data. For each cross-validation
data the experiment is repeated 10 times and hence, for each dataset, average of 100 experiments is
reported in table 5.2.
The input to the AtOrC is a complete graph. However, different graphs have different sizes and
hence the input matrix can be of different size. However, the input to neural network needs to be of
fixed size. Hence, to tackle this problem, we have used a fixed size of the matrix that is equal to the
maximum number of nodes in the dataset. The reason for fixing the size to max node is twofold.
i) Any value that is less than max node forces us to remove the nodes from bigger graph and it
needs a criteria according to which we can remove the node. It creates preprocessing overhead.
ii) The sole purpose of the SoftAttention module is to learn the criteria of selecting the important
nodes. To perform that, it needs access to all nodes of the graph. Fixing the input matrix size to
max node, helps the SoftAttention module to perform better. Hence, each graph of a given dataset
will be represented in a matrix of size N = max node x k, irrespective of its actual size. For graphs
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Table 5.2: Classification accuracy comparison with existing deep learning algorithms on benchmark
datasets (M:attention glimpse size)
Datasets PROTEINS PTC D & D MUTAG IMDB-B IMDB-M
Kernel based
approaches
SP [39] 75.07±0.54 58.53±2.55 - 85.79±2.51 - -
RW [40] 74.22±0.42 57.26±1.30 - 83.68±1.66 - -
WL [42] 72.92±0.56 56.97±2.01 77.95±0.70 80.72±3.00 - -
GK [41] 71.67±0.55 57.32±1.13 78.45±0.26 81.58±2.11 65.87±0.98 43.89±0.38
Deep Learning
based
approaches
PATCHY-SAN [43] 75.89±2.76 62.29±5.68 77.12±2.41 92.63±4.21 71.00±2.29 45.23±2.84
DGK [45] 75.68±0.54 60.08±0.46 - 87.44±2.72 66.96±0.56 44.55±0.52
subgraph2vec [44] 73.38±1.09 60.11±1.21 - 87.17±1.72 - -
DGCNN [46] 75.10±2.72 65.43±3.14 77.21±0.65 85.83±1.66 70.03±0.86 47.83±0.85
Proposed
approach
AtOrC (INCEP,M=10) 71.99±8.94 55.71±7.58 76.59±3.46 89.99±8.94 64.79±5.23 52.29±5.40
AtOrC (CNN,M=10) 73.39±4.96 54.28±3.83 76.19±3.86 86.00±1.28 62.99±6.72 43.89±1.68
AtOrC (INCEP,M=19) 75.80±4.69 64.00±4.08 80.29±2.64 91.00±1.37 73.59±4.17 57.49±5.98
AtOrC (CNN,M=19) 76.79±4.14 64.57±4.98 80.39±2.53 90.91±1.22 72.39±3.38 58.49±4.96
with nodes less than max node, the matrix size is increased by repeatedly appending the rows of
the original graph matrix in circular manner until the input matrix size becomes equal to max node
size. The max node values of corresponding datasets are given in table 5.1.
Architecture details of Classification Module
• CNN: The convolution neural network used for classification (blue color blocks in figure 5.2
) has the following architecture: a CNN layer with kernel size of 5x1, followed by another
CNN layer with kernel size of 3x1. We have used a valid convolution operation for both CNN
layers i.e. we didn’t use any padding. The output is flattened and given to dense layer with
16 neurons followed by another dense layer with neurons equal to number of classes. The final
layer is of softmax layer. The cross-entropy loss function is used with l2 regularizer on both
CNN and dense layers.
• Inception: Instead of using a specific kernel size, it is proved that ensemble of output from
multiple kernels performs better. Hence, inspired by the InceptionNet [2], we have used in-
ception module instead of CNN layer. One inception module has two branches. One branch
performs convolution with 7x2 kernel and other branch has two layers of CNN, first with 5x2
kernel followed by 3x1 kernel. As the output from two branches has the same size, it is con-
catenated and 1x1 kernel is applied to reduce the number of kernels to 4. Figure 5.5 shows the
neural network architecture of Inception module. We have used two layers of such inception
module. In table 5.2, the result with name AtOrC (CNN,M=10) and AtOrC (CNN,M=19)
shows the result of applying CNN and AtOrC (INCEP,M=10) and AtOrC (INCEP,M=19)
shows the result of applying inception module for graph classification.
The only hyperparameter for the AtOrC is a glimpse size denoted by M . It is the number of
nodes to look at for graph classification. For the experiment, we have used two values M = 10 and
M = 19. Other hyperparameters we optimized are batch size, learning rate. We have used Adam
optimizer [88] for mini-batch gradient descent algorithm. The code is written in TensorFlow [89]. All
experiments were run on a machine with GEFORCE GTX1080 Ti GPU with 12GB GPU memory.
5.4.3 Results
Comparison of different Graph classification algorithms on various datasets is reported in table 5.2.
In almost all the datasets, AtOrC performs better than the existing Graph Kernel and Deep Learning
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based approaches. In case of PTC and MUTAG, performance of AtOrC is in comparison with
existing state-of-the-art, even when the the AtOrC is using very less number of nodes than number
of nodes used by other algorithms for performing graph classification.
It is interesting to see that just by attending to right set of nodes and ordering them properly, even
with only glimpse of 10 nodes and CNN, IMDB-M is able to achieve accuracy of 52.29, outperforming
the state-of-the-art algorithms by 4.46% . We could get best classification accuracy of 58.49 with
improvement of 10.66% on the same IMDB-M dataset. For PROTEINS, D&D and IMDB-B dataset,
we could achieve improvement of 0.9%, 3.12%, 3.56% respectively.
5.5 Discussion
5.5.1 Using AtOrC for Explaining Network Decisions:
The SoftAttention module learns 1D Gaussian attention maps to select the few nodes for further
analysis. Figure 5.7 and 5.8 shows the attention map generated by SoftAttention for one input
graph of bioinformatics and social network datasets. The glimpse size is set to 19, that means, the
SoftAttention will learn 19 1D Gaussian filters, whose 19 means and variances are learned by the
backpropagation. As we know which rows are being attended by the Gaussian filters, we can use
those for understanding the decisions taken by the AtOrC .
Figure 5.1 shows attention map generated for a graph in IMDB-MULTI dataset and it explains
how attention maps are useful in understanding the decision of the algorithm. In the forward pass,
the entire graph is given to the SoftAttention module and it learns the attention map that selects
only few nodes. For understanding the decisions, we can trace back to the nodes being attended
and verify whether the neural network is actually looking at the right set of nodes. In the attention
map, white color region indicates that nodes corresponding to those rows have major contribution
in graph classification. Gray color regions indicate that those nodes have partial contribution and
black color region tells that those nodes are not considered for the classification task. Figure 5.6
shows the attended nodes of a graph from MUTAG dataset.
5.5.2 Ablation Study
SoftAttention: Effect of glimpse size
The real-world graphs could be very huge. Hence, considering all nodes in the graph for the analysis
is not feasible and also not scalable. One way to overcome this problem is to consider only subset
of nodes. Existing algorithms use predetermined criteria to select the nodes such as using Node
Degree, PageRank or Weisfeiler-Lehman node labeling algorithm. There are three major drawbacks
of using such criteria: i) It requires precomputing of labels which will be used later for selection,
leading to extra overhead. ii) This process is not differentiable, and hence not easily pluggable into
neural network architecture. iii) As we don’t know which nodes are important beforehand, the only
way is to try different selection algorithm and choose the one that performs best relative to others.
We propose a novel solution of SoftAttention module that is designed for ”learning to select” by
attending to subset of nodes.
By attending to the right set of nodes, SoftAttention module was able to help in performing
better at graph classification. To see the effect of attention size on the performance, we varied the
46
Figure 5.6: The figure shows a graph from MUTAG dataset. We can interpret the attended nodes
of this graph based on the attention map generated by the SoftAttention module. The node labels
indicate the node id followed by the atom of the molecule-C: Carbon atom, O: Oxygen atom and N:
Nitrogen atom. The attended nodes are highlighted by bigger yellow color nodes in the rightmost
graph. The proposed algorithm selected only five Carbon atoms and two Oxygen atoms to classify
whether the graph is mutagenic.
glimpse size from 10 nodes to 20 nodes with an interval of 2. For fair comparison, we removed the
SoftOrdering module, so that we can see only the effect of SoftAttention on classification accuracy.
Figure 5.9 shows the line plot of glimpse size vs the classification accuracy. For the experiment, we
chose two bioinformatics datasets: MUTAG, PROTEINS and two social network datasets: IMDB-
BINARY, IMDB-MULTI. The light colored region around the line indicates the standard deviation.
As it is clear from the plot that, as we increase the glimpse size, AtOrC performs better at a given
task. For IMDB-BINARY and IMDB-MULTI, the accuracy becomes almost constant after glimpse
size of 16, unlike MUTAG whose accuracy tends to increase even after glimpse size of 18. The
classification accuracy of PROTEINS is consistent across all glimpse sizes.
SoftOrdering: Predetermined ordering vs Learned ordering
The Convolutional Neural Network can succeed in learning good features only when the nodes of all
input graphs have same ordering. However, using existing centrality measuring algorithm restricts
us to few ways of ordering nodes. Hence, we proposed a SoftOrdering module, a neural network
that will learn the best ordering strategy all by itself. To test usefulness of the learned ordering,
we removed SoftOrdering module. We used ”Node Degree” as criteria to select the nodes and order
them according to decreasing order of node degree. As node degree is already used for selecting
and ordering nodes, we also removed the SoftAttention module. So the algorithm used for this
ablation study does not have SoftAttention as well as SoftOrdering module, but only classification
module. We selected 19 nodes and trained Convolutional Neural Network and Inception Network
with architecture same as described in subsection 5.4.2.
Table 5.3 below shows the best classification accuracy of network that uses predetermined or-
dering and the proposed framework on 4 datasets: MUTAG, PROTEINS, IMDB-BINARY, and
IMDB-MULTI. Average improvement of 16% verifies that the ”learning to select” and ”learning to
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(a)Attention map for MUTAG: Gaussian filters
select 19 nodes out of 28 by attending to
different rows of the input matrix.
(b)Attention map for PROTEINS: Selecting 19
nodes out of 620 nodes.
Figure 5.7: Attention map generated by the SoftAttention module for Bioinformatics datasets with
glimpse size of 19
(a)Attention map for IMDB-BINARY: Selecting
19 nodes out of 136 nodes.
(b)Attention map for IMDB-MULTI that selects
19 nodes out of 89 nodes.
Figure 5.8: Attention map generated by the SoftAttention module for Social Network dataset. Here
also the glimpse size is set to 19
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Figure 5.9: Line plot showing the effect of increasing the glimpse size on the classification accuracy
when only SoftAttention module is used.
order”, which are performed by the SoftAttention and SoftOrdering module, both play an important
role in performing better at classification.
Table 5.3: Comparison of proposed algorithm, that learns to select the nodes and order them, with
predetermined node selection and ordering strategy. Here we have used node degree as criteria for
node selection and ordering
Datasets Node degree AtOrC
PROTEINS 68.49±2.53 76.79±4.14
MUTAG 65.26±8.55 91.00±1.37
IMDB-B 51.09±4.06 73.59±4.17
IMDB-M 49.69±6.92 58.49±4.96
Importance of Using Pretrained Weights in the SoftOrdering Module: To verify
whether using the pretrained weights in SoftOrdering module helps in achieving better accuracy
at graph classification task, we compared the the results against the neural network initialized with
Glorot [90] weight initialization. We performed hypothesis test using two-tailed student’s t-test with
null hypothesis H0 :the weight initialization does not have any effect and alternate hypothesis Ha :the
weight initialization has an effect. The experiment has shown that the use of pretrained weights in
SoftOrdering module has statistically significant performance difference on graph classification task
with confidence level of 95%. The Table 5.4 shows the result of graph classification as well as the
hypothesis testing.
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Table 5.4: Table shows comparison of classification accuracy of AtOrC when weights in SoftOrdering
module are initialized with (i)Glorot initialization and (ii)pretrained weights. Results in bold are
indicate statistically significant performance difference under null hypothesis test with confidence
level of 95% (p = 0.05)
Datasets Glorot Initialization [90] Pretrained Weights
MUTAG (CNN) 90.00±1.09 90.91±1.22
MUTAG (INCEP) 87.00±1.09 91.00±1.37
PROTEINS (CNN) 70.89±5.10 76.79±4.14
PROTEINS (INCEP) 72.49±4.05 75.80±4.69
PTC (CNN) 50.00±5.47 64.57±4.98
PTC (INCEP) 56.50±3.90 64.00±4.08
IMDB-B (CNN) 66.19±4.66 72.39±3.38
IMDB-B (INCEP) 67.89±4.88 73.59±4.17
IMDB-M (CNN) 53.79±7.38 58.49±4.96
IMDB-M (INCEP) 49.19±7.99 57.49±5.98
5.6 Conclusion
In this chapter, we proposed Attend, Order and Classify, a novel end-to-end deep neural network
for graph classification. The framework is differentiable and does not need any preprocessing on the
input graph. The framework is comprised of the SoftAttention Module that learns which nodes to
select for further processing and the SoftOrdering Module learns in which order the nodes should
be aligned so that the convolution neural network can learn the local features easily and perform
better at graph classification task. We validated the effectiveness of the AtOrC by performing
extensive experiments on 6 standard benchmark datasets. Comparison with 8 baselines, shows that
the Attend, Order and Classifyis highly competitive with state-of-the-art algorithms. An important
advantage of AtOrC is its ability to explain the decisions made by the network.
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Chapter 6
Conclusions
The main focus of this dissertation is to analyze graph structured data from deep learning perspec-
tive. To this end, we, here, summarize our contributions on three graph analysis tasks.
Anomaly detection in edge attributed graphs:
Plethora of work has been done in finding anomalies in graphs. Some of the work consider
only structure of the graph, other consider node attributes along with graph structure. Consider
the DBLP graph where nodes are authors and two nodes share an edge if the two authors have
collaborated in publishing a paper. If two authors work in different domains, say Medicine and
Computer Vision with paper published in Data Mining conference. This collaboration is very unique
and hence must be marked as an outlier. However, if we use just consider the graph structure or
node attributes is not sufficient. We have to consider the details of paper published, which is
nothing but the details of the edge connecting the two authors. Hence, to find such peculiar outliers,
we proposed novel algorithm HCODA: Holistic Community-based Outlier Detection Algorithm in
Chapter 3. In this framework, we consider graph structure, node attributes as well as the edge
attributes. We model the problem using Hidden Markov Random Field over the communities in
graph and provide inference using Expectation-Maximization algorithm. Experiments on synthetic
dataset and real-world dataset validate the effectiveness of the proposed algorithm.
Representation learning on temporal graphs:
Most of the algorithms proposed on analyzing the temporal graphs are designed to do only a
specific pre-determined task. However, if we wish to solve a new problem on temporal graphs, we
have to develop a new algorithm from scratch. This motivated us to design an algorithm that learns
the representation on the temporal graph in such a way that, it is independent of the downstream
applications. We proposed an unsupervised algorithm, STWalk in Chapter 4, that considers the
neighbors of a node in current time-step graph as well as past time-step graphs. It performs random
walk on the spatio-temporal graph. The framework uses Skipgram algorithm for learning the repre-
sentation of node trajectories. The trajectories which are closely related in spatio-temporal graph,
their representations are near-by in embedding space. We have shown that the learned trajectory
representations are not only useful in classification but also in finding the drift-point in the temporal
graphs. We also demonstrated that arithmetic operations on these trajectory representations yield
interesting and interpretable results.
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End-to-end framework for graph classification:
Our final contribution in understanding graph data is about extending the deep learning concepts
to graph structured data. Despite rapid progress in deep learning, there have very few attempts in
using it to solve graph based problems. The major reasons that restricts the direct use of CNN on
graphs are i) variable number of nodes to process and ii) no unique way of ordering the nodes. Hence,
we proposed AtOrC in Chapter 5, a novel end to end deep neural network framework that “learns
to select” the important nodes as well as “learns to order” them, all in a single pass of the input
graph. the algorithm was able to outperform state of the art method with 10.66% improvement
in classification accuracy on IMDB-MULTI dataset. With increasing importance of understanding
the decision made by the deep neural network, we also presented an novel way of interpreting the
decision made by the AtOrC by using the attention map generated by the SoftAttention module.
To the best of our knowledge, our proposed framework is the first effort in interpreting the neural
network decisions of graph based algorithm.
Future directions:
One promising future direction for graph analysis is to borrow concepts from Physics. The field
of “Spring-Mass Systems In Equilibrium” studies the network of masses connected by springs and
its behavior under equilibrium condition. This systems is very similar to graphs we study in social
networks. Consider the problem of link prediction, where the algorithm needs to suggest a most
plausible edge to be added between two nodes. This problem can be formulated as, adding a spring
between two masses such that it does not disturb the equilibrium condition i.e. the new connection
should have the least effect on equilibrium condition.
Despite significant advances in deep learning, one central challenge in graph analysis lies in how
we can design an architecture that works directly on graph structure. The techniques used today
for graph analysis is either the Convolutional Neural Network or Recurrent Neural Network and
these methods are deigned by keeping in mind the specific structure of the data on which they will
be used on. For example, the CNNs are designed for images or in general, fixed size data that can
be represented in regular grid like structure. The RNNs are designed by keeping mind the text or
any sequential data with varying length. Now, if we consider the graph data, it neither has the
regular grid like structure nor the sequential structure. Hence, existing graph analysis methods, try
to modify the input data so that they can use existing deep learning algorithms. Instead, our effort
should be devoted in finding the techniques specifically designed for graphs that exploits the random
structure of input graph.
To make further progress, it is these kinds of problems that we must take closer look at.
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