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Koncept avtomatiziranega varnostnega nadzora v prostoru postaja čedalje bolj uporaben in je 
v nekaterih primerih skorajda nujen. Glavne prednosti tega koncepta so ne le razbremenjevanje 
človeka, ampak tudi zmanjšanje možnosti človekove napake, kar omogoča večjo varnost, večjo 
produktivnost in večji izkoristek. S sodobnim varnostnim sistemom so možnosti, ki nam jih 
sam sistem ponuja, praktično neskončne. 
Profesionalne sistemske rešitve najdemo najpogosteje v raznih objektih industrijskih obratov, 
varovanih objektih, od transportnih panog pa najpogosteje v pomorskem prometu in na ladjah. 
Takšni sistemi pretežno temeljijo na programirljivih logičnih krmilnikih (PLK), saj so zelo 
enostavni ter zanesljivi, hkrati pa jih odlikuje prilagodljivost, ker so kos skoraj vsakemu okolju 
in nalogi. 
Povedano o PLK je ravno s skladu z mojim študijem, saj se kot bodoči ladijski strojnik 
zavedam, kako pomembna je visoka varnost ter kako hitro se lahko lep dan spremeni v najhujšo 
nočno moro. S pomočjo krmilnika amaterskega nivoja sem si želel posnemati profesionalni 
sistem. Pri predmetu Tehnične meritve nam je profesor Bažec zadal nalogo, da mora vsak 
študent napisati programček s krmilnikom Arduino, ki naj opravlja neko nalogo. Takrat sem se 
odločil, da bom svojo diplomsko nalogo posvetil ravno temu izzivu. 
Namen moje diplomske naloge je napisati program in ustvariti maketo, ki je sposobna nadzirati 
več parametrov in pravilno odreagirati ob vdoru vode, povišanju temperature, vlažnosti ter 
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Razlogov, ki popolnoma miren in brez težaven dan spremenijo v najhujšo nočno moro, je 
veliko, še posebej, ko smo na ladji. Od površin v ladijski strojnici z izjemno visokimi 
temperaturami, do kratkih stikov v električni napeljavi, nepazljivega ravnanja z vročimi 
stvarmi v kuhinji, samovžigov, nepremišljenega ravnanja z orodji, ki lahko povzročijo iskrenje 
ali požar, itd. Če k temu dodamo še razne nevarne in eksplozivne pline, ki jih pomorščaki povrh 
še vdihujejo med svojim delovnim časom, pridemo do zaključka, da v celotnemu scenariju igra 
zelo pomembno vlogo ustrezno nameščen in pravilno delujoč varnostni sistem. 
Sprva se bom dotaknil sistema ventilacije in protipožarnega sistema na ladjah. V pomoč mi je 
prišlo 9. poglavje knjige European Agreement Concerning the International Carriage of 
Dangerous Goods by Inland Waterways (ADN), ki govori o pravilih gradnje ladij, kar so 
postale smernice za izdelavo moje makete. 
Za lažje razumevanje poglavja Avtomatizacija in regulacija, v katerem model strojnice 
razčlenim na več podsistemov, predstavljam in opisujem njegove osnovne lastnosti. 
Sledijo opisi in glavne lastnosti sestavnih komponent, kjer sem vključil tudi razne posebnosti 
ter predvsem težave, na katere sem naletel pri pisanju programske kode, saj se je izkazalo, da 
vseeno ni bilo tako preprosto, kot sem si zamislil na začetku in kakor morda sedaj izgleda.  
Programsko kodo podrobno opišem ter razložim, na kakšen način sem se spopadel s težavami. 
Za konec pa še najbolj zanimiv del – izvedba treh različnih scenarijev, s katerimi lahko 
dejansko razumemo pomen in delovanje makete. 
KLJUČNE BESEDE: Arduino, varnostni sistem, vdor vode, temperatura, vlažnost, požar, dim, 
programska koda. 
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Uvod 
Varnostni in zaščitni sistemi v ladijski strojnici 
Zaznavanje nevarnosti ter hitro ukrepanje je ključno pri reševanju življenj. Dandanes vse 
temelji na računalniško vodenih sistemih, ki so mnogo hitrejši od človeka, hkrati pa nam 
omogočijo, da se razbremenimo in se dejansko posvetimo varnemu delu. Sistem ni popolnoma 
avtomatski, še vedno mora vanj posegati človek, saj so senzorji oz. viri vhodnih podatkov  
praviloma nameščeni le na takih področjih, kjer je človeku dostop otežen. Tako si zagotovimo 
zadostno pokritost prostora in pričakujemo, da v vsakem trenutku vemo, kaj se dogaja v 
nadzorovanem prostoru. 
 
Vir: (študent Simon Prešeren) 
Slika 1 – Strojnica (vizualni pregled črpalk za gorivo na glavnemu motorju 2) 
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Ventilacija 
Pravilno in učinkovito upravljanje s prezračevanjem oz. ventilacijo predstavlja veliko prednost 
v boju s požarom oz. še bolje v preprečevanju požara. To si lahko razložimo z požarnim 
trikotnikom. Do požara bo prišlo takrat, ko bodo trije pogoji izpolnjeni: gorivo, toplota in zrak. 
Se pravi, če pravilno manipuliramo z zrakom, lahko en pogoj od treh zatremo oz. zmanjšamo 
njegovo količino.  
 
Vir: (sos12.si, 2020) 
Slika 2 – Požarni trikotnik 
Vsak zaprt prostor ali skladišče, v katerem ljudje opravljajo neko dejavnost, mora biti 
opremljen z dvema, medsebojno neodvisnima ventilatorjema, ki zrak sesata iz prostora. Vsak 
od uporabljenih ventilatorjev mora imeti zmogljivost izčrpavanja vsaj petkratne količine 
zraka/uro glede na prostornino skladišča oz. prostora (United Nations Economic Commission 
for Europe, 2017). Ventilator mora biti narejen in zasnovan tako, da med svojim delovanjem 
ne povzroča iskrenja (brezkrtačni motor) niti v primerih, če bi lopatice od ventilatorja začele 
drseti po ohišju ali če bi se začel kopičiti elektrostatični naboj. Če se sesalni vodi ali cevi 
premikajo, jih je potrebno ustrezno pričvrstiti. Hkrati mora biti zagotovljena zaščita pred 
slabim vremenom in vodnim pljuskanjem.  
Prezračevalni sistem mora biti zasnovan tako, da nevarni plini ne morejo prodreti v zaprte, 
bivalne in skladiščne prostore. 
Odprtine za zrak v strojnicah in sesalne cevi zraka motorja, ki ne črpajo zraka iz strojnice, 
smejo biti nameščene največ dva metra od strojnice. 
(United Nations Economic Commission for Europe, 2017) 
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Protipožarna varnost 
Na plovilu mora biti nameščen protipožarni sistem. Ta sistem mora biti skladen z naslednjimi 
zahtevami in opravljati naslednje naloge: 
Sistem mora biti napajan z dvema, medsebojno neodvisnima črpalkama. Lahko uporabljamo 
protipožarne ali balastne črpalke. Ena od njiju mora vedno biti v stalni pripravljenosti. Črpalki, 
ter njun vir pogona (lahko električni ali mehanski), ne smeta biti nameščeni v istem prostoru. 
Sistem mora imeti vsaj tri hidrante na glavni palubi. Hkrati so nujne tri cevi zadostne dolžine, 
s šobami premera najmanj 12 mm, da z njimi lahko dosežemo katero koli točko na krovu. 
Črpalka mora biti dovolj močna in mora omogočati hkratno gašenje z dvema cevema, vsaka na 
svojem hidrantu. Zelo pomembno je, da imamo nameščen proti-povratni vzmetni ventil, ki 
preprečuje vdor plinov do bivalnih in drugih prostorov plovila. 
Strojnica mora biti opremljena s fiksnim sistemom za gašenje požara. Dovoljena so naslednja 
sredstva za gašenje: 
• CO2 (ogljikov dioksid) 
• HFC 227 ea (heptafluropropan) 
• IG-541 (52 % dušika, 40 %argona, 8 % ogljikovega dioksida) 
• Novec 1230 (FK-5-1-12; C6F12O) 
(United Nations Economic Commission for Europe, 2017) 















Vir: (Simulation of Intelligent Fire Detection and Alarm System for a Warship; 1989; stran 
79) 
Slika 3 – Klasifikacija požarnih detektorjev, označena sta v maketi uporabljena tipa.  
Primer požara 
V primeru požara se mora sistem protipožarne varnosti in sistem ventilacije odzvati tako: 
• Zrak, ki ga potrebujejo motorji za notranje izgorevanje, ne sme prihajati iz prostorov, 
ki so opremljeni s fiksnim protipožarnim sistemom.  
• Vsi ventilacijski sistemi, opremljeni z ventilatorji v prostorih z nameščenimi 
protipožarnimi sistemi, se morajo avtomatsko ugasniti takoj, ko se protipožarni sistem 
sproži. 
• Vse odprtine oz. zračniki, ki dovajajo oz. odvajajo zrak iz prostora z nameščenim 
protipožarnim sistemom, morajo biti opremljene z napravami, ki jih zaprejo v 
najkrajšem možnem času. Hkrati morajo te naprave sporočati svoje stanje 
(odprto/zaprto stanje). 
• V prostorih, v katerih so nameščeni protipožarni sistemi, je zaželeno, da imajo naprave 
za odstranjevanje protipožarnih sredstev (gasilni prah). V primeru, da je ta naprava 
nameščena, se ne sme aktivirati med gašenjem. 
• Sprožiti se mora močan zvočni alarm na mostu, v bivalnih prostorih ter v prostoru 
samem. 
(United Nations Economic Commission for Europe, 2017) 
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Simulacija varnostnih sistemov v strojnici 
Za temo svoje diplomske naloge sem  izbral koncept varnostnega nadzora v prostoru s pomočjo 
mikrokrmilnika Arduino. Glavni razlog tega izbora je bil predvsem izziv. Pred začetkom 
pisanja naloge sem poznal zelo malo oz. skoraj nič o Arduinovih mikrokrmilnikih. V srednji 
šoli sem se srečal s Siemensovim sistemom Logo in lestvičnimi diagrami (ladder) kot tehniko 
njihovega programiranja, ki temelji na grafičnem vmesniku in je po moje lažje razumljiva. 
Vedno sem si želel razumeti, kako Arduino deluje in kako se ga programira, a si do seminarske 
naloge pri Tehniških meritvah nisem vzel dovolj časa, da bi se poglobil.  
Odločitev za Arduino 
Zamislil sem si, da bi s pomočjo Arduina nadziral parametre v zaprtem prostoru, natančneje v 
strojnici, kar bi se ujemalo z mojo smerjo študija (ladijski strojnik), in bi sestavil sistem, ki zna 
sam odreagirati na prežeče nevarnosti, kot so požar, poplava, visoka temperatura, vsebnost 
škodljivih plinov itd. Seveda takšni profesionalni sistemi že obstajajo, vendar je sistem, ki ga 
predstavljam v svoji diplomski nalogi, bistveno cenejši. Potrebno je poudariti, da višja cena ni 
postavljena ''na palec'', temveč je v ceno vključena garancija in doba delovanja, odpornost na 
motnje, podpora s strani proizvajalca v primeru napak itd. Vseeno pa sem hotel dokazati, da 
demonstracijo delovanja zanesljivo zmore tudi vezje '' za par evrov''. 
Zasnova sistema senzorjev 
Sistem oz. okolje delovanja je zasnovano tako: imamo posodo akvarija, ki ponazarja naš 
prostor. V tem akvariju imamo dva rezervoarja. En rezervoar, ki je v začetku seveda prazen, 
predstavlja tla strojnice oz. našega prostora. V njem je nameščena črpalka za vodo, senzor 
nivoja vode oz. tekočine spremlja količino prisotne vode na tleh. Ko se gladina dvigne nad 
določen prag, se sistem odzove. Takrat, ko se gladina dvigne nad prvi nastavljeni nivo, se sproži 
prvi alarm. Kot v praksi tudi moj sistem izpisuje, da je alarm prisoten, za kakšno vrsto alarma 
gre, prižge tudi alarmno lučko. Če se gladina dvigne nad drugi nivo, sistem preide v drugo fazo 
alarma: poleg izpisa na prikazovalniku in utripanja lučke za drugo fazo se vklopi črpalka in 
zasliši zvočni alarm.  
Na podoben način delujeta tudi sistema za temperaturo in vlažnost zraka ter sistem za 
zaznavanje dima. 
Seveda sem med programiranjem naletel na kar nekaj ovir. Prva je bila, kako na prikazovalniku 
z dvema vrsticama (takrat sem imel priklopljen le senzor temperature) izbrisati vse informacije 
o temperaturi ter na novo napisati informacije o alarmu (ALARM in vrsta alarma). Po nekaj 
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preizkusih sem se še najbolje znašel s funkcijo IF, ko pa sem priklopil še druge senzorje, je 
postala funkcija IF preveč zakomplicirana in zaradi pisnega načina tudi nepregledna – lestvični 
diagram bi bil bolj pregleden, a ga Arduino ne premore. 
Odločil sem se za nov pristop. Omejil sem se na prikazovalnik z dvema vrsticama, ki ga lahko 
listam s pomočjo dveh tipk. Najprej sem za prikazovalnik prikazovalnika ustvaril funkcijo, da 
se lahko z dvema gumboma premikam po ''straneh''. Na prvi strani so izpisani podatki o 
senzorju temperature in vlage, na drugi strani podatki o senzorju nivoja vode, na tretji pa 
podatki o senzorju dima. 
Za prikaz alarmov sem kupil poseben, štirivrstični prikazovalnik, ki je namenjen le alarmom. 
Tukaj se spet pojavi nov izziv: kako povezati oba prikazovalnika in vse senzorje skupaj z 
moduli relejev na en Arduino Uno? Zelo hitro zmanjka vhodov in izhodov na samem vezju. 
Tako sem bil primoran celoten program in vezavo predelati za mikrokrmilnik Arduino Mega, 
ki ima dovolj vhodov in izhodov za moje potrebe. 
Seveda je bilo ovir še kar nekaj, med drugim kako vključiti požarno logiko, kar pomeni, da se 
v primeru požara (izpolnjena sta oba pogoja visoke temperature ter visoke prisotnosti dima) 
sproži protipožarni sistem ter ugasne ventilacija. Ko pa prisotnosti dima ni zaznati, je 
ventilacija dovoljena. Rešitev sta bila kompleksna stavka IF z dodanimi spremenljivkami. 
Razlaga rešitve problema sledi v poglavju Programska koda, v katerem se bralec lahko 
sprehodi čez kodo, ki je podrobno razložena. 
  
- 7 - 
 
Avtomatizacija in regulacija 
Svoj izdelek lahko opišem in poenostavim tako, da si ga predstavljamo kot neko strukturo oz. 
fizični okvir, v katerem potekajo procesi, ki jih optimiziramo s funkcijami sistema za vodenje.  
Naš sistem, tako kot kakršen koli drugi sistem za vodenje, je sestavljen iz petih ključnih 
podsistemov: 
• Sistem za merjenje (senzorji) 
• Sistem za izvrševanje (aktuatorji) 
• Sistem za komunikacijo 
• Računalniške in druge naprave 
• Človek 
Sistem za merjenje 
Sistem za merjenje si lahko razložimo v primerjavi z našimi čutili (oči, nos, ušesa itd.). Glavna 
funkcija senzorjev je pretvorba fizikalne ali kemijske količine v nek električni signal. Ta signal 
vsebuje dve informaciji o fizikalni količini: njeno velikost in podatek o spremembi velikosti v 
nekem časovnem obdobju (odvod). Merilniki, ki se najpogosteje uporabljajo, so merilniki 
premika, temperature, tlaka, pretoka, nivoja, razni merilniki sestave snovi itd. Merilniki so 
lahko kdaj sila preprosti, lahko pa tudi zelo kompleksni, kar še dodatno oteži razumevanje, 
programiranje in navsezadnje kalibracijo sistema za vodenje. 
V mojem primeru sem za sisteme merjenja uporabil senzor za temperaturo, senzor za vlažnost, 
senzor za nivo vode ter senzor za vsebnost eksplozivnih plinov. Da s senzorji merimo, jih 
moramo seveda priključiti na vezje, ki obdeluje in prikazuje merjeno količino. 
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Izvršni sistem 
Izvršni sistem je sistem, ki izvede akcijo, ki jo krmilnik ali regulator predvidi. Primer izvršnega 
sistema je naša roka, katere delovanje regulirajo naši možgani. Podobno s krmilniki prožimo 
aktuatorje, jim spremenimo režim delovanja itd. Torej so to gradniki, s katerimi lahko v nekem 
procesu sprožimo spremembo v pretoku energije ali snovi. Izvršni členi ali aktuatorji torej 
udejanjijo neko informacijo o potrebi v ustrezno spremembo v procesu. Končni elementi 
izvršnih sistemov so izvršni členi, kot so na primer ventilatorji, lopute, pnevmatski in 
hidravlični cilindri itd. 
V mojem primeru uporabljam črpalko za vodo, s katero reguliram nivo vode, ventilator, ki ga 
uporabljam za regulacijo pretoka zraka v sobi ter servomotorček, ki odpira in zapira loputo 
zraka. Sistema gašenja ne predstavljam, saj ta sistem uporablja svojo logiko in svoj program, 
potreben mu je le eden izmed vhodnih signalov, ki mu ga pošlje Arduino.  
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Komunikacijski sistemi 
Med komunikacijske sisteme štejemo sisteme za prenos informacij med različnimi gradniki 
našega sistema za vodenje. Te lahko delimo v dva dela: 
1. Komunikacija med stroji oz. napravami, natančneje med merilnim sistemom in 
računalniškim sistemom 
Naš Arduino podpira analogne signale (prenos analognih signalov v obliki napetosti – 
npr. senzor nivoja vode) in digitalne signale (prenos podatkov v binarni obliki  – npr. 
senzor za vlago in temperaturo). Ta sistem lahko posplošimo in ga obravnavamo, kot 
da je sestavljen iz treh delov: oddajni, komunikacijski (prenosni) in sprejemni del. 
2. Komunikacija med strojem in človekom 
V mislih imamo razne prikazovalnike, plošče, tipkovnice, grafične vmesnike, glasovno 
upravljanje itd. 
V našem primeru imamo v ta namen dva vrstična prikazovalnika na tekoče kristale 
(LCD). Na prvem imamo na voljo informacije vseh senzorjev v našem sistemu, drugi 
prikazovalnik pa je namenjen le sporočanju napak oz. težav in alarmov. Imamo tudi 
indikatorske lučke LED, s katerimi lahko vidimo, kateri izvršni sistemi oz. aktuatorji 
delujejo.  
Računalniške in druge naprave 
V ta del lahko štejemo računalniško podprte naprave, ki znajo prevzeti večino funkcij 
»opazovanja« in »razmišljanja«. Sem spadajo npr. programirljivi logični krmilniki (PLK) in v 
našem primeru Arduino, ki služi predvsem sekvenčnemu vodenju in regulaciji. Glavna 
značilnost teh naprav je, da je njihov najbolj pomembni del programska oprema. 
Človek 
Ključni del vseh sistemov za avtomatsko vodenje procesov še vedno predstavlja človek. 
Vseskozi govorimo o pameti teh sistemov, vendar moramo vedeti, da brez človeka pametni 
sistemi ne obstajajo, saj je on tisti, ki jih ustvari in sprogramira na način, da delujejo čimbolj 
tako, kot si je sam zamislil. Človek opazuje in nadzira proces, tako kot tudi delovanje naprav 
v sistemu za vodenje. Lahko se vključi v sistem za vodenje z ročnimi posegi (ročno odpiranje 
in zapiranje ventilov) in sprejema kritične odločitve, kar se tiče vodenja in upravljanja procesa.  
Vsem podsistemom lahko dodamo še okolje sistema za vodenje. To ni njegov sestavni del, ima 
pa ključno vlogo pri stabilnem delovanju nadzornega sistema. Med okolje štejemo samo po 
sebi umevno kvalitetno in nemoteno dobavo električne energije, nemoteno dobavo 
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komprimiranega zraka za krmiljenje pnevmatskih aktuatorjev, ustrezne klimatske razmere, ki 
omogočajo nemoteno delovanje tako za človeka kot za računalniške naprave. Vse to okolje je 
na ladji sicer zelo nadzorovano, ampak v izrednih pogojih se lahko dogaja marsikaj. 
Med glavne proizvajalce PLK krmilnikov sodi Siemens, ki nudi uporabniški vmesnik za 
programiranje PLK-ja, ki temelji na lestvičnem programiranju (ladder), kar veliko olajša 
uporabniku samo programiranje ter kasnejše odpravljanje napak. 
Potrebno je poudariti, da lahko z Arduinom skoraj do popolnosti posnemamo PLK krmilnik, 
le da moramo program dejansko sami napisati, za razliko od Siemensovih »sestavljank«. Ne 
obstaja nikakršen grafični vmesnik, ki bi »laiku« omogočil delo z njim. Potrebno se je poglobiti 
in zapisati kodo. 
 
Vir: (Strmčnik; 1998; stran 256) 
Slika 4 – Osnovni bločni diagram regulacijske zanke 
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Izvedba modela ladijske strojnice z Arduinom 
Sestavni deli vezja in nadzor parametrov v sistemu 
 
Vir: lastni; izdelano s pomočjo programa Fritzing 
Slika 5 – Shema makete brez aktuatorjev 
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Arduino Mega 2560 
Pri izbiri mikrokrmilnika sem se odločal med Arduinom Uno in Arduinom Mega 2560.  
Sprva je celoten program z enim prikazovalnikom deloval na Arduinu Uno. Naletel sem na 
težavo, ki je z mojim znanjem programiranja Arduina nisem mogel odpraviti. Namreč, ko bi 
sistem prešel v stanje napake, bi moral na prikazovalniku vse prikazano zbrisati in nadomestiti 
s sporočilom napake. Reševanje tega problema mi je vzelo največ časa. Zadeva je dejansko 
delovala, a nikoli zanesljivo. Nato sem se odločil, da bom dodal še en prikazovalnik, ki bo 
namenjen izključno prikazovanju alarmov.  
Da bi pa sistem dejansko deloval z dvema prikazovalnikoma, sem bil primoran celoten program 
prestaviti na mikrokrmilnik Arduino Mega 2560, ki ima 54 digitalnih vhodov/izhodov. Na Unu 
je zmanjkalo fizičnih vhodov na vezju. 
Opis 
Arduino Mega 2560 je mikrokrmilnik s čipom ATmega 2560. Ima 54 digitalnih 
vhodov/izhodov, 14 od teh lahko uporabimo kot PWM izhode (Pulse Width Modulation). Ima 
16 analognih vhodov, na katere bomo vezali npr. senzor nivoja vode.  
Mega 2560 se od manjših Arduinovih izvedenk razlikuje tudi po tem, da ne uporablja 
gonilniškega čipa FTDI USB-to-serial, temveč ima funkcijo At Mega8U2, programirano kot 
pretvornik USB-to-serial. 
Tip ATmega 2560 
Operativna napetost 5 V DC 
Vhodna napetost (priporočljiva in 
maksimalna) 
7–12 V, 6–20 V DC 
Digitalni vhodi/izhodi 54 (14 PWM) 
Analogni vhodi 16 
Maksimalni tok na vhodu/izhodu 40 mA 
Maksimalni tok na 3.3 V DC liniji 50 mA 
Flash spomin 256 KB, 8 KB uporabljenih za bootloader 
SRAM 8 KB 
EEPROM 4 KB 
Hitrost čipa 16 MHz 
(Robotshop, 2020) 
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Napajanje 
Mikrokrmilnik lahko napajamo direktno preko USB vhoda. Če je to edini vir napajanja, lahko 
krmilnik uporabljamo le za vžig kontrolnih LED lučk in v redkih primerih za napajanje 
prikazovalnika. Ugotovil sem, da takoj, ko nanj povežemo še senzorje in predvsem dva 
prikazovalnika, postane zadeva zelo nestabilna. 
Drugi vir napajanja je činč konektor na samem mikrokrmilniku. Nanj lahko pripeljemo med 7 
do 12 V DC, kar je dovolj za napajanje senzorjev in prikazovalnika. Priporočljivo pa je, da na 
primer večkanalne releje napajamo direktno iz 5 V napajalnika, saj zahtevajo kar nekaj toka. 
V mojem primeru sem si za potrebno zanesljivost naredil napajanje s pomočjo napajalnika 
računalnika proizvajalca LC POWER, model LC420H-12. Na razdelilno ploščo sem napeljal 
enosmerno napetost 12 V, ki se razveji: na 12 V za napajanje aktuatorjev ter na žico, ki pelje 
na DC-DC step-down XL4016 pretvornik. Uporaba slednjega nam omogoči nastavitev 
poljubne napajalne napetosti Arduina, ne glede na obremenitev. Težava, ki je ni mogoče 
odpraviti brez tega pretvornika, nastane, ko na Arduina poleg dveh prikazovalnikov priklopimo 
še senzor plina MQ-2. Opremljen je z grelcem, saj meritev lahko opravlja samo v segretem 
plinu. Če Arduino napajamo z 12 V, se začne njegov lastni pretvornik z 12 V na 5 V pregrevati, 
če pa ga napajamo s 5 V, se mu napetost zaradi preveč porabnikov sesede zaradi prevelikega 
odtekanja toka vanje oz. prevelike zahtevane moči.  
XL4016 pretvornik napaja Arduina z 7 V, kar zagotavlja zanesljivo delovanje, hkrati pa ne 
preobremenjuje notranjega lastnega pretvornika. 
Vhodi in izhodi 
Vsakega od 54 digitalnih PIN-ov na Arduinu lahko sprogramiramo kot vhod ali izhod. Za to 
uporabljamo funkcije, kot so: 
• pinMode() – določimo, ali je ta PIN vhodni ali izhodni. Primer: pinMode (15, 
OUTPUT) 
• digitalWrite() – če je ta PIN konfiguriran kot izhod in na njem uporabimo funkcijo: 
digitalWrite (15, HIGH), bo na PIN-u 15 5 V, v primeru LOW pa 0 V. To funkcijo 
uporabljamo na vklop ali izklop relejev, led luči … 
• digitalRead() – to je funkcija, ki na katerem koli vhodu ali izhodu preveri oz. prebere 
stanje PIN-a (ali je na HIGH ali LOW). To funkcijo uporabljamo, ko želimo, da s 
stikalom Arduinu nekaj povemo.  




























Vir: (electroschematics, 2020, obdelava: lastna) 
Slika 6 – Arduino Mega 2560 
Programiranje 
Mikrokrmilnik programiramo s programom Arduino IDE, ki si ga lahko prenesemo z 
Arduinove spletne strani. Program je brezplačen. Lahko ga namestimo na operacijski sistem 
Windows, Mac OS X ali Linux.  
Ko smo program namestili in zagnali, lahko na računalnik priklopimo mikrokrmilnik. 
Počakamo, da se gonilniki namestijo ter v meniju izberemo pravilno verzijo krmilnika, ki ga 
želimo programirati (Uno, Mega, Nano itd.) 
Vsak program sestavljajo trije deli, na začetku programa nastavimo prevzete vrednosti 
spremenljivk ter dveh zahtevanih funkcij, program imenujemo sketch, funkciji pa rutini. 
Prva funkcija se imenuje void setup (){}, druga pa void loop (){}. 
Void setup 
Je funkcija, ki se zažene le enkrat ob zagonu mikrokrmilnika. Ta funkcija nam omogoča 
inicializiranje spremenljivk, definicijo PIN-ov (vhodni, izhodni), vključevanje knjižnic za 
razne senzorje in prikazovalnike itd. 
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Void loop 
Po tem, ko smo zapisali vse potrebno v funkciji void setup, ustvarimo funkcijo void loop. Ta 
funkcija deluje točno tako, kot je sama poimenovana (loop – kroži). Program kroži od začetka 
do konca, vse dokler se nek parameter ne spremeni. Za ta parameter je določen pogoj ter naloga, 
ki se izvrši ob izpolnitvi pogoja (npr. ko se temperatura dvigne nad določen prag, se prižge 
ventilacijski sistem). Arduino še vedno spremlja parameter temperature in čaka, da pade pod 
ta določen prag. Ventilacija se nato izključi.  
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Senzor nivoja vode 
Kot merilno napravo za nivo vode sem se odločil za senzor nivoja vode proizvajalca 
Waveshare. 
Glavni del senzorja je deset bakrenih trakov. Polovico trakov uporabimo za merjenje, drugo 
polovico pa za napajanje. Trakovi so postavljeni tako, da je na vsaki strani merilnega traku en 
napajani trak. Ti trakovi med seboj ob suhih tleh v strojnici niso povezani – poveže jih šele 
prevodnost vode zadosti mokrih tal, ko je dosežen prvi nivo. 
Na zgornji strani senzorja najdemo priključke ter indikatorsko LED lučko, ki nam pokaže, kdaj 
senzor deluje. 
Kako senzor deluje? 
Delovanje senzorja je zelo preprosto. Zaporedje merilnih trakov predstavlja spremenljivi upor, 
upornost se mu spreminja z globino potopitve. Upornost je obratno sorazmerna z globino 
potopitve – bolj kot senzor potopimo, nižja bo upornost.  
 
Vir: (lastminuteengineers, 2020) 
Slika 7 – Sprememba upornosti nivoja vode z višino gladine 
Vezava senzorja 
Na senzorju najdemo tri kontakte: 
• S (signal) – analogni izhod, ki ga vežemo na analogne vhode na našem Arduinu. 
- 17 - 
 
• + (V CC) – napajanje senzorja. Senzor napajamo z enosmerno napetostjo v območju 
med 3.3 V DC in 5 V DC.  
• - (GND) – negativni kontakt, ki ga vežemo na GND PIN na Arduinu 
Merilno območje in kalibracija 
Ko zaženemo Arduinov serijski vmesnik, nam senzor izpisuje vrednosti od 0 pa vse do 750. 0 
pomeni, da je senzor suh in ni pomočen v vodo, 750 pa pomeni da je senzor popolnoma 
potopljen. 
Sedaj se soočimo s težavo – ponovljivost v različnih tekočinah in njihovih temperaturah. 
Vrednosti, ki jih senzor meri, niso vsakokrat enake. Zadevo si razlagam tako, da so vodni ioni 
oz. raztopljeni minerali glavni razlog za prevajanje. Če senzor potopimo v električno 
neprevodno destilirano vodo, bo izmerjena vrednost 0 oz. blizu 0, ne glede na potopljenost 
senzorja.  
V takem primeru, če želimo, da bo določitev nivoja točna, moramo vsakič senzor kalibrirati. 
Senzor ima 5 cm dolgo merilno območje. Senzor sem umeril na vsakih 50 mm ter si zabeležil 
izmerjeno vrednost. 
S pomočjo te tabele dobimo vrednosti, ki jih naš program obdeluje. Ko te vrednosti presežejo 
določen prag, se sproži aktuator, v našem primeru sporočilo na alarmni plošči, svetlobni znak 
in črpalka za črpanje vode.  
Program 
Spodaj je zapisan osnoven program za testiranje senzorja in kalibracijo. Program naložimo na 
Arduino, senzor pravilno povežemo in odpremo serial monitor, na katerem se bo izpisoval nivo 
vode. 
const int read = A0; //Senzor nivoja vode priklopimo na analogni vhod A0 





  //Ukaz za serial monitor 
  Serial.begin(9600); 





  value = analogRead(read); //Branje nivoja vode iz senzorja 
 
  if (value<=480){  
    Serial.println("Nivo vode: 0mm - Prazno!");  
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  } 
  else if (value>480 && value<=530){  
    Serial.println("Nivo vode: 0mm do 5mm");  
  } 
  else if (value>530 && value<=615){  
    Serial.println("Nivo vode: 5mm do 10mm");  
  } 
  else if (value>615 && value<=660){  
    Serial.println("Nivo vode: 10mm do 15mm");  
  }  
  else if (value>660 && value<=680){  
    Serial.println("Nivo vode: 15mm do 20mm");  
  } 
  else if (value>680 && value<=690){  
    Serial.println("Nivo vode: 20mm do 25mm");  
  } 
  else if (value>690 && value<=700){  
    Serial.println("Nivo vode: 25mm do 30mm");  
  } 
  else if (value>700 && value<=705){  
    Serial.println("Nivo vode: 30mm do 35mm");  
  } 
  else if (value>705){  
    Serial.println("Nivo vode: 35mm do 40mm");  
  } 
   
  delay(2000); // Izmeri novo višino vode vsaki 2 sekundi. 
} 
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Senzor temperature in relativne vlažnosti zraka 
Pri izbiranju senzorja temperature sem se med DHT 11 in DHT 22 odločil za slednjega, saj je 
bolj natančen, občutljiv in odziven ter ima večje merilno območje. 
 
Vir: (espruino.com, 2020) 
Slika 8 – DHT22 senzor 
Opis senzorja 
DHT 22 preračuna relativno vlažnost s pomočjo meritev električne upornosti med dvema 
elektrodama. Komponenta merjenja vlage je substrat, ki vlago zadržuje, in dve elektrodi, 
nameščeni na površino le-tega. Običajno je to sol ali prevodni plastični polimer. 
Za merjenje temperature uporabljamo NTC senzor temperature oz. termistor. Glavna lastnost 
NTC termistorja je, da se z nižanjem temperature upornost veča. 
Lastnosti senzorja 
Model DHT 22 
Napajanje 3,3 V–6 V DC 
Izhodni signal Digitalni 
Delavno območje 0–100 % relat. vlažnost; od -40 do +80 oC 
Natančnost  0,1 % relat. vlažnost, 0,1 oC 
Frekvenca merjenja 0,5 Hz 
(Aosong Electronics Co., 2020) 
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Vezava senzorja 
Senzor ima štiri kontakte: 
• + (V CC) – napajanje senzorja. Senzor napajamo z enosmerno napetostjo v območju 
med 3.3 V DC in 5 VDC. 
• DATA – prenos podatkov med senzorjem in Arduinom 
• NC – ta kontakt nima povezave oz. ostane prazen 
• - (GND) – negativni kontakt, ki ga vežemo na GND PIN na Arduinu  
Program 
Spodaj je zapisan osnovni program za testiranje temperature in vlažnosti. Program naložimo 
na Arduino, senzor pravilno povežemo in odpremo serial monitor, na katerem se bosta 
izpisovali temperatura in relativna vlažnost. 
#include <dht.h> //vključimo knjižnico dht senzorja 
#define dataPin 8 // definiramo vhod, na katerega je naš senzor povezan 
dht DHT; // ustvarimo objekt DHT  
 
void setup()  
{ 
  Serial.begin(9600); 
} 
void loop()  
{ 
  int readData = DHT.read22(dataPin); // readData je spremenjivka, v kateri 
so shranjene vrednosti pridobljene iz senzorja 
 
  float t = DHT.temperature; // t – spremenljivka za temperaturo 
  float h = DHT.humidity; // h – spremenljivka za relativno vlažnost 
 
  // Izpis na prikazovalniku 
  Serial.print("Temperatura = "); 
  Serial.print(t); 
  Serial.print(" "); 
  Serial.print((char)176);//prikaže znak za stopinjo 
  Serial.print("C | "); 
  Serial.print((t * 9.0) / 5.0 + 32.0);//izpiše temperaturo v Fahrenheitih  
  Serial.print(" "); 
  Serial.print((char)176);// prikaže znak za stopinjo 
  Serial.println("F "); 
  Serial.print("Humidity = "); 
  Serial.print(h); 
  Serial.println(" % "); 
  Serial.println(""); 
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Senzor dima in eksplozivnih plinov 
Pri izbiri senzorja dima sem se odločil za senzor MQ2. 
S tem senzorjem lahko izmerimo vsebnost in prisotnost utekočinjenega naftnega plina (LPG 
oz. mešanica propana in butana).  
 
Vir: (cytron.io, 2020) 
Slika 9 – MQ2 senzor 
Lastnosti senzorja 
Model MQ-2 
Tip senzorja Polprevodni 
Koncentracija eksplozivnega plina 300–10000ppm 
Napajanje 3,3 V–6 V DC 
Izhodni signal Digitalni in analogni 
 
(Pololu, 2020) 
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Vir: (components101.com, 2020) 
Slika 10 – Graf razmerja upornosti zraka in upornosti v koncentraciji plina v odvisnosti od števila 
delcev na milijon 
Vezava senzorja 
Na vezju senzorja najdemo štiri kontakte: 
• + (VCC) – napajanje senzorja. Senzor napajamo z enosmerno napetostjo v območju 
med 3.3 V DC in 5 V DC.  
• - (GND) – negativni kontakt, ki ga vežemo na GND PIN na Arduinu  
• Digital out – Digitalni izhod signala (0–5 V DC) 
• Analog out – Analogni izhod signala (0–5 V DC) 
  




int smokeA0 = A5; // definiramo vhod, na katerega je naš senzor povezan 
 
void setup() { 
  pinMode(smokeA0, INPUT); //definiramo, da je smokeA0 vhodni signal 
  Serial.begin(9600); 
} 
 
void loop() { 
  int analogSensor = analogRead(smokeA0); //določimo, da je analogSensor 
spremenljivka, ki ima shranjeno odčitano vrednost senzorja 
  Serial.print("Vsebnost plina: "); //Izpišemo vsebnost plina 
  Serial.println(analogSensor); 




Kot dodatek k funkciji lahko določimo tudi t. i. zgornji prag (threshold) vsebnosti plina. 
Vrednosti določimo s spremenljivko: 
int sensorThres = 400; 
 
Nato lahko ustvarimo alarm s funkcijo IF: 
if (analogSensor > sensorThres) 
  { 
 Serial.println("ALARM"); } 
  else 
  { 
    
  } 
Razlaga: takoj, ko bo odčitana vrednost senzorja nad določenim pragom (v našem primeru je 
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Aktuatorji 
Sledijo osnovni podatki aktuatorjev, uporabljenih v modelu: 
• 8-kanalni rele modul za Arduino 
o Max AC: 250 V, 10 A 
o Max DC: 30 V, 10 A 
o Napajanje: 5 V ali 3.3 V (potrebno je pravilno mostičiti kontakte na plošči za 
izbiro ene ali druge napajalne napetosti) 
o Tok za proženje vsakega kanala: 15–20 m A 
 
Vir: (wiki.sunfounder.cc, 2020) 
Slika 11 – 8-kanalni rele modul za Arduino 
• Ventilator Ruilian Science RDM8025SA 
o Napajanje: 12 V DC 
o Tok: 0,13 A 
 
Vir: (lastni) 
Slika 12 – Ventilator RDM8025SA 
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• Črpalka za vodo Brushless DC Pump AD20P-1230A  
o Napajanje: 12V DC 
o Moč: 4.8 W 
o Standard vodotesnosti: IP68 
o Maksimalna višina tlačenja: 300 cm 
o Maksimalni pretok: 240 L/uro 
 
Vir: (aliexpress.com, 2020)) 
Slika 13 – Črpalka AD20P-1230A 
• Motorček za odpiranje lopute: Servo Motor sg90 
o Kot delovanja: 180 stopinj 
o Napajanje: 5 V 
 
Vir: (banggood.com, 2020)) 
Slika 14 – Servo motor sg90 
  




V delu programa pred funkcijama void setup() in void loop(), zapišemo in definiramo 





LiquidCrystal lcd(18, 38, 40, 42, 44, 46);//To lcd (RS,E,D4,D5,D6,D7) 
LiquidCrystal lcd1(16, 26, 28, 30, 32, 34);//To lcd (RS,E,D4,D5,D6,D7) 
V tem delu smo s funkcijo #include v našo programsko kodo vključili zunanjo knjižnico. 
Knjižnico Servo.h uporabljamo za komuniciranje z servomotorčkom, ki v našem primeru 
odpira in zapira loputo zraka. Knjižnica DHT.h nam omogoča upravljanje s senzorjem 
temperature in vlage DHT 22, LiquidCrystal.h pa omogoča Arduinu nadzor in upravljanje z 
Liquid Crystal ali LCD prikazovalniki, na osnovi čipa Hitachi HD44780 (ali podobnega 
kompatibilnega). 
Projekt je zasnovan z dvema LCD prikazovalnikoma, saj so na prvem prikazovalniku na treh 
straneh prikazane vrednosti senzorjev, na drugem prikazovalniku pa so izpisani alarmi, kjer je 
vsaka vrstica namenjena izpisu enega alarma. 
 
//spremenljivke za opozorilne led luči 
 
const int led1 = 29; //led za vodo 
int ledState1 = LOW; 
 
const int led2 = 33; //led za temperaturo 
int ledState2 = LOW; 
 
const int led3 = 31; //led za vlago 
int ledState3 = LOW; 
 
const int led4 = 35; //led za dim 
int ledState4 = LOW; 
 
Zapisali smo, na katere vhode na Arduinu imamo priključene opozorilne LED lučke. Dejansko 
sta vsakemu alarmu namenjeni dve LED lučki, vsaka na svoji strani LCD prikazovalnika, 
vendar so vezane v paru in vzporedno. S tem sem si prihranil nekaj prostora pri urejanju kablov 
ter dodatne 4 proste vhode na Arduinu, 
  




int page_counter=1 ;       // premikanje po straneh 
 
//-------Gumbi-----// 
int up = 48;               //gumb za GOR  
int down = 50;             //gumb za DOL  
 
//---------funkcija iskanja pozicije-----// 
boolean current_up = LOW;           
boolean last_up=LOW;             
boolean last_down = LOW; 
boolean current_down = LOW; 
 
Ta del funkcije nam pomaga pri upravljanju treh menijev, natančneje pri premikanju med njimi.  
Med izdelovanjem tega projekta sem največ časa posvetil ravno temu problemu: kako prikazati 
vse informacije na enem prikazovalniku. Prikazovalnik ima samo dve vrstici in zelo hitro 
zmanjka prostora. Prvi problem je bil, kako napisati kodo za menjavo strani. Na začetku mi je 
uspelo zapisati kodo, ki je ob pritisku gumba menjala stran, takoj, ko pa sem gumb spustil, se 
je Arduino vrnil na obstoječo stran. Kasneje, po posvetu s prijateljem Markom, sem si pomagal 
s ''counter'' metodo.  
Sprva definiramo, katera je prva oz. osnovna stran in na katerih vhodih imamo povezane gumbe 
za premik naprej in nazaj po straneh. 
Naše spremenljivke za premik po straneh (current_up, last_up, last_down in current_down) 
definiramo, da so vrste boolean. Z uporabo teh spremenljivk bo Arduino vedno vedel, kateri 
meni se prikazuje. Boolean uporabimo zato, ker nam omogoča zapis dvojiških števk (0 ali 1), 
s katerima označimo stanje na primer LOW ali HIGH. Tako lahko npr. curent_up primerjamo 
s TRUE ali FALSE, z 0 ali 1, z drugim celim številom, z drugo spremenljivko vrste boolean 
ali pa ga uporabimo kot pogoj. Več o tem v naslednjih korakih. 
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// Del za temperaturo 
                    #define DHTPIN 36                         
                    #define DHTTYPE DHT22    
                    DHT dht(DHTPIN, DHTTYPE); 
 
Definirali smo, da je naš senzor priklopljen na PIN 36 ter da je tip DHT 22. Obstaja več 
različnih verzij, ki med seboj različno interpretirajo izmerjene vrednosti. Knjižnici moramo 
zato povedati, kateri senzor uporabljamo. 
// Del za nivo vode 
                    int resval = 0; 
                    int respin = A5; 
                    int voda_max =630;   
                    bool if_voda_pumpa = false;            
 
Določili smo, na kateri PIN je senzor za nivo vode priklopljen. Hkrati sem uvedel še dve 
spremenljivki, voda_max in if_voda_pumpa. Senzor vode je najbolj delikaten senzor v našem 
projektu, saj je, ko je bilo že prej omenjeno, odvisen od prevodnosti vode. V praksi bi tak 
senzor zamenjal s plovčkom, saj je trakasti upor potrebno vsakič kalibrirati, ker je upornost 
odvisna od lastnosti tekočine. Če bi bila tekočina zaoljena, bi tanka prevleka na uporu bistveno 
oteževala odčitavanje upornosti in s tem nivoja. Ustvaril sem globalno spremenljivko, ki jo 
samo enkrat spremenim, sprememba pa vpliva na celoten program. Spremenljivko 
if_voda_pumpa uporabljamo za avtomatiko črpalke vode. Več o tem kasneje, v delu, kjer 
opisujemo točno namensko funkcijo IF. 
// Del za detekcijo plina 
                    int smokeA0 = A6; 
                    int sensorThres = 400; 
                    int resvalgas = 0; 
// Del za Rele 
                    int relay1 = 0; 
                    int relay2 = 1; 
                    int relay3 = 2; 
                    int relay4 = 3; 
                    int relay5 = 4; 
                    int relay6 = 5; 
                    int relay7 = 6; 
                    int relay8 = 7; 
Definirali smo imena spremenljivk za vrednosti na vsakem uporabljenem vhodnem ali 
izhodnem kontaktu. 
// Del za zvočni signal (alarm) 
const byte speakerPin = 10; 
unsigned long lastPeriodStart; 
const int onDuration = 500; 
const int periodDuration = 1000; 
bool if_voda = false; 
bool if_temp = false; 
bool if_vlaga = false; 
bool if_dim = false; 
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Določili smo vhod (10), na katerega smo priklopili naš brenčač (buzzer, oddajnik zvočnih 
signalov). Želel sem, da se v primeru alarma zvočnik vžiga in ugaša, saj menim, da bo to bolj 
pritegnilo pozornost kot le enoličen ton. Do spremenljivega tona sem prišel z uporabo dveh 
spremenljivk in ene konstantne vrednosti (perioda trajanja zvoka in tišine). Hkrati je potrebno 
zapisati kodo za vžig zvočnega alarma ob sprožitvi katerega koli alarma. Zvočni alarm mora 
ostati aktiven, vse dokler vsi alarmi ne ugasnejo. To dosežemo tako, da v funkcije IF vsakega 
stavka IF, zadolženega za upravljanje posameznega alarma, vpletemo dodatno spremenljivko, 
na koncu celotne kode pa dodamo še en IF stavek. Več v nadaljevanju. 
// Branje časa 
int period = 2000; 
unsigned long time_now = 0;  
 
Zgornja vrstica rešuje problem odčitavanja analognih vrednosti senzorjev. Senzor za 
temperaturo in vlažnost komunicira z Arduinom preko digitalnega vhoda, kar v mojem primeru 
ni predstavljalo nobenih preglavic. 
Senzorja za nivo vode in vsebnost plina pa sta povezana na analogna vhoda. Problem nastane, 
ko npr. pri senzorju nivoja vode nastavimo mejno vrednost za vklop releja in posledično 
črpalke na npr. 2,5 cm. Vrednosti, ki jih Arduino bere zaradi visoke hitrosti branja, skačejo 
(tudi za do 0,2 cm). Teoretična hitrost meritev je 9600 odčitkov na sekundo, v praksi se giblje 
okoli 8950 odčitkov na sekundo. 
Rešitev je zapis kode, ki bo interval merjenja spremenila na vsaki 2 sekundi. Sprva sem 
uporabil funkcijo delay (2000), vendar nam ta funkcija ne pomaga, saj nam ustavi celoten 
program za dve sekundi (tiste dve sekundi ne delujejo niti alarmi, niti tipke za pomik po 
menijih, skratka prav nič). 
Zato sem se odločil za uporabo stavka IF in spremenljivke time_now, ki primerja trenuten čas 
s pretečenim časom + periodo (v tem primeru 2000 ms). 
// Utripanje opozorilnih luči 
                          long period_led = 50; 
                          unsigned long time_now1 = 0;      
                          long previusMillis1 = 0; 
                          unsigned long time_now2 = 0; 
                          long previusMillis2 = 0; 
                          unsigned long time_now3 = 0; 
                          long previusMillis3 = 0; 
                          unsigned long time_now4 = 0; 
                          long previusMillis4 = 0; 
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Ker sem želel, da opozorilne LED lučke v primeru alarma utripajo (kot vemo, funkcija delay 
ne pride v poštev), sem se ponovno odločil za uporabo stavka IF, ki primerja trenuten čas s 
pretečenim časom + periodo (v tem primeru 50 ms). 
// Servo motorček za loputo zraka 
Servo myservo; 
int pozicija = 0; 
Definiral sem spremenljivko myservo, ki upravlja servomotorček s pomočjo temu namenjene 
knjižnice. Določil sem tudi začetno pozicijo motorčka (v stopinjah). Ta pozicija predstavlja 
odprto loputo zraka. 
 
Void setup() 
void setup() { 
 
// Del za temperaturo 
                    dht.begin();   
// Del za detekcijo plina 
                    pinMode(smokeA0, INPUT); 
// Del za rele 
                    pinMode(relay5, OUTPUT); 
                    pinMode(relay6, OUTPUT); 
                    pinMode(relay7, OUTPUT); 
                    pinMode(relay8, OUTPUT); 
V delu void setup () nastopi konfiguracija PIN-ov. PIN-e lahko konfiguriramo kot vhodne ali 
izhodne. Kot vidimo izstopa le dht.begin();, to pa je dejansko ukaz za zagon podprograma, ki 
upravlja z njim. Podatkovni izhod za prikazovalnik je namreč digitalen in potrebuje svoj 
program (knjižnico) za pretvorbo signala v neko vrednost (črko) na prikazovalniku. 
lcd.begin(16,2);  
lcd1.begin(20,4);  
Z ukazom lcd.begin smo inicializirali vmesnik na LCD prikazovalniku. Hkrati je potrebno 
določiti dimenzije oz. velikost oz. število znakov na LCD prikazovalniku (znaki v širino, znaki 
v višino). Ukaz lcd.begin moramo vedno sprožiti pred katerimi koli drugimi ukazi, ki se 
navezujejo na prikazovalnik. 





Določili smo, da so kontakti, na katere smo vezali LED lučke, izhodi. 
// Servo motorček za loputo zraka 
myservo.attach(11); 
Definirali smo izhod, na katerega je servomotorček priključen. 
   //---- dolocanje trenutne strani----// 
boolean debounce(boolean last, int pin) 
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{ 
boolean current = digitalRead(pin); 
if (last != current) 
{ 
delay(5); 




V tem koraku sem zapisal kodo, ki ''gleda'' stanje tipk (ali so tipke pritisnjene ali ne – LOW ali 
HIGH) in si zapomni, katero tipko smo nazadnje pritisnili. Uporabil sem zakasnitev (delay), ki 
traja 5 ms, kar je zanemarljivo malo, vseeno pa čisto dovolj za preprečitev nedefiniranega 
stanja zaradi prekratkega stiska gumba. Torej, gumb moramo držati vsaj 5 ms za menjavo 
strani. 
Void loop() 
void loop() { 
 
// Del za temperaturo 
                        float temp = dht.readTemperature(); 
                        float humi = dht.readHumidity(); 
// Del za detekcijo plina 
                        int analogSensor = analogRead(smokeA0); 
                         
Del programa, imenovan void loop (), začnemo z definiranjem vhodnih spremenljivk.  
Obrazložitev prve vrstice (ostale si sledijo po istem kopitu): 
• Float – s tem ukazom Arduinu povemo, da bo shranjena vrednost imela še decimalke, 
kar pomeni, da ne bo celo število in da se lahko nahaja med -3.4028235E+38 in 
3.4028235E+38. 
• temp – ime spremenljivke, ki jo bomo kasneje uporabljali 
• dht.readTemperature(); - ukaz, ki je zapisan v DHT knjižnici (zato je potrebno v 
začetku programa zapisati include DHT.h). S tem ukazom Arduino odčita trenutno 
vrednost temperature in jo shrani pod ime temp. 
current_up = debounce(last_up, up);         //Debounce za GOR 
current_down = debounce(last_down, down);   //Debounce za DOL 
Spremenljivke current_up in curent_down se bodo shranile kot vrednosti TRUE ali FALSE. 
Funkcijo 'debounce' pa v tem primeru uporabljam zato, ker po pritisku gumba pomotoma 
popustim in pritisnem še enkrat. Praktično lahko to povem tako, da sem v prejšnji verziji 
programa, brez vključene debounce funkcije, tipko stisnil. Enkrat je delovalo, stran se je 
premaknila, drugič se je premaknila za dve strani, tretjič pa sploh ni delovalo. Funkcija 
debounce še dodatno preveri (v kratkem časovnem obdobju), če je bil gumb zares pritisnjen.  
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//del za periodiočno branje vrednosti nivoja vode in vsebnosti plina 
if(millis () >= time_now + period) 
{time_now +=period; 
resval = analogRead(respin); 
resvalgas = analogRead(smokeA0); 
} 
Ta del je zelo preprost in hkrati zelo pomemben. Navezuje se na problem hitrosti odčitavanja 
senzorja. Takšen pristop nam omogoči, da Arduino v ozadju še vedno izvaja procese in se ne 
ustavi kot pri uporabi funkcije delay, hkrati pa odčitava senzor vsako periodo (v našem primeru 
vsaki 2 sekundi). Ko vrednost odčita, primerja trenutni čas (čas od zagona Arduina) ter čas 
zadnjega odčitavanja, kateremu je prišteta 2 s perioda. Ko sta časa izenačena, ponovno odčita 




    if (last_up== LOW && current_up == HIGH){  //pritisk tipke za naslednjo 
stran 
      lcd.clear();                     //ko se stran spremeni, pobriši 
zaslon   
      if(page_counter <3){              //vrednost stevca strani ne more 
presegati 3, saj imamo le tri strani 
      page_counter= page_counter +1;   //naslednja stran 
       
      } 
      else{ 
      page_counter= 3;   
      } 
  } 
   
    last_up = current_up; 
 
//prejsnja stran 
    if (last_down== LOW && current_down == HIGH){ //pritisk tipke za prejsnjo 
stran 
      lcd.clear();                     //ko se stran spremeni, pobriši 
zaslon      
      if(page_counter >1){              //vrednost stevca strani ne more 
presegati 1 
      page_counter= page_counter -1;   //prejsnja stran 
       
      } 
      else{ 
      page_counter= 1;   
      } 
  } 
        last_down = current_down; 
Največji trik vsega je, kako doseči premikanje po straneh oz. kako se premikati po več kot dveh 
straneh v pravilnem vrstnem redu. Odgovor najdemo v vpeljavi števca – spremenljivke, ki se 
z vsako menjavo prikazovalnika spreminja (veča oz. manjša). 
Na prikazovalniku je na začetku vedno prikazana prva stran. Če stisnemo tipko GOR, funkcija 
page_counter prišteje +1. Page_counter ima potem takem vrednost 2 (stran 2). Če pritisnemo 
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tipko za DOL, funkcija najprej preveri vrednost page_counter-ja. V primeru, ko ima ta vrednost 
1, funkcija ne naredi nič. Glavni pogoj za delovanje premika navzdol je, da je page_counter 
večji od 1. 
//------- vsebina strani---//  
  switch (page_counter) { 
    
    case 1:{     //vsebina prve strani 
    lcd.setCursor(0,0); 
    lcd.print("Humi: "); 
    lcd.print(humi); 
    lcd.print(" %");; 
    lcd.setCursor(0,1); 
    lcd.print("Temp: "); 
    lcd.print(temp); 
    lcd.print(" C"); 
  
    } 
    break; 
 
    case 2: { //vsebina druge strani  
     lcd.setCursor(0,0); 
     lcd.print("                   "); 
     lcd.setCursor(0,0); 
     lcd.print("WATER LEVEL: "); 
     lcd.print(resval); 
        if (resval < 400) 
        { 
     lcd.setCursor(0,1); 
     lcd.print("NO WATER           "); 
        } 
     else if (resval>=400 and resval<voda_max) 
     { 
     lcd.setCursor(0,1); 
     lcd.print("LOW WATER LEVEL "); 
     } 
     else if (resval >= voda_max) 
     { 
     lcd.setCursor(0,1); 
     lcd.print("HIGH WATER LEVEL"); 
      } 
            
    } 
    break; 
 
    case 3: {   //Design of page 3  
     lcd.setCursor(0,0); 
     lcd.print("Detekcija plina"); 
     lcd.setCursor(0,1); 
     lcd.print("                "); 
     lcd.setCursor(0,1); 
     lcd.print(resvalgas); 
    } 
    break; 
     
  }//konec switch funkcije 
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Del programske kode, imenovan switch oz. njen namen, mi je tudi povzročil veliko težav in 
preglavic. Sprva sem namreč poskusil ponovno s stavkom IF, vendar nikakor nisem mogel 
speljati celotnega programa do konca, saj se je vedno nekaj zataknilo, mogoče zaradi 
nepreglednosti kode, zaradi prekrivanja stavkov IF ali preprosto predhodniki funkcije switch 
niso delovali.  
Še sreča, da sem na Arduinovem forumu zasledil funkcijo switch. Funkcija switch spremlja 
spremenljivko page_counter (njene vrednosti so lahko 1, 2 ali 3), ter ima za vsako vrednost 
pripravljen scenarij. 
Break uporabimo na koncu vsakega scenarija, saj bi se v nasprotnem primeru program ''izgubil'' 
in izvajal vse do naslednjega break-a.  
Case 1 je odgovoren za prikaz podatkov o vlažnosti v prvi vrstici ter podatke o temperaturi v 
drugi vrstici prikazovalnika. 
Case 2 je namenjen prikazu nivoja vode. Zraven napisa WATER LEVEL je prikazana dejanska 
vrednost, ki jo senzor odčita. V spodnji vrstici pa sem zaradi lažjega razumevanja in predvsem, 
ker je senzor visok le 5 cm, alarm razdelil na tri faze. Preglavice mi je ponovno povzročila 
prevodnost vode, saj nikoli ni bila enaka kot prejšnjikrat in se nanjo nisem mogel zanesti. Z 
uvedbo treh spremenljivk imamo večji manevrirni prostor, ki kljub vsemu služi namenu 
senzorja. Uporabil sem stavek IF, ki preverja, kje se vrednost nahaja ter menjava izpise NO 
WATER, LOW WATER LEVEL ali HIGH WATER LEVEL.  
Case 3 je namenjen prikazu vsebnosti plina v ozračju. 
Alarmi 
if(resval>=400 and resval<voda_max) //low alarm 
  { 
  lcd1.setCursor(0,0); 
  lcd1.write("ALARM-nivo vode LOW ");     
  digitalWrite(led1, HIGH); 
  if_voda = false;                                 
  } 
  else if (resval>=voda_max) //high alarm 
  {   
  if_voda = true; 
  if_voda_pumpa = true; 
  lcd1.setCursor(0,0); 
  lcd1.print("ALARM-nivo vode HIGH"); 
                                    //utripanje opozorilne lucke 
                                    unsigned long currentMillis1 = millis(); 
//utripanje opozorilne lucke 
                                    if(currentMillis1 - previusMillis1 > 
period_led){ 
                                    previusMillis1 = currentMillis1; 
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                                    if (ledState1 == LOW) 
                                    ledState1 = HIGH; 
                                    else 
                                    ledState1 = LOW; 
                                    digitalWrite(led1, ledState1); 
                                    } 
  } 
  else  
  { 
  if_voda = false; 
  if_voda_pumpa = false; 
  lcd1.setCursor(0,0); 
  lcd1.print("                      "); 
  digitalWrite(led1, LOW);  
  } 
 
Stavek IF upravlja tako alarm za vodo kot vse ostale alarme. Torej, če se odčitana vrednost 
senzorja nivoja vode nahaja med (še sprejemljivim) minimalnim in maksimalnim pragom, se 
na drugem prikazovalniku izpiše ALARM-nivo vode LOW. Za zgornji prag sem uporabil 
spremenljivko, saj se zgornji prag dokaj pogosto uporablja in sem želel z enim ukazom prag 
premakniti (npr. pri kalibraciji). Če želim to narediti, spremenim le vrednost spremenljivke 
voda_max. Hkrati se spremenljivka if_voda shrani kot false. To pomeni, da funkcija, ki je 
zadolžena za upravljanje zvočnega opozorila, brenčača ne bo aktivirala. Ta se aktivira in nas 
opozori v naslednjem koraku, šele ko alarm preide v fazo HIGH. Prižgeta se tudi opozorilni 
LED lučki, vendar še ne utripata. 
Ko se izmerjena vrednost nivoja vode pomakne nad zgornji prag, se spremenljivka if_voda 
shrani kot true, kar pomeni, da se sproži zvočni opozorilni signal. Hkrati lahko vidimo, da svoje 
stanje spremeni tudi spremenljivka if_voda_pumpa. Ta je zadolžena za vklop črpalke, kar 
bomo spoznali v nadaljevanju. Na drugem prikazovalniku se izpiše ALARM-nivo vode HIGH, 
opozorilni lučki začneta utripati. Ponovno sem uporabil stavek IF, ki primerja trenutni čas od 
zagona Arduina ter čas, odkar se je lučka zadnjič prižgala in ugasnila, hkrati pa upošteva ravno 
to vžiganje in ugašanje lučk (ugnezdeni stavek if) 
V zaključni fazi stavka IF, ki je zadolžena za stanje, ko voda ni prisotna, obe spremenljivki 
spremenita vrednost na false (tako črpalka kot zvočni alarm se izklopita). LED lučke se 
ugasnejo, vrstica prikazovalnika se zamenja s praznimi znaki (presledki). Ko sem za brisanje 
prikazovalnika uporabil namensko funkcijo LCD.clear(), sem ugotovil, da prikazovalnik začne 
zelo hitro utripati. To je stranski učinek funkcije loop in tega ukaza, saj je hitrost brisanja in 
pisanja tako visoka, da se ustvari učinek utripanja.  
//avtomatika pumpe za vodo 
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  if(if_voda_pumpa == true) 
  { 
  digitalWrite(relay8,LOW); //črpalka je vžgana 
  } 
  else if (if_voda_pumpa == false) 
  { 
  digitalWrite(relay8,HIGH); //črpalka ni vžgana 
} 
S tem delom kode sem rešil sledeči problem: če alarm ni vžgan, se črpalka ne vklopi. Če je 
alarm v LOW stanju, vklop črpalke še vedno ni potreben. Zadostuje le opozorilo, saj morda ni 
prišlo do prave nevarnosti. Ko pa stanje preide v HIGH, se mora črpalka vklopiti. Brez tega 
stavka IF je možno le zapisati kodo, ki črpalko ugasne takoj, ko alarm za nivo vode preide 
nazaj v LOW stanje. Mi pa tega seveda ne želimo, saj je potrebno izčrpati celotno količino 
vode. Z uporabo tega stavka IF in dodatno spremenljivko if_voda_pumpa pa je to mogoče. 
Potem takem se črpalka izklopi takrat, ko je dejansko vsa voda izčrpana.  
//alarm za temperaturo 
   
  if(temp>=25 and temp<28) //low alarm  
  { 
  lcd1.setCursor(0,2); 
  lcd1.print("ALARM-temp LOW "); 
  digitalWrite(led2, HIGH);  
  if_temp = false; 
  myservo.write(35); 
 
  } 
  else if (temp>=28 && if_dim == true) //high alarm  v primeru požara 
  { 
  if_temp = true; 
  myservo.write(0); 
  lcd1.setCursor(0,2); 
  lcd1.print("ALARM-temp HIGH"); 
                                    //utripanje opozorilne lucke      
                                    unsigned long currentMillis2 =    
millis();  
                                    if(currentMillis2 - previusMillis2 > 
period_led){ 
                                    previusMillis2 = currentMillis2; 
                                    if (ledState2 == LOW) 
                                    ledState2 = HIGH; 
                                    else 
                                    ledState2 = LOW; 
                                    digitalWrite(led2, ledState2); 
                                    }; 
  } 
  else if (temp>=28 && if_dim == false) //high alarm 
  { 
  if_temp = true; 
  myservo.write(35); 
  lcd1.setCursor(0,2); 
  lcd1.print("ALARM-temp HIGH"); 
                                    //utripanje opozorilne lucke   
                                    unsigned long currentMillis2 = millis();  
                                    if(currentMillis2 - previusMillis2 > 
period_led){ 
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                                    previusMillis2 = currentMillis2; 
                                    if (ledState2 == LOW) 
                                    ledState2 = HIGH; 
                                    else 
                                    ledState2 = LOW; 
                                    digitalWrite(led2, ledState2); 
                                    } 
  } 
  else  
  { 
  if_temp = false; 
  myservo.write(35); 
  lcd1.setCursor(0,2); 
  lcd1.print("                      "); 
  digitalWrite(led2, LOW);  
  } 
Funkcija za temperaturo je najobsežnejša funkcija v tem programu. Senzor za temperaturo v 
povezavi s senzorjem za plin uporabljamo za detekcijo požara. Ta funkcija ima ponovno, tako 
kot zgornja, še dodaten stavek IF, ki skrbi za vklop ventilatorja. 
Imamo več možnih scenarijev: 
1. LOW ALARM: temperatura se nahaja med dvema pragoma, servomotorček postavimo 
v pozicijo odprte lopute, saj želimo prostor ohladiti. Spremenljivka if_temp je 
shranjena kot false, kar pomeni, da se zvočni alarm ne bo sprožil. Vžgejo se opozorilne 
LED lučke. 
2. HIGH ALARM v primeru POŽARA: za prehod v to stanje potrebujemo visoko 
temperaturo in prisotnost plina. Oba izpolnjena pogoja nakazujeta nevarno stanje – 
POŽAR: v primeru požara v prostor ne smemo dovajati kisika. V ta namen zapremo 
loputo zraka ter spremenljivki if_temp spremenimo vrednost v true. Ta sprememba 
nam vklopi zvočno opozorilo, pomagala nam bo pa tudi pri nečem drugem, več o tem 
kasneje. Hkrati začnejo LED lučke utripati, kar nakazuje kritično stanje. 
3. HIGH ALARM v primeru VISOKE TEMPERATURE: če je izpolnjen le pogoj visoke 
temperature in nimamo prisotnosti plina, to pomeni, da smo le v stanju, ko se je naš 
prostor pregrel in požara ni oz. še ni prisoten. Potemtakem je pretok zraka dovoljen, 
prisotni pa so enaki alarmi kot v prejšnjem scenariju. 
4. NORMALNO stanje je stanje, kjer nimamo niti visoke niti povišane temperature. 





//alarm za vlažnost 
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  if(humi>=85 and humi<95) //low alarm 
  { 
  lcd1.setCursor(0,1); 
  lcd1.print("ALARM-humidity LOW "); 
  digitalWrite(led3, HIGH); 
  if_vlaga = false; 
  } 
  else if (humi>=95) //high alarm 
  { 
  if_vlaga = true;    
  lcd1.setCursor(0,1); 
  lcd1.print("ALARM-humidity HIGH");  
                                    //utripanje opozorilne 
lucke                                     
                                    unsigned long currentMillis3 = 
millis();   
                                    if(currentMillis3 - previusMillis3 > 
period_led){ 
                                    previusMillis3 = currentMillis3; 
                                    if (ledState3 == LOW) 
                                    ledState3 = HIGH; 
                                    else 
                                    ledState3 = LOW; 
                                    digitalWrite(led3, ledState3); 
                                    } 
  } 
  else  
  { 
  if_vlaga = false; 
  lcd1.setCursor(0,1); 
  lcd1.print("                      ");; 
  digitalWrite(led3, LOW);  
  } 
V primeru, ko imamo povišano vlažnost, se na prikazovalniku izpiše sporočilo, vžgeta se LED 
lučki.  
V naslednji fazi, ko je vlažnost presegla dovoljen prag, se vklopi HIGH alarm, opozorilni lučki 
utripata, spremenljivka if_vlaga spremeni stanje v true, kar sproži zvočni alarm in igra eno od 
ključnih vlog pri upravljanju z ventilacijo (več v naslednjem stavku IF). 
V zadnji fazi, ko povišanost vlage ni prisotna, se lučki ugasneta, spremenljivka if_vlaga se 
spremeni v false, ugasne se zvočni alarm ter izbriše sporočilo na LCD prikazovalniku. 
//avtomatika za temperaturo, vlago in senzor dima 
  if(if_temp == true && if_dim == true) 
  { 
  digitalWrite(relay7,HIGH); 
  digitalWrite(relay5,LOW); 
    } 
  else if ((if_temp == true || if_vlaga == true)&& if_dim == false) 
  { 
  digitalWrite(relay7,LOW);   
    } 
  else if (if_temp == false && if_vlaga == false) 
  { 
  digitalWrite(relay7,HIGH); 
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    } 
Zgodnji del predstavlja avtomatiko prisilnega hlajenja prostora (tj. ventilacija). Kot pogoje 
uporablja temperaturo (if_temp), vlago (if_vlaga) in dim (if_dim). 
Možni so trije scenariji: 
• POŽAR v primeru, ko je stanje 2 iz razlage stanj senzorja temperature aktivno, z 
ukazom digitalWrite(relay7, HIGH) ventilacijo ugasnemo. Z ukazom 
digitalWrite(relay5, LOW) pošljemo signal o požaru požarnemu sistemu. 
• V prostoru imamo lahko povišano vlago ali povišano temperaturo ali oboje, nikakor pa 
ne smemo imeti prisotnost dima: ventilacija je aktivna. 
• V prostoru je normalno stanje, brez povišane temperature in vlage: ventilacija je 
neaktivna. 
//alarm za plin 
 
  if(resvalgas>=20 and resvalgas<30) //low alarm 
  { 
  lcd1.setCursor(0,3); 
  lcd1.print("ALARM-dim LOW "); 
  digitalWrite(led4, HIGH); 
  digitalWrite(relay5,HIGH); 
  if_dim = false; 
  } 
  else if (resvalgas>=30) 
  { 
  if_dim = true; 
  lcd1.setCursor(0,3); 
  lcd1.print("ALARM-dim HIGH"); 
                                    //utripanje opozorilne lucke            
                                    unsigned long currentMillis4 = millis(); 
                                    if(currentMillis4 - previusMillis4 > 
period_led){ 
                                    previusMillis4 = currentMillis4; 
                                    if (ledState4 == LOW) 
                                    ledState4 = HIGH; 
                                    else 
                                    ledState4 = LOW; 
                                    digitalWrite(led4, ledState4); 
                                    } 
  } 
  else  
  { 
  if_dim = false; 
  digitalWrite(relay5,HIGH); 
  lcd1.setCursor(0,3); 
  lcd1.print("                      "); 
  digitalWrite(led4, LOW);  
  } 
                                    } 
  } 
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Glavna naloga alarma za plin je izpisovanje stanja alarma na prikazovalniku ter vklop in izklop 
zvočnega in svetlobnega signala v odvisnosti od prisotnosti plina. Hkrati tudi skrbi za stanje 
releja št. 5, ki ga drži, razen v primeru požara, v razklenjenem stanju. To pomeni, da sistem za 
gašenje ne dobi pozitivnega signala o prisotnosti dima. 
. // Del za zvočni signal (alarm) 
 
  if(if_voda == true || if_temp == true ||  if_vlaga == true ||  if_dim == 
true) //ce je katerikoli od if stavkov, ki so zadolzeni za upravljanje 
alarmov, aktiven, sprozi zvocni opozorilni signal 
  {    
  if ((millis() - lastPeriodStart >= periodDuration)) 
  {lastPeriodStart+=periodDuration; 
  tone(speakerPin,550,onDuration); 
  } 
   
} 




Zadnji del naše programske kode skrbi za opozorilni zvočni signal. Zvočni signal vžgemo, ko 
vsaj ena od spremenljivk if_voda, if_temp, if_vlaga in if_dim svojo vrednost spremeni v true. 
Ponovno uporabimo funkcijo millis, saj brenčač odda ton, počaka in ga ponovno odda. 
Določimo čas čakanja med dvema brenčanjema, v našem primeru je ta 550 ms.  
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Scenariji 
Scenarij 1 – Povišana temperatura ali vlažnost v prostoru 
Po posvetu s profesorjem Denisom Romihom sva ugotovila, da v praksi ni nekih splošnih 
določenih gornjih pragov za temperaturo in vlažnost. Vse naprave so narejene za delovanje v 
območju, ki je širše od območja človekovega delovanja.  
Elektronske naprave, ki so zadolžene za avtomatiko temperiranja prostora, imajo svoje 
parametre. V praksi se temperatura strojnice giba med 25 do 35 stopinjami, ponekod doseže 
tudi do 40 stopinj Celzija. 
Senzor sem segreval s pomočjo domačega fena za lase. 
 
Vir: (Lastni) 
Slika 15 – Gretje senzorja temperature 
 
Vir: (Lastni) 
Slika 16 – Alarm Temperature - LOW 
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Zaradi lažje ponazoritve delovanja koncepta sem svojo avtomatiko nastavil tako, da opozori 
takrat, ko je izmerjena temperatura med 25 in 28 stopinjami Celzija. Loputa za zrak je v 
normalnem stanju odprta. Poleg izpisanega alarma se vžgeta tudi opozorilni LED lučki. 
 
Vir: (Lastni) 
Slika 17 – Alarm Temperature – HIGH 
Ko izmerjena vrednost preseže zgornji maksimalni prag (28 stopinj Celzija), avtomatika izpiše 
stanje in preide v HIGH alarm, ko opozorilni lučki začneta utripati, vžge se zvočni opozorilni 
signal, loputa za zrak se odpre (če je slučajno bila zaprta), vžge se ventilator in ostane vključen 




Slika 18 – Vžgan ventilator 




Slika 19 – Odprta loputa zraka 
  
- 44 - 
 
Scenarij 2 – Požar 
Za prehod v stanje požara morata biti izpolnjena dva pogoja: visoka temperatura ter prisotnost 
dima. Sistem za merjenje temperature nam je že znan, za lažjo predstavitev pa sem namesto 
dejanskega senzorja dima uporabil senzor prisotnosti plina MQ2, ki zadošča pogojem proženja 
avtomatike, saj reagira na plin butan iz vžigalnika.  
Torej, ko vrednosti temperature in plina presežejo zgornjo maksimalni prag, se na LCD 
prikazovalniku izpišeta ALARM-temp. HIGH in ALARM – dim HIGH. LED lučki obeh 
alarmov začneta utripati, sproži se zvočni opozorilni alarm. Rele št. 7 preide v sklejeno stanje. 
S tem sem želel ponazoriti izhodni signal, ki bi ločenemu sistemu za gašenje dal »zeleno luč«. 
 
Vir: (Lastni) 
Slika 20 – Alarm za požar 
Kot smo že razložili, je treba v primeru požara v prostoru ventilacijo ugasniti in zapreti vse 
lopute zraka. S tem preprečimo dovod svežega kisika, ki bi požar le še bolj povečal.  
 
Vir: (Lastni) 
Slika 21 – Alarm za požar – Ugasnjen ventilator 




Slika 22 – Alarm za požar – Zaprta loputa zraka 
Avtomatika ostane v takem stanju vse dokler se prisotnost dima oz. v našem primeru plina ne 
zmanjša oz. pomakne pod maksimalen zgornji dovoljen prag.  
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Scenarij 3 – Visok nivo vode v prostoru 
V primeru vdora vode imamo za to nameščen senzor nivoja vode, ki stalno meri njeno višino.  
Ko se izmerjena vrednost pomakne čez prvo določeno vrednost, avtomatika preide v LOW 
alarm, kjer se le prižgejo opozorilne LED luči alarma. 
 
Vir: (Lastni) 
Slika 23 – ALARM – nivo vode LOW 
Takoj, ko se izmerjena vrednost nivoja vode pomakne nad maksimalni zgornji prag, se na 
prikazovalniku izpiše HIGH alarm, opozorilne LED luči začnejo utripati, vžge se zvočni alarm  




Slika 24 – ALARM – nivo vode HIGH 




Slika 25 – Začetno stanje vode pred črpanjem 
 
Vir: (Lastni) 
Slika 26 – Končno stanje vode po črpanju 
  
- 48 - 
 
Končni sklep 
Še zdaleč si nisem prvi dan predstavljal, da bom pri pisanju te diplomske naloge oz. programa 
naletel na toliko preglavic, ki so dejansko čisto logične in enostavno rešljive. Potrebno je le 
napisati pravo kodo oz. se lotiti s prave strani, saj se nam v nasprotnem primeru program podira 
kot »domine«. 
V bodoče bi senzor nivoja vode nadomestil z enostavnim plovčkom, ki ima bodisi pozicijo 0– 
1, bodisi je mehanično povezan na potenciometer, s katerim lahko določimo tudi dejanski nivo 
gladine.  
Kot sem že napisal, bi senzor detekcije plina zamenjal s senzorjem dima, vendar sem uporabil 
prvega zaradi lažje prezentacije in lažjega proženja. 
Uporabil sem 8-kanalni rele, saj po pravici nisem imel 2-kanalnega, hkrati sem pa pustil več 
odprtih možnosti za prihodnost, če in ko se bo ta maketa še razvijala.  
Tudi pri sami izdelavi sem naletel na kar nekaj ovir. Ker vsak LCD prikazovalnik potrebuje za 
svoje delovanje 10 žičk, sem za povezavo uporabil 4 + 1 parico utp kabla – trdo-žilni kabel za 
internet. Ugotovil sem, da se ta ne prepogiba ravno brez težav in da rad poči. Tako so se zgodili 
razni nepojasnljivi pojavi oz. čudno vedenje avtomatike. Sledili so poskusi spremembe kode, 
problem pa je dejansko tičal v kablovju in kontaktih. A kot pravijo, vsaka šola nekaj stane. 
Zdaj vem, da bom pri naslednjem projektu investiral v mehko-žilni kabel in si prihranil veliko 
večerov za računalnikom. 
Seveda maketa ni vsemogočna, zna prav toliko, kot zna tisti, ki jo sprogramira, in nič več. 
Možnosti so, kot sem že povedal, neskončne, potrebno si je samo zadati naslednji cilj in zadevo 
razviti v tej smeri. 
Sam sem si zadal cilj, da bi sistem odkril bodisi vdor vode bodisi požar ali pa neznosne delovne 
pogoje v obliki visoke temperature in vlage. Znati mora odreagirati v vsaki situaciji, povezani 
z vhodnimi informacijami, tako kot v vsaki kombinaciji situacij, povezanimi z vhodnimi 
informacijami. 
Znanje, ki sem ga pridobil med pisanjem diplomske naloge mi je zelo koristilo in hkrati vlilo 
dodaten zagon tako za Arduinovo platformo, avtomatizacijo in za mikrokrmilnik. Hkrati sem 
izuril in osvojil nekaj strojniških veščin, kot npr. lotanje, delo s kovinami, varjenje plastike, 
oblikovanje lesa itd. Naj povem, da se že posvečam naslednjem projektu, kjer se ukvarjam s 
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krmiljenjem vžiga in vbrizga goriva na dvocilindrskem štiritaktnem motorju s pomočjo 
Arduina. 
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Spodaj podpisani/-a Timotej Koblar študent/-ka Fakultete za pomorstvo in promet fakultete 
Univerze v Ljubljani, z vpisno številko 9160098, avtor/-ica pisnega zaključnega dela študija z 
naslovom: KONCEPT VARNOSTNEGA NADZORA V PROSTORU S POMOČJO 
ARDUINA,  
IZJAVLJAM, 
1. * a) da je pisno zaključno delo študija rezultat mojega samostojnega dela; 
b) da je pisno zaključno delo študija rezultat lastnega dela več kandidatov in izpolnjuje     
pogoje, ki jih Statut UL določa za skupna zaključna dela študija ter je v zahtevanem 
deležu rezultat mojega samostojnega dela; 
2. da je tiskana oblika pisnega zaključnega dela študija istovetna elektronski obliki pisnega 
zaključnega dela študija; 
3. da sem pridobil/­a vsa potrebna dovoljenja za uporabo podatkov in avtorskih del v pisnem 
zaključnem delu študija in jih v pisnem zaključnem delu študija jasno označil/­a; 
4. da sem pri pripravi pisnega zaključnega dela študija ravnal/a v skladu z etičnimi načeli 
in, kjer je to potrebno, za raziskavo pridobil/a soglasje etične komisije; 
5. da soglašam z uporabo elektronske oblike pisnega zaključnega dela študija za 
preverjanje podobnosti vsebine z drugimi deli s programsko opremo za preverjanje 
podobnosti vsebine, ki je povezana s študijskim informacijskim sistemom članice; 
6. da na UL neodplačno, neizključno, prostorsko in časovno neomejeno prenašam pravico 
shranitve avtorskega dela v elektronski obliki, pravico reproduciranja ter pravico dajanja 
pisnega zaključnega dela študija na voljo javnosti na svetovnem spletu preko Repozitorija 
UL; 
7. da dovoljujem objavo svojih osebnih podatkov, ki so navedeni v pisnem zaključnem delu 
študija in tej izjavi, skupaj z objavo pisnega zaključnega dela študija; 
8. da dovoljujem uporabo mojega rojstnega datuma v zapisu COBISS. 
 
V Portorožu, 19. 5. 2020     Podpis avtorja/ice: __________________ 
* Obkrožite varianto a) ali b). 
