The Semantic Web [1] is well recognized as an effective infrastructure to improve visibility of knowledge on the web. Ontology [9] forms the backbone of the semantic web, which is used to explicitly represent conceptualizations. Ontology engineering in the Semantic Web is primarily supported by languages such as RDF, RDFS and OWL. Most web service search, retrieve the information based on the keyword match without lookup into their relevance. This research work focuses on making the web service search simple for users who need to retrieve the services from the UDDI server. The System is implemented using Protégé 2000 for building ontologies and a Java API for retrieving meaningful results by parsing ontologies. The WorldNet dictionary is used to semantically enhance the meaning of the query by helping the user, identify his exact interest of search and also to generate and save an OWL file. This file can be used for parsing when a similar query is given to be searched and also given to UDDI server to invoke the web service and retrieve the results.
INTRODUCTION
Currently, web services interact by passing XML data, with data types specified using XML Schema. Simple Object Access Protocol [SOAP] can be used as the communication protocol, and the Input 0utput signatures for web services are given by Web Services Description Language [WSDL] . UDDI provides the methods to publish and discover web services [2] through a UDDI registry. The issues faced in discovering the required web services by a user increases the complexity of search as well points out the need for semantic components in current web service technologies (UDDI, WSDL).
If a user needs detail of any particular Web Service they have to look the UDDI link and search the required service, get the access points and move on until they get the right service, finally invoke them individually to get the results. This seems to be very hectic for the users. Due to this fact, searching a web service needs an intelligent system, which may be implemented using Semantic Web. The lack of semantic parts in web services technologies and also increasing number of web services are making it too difficult for finding suitable web services according to the user's request. The System has been implemented using ontologies for enhancement of the current search by adding semantics. Thus ontologies allow the representation and exchange of information in a meaningful way, facilitating automated processing of descriptions of the web. It is well recognized as an effective infrastructure to enhance visibility of knowledge on the Web.
"Ontologies are the integral part of Tim Berners-Lee and others vision of the semantic web", they allow machine understanding of information through the links between the information resources and the terms in the ontologies. Furthermore, ontologies facilitate interoperation between information resources through links to the same ontology or links [1] between ontologies. An ontology defines the terms used to describe and represent an area of knowledge [5] . People or applications can use ontologies to share domain information .Usually an ontology includes computer usable definitions or basic concepts in the domain and relationships among them. An ontology consists of classes, relationships, properties and restrictions.
Ontology Web Language (OWL) [9] is used to construct ontologies which are a combination of DAML+OIL. There are 3 species of OWL are: OWL Lite, OWL-DL, and OWL Full. Here, OWL-DL is used in the construction of ontology since it permits the efficient reasoning support and restricts the way in which the constructors from OWL and RDF can be used. The term web services describes a standardized way of integrating Web-based applications using the XML, SOAP, WSDL and UDDI open standards over an Internet protocol backbone. XML is used to tag the data, SOAP is used to transfer the data, WSDL is used for describing the services available and UDDI is used for listing what services are available. Used primarily as a means for businesses to communicate with each other and with clients, Web services allow organizations to communicate data without intimate knowledge [11] of each other's IT systems behind the firewall.
RELATED WORK
There are number of techniques for retrieval of documents. Some of them are to be discussed here.
Vector representation approach
This well known approach is based on vector representation of document collection. First of all every document is passed through set of pre-processing tools (lower case, stop words filter, document frequency). Then a vector of index term weights is calculated as the document internal representation. Such a vector is then normalized to unit length and stored into the term-document matrix, which is internal representation of the whole document collection. In order to find some relevant document to a specific query it is necessary to represent the query in the same way as a document (i.e. a vector of index term weights). Similarity between a query and a document is computed as cosine of those two normalized vectors (document and query vectors). [4] 2.2. Latent semantic indexing approach LSI approach is based on singular value decomposition of tf-idf matrix . By this decomposition three matrixes are computed. In order to determine similarity between a query and approximate document vector, we need to transform query vector to new feature space. Then we can compute similarity in the same way as before. [4] 
Ontology based approach
Use of an ontology enables to define concepts and relations representing knowledge about a particular document in domain specific terms. In order to express the contents of a document explicitly, it is necessary to create links (associations) between the document and relevant parts of a domain model, i.e. links to those elements of the domain model, which are relevant [4] to the contents of the document. Furthermore, the inference capabilities enabled by RDF(S) are used to obtain search results. In particular, the transitive closure of subPropertyOf and subClassOf relations in RDF(S), domain and range entailments, and the implications of subPropertyOf and subClassOf are exploited to obtain contents that match a user query. In our system, the user interacts with an HTML search form where he can select concepts in the ontology (content classes), and provide search values for properties of the selected concept. Thus, the user can formulate his needs in terms of concepts, properties, and relations among concepts as defined by the ontology. Search forms are automatically generated from the definition of ontology concepts [6] .
Amongst these techniques we choose the ontology based approach in order to achieve better precision recall values. Furthermore the above two techniques combined with the ontology based approach gives better results but in this paper we restrict ourselves to the ontology based approach. [4] 3. ARCHITECTURE Figure 1 . Architecture of the semantic web application Figure 1 . Architecture of efficient querying web services using ontologies 578
Efficient Querying of Web Services Using Ontologies
The main focus of this project has core functionalities for querying web services which are as follows: (i) Construction of ontologies using Protégé 2000.
(ii) Developing a java web application to interact with the ontologies using the protégé API's. (iii) Web service discovery depending on user requests. (iv ) Dynamic updating of the existing ontology.
Construction of ontology
Protégé 2000 [7] is the tool used here for constructing ontology. It is a Java GUI application developed and maintained by Stanford Medical Informatics for creating ontologies. The root class of every ontology is owl:Thing. Every subclass is therefore a refinement of a 'Thing'. An ontology about a given domain can thus contain, literally, everything about that domain.
The parameters to construct an ontology are [8] : Who will use and maintain the ontology? The answer to these questions may change during the ontology-design process, but at any given time they help limit the scope of the model. One of the ways to determine the scope of the ontology is to sketch a list of questions that a knowledge base, based on the ontology should be able to answer competency questions. (ii) Enumerate the important terms in the ontology.
It is useful to write down a list of all terms we would like either to make statements about or to explain to a user. What are the terms we would like to talk about? What properties do those terms have? What would we like to say about those terms? Initially, it is important to get a comprehensive list of terms without worrying about overlap between concepts they represent, relations among the terms, or any properties that the concepts may have, or whether the concept are classes or slots. (iii) Consider reusing existing ontologies.
Reusing existing ontologies may be a requirement if our system needs to interact with other applications that have already committed to particular ontologies or controlled vocabularies. Many ontologies are already available in electronic form and can be imported into an ontology-development environment that you are using. The formalism in which an ontology is expressed often does not matter, since many knowledge-representation systems can import and export ontologies. Even if a knowledge-representation system cannot work directly with a particular formalism, the task of translating an ontology from one formalism to another is usually not a difficult one.
(iv) Define classes and class hierarchies, properties, domain & range and its instances
A top-down development process starts with the definition of the most general concepts in the domain and subsequent specialization of the concepts. The classes are created using the general concepts and are specialized by creating its subclasses and further categorizing it. A bottom-up development process starts with the definition of the most specific classes, the leaves of the hierarchy, with subsequent grouping of these classes into more general concepts. A combination development process is a combination of the top-down and bottom up approaches: We define the more salient concepts first and then generalize and specialize them appropriately.
Properties can be specified in the following method: To mention disjoint property, <owl:Class rdf:about="#Gastronomy"> <rdfs:subClassOf> <owl:Class rdf:about="#Site" /> </rdfs:subClassOf <rdfs:subClassOf> <owl:Class rdf:about="#Companies" /> </rdfs:subClassOf> <owl:disjointWith> <owl:Class rdf:about="#Entertainment" /> </owl:disjointWith> The functionality of this application is made available to software agents through a Web Service interface, and to end-users through a conventional Web browser interface as shown in Fig 1. Input to these services is in both cases a collection of data objects. These input and output data structures are formally represented in terms of OWL ontologies, so that external agents can correctly use the service. The system must manage data bases, sessions, and the user interface. The application needs to represent the objects that are exchanged between the application and other services or the user interface as Java objects. A typical implementation would employ an OWL parsing library such as Jena for that purpose. Jena provides a dynamic object model in which OWL classes, properties and individuals are stored using generic Java classes like OntClass and Individual [3] . While such an object model allows programs to operate on arbitrary OWL models, they are inconvenient to handle. References to ontology objects are established only through names (i.e., Strings), making code hard to maintain and test.
Web service discovery based on user request
Using the semantic web application the list of ontologies is parsed and the required ontology is obtained depending on the user queries and the corresponding web service [2] is invoked by getting the address from the UDDI. The Architecture for Efficient Querying of Web Services using Ontologies shown in Figure 2 .
The user Query is submitted through Java user Interface and this application directly connect to Protégé to parse the Ontology. The constructed ontology actually supplied the results to WordNet Java API. The set of results will be displayed to the user which actually has the WSDL references. If the search is already made then the user can obtain it from the previous search and need not waste the time to make a new search.
For example, if they keyword or the letter 'S' is searched and the results along with their access points are obtained as follows:
Now, based on the user's need the results of the required web services can be invoked by simply click on it.
Before a service published on the Web or within an enterprise can be used in a distributed application, it must first be located. Current technologies such as UDDI support this step only with keyword search, although limited forms of standardized vocabularies such as WordNet are starting to be more widely used.
As opposed to such standards, semantic annotations of service capabilities via decentralized ontologies, interconnected via logical axioms, by which inference can determine which services match a goal, can be expressed equally well in ontological terms. These descriptions could also involve more finegrained notions such formal descriptions of preconditions and postconditions, and of the inputs and outputs of the service using terms specified in an ontology [1] . The results are verified with UDDI Server [12] and generates appropriate random values by analyzing web services registry. It accesses web services URI with those randomly generated values.
A proper platform is designed so that users can interact with the UDDI server. Users can use a convenient and straightforward method to retrieve the search results in the same way they use a UDDI server. An UDDI Cache is designed in such a way to still more provide better and efficient search results. The user can take a view of the already searched keywords and it that matches, the user can retrieve the results from cache itself by just clicking over the keyword, The Cache thus sores the execution results of the web services and displays when the user needs it.
Dynamic updation of existing ontology
The most important part of the search is the dynamically updating the existing ontologies. A large number of online dictionaries are available which can be used for the purpose of updation or dynamic creation of classes. To illustrate this we use the online dictionary WordNet. It's a window based interface allowing synsets and relations to be displayed as formatted text. Here we try to dynamically create an OWL file depending on the user specified keyword by retrieving the related words [12] from WordNet .
A Java IDE like NetBeans is used and in order to interact with WordNet, We use a Java API of MIT which provides us with the package edu.mit.jwi.* that helps in retrieving related words from the dictionary.
RESULTS & DISCUSSION
Similarly matching can be done on the basis of verbs and nouns also. This code will retrieve the related set of words based on the keyword given by the user in the form of synonyms and antonyms. The keyword specified by the user is created as the parent class and its synonyms and antonyms are considered to be the subclasses. Properties can also be created dynamically using the same technique.
The following snapshot shows an illustration of the query input for the web service. 
CONCLUSION
In this paper we have presented results of some experiments performed in order to evaluate retrieval efficiency of an ontology-based approach, which is implemented within an ontology. This system is developed to serve as a foundation for the Semantic web. There are many benefits that would be attained with the extensive adoption of the Semantic Web vision. For example, it would become easier for individuals to find information of interest on the Web and perform computation on that data.
Our future work will be focused on further developing the ontology-based retrieval mechanism using more sophisticated inference mechanism for finding similar concepts for the given query. For example by analyzing different types of relations within actual ontology and also for multiple domains. Also we need to invoked the status of the Web Services that are listed are currently available or not. As an enhancement we are also focusing more on the Qos of this Architecture. According to the Qos requirements, appropriate Web Services are selected and ranked so that users can make a choice by order priority.
