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Resumen
La voz es una sen˜al biolo´gica de naturaleza acu´stica, en la cual existen patrones asociados
que la hacen u´nica; con ella se pueden expresar sonidos, mensajes, emociones, y muchas
veces se manifiestan a trave´s de ella indicios de patologı´as, los cuales son representados
por alteraciones en la frecuencia fundamental (pitch), tono o volumen, entre otros.
Durante el habla la persona no so´lo articula sonidos que configuran una expresio´n sino
que simulta´neamente controla otras caracterı´sticas vocales como la energı´a, la intensidad,
el tiempo, el ritmo. Dichas caracterı´sticas constituyen la estructura proso´dica del habla.
Se plantea en este trabajo un desarrollo de arquitectura hardware, de un sistema que
estudia la sen˜al de voz mediante te´cnicas basadas en el ana´lisis tiempo-frecuencia,
para extraer de ella caracterı´sticas que permitan definir los diferentes para´metros que
conforman la voz (pitch, formantes, intensidad, energı´a).
La implementacio´n de este sistema se desarrolla sobre plataformas de hardware
reconfigurable como son las FPGAs (Field Programmable Gate Arrays). E´stas son descritas,
estructuradas y programadas por medio de lenguajes de descripcio´n de hardware
(HDL - Hardware Description Language). Este dispositivo utilizado en la implementacio´n
del proyecto tiene la ventaja de ser reconfigurable, puede alcanzar altos ı´ndices de
rendimiento y mayor potencia de procesamiento de datos (raw data processing power) que
los procesadores DSP convencionales.
Este documento se divide de la siguiente forma: en el Capı´tulo 1 se describe la
fisiologı´a del o´rgano de produccio´n de voz y la naturaleza de los sonidos. El Capı´tulo
2 realiza una descripcio´n del tipo de disen˜o que se uso´ para desarrollar las diferentes
arquitecturas hardware, el lenguje utilizado, y cada uno de los dispositivos de la FPGA
que fueron usados para llevar a cabo la implementacio´n. En el Capı´tulo 3 se encuentra
una descripcio´n de algunos de los para´metros proso´dicos que se pueden extraer de la
sen˜al de voz, las te´cnicas matema´ticas para extraer estos para´metros y la descripcio´n
hardware detallada de los desarrollos de arquitectura con los que se realiza el disen˜o
del sistema de adquisicio´n, procesamiento y presentacio´n de resultados. El Capı´tulo 4
contiene la metodologı´a de evaluacio´n y los resultados obtenidos.
v
Abstract
The voice is an signal biological of acoustic nature, in which patterns exist associate that
make it single; with it is possible to be expressed sounds, emotions, pathologies, which
are represented by alterations in the fundamental frequency (pitch), tone or volume,
among others. During the speech the person not only articulates sounds that make up
an expression but simultaneously it control other vocal characteristics as the energy,
the intensity, the time, the rate. These characteristics make up the prosodic structure
of the speech. It arises in this work a development of hardware architecture, a system
that studies voice signal using techniques based on time-frequency analysis, to extract
characteristics that allow it to define the different parameters that conform the voice
(pitch, formants, intensity, energy).
The implementation of this system is developed on platforms of reconfigurable
hardware as are the FPGAs (Field Programmable Gate Arrays). These are described,
structured and programmed by means of hardware description language (HDL -
Hardware Description Language). This device used in the implementation of the project
has the advantage of being reconfigurable, can achieve high of indices performance
and greater power of data processing (raw data processing power) that conventional
processors DSP .
This document is divided of the following form: in Chapter 1 describes to the
physiology of the organ of voice production and the nature of the sounds. The Chapter
2 performs a description of the type of design to be used to develop different hardware
architectures, lenguje used, and each one of the FPGA devices that were used to carry out
the implementation. In the Chapter 3 is a description of some of the prosodic parameters
that can be extracted of the voice signal, the mathematical techniques for extracting these
parameters and detailed description hardware of the developments of architecture with
which the design of the system of acquisition, processing and presentation of results. The
Chapter 4 contains the methodology of evaluation and results.
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Objetivos
Objetivo General
Implementar un sistema para identificar para´metros proso´dicos en sen˜ales de voz
utilizando dispositivos de hardware reconfigurable (FPGA).
Objetivos Especı´ficos
– Desarrollar una interfaz hombre-ma´quina que permita el ana´lisis de la voz para
determinar caracterı´sticas en ella que sirvan de base para otras investigaciones
relacionadas con el estudio de habla.
– Implementacio´n sobre una SPARTAN-3E FPGA de un sistema de reconocimiento
de para´metros proso´dicos.
– Desarrollar en VHDL un conjunto de co´digos que permita la descripcio´n del
hardware de la FPGA para su posterior aplicacio´n en la adquisicio´n de la sen˜al de
voz.
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Capı´tulo 1
Anatomı´a de la voz
Desde un punto de vista fı´sico, la fisiologı´a de la voz involucra una compleja cadena de
eventos, desde los procesos neurolo´gicos en el sistema nervioso central, hasta la ejecucio´n
coordinada de los movimientos del aparato fonador.
El resultado final de esta cadena consiste en la emisio´n de energı´a acu´stica, la cual,
contiene la informacio´n que se transmite hasta el(los) receptor(es). Esta energı´a es de
naturaleza vibrante u ondulatoria. Adema´s de la naturaleza vibrante de la energı´a
acu´stica (el sonido), el propio comportamiento verbal es de por sı´ vibratorio en varios
niveles. No so´lo involucra las vibraciones de las cuerdas vocales, sino que, adema´s y
simulta´neamente, produce un comportamiento oscilante del aparato fonador, dando
lugar a lo que se denomina el comportamiento articulatorio.
Tomando la voz en un tiempo considerable, la fisiologı´a de la voz suele mostrar
oscilaciones entre fases de emisio´n (donde existen palabras) y fases de silencio (donde
no existen palablas). Por u´ltimo, la fisiologı´a de la voz y desde el punto de vista de la
conformacio´n de una oracio´n, presenta oscilaciones definidas por las diferentes palabras
que se agrupan, y construyen la oracio´n.
Es decir, la fisiologı´a de la voz es un feno´meno esencialmente vibratorio, y esta
caracterı´stica determina los modos de aproximacio´n experimental al mismo. Desde este
punto de vista, el comportamiento verbal, puede ser estudiado a diferentes niveles o
escalas temporales, segu´n el tipo de feno´menos en el que se este´ interesado estudiar.
La fisiologı´a de la voz en un primer nivel, consiste en la emisio´n de energı´a acu´stica,
por medio de la vibracio´n de las cuerdas vocales. El estudio de esta vibracio´n revela
la presencia y las caracterı´sticas de los fonemas. Ası´, cada sonido fone´tico tiene unas
caracterı´sticas peculiares en el rango de frecuencias audibles (de 20 a 20.000 Hz) [1] [2].
El aparato fonador tiene tres partes fundamentales:
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2• Las cavidades infraglo´ticas (o´rganos respiratorios).
• La cavidad ları´ngea o glo´tica (o´rgano fonador).
• Las cavidades supraglo´ticas (o´rganos de la articulacio´n).
Estas cavidades actu´an como cavidades resonantes, y su forma determina las
caracterı´sticas acu´sticas de la sen˜al de voz [3].
El sistema fonador se puede dividir en tres bloques:
• Sistema de generacio´n: Los mu´sculos abdominales y tora´cicos aumentan la presio´n
en los pulmones produciendo un exceso en la corriente de aire, e´sta sale por los
bronquios y la tra´quea hasta llegar a la laringe donde es excitado el sistema de
vibracio´n.
• Sistema de vibracio´n: Esta´ conformado ba´sicamente por las cuerdas vocales, las
cuales se dividen en dos pares superiores e inferiores, de estas, so´lo las u´ltimas
participan en la produccio´n de voz. En el caso de la respiracio´n las cuerdas se abren
y se recogen a los lados permitiendo el libre paso del aire, si por el contrario se
encuentran juntas y tensas el aire choca haciendo que se produzcan los diferentes
sonidos.
• Sistema resonante: Lo componen tres cavidades articulatorias: cavidad farı´ngea,
cavidad oral y cavidad nasal. Los sonidos producidos por el sistema de vibracio´n
se desplazan desde las cuerdas vocales hasta los orificios nasales y la boca, la
articulacio´n de las cavidades modifica y amplifica los sonidos que finalmente son
expulsados al exterior.
La especie humana ha habilitado como transmisor de los mensajes lingu¨ı´sticos un
conjunto de o´rganos pertenecientes a los sistemas respiratorio y digestivo. El aparato
fonador humano coloca en juego una serie de o´rganos mo´viles:
1. Glotis.
2. Cuerdas vocales.
3. Lengua.
34. Labios.
5. Velo del paladar.
Pero tambie´n algunos o´rganos inmo´viles:
1. Pulmones.
2. Dientes.
3. Alveolos.
4. Paladar.
5. Laringe.
6. Cavidad bucal.
7. Cavidad nasal.
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Figura 1.1: Aparato de produccio´n vocal
41.1 Produccio´n de la voz
La voz humana se produce voluntariamente por medio del aparato fonatorio. E´ste esta´
formado por los pulmones como fuente de energı´a en la forma de un flujo de aire, la
laringe, que contiene las cuerdas vocales, la faringe, las cavidades oral (o bucal) y nasal y
una serie de elementos articulatorios: los labios, los dientes, el alve´olo, el paladar, el velo
del paladar y la lengua (figura 1.1)1.
Las cuerdas vocales son, en realidad, dos membranas dentro de la laringe orientadas
de adelante hacia atra´s (figura 1.2)2. Por adelante se unen en el cartı´lago tiroides (que
puede palparse sobre el cuello, inmediatamente por debajo de la unio´n con la cabeza;
en los varones suele apreciarse como una protuberancia conocida como nuez de Ada´n).
Por detra´s, cada una esta´ sujeta a uno de los dos cartı´lagos aritenoides, los cuales pueden
separarse voluntariamente por medio de mu´sculos. La abertura entre ambas cuerdas se
denomina glotis. Cuando las cuerdas vocales se encuentran separadas, la glotis adopta
una forma triangular. El aire pasa libremente y pra´cticamente no se produce sonido. Es
el caso de la respiracio´n [4]. Cuando la glotis comienza a cerrarse, el aire que la atraviesa
proveniente de los pulmones experimenta una turbulencia, emitie´ndose un ruido de
origen aerodina´mico conocido como aspiracio´n (aunque en realidad acompan˜a a una
espiracio´n o exhalacio´n). Esto sucede en los sonidos denominados aspirados (como la /h
/ inglesa). Al cerrarse ma´s, las cuerdas vocales comienzan a vibrar a modo de lengu¨etas,
producie´ndose un sonido tonal, es decir perio´dico. La frecuencia de este sonido depende
de varios factores, entre otros del taman˜o y la masa de las cuerdas vocales, de la tensio´n
que se les aplique y de la velocidad del flujo del aire proveniente de los pulmones. A
mayor taman˜o, menor frecuencia de vibracio´n, lo cual explica por que´ en los varones,
cuya glotis es en promedio mayor que la de las mujeres, la voz es en general ma´s grave.
A mayor tensio´n la frecuencia aumenta, siendo los sonidos ma´s agudos. Ası´, para
lograr emitir sonidos en el registro extremo de la voz es necesario un mayor esfuerzo
vocal. Tambie´n aumenta la frecuencia (a igualdad de las otras condiciones) al crecer la
velocidad del flujo de aire, razo´n por la cual al aumentar la intensidad de emisio´n se
tiende a elevar esponta´neamente el tono de voz [5].
La porcio´n que incluye las cavidades farı´ngea, oral y nasal junto con los elementos
articulatorios se denomina gene´ricamente cavidad supraglo´tica, en tanto que los espacios
1Figura extraı´da de La voz humana, de Federico Miyara, pag 4
2Figura extraı´da de La voz humana, de Federico Miyara, pag 5
5por debajo de la laringe, es decir la tra´quea, los bronquios y los pulmones, se denominan
cavidades infraglo´ticas [6].
Varios de los elementos de la cavidad supraglo´tica se controlan a voluntad, permitiendo
modificar dentro de ma´rgenes muy amplios los sonidos producidos por las cuerdas
vocales o agregar partes distintivas a los mismos, e inclusive producir sonidos propios.
Todo esto se efectu´a por dos mecanismos principales: el filtrado y la articulacio´n. El
filtrado actu´a modificando el espectro del sonido. Tiene lugar en las cuatro cavidades
supraglo´ticas principales: la faringe, la cavidad nasal, la cavidad oral y la cavidad labial.
Las mismas constituyen resonadores acu´sticos que enfatizan determinadas bandas
frecuenciales del espectro generado por las cuerdas vocales, conduciendo al concepto de
formantes, es decir una serie de picos de resonancia ubicados en frecuencia [7] [8].
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Figura 1.2: Corte esquema´tico de la laringe segu´n un plano horizontal.
La articulacio´n es una modificacio´n principalmente a nivel temporal de los sonidos,
y esta´ directamente relacionada con la emisio´n de los mismos y con los feno´menos
transitorios que los acompan˜an. Esta´ caracterizada por el lugar del tracto vocal en que
tiene lugar, por los elementos que intervienen y por el modo en que se produce, factores
que dan origen a una clasificacio´n fone´tica de los sonidos que veremos luego.
61.1.1 Clasificacio´n de los sonidos de la voz
Los sonidos emitidos por el aparato fonatorio pueden clasificarse de acuerdo con diversos
criterios que tienen en cuenta los diferentes aspectos del feno´meno de emisio´n.
Estos criterios son:
1. Segu´n su cara´cter voca´lico o consona´ntico.
2. Segu´n su oralidad o nasalidad.
3. Segu´n su cara´cter tonal (sonoro) o no tonal (sordo).
4. Segu´n el lugar de articulacio´n.
5. Segu´n el modo de articulacio´n.
6. Segu´n la posicio´n de los o´rganos articulatorios.
7. Segu´n la duracio´n.
Vocales y consonantes
Desde un punto de vista mecanoacu´stico, las vocales son los sonidos emitidos por
la sola vibracio´n de las cuerdas vocales sin ningu´n obsta´culo o constriccio´n entre la
laringe y las aberturas oral y nasal. Dicha vibracio´n se genera por el principio del
oscilador de relajacio´n, donde interviene una fuente de energı´a constante en la forma
de un flujo de aire proveniente de los pulmones. Son siempre sonidos de cara´cter
tonal (cuasiperio´dicos), y por consiguiente de espectro discreto. Las consonantes,
por el contrario, se emiten interponiendo algu´n obsta´culo formado por los elementos
articulatorios. Los sonidos correspondientes a las consonantes pueden ser tonales o
no dependiendo de si las cuerdas vocales esta´n vibrando o no. Funcionalmente, en el
castellano las vocales pueden constituir palabras completas, no ası´ las consonantes.
Oralidad y Nasalidad
Los fonemas en los que el aire pasa por la cavidad nasal se denominan nasales, en tanto
que aque´llos en los que sale por la boca se denominan orales. La diferencia principal
esta´ en el tipo de resonador principal por encima de la laringe (cavidad nasal y oral,
respectivamente). En castellano son nasales so´lo las consonantes /m/, /n/, /n˜/.
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Los fonemas en los que participa la vibracio´n de las cuerdas vocales se denominan
tonales o, tambie´n, sonoros. La tonalidad lleva implı´cito un espectro cuasi perio´dico.
Como se puntualizo´ anteriormente, todas las vocales son tonales, pero existen varias
consonantes que tambie´n lo son: /b/, /d/, /m/, etc. Aquellos fonemas producidos
sin vibraciones glotales se denominan sordos. Varios de ellos son el resultado de la
turbulencia causada por el aire pasando a gran velocidad por un espacio reducido, como
las consonantes /s/, /z/, /j/, /f/ [9].
Lugar y modo de articulacio´n (Consonantes)
La articulacio´n es el proceso mediante el cual alguna parte del aparato fonatorio
interpone un obsta´culo para la circulacio´n del flujo de aire. Las caracterı´sticas de la
articulacio´n permitira´n clasificar las consonantes. Los o´rganos articulatorios son los
labios, los dientes, las diferentes partes del paladar (alve´olo, paladar duro, paladar
blando o velo), la lengua y la glotis. Salvo la glotis, que puede articular por sı´ misma,
el resto de los o´rganos articula por oposicio´n con otro. Segu´n el lugar o punto de
articulacio´n se tienen fonemas:
Bilabiales: oposicio´n de ambos labios.
Labiodentales: oposicio´n de los dientes superiores con el labio inferior.
Linguodentales: oposicio´n de la punta de la lengua con los dientes superiores.
Alveolares: oposicio´n de la punta de la lengua con la regio´n alveolar.
Palatales: oposicio´n de la lengua con el paladar duro.
Velares: oposicio´n de la parte posterior de la lengua con el paladar blando.
Glotales: articulacio´n en la propia glotis.
A su vez, para cada punto de articulacio´n e´sta puede efectuarse de diferentes modos,
dando lugar a fonemas:
Oclusivos: la salida del aire se cierra momenta´neamente por completo.
Fricativos: el aire sale atravesando un espacio estrecho.
Africados: oclusio´n seguida por fricacio´n.
Laterales: la lengua obstruye el centro de la boca y el aire sale por los lados.
8Vibrantes: la lengua vibra cerrando el paso del aire intermitentemente.
Aproximantes: La obstruccio´n muy estrecha que no llega a producir turbulencia.
Los fonemas oclusivos (correspondientes a las consonantes /b/ inicial o postnasal,
/c/, /k /, /d/, /g/ inicial, postnasal o postlateral, /p/, /t/) tambie´n se denominan a
veces explosivos, debido a la liberacio´n repentina de la presio´n presente inmediatamente
antes de su emisio´n. Pueden ser sordos o sonoros, al igual que los fricativos (/b/
postvoca´lica, postlateral y postvibrante, /g/ postvoca´lica y post vibrante, /f/, /j/, /h/
aspirada, /s/, /y/, /z/). So´lo existe un fonema africado en castellano, correspondiente a
la (/ch/). Los laterales (/l/, /ll/) a veces se denominan lı´quidos, y son siempre sonoros.
Los dos fonemas vibrantes del castellano (consonantes /r/, /rr/) difieren en que en uno
de ellos (/r/) se ejecuta una sola vibracio´n y es intervoca´lico, mientras que en el otro
(/rr/) es una sucesio´n de dos o tres vibraciones de la lengua. Finalmente, los fonemas
aproximantes (la /i/ y la /u/) cerradas que aparecen en algunos diptongos son a veces
denominados semivocales, pues en realidad suenan como vocales. Pero exhiben una
diferencia muy importante; son de corta duracio´n y no son prolongables [9] [10] [11].
Posicio´n de los o´rganos articulatorios (vocales)
En el caso de las vocales, la articulacio´n consiste en la modificacio´n de la accio´n
filtrante de los diversos resonadores, lo cual depende de las posiciones de la lengua (tanto
en elevacio´n como en profundidad o avance), de la mandı´bula inferior, de los labios [9]
[11] y del paladar blando. Estos o´rganos influyen sobre los formantes, permitiendo su
control.
Se pueden clasificar las vocales segu´n la posicio´n de la lengua como se muestra en la
tabla 1.1.
posicio´n Vertical Tipo de Vocal Posicio´n Horizontal(Avance)
Anterior − Cental − Posterior
Alta Cerrada i−−−−−−−−−−−−u
Media Media e−−−−−−−−−−− o
Baja Abierta a
Tabla 1.1: Clasificacio´n de las vocales castellanas segu´n la posicio´n de la lengua.
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activamente los labios. Las vocales labializadas, tambie´n definidas como redondeadas,
son las que redondean los labios hacia adelante, incrementando la longitud efectiva del
tracto vocal. La u´nica vocal labializada en el castellano es la /u/. En otros idiomas, como
el france´s, el portugue´s, el catala´n y el polaco, ası´ como en lenguas no europeas como el
guaranı´ o el hindu´, existe tambie´n el matiz de oralidad o nasalidad. En las vocales orales
el velo (paladar blando) sube, obturando la nasofaringe, lo cual impide que el aire fluya
parcialmente por la cavidad nasal. En las vocales nasalizadas (u oronasales) el velo baja,
liberando el paso del aire a trave´s de la nasofaringe. Se incorpora ası´ la resonancia nasal.
Duracio´n
La duracio´n de los sonidos, especialmente de las vocales, no tiene importancia a nivel
sema´ntico en el castellano, pero sı´ en el plano expresivo, a trave´s de la agogia, es decir el
e´nfasis o acentuacio´n a trave´s de la duracio´n. En ingle´s, en cambio, la duracio´n de una
vocal puede cambiar completamente el significado de la palabra que la contiene.
Capı´tulo 2
Descripcio´n estructural
Para llevar a cabo la implementacio´n del disen˜o en el sistema de desarrollo Xilinx, es
necesario primero describir cada uno de los dispositivos que son usados, el disen˜o que
se usa para desarrollar los programas y conocer el lenguaje con el cual se describen los
componentes que son creados para instanciar cada uno de los dispositivos empleados en
la investigacio´n.
2.1 Metodologı´a de disen˜o
Los disen˜os que se realizan en la investigacio´n, son basados en el disen˜o top-down, el
cual permite desarrollar una idea a gran escala e ir reduciendo esa idea hasta llegar a
la base. VHDL permite en su desarrollo software trabajar con este tipo de disen˜o, que
facilita al programador el disen˜o de cualesquier estructura que pueda ser implementada
en lenguajes HDL.
2.1.1 Concepto de herramientas CAD-EDA
En su sentido ma´s moderno, CAD (disen˜o asistido por ordenador, del ingle´s Computer
Aided Design) significa proceso de disen˜o que emplea sofisticadas te´cnicas gra´ficas de
ordenador, apoyadas en paquetes de software para ayuda en los problemas analı´ticos, de
desarrollo, de coste y ergono´micos asociados con el trabajo de disen˜o.
En principio, el CAD es un te´rmino asociado al dibujo como parte principal del
proceso de disen˜o, sin embargo, dado que el disen˜o incluye otras fases, el te´rmino CAD
se emplea tanto como para el dibujo, o disen˜o gra´fico, como para el resto de herramientas
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que ayudan al disen˜o (como la comprobacio´n de funcionamiento, ana´lisis de costes, etc.)
El impacto de las herramientas de CAD sobre el proceso de disen˜o de circuitos
electro´nicos y sistemas procesadores es fundamental. No so´lo por la adicio´n de interfaz
gra´fica para facilitar la descripcio´n de esquemas, sino por la inclusio´n de herramientas,
como los simuladores, que facilitan el proceso de disen˜o y la conclusio´n con e´xito de los
proyectos.
EDA (Electronic Design Automation) es el nombre que se le da a todas las herramientas
(tanto hardware como software) para la ayuda al disen˜o de sistemas electro´nicos. Dentro
del EDA, las herramientas de CAD juegan un importante papel, sin embargo, no so´lo el
software es importante: computadoras cada dı´a ma´s veloces, elementos de entrada de
disen˜o cada vez ma´s sofisticados, son tambie´n caracterı´sticas que ayudan a facilitar el
disen˜o de circuitos electro´nicos.
El disen˜o hardware tiene un problema fundamental, que no existe, por ejemplo, en
la produccion del software. Este problema es el alto coste del ciclo (disen˜o, prototipo,
testeo, vuelta a empezar), ya que el coste del prototipo suele ser, en general, bastante
elevado. Se impone la necesidad de reducir este ciclo de disen˜o para no incluir la fase del
prototipo ma´s que al final del proceso, evitando ası´ la repeticio´n de varios prototipos que
es lo que encarece el ciclo. Para ello se introduce la fase de simulacio´n y comprobacio´n
de circuitos utilizando herramientas de CAD, de forma que no es necesario realizar
fı´sicamente un prototipo para comprobar el funcionamiento del circuito, economizando
ası´ el ciclo de disen˜o.
En el ciclo de disen˜o hardware las herramientas de CAD esta´n presentes en todos los
pasos. En primer lugar en la fase de descripcio´n de la idea, que serı´a un esquema ele´ctrico,
un diagrama de bloques, etc. En segundo lugar en la fase de simulacio´n y comprobacio´n
de circuitos, donde diferentes herramientas permiten realizar simulaciones de eventos,
funcional, digital o ele´ctrica de un circuito atendiendo al nivel de simulacio´n requerido.
Por u´ltimo existen las herramientas de CAD orientadas a la fabricacio´n. En el caso de
disen˜o hardware estas herramientas sirven para la realizacio´n de PCBs (Printed Circuit
Boards) o placas de circuito impreso, y tambie´n para la realizacio´n de ASICs (Application
Specific Integrated Circuits) las cuales permiten la realizacio´n de microchips ası´ como la
realizacio´n y programacio´n de dispositivos programables.
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Herramientas CAD para el disen˜o hardware:
Lenguajes de descripcio´n de circuitos. Son lenguajes mediante los cuales es posible
describir un circuito ele´ctrico o digital. La descripcio´n puede ser de bloques, donde
se muestra la arquitectura del disen˜o, o de comportamiento, donde se describe el
comportamiento del circuito en vez de los elementos de los que esta´ compuesto.
Captura de esquemas. Es la forma cla´sica de describir un disen˜o electro´nico y la ma´s
extendida ya que era la u´nica usada antes de la aparicio´n de las herramientas de CAD. La
descripcio´n esta´ basada en un diagrama donde se muestran los diferentes componentes
de un circuito y sus interconexiones.
Gra´ficos y diagramas de flujo. Es posible describir un circuito o sistema mediante
diagramas de flujo, redes de Petri, ma´quinas de estados, etc. En este caso serı´a una
descripcio´n gra´fica pero, al contrario que la captura de esquemas, la descripcio´n serı´a
comportamental en vez de una descripcio´n de componentes.
Simulacio´n de sistemas. Estas herramientas se usan sobre todo para la simulacio´n
de sistemas. Los componentes de la simulacio´n son elementos de alto nivel como discos
duros, buses de comunicaciones, etc. Se aplica la teorı´a de colas para la simulacio´n.
Simulacio´n funcional. Bajando al nivel de circuitos digitales se puede realizar
una simulacio´n funcional. Este tipo de simulacio´n comprueba el funcionamiento de
circuitos digitales de forma funcional, es decir, a partir del comportamiento lo´gico de
sus elementos (sin tener en cuenta problemas ele´ctricos como retrasos, etc.) Se genera el
comportamiento del circuito frente a unos estı´mulos dados.
Simulacio´n digital. Esta simulacio´n, tambie´n exclusiva de los circuitos digitales, es
como la anterior con la diferencia de que se tienen en cuenta retrasos en la propagacio´n
de las sen˜ales digitales. Es una simulacio´n muy cercana al comportamiento real del
circuito y pra´cticamente garantiza el funcionamiento correcto del circuito a realizar.
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Simulacio´n ele´ctrica. Es la simulacio´n de ma´s bajo nivel donde las respuestas se
elaboran a nivel del transistor. Sirven tanto para circuitos analo´gicos como digitales y su
respuesta es pra´cticamente ide´ntica a la realidad.
Realizacio´n de PCBs. Con estas herramientas es posible realizar el trazado de pistas
para la posterior fabricacio´n de una placa de circuito impreso.
Realizacio´n de circuitos integrados. Son herramientas de CAD que sirven para
la realizacio´n de circuitos integrados. Las capacidades gra´ficas de estas herramientas
permiten la realizacio´n de las diferentes ma´scaras que intervienen en la realizacio´n de
circuitos integrados.
Realizacio´n de dispositivos programables. Con estas herramientas se facilita la
programacio´n de este tipo de dispositivos, desde las simples PALs (Programmable And
Logic) hasta las ma´s complejas FPGAs (Field Programmable Gate Arrays), pasando por las
PLDs (Programmable Logic Devices).
2.1.2 Disen˜o Top-Down
El disen˜oo Top-Down es, en su ma´s pura forma, el proceso de capturar una idea en un alto
nivel de abstraccio´n, e implementar esa idea primero en un muy alto nivel, y despue´s
ir hacia abajo incrementando el nivel de detalle, segu´n sea necesario. Esta forma de
disen˜ar se muestra gra´ficamente en la figura (2.1)1 donde el sistema inicial se ha dividido
en diferentes mo´dulos, cada uno de los cuales se encuentra a su vez subdividido hasta
llegar a los elementos primitivos de la descripcio´n.
1Figura extraida de Lenguaje para sı´ntesis y modelado de circuitos, de Fernando Pardo, volumen 2, pag 6
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(Down)
nivel alto
nivel bajo
(Top)
Figura 2.1: Metodologı´a de disen˜o Top-Down
Pero hoy en dı´a, nos encontramos en un marco en que es necesario hacer disen˜os
ma´s y ma´s complicados en menos tiempo. Ası´, se puede descubrir que el flujo de disen˜o
bottom-up es bastante ineficiente. El problema ba´sico del disen˜o bottom-up es que no
permite acometer con e´xito disen˜os que contengan muchos elementos puesto que es fa´cil
conectarlos de forma erro´nea. No se puede esperar unir miles de componentes de bajo
nivel, o primitivas, y confiar en que el disen˜o funcione adecuadamente.
Para esto existe la metodologı´a Top-down que sigue un poco el lema de ”divide y
vencera´s”, de manera que un problema, en principio muy complejo, es dividido en
varios subproblemas que a su vez pueden ser divididos en otros problemas mucho ma´s
sencillos de tratar. En el caso de un circuito esto se traducirı´a en la divisio´n del sistema
completo en mo´dulos, cada uno de los cuales con una funcionalidad determinada. A su
vez, estos mo´dulos, dependiendo siempre de la complejidad del circuito inicial o de los
mo´dulos, se pueden dividir en otros mo´dulos hasta llegar a los componentes ba´sicos del
circuito o primitivas.
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Ventajas del disen˜o Top-Down
Incrementa la productividad del disen˜o. Este flujo de disen˜o permite especificar
funcionalmente en un nivel alto de abstraccio´n sin tener que considerar la implementacio´n
del mismo a nivel de puertas lo´gicas. Por ejemplo se puede especificar un disen˜o en
VHDL y el software utilizado generarı´a el nivel de puertas directamente.Esto minimiza
la cantidad de tiempo utilizado en un disen˜o.
Incrementa la reutilizacio´n del disen˜o. En el proceso de disen˜o se utilizan tecnologı´as
gene´ricas. Esto es, que no se fija la tecnologı´a a utilizar hasta pasos posteriores en el
proceso. Esto permite reutilizar los datos del disen˜o u´nicamente cambiando la tecnologı´a
de implementacio´n. Ası´ es posible crear un nuevo disen˜o de uno ya existente.
Ra´pida deteccio´n de errores. Como se dedica ma´s tiempo a la definicio´n y al disen˜o,
se encuentran muchos errores pronto en el proceso de descripcio´n del circuito [12].
2.2 Lenguaje de descripcio´n de hardware (HDL)
Los lenguajes de descripcio´n de hardware (HDLs) son utilizados para describir la
arquitectura y comportamiento de un sistema electro´nico los cuales fueron desarrollados
para trabajar con disen˜os complejos.
Comparando un HDL con los lenguajes para el desarrollo de software vemos que en
un lenguaje de este tipo un programa que se encuentra en un lenguaje de alto nivel
necesita ser ensamblado a co´digo ma´quina (compuertas y conexiones) para poder ser
interpretado por el procesador. De igual manera, el objetivo de un HDL es describir un
circuito mediante un conjunto de instrucciones de alto nivel de abstraccio´n para que
el programa de sı´ntesis genere (ensamble) un circuito que pueda ser implementado
fı´sicamente.
En principio se utilizo´ un lenguaje de descripcio´n que permitı´a, mediante sentencias
simples, describir completamente un circuito. A estos lenguajes se les llamo´ Netlist
puesto que eran simplemente eso, un conjunto de instrucciones que indicaban las
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interconexiones entre los componentes de un disen˜o. A partir de estos lenguajes simples,
que ya eran aute´nticos lenguajes de descripcio´n hardware, se descubrio´ el intere´s que
podrı´a tener el describir circuitos utilizando un lenguaje en vez de usar esquemas. Sin
embargo, se siguieron utilizando esquemas puesto que desde el punto de vista del ser
humano son mucho ma´s sencillos de entender, aunque un lenguaje siempre permite una
edicio´n ma´s ra´pida y sencilla [13].
2.3 Lenguaje VHDL
Con una mayor sofisticacio´n de las herramientas de disen˜o, y con la puesta al alcance de
todos de la posibilidad de fabricacio´n de circuitos integrados y de circuitos con lo´gica
programable, fue apareciendo la necesidad de poder describir los circuitos con un alto
grado de abstraccio´n, no desde el punto de vista estructural, sino desde el punto de vista
funcional. Existı´a la necesidad de poder describir un circuito pero no desde el punto de
vista de sus componentes, sino desde el punto de vista de co´mo funcionaba.
Este nivel de abstraccio´n se habı´a alcanzado ya con las herramientas de simulacio´n.
Para poder simular partes de un circuito era necesario disponer de un modelo que
describiera el funcionamiento de ese circuito, o componente. Estos lenguajes estaban
sobre todo orientados a la simulacio´n, por lo que poco importaba que el nivel de
abstraccio´n fuera tan alto que no fuera sencillo una realizacio´n o sı´ntesis a partir de
dicho modelo. Con la aparicio´n de te´cnicas para la sı´ntesis de circuitos a partir de
un lenguaje de alto nivel, se utilizaron como lenguajes de descripcio´n precisamente
estos lenguajes de simulacio´n, que si bien alcanzan un altı´simo nivel de abstraccio´n, su
orientacio´n es ba´sicamente la de simular, por lo que los resultados de una sı´ntesis a partir
de descripciones con estos lenguajes no es siempre la ma´s o´ptima. En estos momentos
no parece que exista un lenguaje de alto nivel de abstraccio´n cuya orientacio´n o finalidad
sea la de la sı´ntesis automa´tica de circuitos, por lo que todavı´a, de hecho se empieza
ahora, se utilizan estos lenguajes orientados a la simulacio´n tambie´n para la sı´ntesis de
circuitos.
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VHDL, viene de VHSIC (Very High Speed Integrated Circuit) Hardware Description
Language. VHDL es un lenguaje de descripcio´n y modelado disen˜ado para describir (en
una forma que los humanos y las ma´quinas puedan leer y entender) la funcionalidad y
la organizacio´n de sistemas hardware digitales, placas de circuitos, y componentes.
VHDL fue desarrollado como un lenguaje para el modelado y simulacio´n lo´gica
dirigida por eventos de sistemas digitales, y actualmente se lo utiliza tambie´n para la
sı´ntesis automa´tica de circuitos. El VHDL fue desarrollado de forma muy parecida al
ADA debido a que el ADA fue tambie´n propuesto como un lenguaje puro pero que
tuviera estructuras y elementos sinta´cticos que permitieran la programacio´n de cualquier
sistema hardware sin limitacio´n de la arquitectura. El ADA tenı´a una orientacio´n hacia
sistemas en tiempo real y al hardware en general, por lo que se lo escogio´ como modelo
para desarrollar el VHDL.
VHDL es un lenguaje con una sintaxis amplia y flexible que permite el modelado
estructural, en flujo de datos y de comportamiento hardware. VHDL permite el
modelado preciso, en distintos estilos, del comportamiento de un sistema digital
conocido y el desarrollo de modelos de simulacio´n.
Uno de los objetivos del lenguaje VHDL es el modelado. Modelado es el desarrollo
de un modelo para simulacio´n de un circuito o sistema previamente implementado cuyo
comportamiento, por tanto, se conoce. El objetivo del modelado es la simulacio´n. Otro de
los usos de este lenguaje es la sı´ntesis automa´tica de circuitos. En el proceso de sı´ntesis,
se parte de una especificacio´n de entrada con un determinado nivel de abstraccio´n, y se
llega a una implementacio´n ma´s detallada, menos abstracta. Por tanto, la sı´ntesis es una
tarea vertical entre niveles de abstraccio´n, del nivel ma´s alto en la jerarquı´a de disen˜o se
va hacia el ma´s bajo nivel de la jerarquı´a.
ElVHDL es un lenguaje que fue disen˜ado inicialmente para ser usado en el modelado
de sistemas digitales. Es por esta razo´n que su utilizacio´n en sı´ntesis no es inmediata,
aunque lo cierto es que la sofisticacio´n de las actuales herramientas de sı´ntesis es tal que
permiten implementar disen˜os especificados en un alto nivel de abstraccio´n.
La sı´ntesis a partir de VHDL constituye hoy en dı´a una de las principales aplicaciones
del lenguaje con una gran demanda de uso. Las herramientas de sı´ntesis basadas en
el lenguaje permiten en la actualidad ganancias importantes en la productividad de
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disen˜o [12].
Algunas ventajas del uso de VHDL para la descripcio´n hardware son:
• VHDL permite disen˜ar, modelar, y comprobar un sistema desde un alto nivel de
abstraccio´n bajando hasta el nivel de definicio´n estructural de puertas.
• Circuitos descritos utilizando VHDL, siguiendo unas guı´as para sı´ntesis, pueden
ser utilizados por herramientas de sı´ntesis para crear implementaciones de disen˜os
a nivel de puertas.
• Los mo´dulos creados en VHDL pueden utilizarse en diferentes disen˜os, lo que
permite la reutilizacio´n del co´digo. Adema´s, la misma descripcio´n puede emplearse
para diferentes tecnologı´as sin tener que redisen˜ar todo el circuito.
• Al estar basado en un esta´ndar (IEEE Std 1076-1987) los ingenieros de toda
la industria de disen˜o pueden usar este lenguaje para minimizar errores de
comunicacio´n y problemas de compatibilidad.
• VHDL permite disen˜o Top-Down, esto es, permite describir (modelado) el
comportamiento de los bloques de alto nivel, analiza´ndolos (simulacio´n), y refinar
la funcionalidad de alto nivel requerida antes de llegar a niveles ma´s bajos de
abstraccio´n de la implementacio´n del disen˜o.
• Modularidad: VHDL permite dividir o descomponer un disen˜o hardware y su
descripcio´n VHDL en unidades ma´s pequen˜as.
2.4 La FPGA
Las FPGAs (Field Programmable Gate Array), introducidas por Xilinx en 1985, son el
dispositivo programable por el usuario de ma´s general espectro. Tambie´n se denominan
LCA (Logic Cell Array). Consisten en una matriz bidimensional de bloques configurables
que se pueden conectar mediante recursos generales de interconexio´n. Estos recursos
incluyen segmentos de pista de diferentes longitudes, ma´s unos conmutadores
programables para enlazar bloques a pistas o pistas entre sı´. En realidad, lo que se
programa en una FPGA son los conmutadores que sirven para realizar las conexiones
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entre los diferentes bloques, ma´s la configuracio´n de los bloques.
Una FPGA esta´ compuesta por un conjunto de bloques iguales (CLBs Configurable
Logic Block) dispuesto de forma regular. Cada bloque contiene pequen˜as memorias RAM
y flips-flops que se pueden configurar para realizar todo tipo de circuitos combinacionales
y secuenciales de pequen˜a escala. Los bloques se pueden interconectar entre sı´ mediante
conexiones tambie´n configurables. La configuracio´n de la FPGA se realiza mediante una
comunicacio´n serie denominada bitstream, que puede estar almacenado en una memoria
externa (PROM, EEPROM, RAM...) o provenir de otro sistema (PC, microcontrolador,
otra FPGA).
Las FPGAs son circuitos integrados digitales cuya funcionalidad es definida por el
usuario. Los dispositivos actuales tienen una capacidad lo´gica de hasta millones de
compuertas y bloques de funciones especiales como memorias y procesadores. Esto da
lugar a que sistemas completos puedan implementarse sobre un solo integrado.
La gran capacidad y variedad de los dispositivos los hace sumamente u´tiles a la hora
de crear prototipos, desarrollo ra´pido de nuevos productos, productos que deben ser
reconfigurables por naturaleza o productos que se producen en altos volu´menes.
Uno de los factores ma´s importantes para el auge de las FPGAs es el conjunto de
herramientas de desarrollo disponibles. Las herramientas permiten describir la lo´gica
digital usando lenguajes de descripcio´n de hardware, simularlos y sintetizarlos.
Las FPGAs son ideales para formato de datos, sincronizacio´n, y ejecucio´n de
perife´ricos en tiempo real, como los mo´dems, receptores digitales, convertidores
analo´gico-digital, procesadores digitales programables, etc.
La programacio´n se hace por medio de lenguajes de descripcio´n hardware (HDL)
como VHDL (Very high speed integrated circuit hardware description language) o VerilogHDL.
El desarrollo de estos lenguajes ha impulsado la realizacio´n de disen˜os abiertos, la
reutilizacio´n de estos, o la adaptacio´n de los ya existentes, haciendo mucho ma´s fa´cil las
implementaciones de hardware, disminuyendo considerablemente los tiempos y costos
de disen˜o [14].
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2.4.1 Estructura general de las FPGAs
El proceso de disen˜o de un circuito digital utilizando una matriz lo´gica programable
puede descomponerse en dos etapas ba´sicas:
1. Dividir el circuito en bloques ba´sicos, asigna´ndolos a los bloque configurables del
dispositivo (figura 2.2).
2. Conectar los bloques de lo´gica mediante los conmutadores necesarios.
BloqueLógico Célula E/S
Recursos de
Interconexión
Figura 2.2: Estructura general de una FPGA en Xilinx
Los elementos ba´sicos constituyentes de una FPGA como las de Xilinx se pueden ver
en la figura 2.2 y son los siguientes:
• Bloques lo´gicos, cuya estructura y contenido se denomina arquitectura. Hay
muchos tipos de arquitecturas, que varı´an principalmente en complejidad (desde
una simple puerta hasta mo´dulos ma´s complejos o estructuras tipo PLD). Suelen
incluir biestables para facilitar la implementacio´n de circuitos secuenciales. Otros
mo´dulos de importancia son los bloques de entrada/salida,
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• Recursos de interconexio´n, cuya estructura y contenido se denomina arquitectura
de ruta.
• Memoria RAM, que se carga durante el RESET para configurar bloques y
conectarlos.
2.4.2 Ventajas de la FPGA
1. Facilidad en la reconfiguracio´n.
• Hardware fa´cilmente modificable.
• Programables en el campo.
2. Suficientemente flexible para acomodar varias tareas.
• Ra´pido tiempo para el desarrollo.
• Proveen soluciones ma´s baratas y ma´s flexibles que los ASICs.
• Hardware personalizado.
3. Circuitos ele´ctricos de propo´sito especı´fico.
• Procesamiento paralelo.
• Buses personalizados.
• Tiempo real es posible.
Pero en las FPGAs no todo son ventajas. Entre los inconvenientes de su utilizacio´n
esta´n su taman˜o, baja velocidad de operacio´n y baja densidad lo´gica (poca lo´gica
implementable en un solo chip). Su baja velocidad se debe a los retardos introducidos
por los conmutadores y las largas pistas de conexio´n [15].
2.4.3 Disen˜os
Proceso de Implementacio´n en FPGA:
• Definicio´n del disen˜o inicial (vhdl, esquemas).
• Optimizacio´n lo´gica (de las ecuaciones).
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• Mapeo tecnolo´gico (adapta ecuaciones a tecnologı´a).
• Ubicacio´n (asigna la ubicacio´n fı´sica a las ecuaciones).
• Ruteo (conecta todas las ecuaciones).
• Programacio´n de la unidad (genera configuracio´n).
• Configuracio´n. Carga en serie para minimizar el nu´mero de pines. Conexio´n en
cadena para la configuracio´n de varias FPGAs.
• Relectura. Se permite la lectura del contenido completo del chip, incluido el
contenido de los FF internos.
• Seguridad. Bit para evitar la re-ingenierı´a del disen˜o.
2.4.4 Algo ma´s sobre FPGAs
• Permiten el disen˜o de circuitos electro´nicos de propo´sito especial en tiempos de
disen˜o cortos.
• Incorporan otros componentes (multiplicadores, procesadores).
• Se pueden implementar disen˜os complejos.
• Son programables en el campo.
• Permiten la reconfiguracio´n.
• Co´mputo reconfigurable.
• Permite la ejecucio´n de diferentes aplicaciones usando el mismo hardware.
• Ha mostrado acelerar la ejecucio´n de los programas.
• Alternativa a las implementaciones en software.
• La investigacio´n en este campo continu´a en busca de lograr reconfiguracio´n ma´s
ra´pida y ma´s eficiente.
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2.5 FPGA Spartan-3E de Xilinx
Figura 2.3: FPGA spartan 3E disen˜ada por Xilinx
En este proyecto se utilizo´ la FPGA (figura 2.3)2, XC3S500E de la familia Spartan-3E,
fabricada por Xilinx. A continuacio´n se mencionan sus principales componentes.
• Xilinx XC3S500E Spartan-3E FPGA
– Hasta 232 pines de propo´sito general (I/O).
– Empaque de 320-pin FPGA.
– Alrededor de 10,000 celdas lo´gicas.
• PROM de 4 Mbit Flash con plataforma de configuracion en Xilinx
2Figura extraida del manual startet kit de la FPGA Spantan 3E de Xilinx, pag 1
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• 64-macroceldas Xilinx XC2C64A CoolRunner CPLD
• 64 MByte (512 Mbit) de DDR SDRAM, x16 con interfaz de datos de, 100+ MHz
• 16 MByte (128 Mbit) de paralelas NOR Flash (Intel StrataFlash)
– FPGA configuracio´n de almacenamiento
– MicroBlaze code storage/shadowing
• 16 Mbits de SPI serial Flash (STMicro)
– FPGA configuracio´n de almacenamiento
– MicroBlaze code storage/shadowing
• Pantalla LCD de 2-lı´neas, 16-caractereres
• Puerto PS/2 para mouse o keyboard
• Puerto para display VGA
• 10/100 Ethernet PHY (requiere Ethernet MAC en la FPGA)
• Dos puertos de 9-pin RS-232 (DTE- y DCE-style)
• On-board USB-based FPGA/CPLD download/debug interfaz
• Reloj oscilador 50 MHz
• SHA-1 1-cable serial EEPROM para proteccion de copia bitstream
• Hirose FX2 conector de expansio´n
• Tres Digilent 6-pin conectores de expansio´n
• Cuatro conversores de salida, SPI-based Digital-a-Ana´logo (DAC)
• Dos conversores de entrada, SPI-basedAna´logo-a-Digital (ADC) con pre-amplificador
de ganancia programable
• Puerto ChipScope SoftTouch debugging
• Encoder de Rotacio´n con push-button shaft
• Ocho LEDs discretos
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• Cuatro switches slide
• Cuatro switches push-button
• reloj de entrada SMA
• 8-pin DIP socket para reloj oscilador auxiliar [16].
2.6 Especificacio´n y Disen˜o
La figura (2.4) muestra la forma general de estructura del proyecto desarrollado. Dentro
de la arquitectura de disen˜o se observan cuatro bloques que permiten definir el esquema
general de la investigacio´n basado en el desarrollo de hardware Top-Down, que permite
tomar un complicado disen˜o de hardware y segmentarlo en pequen˜os bloques para
poder de esta manera llevarlo a su implementacio´n.
La especificacio´n que se le ha dado al disen˜o ha sido la ma´s indicada para su
desarrollo, ya que permite que la arquitectura con los diferentes componentes que
implementan cada funcio´n del sistema permitan describir el disen˜o y el funcionamiento
de cada uno de esos componentes.
CONVERSOR
A/D
TRANSFORMADAS
T/F
ENTORNO
GRAFICO MEMORIA
SEÑAL DE VOZ
Figura 2.4: Esquema general del proyecto
2.7 Conversio´n ana´loga / digital (A/D)
La etapa de captura de la sen˜al es llevada a cabo por el conversor ana´logo-digital que
posee el sistema de desarrollo FPGA. La Spartan-3E incluye a en su plataforma un
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circuito para captura ana´loga con dos canales, el cual consiste en un pre-amplificador de
escala programable y un conversor ana´logo-digital (ADC).
El circuito de captura ana´loga, como se puede ver en la figura 2.53, consiste en un
pre-amplificador de tecnologı´a linear, un LTC6912-1, que escala la sen˜al que entra por
el conector J7. La salida del pre-amplificador se conecta con el ADC LTC1407A-1 de
tecnologı´a linear. Ambos, el pre-amplificador y el ADC son programados serialmente o
controlados por la FPGA.
El circuito de captura ana´loga convierte el voltaje ana´logo en VINA o VINB y lo
convierte a una representacio´n digital de 14 bits, D[13:0], como se expresa en la ecuacio´n
siguiente:
D[13 : 0] = GAIN × VIN − 1.65V
1.25V
× 8192 (2.1)
La ganancia es ajustada y cargada en el pre-amplificador programable. Las posibles
configuraciones de ganancias y los voltajes permitidos a ser aplicados a las entradas
VINA y VINB se muestran en la tabla (2.2).
El voltaje de referencia para el amplificador y el ADC es 1.65V , generados por medio
de un divisor de voltaje, como se muestra en la figura 2.5, consecuentemente, 1.65V son
substraı´dos de los voltajes de entrada en VINA o VINB.
El ma´ximo rango de ADC es ±1.25V , centrados alrededor del voltaje de referencia,
1.65V . Por lo tanto, 1.25V aparece en el denominador de la escala de la entrada ana´loga.
Finalmente el ADC presenta una salida digital de 14 bits en complemento a dos. Un
nu´mero de 14 bits en complemento a dos representa valores entre −213 y 213 − 1. Por lo
tanto, la cantidad es escalada por 8192, o 213.
3Figura extraida del manual startet kit de la FPGA Spantan 3E de Xilinx, pag 73
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Header J7
SPI_MOSI
AMP_CS
SPI_SCK
AMP_SHDN
AMP_DOUT
(N10) (T4)
(U16)
(P7)
(N7)
Spartan-3E FPGA
LTC 6912-1 AMP
REFAB
REFCD
VINA
VINB
GND
VCC
(3.3V)
(3.3V)
(2.5V)
REF = 1.65V
A
B
CS/LD
DIN
SCK
SHDN
DOUT
SPI Control Interface
A GAIN B GAIN
SCK
CONV
SDO
SPI Control Interface
CHANNEL 1 CHANNEL 0
AD_CONV(P11)
SPI_MISO
(E18)
14
14
LTC 1407A-1 ADC
A/D
Channel 0
A/D
Channel 1
32103210 130 ... 130 ...
UG230_c10_02_022306
Figura 2.5: Vista detallada del circuito de captura ana´loga
2.7.1 Pre-amplificador programable
El LTC6912-1 provee dos amplificadores inversores independientes con ganancia
programable. El propo´sito de los amplificadores es escalar el voltaje entrante en VINA o
VINB y ası´ maximizar el rango de conversio´n del ADC, mencionado 1.65± 1.25V .
2.7.2 Interfaz
La tabla siguiente presenta un listado de las sen˜ales de interfaz entre la FPGA y el
amplificador. Las sen˜ales SPI MOSI, SPI MISO, y SPI SCK son compartidas con otros
dispositivos en el bus SPI. La sen˜al AMP CS es activa baja y es la entrada esclava de
seleccio´n del amplificador.
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Sen˜al FPGA Pin Direccio´n Descripcio´n
SPI MOSI T4 FPGA → AD Dato serial: salida master, entrada
esclavo. Presenta 8-bits para programar
la ganancia como se muestra es la
tabla(2.2).
AMP CS N7 FPGA → AMP Chip-seleccio´n activo-bajo. Controla la
entrada de ganancia se fija cuando la
sen˜al returna alto
SPI CS U16 FPGA → AMP Reloj
AMP SHDN P7 FPGA → AMP Parada activo-alta , reajuste
AMP DOUT E18 FPGA ← AMP Dato serial. Muestra el valor de ganancia
del amplificador. Puede ser ignorada en
ma´s aplicaciones
Tabla 2.1: Sen˜ales interfaz del amplificador.
Interfaz perife´rica serial (SPI)
SPI, es un esta´ndar establecido por Motorola que utiliza un bus de cuatro lı´neas para
interconectar dispositivos perife´ricos de baja y media velocidad. La comunicacio´n se
realiza siguiendo un modelo maestro/esclavo donde el maestro selecciona al esclavo y
comienza el proceso de transmisio´n/ recepcio´n de informacio´n. SPI constituye un bus
full duplex, es decir, que se puede enviar y recibir informacio´n de manera simulta´nea lo
cual, eleva la taza de transferencia de los datos.
El sistema SPI puede ser configurado como un dispositivo maestro o como uno esclavo.
Cuando la configuracio´n es como maestro, la transferencia de datos puede ser tan
alta como una proporcio´n de un medio de los ciclos del reloj (1.5Mbps a 3MHz de la
frecuencia del bus). Cuando la configuracio´n es como esclavo puede ser tan ra´pida como
la razo´n del reloj (3Mbps para una frecuencia de bus de 3MHz).
Durante una transferencia del SPI, los datos son transmitidos y recibidos
simulta´neamente. Una lı´nea de reloj serial sincroniza el muestreo y el corrimiento
de la informacio´n en dos lı´neas seriales de datos. Una lı´nea de seleccio´n de esclavo
permite una seleccio´n individual de un dispositivo esclavo del SPI; los dispositivos
esclavos que no esta´n seleccionados no hacen interferencia con el SPI y sus funciones
Sobre un dispositivo maestro del SPI, la lı´nea de seleccio´n puede opcionalmente ser
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usada para indicar una conflicto de buses de mu´ltiples maestros.
Sen˜ales del sistema SPI
• Entrada del maestro/ salida del esclavo (MISO)
• Salida del maestro/ entrada del esclavo (MOSI)
• Reloj serial (SCK)
• Seleccionar esclavo (SS)
1. Entrada del maestro / salida del esclavo (MISO): MISO es una de dos sen˜ales
unidireccionales seriales de datos, es una entrada a un dispositivo maestro y es una
salida de un dispositivo esclavo. La lı´nea MISO de un dispositivo esclavo es puesta
en un estado alto de impedancia si el dispositivo esclavo no esta´ seleccionado.
2. Salida del maestro / entrada del esclavo (MOSI): La lı´nea MOSI es la segunda de
las dos sen˜ales unidireccionales seriales de datos. Esta es una salida del maestro y
es una entrada del esclavo. El dispositivo maestro coloca datos sobre la lı´nea MOSI
medio ciclo antes del final del flanco reloj que usa el dispositivo esclavo para tomar
el dato.
3. Reloj serial (SCK): SCK, una entrada al dispositivo esclavo, es generada por el
maestro y sincroniza el movimiento de datos dentro y fuera de las lı´neas MISO
y MOSI. Los dispositivos maestro y esclavo son capaces de cambiar un byte de
informacio´n durante una secuencia de 8 ciclos de reloj.
4. La entrada de seleccio´n (SS): La entrada de seleccio´n esclavo debe ser externamente
activada antes de que un maestro pueda intercambiar datos con el esclavo. SS debe
ser baja permitiendo transacciones de datos y debe permanecer baja por la duracio´n
de la transaccio´n [17].
2.7.3 Ganancia programable
Cada canal ana´logo tiene asociado un amplificador programable en ganancia (ve´ase
la figura 2.5). Las sen˜ales analo´gicas presentadas en las entradas de VINA o de VINB en
el bus J7 se amplifican concerniente a 1.65V . La referencia 1.65V se genera usando un
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divisor de voltaje con la fuente que es de 3.3V .
La ganancia de cada amplificador es programable a partir de la -1 a -100, segu´n las
indicaciones de la tabla (2.2).
GAIN A3 A2 A1 A0 Entrada Rango Voltaje (V)
B3 B2 B1 B0 Mı´nimo Ma´ximo
0 0 0 0 0
−1 0 0 0 1 0.4 2.9
−2 0 0 1 0 1.025 2.275
−5 0 0 1 1 1.4 1.9
−10 0 1 0 0 1.5254 1.7754
−20 0 1 0 1 1.5875 1.7125
−50 0 1 1 0 1.6254 1.754
−100 0 1 1 1 1.6375 1.6625
Tabla 2.2: Valores programables de ganancia para el pre-amplificador.
2.7.4 Interfaz de control SPI
La figura (2.64 muestra la interfaz de comunicacio´n basada en SPI con el amplificador.
La ganancia para cada amplificador es enviada como una palabra de comando de 8
bits, consistentes en dos campos de 4 bits. El bit ma´s significativo, B3, es enviado primero.
4Figura extraida del manual startet kit de la FPGA Spantan 3 de Xilinx, pag 76
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Spartan-3E
FPGA
Master
0
A1 A2 A3A0 B1 B2 B3B0
A Gain B Gain
Slave:  LTC2624-1
AMP_DOUT
SPI_MOSI
AMP_CS
SPI_SCK
UG230_c10_03_030306
Figura 2.6: SPI interfaz serial al amplificador
La salida AMP DOUT del amplificador refleja las configuraciones de ganancia. Estos
valores pueden ser ignorados para la mayorı´a de las aplicaciones.
La transaccio´n del bus SPI comienza cuando la FPGA coloca a AMP CS en bajo. El
amplificador captura el dato serial en SPI MOSI en el flanco de subida de la sen˜al de reloj
SPI SCK. El amplificador presenta el dato serial en AMP DOUT en el flanco de bajada de
SPI SCK (figura 2.7)5.
SPI_SCK
AMP_CS
SPI_MOSI
AMP_DOUT
7 6 5 4 3 2
30 5050
30
6 5 4 3 2
85 max
All timing is minimum in nanoseconds unless otherwise noted.
(from AMP)
(from FPGA)
Previous 7
UG230_c10_04_022306
Figura 2.7: Diagrama de tiempos de SPI cuando se comunica con el amplificador
La interfaz del amplificador es relativamente lenta, soportando so´lo alrededor de una
frecuencia de reloj de 10 MHz.
5Figura extraida del manual startet kit de la FPGA Spantan 3 de Xilinx, pag 76
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2.8 Conversor ana´logo-digital (ADC)
Convertidor ana´logo-digital (ADC). El LTC1407A-1 tiene dos ADCs. Ambas entradas
ana´logas son muestreadas simulta´neamente cuando la sen˜al AD CONV es aplicada.
2.8.1 Interfaz
Interfaz. La tabla (2.3). Muestra la lista de sen˜ales entre la FPGA y el ADC. Las sen˜ales
SPI MOSI, SPI MISO, y SPI SCK son compartidas con otros dispositivos en el bus SPI.
La sen˜al ADC CS es activa baja y es la entrada esclava de seleccio´n del ADC. La sen˜al
ADC CLR es activa baja, es la entrada de reset ası´ncrono del ADC.
Sen˜al FPGA Pin Direccio´n Descripcio´n
SPI SCK U16 FPGA → ADC Reloj.
AD CONV P11 FPGA → ADC Parada Activo-Alta , reajuste
SPI MISO N10 FPGA ← ADC Dato Serial: Entrada Master, Salida
Serial. Presenta la representacion digital
de la muestra ana´loga en valores en
complemento a dos de 14 bits.
Tabla 2.3: Sen˜ales interfaz del amplificador.
2.8.2 Interfaz de control SPI
la figura (2.8)6 provee un ejemplo de la transaccio´n del bus SPI a el ADC.
Cuando la sen˜al AD CONV es alta, el ADC simulta´neamente muestrea ambos
canales ana´logos. El resultado de esta conversio´n no es presentado hasta la pro´xima
vez que AD CONV es activada, durante una muestra. La ma´xima rata de muestreo es
aproximadamente 1.5 MHz. El ADC presenta la representacio´n digital de la muestra
ana´loga en valores de 14 bits en complemento a dos binario.
6Figura extraida del manual startet kit de la FPGA Spantan 3E de Xilinx, pag 78
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Spartan-3E
FPGA
Master
D1 D2 D3D0 D5 D6 D7D4 D9 D10 D11D8 D13D12 D1 D2 D3D0 D5 D6 D7D4 D9 D10 D11D8 D13D12
Z ZZ
1313 0 0SPI_MISO
SPI_SCK
AD_CONV
13
Channel 0 Channel 0Channel 1
Sample
point
Sample
point
Converted data is presented with a latency of one sample.
The sampled analog value is converted to digital data 32 SPI_SCK cycles after asserting AD_CONV.
The converted values is then presented after the next AD_CONV pulse.
AD_CONV
SPI_SCK
SPI_MISO
Slave:  LTC1407A-1 A/D Converter
Channel 1 Channel 0
UG230_c10_05_030306
Figura 2.8: Interfaz de conversio´n ana´loga-digital
La figura (2.9)7 muestra un detallado diagrama de tiempos. La sen˜al AD CONV no es
un enable esclavo tradicional de seleccio´n del SPI.
Es necesario darle suficientes ciclos de reloj SPI SCK para que el ADC lleve la sen˜al
SPI MISO a un estado de alta impedancia. Si no, el ADC bloquea la comunicacio´n con
otros perife´ricos SPI. En la anterior figura se muestra una secuencia de comunicacio´n de
34 ciclos. El 3-state del ADC es salida de datos para dos ciclos antes y despue´s de cada
transferencia de datos de 14 bits.
7Figura extraida del manual startet kit de la FPGA Spantan 3E de Xilinx, pag 78
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The A/D converter sets its SDO output line to high impedance after 33 SPI_SCK clock cycles
Channel 1
Channel 0
SPI_SCK
AD_CONV
SPI_MISO
UG230_c10_06_022306
Figura 2.9: Tiempos del SPI al ADC
La frecuencia de muestreo utilizada para el analisis de la sen˜al de voz en esta
investigacio´n es de 14 kHz, esto debido a la respuesta en frecuencia del microfono, y
considerando obtener suficientes muestras para reconstruir la sen˜al, teniendo en cuenta
que en el proceso ya se esta´n eliminando componentes de alta frecuencia y se esta´
cumpliendo con el criterio de Nyquist.
2.9 Bloque de memoria RAM (BRAM)
Toda la generacio´n de FPGAs Spartan-3E contienen mu´ltiples bloques de memoria RAM
organizados en columnas. La cantidad total de bloques de memoria RAM depende
del taman˜o de la generacio´n de FPGA Spartan-3E. La siguiente tabla (4.1) muestra los
bloques de memoria disponibles para la Spartan 3E.
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Dispositivo Columnas Ram
Bloques de
Ram por
columna
Total
bloques
por
columna
Total
Bits
Ram
Total
Kbits
Ram
XC3S100E 1 4 4 73728 72
XC3S250E 2 6 12 221184 216
XC3S500E 2 10 20 368640 360
XC3S1200E 2 14 28 516096 504
XC3S1600E 2 18 36 663552 648
Tabla 2.4: Bloques RAM disponibles en el dispositivo spartan 3E
El disen˜o que se implemento hizo uso en el sistema de desarrollo del startet kit de la
FPGA de dos columnas de 10 bloques RAM, con un una capacidad de almacenamiento
de 368640 bits, o 360kbits.
Fı´sicamente los bloques de memoria RAM son compuestos por dos bloques de
memoria de acceso completamente independiente, etiquetados como Puerto A y
Puerto B (figura 2.10)8. La estructura es totalmente sime´trica y ambos puertos son
intercambiables y ambos puertos soportan operaciones de lectura y escritura. Cada
puerto de memoria es sı´ncrono con su propio reloj, habilitador de reloj y habilitador de
escritura [18].
DS312-2_03_111105
WEA
ENA
SSRA
CLKA
ADDRA[rA–1:0]
DIA[wA–pA–1:0]
DIPA[pA–1:0]
DOPA[pA–1:0]
DOA[wA–pA–1:0]
RAMB16_SWA_SWB
(a) Dual-Port (b) Single-Port
DOPB[pB–1:0]
DOB[wB–pB–1:0]
WEB
ENB
SSRB
CLKB
ADDRB[rB–1:0]
DIB[wB–pB–1:0]
DIPB[pB–1:0]
WE
EN
SSR
CLK
ADDR[r–1:0]
DI[w–p–1:0]
DIP[p–1:0]
DOP[p–1:0]
DO[w–p–1:0]
RAMB16_Sw
Figura 2.10: RAM
8Figura extraida del datasheet de la FPGA Spantan 3E de Xilinx, pag 39
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Las sen˜ales
Las sen˜ales conectadas a los bloques de memoria RAM se dividen en cuatro categorı´as,
como se lista a continuacio´n.
• Entradas y salidas de datos.
• Entradas y salidas de paridad, disponibles cuando el dato del puerto es ma´s largo.
• Entradas de direcciones para seleccionar la localizacio´n especı´fica de memoria.
• Varias sen˜ales de control que manejan lectura, escritura u operaciones de set y reset.
Datos de entrada y de salida. El ancho total de los datos de los puertos incluyen
ambos, el bus de datos y el bit de paridad, cuando es aplicable, para el caso de este
proyecto se usa una organizacio´n de tipo 2k9, el dato del puerto es de 9 bits e incluye 1
bit de paridad el cual es el bit ma´s significativo, seguido por 8 bits de datos que son los
menos significativos.
Los datos de entrada, la paridad y las sen˜ales de salida son siempre buses; y son
representados como DI y DO respectivamente.
Las sen˜ales que manejan los datos en la arquitectura de la RAM son representadas
teniendo en cuenta si se trata de datos de entradas o salidas. Cada una de las sen˜ales
tiene una nomenclatura especı´fica que indica que tipo de dato y la informacion que lleva.
Se tienen datos de entrada los se representan con la sen˜ales (DIA[7:0], DIB[7:0]), en el caso
de datos de salida la representacio´n se lleva a cabo con la sen˜ales (DOA[7:0], DOB[7:0]),
para el caso de datos de paridad, las entradas y salidas se representan con las sen˜ales
(DIPA[8], DIPB[8]) y (DOPA[8], DOPB[8]), respectivamente.
Las entradas de direccio´n en la RAM doble puerto, operan independientemente
mientras se accede a el mismo set de celdas de memoria de 18kbit.
El bus de direcciones se que coordina las celdas de la RAM utiliza las sen˜les
(ADDR[10:0], ADDR[10:0]).
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Entradas de control
Cada puerto es totalmente sı´ncrono con pines de reloj independientes. Las sen˜ales
que son utilizadas como reloj en los puertos son (CLKA, CLKB). Con la polaridad
predeterminada, una transicio´n de bajo a alto en el reloj CLK, las entradas de control leen,
escriben y hacen operaciones de reset.
Habilitador EN. Las entradas de habilitacio´n, (ENA, ENB), controlan la lectura,
escritura y operaciones de set/reset. Las operaciones de escritura son coordinadas por
las sen˜ales (WEA, WEB).
La entrada de set/reset sı´ncrono, SSR, fuerza el dato de salida al valor especificado
por el atributo SRVAL. Una operacio´n de set/reset sı´ncrono no afecta las celdas de
memoria RAM y no molesta las operaciones de escritura en el otro puerto. La polaridad
de SSR es configurable y es activo alto por predeterminado.
La sen˜al de set/reset global GSR es activada automa´ticamente y momenta´neamente
al final de la configuracio´n del dispositivo.
La tabla 2.5 ilustra mejor las diferentes configuraciones de memoria, con sus nombres,
taman˜o de buses de datos de entrada, de salida, direcciones y paridad [18].
Organi-
zacio´n
Memoria
Ancho
Dato
Ancho
Paridad
DI/
DO
DIP/
DOP
ADDR
Puerto
Primitivo
Total
RAM
Kbits
512X36 512 32 4 (31 : 0) (3 : 0) (8 : 0) RAM16 s36 18K
1KX18 1024 16 2 (15 : 0) (0 : 0) (9 : 0) RAM16 s18 18K
2KX9 2048 8 1 (7 : 0) (0 : 0) (10 : 0) RAM16 s9 18K
4KX4 4096 4 − (3 : 0) − (11 : 0) RAM16 s4 16K
8KX2 8192 2 − (1 : 0) − (12 : 0) RAM16 s2 16K
16KX1 16384 1 − (0 : 0) − (13 : 0) RAM16 s1 16K
Tabla 2.5: Configuraciones de memoria
Capı´tulo 3
Estimacio´n de para´metros proso´dicos del
habla
La estimacio´n de para´metros proso´dicos del habla, es un estudio que se realiza pensando
en analizar diferentes caracterı´sticas de la voz que permitan obtener informacio´n del
locutor, relacionada con sus estados animicos e inicios de patologı´as, que puedan ser
detectadas a travez del ana´lisis profundo de cada uno de estos para´metros.
3.1 Prosodia
Se habla de grama´tica como el estudio de los elementos de la lengua y sus combinaciones.
Se entiende por grama´tica de la oralidad, el estudio del sonido que pretende ser
lingu¨ı´stico: la organizacio´n del hilo fo´nico a trave´s de un conjunto de mecanismos de
naturaleza proso´dica o suprasegmental. Sin estos mecanismos serı´a muy difı´cil hacer
de ese continuo fo´nico algo inteligible. Cuando se hacen ana´lisis gramaticales se parte,
generalmente, de la escritura y de todo aquello que podemos ver, deja´ndose de lado la
manera como se organiza el sonido, para que sea perceptible la estructura profunda de
la lengua. Es necesario dedicarle algu´n espacio a este conjunto de elementos proso´dicos
ba´sicos, que se pueden considerar como los principios elementales de la organizacio´n de
la lengua hablada.
Estos elementos supra-segmentales, los que esta´n ma´s alla´ del segmento, lejos
de constituir un adorno, son precisamente los que organizan el hilo de sonido que
percibimos. Si el sonido no estuviera agrupado de manera significativa, no habrı´a
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comunicacio´n lingu¨ı´stica; se oirı´an gritos o murmullos. El oyente recibe, cuando se
comunica lingu¨ı´sticamente, segmentos sonoros relativos a las unidades de informacio´n
que le envı´a el hablante. Con el sonido, va una serie de informacio´n de naturaleza
proso´dica, no solamente con informacio´n referencial sino tambie´n con informacio´n
dialectal, sociolingu¨ı´stica e inclusive, emotiva.
Al percibir el habla, tenemos una melodı´a conformada por las variaciones de
frecuencia fundamental pero al mismo tiempo sentimos ritmo, pausas, intensidad y
otros elementos fo´nicos 1. Para algunos autores, la prosodia o entonacio´n se compone
de todos estos elementos (Quilis, 1993; Obediente, 1998). Para otros, la entonacio´n esta´
conformada por todos esos elementos que suenan con el fundamental y es so´lo uno de los
elementos de la prosodia. Le´on (1996) y Mora (1996) entre otros denominan entonacio´n
al movimiento melo´dico, es decir, a las variaciones de la frecuencia fundamental F0
2.
Para evitar confusiones, se puede hablar de la entonacio´n o melodı´a como la
frecuencia fundamental que forma parte de la prosodia, entendiendo que para percibir
la entonacio´n es necesario tomar en cuenta un conjunto de otros para´metros acu´sticos,
como duracio´n y ritmo, entre otros. La prosodia estudia, adema´s de la entonacio´n, el
acento y el ritmo, que incluye pausas, timbre y velocidad de habla.
Hasta ahora se ha visto, muy someramente, algunos de los elementos que constituyen
la sustancia de la prosodia. Pero no se ha hablado todavı´a de co´mo todo ello contribuye
a darle sentido al habla, es decir lo que hace de esos para´metros elementos lingu¨ı´sticos,
es decir, al formar parte del sistema de la lengua y adquieren un valor simbo´lico.
La forma de la prosodia serı´a, en este orden de ideas, todo aquello que otorga al
sonido valor lingu¨ı´stico, contrastivo y por ende confiere un sentido que el hablante
percibe. Estos contrastes son sistema´ticos, como lo son tambie´n otros contrastes en la
grama´tica.
La entonacio´n es el conjunto de los tonos de todas las sı´labas de un enunciado. La
1Al percibir la mu´sica adema´s de la melodı´a percibimos tambie´n otros feno´menos: unidades melo´dicas,
pausas, tempo, ritmo, intensidad, etc.
2Los sonidos complejos, como la voz humana, pueden descomponerse en una serie de sonidos
sinusoidales simples. Se llama fundamental al ma´s grave de los sonidos de una serie de sonidos de un
sonido complejo descompuesto de ese modo. Los dema´s se llaman sonidos armo´nicos o parciales (cf. Le´on
1998:32)
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entonacio´n es uno de los ma´s importantes vehı´culos de la expresio´n afectiva del discurso,
sola o combinada con otros elementos, como el tiempo, la pronunciacio´n, etc. La
entonacio´n expresiva estarı´a superpuesta a la entonacio´n comunicativa ba´sica, o sea
al significado gramatical. Varios mecanismos se utilizan para marcar expresividad: la
desviacio´n entre los puntos extremos del patro´n melo´dico, el registro, el contorno, la
intensidad y la duracio´n del control melo´dico tienen valores simbo´licos en la expresio´n
de las emociones. Por ejemplo, un registro alto puede evocar alegrı´a, mientras que
un registro bajo puede indicar tristeza. Serı´a interesante delimitar cua´nto de esto esta´
esquematizado universalmente y cua´nto lo esta´ culturalmente [19].
3.1.1 Para´metros proso´dicos
La prosodia del habla se refiere a la entonacio´n, energı´a y velocidad del habla. Es
bien sabido que estos rasgos son caracterı´sticos de cada persona y por tanto aportan
informacio´n acerca del locutor. Ma´s au´n, la prosodia no esta´ correlacionada con la forma
de la envolvente espectral. Por tanto, an˜adir dicha informacio´n a las caracterı´sticas
espectrales ya empleadas puede llevar a una mejora de los resultados de los sistemas.
Los para´metros que se trabajon en este proyecto fuero´n; el pitch, la intensidad,
la energı´a, y algunos formantes, esto debido aque estas caracterı´sticas son las ma´s
representantes para el estudio de la voz, con fines a ser tomadas en cuenta en otros
desarrollos investigativos.
3.1.2 El pitch
Los sonidos producidos por el aparato fonador son de dos categorı´as: sonoros y sordos.
Los sonidos sonoros se producen por la vibracio´n de las cuerdas vocales de la siguiente
manera: las cuerdas vocales esta´n inicialmente juntas, es decir, la laringe esta´ cerrada.
Cuando la presio´n subglotal (presio´n inducida por los pulmones debajo de la glotis)
producida al expeler el aire es suficiente, las cuerdas vocales son forzadas a apartarse
y el aire fluye a trave´s de ellas. Entonces la presio´n de Bernoulli (la disminucio´n de
presio´n entre las cuerdas vocales a causa de la mayor velocidad del aire que se mueve
entre ellas) causa que las cuerdas vocales regresen a su posicio´n inicial y el flujo de aire
se decrementa. Este ciclo de relajacio´n se repite con una frecuencia (llamada frecuencia
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fundamental, F0 o pitch) que puede variar entre 80 y 300Hz (o incluso ma´s), de acuerdo
con varios factores (sexo, edad del locutor, estre´s, emotividad, etc.).
La informacio´n proso´dica, es decir, la velocidad de entonacio´n, se encuentra
fuertemente influenciada por la frecuencia fundamental de vibracio´n de las cuerdas
vocales f0, cuyo inverso a su vez, se conoce como perı´odo fundamental T0. La frecuencia
fundamental, primer armo´nico o pitch es el sinusoide con ma´s energı´a en una sen˜al. En el
dominio de la frecuencia el sonido ma´s simple esta´ compuesto por un solo sinusoide en
la frecuencia fundamental. Sonidos con ma´s de un sinusoide tienen una forma de onda
cada vez ma´s compleja y esta´n compuestos por la frecuencia fundamental ma´s otros
sinusoides vibrando a frecuencias ma´s altas.
3.1.3 Formantes
Un formante es el pico de intensidad en el espectro de un sonido; se trata de concentracio´n
de energı´a (amplitud de onda) que se da en una determinada frecuencia. En el habla
se determinan por el proceso de filtrado que se produce en el tracto vocal por la
configuracio´n de los articuladores.
Los formantes son los elementos que sirven para distinguir componentes del habla
humana, sobre todo las vocales y sonidos sonantes. Tambie´n sirven para los sistemas de
reconocimiento de voz y las transposiciones de altura del audio digital.
Los formantes se producen por la resonancia del tracto vocal, pero algunos tonos
silbantes se derivan del colpaso perio´dico de zonas de baja presio´n debido al efecto
Venturi. El formante con la frecuencia ma´s baja se llama F1, el segundo F2, el tercero F3,
etc. Normalmente so´lo los dos primeros son necesarios para caracterizar una vocal, si
bien la pueden caracterizar hasta seis formantes. Los formantes posteriores determinan
propiedades acu´sticas como el timbre.
Los dos primeros formantes se determinan principalmente por la posicio´n de la
lengua. F1 tiene una frecuencia ma´s alta cuanto ma´s baja esta´ la lengua, es decir, cuanta
mayor abertura tenga una vocal, mayor es la frecuencia en que aparece el F1. El F2 tiene
mayor frecuencia cuanto ma´s hacia delante esta´ posicionada la lengua, es decir, cuanto
ma´s anterior es una vocal, mayor es el F2.
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No todos los sonidos humanos se componen de formantes definidos. Tan so´lo
aparecen en sonantes, que incluyen los sonidos pulmonares que incluyen vocales,
aproximantes y nasales. Las nasales tienen un formante adicional (F3) en torno a los 1500
Hz. Las consonantes ro´ticas, por su parte, presentan pequen˜as oclusiones y, en el caso de
la mu´ltiple (/r como en rı´o) aparecen formantes voca´licos.
Si la frecuencia fundamental es mayor que la frecuencia de los formantes, entonces el
cara´cter del sonido se perdera´, de manera que, por ejemplo, en el canto de una soprano
las vocales suelen ser difı´cil de distinguir [20].
Vocal Formante F1 Formante F2
u 320Hz 800Hz
o 500Hz 1000Hz
a˚ 700Hz 1150Hz
a 1000Hz 1400Hz
o¨ 500Hz 1500Hz
u¨ 320Hz 1650Hz
a¨ 700Hz 1800Hz
e 500Hz 2300Hz
i 320Hz 3200Hz
Tabla 3.1: Centro forma´ntico de las vocales
3.1.4 Intensidad y Energı´a
Energı´a
Idealmente, estas caracterı´sticas deberı´an representar un segmento de voz uniforme, es
decir, un evento acu´stico bien definido. Sin embargo, una simple mirada a la forma de
onda de la sen˜al de voz entregada por el micro´fonomuestra que e´sta no puede describirse
simplemente como la concatenacio´n de segmentos uniformes, y que resulta imposible
determinar una frontera nı´tida entre sonidos, como consecuencia de la coarticulacio´n
entre ella existente. Esta es la razo´n que hace preferible que la voz se segmente en
tramos de longitud y desplazamiento fijos. Ası´ pues, se trata de representar cada tramo
de la sen˜al de voz (de longitud entre 20 y 30 milisegundos) mediante un conjunto de
caracterı´sticas que se corresponden con un modelo parame´trico de dicha sen˜al. Estas
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dichas caracterı´sticas, a menudo denominadas para´metros, no pretenden captar toda
la complejidad de la sen˜al acu´stica, sino so´lo su espectro, es decir, la distribucio´n de
la energı´a de la sen˜al a lo largo de la frecuencia. Y, simplificando ma´s todavı´a, los
para´metros representan u´nicamente la forma que envuelve el espectro (envolvente
espectral o formantes), dejando de lado la estructura armo´nica que caracteriza los
segmentos sonoros, es decir, los que se generan a partir del efecto de vibracio´n de las
cuerdas vocales.
Una de las representaciones ma´s simples de una sen˜al es la energı´a. En el caso de una
sen˜al real discreta en el tiempo x(n), la energı´a se define en general como:
E =
∞∑
n=−∞
X2(n) (3.1)
Para sen˜ales no estacionarias, como la de la voz, es a menudo ma´s apropiado
considerar un ca´lculo de la energı´a variable en el tiempo tal como el siguiente:
E =
N−1∑
m=0
[W (m)X(n−m)]2 (3.2)
donde W (n) es una funcio´n de peso o ventana que selecciona un segmento de X(n),
y N es el nu´mero de muestras de la ventana. Una buena ventana para el ca´lculo de la
energı´a debe tener una longitud entre 10 y 20ms, si es ma´s pequen˜a, menor de un periodo
fundamental (pitch) la energı´a fluctu´a muy ra´pidamente dependiendo de los detalles
exactos de la onda. Si el intervalo de la ventana es ma´s grande, de varios periodos
fundamentales, la energı´a varı´a muy poco y no se reflejan las propiedades del cambio de
la sen˜al. El mayor significado de la energı´a es que proporciona una buena medida para
separar segmentos de la voz voca´licos de no voca´licos. En el caso de que la sen˜al sea de
buena calidad, la energı´a se puede utilizar tambie´n para separar la voz no voca´lica del
silencio.
El problema ma´s grave que presentan las medidas de energı´a es que son muy
sensibles a los niveles altos de la sen˜al debido a que incorporan el ca´lculo de un
cuadrado, enfatizando las grandes variaciones de muestra a muestra en E(n).
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Intensidad
Tanto la energı´a como la magnitud son u´tiles para distinguir segmentos sordos y sonoros
en la sen˜al de voz. la intensidad esta´ relacionada con la percepcio´n del volumen y
se refleja en la amplitud de la forma de onda. Este para´metro de voz, designado a
veces amplitud, puede tambie´n ser cuantificable medido o determinado por un oyente
entrenado. Puede servir tambie´n como indicador de un desorden ları´ngeo. un ejemplo
tipico es una voz de´bil; lo cual se puede dar en el caso que el emisor presente una
patologı´a, como por ejemplo una para´lisis de los mu´sculos respiratorios, que causan la
presio´n subglottal escasa. Una para´lisis ları´ngea puede producir un efecto similar. En
el caso que se presente una intensidad excesiva, esta puede ocurrir simulta´neamente
con un aumento o una disminucio´n de la frecuencia fundamental, lo cual causa una voz
chillona, lo que conlleva a que el emisor presente una ronquera.
3.2 Transformadas tiempo - frecuencia
Las sen˜ales acu´sticas, como la voz, son de tipo no estacionario [21] [22]. Al analizar
este tipo de sen˜ales es posible realizarlo en el dominio del tiempo, como tambie´n en el
dominio de la frecuencia con el objetivo de tener mayor conocimiento de la dina´mica de
las sen˜ales a lo largo de cualquiera de los dominios. Una representacio´n adecuada de
sen˜ales no estacionarias requiere, del ana´lisis frecuencial a nivel local respecto al tiempo,
dando como resultado el ana´lisis de sen˜ales en tiempo-frecuencia. Aunque es posible
realizar por separado el ana´lisis en estos dos dominios, las te´cnicas tiempo-frecuencia
permiten representar simulta´neamente la intensidad, el tiempo y la frecuencia de la
sen˜al [23].
El ana´lisis espectral cla´sico (transformada de Fourier), permite la descomposicio´n de
una sen˜al en sus componentes frecuenciales individuales, estableciendo la intensidad
relativa de cada componente. Sin embargo no aporta informacio´n sobre la aparicio´n
en el tiempo de cada componente, ni de su intensidad instanta´nea e incluso puede
enmascarar componentes que aparecen en un determinado instante pero que son de
muy corta duracio´n. Una mejora del ana´lisis espectral de sen˜ales no estacionarias
consiste en la realizacio´n de sucesivos ana´lisis espectrales localizados, de modo que para
cada instante de tiempo se obtiene su informacio´n espectral y para cada frecuencia se
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obtiene su evolucio´n temporal. Este tipo de ana´lisis localizado se realiza mediante las
transformadas tiempo-frecuencia. Se puede definir la distribucio´n tiempo-frecuencia de
una sen˜al, como una representacio´n bidimensional de la sen˜al, de modo que cada punto
de esa representacio´n es funcio´n de una frecuencia y de un instante de tiempo. Ası´ se
tiene de una manera conjunta, para cada instante de tiempo la informacio´n espectral y
para cada frecuencia la evolucio´n temporal. Existen numerosos tipos de transformadas
tiempo-frecuencia, que pueden ser utilizadas para la representacio´n bidimensional de
sen˜ales unidimensionales en el tiempo [24].
Las te´cnicas matema´ticas de ana´lisis para la sen˜al de voz basadas en la aplicacio´n
de transformadas tiempo-frecuencia; a las cuales se les hara´ mencio´n en este capı´tulo
fueron escogidas con base en el proyecto realizado por los estudiantes Mauricio Morales
y Cristian Duque [25]. Este proyecto consistio´ en un estudio de caracterizacio´n de
voz empleando ana´lisis tiempo-frecuencia aplicada al reconocimiento de emociones.
Los resultados obtenidos por ellos en su investigacio´n, permiten concluir que estas
herramientas matema´ticas son las ma´s indicadas para usar dentro del desarrollo de este
proyecto.
3.2.1 Representaciones tiempo - frecuencia
En el a´mbito de las ciencias aplicadas usualmente representamos una sen˜al fı´sica
mediante una funcio´n del tiempo s(t) [26] o, alternativamente, en el dominio de la
frecuencia [27] por su Transformada de Fourier ŝ(ω). Ambas representaciones son en
cierto sentido naturales, resultantes de la habitual modalidad de enfocar el universo real.
Las mismas contienen exactamente la misma informacio´n sobre la sen˜al, respondiendo
a enfoques distintos y complementarios. Asumiendo que la sen˜al es aperio´dica y de
energı´a finita, estas representaciones se relacionan mediante el par de fo´rmulas o par de
Fourier [28]:
ŝ(ω) =
∞∫
−∞
s(t)e−jωt dt (3.3)
s(t) =
1
2pi
∞∫
−∞
ŝ(ω)ejωt dω (3.4)
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Donde t representa el tiempo y ω la frecuencia angular. Esto dice que, en teorı´a,
la informacio´n en uno de los dominios puede recuperarse a partir de la informacio´n
desplegada en el otro.
Adema´s, un proceso temporal puede considerarse como la superposicio´n integral de una
coleccio´n de ondas monocroma´ticas que oscilan con amplitud constante. Estas ondas, de
frecuencia definida, esta´n representadas por las funciones sω(t) = ŝ(ω)e
jωt. Al interferirse
entres sı´ conforman los distintos feno´menos y estructuras, localizadas en el tiempo.
Recı´procamente se observa que, para cada frecuencia, la amplitud de la onda sω(t) es la
resultante de la informacio´n de la sen˜al integrada sobre el dominio del tiempo.
En suma, ambas representaciones esta´n relacionadas en forma global y en principio la
totalidad de la informacio´n en un dominio es requerida para recuperar informacio´n en el
otro. Al procesar sen˜ales es comu´n encontrar feno´menos oscilantes, casi monocroma´ticos,
localizados en el tiempo. Tambie´n ondas perdurables, que con amplitudes casi
estacionarias, exhiben patrones de frecuencia variables en el tiempo.
Surge entonces, en forma natural, la nocio´n de los feno´menos localizados en tiempo
y frecuencia, es decir de objetos que para su descripcio´n requieren informacio´n
conjunta de ambos dominios. Claramente, el par de Fourier no es la herramienta
adecuada para expresar explı´citamente este tipo de informacio´n conjunta, dado que las
funciones elementales de representacio´n son las ondas estacioanrias ymonocroma´ticas ejωt.
En contraposicio´n, para representar tales feno´menos se requiere de patrones elementales
capaces de localizar conjuntamente la informacio´n de ambos dominios. Esto plantea el
problema de las representaciones tiempo-frecuencia [29].
En principio, e´ste es un problema antinatural ya que, de acuerdo al Principio de
Incertidumbre de Heisemberg [27] no pueden existir sen˜ales a la vez casi monocroma´ticas
y casi instanta´neas. Se imponen, por tanto, soluciones de compromiso. Trata´ndose
de feno´menos aislados en el tiempo, la cuestio´n es relativamente sencilla. Se les
puede analizar separadamente, y sobre sus respectivos dominios temporales extraer la
informacio´n en frecuencia que provee la Transformada de Fourier.
Ana´logamente se puede tratar el caso de ondas con patrones de frecuencia relativamente
simples, moduladas por funciones relativamente largas.
Pero el problema es arduo cuando se esta al frente de sen˜ales donde conviven mu´ltiples
feno´menos localizados en el tiempo y en la frecuencia [30], superponie´ndose bajo
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complejas estructuras.
3.2.2 Muestreo
El muestreo se encarga de convertir la sen˜al analo´gica, continua en el tiempo, en una
sen˜al discreta en el tiempo. Esto no es ma´s que convertir una sen˜al x(t) en una secuencia
de valores x[n] de tal forma que: x[n] = x(nTs), donde Ts es el periodo de muestreo y n
es un valor entero. Lo que se hace es tomar una serie de valores de amplitud de la sen˜al
correspondientes a instantes de tiempo equiespaciados, Ts, determinando, por lo tanto, la
frecuencia con la que se toman las muestras: Fs = 1/Ts, (frecuencia de muestreo).
Cuando mayor es Fs menor es el tiempo que transcurre entre muestras y se podra´n
tomar ma´s muestras de la sen˜al en un mismo tiempo, pudiendo reconstruir fielmente
sen˜ales con un re´gimen de variacio´n mayor. El principio fundamental del muestreo es el
denominado teorema de Nyquist. Enuncia que si la frecuencia de muestreo es mayor o
igual al doble del ancho de banda de la sen˜al a muestrear, se podra´ recuperar la sen˜al
en su totalidad mediante una interpolacio´n basada en funciones seno. Este hecho es
importante, ya que nos indica que si el muestreo se realiza de forma correcta no se pierde
informacio´n. En concreto se podrı´a reconstruir la sen˜al x(t) a partir de sus muestras x[n],
si durante el muestreo se cumple la condicio´n de que Fs sea mayor o igual a 2W , siendo
W el ancho de banda de la sen˜al. La reconstruccio´n puede llevar a cabo mediante un
interpolador que cumpla, por ejemplo la siguiente expresio´n:
x(t) =
∞∑
n=−∞
x[n]
sin
(
t− t
T
)
∏ (
t− n
T
) (3.5)
Normalmente las sen˜ales de voz son muestreadas a 8KHz. Puesto que previamente
han sido filtradas a 4KHz, ya que segu´n el espectro de la sen˜al de voz la mayorı´a de
su energı´a se concentra entre los 20 y 4000Hz. La frecuencia de muestreo se ha elegido
en este trabajo atendiendo a dos pautas fundamentales: por una parte la frecuencia
debe ser lo suficientemente elevada como para no perder informacio´n importante
para la inteligibilidad de la voz, por otra parte, es conveniente respetar los esta´ndares
establecidos en la plataforma sobre la que se va a operar; este valor se fijo´ en 14KHz.
Los estudios sobre las caracterı´sticas de las sen˜ales de voz han demostrado que la
mayor parte de la informacio´n necesaria para la inteligibilidad del habla se encuentra
por debajo de los 4KHz. De hecho el ancho de banda disponible tradicionalmente en las
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lı´neas telefo´nicas es algo menor de 4KHz. Es cierto que algunos sonidos emitidos por
el aparato fonador presentan frecuencias mucho ma´s elevadas, por ejemplo los sonidos
fricativos pueden alcanzar los 10KHz, pero la pe´rdida de esta informacio´n no supone un
de´ficit sustancial en la informacio´n del habla.
3.2.3 Segmentacio´n
El ana´lisis de la sen˜al de voz, como ya se ha apuntado anteriormente, se desarrolla
segmentando la sen˜al en bloques que se tratan individualmente. Normalmente los
segmentos se localizan espaciados uniformemente en el tiempo a intervalos regulares.
Se sabe, que si un segmento es lo suficientemente pequen˜o, las propiedades de la sen˜al
permanecera´n sustancialmente invariables. Esto es debido a que el aparato fonador
invierte cierto tiempo en la transicio´n desde un punto articulacio´n a otro.
Para elegir la duracio´n de los segmentos es preciso considerar ciertas propiedades de la
sen˜al de la voz. Si se escoge una longitud de segmento de entre 10 y 45 ms hay bastantes
posibilidades de conseguir una parte representativa de la sen˜al. Sin embargo, si el
intervalo de tiempo es demasiado corto, inferior a un periodo fundamental de la sen˜al,
se corre el peligro de que las caracterı´sticas interesantes se oculten debido a las ra´pidas
variaciones que se producen en la parte de la sen˜al elegida. En esta investigacio´n se ha
optado por una longitud de segmento de 20ms. Para calcular el nu´mero de muestras que
componen cada intervalo hay que multiplicar la duracio´n del segmento por la frecuencia
de muestreo:
N = 14000 muestras/segundos X 0.02 segundos ≈ 280 muestras
Para evitar los efectos negativos provocados al tomar un segmento que contenga
una transicio´n de una zona de la sen˜al cuasi-estacionaria a la siguiente, se usa
la te´cnica del solapamiento de segmentos. Este me´todo consiste en tomar una
separacio´n entre los comienzos de cada segmento menor que la longitud de los
segmentos, con lo que se produce un solapamiento entre los mismos. En este
caso se ha tomado una separacio´n de 5ms, es decir, un solapamiento de 15ms
(0.015segundosx14000muestras/segundo ≈ 210muestras). De esta forma se logra evitar la
pe´rdida de representatividad de un segmento que contenga una transicio´n, debido a las
distintas caracterı´sticas de las dos zonas diferenciadas que presenta.
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3.2.4 Enventanado
El proceso de segmentacio´n supone extraer una parte de la sen˜al separa´ndola de todo el
conjunto, esto provoca un efecto negativo para el ana´lisis de la evolucio´n en el tiempo
de las caracterı´sticas de la sen˜al. La solucio´n a este problema reside en aplicar a cada
segmento una funcio´n ventana, que suaviza los bordes del intervalo haciendo que estos
tiendan a cero, y resalta la parte central acentuando las propiedades caracterı´sticas del
segmento. La expresio´n matema´tica de la aplicacio´n de una ventana es la siguiente:
S
′
i(n) = Si(n)× V (n) 0 ≤ n ≤ N − 1 (3.6)
donde Si(n) es la sen˜al segmentada, i es el ı´ndice que representa el comienzo de cada
segmento, V (n) es la funcio´n ventana aplicada, y N es el taman˜o en nu´mero de muestras
del segmento. Debido a que lo que en definitiva se hace es una convolucio´n de la sen˜al
de voz con la funcio´n ventana, la sen˜al resultante incluira´ la respuesta frecuencial de
la ventana. Por tanto la eleccio´n del tipo de ventana a utilizar es importante puesto
que influira´ en los procesos posteriores. La funcio´n ventana ma´s comu´nmente utilizada
en al ana´lisis de la sen˜al de voz, es la llamada ventana Hamming. Su mayor virtud
radica en que mantiene un buen equilibrio entre su duracio´n temporal y su resolucio´n
en frecuencia; Aunque para efectos pra´cticos de montaje en la FPGA se decidio trabajar
con la ventana rectangular [31].
3.3 Arquitectura del hardware
Las arquitecturas de hardware son la descripcio´n en co´digo de cada uno de los
dispositivos utilizados de la FPGA y los me´todos matema´ticos que se desarrollaron en
la investigacio´n. Los disen˜os de descripcio´n de hardware, se ven simplemente como
”cajas” donde solo intereza el comportamiento de las entradas y salidas de cada uno
de los modulos. Lo que pase dentro de estas ”cajas” es basicamente interes de los
programadores y es por ello que se puede decir que la descripcio´n de hardware en un
lenguaje casi personalizado, donde cada uno de los programadores disen˜a su propia
estructura de co´digo y solo da a conocer la estructura macro del disen˜o.
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3.3.1 Arquitectura del conversor A/D
El disen˜o que se ve en la figura(3.1), es el controlador que se ha disen˜ado en VHDL para
el conversor A/D del la tarjeta Spartan 3E de Xilinx.
Controlador A/D
Clk_50
rst
spi_miso
sample_time spi_sck_period
spi_amp_cs
spi_amp_shdn
spi_sck
spi_ mosi
spi_ adc_conv
channel_0_out(16 bits)
channel_1_out(16 bits)
data_ready
Figura 3.1: Componente del controlador A/D
Sen˜ales
Donde Clk 50, rst, y spi miso representan las entradas del componente y spi sck, spi mosi,
spi adc conv, spi amp cs, spi amp shdn, channel 0 out, channel 1 out y data ready son las
salidas del componente.
Sample time y spi sck period son para´metros del componente.
• Clk 50: Es la sen˜al de reloj, que es directamente conectada desde el reloj externo de
la tarjeta, este reloj es de 50Mhz y es representado por un solo bit. El pin de la FPGA
donde esta´ conectado este reloj es el C9.
• rst: es una sen˜al de reset representada por un solo bit, e´sta sirve para que el
componente organice sus para´metros en cualquier momento, y los deje como son
predeterminados, esta sen˜al se activa en el disen˜o principal, en el momento que la
sen˜al de inicio de todo el proceso es recibida.
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• Spi miso: (Serial data: Master Input, Serial Output.) Presenta la representacio´n
digital del muestreo ana´logo como un valor binario de 14 bits en complemento a
2, sin embargo esta sen˜al es de un solo bit, por lo que los 14 bits son transmitidos
internamente por una comunicacio´n serial. El pin fı´sico de la FPGA es el N10, y
esta´ conectada al accesorio de conexio´n de la tarjeta J7.
• Spi sck: Es la sen˜al de reloj con la cual se van a manejar los tiempos de transmisio´n
interna del bus SPI, el periodo de esta sen˜al es determinado mediante el para´metro
spi sck period.
• Spi mosi: (Serial data: Master Output, Slave Input.) Presenta los para´metros de
ganancia programables en 8 bits. Esta sen˜al tambie´n es de un bit y tiene una
transmisio´n interna de tipo serie. El pin fı´sico de la FPGA es el T4, y esta´ conectada
al Linear Tech LTC6912-1 amplificador dual.
• Spi adc conv: Es una sen˜al de un bit activa en alta, que realiza tanto shutdown como
reset del conversor A/D. Al activar e´sta sen˜al se le da la orden al conversor de
tomar una muestra, y adicionalmente de refrescar el dato de salida, por lo tanto el
resultado de una conversio´n no se visualiza hasta la pro´xima vez que esta sen˜al se
activa. La frecuencia de esta sen˜al esta´ determinada por los para´metros spi sck period
y simple time. El pin fı´sico de la FPGA es el P11, y esta´ conectada al Linear Tech
LTC1407A-1 conversor dual.
• Spi amp cs: Es una sen˜al de habilitacio´n, que permite determinar si se utiliza o no
el amplificador dual. En el momento en que esta sen˜al retorna a alto, la ganancia
del amplificador es programada. El pin fı´sico de la FPGA es elN7, y esta´ conectada
al Linear Tech LTC6912-1 amplificador dual.
• Spi amp shdn: Es una sen˜al de un bit activa en alta, que realiza tanto shutdown
como reset del amplificador. El pin fı´sico de la FPGA es el P7, y esta´ conectada al
Linear Tech LTC6912-1 amplificador dual.
• Channel 0 out: Esta sen˜al representa el dato convertido del canal 0 (En la tarjeta
es VINA), cabe anotar que esta sen˜al es de 16 bits, donde los 14 bits menos
significativos representan el valor de conversio´n en complemento a 2, y los 2
bits mas significativos representan el signo, esto u´nica y exclusivamente por
representacio´n, para tener una palabra de 2 bytes, ya que estos dos bits sobran, por
tanto no son tenidos en cuenta, a menos que se desee transmitir por serial, o se
52
desee visualizar en los 8 leds que posee la tarjeta, obviamente multiplexando. Esta
sen˜al se actualiza cada que existe un valor de alto en la sen˜al data ready.
• Channel 1 out: Esta sen˜al representa el dato convertido del canal 1 (Enla tarjeta
es VINB), cabe anotar que esta sen˜al es de 16 bits, donde los 14 bits menos
significativos representan el valor de conversio´n en complemento a 2, y los 2
bits mas significativos representan el signo, esto u´nica y exclusivamente por
representacio´n, para tener una palabra de 2 bytes, ya que estos dos bits sobran, por
tanto no son tenidos en cuenta, a menos que se desee transmitir por serial, o se
desee visualizar en los 8 leds que posee la tarjeta, obviamente multiplexando. Esta
sen˜al se actualiza cada que existe un valor de alto en la sen˜al data ready.
• Data ready: Esta sen˜al de un bit se encarga de actualizar los dos datos digitalizados
de los canales de captura ana´loga. En el momento que se recibe el ultimo bit del
canal 1, por la sen˜al spi miso, significa que los dos datos esta´n completos, y pueden
ser utilizados, momento en el cual esta sen˜al se activa.
• Simple time: Este para´metro de tipo entero es una constante que define el tiempo
de muestreo. Cada ciclo del reloj de entrada es 20ns si se desea un tiempo de
muestreo de 70µs(14khz) entonces; sample time= 70us/20ns ≈ 3500.
• Spi sck period: Este para´metro de tipo entero es una constante y debe ser
par. Define la cantidad de ciclos de reloj de entrada para generar el reloj de la
comunicacio´n serial spi.
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No
Yes
Yes
No
No
Yes
Flow Direction
clk_50 rst sample_time clk_50 rst sample_time
clk_sample<='1' spi_ sck<='1'
Generacion señal de tiempo
de muestreo(divisor de
frecuencia)
Generacion de la señal de
reloj para la comunicación
SPI.(divisor de frecuencia)
Inicio
data_ready<='1 '
Actualizar canales de salida
channel_0_out
channel_1_out
spi_adc_conv<='1' proceso para configurar
la ganancia del
amplificador
Inicio
spi_miso<='1'
channel_0_data
<=(others=>'1')
channel_0_data
<=(others=>'0')
channel_0_data
<=spi_miso(13)
channel_0_data
<=spi_miso(0)
spi_miso<='1'
channel_1_data
<=(others=>'1')
channel_0_data
<=(others=>'0')
channel_1_data
<=spi_miso(13)
channel_1_data
<=spi_miso(0)
data_ready<='1'
spi_amp_cs<='0'
spi_mosi<=gain_amp(7)
spi_mosi<=gain_amp(7)
Figura 3.2: Diagrama de flujo del conversor ana´logo digital y pre-amplificador
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Descripcio´n de funcionamiento
La descripcio´n de funcionamiento se centrara´ en describir a modo general el
funcionamiento del diagrama de flujo.
El primer proceso independiente que se tiene es aquel que actualiza los datos de
conversio´n, una vez data ready se activa.
Existen otros dos procesos que se ejecutan en paralelo, y ba´sicamente lo que hacen es
generar divisores de frecuencia, el primero es la generacio´n de la sen˜al para el tiempo de
muestreo, esta sen˜al que se forma a partir del para´metro simple time, y de la entrada de
reloj principal, genera un pulso de valor lo´gico alto, cada vez que transcurre el tiempo
determinado de muestreo, la duracio´n de este pulso es igual a la del reloj principal, y se
logra determinar este tiempo por medio de un contador. El nombre de la sen˜al generada
en este proceso es clk sample.
El segundo proceso es la generacio´n de la sen˜al de reloj para la comunicacio´n serial
SPI, este proceso a diferencia del anterior genera una onda cuadrada, que tiene como
periodo el producto del periodo del reloj principal, con el para´metro spi sck period, esta es
la razo´n por la cual este para´metro debe ser par, para poderlo dividir por dos, y ası´ tener
la parte baja y alta de la sen˜al de reloj, que en este caso es una divisio´n de frecuencia del
reloj principal, y se denomina internamente clk sck, pero en realidad esta sen˜al es la ya
conocida spi sck.
A parte de estos se ejecutan dos procesos ma´s en paralelo, estos aunque se ejecutan
en paralelo dependen de los dos anteriores.
Proceso para configuracio´n de la ganancia del amplificador
Este proceso es de lo´gica registrada por lo tanto requiere una sen˜al de reloj para
ejecutarse, dicha sen˜al es clk sck, la funcio´n de este proceso es realizar una ma´quina de
estados, en la cual primero se activa spi amp cs, que es activo bajo, y posteriormente
transmitir por el bus SPI serialmente los 8 bits de configuracio´n del amplificador dual.
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Proceso principal, ma´quina de estados para realizar la adquisicio´n
Este proceso al igual que el anterior es de lo´gica registrada, y su sen˜al de reloj es
igualmente clk sck, pero en el proceso no se comienza a ejecutar hasta que no se active
la sen˜al clk sample. Una vez clk sample sea uno se activa la sen˜al spi adc conv, que indica
al conversor que debe iniciar una nueva conversio´n, el proceso adquiere primero la
captura de la sen˜al del canal 0, inicialmente identifica el valor del bit ma´s significativo y
se lo asigna a todos los bits del dato convertido temporalmente, este bit es el que indica
el signo del valor convertido, posteriormente a trave´s de un corrimiento lo´gico hacia
la izquierda se agregan uno a uno los bits restantes terminando con el menos significativo.
Una vez terminada la captura del canal 0 se procede de igual forma con el canal 1, en
el momento que se recibe el u´ltimo bit de este canal significa que los dos datos han sido
conformados, y ya esta´n listos para ser utilizados, por lo tanto se activa la sen˜al data ready
y el proceso queda en el estado inicial, disponible para realizar la siguiente muestra.
Finalmente se realiza una asignacio´n a la sen˜al spi amp shdn, para que siempre este´
activo.
Cabe anotar que el controlador del conversor A/D y el amplificador se ejecutan desde
el momento en que el programa principal es descargado en la memoria flash de la FPGA
y esta comienza a funcionar.
3.3.2 Arquitectura de la memoria ram
Control bloque de memoria RAM. El control de los bloques de memoria RAM se puede
modelar de la siguiente forma, la cual es basada en la configuracio´n de memoria doble
puerto, recordando que la configuracio´n que se utiliza en este proyecto es 16 s9 S9, o
2Kx9.
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RAM16_ S9_S9
WEA
ENA
SSRA
CLKA
ADDRA [10 : 0]
DIA  [7 : 0]
DIPA  [8]
WEB
ENB
SSRB
CLKB
ADDRB [10 : 0]
DIA  [7 : 0]
DIPA  [8]
DOPA [8]
DOA [7 : 0]
DOPB [8]
DOB [7 : 0]
Figura 3.3: Modelo del bloque de memoria Ram
Sen˜ales
Donde WEA, ENA, SSRA, CLKA, ADDRA, DIA, DIPA son las entradas del puerto A,
DOPA y DOA son las salidas del puerto A; y Donde WEB, ENB, SSRB, CLKB, ADDRB,
DIB, DIPB son las entradas del puerto B, DOPB y DOB son las salidas del puerto B, las
cuales ya han sido especificadas previamente.
El controlador de los bloques de memoria BRAM so´lo requiere instanciar el
componente BRAM 16 S9 S9 el cual se encarga de direccional todas las entradas y
salidas a el bloque BRAM, por lo tanto lo u´nico requerido es realizar el mapeo del puerto,
e indicarle a la instancia cua´les son las sen˜ales que van a ir conectadas internamente con
las sen˜ales propias de la memoria.
Para este proyecto en particular se utilizara´ la memoria como doble puerto, donde
el puerto A se utiliza exclusivamente para operaciones de escritura, con un reloj igual
al de la frecuencia de muestreo del conversor A/D, y lo que se pretende es a partir del
momento de comenzar la captura ana´loga de los datos, comenzar el almacenamiento de
datos, con el fin de obtener un vector de 2048 datos, cada uno de 8 bits, por tanto el bit de
paridad solo servira´ para dar el signo del dato, al igual que el bit que le sigue.
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El puerto B se utiliza exclusivamente para operaciones de lectura, y la forma de
ser leı´do depende la comunicacio´n con la LCD, la cual se encarga de leer el dato de la
memoria, y mostralo en posicisio´n que sele indique en la pantalla, luego, lee la siguiente
posicio´n de memoria y realiza el mismo procedimiento, ası´ hasta haber leı´do toda la
memoria.
Es entonces que se esta aprovechando las ventajas de la memoria doble puerto, para
escribir por un puerto los datos recibidos por el conversor A/D y al mismo tiempo leer y
transmitir esos datos al LCD.
3.3.3 Arquitectura de la energı´a
la figura(3.4) muestra el disen˜o de arquitectura hadware para calcular la energı´a de la
sen˜al de voz.
Sen˜ales :
El disen˜o tiene una entrada de datos llamada dato de 16 bits, los cuales provienen de
el conversor A/D, una entrada de reloj llamada clock; la salida esta´ representada por la
sen˜al energia y su taman˜o es de 8 bits.
Arquitectura para
calcular la Energía
energia
dato
clock
Figura 3.4: Arquitectura de la energı´a
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El disen˜o hardware para calcular la energı´a de voz esta´ representado por un digrama
de flujo, como se ve en la figura (3.5), el cual esta compuesto de tres procesos. El primer
proceso se encarga de actualizar los datos siempre y cuando la sen˜al busy int se encuentre
en bajo. El segundo proceso se encarga de calcular la energı´a de la sen˜al; este proceso
se realiza dentro de un ciclo while que varia desde 1 hasta 280, para garantizar que los
280 datos de la muestra sera´n procesados. El tercer proceso consiste en una ma´quina
de estados que organiza los datos del proceso de calculo de la energı´a para enviarlos en
paquetes de 8 bits a la memoria del sistema de desarrollo.
Inicio Asignación  de datos
Asigna los datos  de
entrada a la señal data_reg
busy_int< ='0'
NO
SI
Inicio calculo
energía
Mientras
K<N-1
Multiplicación
de datos
Conversión de
datos a entero
Suma de los
datos
Conversión de
datos a std _logic
NO
SI
Salida datos
de energía
Inicio salida  de datos
si pro_ listo  =
'1'
Maquina de
estados
salida de datos en
tramas de 8 bits
NO
SI
Figura 3.5: Disen˜o del co´digo de energı´a
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3.3.4 Arquitectura de la intensidad
El disen˜o de arquitectura para calcular la intensidad de la sen˜al de voz se puede ver en la
figura (3.6). El cual consta de dos entradas representadas; por la sen˜al de reloj clock y la
sen˜al de datos data adc, la cual esta´ compuesta de 16 bits. Los 16 bits que toma la entrada
data adc son los que que arroja el conversor A/D. La salida esta´ representada por la sen˜al
salida inten, el taman˜o de esta´ sen˜al es de 9 bits incluyendo el de signo, los datos de la
salida son tomados por la instancia de la memoria.
Arquitectura para
calcular la Intensidad
salida_inten
dato _adc
clock
Figura 3.6: Arquitectura de la intensidad
Para el calculo de la intensidad se llevo a cabo el desarrollo en VHDL de una FFT.
La figura 3.7 y la figura 3.8 muestran los diferentes procesos que se implementaron en el
sistema de desarrollo para obtener la magnitud de la FFT en las diferentes ventanas y de
esta manera lograr calcular la intensidad de la sen˜al de voz.
La figura 3.7 esta compuesta de tres procesos que se ejecutan paralelamente siempre
y cuando se cumplan las condiciones requeridas. El proceso encargado de la divisio´n
de frecuencia se disen˜o para que la asignacio´n de datos a la matriz se lleve a cabo a
una frecuencia mas baja (250 Hz) que la frecuencia del reloj principal (50 Mhz); la sen˜al
que se genera en este proceso es llamada reloj 1. El proceso para asignacio´n de datos a
la matriz se ejecuta cuando la sen˜al reloj 1 es generada en el divisor de frecuencia, los
datos de la entrada son convertidos en este proceso a valores enteros con el fin de llenar
la matriz con valores enteros y facilitar las operaciones que se realicen con estos datos
en los dema´s procesos. El proceso que se encarga de generar los valores de giro, es un
proceso que se ejecuta sin ninguna condicio´n y siempre se esta refrescando con los datos
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de la entrada. Este proceso se encarga de generar el argumento para las funciones seno y
coseno que representan la parte real e imaginaria de la FFT.
La figura 3.8, muestra dos procesos que corren paralelamente con los dema´s procesos
que muestra la figura 3.7. El proceso que se encarga de calcular la FFT, es un proceso que
se realiza de manera secuencial debido a la estructura del algoritmo como tal. Cuando
el proceso de calculo de la FFT termina, genera la sen˜al listo, colocandola en un valor
alto para que de esta manera pueda dar inicio al proceso de salida de datos. El proceso
de salida de datos como se menciono´, espera que la sen˜al listo tenga un valor alto para
empezar a ejecutarse, este proceso es basicamnete una ma´quina de estados que organiza
los datos en paquetes de 8 bits para transmitirlos a la memoria del sistema de desarrollo.
El proceso de salida de datos tambien se encarga de calcular la magnitud de los datos
arrojados por el proceso de la FFT, con lo cual se obtiene el valor de la magnitud de la
sen˜al.
Proceso  divisor de
frecuencia
Generación de
la señalreloj_1
contador
=199999 ciclos
NO
SI
Asignación de
datos  al vector
reloj_1 <='1'
Captura de los
datos de entrada
NO
SI
Parte real e
imaginaria  de la FFT
Calculo delargumento
de las funciones seno y
coseno
Calculo de la parte real
e imaginaria  de la FFT
Figura 3.7: Disen˜o que representa el desarrollo del co´digo para calcular la intensidad
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Calculo de la FFT y
generación de la señal
listo
Inicio salida datosInicio calculo  de la
FFT
listo  <='1 '
Calculo de la magnitud
de la FFT
NO
SI
Máquina de estados
para la salida
Figura 3.8: Disen˜o que representa el desarrollo del co´digo para calcular la intensidad
3.3.5 Arquitectura del pitch
El disen˜o que se implemento´ en VHDL para calcular el pitch, se ve en la figura 3.9, el
cual consiste en dos entradas dato adc y clock. La entrada dato adc, esta´ conectada con
al salida del convesor A/D, el taman˜o de la sen˜al es de 16 bits, y la entrada clock, esta´
conectada con la reloj principal del sistema de desarrollo a 50 Mhz. La salida se conecta
con la instancia de la memoria y su taman˜o es de 9 bits.
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Arquitectura del pitch
clock
dato_ adc
salida_pitch
Figura 3.9: Arquitectura del pitch
La figura 3.10 y la figura 3.11, muestran los diagramas de flujo, que explican la forma
de implementacio´n de la arquitectura del pitch.
Proceso  divisor de
frecuencia
Generación de
la señalreloj_1
contador
=199999 ciclos
NO
SI
Asignación de
datos  al vector
reloj_1 <='1'
Captura de los
datos de entrada
NO
SI
Parte real e
imaginaria  de la FFT
Calculo delargumento
de las funciones seno y
coseno
Calculo de la parte real
e imaginaria  de la FFT
Figura 3.10: Diagrama de flujo para calculo del pitch
La figura 3.10, esta´ compuesta de tres procesos. El proceso que se encarga de generar
la sen˜al reloj 1, es un divisor de frecuencia, el cual reduce la frecuencia principal del reloj
a 250 Hz. El proceso de la asignacio´n de datos de entrada al vector que los contiene,
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opera con la frecuencia que genera el divisor de frecuancia. En este esquema el proceso
que se encarga de generar los argumentos de las funciones seno y coseno; es netamente
secuencial y no depende de ninguna condicio´n.
Calculo de la FFT
Multiplicación  de los
valores  de giro por los
datos del vector de
entrada
Asignación  de datos
al vector para
calcular el pitch
fft <='1'
Captura  de los datos de
la fft par calculo del pitch
NO
SI
Calculo del pitch
Calcula el mayor e
inicia  el contador
cal_pi(i)>mayor_fre
NO
SI
contador_fre  =10
ciclos
NO
SI
Salida deldato  de
pitch
Salida  de datos
listo <='1'
Inicia el
contador
contador=20
ciclos
Salida  de datos
hacia  la memoria
NO
SI
NO
SI
Figura 3.11: Diagrama de flujo para calculo del pitch
la figura 3.11, contiene cuatros procesos que complementan la arquitectura del pitch.
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El proceso que calcula la FFT, opera independientemente, multiplicando los datos que
contiene el vector de entrada con la parte real e imaginaria de la FFT. Luego estos datos
son tomados por otro proceso que se encarga de almacenarlos en un vector, siempre
y cuando la sen˜al fft = ’1’. La sen˜al fft es generada por el proceso que se encarga de
calcular la FFT. Los datos que llevan la informacio´n de la FFT son almacenados en un
vector, luego estos datos son tomados por el proceso encargado de calcular el pitch.
Primero se logra obtener el mayor de los datos del vector que contiene los datos del
espectro de la sen˜al FFT; con este valor y su posicion se puede calcular la frecuencia
fundamental de la sen˜al. Despue´s de obtener el pitch, el u´ltimo proceso que se ejecuta es el
encargado de asignar los datos de la frecuencia fundamental de la sen˜al de voz a la salida.
3.3.6 Arquitectura de los formantes
La arquitectura para obtener los formantes de la sen˜al de voz se ve en la figura 3.12, la
cual contiene dos entradas representadas por la sen˜al de reloj y la entrada de datos; los
datos que entarn a la instancia son los que provienen de la instancia del conversor A/D
y su taman˜o es de 16 bits. La salida representada por la sen˜al salida fo, se conecta con la
instancia de memoria y su taman˜o es de 9 bits.
Arquitectura de los
Formantes
clock
dato _adc
salida_ fo
Figura 3.12: Arquitectura de los formantes
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El disen˜o del co´digo para encontrar los formantes 1 y 2 de la sen˜al se voz es
basicamente el mismo que se desarrollo para obtener el pitch, por esto se explicara solo la
parte donde se obtienen los formantes. Despue´s de capturar los datos, generar el divisor
la sen˜al de reloj con frecuencia mas baja para asignar los datos a el vector de entrada,
generar los valores de giro y crear la FFT, se procede a obtener de la transformada, los
niveles de frecuencia en la sen˜al que continen los formantes. Para obtener los formantes
1 y 2 de la sen˜al se desarrollo una metodologı´a simple pero que garantiza que los
resultados que se obtengan sean los que requiere la investigacio´n. Con el valor del pitch
W0, se procede a eliminar todo el rango de datos donde fue hallado el pitch y se procede
a ejecutar el mismo procedimiento para obtener el pitch, pero en este caso se obtendra el
formante 1 y asi mismo el formante 2.
El diagrama de flujo (figura 3.13 muestra los procesos que se implementaron para
calcular los formantes de la sen˜al. Como se ve en la figura para calcular los formantes
se ejecutan procesos similares pero con la diferencia que para el caso del formante 1 solo
se toman 300 datos por ciclo, mientras que para el formante 2 solo se toman 100 datos,
esto se debe a que al borrar el rango de datos donde se encuentra cada frecuencia, el
vector que queda es un vector que posee los mismos datos de la transformada pero sin
los valores donde se calculo el pitch y el formante 1; por ejemplo, si se fuera a calcular el
formante 2.
Los procesos que muestra la figura 3.13, consisten primero en llenar los vectores con
los datos de la transformada, teniendo en cuenta que los valores de frecuencia donde fue
hallado el pitch no sera´n guardados en los vectores. Luego de guardar los datos en cada
vector se debe proceder a calcular el mayor de los datos y conocer su posicio´n la cual
indica el valor de frecuencia en la que se encuentra el mayor valor de los datos y de e´sta
manera se obtiene el primer formante; igualmente se hace con los datos del otro vector
para obtener el formante 2.
La salida de los datos es una ma´quina de estados que esta´ organizada de manera tal
que, proporcione a la salida de la instancia, primero los datos del formante 1 y luego los
datos del formante 2, que luego sera´n tomados por la instancia de la memoria.
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Asignación de datos
para el formante 1
fft = '1'
Ciclo que llena  el vector
con solo 300 datos
Generación de la
señalformante1
Asignación de datos
para elformante 2
NO
SI
fft = '1'
Ciclo que llena  el vector
con solo 100 datos
Generación de la
señalformante2
NO
SI
Calculo delformante 1
formante1  = '1 '
Ciclo que calcula el
formante 1
Generación de la
señal listo _f1
Calculo delformante 2
formante2  = '1 '
Ciclo que calcula el
formante  2
Generación de la
señallisto
NO NO
SI SI
Máquina de estados
para la salida
listo _ f1  = 1 listo  = 1
Asignación de los
datos delformante
1 a la salida
Asignación de los
datos delformante
2 ala salida
contador = 50 contador = 60
Cambio de estado Cambio de estado
NO NO
SI SI
NO NO
SISI
Figura 3.13: Disen˜o del co´digo para calcular los formantes de la voz
3.3.7 Arquitectura para la transmisio´n de datos
El disen˜o para la transmisio´n de datos es mostrado en la figura 3.14. La sen˜al de entrada
clk, indica el reloj de la arquitectura y esta´ conectado al pin C9 del sistema de desarrollo,
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la entrada de datos data in, se conecta con la salida de la memoria (8 bits) y la entrada
init es una bandera que indica cuando comienza a ejecutarse el componente, e´sta sen˜al es
de un solo bit. La salida de los datos se realiza por la sen˜al dato tx y su taman˜o es de un
solo bit; la sen˜al serial ready indica cuando un dato de 8 bits es transmitido e informa al
componente para que comience una nueva transmisio´n de datos. La sen˜al transmit rate,
es el para´metro que define la velocidad de transmisio´n de los datos.
Transmisión de datos
CLK
data_in (8 bits)
init
dato_ tx
serial_ready
transmit_rate
Figura 3.14: Arquitectura para la transmisio´n de datos
El funcionamiento del componente de transmisio´n serial se puede ver en la figura
3.15, e´ste se encarga de transmitir un dato de 8 bits por comunicacio´n serial. Dado
que el dato transmitido esta en formato de 8 bits, y tiene un total de 10 bits, donde se
encuentran el bit de arranque, los 8 bits de informacio´n y el bit de parada, es necesario
realizar una maquina de estados que organice uno a uno los bits de informacio´n y los
transmita en el orden necesario.
Este componente solo es utilizado en la parte final del procedimiento, por tanto no
se requiere enviar informacio´n continuamente, con tal fin existe la sen˜al init, la cual
habilita o no la ma´quina de estados para comenzar la transmisio´n, la ma´quina de estados
se ejecuta, comenzando por el estado de idle o espera, en dicho estado el bit que se
encuentra en la lı´nea de transmisio´n dato tx es ’1’, en el momento que la sen˜al de init
sea ’1’, la lı´nea de transmisio´n dato tx se vuelve ’0’, dando cabida al estado de bit de
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arranque, esto significa que la comunicacio´n ha comenzado, despue´s, de un tiempo, que
es determinado segu´n la rata de transferencia, para este proyecto la rata de transferencia
se determino en 15625 baudios, lo cual significa que el tiempo que se demora un solo bit
es de 3.1 µs, considerando que los tiempos dentro de la FPGA deben estar referenciados a
el reloj principal de 50Mhz, o sea que 3.1 µs son 3200 oscilaciones, se procede a transmitir
el primer bit, que para el caso de la comunicacio´n serial es el bit menos significativo,
luego se realiza la transmisio´n despue´s de transcurrido el tiempo de un bit (3200 ciclos),
a partir de la ultima lectura, esto se hace para los 8 bits, considerando que el 8 bit es el
mas significativo, en otras palabras, para cada bit existe un estado, y en ese estado se va
a transmitir un bit en particular, y ası´ direccionarlos todos correctamente.
Una vez se ha transmitido el octavo bit, transcurre un tiempo de un bit (3200 ciclos)
y se envı´a nuevamente la sen˜al dato tx, en ese momento el valor debe ser de ’1’, que
significa que es el bit de stop, y se pasa al estado inicial de espera, en ese momento la
maquina esta lista para realizar el mismo procedimiento.
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Divisor de
frecuencia
transmit_rate
clk_bit <= '1'
Idle
init = 1
bit de arranque
dato _tx  = '0 '
bit 0
dato _tx  <= data_in (0)
bit 7
dato _tx  <= data_in (7)
bit stop
dato _tx  = '1 ' serial_ready <= '1'
dato _tx  = '1 '
NO
SI
Figura 3.15: Disen˜o del co´digo para la transmisio´n serial de datos
Capı´tulo 4
Arquitectura general y resultados
La arquitectura general tiene como objetivo agrupar todos los desarrollos logrados a
nivel de lenguaje VHDL (co´digos de la investigacio´n) e implementar la plataforma de
prueba. La extraccio´n de para´metros proso´dicos de la voz (pitch, intensidad, energı´a y
formantes) se llevara´ a cabo con el montaje de todas las arquitecturas que se presentaron
en el ca´pitulo anterior y que en este ca´pitulo se convierten en una sola estructura que
permite el analı´sis, almacenamiento, procesamiento y reconocimiento de los mismos.
Para extraer los resultados, la sen˜al de voz es muestreada por intervalos de 20 ms, tramas
donde la sen˜al es cuasi-estacionaria, es decir, tramas donde sus para´metros proso´dicos
permanecen invariantes [32].
4.1 Arquitectura de control
La arquitectura de control es el programa final que se implementa en el sistema de
desarrollo para obtener los resultados a presentar en este capı´tulo. La figura 4.1 muestra
el disen˜o que se desarrollo en VHDL para controlar cada una de las instancias que se
construyeron en el proyecto.
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clk_50
rst
Arquitectura de control
spi_ dac_cs
spi_ rom _cs
strataflash_ce
strataflash _we
strataflash_oe
platformflash _oe
spi_sck
spi_miso
spi_mosi
spi_ adc_ conv
spi_amp_cs
spi_amp_shdn
rs232 _dte_txd
Pines
Deshabilitados
Pines
de Comunicación
Pines del
conversor y
amplificador
Pin para
comunicación
serial
Figura 4.1: Disen˜o general de control
La arquitectura que muestra la figura 4.1, contiene dos entradas, representadas;
una por la sen˜al de reloj clk 50, que conecta todos los mo´dulos y la otra sen˜al es una
sen˜al de reset rst, que activa el mo´dulo del conversor para iniciar la captura de los
datos. Las salidas de la arquitectura, esta´n representadas por las sen˜ales que se ven en
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la figura 4.1. Los pines que se deshabilitan en el disen˜o, son pines que interfieren en
la comunicacio´n de los mo´dulos, esto se hace por recomendacio´n de el fabricante del
sistema de desarrollo. Las salidas MISO, MOSI y SCK, corresponden a la comunicacio´n
interna entre dispositivos, en este caso; la existente entre el amplificador y el conversor
A/D. La salida de transmisio´n de datos esta´ representada por la sen˜al rs232 dte txd, la
cual es de un solo bit.
Funcionamiento
El disen˜o de arquitectura se ve en la figura 4.2. La sen˜al clk 50, corresponde al reloj
con el cual funciona todo el disen˜o, como se ha dicho antes e´ste se conecta en el pin C9 del
sistema de desarrollo. La arquitectura de e´ste mo´dulo, posee un disen˜o especial ya que no
es necesario crear muchos procesos o desarrollar mucho co´digo para su implementacio´n,
basca con conocer las salidas y entradas de cada mo´dulo y conectarlos. Cada uno de los
disen˜os que se desarrollaron para calcular los diferentes para´metros de estudio, se unen al
co´digo general como componentes y se conectan a travez de las instancias en el mapa de
puertos de la arquitectura de control. Es por ello que el disen˜o general de la arquitectura
de control, es como tal el disen˜o general de la investigacio´n.
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Conversor A/D
Instancias:  pitch.
intensidad, energía,
formantes
Ram16_s9_ s9
clk _50
rst
Transmisión de Datos
channel_a
DATA_IN
dato _adc
Salida datos
DATA_OUTB
DATA_IN
rs232 _dte _txd
ENTORNO GRAFÍCO
Figura 4.2: Diagrama de flujo del controlador principal
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El esquema que muestra el diagrama de flujo, es relativamente sencillo si se piensa de
manera general, pero como se vio en el ca´pitulo anterior cada bloque contiene su propia
estructura de co´digo, y esa estructura debe estar relacionada con los demas disen˜os para
que en conjunto el sistema pueda funcionar de manera o´ptima y se pueda obtener los
resultados que se quieren en la investigacio´n. El archivo de control y todos los co´digos
de las instancias que se desarrollaron en VHDL para la investigacio´n se presentan en los
anexos.
4.2 Metodologı´a de evaluacio´n
Los resultados de reconocimiento de para´metros pueden verse afectados por el acople
entre el microfono y el sitema de desarrollo, debido a la presencia de ruido [33] que
producen los empalmes fı´sicos que se deben hacer para capturar la sen˜al ana´loga
proveniente del microfono y que toma el conversor A/D de la plataforma de prueba.
Con el fin de garantizar que las sen˜ales ana´logas que produce el microfono y que el
conversor captura en los pines de entrada, sean sen˜ales de alta calidad y con bajos niveles
de ruido, se decidı´o disen˜ar acoples con juntas de alta conductividad que permitan
aislar los altos niveles de acoplamiento que se producen normalmente en este tipos de
uniones. Otro tipo de problema que puede afectar los resultados es la falta de cuidado al
manipular el micro´fono por parte de los locutores.
4.3 Entorno Grafı´co
El entorno grafı´co es basicamente el programa que se disen˜o en MATLAB para mostrar
los datos finales que se procesaron con el sistema de desarrollo. El programa consiste
en la crecio´n de una GUI, la cual permite al usuario interactuar con ella para visualizar
las muetras y obtener los datos de la parte de la sen˜al que se este procesando en ese
momento. La GUI en la parte superior muestra la sen˜al orinal, luego en la parte media
e inferior muestra los graficos del contorno de los dema´s datos, con su respectivo valor
numerico.
La GUI que se disen˜o para mostar los resultados es presenta en la figura 4.3.
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Figura 4.3: Entorno grafı´co implementado el guide para mostrar los resultados
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4.4 Descripcio´n de la base de datos
Para realizar las pruebas en la investigacio´n, se tomaron 6 locutores, tres hombres y tres
mujeres, con edades entre los 24 y 31 an˜os. Las personas participantes en la prueba
pertenecen al grupo de Grupo de Investigacio´n y Desarrollo en Comunicaciones y
Hardware Reconfigurable de la Universidad Tecnolo´gica de Pereira, teniendo en cuenta
que la seleccion de las personas se realizo´ aleatoriamente y sin considerar algun tipo de
caracterı´stica especial. Los locutores se encagaron de grabar distintas sesiones, donde
cada sesio´n contiene diversas palabras y frases. Los ficheros de voz son archivos *.WAV,
grabados a 16 kHz, 16 bits. En total consta de 42 palabras y 18 frases.
4.5 Reconocimiento de para´metros
El reconocimiento de para´metros proso´dicos en la voz se realiza con el fin de conocer
la estructura de variancio´n temporal de caracterı´sticas como el pitch, la intensidad, la
energı´a, los formantes; que contribuyen a ampliar el estudio de reconocimiento del habla.
Contribuir al estudio del reconocimiento del habla, a trave´s del procesamiento de voz,
amplia las posibilidades de entender ma´s al ser humano en aspectos relacionados con
estados emocionales, patologı´as entre otros [34]. Como no existe una investigacio´n previa
en la universidad que haya determinado, cuales son los para´metros ma´s determinantes
que permiten obtener las mejores caracterı´sticas y resultados a la hora de estudiar y
analizar la sen˜al de voz, se considero´ adecuado estudiar algunos de los para´metros ma´s
relevantes para permitir que la investigacio´n arrojara los mejores resultados. En este
trabajo se empleo´ una metodologı´a basada en la transformada enventanada de Fourier
STFT (Short Time Fourier Transform) [27].
Como se dijo en el capı´tulo 3, se plantean 5 tipos de para´metros pro´sodicos a extraer
en la sen˜al de voz: pitch, intensidad, energı´a, formante 1 y formante 2. Estos para´metros
pueden ser vistos como caracterı´sticas que aportan informacio´n sobre cualidades fı´sicas
de la voz (evolucio´n de la tonalidad o variacio´n de la amplitud) y adema´s que aportan
informacio´n de la naturaleza de la densidad espectral de energı´a de la sen˜al de voz. Para
todos los casos la sen˜al fue previamente segmentada con ventanas de 20 ms y traslape de
50 %.
Para realizar las pruebas los locutores fueron etiquetados como muestra la siguiente
tabla:
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Locutor Genero Edad
1 Hombre 27
2 Hombre 31
3 Hombre 24
4 Mujer 28
5 Mujer 24
6 Mujer 25
Tabla 4.1: Nomenclatura de los locutores participantes en la prueba
Los resultados de reconocimiento de para´metros proso´dicos se muestran a
continuacio´n:
Palabras
• Bovino
• A´rbol
• Carro
• Tele´fono
• Frecuencia
• Subso´nico
• Medicamento
Frases
• El reconocimiento automa´tico de voz es una parte de la inteligencia artificial
• Entre 1997 y 2002 estuvo en circulacio´n una moneda de 1000 pesos colombianos, la cual fue
retirada debido a su falsificacio´n masiva
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• El arado es una herramienta utilizada en agricultura para preparar y remover el suelo antes
de sembrar las semillas.
Las tablas que siguen a continuacio´n muestran los resultados obtenidos por el sistema
de desarrollo construido en la investigacio´n. Los resultados que contienen las tablas con
respecto al praat, son producto de las pruebas que se realizaron con este programa para
tener en el proyecto una referencia de los rangos y valores en los que deberı´an estar los
datos que arroje el sistema de desarrollo.
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Tabla 4.2: Para´metros proso´dicos de la palabra bovino
(a) Locutor 1
Para´metro FPGA Praat
Pitch 117.65 Hz 126.60 Hz
Intensidad 74.38 dB 71.84 dB (µE)
Formante 1 479.41 Hz 422.48 Hz
Formante 2 1098.04 Hz 1563.27 Hz
(b) Locutor 2
Para´metro FPGA Praat
Pitch 137.25 Hz 115.74 Hz
Intensidad 70.30 dB 63.78 dB (µE)
Formante 1 501.96 Hz 510.96 Hz
Formante 2 1788.24 Hz 1688.39 Hz
(c) Locutor 3
Para´metro FPGA Praat
Pitch 141.38 Hz 105.04 Hz
Intensidad 74.88 dB 66.99 dB (µE)
Formante 1 478.43 Hz 538.78 Hz
Formante 2 1662.75 Hz 1661.54 Hz
(d) Locutor 4
Para´metro FPGA Praat
Pitch 245.10 Hz 207.79 Hz
Intensidad 71.52 dB 71.88 dB (µE)
Formante 1 609.81 Hz 421.62 Hz
Formante 2 1694.12 Hz 1533.06 Hz
(e) Locutor 5
Para´metro FPGA Praat
Pitch 199.94 Hz 224.46 Hz
Intensidad 69.00 dB 70.92 dB (µE)
Formante 1 504.71 Hz 464.55 Hz
Formante 2 1609.41 Hz 1659.19 Hz
(f) Locutor 6
Para´metro FPGA Praat
Pitch 201.03 Hz 216.32 Hz
Intensidad 69.77 dB 65.43 dB (µE)
Formante 1 308.29 Hz 388.74 Hz
Formante 2 1698.58 Hz 1534.45 Hz
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Tabla 4.3: Para´metros proso´dicos de la palabra a´rbol
(a) Locutor 1
Para´metro FPGA Praat
Pitch 122.54 Hz 119.91 Hz
Intensidad 69.40 dB 70.57 dB (µE)
Formante 1 647.059 Hz 694.42 Hz
Formante 2 1005.35 Hz 1309.45 Hz
(b) Locutor 2
Para´metro FPGA Praat
Pitch 200.98 Hz 141.68 Hz
Intensidad 69.32 dB 63.93 dB (µE)
Formante 1 564.71 Hz 505.40 Hz
Formante 2 1537.25 Hz 1416.04 Hz
(c) Locutor 3
Para´metro FPGA Praat
Pitch 66.58 Hz 98.78 Hz
Intensidad 71.10 dB 68.29 dB (µE)
Formante 1 478.43 Hz 592.53 Hz
Formante 2 665.05 Hz 1595.66 Hz
(d) Locutor 4
Para´metro FPGA Praat
Pitch 225.4 Hz 207.79 Hz
Intensidad 71.19 dB 71.89 dB (µE)
Formante 1 389.99 Hz 421.62 Hz
Formante 2 1654.9 Hz 1533.06 Hz
(e) Locutor 5
Para´metro FPGA Praat
Pitch 151.10 Hz 212.17 Hz
Intensidad 71.36 dB 65.89 dB (µE)
Formante 1 437.64 Hz 502.35 Hz
Formante 2 1375.99 Hz 1549.50 Hz
(f) Locutor 6
Para´metro FPGA Praat
Pitch 171.94 Hz 191.72 Hz
Intensidad 71.00 dB 64.97 dB (µE)
Formante 1 647.22 Hz 596.04 Hz
Formante 2 1748.84 Hz 1673.84 Hz
Tabla 4.21: Para´metro proso´dico de la frase 3
(a) Locutor 1
Para´metro FPGA Matlab
Energı´a 2.31V 2 2.48V 2
(b) Locutor 2
Para´metro FPGA Matlab
Energı´a 0.50V 2 0.48V 2
(c) Locutor 3
Para´metro FPGA Matlab
Energı´a 0.38V 2 0.38V 2
(d) Locutor 4
Para´metro FPGA Matlab
Energı´a 0.94V 2 0.72V 2
(e) Locutor 5
Para´metro FPGA Matlab
Energı´a 1.52V 2 1.54V 2
(f) Locutor 6
Para´metro FPGA Matlab
Energı´a 0.97V 2 0.88V 2
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Tabla 4.4: Para´metros proso´dicos de la palabra carro
(a) Locutor 1
Para´metro FPGA Praat
Pitch 141.47 Hz 114.19 Hz
Intensidad 75.05 dB 67.11 dB (µE)
Formante 1 479.41 Hz 629.54 Hz
Formante 2 1035.55 Hz 1628.20 Hz
(b) Locutor 2
Para´metro FPGA Praat
Pitch 186.27 Hz 138.09 Hz
Intensidad 70.42 dB 60.72 dB (µE)
Formante 1 611.75 Hz 684.82 Hz
Formante 2 1474.51 Hz 1581.92 Hz
(c) Locutor 3
Para´metro FPGA Praat
Pitch 90.19 Hz 103.34 Hz
Intensidad 64.84 dB 71.29 dB (µE)
Formante 1 650.98 Hz 647.41 Hz
Formante 2 1309.80 Hz 1409.39 Hz
(d) Locutor 4
Para´metro FPGA Praat
Pitch 155.17 Hz 176.69 Hz
Intensidad 71.17 dB 66.97 dB (µE)
Formante 1 619.61 Hz 609.32 Hz
Formante 2 1709.8 Hz 1733.67 Hz
(e) Locutor 5
Para´metro FPGA Praat
Pitch 225.51 Hz 227.98 Hz
Intensidad 71.18 dB 72.80 dB (µE)
Formante 1 804.76 Hz 696.54 Hz
Formante 2 1327.06 Hz 1490.92 Hz
(f) Locutor 6
Para´metro FPGA Praat
Pitch 191.18 Hz 209.01 Hz
Intensidad 71.12 dB 66.45 dB (µE)
Formante 1 625.49 Hz 730.67 Hz
Formante 2 1659.08 Hz 1609.69 Hz
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Tabla 4.5: Para´metros proso´dicos de la palabra tele´fono
(a) Locutor 1
Para´metro FPGA Praat
Pitch 109.80 Hz 110.13 Hz
Intensidad 73.46 dB 67.52 dB (µE)
Formante 1 510.68 Hz 512.80 Hz
Formante 2 1960.78 Hz 1741.71 Hz
(b) Locutor 2
Para´metro FPGA Praat
Pitch 113.03 Hz 112.68 Hz
Intensidad 50.85 dB 60.35 dB (µE)
Formante 1 439.22 Hz 603.24 Hz
Formante 2 1367.09 Hz 1834.17 Hz
(c) Locutor 3
Para´metro FPGA Praat
Pitch 122.84 Hz 101.04 Hz
Intensidad 70.12dB 66.866 dB (µE)
Formante 1 686.66 Hz 587.29 Hz
Formante 2 1521.57 Hz 1627.84 Hz
(d) Locutor 4
Para´metro FPGA Praat
Pitch 198.04 Hz 220.14 Hz
Intensidad 68.96 dB 64.80 dB (µE)
Formante 1 423.53 Hz 518.74 Hz
Formante 2 1337.98 Hz 1874.97 Hz
(e) Locutor 5
Para´metro FPGA Praat
Pitch 238.23 Hz 223.71 Hz
Intensidad 61.47 dB 66.81 dB (µE)
Formante 1 569.40 Hz 685.44 Hz
Formante 2 1753.33 Hz 1787.545 Hz
(f) Locutor 6
Para´metro FPGA Praat
Pitch 226.37 Hz 211.44 Hz
Intensidad 70.44 dB 62.98 dB (µE)
Formante 1 666.92 Hz 519.66 Hz
Formante 2 1660.97 Hz 1702.86 Hz
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Tabla 4.6: Para´metros proso´dicos de la palabra frecuencia
(a) Locutor 1
Para´metro FPGA Praat
Pitch 135.29 Hz 115.21 Hz
Intensidad 59.79 dB 66.46 dB (µE)
Formante 1 401.41 Hz 594.25 Hz
Formante 2 1607.84 Hz 1841.05 Hz
(b) Caption for table 2
Para´metro FPGA Praat
Pitch 110.03 Hz 116.44 Hz
Intensidad 56.49 dB 62.69 dB (µE)
Formante 1 454.90 Hz 549.57 Hz
Formante 2 1819.61 Hz 1792.52 Hz
(c) Locutor 3
Para´metro FPGA Praat
Pitch 159.97 Hz 106.26 Hz
Intensidad 69.91dB 68.77 dB (µE)
Formante 1 548.49 Hz 576.11 Hz
Formante 2 1654.90 Hz 1756.15 Hz
(d) Locutor 4
Para´metro FPGA Praat
Pitch 153.94 Hz 211.36 Hz
Intensidad 70.51 dB 64.11 dB (µE)
Formante 1 546.65 Hz 604.66 Hz
Formante 2 1830.32 Hz 2073.30 Hz
(e) Locutor 5
Para´metro FPGA Praat
Pitch 215.69 Hz 224.75 Hz
Intensidad 74.88 dB 69.00 dB (µE)
Formante 1 723.29 Hz 597.70 Hz
Formante 2 1713.01 Hz 1790.91 Hz
(f) Locutor 6
Para´metro FPGA Praat
Pitch 188.12 Hz 194.24 Hz
Intensidad 71.78 dB 61.72 dB (µE)
Formante 1 636.86 Hz 655.92 Hz
Formante 2 1933.73 Hz 1930.09 Hz
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Tabla 4.7: Para´metros proso´dicos de la palabra subso´nico
(a) Locutor 1
Para´metro FPGA Praat
Pitch 130.39 Hz 117.50 Hz
Intensidad 69.19 dB 65.28 dB (µE)
Formante 1 705.88 Hz 656.80 Hz
Formante 2 1898.04 Hz 1945.81 Hz
(b) Locutor 2
Para´metro FPGA Praat
Pitch 124.75 Hz 116.79 Hz
Intensidad 52.52 dB 60.40 dB (µE)
Formante 1 776.47 Hz 684.38 Hz
Formante 2 1913.73 Hz 1904.97 Hz
(c) Locutor 3
Para´metro FPGA Praat
Pitch 124.17 Hz 107.87 Hz
Intensidad 70.00 dB 68.32 dB (µE)
Formante 1 776.23 Hz 760.50 Hz
Formante 2 1835.29 Hz 1775.48 Hz
(d) Locutor 4
Para´metro FPGA Praat
Pitch 184.89 Hz 235.75 Hz
Intensidad 70.44 dB 63.76 dB (µE)
Formante 1 640.04 Hz 698.82 Hz
Formante 2 1913.73 Hz 1958.67 Hz
(e) Locutor 5
Para´metro FPGA Praat
Pitch 200.98 Hz 237.43 Hz
Intensidad 65.56 dB 65.69 dB (µE)
Formante 1 941.65 Hz 818.04 Hz
Formante 2 1745.10 Hz 1800.69 Hz
(f) Locutor 6
Para´metro FPGA Praat
Pitch 182.35 Hz 192.79 Hz
Intensidad 72.65 dB 63.26 dB (µE)
Formante 1 837.82 Hz 750.79 Hz
Formante 2 1800.48 Hz 1846.93 Hz
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Tabla 4.8: Para´metros proso´dicos de la palabra medicamento
(a) Locutor 1
Para´metro FPGA Praat
Pitch 150.98 Hz 115.36 Hz
Intensidad 67.59 dB 68.49 dB (µE)
Formante 1 418.58 Hz 415.04 Hz
Formante 2 1929.41 Hz 1815.03 Hz
(b) Locutor 2
Para´metro FPGA Praat
Pitch 147.06 Hz 112.61 Hz
Intensidad 63.55 dB 58.06 dB (µE)
Formante 1 494.12 Hz 529.99 Hz
Formante 2 1474.67 Hz 1880.10 Hz
(c) Locutor 3
Para´metro FPGA Praat
Pitch 124.82 Hz 101.22 Hz
Intensidad 70.21 dB 68.20 dB (µE)
Formante 1 462.74 Hz 472.18 Hz
Formante 2 1615.69 Hz 1687.32 Hz
(d) Locutor 4
Para´metro FPGA Praat
Pitch 174.51 Hz 200.09 Hz
Intensidad 71.39 dB 62.62 dB (µE)
Formante 1 638.63 Hz 576.39 Hz
Formante 2 1780.39 Hz 1965.21 Hz
(e) Locutor 5
Para´metro FPGA Praat
Pitch 201.03 Hz 217.55 Hz
Intensidad 54.76 dB 67.15 dB (µE)
Formante 1 723.02 Hz 668.38 Hz
Formante 2 1699.06 Hz 1724.67 Hz
(f) Locutor 6
Para´metro FPGA Praat
Pitch 219.61 Hz 206.56 Hz
Intensidad 71.47 dB 62.31 dB (µE)
Formante 1 621.48 Hz 573.82 Hz
Formante 2 1878.48 Hz 1921.87 Hz
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Tabla 4.9: Para´metros proso´dicos de la frase 1
(a) Locutor 1
Para´metro FPGA Praat
Pitch 124.66 Hz 125.58 Hz
Intensidad 71.77 dB 69.29 dB (µE)
Formante 1 447.99 Hz 596.04 Hz
Formante 2 1560.22 Hz 1720.98 Hz
(b) Locutor 2
Para´metro FPGA Praat
Pitch 123.96 Hz 129.66 Hz
Intensidad 53.71 dB 58.83 dB (µE)
Formante 1 631.59 Hz 588.899 Hz
Formante 2 1487.69 Hz 1674.32 Hz
(c) Locutor 3
Para´metro FPGA Praat
Pitch 122.82 Hz 98.64 Hz
Intensidad 53.09 dB 58.08 dB (µE)
Formante 1 693.05 Hz 584.73 Hz
Formante 2 1528.38 Hz 1672.57 Hz
(d) Locutor 4
Para´metro FPGA Praat
Pitch 184.05 Hz 237.52 Hz
Intensidad 57.55 dB 64.69 dB (µE)
Formante 1 737.25 Hz 638.15 Hz
Formante 2 1835.34 Hz 1841.40 Hz
(e) Locutor 5
Para´metro FPGA Praat
Pitch 245.08 Hz 238.23 Hz
Intensidad 70.13 dB 65.32 dB (µE)
Formante 1 644.82 Hz 559.12 Hz
Formante 2 1903.76 Hz 1950.57 Hz
(f) Locutor 6
Para´metro FPGA Praat
Pitch 203.20 Hz 225.13 Hz
Intensidad 71.35 dB 66.17 dB (µE)
Formante 1 510.56 Hz 570.90 Hz
Formante 2 1802.42 Hz 1835.69 Hz
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Tabla 4.10: Para´metros proso´dicos de la frase 2
(a) Locutor 1
Para´metro FPGA Praat
Pitch 122.51 Hz 125.41 Hz
Intensidad 70.87 dB 67.84 dB (µE)
Formante 1 635.29 Hz 576.22 Hz
Formante 2 1725.49 Hz 1855.79 Hz
(b) Locutor 2
Para´metro FPGA Praat
Pitch 125.94 Hz 129.06 Hz
Intensidad 66.44 dB 59.84 dB (µE)
Formante 1 439.22 Hz 521.39 Hz
Formante 2 1976.47 Hz 1757.85 Hz
(c) Locutor 3
Para´metro FPGA Praat
Pitch 123.91 Hz 98.74 Hz
Intensidad 60.55 dB 57.79 dB (µE)
Formante 1 574.38 Hz 615.48 Hz
Formante 2 1819.61 Hz 1741.44 Hz
(d) Locutor 4
Para´metro FPGA Praat
Pitch 241.06 Hz 225.71 Hz
Intensidad 67.67 dB 63.23 dB (µE)
Formante 1 772.8 Hz 595.64 Hz
Formante 2 1960.78 Hz 1875.25 Hz
(e) Locutor 5
Para´metro FPGA Praat
Pitch 225.49 Hz 235.36 Hz
Intensidad 68.18 dB 65.65 dB (µE)
Formante 1 610.45 Hz 572.39 Hz
Formante 2 1883.29 Hz 1818.52 Hz
(f) Locutor 6
Para´metro FPGA Praat
Pitch 206.29 Hz 219.44 Hz
Intensidad 59.66 dB 65.75 dB (µE)
Formante 1 532.05 Hz 557.51 Hz
Formante 2 1880.74 Hz 1872.28 Hz
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Tabla 4.11: Para´metros proso´dicos de la frase 3
(a) Locutor 1
Para´metro FPGA Praat
Pitch 93.20 Hz 125.54 Hz
Intensidad 71.43 dB 68.09 dB (µE)
Formante 1 458.82 Hz 653.69 Hz
Formante 2 1905.88 Hz 1847.70 Hz
(b) Locutor 2
Para´metro FPGA Praat
Pitch 151.03 Hz 95.32 Hz
Intensidad 48.38 dB 59.89 dB (µE)
Formante 1 603.92 Hz 651.19 Hz
Formante 2 1568.63 Hz 1749.27 Hz
(c) Locutor 3
Para´metro FPGA Praat
Pitch 125.32 Hz 98.74 Hz
Intensidad 58.68dB 57.79 dB (µE)
Formante 1 695.76 Hz 615.48 Hz
Formante 2 1808.93 Hz 1741.44 Hz
(d) Locutor 4
Para´metro FPGA Praat
Pitch 220.59 Hz 240.36 Hz
Intensidad 71.17dB 64.15 dB (µE)
Formante 1 710.42 Hz 606.60 Hz
Formante 2 1788.24 Hz 1886.89 Hz
(e) Locutor 5
Para´metro FPGA Praat
Pitch 222.55 Hz 253.74 Hz
Intensidad 69.86dB 67.88 dB (µE)
Formante 1 503.78 Hz 496.51 Hz
Formante 2 1762.33 Hz 1775.343 Hz
(f) Locutor 6
Para´metro FPGA Praat
Pitch 218.45 Hz 222.33 Hz
Intensidad 70.85 dB 64.886 dB (µE)
Formante 1 515.72 Hz 588.66 Hz
Formante 2 1834.66 Hz 1900.78 Hz
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Tabla 4.12: Para´metro proso´dico de la palabra bovino
(a) Locutor 1
Para´metro FPGA Matlab
Energı´a 2.08 V 2 2.26V 2
(b) Locutor 2
Para´metro FPGA Matlab
Energı´a 0.74 V 2 0.75 V 2
(c) Locutor 3
Para´metro FPGA Matlab
Energı´a 0.86 V 2 0.82 V 2
(d) Locutor 4
Para´metro FPGA Matlab
Energı´a 2.70 V 2 2.76 V 2
(e) Locutor 5
Para´metro FPGA Matlab
Energı´a 2.32 V 2 2.11 V 2
(f) Locutor 6
Para´metro FPGA Matlab
Energı´a 1.00 V 2 1.09 V 2
Tabla 4.13: Para´metro proso´dico de la palabra a´rbol
(a) Locutor 1
Para´metro FPGA Matlab
Energı´a 2.54 V 2 2.54V 2
(b) Locutor 2
Para´metro FPGA Matlab
Energı´a 0.31 V 2 0.29 V 2
(c) Locutor 3
Para´metro FPGA Matlab
Energı´a 1.20 V 2 1.33 V 2
(d) Locutor 4
Para´metro FPGA Matlab
Energı´a 2.61 V 2 2.51 V 2
(e) Locutor 5
Para´metro FPGA Matlab
Energı´a 1.53 V 2 1.60 V 2
(f) Locutor 6
Para´metro FPGA Matlab
Energı´a 1.38 V 2 1.34 V 2
Tabla 4.14: Para´metro proso´dico de la palabra carro
(a) Locutor 1
Para´metro FPGA Matlab
Energı´a 2.79 V 2 3.08V 2
(b) Locutor 2
Para´metro FPGA Matlab
Energı´a 0.81 V 2 0.73 V 2
(c) Locutor 3
Para´metro FPGA Matlab
Energı´a 1.87 V 2 1.89 V 2
(d) Locutor 4
Para´metro FPGA Matlab
Energı´a 1.58 V 2 1.55 V 2
(e) Locutor 5
Para´metro FPGA Matlab
Energı´a 4.30 V 2 4.47 V 2
(f) Locutor 6
Para´metro FPGA Matlab
Energı´a 1.35 V 2 1.23 V 2
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Tabla 4.15: Para´metro proso´dico de la palabra tele´fono
(a) Locutor 1
Para´metro FPGA Matlab
Energı´a 2.54 V 2 2.58V 2
(b) Locutor 2
Para´metro FPGA Matlab
Energı´a 0.26 V 2 0.31 V 2
(c) Locutor 3
Para´metro FPGA Matlab
Energı´a 1.16 V 2 1.18 V 2
(d) Locutor 4
Para´metro FPGA Matlab
Energı´a 1.92 V 2 1.91 V 2
(e) Locutor 5
Para´metro FPGA Matlab
Energı´a 1.55 V 2 1.21 V 2
(f) Locutor 6
Para´metro FPGA Matlab
Energı´a 0.83 V 2 0.76 V 2
Tabla 4.16: Para´metro proso´dico de la palabra frecuencia
(a) Locutor 1
Para´metro FPGA Matlab
Energı´a 1.22 V 2 1.33V 2
(b) Locutor 2
Para´metro FPGA Matlab
Energı´a 0.68 V 2 0.54 V 2
(c) Locutor 3
Para´metro FPGA Matlab
Energı´a 1.51 V 2 1.59 V 2
(d) Locutor 4
Para´metro FPGA Matlab
Energı´a 1.12 V 2 1.30 V 2
(e) Locutor 5
Para´metro FPGA Matlab
Energı´a 2.41 V 2 2.76 V 2
(f) Locutor 6
Para´metro FPGA Matlab
Energı´a 0.86 V 2 0.73 V 2
Tabla 4.17: Para´metro proso´dico de la palabra subso´nico
(a) Locutor 1
Para´metro FPGA Matlab
Energı´a 1.68 V 2 1.61V 2
(b) Locutor 2
Para´metro FPGA Matlab
Energı´a 0.56 V 2 0.49 V 2
(c) Locutor 3
Para´metro FPGA Matlab
Energı´a 1.49 V 2 1.48 V 2
(d) Locutor 4
Para´metro FPGA Matlab
Energı´a 0.75 V 2 0.77 V 2
(e) Locutor 5
Para´metro FPGA Matlab
Energı´a 1.56 V 2 1.21 V 2
(f) Locutor 6
Para´metro FPGA Matlab
Energı´a 1.10 V 2 1.11 V 2
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Tabla 4.18: Para´metro proso´dico de la palabra medicamento
(a) Locutor 1
Para´metro FPGA Matlab
Energı´a 1.21 V 2 1.27V 2
(b) Locutor 2
Para´metro FPGA Matlab
Energı´a 0.19 V 2 0.12 V 2
(c) Locutor 3
Para´metro FPGA Matlab
Energı´a 1.15 V 2 1.12 V 2
(d) Locutor 4
Para´metro FPGA Matlab
Energı´a 0.90 V 2 0.80 V 2
(e) Locutor 5
Para´metro FPGA Matlab
Energı´a 1.54 V 2 1.49 V 2
(f) Locutor 6
Para´metro FPGA Matlab
Energı´a 1.21 V 2 0.98 V 2
Tabla 4.19: Para´metro proso´dico de la frase 1
(a) Locutor 1
Para´metro FPGA Matlab
Energı´a 3.63 V 2 3.67V 2
(b) Locutor 2
Para´metro FPGA Matlab
Energı´a 0.49 V 2 0.55 V 2
(c) Locutor 3
Para´metro FPGA Matlab
Energı´a 0.21 V 2 0.25 V 2
(d) Locutor 4
Para´metro FPGA Matlab
Energı´a 1.00 V 2 1.09 V 2
(e) Locutor 5
Para´metro FPGA Matlab
Energı´a 0.80 V 2 0.63 V 2
(f) Locutor 6
Para´metro FPGA Matlab
Energı´a 1.41 V 2 1.51 V 2
Tabla 4.20: Para´metro proso´dico de la frase 2
(a) Locutor 1
Para´metro FPGA Matlab
Energı´a 2.75 V 2 2.73V 2
(b) Locutor 2
Para´metro FPGA Matlab
Energı´a 0.39 V 2 0.34 V 2
(c) Locutor 3
Para´metro FPGA Matlab
Energı´a 0.29 V 2 0.27 V 2
(d) Locutor 4
Para´metro FPGA Matlab
Energı´a 0.58 V 2 0.62 V 2
(e) Locutor 5
Para´metro FPGA Matlab
Energı´a 0.82 V 2 0.91 V 2
(f) Locutor 6
Para´metro FPGA Matlab
Energı´a 1.22 V 2 1.25 V 2
Capı´tulo 5
Conclusiones
• La implementacio´n de algoritmos en lenguajes de descripcio´n de hardware como lo
es VHDL resulta ma´s complejo que realizarlo en lenguajes de programacio´n como
lo es MATLAB, pero en el momento de procesar la informacio´n en tiempo real, la
eficiencia (robustez) y procesamiento de datos, son factores decisivos que llevan
escoger plataformas que permitan realizar este tipo de trabajo sin un alto costo
computacional, como lo es la FPGA.
• La FPGA (Spartan-3E) de gama media, es un dispositivo que fa´cilmente es capaz
de llevar a cabo tareas como las realizadas en este trabajo ya que cuenta con un
sistema de desarrollo equipado con los dispositivos necesarios para el tratamiento
de sen˜ales como la voz.
• La base de datos se construyo´ de manera que esta fuera multi-locutor, se escogieron
hombres y mujeres de diferentes edades. Las palabras y frases manejan diferente
tipo de articulacio´n fone´tica. Se puede concluir con ello que el software entrega
o´ptimos resultados sin importar su edad y tipo de pronunciacio´n.
• Las te´cnicas utilizadas para la y identificacio´n y reconocimientos de para´metros
proso´dicos en sen˜ales de voz mediante el uso de dispositivos de hardware
reconfigurables permitieron obtener resultados satisfactorios comparados con los
resultados que arrojo el programa Praat.
• El empleo de dispositivos de hardware reconfigurable en el ana´lisis y procesamiento
de sen˜ales, garantiza en futuros estudios un aporte sustancial en la identificacio´n
y reconocimiento de las diferentes caracterı´sticas y para´metros presentes en las
sen˜ales de naturaleza ele´ctrico/acu´sticas.
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Ape´ndice A – Estacionariedad
La estacionariedad es un concepto fundamental en el procesamiento de sen˜ales,
ba´sicamente una sen˜al puede ser definida como estacionaria si sus caracterı´sticas
estadı´sticas permanecen invariantes en el tiempo. De la naturaleza estacionaria de la
sen˜al o sus correspondientes intervalos dependera´ el tipo de metodologı´a empleada para
la extraccio´n de sus caracterı´sticas [35] [36].
Un proceso (sen˜al) en tiempo continuo t(x) se dice fuertemente estacionario
(o simplemente estacionario) si la funcio´n de densidad de probabilidad (fdp)
conjunta de cualesquiera n variables aleatorias suyas medidas en los instantes
t, . . . , 1, fX(t1), . . . , X(tn)(x1, . . . , xn) , permanece constante cuando transcurre cualquier
intervalo de tiempo. Es decir:
fX ((t1 + ∆), ...X(tn + ∆)(x1, ..., xn) = fX(t1), ..., X(tn)(x1, ..., xn)) .
Las propiedades de los procesos estacionarios en sentido estricto son muchas, pero se
destacan algunas inmediatas, no obstante la definicio´n es mucho ma´s amplia de lo que
las propiedades implican.
1. Todas las variables aleatorias del proceso tienen la misma distribucion. Para ver que
esto es cierto tomese n = 1 en la definicion, ya que, en ese caso: fX(t1+∆), ....X(tn+
∆)(x1, ..., xn) = fX(t1 + ∆)(x) para todo ∆
2. distribuciones conjunta de cualesquiera dos variables aleatorias del proceso
tomadas en instantes t1 y t2 solo dependen de las distancia que las separe en el
tiempo, (t1− t2), ya que fX(t1), X(t2)(x1, x2) = fX(t1 + ∆), X(t2 + ∆)(x1, x2).
Esto implica, entre otros aspectos, que todos los momentos pares de la variable
aleatoria que disten lo mismo en el tiempo son iguales. Anteriormente se comentaba que
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un proceso estoca´stico se podı´a representar por medio de sus momento estadı´sticos y
basados en las propiedades anteriores se puede entonces definir un proceso fuertemente
estacionario como aquel en el que todos sus momentos estadı´sticos permanecen
constantes en el tiempo.
Uno de los errores ma´s habituales es pensar que los procesos estacionarios son
procesos que no dependen del tiempo. Algo absolutamente falso. Que las propiedades
estadı´sticas no dependan del tiempo no quiere decir que el proceso como tal no
dependa del tiempo [37]. En la pra´ctica podrı´a ocurrir que difı´cilmente un proceso
fuera estrictamente estacionario, ya que las condiciones que exige la definicio´n de estos
procesos (la invarianza de las distribuciones conjuntas en el tiempo), parecen muy
exigentes. Es por ello que se definen otro tipo de procesos, los procesos de´bilmente
estacionarios, que tambie´n tienen, en cierto sentido, propiedades de invarianza
estadı´stica en el tiempo, pero que son ma´s comunes en la pra´ctica.
.1 Proceso de´bilmente estacionario
Ba´sicamente un proceso se considera de´bilmente estacionario si se cumple que sus dos
primeros momentos son invariantes con el tiempo es decir:
1. W (t) es independiente de t.
2. Cx(t, s) o Rx(t, s) depende tan so´lo de (t− s).
Es importante destacar que la primera de las condiciones es irrelevante, ya
que siempre se puede centrar en media un proceso. Es decir, en la pra´ctica es
indiferente estudiar un proceso X(t) con funcio´n media W1(t) que estudiar el proceso
y(t) = X(t) − W1(t), el cual tendra´ una media nula. La propiedad ma´s exigente y
realmente importante es la segunda. Viene a decir que, como en el caso de los procesos
fuertemente estacionarios, la relacio´n entre las variables aleatorias del proceso so´lo
depende de la distancia en el tiempo que los separa [37]. Definir un proceso estoca´stico
como de´bilmente estacionario permite una caracterizacio´n sencilla del proceso, pues solo
es necesario conocer los momentos estadı´sticos de primer y segundo orden.
Ape´ndice B – Propiedades generales de
las Representaciones Tiempo Frecuencia
(TFR)
Como se ha comentado, las TFR son la evolucio´n de las componentes frecuenciales de una
sen˜al a lo largo del tiempo. Pero enmuchas ocaciones, para el caso de las representaciones
cuadra´ticas, se desea que la representacio´n tiempo-frecuencia muestre la cantidad de
energı´a de la sen˜al que existe en cada punto del plano t− f , con lo que la distribucio´n se
podrı´a tratar como otro tipo de densidad de energı´a, pudiendo calcular momentos locales
y globales. Comprobando el cumplimiento de diversas propiedades, se puede averiguar
que´ condiciones deben cumplirse para que una TFR se corresponda con una densidad de
energı´a en el sentido estricto de la palabra.
.2 Marginales
Si se suman todos los te´rminos de la distribucio´n correspondientes a un mismo tiempo o
frecuencia, se debe obtener la energı´a instanta´nea y el espectro de densidad de energı´a,
respectivamente. Por lo tanto, las condiciones marginales de tiempo y freceuncia
establecen:
P(ω) =
∞∫
−∞
P(T , ω) dt = |S (ω)|2 P(t) =
∞∫
−∞
P(t , ω) dω = |S (t)|2 (.1)
P(t , ω) corresponde con la intensidad en el punto (T , ω) del plano t − f , |S (t)|2 es la
intensidad de la sen˜al en el tiempo t , y |S (ω)|2 la intensidad en la frecuencia w .
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.3 Energı´a total
Si la transformada t − f se corresponde con una densidad de energı´a, se debe cumplir
que:
∫∫
P(T , ω) dω dt =
∞∫
−∞
|s(t)|2 dt =
∞∫
−∞
|s(w)|2 dω (.2)
esta propiedad se cumple automa´ticamente si los margianles lo hacen, aunque lo
contrario no es cierto.
.4 Invarianza ante desplazamientos temporales y frecuenciales
Sea una sen˜al s(t), si se tienen desplazamientos en el tiempo:
s˜(t) = s(t − t0) (.3)
La representacio´n tiempo-frecuencia correspondiente a dicha sen˜al es invariante ante
los desplazamientos temporales cuando se cumple:
Px˜ (t , ω) = Px (t − t0, ω) (.4)
Si en cambio se tiene que para la sen˜al s(t) existe un desplazamiento en frecuencia:
s˜(t , ω) = s(t)e−jω0t (.5)
La representacio´n TFR cumple la propiedad de invarianza ante desplazamientos
frecuenciales si:
Px˜ (t , ω) = Px (t , ω − ω0) (.6)
.5 Escalado lineal
Dada la sen˜al s(t), para una constante a, la versio´n escalada de la sen˜al es
sc(t) =
√
as(at),con lo que sc(t) es expandida o reducida dependiendo de si a es
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mayor o menor que la unidad. Obteniendo el espectro de la sen˜al:
Ss(ω) =
1√
a
S (ω/a) (.7)
Como se aprecia, si la sen˜al se comprime, el espectro se expande y viceversa. Para
que esta propiedad se cumpla dentro del a´mbito de la distribuciones tiempo-frecuencia,
se debe obtener que:
Ps(t , ω) = P(at , ω/a) (.8)
.6 Soporte finito de la sen˜al
Algo que parece obvio, pero no siempre se cumple, es la condicio´n de que la TFR no
comience mientras la sen˜al no lo haya hecho (comienzo de la sen˜al en el tiempo t1), y
que no se siga manteniendo una vez que la sen˜al ha finalizado (finalizacio´n de la sen˜al
en el tiempo t2). Ası´, se dice que si la TFR no toma valores mientras no lo hace la sen˜al,
la condicio´n del soporte finito se cumple: Matema´ticamente, la propiedad esta´ expresada
de la siguiente forma:
P(t , ω) = 0parat /∈ (t1, t2), sis(t) = 0para cualquiert /∈ (t1, t2)
P(t , ω) = 0paraw /∈ (w1,w2), siS (w) = 0para cualquierw /∈ (w1,w2)
.7 Distribuciones reales y positivas
A menudo es importante que los resultados que la distribucio´n tiempo-frecuencia
proporciona sean fa´cilmente manejables, por ello dos de las propiedades que conviene
que se cumplan son su valor positivo y su pertenencia al conjunto de nu´meros reales:
P(t , ω)yP(t , ω) ≥ 0 (.9)
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.8 Frecuencia instanta´nea y retardo del grupo
Una de las formas de describir la evolucio´n frecuencial de una sen˜al a lo largo del tiempo y
que para sen˜ales con determinadas propiedades puede ser va´lida para su caracterizacio´n,
es a trave´s de la frecuencia instanta´nea y el retardo de grupo, e´stos viene definidos por
la derivada en el tiempo de la fase de la sen˜al y la derivada en la frecuencia de la parte
imaginaria de la transformada de Fourier de sen˜al, respectivamente:
ϕ′(t) =
1
2pi
d(t)
dt
⇒ Frecuencia instantanea
ψ′(ω) = −d(ω)
dt
⇒ Retardo grupo
como descripcio´n general, se puede decir que la frecuencia instanta´nea da la idea del
valor frecuencial imperante a un determinado momento y que, a su vez, puede ser suma
de varias componentes frecuenciales, ası´, se dice que una TFR cumple la propiedad de la
frecuencia instanta´nea si: ∫
ωP(t , ω) dω
P(t , ω) dω
= ϕ′(t) (.10)
es decir, la frecuencia media de la TFR en un determinado momento coincide
con la frecuencia instanta´nea de la sen˜al en ese instante. Por lo tanto, esta magnitud
proporciona informacio´n u´til so´lo si la sen˜al contiene en cada instante un rango de
frecuencias estrecho.
De forma ana´loga, pero en el plano temporal, se define el retardo de grupo, que da idea
del tiempo medio de llegada de una determinada frecuencia dentro de la sen˜al analizada.
Por lo que respecta a las TFR, se dice que cumplen la propiedad de retardo de grupo si:
∫
tP(t , ω) dt
P(t , ω) dt
= ψ′(t) (.11)
con lo que la media o “centro de gravedad” en la direccio´n temporal debe ser igual al
retardo de grupo.
Ape´ndice C – Co´digos del proyecto
Los co´digos que se disen˜aron en la investigacio´n, fueron creados en VHDL. Algunas
instancias fueron construidas en asocio con el grupo de robo´tica GIROPS de la
Universidad Tecnolo´gica de Pereira.
.9 Instancia del conversor A/D
----------------------------------------------------------------
----------------------------------------------------------------
library IEEE;
use IEEE.STD_LOGIC_1164.ALL;
use IEEE.STD_LOGIC_ARITH.ALL;
use IEEE.STD_LOGIC_UNSIGNED.ALL;
----------------------------------------------------------------
----------------------------------------------------------------
entity Conversor is
----------------------------------------------------------------
generic (
-- sample_time es la constante que define el tiempo de muestreo
-- cada ciclo del reloj de entrada es 20ns
-- Si se desea un tiempo de muestreo de 71us
-- sample_time = 71us/20ns = 3571
sample_time : integer := 3571;
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--------------------------------------------------------------
-- spi_sck_period es la constante que define la cantidad de
-- ciclos de reloj de entrada para generar el reloj de la comu
-- serial spi. Este nu´mero debe ser par.
spi_sck_period : integer := 6
);
---------------------------------------------------------------
port(
clk_50 : in std_logic;--reloj interno de la FPGA C9
rst : in std_logic; --reset
---------------------------------------------------------
--Pines compartidos por en SPI
spi_sck : out std_logic; --sen˜al de reloj compartida U16
spi_miso : in std_logic; --datos binarios
spi_mosi : out std_logic:= ’0’;-- datos ganancia
--------------------------------------------------------
--Linear Tech LTC1407A-1 Dual A/D -- IC20
spi_adc_conv : out std_logic:=’0’;--Pin P11 sen˜al conver A/D
---------------------------------------------------------
--Linear Tech LTC6912-1 Dual Amp -- IC19
spi_amp_cs : out std_logic:= ’1’; -- Pin N7 sen˜al habilita
spi_amp_shdn : out std_logic; -- Pin p7 sen˜al reset AMp
----------------------------------------------------------
channel_0_out : out std_logic_vector(15 downto 0);
channel_1_out : out std_logic_vector(15 downto 0);
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data_ready : out std_logic:=’0’--actualiza los datos
----------------------------------------------------------
end Conversor;
------------------------------------------------------------------
------------------------------------------------------------------
architecture archi_Conversor of Conversor is
signal state : integer range 0 to 34:=0;--
signal channel_0_data : std_logic_vector(15 downto 0);--
signal channel_1_data : std_logic_vector(15 downto 0);
signal counter_sample : integer range 0 to sample_time:=0;
signal clk_sample : std_logic:=’0’;--pulsos de reloj muestreo
signal counter_sck : integer range 0 to spi_sck_period/2:=0;--
signal clk_sck : std_logic:=’0’; --
signal state_amp : integer range 0 to 9:=0;--
constant gain_amp : std_logic_vector(7 downto 0) := "00010000";
signal data_ready_s : std_logic:=’0’;--
begin
-----------------------------------------------------------------
data_ready<=data_ready_s; --datos actualizados
-----------------------------------------------------------------
-----------------------------------------------------------------
--ASIGNACION DE DATO CONVERTIDO--1
process(clk_50)
begin
if rising_edge(clk_50) then
if data_ready_s=’1’ then
channel_0_out <= channel_0_data;
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channel_1_out <= channel_1_data;
end if;
end if;
end process;
-----------------------------------------------------------------
-----------------------------------------------------------------
-- main process with state machine that make the aquition
process (clk_50,rst)
begin
if rst = ’1’ then
state <= 0;
spi_adc_conv <= ’0’;
channel_0_data <= (others => ’0’);
channel_1_data <= (others => ’0’);
data_ready_s <= ’0’;
elsif rising_edge(clk_50) then
data_ready_s <= ’0’;
if clk_sck = ’1’ and counter_sck = ((spi_sck_period/2)-1) then
state <= state + 1;
case state is
when 0 =>
if clk_sample = ’0’ then
state <= 0;
else
spi_adc_conv <= ’1’;
end if;
when 1 =>
channel_1_data <= (others=>’0’);
spi_adc_conv <= ’0’;
C–5
when 3 =>
if spi_miso = ’1’ then
channel_0_data <= (others=>’1’);
else
channel_0_data <= (others=>’0’);
end if;
when 4 to 16 =>
channel_0_data <= channel_0_data(14 downto 0) & spi_miso;
when 19 =>
if spi_miso = ’1’ then
channel_1_data <= (others=>’1’);
else
channel_1_data <= (others=>’0’);
end if;
when 20 to 31 =>
channel_1_data <= channel_1_data(14 downto 0) & spi_miso;
when 32 =>
channel_1_data <= channel_1_data(14 downto 0) & spi_miso;
data_ready_s <= ’1’;
when 34 =>
state <= 0;
when others =>
end case;
end if;
end if;
end process;
------------------------------------------------------------------
------------------------------------------------------------------
-- Generacion de la sen˜al para el tiempo de muestreo
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process (clk_50,rst)
begin
if rst = ’1’ then
counter_sample <= 0;
clk_sample <= ’0’;
elsif rising_edge(clk_50) then
counter_sample <= counter_sample + 1;
if counter_sample >= sample_time-1 then
counter_sample <= 0;
end if;
clk_sample <= ’0’;
if counter_sample <= 9 then
clk_sample <= ’1’;
end if;
end if;
erd process;
-------------------------------------------------------------------
-------------------------------------------------------------------
-- generacio´n de la sen˜al de reloj para la comunicacio´n serial
process (clk_50,rst)
begin
if rst = ’1’ then
counter_sck <= 0; ---contador pulsos para la comunicacion
clk_sck <= ’0’; --sen˜al de reloj dispositivo interno
elsif rising_edge(clk_50) then
counter_sck <= counter_sck + 1;--inicia el contador
if counter_sck >= ((spi_sck_period/2)-1) then --cuenta 2 periodos
counter_sck <= 0;--reinicia el contador
clk_sck <= not clk_sck;
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end if;
end if;
end process;
-------------------------------------------------------------------
spi_sck <= clk_sck; --asigna el valor de sen˜al de reloj
-------------------------------------------------------------------
-------------------------------------------------------------------
-- Proceso para configurar la ganancia del amplificador
process (clk_50,rst)
begin
if rst = ’1’ then
spi_amp_cs <= ’1’;--sen˜al de activacion ganancia
state_amp <= 0;--estados
spi_mosi <= ’0’; --datos ganancia
elsif rising_edge(clk_50) then
if clk_sck = ’1’ and counter_sck = ((spi_sck_period/2)-1) then
state_amp <= state_amp + 1;
case state_amp is
when 0 =>
spi_amp_cs <= ’0’;
when 1 to 8 =>
spi_mosi <= gain_amp(8-state_amp);
when others =>
spi_amp_cs <= ’1’;
state_amp <= 9;
spi_mosi <= ’0’;
end case;
end if;
end if;
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end process;
--------------------------------------------------------------
spi_amp_shdn <= ’0’;
--------------------------------------------------------------
--------------------------------------------------------------
end archi_Conversor;
--------------------------------------------------------------
--------------------------------------------------------------
.10 Instancia de la Ram
--------------------------------------------------------------
--------------------------------------------------------------
library IEEE;
use IEEE.STD_LOGIC_1164.ALL;
use IEEE.STD_LOGIC_ARITH.ALL;
use IEEE.STD_LOGIC_UNSIGNED.ALL;
library UNISIM;
use UNISIM.VComponents.all;
--------------------------------------------------------------
--------------------------------------------------------------
entity ram_16_s9_s9 is
port(
CLK : in std_logic;
--------------------------------------------------------------
DATA_INA : in std_logic_vector (8 downto 0);
WRITE_ENA : in std_logic;
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ADDRESSA : in std_logic_vector (10 downto 0):="00000000000";
--------------------------------------------------------------
--------------------------------------------------------------
ADDRESSB : in std_logic_vector (10 downto 0):="00000000000";
DATA_OUTB : out std_logic_vector (8 downto 0):="000000000"
--------------------------------------------------------------
);
end ram_16_s9_s9;
--------------------------------------------------------------
--------------------------------------------------------------
architecture Behavioral of ram_16_s9_s9 is
signal DATA_INB : std_logic_vector (8 downto 0):="000000000";
begin
RAMB16_S9_S9_inst : RAMB16_S9_S9
generic map
(
WRITE_MODE_A => "READ_FIRST",
WRITE_MODE_B => "READ_FIRST",
INIT_A => "000000000",
INIT_B => "000000000",
SRVAL_A => "000000000",
SRVAL_B => "000000000"
)
port map
(
DOA => open ,-- Port A 8-bit Data Output
DOB => DATA_OUTB (7 downto 0),-- Port B 8-bit Data Output
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DOPA => open, -- Port A 1-bit Parity Output
DOPB => DATA_OUTB (8 downto 8), -- Port B 1-bit Parity Output
ADDRA => ADDRESSA (10 downto 0),-- Port A 11-bit Address Input
ADDRB => ADDRESSB (10 downto 0),-- Port B 11-bit Address Input
CLKA => CLK, -- Port A Clock
CLKB => CLK, -- Port B Clock
DIA => DATA_INA (7 downto 0), -- Port A 8-bit Data Input
DIB => DATA_INB (7 downto 0), -- Port B 8-bit Data Input
DIPA => DATA_INA (8 downto 8),-- Port A 1-bit parity Input
DIPB => DATA_INB (8 downto 8), -- Port-B 1-bit parity Input
ENA => ’1’, -- Port A RAM Enable Input
ENB => ’1’, -- PortB RAM Enable Input
SSRA => ’0’, -- Port A Synchronous Set/Reset Input
SSRB => ’0’,-- Port B Synchronous Set/Reset Input
WEA => WRITE_ENA,-- Port A Write Enable Input
WEB => ’0’-- Port B Write Enable Input
);
DATA_INB<=(others =>’0’);
-------------------------------------------------------------
end Behavioral;
-------------------------------------------------------------
.11 Instancia de la comunicacio´n serial
------------------------------------------------------------
C–11
------------------------------------------------------------
library IEEE;
use IEEE.STD_LOGIC_1164.ALL;
use IEEE.STD_LOGIC_ARITH.ALL;
use IEEE.STD_LOGIC_UNSIGNED.ALL;
------------------------------------------------------------
entity transmision_serial is
------------------------------------------------------------
generic
(
-- baud = 1 / (transmit_rate * 20ns)
-- default baud = 115200 for transmit_rate = 434
transmit_rate : positive := 4166--12000 baudios
);
-----------------------------------------------------------
port
(
clk : in std_logic;
-----------------------------------------------------------
DATA_IN : in std_logic_vector (7 downto 0):="00000000";
init : in std_logic;
-----------------------------------------------------------
serial_ready : out std_logic:=’0’;
rs232_dte_txd : out std_logic := ’1’
-----------------------------------------------------------
);
-----------------------------------------------------------
end transmision_serial;
-----------------------------------------------------------
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architecture archi_transmision_serial of transmision_serial is
type state_type is (st_idle, st_brun, st_bit0, st_bit1,
st_bit2, st_bit3, st_bit4, st_bit5, st_bit6, st_bit7, st_bstop);
signal state : state_type := st_idle;
signal clk_bit : std_logic;
signal init_int : std_logic;
signal count_bit: integer range 0 to 4167 := 0;
signal data : std_logic_vector (7 downto 0):="00000000";
signal serial_ready_flag : std_logic:=’0’;
begin
-------------------------------------------------------------
process (clk)
begin
if rising_edge(clk) then
clk_bit <= ’0’;
count_bit <= count_bit + 1;
if count_bit >= transmit_rate then
count_bit <= 0;
clk_bit <= ’1’;
end if;
end if;
end process;
-------------------------------------------------------------
-------------------------------------------------------------
process (clk)
begin
if rising_edge(clk) then
if state=st_idle and init=’1’ then
data <= DATA_IN;
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init_int <= ’1’;
end if;
if clk_bit = ’1’ then
case state is
when st_idle =>
rs232_dte_txd <=’1’;
if init_int = ’1’ then
state <= st_brun;
init_int <= ’0’;
else
state <= st_idle;
end if;
when st_brun => --bit de arranque--
rs232_dte_txd <=’0’;
state <= st_bit0;
when st_bit0 =>
rs232_dte_txd <=data(0);
state <= st_bit1;
when st_bit1 =>
rs232_dte_txd <=data(1);
state <= st_bit2;
when st_bit2 =>
rs232_dte_txd <=data(2);
state <= st_bit3;
when st_bit3 =>
rs232_dte_txd <=data(3);
state <= st_bit4;
when st_bit4 =>
rs232_dte_txd <=data(4);
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state <= st_bit5;
when st_bit5 =>
rs232_dte_txd <=data(5);
state <= st_bit6;
when st_bit6 =>
rs232_dte_txd <=data(6);
state <= st_bit7;
when st_bit7 =>
rs232_dte_txd <=data(7);
state <= st_bstop;
when st_bstop =>--bit de paro--
rs232_dte_txd <=’1’;
state <= st_idle;
when others =>
state <= st_idle;
end case;
end if;
end if;
end process;
----------------------------------------------------------
----------------------------------------------------------
process(clk)
begin
if rising_edge(clk) then
serial_ready_flag<=’0’;
serial_ready<=’0’;
if state = st_bstop then
serial_ready_flag<=’1’;
end if;
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if state = st_idle and serial_ready_flag=’1’ then
serial_ready_flag<=’0’;
serial_ready<=’1’;
end if;
end if;
end process;
-------------------------------------------------------
-------------------------------------------------------
end archi_transmision_serial;
-------------------------------------------------------
.12 Instancia del pitch
-------------------------------------------------------
library IEEE;
use IEEE.STD_LOGIC_1164.ALL;
use IEEE.STD_LOGIC_ARITH.ALL;
use IEEE.STD_LOGIC_UNSIGNED.ALL;
use IEEE.math_real.all;
use IEEE.math_complex.all;
use IEEE.numeric_bit.all;
use IEEE.std_logic_signed.all;
use IEEE.std_logic_textio.all;
use IEEE.numeric_std.all;
use IEEE.std_logic_misc.all;
use std.textio.all;
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------------------------------------------------------
library UNISIM;
use UNISIM.VComponents.all;
------------------------------------------------------
entity pitch_voz is
port(
------------------------------------------------
clock : in std_logic;
------------------------------------------------
dato_adc : in std_logic_vector ( 15 downto 0);
------------------------------------------------
salida_pitch : out std_logic_vector(8 downto 0)
-------------------------------------------------
);
end pitch_voz;
architecture Behavioral of pitch_voz is
---------------------------------------------------
type datos is array ( 0 to 281) of integer;
signal entrada_7 : datos;
-----------------------------------------------------
type pitch is array (0 to 1000) of integer;
signal cal_pi : pitch;
signal sumar : integer:=0;
signal salida_opera_matri : integer :=0;
signal reloj_1 : std_logic:=’0’;--
signal contador_1 : integer range 0 to 200_000:=0;
signal entra_1 : integer:=0;
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signal enlace_1 : integer:=0;
signal enlace_2 : integer:=0;
signal contador_fre : integer range 0 to 600:=1;
signal salida_1 : integer:=0;
signal listo : std_logic:=’0’;
signal fft : std_logic:=’0’;
signal lleno : std_logic:=’0’;
signal counter : integer range 0 to 12:=0;
signal counter_1 : integer range 0 to 12:=0;
signal counter_21 : integer range 0 to 600:=0;
begin
------------------------------------------------------
------------------------------------------------------
process(clock)----divisor de frecuencia pequen˜o
begin
contador_1<=0;
reloj_1<=’0’;
if rising_edge(clock)then
reloj_1<=’0’;
contador_1<= contador_1 + 1;
if contador_1 >= 199_999 then
reloj_1<=’1’;
contador_1<=0;
end if;
end if;
end process;
-----------------------------------------------------
-----------------------------------------------------
process(dato_adc,reloj_1)-- entrada en el vector
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variable i: integer:=0;
begin
if rising_edge(reloj_1) then
entra_1<=conv_integer(unsigned(dato_adc));
for i in 0 to 281 loop
entrada_7(i)<=entra_1;
end loop;
end if;
end process;
-----------------------------------------------------
-----------------------------------------------------
process(clock)----multiplicacion valores giro
constant n : integer range 0 to 280:= 280;
variable k : integer range 0 to 281:=0;
--variables para las operaciones reales
variable resultado_1 : integer:=0;
variable resultado_2 : integer:=0;
variable resultado_3 : integer:=0;
variable resultado_7 : integer:=0;
---variables con las operaciones imaginarias
variable resultado_4 : integer:=0;
variable resultado_5 : integer:=0;
variable resultado_6 : integer:=0;
variable resultado_9 : real:=0.0;
variable resultado_8 :real:=0.0;
begin
if rising_edge(clock) then
k:=0;
for k in 0 to 281 loop--k<n-1
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resultado_1:=(((((2)*(3)*(k))/n)));-- angulo
resultado_4:=(((2)*(3)*(k))/n);
resultado_8:=real(resultado_1);
resultado_9:=real(resultado_4);
resultado_2:=integer( cos(resultado_8));--seno y coseno
resultado_5:=integer((-1.0)* (sin(resultado_9)));
end loop;
end if;
enlace_1<=resultado_2;
enlace_2<=resultado_5;
end process;
-----------------------------------------------------
-----------------------------------------------------
process(clock)--process de la matriz operaciones
variable i : integer :=0;
variable opera_5 : integer:=0;
variable opera_6 : integer:=0;
variable suma :integer:=0;
begin
if rising_edge(clock)then
i:=0;
sumar<=0;
suma:=0;
for i in 0 to 281 loop
opera_5:= enlace_1*entrada_7(i);
opera_6:= enlace_2*entrada_7(i);
suma:= opera_5 + opera_6;
sumar<=sumar + suma;
end loop;
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salida_opera_matri<=sumar;
fft<=’1’;
end if;
end process;
---------------------------------------------------
---------------------------------------------------
process(clock)-- pitch al vector
variable i: integer:=0;
begin
if rising_edge(clock) then
if fft = ’1’ then
i:=0;
for i in 0 to 500 loop---
cal_pi(i)<= salida_opera_matri;
counter_21 <= counter_21 + 1;
if counter_21 = 555 then
counter_21 <= 0;
lleno <=’1’;
end if;
end loop;
end if;
end if;
end process;
---------------------------------------------------
---------------------------------------------------
process(clock)-- el mayor y el pitch
variable i : integer:=0;
variable mayor_fre :integer :=0;
begin
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if rising_edge(clock) then
if lleno = ’1’ then
mayor_fre :=cal_pi(0);
i:=0;
for i in 0 to 500 loop
if cal_pi(i)> mayor_fre then
mayor_fre:=cal_pi(i);
contador_fre<=contador_fre +1;
end if;
end loop;
counter_1 <= counter_1 +1;
listo <= ’1’;
if counter_1 = 10 then
salida_1 <=14*contador_fre;
counter_1 <=0;
end if;
end if;
end if;
end process;
---------------------------------------------------
---------------------------------------------------
process(clock)--salida datos
begin
if rising_edge (clock) then
if listo= ’1’ then
counter <= counter +1;
if counter = 20 then
counter <= 0;
salida_pitch <=conv_std_logic_vector(salida_1,9);
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end if;
end if;
end if;
end process;
--------------------------------------------------
--------------------------------------------------
end Behavioral;
--------------------------------------------------
.13 Instancia de la intensidad
--------------------------------------------------
--------------------------------------------------
library IEEE;
use IEEE.STD_LOGIC_1164.ALL;
use IEEE.STD_LOGIC_ARITH.ALL;
use IEEE.STD_LOGIC_UNSIGNED.ALL;
use IEEE.math_real.all;
use IEEE.math_complex.all;
use IEEE.numeric_bit.all;
use IEEE.std_logic_textio.all;
use IEEE.numeric_std.all;
use IEEE.std_logic_misc.all;
use std.textio.all;
---------------------------------------------------
entity intensidad is
port(
---------------------------------------------------
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clock : in std_logic;
---------------------------------------------------
---------------------------------------------------
salida_inten : out std_logic_vector(8 downto 0)
---------------------------------------------------
);
---------------------------------------------------
end intensidad;
---------------------------------------------------
architecture Behavioral of intensidad is
type datos is array ( 0 to 281) of integer;
signal matrix : datos;--sen˜al del vector
signal sumar : integer:=0;
signal salida_opera_matri : integer :=0;
signal resul_1 : std_logic_vector(15 downto 0);
signal reloj_1 : std_logic:=’0’;--
signal contador_1 : integer range 0 to 200_000:=0;
signal dato_4 : std_logic_vector(8 downto 0);
signal entra_1 : integer:=0;
signal enlace_1 : integer:=0;
signal enlace_2 : integer:=0;
signal listo : std_logic:=’0’;
signal counter : integer range 0 to 20:=0;
signal state : std_logic_vector(1 downto 0);
begin
---------------------------------------------------
---------------------------------------------------
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process(clock)----divisor de frecuencia pequen˜o
begin
if rising_edge(clock)then
reloj_1<=’0’;
contador_1<= contador_1 + 1;
if contador_1 >= 199_999 then
reloj_1<=’1’;
contador_1<=0;
end if;
end if;
end process;
----------------------------------------------------
----------------------------------------------------
process(dato_adc,reloj_1)
variable i: integer:=0;
begin
if rising_edge(reloj_1) then
entra_1<=conv_integer(unsigned(dato_adc));
for i in 1 to 281 loop
matrix(i)<=entra_1;
end loop;
end if;
end process;
---------------------------------------------------
---------------------------------------------------
process(clock)----multiplicacion valores giro
constant n : integer range 0 to 280:= 280;
variable k : integer range 0 to 281:=0;
--variables para las operaciones reales
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variable resultado_1 : integer:=0;
variable resultado_2 : integer:=0;
variable resultado_3 : integer:=0;
variable resultado_7 : integer:=0;
--variables con las operaciones imaginarias
variable resultado_4 : integer:=0;
variable resultado_5 : integer:=0;
variable resultado_6 : integer:=0;
variable resultado_9: real:=0.0;
variable resultado_8:real:=0.0;
begin
if rising_edge(clock) then
k:=0;
for k in 1 to 281 loop--k<n-1
resultado_1:=(((((2)*(3)*(k))/n)));-- angulo
resultado_4:=(((2)*(3)*(k))/n);
resultado_8:=real(resultado_1);
resultado_9:=real(resultado_4);
resultado_2:=integer( cos(resultado_8));
resultado_5:=integer((-1.0)* (sin(resultado_9)));
end loop;
end if;
enlace_1<=resultado_2;
enlace_2<=resultado_5;
end process;
---------------------------------------------------
---------------------------------------------------
process(clock)-- valores giro
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variable i : integer :=0;
variable opera_5 : integer:=0;
variable opera_6 : integer:=0;
variable suma :integer:=0;
begin
if rising_edge(clock)then
i:=0;
sumar<=0;
suma:=0;
for i in 1 to 281 loop
opera_5:= enlace_1*matrix(i);
opera_6:= enlace_2*matrix(i);
suma:= opera_5 + opera_6;
sumar<=sumar + suma;
end loop;
salida_opera_matri<=sumar;
listo<= ’1’;
end if;
end process;
-------------------------------------------------
-------------------------------------------------
process(clock)--salida datos
variable dato_1 : real:=0.0;
variable mag_dato : integer:=0;
begin
if rising_edge(clock)then
if listo = ’1’ then
mag_dato:=abs(salida_opera_matri);--valor absoluto
dato_4<=conv_std_logic_vector(mag_dato,9);
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case state is
when "00" =>
counter <= counter + 1;
if counter = 6 then
salida_inten <= dato_4;
counter<= 0;
state <= state + 1;
end if;
when "01" =>
counter <= counter + 1;
if counter = 6 then
counter <=0;
state <= state + 1;
end if;
when others =>
end case;
end if;
end if;
end process;
-------------------------------------------------
end Behavioral;
-------------------------------------------------
.14 Instancia de la energı´a
------------------------------------------------
library IEEE;
use IEEE.STD_LOGIC_1164.ALL;
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use IEEE.STD_LOGIC_ARITH.ALL;
use IEEE.STD_LOGIC_UNSIGNED.ALL;
use IEEE.std_logic_signed.all;
------------------------------------------------
entity energia is
port(
-----------------------------------------------
clock : in std_logic;
------------------------------------------------
dato : in std_logic_vector(15 downto 0);
------------------------------------------------
energia: out std_logic_vector(7 downto 0)
);
end energia;
architecture Behavioral of energia is
signal busy_int : std_logic := ’0’;
signal pro_listo : std_logic := ’0’;
signal result : std_logic_vector((2*dato’length-1) downto 0);
signal data_reg : std_logic_vector(15 downto 0);
signal dato_1 : std_logic_vector((2*dato’length-1) downto 0);
signal counter : integer range 0 to 36 := 0;
signal state : std_logic_vector(2 downto 0):= (others=>’0’);
begin
------------------------------------------------
------------------------------------------------
------------------------------------------------
process (clock)
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begin
if rising_edge(clock) then
if busy_int = ’0’ then
data_reg <= dato;
end if;
end if;
end process;
-------------------------------------------------
process(clock,data_reg)
-------------------------------------------------
variable n : integer range 0 to 280 :=3;
variable k : integer:=1;
variable dato_2 : integer:=0;
variable sum : integer:=0;
--------------------------------------------------
begin
if rising_edge (clock)then
busy_int <= ’1’;--hay datos en proceso
while k<n-1 loop
dato_1 <= (unsigned(data_reg))*(unsigned(data_reg));
dato_2:= conv_integer(unsigned(dato_1));--conversion a entero
sum:= sum + dato_2;--suma de los datos
result <= conv_std_logic_vector(sum,34);--conversion datos
end loop;
pro_listo<=’1’;
busy_int <= ’0’;
end if;
end process;
C–30
--------------------------------------------------
--------------------------------------------------
process (clock)
begin
if rising_edge(clock) then
if pro_listo = ’1’ then
case state is
when "000" =>
counter <= counter +1;
energia <= result(7 downto 0);
if counter = 12 then
counter <= 0;
state <= state +1;
end if;
when "001" =>
counter <= counter +1;
energia <= result(15 downto 8);
if counter = 12 then
counter <= 0;
state <= state +1;
end if;
when "010" =>
counter <= counter +1;
energia <= result(23 downto 16);
if counter = 12 then
counter <= 0;
state <= state +1;
end if;
when "011" =>
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counter <= counter +1;
energia <= result(31 downto 24);
if counter = 12 then
counter <= 0;
state <= state +1;
end if;
when others =>
end case;
end if;
end if;
end process;
----------------------------------------------
----------------------------------------------
end Behavioral;
----------------------------------------------
.15 Instancia de los formantes
---------------------------------------------
---------------------------------------------
library IEEE;
use IEEE.STD_LOGIC_1164.ALL;
use IEEE.STD_LOGIC_ARITH.ALL;
use IEEE.STD_LOGIC_UNSIGNED.ALL;
use IEEE.math_real.all;
use IEEE.math_complex.all;
use IEEE.numeric_bit.all;
use IEEE.std_logic_signed.all;
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use IEEE.std_logic_textio.all;
use IEEE.numeric_std.all;
use IEEE.std_logic_misc.all;
use std.textio.all;
library UNISIM;
use UNISIM.VComponents.all;
-------------------------------------------
-------------------------------------------
entity formantes is
port(
clock : in std_logic;
---------------------------------------------------
dato_adc : in std_logic_vector(15 downto 0);
---------------------------------------------------
salida_fo : out std_logic_vector(8 downto 0)
---------------------------------------------------
);
end formantes;
---------------------------------------------------
---------------------------------------------------
architecture archi_formantes of formantes is
----------------------------------------------------
type datos is array ( 0 to 281) of integer;
signal entrada_7 : datos;
type F1 is array (0 to 300) of integer;--formantes 1
signal formantes1 : F1;
---------------------------------------------------
type pitch is array (0 to 100) of integer;
signal cal_pi : pitch;
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signal sumar : integer:=0;
signal salida_opera_matri : integer :=0;
signal reloj_1 : std_logic:=’0’;--
signal contador_1 : integer range 0 to 200_000:=0;
signal entra_1 : integer:=0;
signal enlace_1 : integer:=0;
signal enlace_2 : integer:=0;
signal contador_fre : integer range 0 to 600:=1;
signal contador_fre1 : integer range 0 to 600:=1;
signal salida_1 : integer:=0;
signal salida_11 : integer:=0;
signal formante1 : std_logic:=’0’;
signal formante2 : std_logic:=’0’;
signal listo : std_logic:=’0’;
signal listo_f1 : std_logic:=’0’;
signal fft : std_logic:=’0’;
signal counter : integer range 0 to 12:=0;
signal counter_1 : integer range 0 to 100:=0;
signal counter_11 : integer range 0 to 12:=0;
signal counter_21 : integer range 0 to 200:=0;
signal counter_22 : integer range 0 to 340:=0;
signal counter_state : integer range 0 to 100 :=0;
signal state : std_logic_vector(2 downto 0):=(others=>’0’);
begin
-----------------------------------------------------
-----------------------------------------------------
process(clock)----divisor de frecuencia pequen˜o
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begin
contador_1<=0;
reloj_1<=’0’;
if rising_edge(clock)then
reloj_1<=’0’;
contador_1<= contador_1 + 1;
if contador_1 >= 199_999 then
reloj_1<=’1’;
contador_1<=0;
end if;
end if;
end process;
------------------------------------------------------
------------------------------------------------------
process(dato_adc,reloj_1)-- entrada en el vector
variable i: integer:=0;
begin
if rising_edge(reloj_1) then
entra_1<=conv_integer(unsigned(dato_adc));
for i in 0 to 281 loop
entrada_7(i)<=entra_1;
end loop;
end if;
end process;
-------------------------------------------------------
-------------------------------------------------------
process(clock)----multiplicacion valores giro
constant n : integer range 0 to 280:= 280;
variable k : integer range 0 to 281:=0;
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--variables para las operaciones reales
variable resultado_1 : integer:=0;
variable resultado_2 : integer:=0;
variable resultado_3 : integer:=0;
variable resultado_7 : integer:=0;
---variables con las operaciones imaginarias
variable resultado_4 : integer:=0;
variable resultado_5 : integer:=0;
variable resultado_6 : integer:=0;
variable resultado_9 : real:=0.0;
variable resultado_8 :real:=0.0;
begin
if rising_edge(clock) then
k:=0;
for k in 0 to 281 loop--k<n-1
resultado_1:=(((((2)*(3)*(k))/n)));-- angulo
resultado_4:=(((2)*(3)*(k))/n);
resultado_8:=real(resultado_1);
resultado_9:=real(resultado_4);
resultado_2:=integer( cos(resultado_8));-- seno y coseno
resultado_5:=integer((-1.0)* (sin(resultado_9)));
end loop;
end if;
enlace_1<=resultado_2;
enlace_2<=resultado_5;
end process;
---------------------------------------------------------
---------------------------------------------------------
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process(clock)--process de la matriz operaciones
variable i : integer :=0;
variable opera_5 : integer:=0;
variable opera_6 : integer:=0;
variable suma :integer:=0;
begin
if rising_edge(clock)then
i:=0;
sumar<=0;
suma:=0;
for i in 0 to 281 loop
opera_5:= enlace_1*entrada_7(i);
opera_6:= enlace_2*entrada_7(i);
suma:= opera_5 + opera_6;
sumar<=sumar + suma;
end loop;
salida_opera_matri<=sumar;
fft<=’1’;
end if;
end process;
-------------------------------------------------------
-------------------------------------------------------
-------------------------------------------------------
-------------------------------------------------------
process(clock)--asiganacion de datos del formante 1
variable i : integer :=0;
begin
if rising_edge(clock) then
if fft = ’1’ then
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i:=0;
for i in 0 to 300 loop---
formantes1(i)<= salida_opera_matri;--formante 1
counter_22 <= counter_22 +1;
if counter_22 = 330 then
counter_22 <= 0;
formante1 <= ’1’;
end if;
end loop;
end if;
end if;
end process;
----------------------------------------------------
----------------------------------------------------
process(clock)--process para mayor y el formante 1
variable i : integer:=0;
variable mayor_fre :integer :=0;
begin
if rising_edge(clock) then
if formante1 = ’1’ then
mayor_fre :=formantes1(0);
i:=0;
for i in 0 to 300 loop
if formantes1(i)> mayor_fre then
mayor_fre:=formantes1(i);
contador_fre1<=contador_fre1 +1;
end if;
end loop;
counter_11 <= counter_11 +1;
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listo_f1 <= ’1’;
if counter_11 = 10 then
salida_11 <=14*contador_fre1;
counter_11<=0;
end if;
end if;
end if;
end process;
---------------------------------------------------
---------------------------------------------------
process(clock)-- formante 2 vector
variable i: integer:=0;
begin
if rising_edge(clock) then
if fft = ’1’ then
i:=0;
for i in 0 to 100 loop---
cal_pi(i)<= salida_opera_matri;--formante2
counter_21 <= counter_21 + 1;
if counter_21 = 110 then
counter_21 <= 0;
formante2 <= ’1’;
end if;
end loop;
end if;
end if;
end process;
---------------------------------------------------
---------------------------------------------------
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process(clock)--process mayor y el formante 2
variable i : integer:=0;
variable mayor_fre :integer :=0;
begin
if rising_edge(clock) then
if formante2 = ’1’ then
mayor_fre :=cal_pi(0);
i:=0;
for i in 0 to 100 loop
if cal_pi(i)> mayor_fre then
mayor_fre:=cal_pi(i);
contador_fre<=contador_fre +1;
end if;
end loop;
counter_1 <= counter_1 +1;
listo <= ’1’;
if counter_1 = 80 then
salida_1 <=14*contador_fre;
counter_1<=0;
end if;
end if;
end if;
end process;
--------------------------------------------------
--------------------------------------------------
process(clock)--salida datos
begin
if rising_edge (clock) then
case state is
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when "000" =>
counter_state <= counter_state +1;
if listo_f1= ’1’ then
salida_fo <= conv_std_logic_vector(salida_11,9);
if counter_state = 50 then
counter_state <= 0;
state <= state + 1;
listo<=’0’;
end if;
end if;
when "010" =>
counter_state <= counter_state +1;
if listo_f1 = ’1’ then
salida_fo <= conv_std_logic_vector(salida_11,9);
if counter_state = 60 then
counter_state <= 0;
state <= state + 1;
listo<=’0’;
end if;
end if;
when "100" =>
counter_state <= counter_state +1;
if listo = ’1’ then
salida_fo <= conv_std_logic_vector(salida_1,9);
if counter_state = 60 then
counter_state <= 0;
state <= state + 1;
listo_f1<=’0’;
end if;
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end if;
when "110" =>
counter_state <= counter_state +1;
if listo = ’1’ then
salida_fo <= conv_std_logic_vector(salida_1,9);
if counter_state = 60 then
counter_state <= 0;
state <= state + 1;
listo_f1<=’0’;
end if;
end if;
when "111" =>
counter_state <= counter_state +1;
if counter_state = 30 then
counter_state <= 0;
state<= state +1;
end if;
when others =>
end case;
end if;
end process;
--------------------------------------------------
--------------------------------------------------
end archi_formantes;
--------------------------------------------------
--------------------------------------------------
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.16 Controlador del pitch
--------------------------------------------------
--------------------------------------------------
library IEEE;
use IEEE.STD_LOGIC_1164.ALL;
use IEEE.STD_LOGIC_ARITH.ALL;
use IEEE.STD_LOGIC_UNSIGNED.ALL;
--------------------------------------------------
--------------------------------------------------
--------------------------------------------------
--------------------------------------------------
entity Control_pitch_voz is
port(
clk_50 : in std_logic; -- pin C9
rst : in std_logic; -- pin
--------------------------------------------------
--Deshabilitados
--------------------------------------------------
spi_dac_cs : out std_logic;-- Pin N8
spi_rom_cs : out std_logic;-- Pin U3
strataflash_ce : out std_logic;-- Pin D16
strataflash_we : out std_logic;-- Pin D17
strataflash_oe : out std_logic;-- Pin C18
platformflash_oe : out std_logic; -- pin T3
--------------------------------------------------
--pines compartidos por SPI
-------------------------------------------------
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spi_sck : out std_logic;-- PIN U16
spi_miso : in std_logic; -- MISO--PIN N10
spi_mosi : out std_logic;-- MOSI--PIN T4
--------------------------------------------------
--Conversor A/D
--------------------------------------------------
spi_adc_conv : out std_logic;--Pin P11
--------------------------------------------------
--Amplificador
--------------------------------------------------
spi_amp_cs : out std_logic; -- Pin N7
spi_amp_shdn : out std_logic; -- Pin p7
--------------------------------------------------
--Transmision
--------------------------------------------------
rs232_dte_txd : out std_logic
--------------------------------------------------
--------------------------------------------------
);
end Control_pitch_voz;
--------------------------------------------------
--------------------------------------------------
architecture archi_Control_pitch_voz of Control_pitch_voz is
--------------------------------------------------
--conversor A/D
--------------------------------------------------
signal channel_a : std_logic_vector(15 downto 0);
signal channel_b : std_logic_vector(15 downto 0);
signal channel_a_t: std_logic_vector(15 downto 0):="1010101010101010";
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signal channel_b_t: std_logic_vector(15 downto 0):="0101010101010101";
signal data_ready : std_logic;
----------------------------------------------------------------------
--Memoria puerto A
----------------------------------------------------------------------
signal DATA_INA : std_logic_vector (8 downto 0):="000000000";
signal WRITE_ENA: std_logic :=’0’;
signal ADDRESSA : std_logic_vector (10 downto 0):="00000000000";
signal bram_init: std_logic :=’0’;
signal state_bram : integer range 0 to 2:=0;
-----------------------------------------------------------------
--Memoria puerto B
-----------------------------------------------------------------
signal ADDRESSB : std_logic_vector (10 downto 0):="00000000000";
signal DATA_OUTB: std_logic_vector (8 downto 0):="000000000";
-----------------------------------------------------------------
--Transmision serial
-----------------------------------------------------------------
signal DATA_IN : std_logic_vector (7 downto 0):="00000000";
signal serial_ready : std_logic;
signal serial_init : std_logic:=’0’;
signal serial_end : std_logic:=’0’;
signal state_serial : integer range 0 to 3:=0;
----------------------------------------------------------------
--Pitch
----------------------------------------------------------------
signal dato_salida_pi : std_logic_vector(8 downto 0):="000000000";
signal dato_out_pi : std_logic_vector(8 downto 0):="000000000";
----------------------------------------------------------------
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--Otras
----------------------------------------------------------------
signal counter_proceso : integer range 0 to 200_000_000:= 0;
signal listo_C : std_logic:=’0’;
signal listo_P : std_logic:=’0’;
signal counter_w : integer range 0 to 4_000;
signal clk_w : std_logic;
signal clk_read : std_logic;
signal counter_r : integer range 0 to 5_000;
---------------------------------------------------------------
---------------------------------------------------------------
--COMPONENTES
---------------------------------------------------------------
---------------------------------------------------------------
COMPONENT Conversor
generic (
sample_time : integer := 3571;
spi_sck_period : integer := 6
);
--------------------------------------------------------------
port(
clk_50 : in std_logic;--reloj interno de la FPGA C9
rst : in std_logic; --reset
spi_sck : out std_logic; --sen˜al de reloj compartida U16
spi_miso : in std_logic; --datos binarios
spi_mosi : out std_logic:= ’0’;-- datos ganancia
----------------------------------------------------------
spi_adc_conv : out std_logic:=’0’;--Pin P11 sen˜al conver A/D
-----------------------------------------------------------
C–46
spi_amp_cs : out std_logic:= ’1’; -- Pin N7
spi_amp_shdn : out std_logic; -- Pin p7
----------------------------------------------------------
channel_0_out : out std_logic_vector(15 downto 0);
channel_1_out : out std_logic_vector(15 downto 0);
data_ready : out std_logic:=’0’--actualiza los datos
-----------------------------------------------------------
);
END COMPONENT;
----------------------------------------------------------
----------------------------------------------------------
COMPONENT pitch_voz
port(
----------------------------------------------------------
clock : in std_logic;
----------------------------------------------------------
dato_adc : in std_logic_vector (15 downto 0);
----------------------------------------------------------
salida_pitch : out std_logic_vector(8 downto 0)
----------------------------------------------------------
);
----------------------------------------------------------
----------------------------------------------------------
COMPONENT ram_16_s9_s9
port(
CLK : in std_logic;
----------------------------------------------------------
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DATA_INA : in std_logic_vector (8 downto 0);
WRITE_ENA : in std_logic;
ADDRESSA : in std_logic_vector (10 downto 0):="00000000000";
----------------------------------------------------------
----------------------------------------------------------
ADDRESSB : in std_logic_vector (10 downto 0):="00000000000";
DATA_OUTB : out std_logic_vector (8 downto 0):="000000000"
----------------------------------------------------------
);
END COMPONENT;
----------------------------------------------------------
----------------------------------------------------------
COMPONENT transmision_serial
generic
(
-- baud = 1 / (transmit_rate * 20ns)
-- default baud = 115200 for transmit_rate = 434
transmit_rate : positive := 4166--12000 baudios
);
----------------------------------------------------------
port
(
clk : in std_logic;
---------------------------------------------------------
DATA_IN : in std_logic_vector (7 downto 0):="00000000";
init : in std_logic;
---------------------------------------------------------
serial_ready : out std_logic:=’0’;
rs232_dte_txd : out std_logic := ’1’
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---------------------------------------------------------
);
END COMPONENT;
--------------------------------------------------------
--------------------------------------------------------
begin
--------------------------------------------------------
--------------------------------------------------------
inst_Conversor : Conversor
generic map
(
sample_time => 3571,
spi_sck_period => 6
)
port map
(
clk_50 => clk_50,
rst => rst,
spi_sck => spi_sck,
spi_miso => spi_miso,
spi_mosi => spi_mosi,
spi_adc_conv => spi_adc_conv,
spi_amp_cs => spi_amp_cs,
spi_amp_shdn => spi_amp_shdn,
channel_0_out => channel_a,
channel_1_out => channel_b,
data_ready => data_ready
);
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---------------------------------------------------------
---------------------------------------------------------
inst_pitch_voz : pitch_voz
port map
(
clock => clk_50,
dato_adc => channel_a_t,
salida_pitch => dato_salida_pi
);
---------------------------------------------------------
---------------------------------------------------------
inst_ram_16_s9_s9 : ram_16_s9_s9
port map
(
CLK => clk_50,
DATA_INA => DATA_INA,
WRITE_ENA => WRITE_ENA,
ADDRESSA => ADDRESSA,
ADDRESSB => ADDRESSB,
DATA_OUTB => DATA_OUTB
);
---------------------------------------------------------
---------------------------------------------------------
inst_transmision_serial : transmision_serial
generic map
(
transmit_rate => 4166
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)
port map
(
clk => clk_50,
DATA_IN => DATA_IN,
init => serial_init,
serial_ready => serial_ready,
rs232_dte_txd => rs232_dte_txd
);
---------------------------------------------------------
--Estructura del proyecto
---------------------------------------------------------
spi_dac_cs <= ’1’;
spi_rom_cs <= ’1’;
strataflash_ce <= ’1’;
strataflash_we <= ’1’;
strataflash_oe <= ’1’;
platformflash_oe <= ’0’;
---------------------------------------------------------
--Asignacion de dato convertido salida
---------------------------------------------------------
process(clk_50)
begin
if rising_edge(clk_50) then
if data_ready=’1’ then
channel_a_t <= channel_a;
channel_b_t <= channel_b;
end if;
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end if;
end process;
-------------------------------------------------------
--Datos pitch
-------------------------------------------------------
process(clk_50,listo_C)
begin
if rising_edge(clk_50)then
dato_out_pi <= dato_salida_pi;
counter_proceso <= counter_proceso + 1;
if counter_proceso = 200_000 then
counter_proceso <= 0;
listo_P <= ’1’;
end if;
end if;
end process;
-------------------------------------------------------
----relojes BRAM --3
-------------------------------------------------------
process(clk_50)
begin
if rising_edge(clk_50) then
clk_w <= ’0’;
counter_w <= counter_w + 1;
if counter_w = 3571 then
clk_w <= ’1’;
counter_w <= 0;
end if;
end if;
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end process;
-------------------------------------------------------
----RELOJ SERIAL--4--- 115200 BAUDIOS=>2170=MEDIO BYTE
------------------------------------------------------
process(clk_50)
begin
if rising_edge(clk_50) then
clk_read<=’0’;
counter_r<=counter_r+1;
if counter_r>=2170 then
counter_r<=0;
clk_read<=’1’;
end if;
end if;
end process;
-----------------------------------------------------
--Escritura y lectura de la memoria
-----------------------------------------------------
process(clk_50)
begin
if rising_edge(clk_50) then
WRITE_ENA<=’0’;
if listo_P <= ’1’ then
bram_init<=’1’;
end if;
if clk_w = ’1’ then
case state_bram is
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when 0 =>
if bram_init=’1’ then
state_bram<=state_bram+1;
end if;
when 1=>
WRITE_ENA<=’1’;
ADDRESSA <= "00000000000";
DATA_INA<= dato_out_pi ;
bram_init<=’0’;
state_bram<=state_bram+1;
when 2=>
if ADDRESSA<2046 then
WRITE_ENA<=’1’;
ADDRESSA <=ADDRESSA+1;
DATA_INA <= dato_out_pi;
else
state_bram<=0;
end if;
when others=>
state_bram<=0;
end case;
end if;
end if;
end process;
-----------------------------------------------------
--Transmision de datos
-----------------------------------------------------
process(clk_50)
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begin
if rising_edge(clk_50) then
if clk_read=’1’ then
case state_serial is
when 0=>
serial_init<=’1’;
ADDRESSB <= (others=>’0’);
DATA_IN <= DATA_OUTB(7 downto 0);
state_serial<=state_serial+1;
when 3=>
if ADDRESSB<2046 then
ADDRESSB <=ADDRESSB+1;
serial_init<=’1’;
DATA_IN <= DATA_OUTB(7 downto 0);
state_serial<=2;
else
state_serial<=0;
serial_init<=’0’;
serial_end<=’1’;
end if;
when others=>
state_serial<=state_serial+1;
serial_init<=’1’;
end case;
end if;
end if;
end process;
-----------------------------------------------------
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-----------------------------------------------------
-----------------------------------------------------
-----------------------------------------------------
end achi_Control_pitch_voz;
-----------------------------------------------------
-----------------------------------------------------
.17 Controlador de la intensidad
------------------------------------------------------
------------------------------------------------------
library IEEE;
use IEEE.STD_LOGIC_1164.ALL;
use IEEE.STD_LOGIC_ARITH.ALL;
use IEEE.STD_LOGIC_UNSIGNED.ALL;
------------------------------------------------------
------------------------------------------------------
------------------------------------------------------
------------------------------------------------------
entity Control_pitch_voz is
port(
clk_50 : in std_logic; -- pin C9
rst : in std_logic; -- pin
------------------------------------------------------
--Deshabilitados
------------------------------------------------------
spi_dac_cs : out std_logic;-- Pin N8
spi_rom_cs : out std_logic;-- Pin U3
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strataflash_ce : out std_logic;-- Pin D16
strataflash_we : out std_logic;-- Pin D17
strataflash_oe : out std_logic;-- Pin C18
platformflash_oe : out std_logic; -- pin T3
------------------------------------------------------
--pines compartidos por SPI
-----------------------------------------------------
spi_sck : out std_logic; -- PIN U16
spi_miso : in std_logic; -- MISO--PIN N10
spi_mosi : out std_logic; -- MOSI--PIN T4
------------------------------------------------------
--Conversor A/D
------------------------------------------------------
spi_adc_conv : out std_logic; --Pin P11
------------------------------------------------------
--Amplificador
------------------------------------------------------
spi_amp_cs : out std_logic; -- Pin N7
spi_amp_shdn : out std_logic; -- Pin p7
------------------------------------------------------
--Transmision
------------------------------------------------------
rs232_dte_txd : out std_logic
------------------------------------------------------
------------------------------------------------------
);
end Control_pitch_voz;
------------------------------------------------------
------------------------------------------------------
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architecture archi_Control_pitch_voz of Control_pitch_voz is
------------------------------------------------------
--conversor A/D
------------------------------------------------------
signal channel_a : std_logic_vector(15 downto 0);
signal channel_b : std_logic_vector(15 downto 0);
signal channel_a_t: std_logic_vector(15 downto 0):="1010101010101010";
signal channel_b_t: std_logic_vector(15 downto 0):="0101010101010101";
signal data_ready : std_logic;
-----------------------------------------------------------------
--Memoria puerto A
-----------------------------------------------------------------
signal DATA_INA : std_logic_vector (8 downto 0):="000000000";
signal WRITE_ENA: std_logic :=’0’;
signal ADDRESSA : std_logic_vector (10 downto 0):="00000000000";
signal bram_init: std_logic :=’0’;
signal state_bram : integer range 0 to 2:=0;
-----------------------------------------------------------------
--Memoria puerto B
------------------------------------------------------------------
signal ADDRESSB : std_logic_vector (10 downto 0):="00000000000";
signal DATA_OUTB: std_logic_vector (8 downto 0):="000000000";
------------------------------------------------------------------
--Transmision serial
------------------------------------------------------------------
signal DATA_IN : std_logic_vector (7 downto 0):="00000000";
signal serial_ready : std_logic;
signal serial_init : std_logic:=’0’;
signal serial_end : std_logic:=’0’;
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signal state_serial : integer range 0 to 3:=0;
------------------------------------------------------------------
--intensidad
-------------------------------------------------------------------
signal dato_salida_int : std_logic_vector(8 downto 0):="000000000";
signal dato_out_int : std_logic_vector(8 downto 0):="000000000";
-------------------------------------------------------------------
--Otras
------------------------------------------------------------
signal counter_proceso : integer range 0 to 200_000_000:= 0;
signal listo_C : std_logic:=’0’;
signal listo_P : std_logic:=’0’;
signal counter_w : integer range 0 to 4_000;
signal clk_w : std_logic;
signal clk_read : std_logic;
signal counter_r : integer range 0 to 5_000;
-----------------------------------------------------------
-----------------------------------------------------------
--COMPONENTES
-----------------------------------------------------------
-----------------------------------------------------------
COMPONENT Conversor
generic (
sample_time : integer := 3571;
spi_sck_period : integer := 6
);
-------------------------------------------------------------
port(
clk_50 : in std_logic;--reloj interno de la FPGA C9
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rst : in std_logic; --reset
spi_sck : out std_logic; --sen˜al de reloj compartida U16
spi_miso : in std_logic; --datos binarios
spi_mosi : out std_logic:= ’0’;-- datos ganancia
---------------------------------------------------------------
spi_adc_conv : out std_logic:=’0’;--Pin P11 sen˜al conver A/D
---------------------------------------------------------------
spi_amp_cs : out std_logic:= ’1’; -- Pin N7
spi_amp_shdn : out std_logic; -- Pin p7
--------------------------------------------------------------
channel_0_out : out std_logic_vector(15 downto 0);
channel_1_out : out std_logic_vector(15 downto 0);
data_ready : out std_logic:=’0’--actualiza los datos
--------------------------------------------------------------
);
END COMPONENT;
---------------------------------------------------------------
---------------------------------------------------------------
COMPONENT intensidad
port(
--------------------------------------------------------------
clock : in std_logic;
--------------------------------------------------------------
dato_adc : in std_logic_vector (15 downto 0);
--------------------------------------------------------------
salida_inten : out std_logic_vector(8 downto 0)
-------------------------------------------------------------
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);
-------------------------------------------------------------
-------------------------------------------------------------
COMPONENT ram_16_s9_s9
port(
CLK : in std_logic;
-------------------------------------------------------------
DATA_INA : in std_logic_vector (8 downto 0);
WRITE_ENA : in std_logic;
ADDRESSA : in std_logic_vector (10 downto 0):="00000000000";
-------------------------------------------------------------
-------------------------------------------------------------
ADDRESSB : in std_logic_vector (10 downto 0):="00000000000";
DATA_OUTB : out std_logic_vector (8 downto 0):="000000000"
------------------------------------------------------------
);
END COMPONENT;
-------------------------------------------------------------
-------------------------------------------------------------
COMPONENT transmision_serial
generic
(
-- baud = 1 / (transmit_rate * 20ns)
-- default baud = 115200 for transmit_rate = 434
transmit_rate : positive := 4166--12000 baudios
);
-------------------------------------------------------------
port
(
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clk : in std_logic;
-------------------------------------------------------------
DATA_IN : in std_logic_vector (7 downto 0):="00000000";
init : in std_logic;
--------------------------------------------------------------
serial_ready : out std_logic:=’0’;
rs232_dte_txd : out std_logic := ’1’
-----------------------------------------------------------
);
END COMPONENT;
----------------------------------------------------------
----------------------------------------------------------
begin
----------------------------------------------------------
----------------------------------------------------------
inst_Conversor : Conversor
generic map
(
sample_time => 3571,
spi_sck_period => 6
)
port map
(
clk_50 => clk_50,
rst => rst,
spi_sck => spi_sck,
spi_miso => spi_miso,
spi_mosi => spi_mosi,
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spi_adc_conv => spi_adc_conv,
spi_amp_cs => spi_amp_cs,
spi_amp_shdn => spi_amp_shdn,
channel_0_out => channel_a,
channel_1_out => channel_b,
data_ready => data_ready
);
-----------------------------------------------------------
-----------------------------------------------------------
inst_intensidad : intensidad
port map
(
clock => clk_50,
dato_adc => channel_a_t,
salida_inten => dato_salida_int
);
-----------------------------------------------------------
-----------------------------------------------------------
inst_ram_16_s9_s9 : ram_16_s9_s9
port map
(
CLK => clk_50,
DATA_INA => DATA_INA,
WRITE_ENA => WRITE_ENA,
ADDRESSA => ADDRESSA,
ADDRESSB => ADDRESSB,
DATA_OUTB => DATA_OUTB
);
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----------------------------------------------------------
----------------------------------------------------------
inst_transmision_serial : transmision_serial
generic map
(
transmit_rate => 4166
)
port map
(
clk => clk_50,
DATA_IN => DATA_IN,
init => serial_init,
serial_ready => serial_ready,
rs232_dte_txd => rs232_dte_txd
);
--------------------------------------------------------
--Estructura del proyecto
--------------------------------------------------------
spi_dac_cs <= ’1’;
spi_rom_cs <= ’1’;
strataflash_ce <= ’1’;
strataflash_we <= ’1’;
strataflash_oe <= ’1’;
platformflash_oe <= ’0’;
--------------------------------------------------------
--Asignacion de dato convertido salida
--------------------------------------------------------
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process(clk_50)
begin
if rising_edge(clk_50) then
if data_ready=’1’ then
channel_a_t <= channel_a;
channel_b_t <= channel_b;
end if;
end if;
end process;
-------------------------------------------------------
--Datos intensidad
-------------------------------------------------------
process(clk_50)
begin
if rising_edge(clk_50)then
dato_out_int <= dato_salida_int;
counter_proceso <= counter_proceso + 1;
if counter_proceso = 200_000 then
counter_proceso <= 0;
listo_P <= ’1’;
end if;
end if;
end process;
-------------------------------------------------------
----relojes BRAM --3
-------------------------------------------------------
process(clk_50)
begin
if rising_edge(clk_50) then
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clk_w <= ’0’;
counter_w <= counter_w + 1;
if counter_w = 3571 then
clk_w <= ’1’;
counter_w <= 0;
end if;
end if;
end process;
------------------------------------------------------
----RELOJ SERIAL--4--- 115200 BAUDIOS=>2170=MEDIO BYTE
------------------------------------------------------
process(clk_50)
begin
if rising_edge(clk_50) then
clk_read<=’0’;
counter_r<=counter_r+1;
if counter_r>=2170 then
counter_r<=0;
clk_read<=’1’;
end if;
end if;
end process;
-----------------------------------------------------
--Escritura y lectura de la memoria
-----------------------------------------------------
process(clk_50)
begin
C–66
if rising_edge(clk_50) then
WRITE_ENA<=’0’;
if listo_P <= ’1’ then
bram_init<=’1’;
end if;
if clk_w = ’1’ then
case state_bram is
when 0 =>
if bram_init=’1’ then
state_bram<=state_bram+1;
end if;
when 1=>
WRITE_ENA<=’1’;
ADDRESSA <= "00000000000";
DATA_INA<= dato_out_int ;
bram_init<=’0’;
state_bram<=state_bram+1;
when 2=>
if ADDRESSA<2046 then
WRITE_ENA<=’1’;
ADDRESSA <=ADDRESSA+1;
DATA_INA <= dato_out_int;
else
state_bram<=0;
end if;
when others=>
state_bram<=0;
end case;
end if;
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end if;
end process;
-------------------------------------------------------
--Transmision de datos
-------------------------------------------------------
process(clk_50)
begin
if rising_edge(clk_50) then
if clk_read=’1’ then
case state_serial is
when 0=>
serial_init<=’1’;
ADDRESSB <= (others=>’0’);
DATA_IN <= DATA_OUTB(7 downto 0);
state_serial<=state_serial+1;
when 3=>
if ADDRESSB<2046 then
ADDRESSB <=ADDRESSB+1;
serial_init<=’1’;
DATA_IN <= DATA_OUTB(7 downto 0);
state_serial<=2;
else
state_serial<=0;
serial_init<=’0’;
serial_end<=’1’;
end if;
when others=>
state_serial<=state_serial+1;
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serial_init<=’1’;
end case;
end if;
end if;
end process;
-----------------------------------------------------
-----------------------------------------------------
-----------------------------------------------------
-----------------------------------------------------
end archi_control_intensidad;
-----------------------------------------------------
-----------------------------------------------------
.18 Controlador de la energı´a
-----------------------------------------------------
-----------------------------------------------------
library IEEE;
use IEEE.STD_LOGIC_1164.ALL;
use IEEE.STD_LOGIC_ARITH.ALL;
use IEEE.STD_LOGIC_UNSIGNED.ALL;
-----------------------------------------------------
-----------------------------------------------------
-----------------------------------------------------
-----------------------------------------------------
entity Control_energia is
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port(
clk_50 : in std_logic; -- pin C9
rst : in std_logic; -- pin
-----------------------------------------------------
--Deshabilitados
-----------------------------------------------------
spi_dac_cs : out std_logic; -- Pin N8
spi_rom_cs : out std_logic; -- Pin U3
strataflash_ce : out std_logic; -- Pin D16
strataflash_we : out std_logic; -- Pin D17
strataflash_oe : out std_logic; -- Pin C18
platformflash_oe : out std_logic; -- pin T3
-----------------------------------------------------
--pines compartidos por SPI
----------------------------------------------------
spi_sck : out std_logic; -- PIN U16
spi_miso : in std_logic; -- MISO--PIN N10
spi_mosi : out std_logic; -- MOSI--PIN T4
-----------------------------------------------------
--Conversor A/D
-----------------------------------------------------
spi_adc_conv : out std_logic; --Pin P11
-----------------------------------------------------
--Amplificador
-----------------------------------------------------
spi_amp_cs : out std_logic; -- Pin N7
spi_amp_shdn : out std_logic; -- Pin p7
-----------------------------------------------------
--Transmision
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-----------------------------------------------------
rs232_dte_txd : out std_logic
-----------------------------------------------------
-----------------------------------------------------
);
end Control_pitch_voz;
-----------------------------------------------------
------------------------------------------------------
architecture archi_Control_energia of Control_energia is
-------------------------------------------------------
--conversor A/D
-------------------------------------------------------
signal channel_a : std_logic_vector(15 downto 0);
signal channel_b : std_logic_vector(15 downto 0);
signal channel_a_t: std_logic_vector(15 downto 0):="1010101010101010";
signal channel_b_t: std_logic_vector(15 downto 0):="0101010101010101";
signal data_ready : std_logic;
----------------------------------------------------------------------
--Memoria puerto A
----------------------------------------------------------------------
signal DATA_INA : std_logic_vector (8 downto 0):="000000000";
signal WRITE_ENA: std_logic :=’0’;
signal ADDRESSA : std_logic_vector (10 downto 0):="00000000000";
signal bram_init: std_logic :=’0’;
signal state_bram : integer range 0 to 2:=0;
---------------------------------------------------------------
--Memoria puerto B
---------------------------------------------------------------
signal ADDRESSB : std_logic_vector (10 downto 0):="00000000000";
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signal DATA_OUTB: std_logic_vector (8 downto 0):="000000000";
---------------------------------------------------------------
--Transmision serial
---------------------------------------------------------------
signal DATA_IN : std_logic_vector (7 downto 0):="00000000";
signal serial_ready : std_logic;
signal serial_init : std_logic:=’0’;
signal serial_end : std_logic:=’0’;
signal state_serial : integer range 0 to 3:=0;
--------------------------------------------------------------
--energia
--------------------------------------------------------------
signal dato_salida_en : std_logic_vector(7 downto 0):="00000000";
signal dato_out_en : std_logic_vector(8 downto 0):="000000000";
---------------------------------------------------------------
--Otras
---------------------------------------------------------------
signal counter_proceso : integer range 0 to 200_000_000:= 0;
signal listo_C : std_logic:=’0’;
signal listo_P : std_logic:=’0’;
signal counter_w : integer range 0 to 4_000;
signal clk_w : std_logic;
signal clk_read : std_logic;
signal counter_r : integer range 0 to 5_000;
---------------------------------------------------------------
---------------------------------------------------------------
--COMPONENTES
--------------------------------------------------------------
--------------------------------------------------------------
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COMPONENT Conversor
generic (
sample_time : integer := 3571;
spi_sck_period : integer := 6
);
--------------------------------------------------------------
port(
clk_50 : in std_logic;--reloj interno de la FPGA C9
rst : in std_logic; --reset
spi_sck : out std_logic; --sen˜al de reloj compartida U16
spi_miso : in std_logic; --datos binarios
spi_mosi : out std_logic:= ’0’;-- datos ganancia
-------------------------------------------------------------
spi_adc_conv : out std_logic:=’0’;--Pin P11 sen˜al conver A/D
-------------------------------------------------------------
spi_amp_cs : out std_logic:= ’1’; -- Pin N7
spi_amp_shdn : out std_logic; -- Pin p7
------------------------------------------------------------
channel_0_out : out std_logic_vector(15 downto 0);
channel_1_out : out std_logic_vector(15 downto 0);
data_ready : out std_logic:=’0’--actualiza los datos
-------------------------------------------------------------
);
END COMPONENT;
-------------------------------------------------------------
-------------------------------------------------------------
COMPONENT energia
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port(
------------------------------------------------------------
clock : in std_logic;
------------------------------------------------------------
dato : in std_logic_vector (15 downto 0);
------------------------------------------------------------
energia : out std_logic_vector(7 downto 0)
------------------------------------------------------------
);
------------------------------------------------------------
------------------------------------------------------------
COMPONENT ram_16_s9_s9
port(
CLK : in std_logic;
------------------------------------------------------------
DATA_INA : in std_logic_vector (8 downto 0);
WRITE_ENA : in std_logic;
ADDRESSA : in std_logic_vector (10 downto 0):="00000000000";
-------------------------------------------------------------
-------------------------------------------------------------
ADDRESSB : in std_logic_vector (10 downto 0):="00000000000";
DATA_OUTB : out std_logic_vector (8 downto 0):="000000000"
------------------------------------------------------------
);
END COMPONENT;
--------------------------------------------------------------
--------------------------------------------------------------
COMPONENT transmision_serial
generic
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(
-- baud = 1 / (transmit_rate * 20ns)
-- default baud = 115200 for transmit_rate = 434
transmit_rate : positive := 4166--12000 baudios
);
----------------------------------------------------------
port
(
clk : in std_logic;
---------------------------------------------------------
DATA_IN : in std_logic_vector (7 downto 0):="00000000";
init : in std_logic;
-------------------------------------------------------
serial_ready : out std_logic:=’0’;
rs232_dte_txd : out std_logic := ’1’
-------------------------------------------------------
);
END COMPONENT;
-------------------------------------------------------
-------------------------------------------------------
begin
-------------------------------------------------------
-------------------------------------------------------
inst_Conversor : Conversor
generic map
(
sample_time => 3571,
spi_sck_period => 6
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)
port map
(
clk_50 => clk_50,
rst => rst,
spi_sck => spi_sck,
spi_miso => spi_miso,
spi_mosi => spi_mosi,
spi_adc_conv => spi_adc_conv,
spi_amp_cs => spi_amp_cs,
spi_amp_shdn => spi_amp_shdn,
channel_0_out => channel_a,
channel_1_out => channel_b,
data_ready => data_ready
);
-------------------------------------------------------
-------------------------------------------------------
inst_energia : energia
port map
(
clock => clk_50,
dato => channel_a_t,
energia => dato_salida_en
);
-------------------------------------------------------
-------------------------------------------------------
inst_ram_16_s9_s9 : ram_16_s9_s9
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port map
(
CLK => clk_50,
DATA_INA => DATA_INA,
WRITE_ENA => WRITE_ENA,
ADDRESSA => ADDRESSA,
ADDRESSB => ADDRESSB,
DATA_OUTB => DATA_OUTB
);
-------------------------------------------------------
-------------------------------------------------------
inst_transmision_serial : transmision_serial
generic map
(
transmit_rate => 4166
)
port map
(
clk => clk_50,
DATA_IN => DATA_IN,
init => serial_init,
serial_ready => serial_ready,
rs232_dte_txd => rs232_dte_txd
);
-------------------------------------------------------
--Estructura del proyecto
-------------------------------------------------------
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spi_dac_cs <= ’1’;
spi_rom_cs <= ’1’;
strataflash_ce <= ’1’;
strataflash_we <= ’1’;
strataflash_oe <= ’1’;
platformflash_oe <= ’0’;
-------------------------------------------------------
--Asignacion de dato convertido salida
--------------------------------------------------------
process(clk_50)
begin
if rising_edge(clk_50) then
if data_ready=’1’ then
channel_a_t <= channel_a;
channel_b_t <= channel_b;
end if;
end if;
end process;
-------------------------------------------------------
--Datos energia
--------------------------------------------------------
process(clk_50,listo_C)
begin
if rising_edge(clk_50)then
dato_out_en <= ’0’ & dato_salida_en ;
counter_proceso <= counter_proceso + 1;
if counter_proceso = 200_000 then
counter_proceso <= 0;
listo_P <= ’1’;
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end if;
end if;
end process;
-------------------------------------------------------
----relojes BRAM --3
-------------------------------------------------------
process(clk_50)
begin
if rising_edge(clk_50) then
clk_w <= ’0’;
counter_w <= counter_w + 1;
if counter_w = 3571 then
clk_w <= ’1’;
counter_w <= 0;
end if;
end if;
end process;
-------------------------------------------------------
----RELOJ SERIAL--4--- 115200 BAUDIOS=>2170=MEDIO BYTE
-------------------------------------------------------
process(clk_50)
begin
if rising_edge(clk_50) then
clk_read<=’0’;
counter_r<=counter_r+1;
if counter_r>=2170 then
counter_r<=0;
clk_read<=’1’;
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end if;
end if;
end process;
------------------------------------------------------
--Escritura y lectura de la memoria
------------------------------------------------------
process(clk_50)
begin
if rising_edge(clk_50) then
WRITE_ENA<=’0’;
if listo_P <= ’1’ then
bram_init<=’1’;
end if;
if clk_w = ’1’ then
case state_bram is
when 0 =>
if bram_init=’1’ then
state_bram<=state_bram+1;
end if;
when 1=>
WRITE_ENA<=’1’;
ADDRESSA <= "00000000000";
DATA_INA<= dato_out_en ;
bram_init<=’0’;
state_bram<=state_bram+1;
when 2=>
if ADDRESSA<2046 then
WRITE_ENA<=’1’;
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ADDRESSA <=ADDRESSA+1;
DATA_INA <= dato_out_en;
else
state_bram<=0;
end if;
when others=>
state_bram<=0;
end case;
end if;
end if;
end process;
----------------------------------------------------
--Transmision de datos
----------------------------------------------------
process(clk_50)
begin
if rising_edge(clk_50) then
if clk_read=’1’ then
case state_serial is
when 0=>
serial_init<=’1’;
ADDRESSB <= (others=>’0’);
DATA_IN <= DATA_OUTB(7 downto 0);
state_serial<=state_serial+1;
when 3=>
if ADDRESSB<2046 then
ADDRESSB <=ADDRESSB+1;
serial_init<=’1’;
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DATA_IN <= DATA_OUTB(7 downto 0);
state_serial<=2;
else
state_serial<=0;
serial_init<=’0’;
serial_end<=’1’;
end if;
when others=>
state_serial<=state_serial+1;
serial_init<=’1’;
end case;
end if;
end if;
end process;
---------------------------------------------------
---------------------------------------------------
---------------------------------------------------
---------------------------------------------------
end archi_Control_energia;
---------------------------------------------------
---------------------------------------------------
.19 Controlador de los formantes
---------------------------------------------------
---------------------------------------------------
library IEEE;
use IEEE.STD_LOGIC_1164.ALL;
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use IEEE.STD_LOGIC_ARITH.ALL;
use IEEE.STD_LOGIC_UNSIGNED.ALL;
---------------------------------------------------
---------------------------------------------------
---------------------------------------------------
---------------------------------------------------
entity Control_formantes is
port(
clk_50 : in std_logic; -- pin C9
rst : in std_logic; -- pin
---------------------------------------------------
--Deshabilitados
---------------------------------------------------
spi_dac_cs : out std_logic; -- Pin N8
spi_rom_cs : out std_logic; -- Pin U3
strataflash_ce : out std_logic; -- Pin D16
strataflash_we : out std_logic; -- Pin D17
strataflash_oe : out std_logic; -- Pin C18
platformflash_oe : out std_logic; -- pin T3
----------------------------------------------------
--pines compartidos por SPI
---------------------------------------------------
spi_sck : out std_logic; -- PIN U16
spi_miso : in std_logic; -- MISO--PIN N10
spi_mosi : out std_logic; -- MOSI--PIN T4
-----------------------------------------------------
--Conversor A/D
-----------------------------------------------------
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spi_adc_conv : out std_logic; --Pin P11
-----------------------------------------------------
--Amplificador
-----------------------------------------------------
spi_amp_cs : out std_logic; -- Pin N7
spi_amp_shdn : out std_logic; -- Pin p7
---------------------------------------------------
--Transmision
---------------------------------------------------
rs232_dte_txd : out std_logic
---------------------------------------------------
---------------------------------------------------
);
end Control_formantes;
---------------------------------------------------
---------------------------------------------------
architecture achi_Control_formantes of Control_formantes is
---------------------------------------------------
--conversor A/D
---------------------------------------------------
signal channel_a : std_logic_vector(15 downto 0);
signal channel_b : std_logic_vector(15 downto 0);
signal channel_a_t: std_logic_vector(15 downto 0):="1010101010101010";
signal channel_b_t: std_logic_vector(15 downto 0):="0101010101010101";
signal data_ready : std_logic;
----------------------------------------------------------------------
--Memoria puerto A
----------------------------------------------------------------------
signal DATA_INA : std_logic_vector (8 downto 0):="000000000";
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signal WRITE_ENA: std_logic :=’0’;
signal ADDRESSA : std_logic_vector (10 downto 0):="00000000000";
signal bram_init: std_logic :=’0’;
signal state_bram : integer range 0 to 2:=0;
-----------------------------------------------------------------
--Memoria puerto B
------------------------------------------------------------------
signal ADDRESSB : std_logic_vector (10 downto 0):="00000000000";
signal DATA_OUTB: std_logic_vector (8 downto 0):="000000000";
------------------------------------------------------------------
--Transmision serial
-------------------------------------------------------------------
signal DATA_IN : std_logic_vector (7 downto 0):="00000000";
signal serial_ready : std_logic;
signal serial_init : std_logic:=’0’;
signal serial_end : std_logic:=’0’;
signal state_serial : integer range 0 to 3:=0;
-------------------------------------------------------------------
--formantes
-------------------------------------------------------------------
signal dato_salida_fo : std_logic_vector(8 downto 0):="000000000";
signal dato_out_fo : std_logic_vector(8 downto 0):="000000000";
------------------------------------------------------------------
--Otras
-------------------------------------------------------------
signal counter_proceso : integer range 0 to 200_000_000:= 0;
signal listo_C : std_logic:=’0’;
signal listo_P : std_logic:=’0’;
signal counter_w : integer range 0 to 4_000;
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signal clk_w : std_logic;
signal clk_read : std_logic;
signal counter_r : integer range 0 to 5_000;
------------------------------------------------------------
------------------------------------------------------------
--COMPONENTES
------------------------------------------------------------
------------------------------------------------------------
COMPONENT Conversor
generic (
sample_time : integer := 3571;
spi_sck_period : integer := 6
);
-------------------------------------------------------------
port(
clk_50 : in std_logic;--reloj interno de la FPGA C9
rst : in std_logic; --reset
spi_sck : out std_logic; --sen˜al de reloj compartida U16
spi_miso : in std_logic; --datos binarios
spi_mosi : out std_logic:= ’0’;-- datos ganancia
--------------------------------------------------------------
spi_adc_conv : out std_logic:=’0’;--Pin P11 sen˜al conver A/D
---------------------------------------------------------------
spi_amp_cs : out std_logic:= ’1’; -- Pin N7
spi_amp_shdn : out std_logic; -- Pin p7
--------------------------------------------------------------
channel_0_out : out std_logic_vector(15 downto 0);
channel_1_out : out std_logic_vector(15 downto 0);
data_ready : out std_logic:=’0’--actualiza los datos
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--------------------------------------------------------------
);
END COMPONENT;
-------------------------------------------------------------
-------------------------------------------------------------
COMPONENT formantes
port(
------------------------------------------------------------
clock : in std_logic;
------------------------------------------------------------
dato_adc : in std_logic_vector (15 downto 0);
------------------------------------------------------------
salida_fo : out std_logic_vector(8 downto 0)
------------------------------------------------------------
);
END COMPONENT;
------------------------------------------------------------
------------------------------------------------------------
COMPONENT ram_16_s9_s9
port(
CLK : in std_logic;
------------------------------------------------------------
DATA_INA : in std_logic_vector (8 downto 0);
WRITE_ENA : in std_logic;
ADDRESSA : in std_logic_vector (10 downto 0):="00000000000";
------------------------------------------------------------
-------------------------------------------------------------
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ADDRESSB : in std_logic_vector (10 downto 0):="00000000000";
DATA_OUTB : out std_logic_vector (8 downto 0):="000000000"
-------------------------------------------------------------
);
END COMPONENT;
-------------------------------------------------------------
------------------------------------------------------------
COMPONENT transmision_serial
generic
(
-- baud = 1 / (transmit_rate * 20ns)
-- default baud = 115200 for transmit_rate = 434
transmit_rate : positive := 4166--12000 baudios
);
------------------------------------------------------------
port
(
clk : in std_logic;
------------------------------------------------------------
DATA_IN : in std_logic_vector (7 downto 0):="00000000";
init : in std_logic;
------------------------------------------------------------
serial_ready : out std_logic:=’0’;
rs232_dte_txd : out std_logic := ’1’
------------------------------------------------------------
);
END COMPONENT;
------------------------------------------------------------
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------------------------------------------------------------
begin
------------------------------------------------------------
------------------------------------------------------------
inst_Conversor : Conversor
generic map
(
sample_time => 3571,
spi_sck_period => 6
)
port map
(
clk_50 => clk_50,
rst => rst,
spi_sck => spi_sck,
spi_miso => spi_miso,
spi_mosi => spi_mosi,
spi_adc_conv => spi_adc_conv,
spi_amp_cs => spi_amp_cs,
spi_amp_shdn => spi_amp_shdn,
channel_0_out => channel_a,
channel_1_out => channel_b,
data_ready => data_ready
);
-----------------------------------------------------------
-----------------------------------------------------------
inst_formantes : formantes
port map
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(
clock => clk_50,
dato_adc => channel_a_t,
salida_fo => dato_salida_fo
);
-----------------------------------------------------------
-----------------------------------------------------------
inst_ram_16_s9_s9 : ram_16_s9_s9
port map
(
CLK => clk_50,
DATA_INA => DATA_INA,
WRITE_ENA => WRITE_ENA,
ADDRESSA => ADDRESSA,
ADDRESSB => ADDRESSB,
DATA_OUTB => DATA_OUTB
);
-----------------------------------------------------------
-----------------------------------------------------------
inst_transmision_serial : transmision_serial
generic map
(
transmit_rate => 4166
)
port map
(
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clk => clk_50,
DATA_IN => DATA_IN,
init => serial_init,
serial_ready => serial_ready,
rs232_dte_txd => rs232_dte_txd
);
----------------------------------------------------------
--Estructura del proyecto
----------------------------------------------------------
spi_dac_cs <= ’1’;
spi_rom_cs <= ’1’;
strataflash_ce <= ’1’;
strataflash_we <= ’1’;
strataflash_oe <= ’1’;
platformflash_oe <= ’0’;
----------------------------------------------------------
--Asignacion de dato convertido salida
----------------------------------------------------------
process(clk_50)
begin
if rising_edge(clk_50) then
if data_ready=’1’ then
channel_a_t <= channel_a;
channel_b_t <= channel_b;
end if;
end if;
end process;
----------------------------------------------------------
--Datos formantes
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----------------------------------------------------------
process(clk_50,listo_C)
begin
if rising_edge(clk_50)then
dato_out_fo <= dato_salida_fo;
counter_proceso <= counter_proceso + 1;
if counter_proceso = 200_000 then
counter_proceso <= 0;
listo_P <= ’1’;
end if;
end if;
end process;
----------------------------------------------------------
----relojes BRAM --3
-----------------------------------------------------------
process(clk_50)
begin
if rising_edge(clk_50) then
clk_w <= ’0’;
counter_w <= counter_w + 1;
if counter_w = 3571 then
clk_w <= ’1’;
counter_w <= 0;
end if;
end if;
end process;
--------------------------------------------------------
----RELOJ SERIAL--4--- 115200 BAUDIOS=>2170=MEDIO BYTE
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--------------------------------------------------------
process(clk_50)
begin
if rising_edge(clk_50) then
clk_read<=’0’;
counter_r<=counter_r+1;
if counter_r>=2170 then
counter_r<=0;
clk_read<=’1’;
end if;
end if;
end process;
--------------------------------------------------------
--Escritura y lectura de la memoria
--------------------------------------------------------
process(clk_50)
begin
if rising_edge(clk_50) then
WRITE_ENA<=’0’;
if listo_P <= ’1’ then
bram_init<=’1’;
end if;
if clk_w = ’1’ then
case state_bram is
when 0 =>
if bram_init=’1’ then
state_bram<=state_bram+1;
end if;
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when 1=>
WRITE_ENA<=’1’;
ADDRESSA <= "00000000000";
DATA_INA<= dato_out_fo ;
bram_init<=’0’;
state_bram<=state_bram+1;
when 2=>
if ADDRESSA<2046 then
WRITE_ENA<=’1’;
ADDRESSA <=ADDRESSA+1;
DATA_INA <= dato_out_fo;
else
state_bram<=0;
end if;
when others=>
state_bram<=0;
end case;
end if;
end if;
end process;
-------------------------------------------------------
--Transmision de datos
-------------------------------------------------------
process(clk_50)
begin
if rising_edge(clk_50) then
if clk_read=’1’ then
case state_serial is
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when 0=>
serial_init<=’1’;
ADDRESSB <= (others=>’0’);
DATA_IN <= DATA_OUTB(7 downto 0);
state_serial<=state_serial+1;
when 3=>
if ADDRESSB<2046 then
ADDRESSB <=ADDRESSB+1;
serial_init<=’1’;
DATA_IN <= DATA_OUTB(7 downto 0);
state_serial<=2;
else
state_serial<=0;
serial_init<=’0’;
serial_end<=’1’;
end if;
when others=>
state_serial<=state_serial+1;
serial_init<=’1’;
end case;
end if;
end if;
end process;
----------------------------------------------------
----------------------------------------------------
----------------------------------------------------
----------------------------------------------------
end achi_Control_formantes;
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