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Clinical guidelines are a major tool in improving the quality of medical care. However, to support the automation of guideline-based
care, several requirements must be ﬁlled, such as speciﬁcation of the guidelines in a machine-interpretable format and a connection to an
Electronic Patient Record (EPR). For several diﬀerent reasons, it is beneﬁcial to convert free-text guidelines gradually, through several
intermediate representations, to a machine-interpretable format. It is also realistic to consider the case when an EPR is unavailable. We
propose an innovative approach to the runtime application of intermediate-represented Hybrid-Asbru guidelines, with or without an
available EPR. The new approach capitalizes on our extensive work on developing the Digital electronic Guideline Library (DeGeL)
framework. The new approach was implemented as the Spock system. For evaluation, three guidelines were speciﬁed in an intermediate
format and were applied to a set of simulated patient records designed to cover prototypical cases. In all cases, the Spock system pro-
duced the expected output, and did not produce an unexpected one. Thus, we have demonstrated the capability of the Spock system to
apply guidelines encoded in the Hybrid-Asbru intermediate representation, when an EPR is not available.
 2007 Elsevier Inc. All rights reserved.
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Clinical practice guidelines (or Care Plans) present a
great potential to improve and standardize the quality of
medical care [1,2]. According to the Institute of Medicine’s
(IOM) deﬁnition [3], clinical guidelines (GLs) are: ‘‘System-
atically developed statements to assist practitioner and
patient decisions about appropriate health care for speciﬁc
clinical circumstances’’. Extensive evidence exists that con-
forming to state-of-the-art clinical GLs improves the qual-
ity of medical care [4], sometimes even the survival rate of1532-0464/$ - see front matter  2007 Elsevier Inc. All rights reserved.
doi:10.1016/j.jbi.2006.12.004
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(Y. Shahar).patients, a fact that had been rigorously demonstrated
[5,6], while reducing its escalating costs.
Most GLs, however, are text-based and not easily acces-
sible to care providers who most need them at the point of
care [7]. One of the barriers to using these text-based repre-
sentations is that, given their unstructured form, they are
not compatible with computer interpretation. Therefore,
one of the key requirements to support automation of
GL-based care is the formalization of GLs to enable inter-
pretation and execution by computerized machines. We
call such representations machine-interpretable. During
the past 20 years, there have been several eﬀorts to support
automation of GL-based care, often using such machine-
interpretable representations [8]. An excellent comparative
review of most current approaches to the support of
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de Clercq et al.’s [10] comprehensive papers.
However, unfortunately, neither fully formalized clinical
GLs nor universally accessible electronic patient records
(EPRs) are currently the standard; in fact, the existence
of both in the same site is somewhat of a rarity. Thus, a
solution must be provided for all the cases in which one
or the other of these requirements is missing.
As we shall demonstrate in this paper, such a solution is
indeed possible and feasible, but requires a comprehensive
framework to support the notion of incrementally
formalized levels of clinical-GL representation. As we shall
see, our previous studies have included the development of
such a hybrid framework, as we refer to it (see Section 1.2),
and our solution capitalizes on that framework. The focus
of this paper is thus on the precise use of such a hybrid
framework for addressing the problem of providing support
to GL-based care when either a fully formalized representa-
tion of the GL, or a suﬃciently expressive EPR infrastruc-
ture is lacking
1.1. Desiderata for a guideline-based decision support system
An eﬀective GL-based decision support system (DSS)
framework (in particular, for application of GLs at the
point of care) must address several key requirements, or
desiderata, as had been previously pointed out by several
studies [7,11–13]:
(1) Retrieval of GLs—when several potential GLs exist, a
GL ﬁrst must be retrieved from aGLs repository and per-
haps tested for its applicability prior to its application.
(2) Visualization of GLs—to assist the care provider to
comprehend the GL better, the GL’s encoded knowl-
edge should be visualized in an unambiguous and intu-
itive manner.
(3) Integration into local clinical host systems—for
seamlessly integrating the GL DSS in a local clinical
information system, it should be linked to other infor-
mation systems (e.g., order entry system), including
the user interface, via standard messages and protocols.
(4) Persistent storage of GL application—to support
intermittent application of complex GLs over long peri-
ods of time, the data gathered during application of the
GL (e.g., user’s decisions) must be stored in a persistent
manner (e.g., database).
(5) Autonomous clinician control—the DSS must enable
the clinician to override or ignore the GL’s suggestion or
data interpretation
(6) Support for ‘‘look ahead’’—to support queries about
the meaning of recommended actions, the DSS should
enable its users to explore dynamically what the guide-
line entails in each future situation (i.e., a ‘‘What If’’
query) without actually applying it.
(7) Minimize user interaction—due to the short duration
of clinical consultations, the DSS must not require too
much user attention. For example, the system shouldindicate when suﬃcient data have been provided for
the current decision step, without requesting unneces-
sary data entry by the user. As will be pointed out later,
the combination of the DeGeL digital guideline library
architecture we have developed (see Section 1.2) and
the Spock system we focus on in the current study (see
Section 2.3) cater essentially to all of the desiderata. How-
ever, we also consider the following two desiderata, which
were not treated as intensively in the current literature,
and which are the focus of the current study:
(8) Capability to handle variable access to electronic
patient data—the DSS should be able to capitalize on
having an Electronic Patient Record (EPR), in which case
it should be able to upgrade its level of support according-
ly; but it should also be able to cater to the situation of not
having an EPR-based support suﬃcient for the automat-
ed application of the GL, not an uncommon situation
[14], or of not having an EPR available at all.
(9) Capability to handle variable GL representation lev-
els—the DSS should be able to handle GLs speciﬁed at
diﬀerent levels of representation, ranging from struc-
tured text to a fully formal, machine-comprehensible
format.
The methodology by which these two additional objec-
tives were achieved will be discussed in detail in Section 2.
1.2. The DeGeL architecture
The main obstacle in developing machine-interpretable
GLs is a conceptual one: expert physicians cannot (and need
not) program in GL-speciﬁcation languages, which require
computational skills, while knowledge engineers do not
understand the clinical semantics of the GLs and the knowl-
edge implicit in them. Thus, a collaborative-speciﬁcation
methodology is needed. To solve the GL-speciﬁcation con-
ceptual-gap problem, as well as other problems (e.g., the
need for sophisticated search and retrieval of GLs), we have
developed a distributed architecture, the Digital electronic
Guideline Library (DeGeL), which supports most of the
design-time and runtime tasks involved in GL-based care
[15]. The set of tools provided by the DeGeL framework
can be divided into two types: design-time and runtime. The
design-time tools support GL activities such as GL model-
ing, while the runtime tools support GL activities such as
GL application, the task that is the focus of this paper.
One of the design-time processes supported by the
DeGeL architecture is an incremental speciﬁcation of the
GLs for multiple GL ontologies, performed as a collabora-
tion among clinicians and knowledge engineers (Fig. 1).
The process, which starts with the key step of forming a
consensus speciﬁc to the chosen GL-representation ontolo-
gy, has been shown to be quite feasible [16,17]. The gradu-
al, collaborative, iterative structuring process in the DeGeL
architecture results in the following increasingly formal GL
versions, all of which are stored in the GL knowledge-base:
(1) Semi-structured Text—snippets of text assigned, usually
Fig. 1. The gradual conversion process in the DeGeL framework. (1) a free-textGL is selected for conversion to a machine-interpretable representation in
some target GL-speciﬁcation ontology and is uploaded to DeGeL’s knowledge-base.; (2) an ontology-speciﬁc consensus is created by a knowledge-engineer,
who understands the ontology, and an expert-physician, who is familiar with the GL’s domain; (3) the GL-editor marks up (structures) portions of the GL,
using semantic labels from the target ontology, creating a semi-structured and, in collaboration with a knowledge engineer, a semi-formal GL
representations.; (4) knowledge engineers add executable expressions in the syntax of the target ontology.
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knowledge of the selected guideline speciﬁcation ontology,
to top-level target-ontology knowledge roles, such as the eli-
gibility criteria for applying the GL, or the GL’s objectives.
These roles would have diﬀerent names in diﬀerent GL
ontologies, of course; (2) Semi-formal representation—fur-
ther speciﬁcation of the structured text, adding more
explicit procedural control structures, performed jointly
by the knowledge engineer and the GL editor, such as
explicit speciﬁcation of whether the actions are to be car-
ried out sequentially or concurrently; (3) Formal represen-
tation—ﬁnal speciﬁcation performed by the knowledge
engineer, resulting in the GL converted to a machine-inter-
pretable format, executable by an appropriate runtime exe-
cution module speciﬁc to the chosen target GL ontology.
The output of the structuring process is what we refer to
as a hybrid representation of the GL [15], which contains,
for each GL, or even for diﬀerent sections (knowledge
roles) of the same GL, one or more of the above three for-
mats. For example, the eligibility criteria might include also
formal expressions, thus supporting automated eligibility
determination, although the GL’s procedural aspect is
either semi-structured or semi-formalized only. Note that
these intermediate hybrid representations support addi-
tional tasks; for example, the semi-structured representa-
tion supports context-sensitive search [18].1.3. The Asbru guideline-speciﬁcation ontology
Asbru [19,20] is an expressive GL-representation lan-
guage designed as part of the Asgaard project [21], which
focuses on application and quality assessment of time-ori-
ented clinical GLs. The Asbru ontology represents clinical
GLs as a hierarchy of time-oriented skeletal plans, which
are plan schemata at various levels of detail. Each plan
includes diﬀerent types of conditions, represented as tempo-
ral patterns of either the patient’s state or the plan’s state,
which control the GL application. For example, the ﬁlter-
precondition speciﬁes an obligatory eligibility criterion,
while the suspend-condition speciﬁes the circumstances
under which the GL’s application should be halted. Other
important Asbru knowledge roles include the plan-body,which includes all control structures (e.g., sequential, con-
current, and repeating combinations of actions), preferences
(utility functions), expected eﬀects, and process and out-
come intentions, which support quality assessment.
During the application of an Asbru plan it is assigned to
a state which implies its current status in the GL applica-
tion process (e.g., activated plan). The transition of a plan
from one state to another is based on the state transition
model of the Asbru language (Fig. 2). The possible states
of a plan can be roughly grouped into the following main
phases: (1) Selection phase—during this phase a plan is
not applied yet, rather it is only considered for application
according to its eligibility criteria (e.g., ﬁlter-precondition);
(2) Execution phase—during this phase the application of
the plan has began and various aspects of its application
should be continuously monitored using other conditions
such as the complete condition.
Note that it is often useful to organize GLs not as full-
blown ﬂowcharts or state transition charts, but rather as
common scenarios, as was proposed in the Prodigy project
[13]. TheAsbruGL-speciﬁcation ontology certainly can sup-
port this structure (e.g., by deﬁnitionof a top-level branching
statement), and therefore, such scenarios can also be applied
by any Asbru GL application system, such as the one we
describe in this study. However, such an organization of
the GL must be performed by a collaboration of clinicians
and knowledge-engineers during the consensus-forming
phase [17], a process supported in the detail by the DeGeL
architecture and GL-speciﬁcation methodology (see Section
1.2).2. Methods
As hinted in desiderata 8 and 9, most GLs are unfortu-
nately not in a machine-interpretable format; an EPR is
neither always available, nor, when available, does it sup-
port the full requirements of automated GL-based care.
Indeed, recent studies [14] uphold the fact that even mod-
ern EPR systems are still not robust enough to support
the needs of a GL-based DSS (e.g., certain clinical concepts
might simply be missing in the EPR, or exist at the wrong
level of abstraction, or the data might be outdated). Thus,
Fig. 2. The state transition model of an Asbru plan. A plan transits from one state to the other based on the evaluation of certain conditions (e.g., ﬁlter-
precondition). The diﬀerent states can be grouped into two main phases of the plan’s lifecycle, selection phase, and execution phase (modiﬁed from [19]).
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of clinical GLs in an automated fashion, which capitalizes
on our ongoing research work of the DeGeL framework.
Our approach to GL-based care neither necessitates a can-
didate GL to be fully formalized, nor requires an EPR to
be always available online and be complete with regards
to the patient data required to apply the GL.
We have implemented our approach as the Spock sys-
tem. The goal of the Spock system is to assist a care-pro-
vider to apply GLs over extended time periods in an
intermittent fashion at the point of care. The Spock system
was designed to support the application process of
machine-interpretable GLs represented using the Asbru
GL-speciﬁcation ontology, regardless of the representation
level and whether an EPR is available or not. (The current
implementation focuses on the application of the interme-
diate representation levels.)
Although the original Asbru ontology includes only the
formal representation level, the hybrid GL-representation
model of the DeGeL framework includes also the interme-
diate representation formats (semi-structured and semi-for-
mal). Hence, a hybrid version of the Asbru ontology,
named Hybrid-Asbru, which includes also the intermediate
representation levels, was developed according to DeGeL’s
hybrid-GL model (see Section 2.4).
2.1. The hybrid runtime applicationmodel of the Spock system
The application model of the Spock system is hybrid in
two senses:
(1) The GL-representation level—a candidate GL for
application can be in any of the DeGeL architecture’s
three representation levels. Thus, For example, in the
case of the Hybrid-Asbru ontology, the GL’s ﬁlter and
setup conditions might be in fully formal Asbru, the
plan-body in semi-formal Asbru, and the intentions still
in semi-structured text.
(2) The availability of an eﬀective EPR—during GL
application, patient data are not assumed to be avail-
able; even when the GL is fully formal, interaction withthe care-provider with respect to patient data might be
required. Furthermore, when applying parts of a GL
that are not fully formalized yet (i.e., in one of the inter-
mediate formats), interaction with the user is imperative,
regardless of whether an EPR exists or not.
The two dimensions of the hybrid application model,
and the existence of two diﬀerent options for each dimen-
sion, together imply four possible scenarios for applying
GLs. Although application of GLs in a fully automated
fashion is feasible only when the GL is in a machine-inter-
pretable format, automated support to some extent can be
provided to GLs in any of the intermediate representation
levels as well. Moreover, fully machine-interpretable GLs
can be applied if and only if an eﬀective EPR is available.
The formal nature of the machine-interpretable format pre-
vents its content from being interpreted by a human agent
without having expert knowledge of the selected speciﬁca-
tion ontology (e.g., Asbru), a capability which cannot be
expected from a typical care-provider.
Naturally, the services oﬀered by the Spock system
improve as the level of sophistication (in particular,
machine comprehensibility) of the GL’s knowledge repre-
sentation increases and an EPR becomes more available.
Thus, as the level of representation decreases or an EPR
is less available, there is a graceful degradation in the func-
tionality oﬀered.
2.2. The EPR access method
In order to support Desideratum 5, runtime access to
the EPR (when relevant), we have developed an accompa-
nying architecture, IDAN [22], which enables access to het-
erogeneous clinical databases for the purpose of querying
both raw clinical time-oriented data and meaningful con-
cepts (temporal abstractions) derived from it. The GL appli-
cation tools can also access the KNAVE-II intelligent
patient data visualization and exploration module [23],
which has been shown to reduce signiﬁcantly the time
required by the clinician to answer queries inherent in the
GL, and increase the precision of the answers [24].
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The Spock system is designed as a client–server archi-
tecture (Fig. 3) to support the task of applying Hybrid-
Asbru clinical GLs in a distributed and modular fashion.
As a client–server system, the Spock system consists of
two types of component: (1) client side components which
include a Hybrid-Asbru GL application engine, named
Spock Engine (see Section 2.7) and a default Graphical
User Interface (GUI) (see Section 2.9); (2) server side
components, which include a central repository named
Spock Server (see Section 2.8), for logging GL application
information accompanied by a set of web-services
enabling remote access to the GL application log via
the web.
In addition, the Spock system relies on supplementary
services for its operation such as: (1) services that
retrieve the knowledge of a hybrid-GL selected for appli-
cation provided by the DeGeL framework; (2) services
that access heterogeneous clinical databases and support
intelligent querying capabilities provided by the IDAN
architecture; (3) services that retrieve information of
standard terms that were embedded in the GL knowl-
edge provided by the centralized medical vocabulary
server; and (4) parsing services used by the Spock Engine
when interpreting XML-based Hybrid-Asbru guideline
content.
The distributed and modular nature of the system relies
mainly on design principals of the Service-Oriented Archi-
tecture (SOA) [25]. The distributed architecture of the
Spock system enables it to span its resources over several
servers thus improving performance compared to a central-
ized architecture. In addition, the modularity of the sys-
tem’s design makes it easier to replace any component
(e.g., the GUI) with minimum eﬀects on the rest of the
system.Fig. 3. The Spock client–server architecture. The services provided by the DeG
case EPR connection is available, manual or automatic queries regarding patien
visualized and explored using the KNAVE-II tool. The GL application infor
resumption of intermittent GL applications.2.4. The intermediate representation levels of the Hybrid-
Asbru ontology
The availability of the semi-structured and semi-formal
intermediate representation formats is a key factor under-
lying our research approach, which was designed to sup-
port automated application of clinical GLs at several
intermediate representation levels. Thus, in order to under-
stand better the hybrid-runtime application model, and in
particular, the operational semantics of the Spock system,
we need to delve a bit more deeply into the semantics of
the Hybrid-Asbru ontology in general, and the semi-formal
Asbru format in particular. Examples of Hybrid-Asbru
intermediate representation levels are provided elsewhere
(see Appendix A).
2.4.1. The semi-structured Asbru representation format
The semi-structured representation format is usually the
ﬁrst level speciﬁed by a GL editor (see Section 1.2). In our
case, the knowledge roles of the Hybrid-Asbru ontology
semi-structured representation level consists of the original
Asbru ontology (see Section 1.3) knowledge roles, such as
intentions, conditions, and plan-body. In addition, new
knowledge roles were added especially to the semi-struc-
tured representation level, such as Clinical settings which
describes the clinical setting of the GL (e.g., inpatient set-
tings) and Actors which describes the actors involved in
applying the GL (e.g., family practitioners).
The selection criteria for deciding which knowledge
roles from the Asbru ontology will support the semi-struc-
tured representation level were mainly based on how well
medical experts understand the semantics of the knowledge
roles and their relative contribution to context-sensitive
search [18]. For example, the semantics of the ﬁlter-precon-
dition was intuitive to medical experts since it resembles the
inclusion–exclusion criteria concept that is often used in theeL framework are used to retrieve Hybrid-Asbru GLs for application. In
t’s clinical state are sent to the IDAN architecture. Patient data can also be
mation is logged in a remote Spock server for various purposes such as
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roles such as variables or defaults were not intuitive to
the medical experts, since understanding their semantics
requires computer programming skills.
2.4.2. The semi-formal Asbru representation format
The semi-formal representation level of the Hybrid-
Asbru ontology, which adds control structures such as in
parallel or in sequence, extends the semi-structured format
towards the fully formal AsbruGL. Initially, the motivation
for creating the semi-formal representation level was to
enable further speciﬁcation of the semi-structured content
either by a GL editor, who is neither familiar with the exact
syntax of Asbru nor has any programming skills, or by a
knowledge engineer who might collaborate with a medical
expert to complete the conversion of the free-text GL to a
formal format. Thus, the semi-formal Asbru speciﬁcation
is a somewhat simpliﬁed syntactic version of the fully formal
Asbru ontology, which cannot support fully automated
application, but is still expressive enough to include most
of Asbru’s features that are essential for GL application.
However, the semi-formal representation level also has
another major beneﬁt, which is at the core of the current
study; namely, enablement of the application of clinical
GLs that are not fully formalized. Thus, the semi-formal
Hybrid Asbru initially focused on Asbru’s plan-body
knowledge role. A specialized speciﬁcation tool for the
semi-formal plan-body knowledge role was even devel-
oped, named the Plan-Body Wizard [26], as an Asbru-spe-
ciﬁc add-on to the DeGeL’s GL speciﬁcation tool.
Eventually, we have added a semi-formal representation
level slot to all of Asbru’s top-level knowledge roles.
In order to support the speciﬁcation of Asbru’s condi-
tions, which are temporal patterns at diﬀerent levels of
abstraction, a semi-formal expression language (see Appen-
dix B) was developed instead of the complex syntax of
Asbru’s temporal patterns. Thus, temporal-patterns are
expressed using combinations of text, logical operators
and time-annotations which medical experts may/should
be more able, with additional training, to specify. These
semi-formal expressions capture the logical semantics of
an expression (e.g., And Boolean operator) and therefore
facilitate a knowledge engineer to complete the conversion
process to Asbru’s temporal pattern or other formalism.
Another simpliﬁcation of the semi-formal Asbru is that,
instead of using Asbru’s formal notion of variables, param-
eters, constants and arguments relevant only to a fully
automated application system, each semi-formal Asbru
GL has a list of patient-related data, obtained-values,
deﬁned during design-time and instantiated during the
semi-automated application of the GL for storing relevant
patient data.
2.5. Adding support to encode common clinical actions
The Asbru GL-speciﬁcation language does not include
explicit constructs for expressing common clinical actionssuch as drug prescription or physical examination. These
actions that are frequently used in day-to-day clinical prac-
tice were intended to be modeled through programming
interfaces (i.e., software components) used by an Asbru-
based execution engine to link with clinical information
systems (e.g., an order-entry system). Another option,
although cumbersome, is to specify these actions using
the Asbru knowledge role User-Performed. However, the
textual nature of the knowledge role may limit its interpre-
tation by the execution engine, for example to extract the
precise dose of a drug in a drug-prescription action or
the name of the laboratory test in an observation.
Other GL-speciﬁcation languages adopted the approach
of incorporating into the ontology one of the well-known
and accepted standards to facilitate the speciﬁcation of
patient’s clinical state as well as care-provider’s actions rec-
ommended by the GL. For example, the GLIF3 [27] GL
ontology has incorporated several components from the
HL7’s RIM model [28]. Note that, for the purposes of a
runtime application engine that applies GLs represented
in intermediate formats, the RIM model is far beyond its
needs, since there is no necessity to incorporate a complete
model of an EPR.
Thus, in the Hybrid-Asbru ontology we have also used
the HL7’s RIM only as a basis for a much simpler model
(albeit somewhat diﬀerent in its speciﬁc acts) for the clinical
actions palette (see Appendix C) that includes clinical
actions such as referral, observation and drug-related activ-
ities (e.g., drug administration). To support sharability and
reusability of the GLs, we added to each clinical action an
optional slot to specify a term that originates from con-
trolled medical vocabularies.
2.6. The semantics and pragmatics of a Hybrid-Asbru plan
Basler et al. [29] provided a formal semantics for state
transitions in the original Asbru. For example, a plan
may not transit to the completed state, although its com-
plete-condition holds, unless it satisﬁes additional condi-
tions, such as being active long enough according to
certain predeﬁned temporal constraints. However, several
issues required extension due to the needs of the hybrid
application mode implemented in the Spock system and
the necessity to support the intermediate representation
levels. For example, the propagation implications of a sus-
pended plan on its parent plan and its child plans were add-
ed (see Section 2.6.1) as well as the pragmatic consideration
of which conditions require the user’s attention during GL
application sessions in a semi-automated application mode
(see Section 2.6.2).
2.6.1. The semantics of state propagation within a Hybrid-
Asbru plan
A typical Asbru representation model of a clinical GL is
usually organized as a library of Asbru plans that are cre-
ated during the decomposition process performed during
the speciﬁcation process of the clinical GL [19]. The Asbru
O. Young et al. / Journal of Biomedical Informatics 40 (2007) 507–526 513plans in the library are interrelated in a hierarchical net-
work of plans and subplans using a parent–child relation-
ship which is typically encoded using the controls
structures (e.g., do in parallel) provided by the Asbru
plan-body knowledge role. Therefore, two types of plans
can be distinguished: (1) a composite plan—includes plan
steps which enable to invoke other plans in the plan library
(i.e., decomposable to other plans); and (2) atomic plan—
used to include a single recommendation to carry out a spe-
ciﬁc action (e.g., administer a certain drug).
The state transitions that an instance of an Asbru plan
undergoes during its application aﬀects also instances of
other plans it is related to (e.g., its parent plan). Thus, the
state transitions of a plan instance should be propagated
to an instance of other plans in the plan’s hierarchy. Prop-
agation of state transitions is bidirectional. Some state tran-
sitions of a plan instance should be propagated to the
instance of its subplans, while other state transitions of a
plan instance should be propagated to its parent plan
instance. Thus, there are two types of state transitions prop-
agation: downward propagation and upward propagation.
The downward propagated states are the state transitions
that propagate from an instance of a parent plan to the
instances of its subplans. For example, whenever a plan
instance does terminate successfully (i.e., in a completed
state) or does not (i.e., in an aborted state), the application
of the instances of its subplans must terminate as well. The
upward propagated states are the state transitions that
propagate from a subplan instance to its parent plan
instance. The constraints that determine whether the par-
ent plan instance is aﬀected by its subplan instances are
modeled using Asbru’s abort-if (i.e., speciﬁes which sub-
plan instances must complete successfully) and wait-for
(i.e., speciﬁes which plan instances are mandatory) con-
straints [20] also known as continuation-speciﬁcation. For
example, if a subplan instance that must complete success-
fully aborts, the application of its parent plan instance may
also be terminated depending on the abort-if constraint.
2.6.2. The pragmatics of the state transition model of a
Hybrid-Asbru plan instance
We have developed an extension to the original state
transition model of an Asbru plan that also continued
the work of Basler et al. [29], but on the pragmatic level.
For example, the conditions that require monitoring dur-
ing the execution phase of a plan instance were further
deﬁned in accordance with speciﬁc plans states during
its execution phase. There is no point in monitoring
the complete-condition of a (sub)plan, as long as there
are mandatory subplans that were not yet completed
(i.e., in a MoreStepsToApply substate). This pragmatic
aspect is especially important in a semi-automated hybrid
application mode; for example, when there is no suﬃ-
cient EPR support, since consideration of this aspect
has the potential to minimize the interaction overload
on the clinician by avoiding unnecessary requests to data
entry and manual evaluation of conditions. The extendedmodel (Fig. 4), illustrated using UML State Diagrams
(also known as Statecharts) [30], covers all of the
possible scenarios regarding the internal state of a plan
instance and the external events (or messages, in object-
oriented formulation) it receives.
An application of a plan begins upon receiving a con-
sider event. For example, when a new guideline applica-
tion session is started or when one of the guideline’s
recommendations, modeled as a separate plan, is applied.
First, the plan undergoes the Selection state in which the
plan is tested for its applicability to the patient. For
example, the ﬁlter-precondition is evaluated to make sure
it holds.
During the Selection state the plan may be terminated
and transited to the Rejected state either because one of
its applicability conditions (e.g., setup-precondition) does
not hold or due to an upward propagation of a terminat-
ed state of its parent plan (e.g., parent plan transited to
the aborted state). In case all applicability conditions
hold and the Earliest Starting Shift (ESS) [20] has
elapsed, the plan transits to the Execution state and also
instantaneously transits to the Activated state, although,
it is entirely possible to guard the transition of the plan
to the Activated state.
We have added two new plan-instance substates within
the Activated state, the MoreStepsToApply and NoMore-
StepsToApply substates. Being in the MoreStepsToApply
substate means that there are still more mandatory plan
steps (e.g., a clinical action or activation of another plan)
to apply before it can be terminated successfully (i.e., in a
Completed state). Thus, during this state there is no point
in monitoring the complete-condition; only the abort-condi-
tion and suspend-condition require monitoring. Being in the
NoMoreStepsToApply substate means the opposite (i.e.,
there are no more mandatory plan steps to apply); thus,
only during this state does the complete-condition require
monitoring on top of other monitored conditions (e.g.,
abort-condition).
We have also added two substates within the Suspend-
ed state, the SuspendedCondHolds and ParentSuspended
substates. The SuspendedCondHolds state implies that
the plan has transited to the suspended state because
its suspend-condition holds while the ParentSuspended
state implies that the plan has transited to the suspended
state because its parent plan has been suspended (i.e.,
downward propagation). Only during the SuspendedC-
ondHolds state does the reactivate-condition require mon-
itoring since when in the ParentSuspended state the plan
reactivation depends solely on the reactivation of its par-
ent plan.
Note that both additions support Desideratum 7, the
need to minimize unnecessary interaction with the busy cli-
nician when operating in a semi-automated mode.
The rest of the state transitions are straightforward
and have already been addressed in the literature
describing the Asbru language’s syntax and semantics
[20,29].
Fig. 4. The extended state transition model of a Hybrid-Asbru plan, illustrated using the UML Statecharts notation. An initial state is denoted as a bullet,
the ﬁnal state is denoted as a bullet with a ring round it and any other state as a rounded rectangle with a name. A transition from one state to the other is
shown as an arrow. A state transition is constrained by a guard (i.e., event [condition]/action) which describes the event that triggers the transition and the
condition that must hold for the transition to take place. An action that the object performs when it enters to a new state is described either in the state-
transition’s guard after a slash (/) or in the state’s box preceded by an implicit entry event with a slash too. An action that the object performs when it exits
from a state is described in the state’s box preceded by an implicit exit event with a slash (/). See text in Section 2.6.2 for the semantics of the transition
model.
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In this section, we explain in detail the internal workings
of the Spock Engine and their relationship to other aspects
of the Spock system.
2.7.1. Preserving the abstraction barriers of the Spock engine
Several problems arise when applications contain a mix-
ture of data access code (e.g., retrieving the GL’s knowl-
edge), business logic code (e.g., processing the GL’s
knowledge), and presentation code (e.g., displaying the
GL’s recommendations). Tight coupling between compo-
nents (or layers) of a system causes it to be diﬃcult to
maintain. Due to the dependence of the Spock Engine on
external services, it is very important to have a system
architecture that is as loosely coupled as possible. There-
fore, one of the key design elements of the Spock system
in general, and the Spock Engine in particular, was to pre-serve an abstraction barrier between all components and
services, whether internal or external.
When considering Desideratum 3 for developing GL-
based decision support systems (see Section 1.1), integra-
tion into local clinical host systems, it is apparent that
the user interface through which the Spock Engine inter-
acts with its users may be customized or even replaced all
together to meet user demands at a speciﬁc clinical setting.
Likewise, other external resources, such as a DeGeL or
IDAN server, may be subjected to modiﬁcations as soft-
ware components naturally evolve through time.
To decouple the Spock Engine from the GUI, two
design patterns were implemented. The ﬁrst design pattern
is the Model-View-Controller (MVC) pattern [31]. The
MVC pattern consists of three building blocks which are:
(1) the Model object—a non-visual object that contains
some information about the application’s domain, for
example an instance of an Hybrid-Asbru (sub)plan; (2)
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a Mode object, for example a user interface widget that dis-
plays the recommended actions of an instance of an
Hybrid-Asbru (sub)plan; (3) the Controller object—a non-
visual object that mediates user input from a View object
to the appropriate Model object (e.g., the result of a user
evaluating the plan’s ﬁlter-precondition) as well as moni-
toring the state of the Model object itself (e.g., update
the application log with plan’s state transitions).
Thus, the GL application engine consists of a controller
object that coordinates the application of a Hybrid-Asbru
GL in respect to the user interface being used in each clin-
ical setting, the connection with the Spock Server that pro-
vides access to the GL application log and use of external
services (e.g., DeGeL’s GL knowledge-base) during GL
application.
However, the MVC pattern does not solve the issue of
keeping the view object up-to-date with changes to the
model object it displays. To solve this issue another design
pattern named the Observer pattern [31] was implemented.
The Observer pattern provides a loosely-coupled mecha-
nism that enables a certain class, named the Observer class,
to observe the state of another class, named the Subject
class. The Subject class resembles the Model in the MVC
design pattern while the Observer class resembles the View
in the MVC design pattern. Thus, in the case of the Spock
Engine the Subject instance is typically an instance of a
Hybrid-Asbru plan while the Observer instance is usually
some sort of a GUI widget (a windows form) that reﬂects
its state to a user. A state change in the Hybrid-Asbru plan
instance is usually either a state-transition (e.g., transits to
state Activated) or its current recommended action. Thus,
a Hybrid-Asbru plan provides a set of events (e.g., state-
transition events) to which any observer instance can regis-
ter in order to observe its state.
In addition, to decouple the Spock engine from other
services that it consumes, e.g., the IDAN server to access
patient data (see Section 2.2), or the DeGeL server to
retrieve GL knowledge (see Section 1.2), a set of web-ser-
vice interfaces were declared, which explicitly deﬁne the
expected operations each service must support. These
application interfaces act as an abstraction barrier between
the Spock Engine and the services it consumes.
2.7.2. The internal workings of the Spock engine
An application of a GL by the Spock Engine (Fig. 5)
consists of the triplet: (1) the GL to apply, (2) the care-pro-
vider applying it, and (3) the patient to whom to apply the
GL. For each such application triplet, an application-in-
stance class object is created and the details of the applica-
tion instance are stored in the GL application log using the
services provided by the Spock server (see Section 2.8).
The application of the GL starts by retrieving the GL’s
knowledge from the DeGeL GLs knowledge-base. The
knowledge of the GL, still in an XML format according
to the Hybrid-Asbru XML schema, is parsed yielding in-
memory objects of Hybrid-Asbru knowledge roles. Theknowledge of a Hybrid-Asbru GL consists of all of the
Hybrid-Asbru plans that participate in it; each has its
own set of knowledge roles, such as plan-body or various
conditions (e.g., ﬁlter-precondition). Due to optimization
considerations, not all of the GL knowledge is retrieved
at once. In fact, the controller handles the retrieval of
GL knowledge only when it is actually required for the
application process. A cache of GL knowledge that had
been retrieved already is maintained to improve perfor-
mance even more.
As described earlier, a Hybrid-Asbru GL is decomposed
to (sub)plans (see Section 2.6.1). Thus, for each plan that
participates in the application process, a corresponding
plan-instance object is instantiated. The ﬁrst created
plan-instance object in each GL application is the root
plan-instance object, and is associated with the applica-
tion-instance object created when starting the GL applica-
tion. When the root plan-instance object is terminated,
either successfully (i.e., in a completed state) or unsuccess-
fully (i.e., in a rejected or aborted state), the application
of the overall GL instance terminates. All of the plan
instances are interconnected in a plan-instance network
(i.e., parent–child relation). The plan-instance network,
implemented using the Constraint-Propagation model [32],
and adhering to the Hybrid-Asbru state propagation model
(see Section 2.6.1), enables the propagation of the state
transition of any plan instance either downwards or
upwards in the plan-instance network.
The content of the Hybrid-Asbru plan-body knowledge
role contains either recommendations for actions (i.e., an
action step) or decision nodes (i.e., a decision step). Thus,
the Spock engine provides two types of plan-step: (1)
action-step to perform (e.g., order a laboratory test), and
(2) decision-step (e.g., if-then-else) which might result in
an additional plan-step. The main diﬀerence between these
two types of steps is their possible states during a GL-ap-
plication session. The possible states of an action-step
include recommended, running (i.e., the user accepted the
recommendation and it is still being applied), completed
(i.e., the application of the recommended step has been
completed), failed (i.e., the application of the recommended
step failed to complete), and declined (i.e., the user declined
the recommendation). The possible states of a decision-step
include decide (i.e., a decision should be made for the appli-
cation to proceed) and answered (i.e., the user evaluated the
decision-step).
One important feature of the Spock engine is the ability
to cancel the application of a recommendation. For exam-
ple, a recommendation resulting from the evaluation of a
decision-step can be canceled, to enable the user to back-
track from decisions she made, when other options seem
more appropriate (note that no overriding is implied here).
Whenever a user declines or cancels a recommendation, she
is prompted to supply an explanation justifying her deci-
sion. The explanation is recorded in the application log
for further use, for example by a retrospective quality
assessment module. This behavior conforms with the
Fig. 5. An illustration of the internal structure of the Spock Engine while applying a Hybrid-Asbru GL. For the exact details, refer to Section 2.7.2.
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users with an environment that facilitates recovery from
errors.
In addition, the Spock engine explicitly supports Desider-
atum 5 (provision of an overriding capability) by enabling
the user to reject any optional recommendation without
any consequences, or reject a mandatory recommendation,
while warning the user of the consequences (e.g., exiting
the core GL plan). (See further discussion in Section 4.2.)
2.7.3. Minimizing the user’s interaction requirements
The interpretation of clinical GLs often requires a care-
provider to invest a large amount of time to review the
knowledge encoded in the GL. As a result, the care provid-
er is overloaded with information about the GL and the
patient she is treating. Moreover, the semi-automated
application mode of the Spock system often requires addi-
tional user intervention whenever an EPR is not available
to act as a mediator to patient data. As mentioned in
Desideratum 7, minimizing user interaction is a major goal
in a medical DSS.
However, some improvement can be made by displaying
to the care-provider only those knowledge roles that are
relevant to the current stage of the GL application process.
For example, there is no point in displaying the ﬁlter-pre-
condition knowledge role after the actual application of
the GL has already been started. Thus, as we also described
when discussing the pragmatics aspect of the state transi-
tion model of a Hybrid-Asbru plan instance (see Section
2.6.2), the Spock engine requires only the evaluation and
monitoring of conditions that are relevant to each possible
plan state. Thus, a plan-instance object (see Section 2.7.2)
exposes a method to retrieve the knowledge roles that are
relevant to its current state in the context of the GL appli-
cation session.
Furthermore, by using the most formal representation
level available and relevant for each knowledge role (e.g.,
the semi-formal vs. the semi-structured representation
level), the information overload can be reduced even fur-
ther, due to a greater level of automation that can beapplied (e.g., the semi-automated evaluation of semi-for-
mal expressions). For example, since the semi-formal
Hybrid-Asbru representation (see Section 2.4.2) provides
suﬃcient expressivity, the Spock system guides the care-
provider more closely through the stages of applying a
GL. Thus, in the case of a sequential control structure, only
one action will be recommended for application while the
other actions are annotated as deferred. In addition, the
Spock system also provides semi-automated evaluation
capabilities of semi-formal expressions that are often used
to encode various conditions controlling the lifecycle of a
GL (e.g., abort-condition). For example, in the case that
one of the operands of a logical OR expression is evaluated
as true (i.e., holds) by the user, the Spock engine notiﬁes
the user that there is no need to evaluate the rest of the
operands, since the entire expression is true. Similar sup-
port exists for other types of semi-formal expressions.
Automated monitoring of the patient’s state with respect
to the GL requires that: (1) the GL’s monitored conditions
(e.g., abort-condition) are formally represented; and (2) that
an EPR is available and is able to provide all of the infor-
mation necessary to evaluate these conditions. However, as
we have previously explained, this scenario is not very com-
mon (see Sections 1.1 and 2.1). Thus, the Spock engine pro-
vides for each plan instance a method which, by
considering its current state (e.g., suspended), returns the
knowledge roles, mostly types of conditions, which require
monitoring for that instance. The method also returns
helpful metadata about previous evaluations of these con-
ditions (e.g., an evaluations timetable with relevant results),
thus potentially avoiding too-frequent assessments. In
addition, to reduce the work load on the care provider,
the Spock engine does not obligate a recurrent evaluation
of these conditions during the (same) GL application ses-
sion, but rather adopts an optimistic approach that
assumes that unless indicated otherwise, the GL applica-
tion can be continued as planned (e.g., the abort-condition
is still False). However, when resuming a GL application
session, the user is prompted to evaluate the conditions
that require monitoring, to conﬁrm that it is indeed
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which it was last stopped. Nonetheless, it is not obligatory
to evaluate each and every monitored condition to contin-
ue application of a GL. The user has complete freedom to
evaluate what she seems ﬁt, again following the same opti-
mistic approach.
Finally, the semi-formal Hybrid-Asbru representation
also includes an obtained-values knowledge role (see Sec-
tion 2.4.2), used during a GL-application session to record
patient data or states (e.g., TSH-level measurement taken
on a particular date) that may be relevant throughout the
application session. Thus, the user can in principle store
any data entry required at some stage of the GL applica-
tion and make it available at a later stage, to avoid reentry
of recurring patient data.
2.8. The Spock server and the guideline application log
To address the requirement of having a persistent stor-
age of GL application, Desideratum 4 (See Section 1.1),
the Spock server hosts the Guideline Application Log, essen-
tial to the Spock system, since the process of applying a GL
is a process spanning a potentially long time period, which
is performed in episodic fashion over several patient visits
(i.e., an intermittent application process). Some of the main
data entities stored in the persistent GL application log are:
(1) Application Instance—keeps the details of each applica-
tion instance (e.g., the GL selected for application, the care
provider applying it and the patient it is applied on); (2)
Plan Instance State Transition—includes the data about
state transitions each plan instance had during its applica-
tion (e.g., state transitions start and end time), which is a
key factor to enabling the resumption of an intermittent
GL application session; (3) Obtained value, which acts as
a limited clinical data repository to store patient data
(e.g., WBC count measured on some date) mainly when
no connection to an EPR exists.
Finally, the Spock server provides other basic services
such as authentication and authorization of users as well
as reporting services to provide various types of informa-
tion (e.g., the GLs being applied for a patient) about exist-
ing application instances.
2.9. The default user interface of the Spock system
To support an actual evaluation of a fully functional
instance of the Spock architecture, a graphical user inter-
face was developed for the Spock system that utilizes all
of the features provided by the Spock system. This default
user interface follows the application interface and pro-
vides the expected behavior, from the point of view of
the underlying Spock engine (see Section 2.7.1), to main-
tain an interactive dialog with the user. The default user
interface can be roughly divided into three main panels
as depicted in (Fig. 6).
To address Desideratum 6, support queries about the
meaning of recommended actions (i.e., ‘‘look ahead’’),the user interface provides a specialized module that
enables the user to browse and explore the GL without
actually applying any of its recommendations. This GL
preview module is sensitive to the current state of the appli-
cation and reﬂects in an intuitive manner, mainly using a
ﬂowchart notation, the content of the GL. In addition,
the default user interface also enables the user to view the
original sources of the free-text GLs that were used during
the GL conversion process to a machine-comprehensible
representation, as well as the GL’s consensus, which
reﬂects the interpretation of the GL agreed by the medical
experts prior to the start of the GL conversion process (see
Section 1.2). It is interesting to note that the GL preview
module was added, due to user requests, after the core sys-
tem was already working, and its embedding within the
Spock system was very easy, thus demonstrating the mod-
ularity of the Spock’s system’s architectural design. (Initial-
ly, Desideratum 6 was accommodated only through the
capability to browse the GL consensus, which typically
includes its ﬂowchart, and the structure of the currently
active plan.)
To address Desideratum 7, minimize user interaction,
the user interface module used to evaluate intermediate-
represented Hybrid-Asbru expressions is based on dis-
playing Yes/No questions that the user can answer
through standard user-interaction means (e.g., check-
boxes, context menus). In addition, this module beneﬁts
from the Spock engine’s capability of semi-automated
evaluation of semi-formal expressions (see Section 2.7.3),
and can thus notify the user when suﬃcient inputs has
been received, thus avoiding unnecessary interaction with
the user.
Finally, to further address Desideratum 7, interaction is
further minimized by enabling the user to evaluate a com-
plex expression, such as an AND/OR tree, when she
already happens to know the answer, with one simple indi-
cation, either TRUE or FALSE, instead of providing val-
ues for all individual subexpressions (e.g., ‘‘age > 65?’’),
allowing the user’s knowledge of the patient to be eﬀective-
ly exploited.3. Functional evaluation of the Spock system
We performed an experiment on the Spock system to
evaluate its functional capabilities to support runtime
application of Hybrid-Asbru GLs. The goal of the evalua-
tion was to demonstrate the capability of the Spock engine
to produce correct results in a set of realistic simulated
patient records, chosen to cover most or all of the proto-
typical scenarios, as represented by GLs encoded in the
Hybrid-Asbru intermediate representation. Although the
ultimate goal of our research is to conduct a broader exper-
iment, using real clinical settings, to evaluate the eﬀective-
ness of the Spock system when used by care-providers at
the point of care, we consider the functional evaluation
to be a preliminary mandatory step.
Fig. 6. The main form of the default user interface developed for the Spock system. The user interface can be roughly divided into three main panels: (A)
displays the plan-instances which were created during GL application in a tree-shaped hierarchy, each plan-instance’s state is denoted using a colored-icon
as shown in the icons legend at the bottom part of the panel; (B) displays the title of the current selected plan-instance at the top part and the plan-
instance’s relevant knowledge roles content, each knowledge role in a separate tab (e.g., Procedural Knowledge and Abort Condition tabs), according to its
current state, in this case the plan-body knowledge role; and (C) displays valuable GL information including knowledge deﬁnitions of concepts used in the
GL, a detailed outline of the GL consensus and the progress of the application using the tabs GL Knowledge, GL Consensus and Application Trace in that
order. Each tab, except for the Application Trace tab, supports various search options inside the tab’s content and an option to display the tab’s content in
a separate window.
Table 1
The number of Hybrid-Asbru knowledge roles created for each of the GLs
selected for the evaluation
Knowledge role name PID COPD HypoThyrd
Actors 11 7 1
Clinical context 11 7 1
Intermediate intentions 10 2 5
Outcome intentions 4 1 6
Filter-condition 29 2 1
Abort-condition 10 5 3
Complete-condition 5 3 —
Suspend-condition 1 1 1
Reactivate-condition 1 1 1
Plan-body 49 9 8
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The methodology of the evaluation was to conduct an
experiment in which the Spock system was used by medical
experts to apply GLs using simulated patient records to
examine the output of the application process. Three GLs
were selected for the evaluation: (1) treatment of primary
hypothyroidism (HypoThyrd) [33] that is intended for use
by family practitioners to treat patients suﬀering from
hypothyroidism that is directly related to the thyroid gland
(i.e., primary); (2) treatment of Chronic Obstructive Pul-
monary Disease (COPD) that is intended for use by emer-
gency department physicians and/or general medical ward
physicians to treat patients suﬀering from low respiratory
rate related to chronic obstructive of the pulmonary system
(only a major segment from the GL was used); and (3)
treatment of Pelvic inﬂammatory disease (PID) [34] that
is intended for use by gynecologists to treat patients suﬀer-
ing from an inﬂammatory disease related to the pelvis. (The
three GL speciﬁcations created with the collaboration of
the medical experts were used as the gold standard speciﬁ-
cation for a series of knowledge-acquisition experiments
performed as part of a complementary research [16].) As
can be seen in Tables 1 and 2, the speciﬁed GLs are rather
complex and include a variety of knowledge roles and typesof plan. For example, the total number of decision steps in
the PID GL is 16, in the COPD GL is four and in the hypo-
thyroidism GL is seven decision steps. Another example is
that the total number of plans in the PID GL is 106, in the
COPD GL is 19 and in the hypothyroidism GL is 22 plans.
The reason for the PID GL to seem much more complex is
its wide use of drug regiments (i.e., group of drugs to be
administered together) where each drug regimen consists
of a set of atomic plans (i.e., plan activation of a drug
Table 2
Overview information about key complexity characteristics of the GLs
selected for evaluation
PID COPD HypoThyrd
Number of decision steps 16 4 7
Number of atomic plans 57 10 14
Composite plans
Number of cyclical plans 10 2 2
Number of sequential subplans 28 6 4
Number of parallel subplans 11 1 2
Total number of plans 106 19 22
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in the regimen and a series of conditions to select the
appropriate drug regimen.
The motivation for using simulated patients records was
to cover diﬀerent prototypical scenarios in the GLs selected
for the evaluation. For example, in the case of the Hypo-
Thyrd GL several scenarios exist depending on the severity
of the hypothyroidism state (e.g., unequivocal vs. equivocal
state).
Thus, with the assistance of the medical experts, ﬁve
prototypical scenarios were found to be suﬃcient for each
GL, although we concede that further data combinations
were in theory possible, and for each one of these ﬁve
GLs scenarios a simulated patient record was created.
The evaluation of the Spock system was performed by
the medical experts who performed the semi-structured
speciﬁcation, and assisted in performing the semi-formal
speciﬁcation (see Fig. 1), of the three selected GLs. Each
experimental application run of the Spock system included
a combination of a GL and a corresponding simulated
patient record, which was displayed using an Excel spread-
sheet, and which was used manually by the user to enter
simple Yes/No answers into the Spock default user inter-
face during the interactive dialog with the Spock engine.
A total of 15 experimental runs, ﬁve runs for each of the
GLs using a diﬀerent simulated patient record, were per-
formed. During the experimental runs the medical experts
expressed explicitly after each step of the recommenda-
tions, whether the output of the system, as reﬂected in
the default user interface and logged in the Spock server’s
database, is correct when compared to the GL knowledge
and considering the speciﬁc patient data of the applied
case. Following the experimental runs of the Spock system,
a semi-structured interview was conducted with each med-
ical expert. The purpose of the semi-structured interview
was to capture the subjective experience of the medical
experts from using the Spock system. The reason for
performing only a restricted research survey using a semi-
structured interview was due to the limited number of
participants, three medical experts (i.e., one medical expert
for each selected GL). Moreover, as emphasized, the
evaluation goal of the ﬁrst phase was limited to only
functional aspects of the Spock system. Thus, issues such
as usability study were outside its scope.3.2. The evaluation results
In order to exemplify the intricacy of the application
instance created for each experimental run, we retrieved
some of the information from the Spock server’s applica-
tion log. The data retrieved for each experimental run
(Table 3) include the number of plan instances of both
types (i.e., composite and atomic plans types) that were
created, the number of plan steps of both types (i.e.,
action and decision plan steps) that were applied, and
the total number of state transitions performed by all
(sub)plan instances for each application instance. For
example, in the case of the HypoThyrd GL, during the
ﬁrst experimental run, 10 composite plans were created,
15 atomic plans were created, 19 actions steps were
applied, eight decision steps were applied (i.e., evaluated
by the user), and 64 state transitions were performed. In
total, during the 15 experimental runs (ﬁve experimental
runs for each of the three selected GLs), 134 composite
plans were created, 147 atomic plans were created, 246
actions steps were applied, 104 decision steps were applied
and a total of 788 state transitions were performed. For
the 15 experimental runs, a mean of 8.9 composite plans
and 9.8 atomic plans were created, 16.4 actions steps were
applied on average, 6.9 decision steps were applied on
average, and the mean number of state transitions per-
formed per GL application was 52.5. For a detailed illus-
tration of the comparison between the means of the
various aspects of the experimental runs for each of the
three GLs, see Fig. 7.
The data resulting from the experimental runs of the
PID GL and the HypoThyrd GL are very similar. For
example, in both GLs, about 10 composite plans were cre-
ated on average. However, in the case of the COPD GL,
the values of all GL-application parameters (e.g., the mean
number of applied decision or activation steps) were lower
than the mean values of the respective application param-
eters for the other two GLs.
That might not be surprising if we consider the relative
complexity of the three GLs, as it manifested itself in the
semi-formal speciﬁcation (see Tables 1 and 2). For exam-
ple, the COPD GL segment used here consisted of only
four decision steps, while the PID GL consisted of 16 deci-
sion steps. In addition, the HypoThyrd GL is intended for
a lifetime lasting treatment, while the scope of the COPD
GL segment used in this experiment was limited to an inpa-
tient setting only.
Table 4 summarizes the main themes in the comments of
the medical experts following the Spock evaluation, as
these were made in a semi-structured interview.
4. Conclusions and discussion
We have developed a Hybrid-application model for run-
time application of clinical GLs; the model neither assumes
the existence of an available EPR, nor requires a formal
representation of a GL. The Hybrid-application model
Table 3
Summary of several key attributes of application instances created for the experimental runs
Experimental
run index
No. of created
composite plans
No. of created
atomic plans
No. of total
created plans
No. of action
steps applied
No. of decision
steps applied
No. of total state
transitions
COPD Run #1 6 6 12 12 2 37
Run #2 4 3 7 9 2 22
Run #3 6 5 11 13 3 35
Run #4 8 9 17 17 4 48
Run #5 7 8 15 18 6 45
Average 6.2 6.2 12.4 13.8 3.4 37.4
PID Run #1 10 29 39 12 7 98
Run #2 11 9 20 18 6 54
Run #3 9 4 13 17 11 40
Run #4 11 6 17 16 7 55
Run #5 9 2 11 16 8 36
Average 10 10 20 15.8 7.8 56.6
HypoThyrd Run #1 10 15 25 19 8 64
Run #2 11 13 24 21 11 65
Run #3 10 12 22 18 9 59
Run #4 10 11 21 18 9 58
Run #5 12 15 27 22 11 72
Average 10.5 12.7 23.2 19 9.3 62.4
Total 134 147 281 246 104 788
Average 8.9 9.8 18.7 16.4 6.9 52.5
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capability to apply, in a semi-automated fashion, interme-
diately represented Hybrid-Asbru GLs. We will summarize
our study’s conclusions and then discuss the current study’s
limitations and advantages, while brieﬂy comparing it to
other related studies.
4.1. Conclusions
The ﬁrst key conclusion of the current study was that the
distributed architecture of the Spock system is feasible and
was successfully implemented to provide its expected
functionality.
The second key conclusion, emerging from the evalua-
tion, was that, in all cases, the Spock system provided the
expected output and no other, unexpected, output. The
Spock system managed to interpret correctly the knowl-
edge encoded in the intermediate-represented GLs when
provided with appropriate patient data through an interac-
tive dialog. Thus, we have successfully demonstrated that
the Spock system is capable of supporting the application
of intermediately represented Hybrid-Asbru GLs in a
semi-automated fashion.
Another conclusion drawn from the evaluation per-
tains to the default user interface (see Section 2.9). The
default Spock user interface was found to be rather com-
plex, sometimes even confusing, and suitable more for
knowledge engineers rather than care providers (seeTable 4). However, as noted above, designing a very
usable interface was not one of this study’s objectives;
the default user interface was developed for one purpose
only: to enable some means of interaction between the
Spock engine and a care provider during the evaluation.
Thus, the user interface was expected to display correctly
the input it receives from the Spock Engine (e.g., a con-
dition to evaluate), and to pass the user’s input back to
the Spock Engine (e.g., user’s decision). These expecta-
tions were fulﬁlled ﬂawlessly by the default user inter-
face, although, apparently, not in an optimally intuitive
and user-friendly manner. However, the loosely coupled
design of the Spock architecture’s components facilitates
the enhancement or the complete replacement of the cur-
rent user interface by a diﬀerent one.
A rather more surprising conclusion was the addition-
al beneﬁt provided by the use of the Spock system during
the GL-speciﬁcation process, as reported by the medical-
expert GL editors. As it turns out, the Spock system
can assist a GL editor by providing a means for under-
standing the ﬁner points of the speciﬁed GL’s design,
and its expected behavior when applied to a real patient.
For example, during the structuring process (semi-struc-
tured and semi-formal speciﬁcation) of the HypoThyrd
and the PID GLs, the Spock system was often used by
the GL editors (who were also clinicians) to simulate
changes made to the GL before it was stored in the
DeGeL architecture’s knowledge-base.
Fig. 7. The mean measures of the 15 application instances created during the experimental runs.
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the resilience of the Spock architecture. The main dem-
onstration of this modularity was our capability to
enhance the user interface, following initial user feed-
back, without aﬀecting other parts of the architecture
(e.g., the Spock engine). Both of the enhancements
described in Section 2.9 (simpliﬁcation of the interface
and addition of the plan-preview module) were added
with minimal eﬀort while the Spock system was in ini-
tial testing.
4.2. Discussion: limitations and advantages of the Spock
architecture
The current study has highlighted several interesting
limitations and beneﬁts of the current architecture. We will
look at both, while brieﬂy comparing it to other related
studies.
4.2.1. Limitations of the current architecture and study
The evaluation of the Spock system’s functionality,
although not intended to assess its usability, did underline
its limitations and the need for redesigning its interface. A
similar conclusion emerges from the evaluation of the
GLEE system for the application of GLIF-3 GLs [35].
Future eﬀort can be aimed at improving the default userTable 4
Common themes extracted from the semi-structured interview during the
Spock system evaluation
Common themes
User interface suitability
More suitable for use by knowledge engineers than by clinicians
More appropriate for use during GL editing
The design is sometimes inconsistent
Decision support level
The decision-support level increases with the quality and the clarity
of the speciﬁcation of the GL’s intermediate-representation level
The Spock system performed well
Requires more explanations
Other potential clinical tasks
A simulation module that could be useful while editing GLs
Would be better implemented as an agent within an intelligent EPR
May improve quality of GL development by demonstrating actual
possible application behaviorinterface of the Spock system, or at the development of
an altogether new version of it that will be designed accord-
ing to a user-centered analysis (possibly performed in the
context of a speciﬁc clinical setting). However, given both
studies, it is not clear that there is a need for a full-blown
user interface as part of a GL application system, as
opposed to a modular capability to link to an existing or
new interface.
The current architecture, although containing most of
the elements needed for application of fully formal GLs,
cannot yet support all of the aspects of providing such a
capability. The GLEE system [35], the TALIS system for
runtime application of ProForma GLs [36,37], the New-
Guide application system [38] and the Prodigy-project
runtime application system [39] do provide such a capa-
bility, although they are not fully hybrid systems. An
important future step in the enhancement of the Spock
system, on which we have already embarked, is to com-
plete the various aspects of the Spock engine that togeth-
er provide support to the use of fully formalized Asbru
GLs, and not only intermediately represented GLs, when
an EPR is available.
Note also that, in theory, both the input to the Spock
system (e.g., laboratory test results) and its output (e.g.,
messages to the attending physician, perhaps through
devices other than a desktop computer) might occur while
neither the patient nor the care provider are present. For
example, either the patient’s state or that of the GL appli-
cation instance might change between therapy sessions.
This mode of operation, however, requires the addition
of an event monitoring broker subscribed to the input data
relevant for each GL and capable of publishing GL-related
messages in diﬀerent channels (e.g., email, fax, SMS mes-
sages). We intend to add such a monitor, possibly through
the use of the Momentum continuous monitoring architec-
ture [40].
One potential limitation is that although Desideratum 5
(providing an overriding option) is supported up to a
point (see Section 2.7.2), especially for optional recom-
mendations, it is important to note that when a mandatory
plan is rejected, the clinician is essentially no longer within
the boundaries of the GL, and is now following her own
judgment, without the support of the system. However,
the current system architecture can enable the user, in
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mode (i.e., when an EPR is available). In that case, the input
datum used by the GL (e.g., the patient’s TSH level) or its
interpretation (e.g., ‘‘High’’) can bemodiﬁed by the clinician;
and application of the GL can continue with the new value.
Themechanism for performing this dynamic sensitivity anal-
ysis already exists within the IDAN/KNAVE-II framework
[23], but needs to be linked explicitly to the Spock system.
The decision whether to enable that interaction at all should
be the clinician’s, and should be at the level of each knowl-
edge role type (e.g., abort-conditions).
Finally, the evaluation of the Spock system was a tech-
nical one, not involving live patients in a clinical setting.
This was also the case in the evaluation of the GLEE
GLIF-3 application engine, and for similar reasons: the
high cost and eﬀort involved, which require a separate
future clinical study. In the current study we have tried
to maximize the insights gained from the technical evalua-
tion by providing in the simulated cases, with the assistance
of the medical experts, all of the main case variations (See
Section 3.1).
4.2.2. Advantages of the current architecture
The capability of providing some modicum of support
regardless of the level of representation of the GL or the
availability of an EPR is crucial, since we do not expect
in the near future a dramatic improvement in the level of
either resource. Note also, as emphasized earlier (Sections
1.1 and 2.1), that the EPR, even when available, does not
always provide all data items required to apply the GL.
However, in the current framework, creating formal
GLs will always be worthwhile, even in the case when an
EPR is not suﬃciently eﬀective (i.e., does not include all
of the concepts needed for GL application [e.g. whether
the patient smokes]), or is simply unavailable, since the
hybrid-application mode (see Section 2.1) of the Spock sys-
tem can be used to conduct an interactive dialog with the
user regarding the patient’s state, by either exploiting the
existence of an intermediate representation level, or by
extraction of a natural language query from the formal
expression. Thus, the hybrid-application model implement-
ed in the Spock system can be used to apply GLs in a mixed
environment in which an EPR is fully accessible, partially
accessible, or even not accessible at all.
Several of the above-mentioned GL-application systems
do provide some of the hybrid-application capability; how-
ever, they were not explicitly designed for the application
of hybrid versions of GLs represented in their correspond-
ing ontologies. Typically, systems designed to work with a
fully accessible EPR or a fully formal GL cannot gracefully
degrade their capabilities when either one or both resources
are partially or fully missing; conversely, interpreters
designed only for semi-formal models cannot be easily
upgraded to fully formal execution, as demonstrated by
an interpreter for GEM-encoded GLs [41].
Note that not only interventions but also data-input
actions can be modeled in Hybrid Asbru as mandatory oroptional (sub)plans, and interpreted appropriately by the
Spock system. Thus, the combination of a hybrid represen-
tation and the Spock engine further conforms to Johnson’s
Desideratum 7, namely, limiting interaction with the user;
in this case, by providing the capability for continuation
of the GL application even when (optional) data have not
been provided. Needless to say, if mandatory data have
not been supplied, neither by the user nor through a link
to the EPR, the GL application cannot continue.
Another, somewhat surprising potential beneﬁt, which
transpired during the overall process GL speciﬁcation
and application, was that the combination of hybrid rep-
resentations, such as Hybrid Asbru, and of frameworks
for applying that representation, such as the Spock sys-
tem, can be used as a simulation framework when devel-
oping new GLs. Assuming that a set of standard
simulated patient records is available to a professional
society developing a new GL, practical comparison of
expected to observed output can quickly proceed with
the assistance of the Spock system, regardless of the cur-
rent level of representation of the GL (and it is easier to
create an intermediate representation rather than a fully
formal one). A similar potential use of the Spock system
is for medical-education purposes (whether for medical
students or clinical residents), by using the Spock system
as a platform for illustrating common clinical scenarios as
well as the corresponding appropriate reactions expected
from a well-trained and experienced care-provider.
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Appendix A. Examples of Hybrid-Asbru ontology
intermediate formats
The following example of a GL snippet demonstrates
the intermediate representation levels (i.e., semi-structured
and semi-formal formats) of the Hybrid-Asbru ontology.
The source is a free-text guideline for screening, treating
and monitoring patients with hypertension.
The knowledge roles abort-condition and plan-body of
the Hybrid-Asbru ontology are displayed at the two inter-
mediate representation levels, semi-structured and semi-
formal formats, which were created during the gradual,
iterative and collaborative conversion process implemented
in the DeGeL framework:
1. The free-text source: (Fig. A1)
2. The semi-structured representation level: (Fig. A2)
3. The semi-formal representation level: (Figs. A3 and
A4)
…Patients should be seen within 1 or 2 months after the initiation of therapy to
determine adequacy of hypertension control, degree of patient adherence, and
presence of adverse effects. Earlier follow-up…
If the blood pressure continues to be elevated, clinicians may consider
choosing one of the strategies that have proven effective in the treatment of
hypertension:
…
Fig. A1. A snippet of text taken from a free-text GL for screening, treating, monitoring and evaluation of patients with hypertension. The GL was
uploaded into the DeGeL’s GL knowledge-base as a GL source (i.e., free-text GL). Thus, the free-text GL can be used as the basis for a formalized
conversion of it using any GL-speciﬁcation ontology such as the Hybrid-Asbru ontology.
Fig. A2. An example of a semi-structured representation of an abort-condition and plan-body knowledge roles marked by the guideline editor, usually a
clinician, based on the snippet text displayed in Fig. A1.
Fig. A3. An example of a semi-formal representation of an abort-condition knowledge role. All semi-formal conditions are based on the semi-formal
expression extension (See Appendix C). In this case a negated-expression that contains a simple-expression. The input for the semi-formal abort-condition,
marked by either an advanced guideline editor or by a knowledge engineer, is the semi-structured abort-condition displayed in Fig. A2. Note to the
temporal constraint, one to two month after the start of the current plan (denoted by the < self/> element), and the mapping of the concept ‘‘blood-
pressure’’ to a standard term originating from the LOINC controlled medical vocabulary.
Fig. A4. An example of a semi-formal representation of a plan-body knowledge role. Note to the explicitly speciﬁed elicitation, such as the recommended
actions (or plans) to be performed sequentially; and that only recommendations one and three are mandatory, since the application waits for both of them
to terminate successfully in order to continue with the application of the guideline (see Fig. A3).
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Hybrid-Asbru ontology
The semi-formal expressions formalism (see Fig. B1) is
an extension added to the Hybrid-Asbru ontology to
support the speciﬁcation of conditions in an intermediate
format suitable to guideline editors that are not necessar-
ily knowledge engineers. A semi-formal expression is not
entirely in free-text but rather is a mixture of structured
text (e.g., logical operators, temporal constraints) depict-
ing temporal patterns at diﬀerent levels of speciﬁcation.
Since the creation of a semi-formal expression does not
require deep understanding of the formal Asbru’s com-
plex syntax and semantics, it facilitates the gradual con-
version process of a free-text guideline to a formal
representation by enabling a knowledge engineer to com-
plete the conversion process to Asbru’s temporal pattern
or other formalism.
The building block of semi-formal expressions is the
Simple-expression. A simple-expression is an atomic
expression capable of describing a criterion regarding
patient’s state (e.g., TSH level of a thyroiditis patient) or
GL application status (e.g., subplan termination), mostly
using a free-text slot, with an optional temporal constraint.
Composite expressions, on the other hand, are non-atomic
expressions often used in clinical GLs to describe criteria
such as patient’s eligibility. Examples of composite expres-
sions include: (1) Negated-expression—contains a single
subexpression of any type and is true if its subexpression
is false and vice versa; (2) Logical-expression—consists of
two or more operands linked by one of the Boolean oper-
ators (e.g., And, Or) and since an operand may be a com-
posite expression as well (e.g., a negated-expression),Fig. B1. A UML class diagram of the semi-formal expression extension to the
slot for any comments, and an optional temporal constraint based on Asbru
expression or a composite expression (i.e., non-atomic). A simple-expression
controlled medical vocabulary, thus providing support to reuse and sharing o
expression consists of any other type of an expression and this nested expressnested structures of expressions can be created. In addition,
more intuitive semi-formal expression were added such as
k-from-n expressions (i.e., true if at least k expression items
out of total of n expression items are true) to describe com-
mon conditions such as exclusion–inclusion criteria
(Fig. B1).Appendix C. The clinical actions palette extension to the
Hybrid-Asbru ontology
The Clinical Actions Palette (see Fig. C1) extends the
Hybrid-Asbru ontology to support the speciﬁcation of
common actions in day-to-day practical medicine (e.g.,
drug prescription, observation). The need for such an
extension is the result of having an implicit and limited
support for it in the original Asbru ontology that does
not include a ready-to-use library of such reusable
constructs.
The main reference to the Common Clinical Actions
Palette is the HL7’s RIM that as also an inspiration to
other GL speciﬁcation formalisms (e.g., GLIF 3). Current-
ly, the actions palette (see Fig. C1) includes actions such as:
(1) drug-administration—used to specify the administra-
tion of a drug and its details (e.g., route) to a patient by
a care-provider; (2) drug-prescription—used to specify a
prescription of a drug and its details (e.g., dose) to a patient
by a clinician; (3) Referral—indicates a referral of a patient
to a specialist in a particular medical domain (e.g., endocri-
nologist); and (4) Observation—used to specify an observa-
tion like an order of a laboratory test (e.g., WBC count).
Each clinical action is accompanied by an optional
temporal constraint modeled by Asbru’s time-annotation
element to support uncertainty of time. In addition, eachHybrid-Asbru ontology. All expression type contains a descriptive name, a
’s Time-Annotation notation. A semi-formal expression is either a simple
can optionally include a mapping to a standard term originating from a
f guideline knowledge across diverse clinical environments. A composite
ion can be easily created. (see Fig. A4).
Fig. C1. A UML class diagram of the clinical actions added to the Hybrid-Aabru ontology to enable the speciﬁcation of activities common to clinical
practice and often used in clinical GLs.
Fig. C2. The XML output of a clinical action used to describe a physical examination of the thyroid gland for a patient suspected of having
hypothyroidism. Note the use of a controlled medical vocabulary, in this case CPT, for supporting sharing and reuse of GL knowledge.
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term originating from a controlled medical vocabulary
to achieve reusability and sharing of clinical knowledge
independent of speciﬁc clinical site. For example, the
Current Procedural Terminology (CPT) vocabulary is
used to describe clinical procedures while the Logical
Observation Identiﬁers Names and Codes (LOINC) is
used to describe clinical lab tests. Finally, to support
the notion of clinical GLs as tools for promoting evi-
dence-based medicine, each clinical action includes two
optional attributes, named Level-of-Evidence and
Strength-of-Recommendation, which jointly describe the
evidence grading and eﬀectiveness of the action, respec-
tively. Note that the values assigned to these attributes
are in the context in which they appear in the GL, which
already incorporates the complete patient state assumed
at that point.
The clinical actions palette was seamlessly assimilated
into the Hybrid-Asbru ontology using the Plan-Activation
construct. The Plan-Activation construct enables the userto invoke a plan from an already activated plan (see
Fig. C2). In addition, the clinical actions palette was added
to the knowledge-base of the DeGeL framework as
reserved plans available for use during the conversion of
a free-text GL by any GL-speciﬁcation ontology (Figs.
C1 and C2).References
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