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Magistrsko delo predstavlja razvoj sistema pametnega doma in realizacijo modelne namestitve 
pametnih inštalacij ter izvedbo razstavnega primera pametne hiše. Pri tem je ključna uporaba 
nizkocenovnih elementov, s katerimi je izvedena inštalacija ohranila širok spekter funkcionalnosti ob 
razmeroma nizki ceni. Končni izdelek omogoča vodenje in nadzor porabnikov v domačem okolju ter 
meritve in prikaz veličin, tako lokalno s klasičnimi tipkali, stikali in LED-indikatorji kot tudi daljinsko s 
sistemom SCADA in z mobilno aplikacijo. Razvoj za izvedbo lokalnega vodenja in nadzora porabnikov, 
zajemanje veličin ter komunikacija s sistemom SCADA so izvedeni v razvojnem okolju Arduino IDE. Za 
izdelavo sistema SCADA, ki omogoča daljinsko vodenje in nadzor porabnikov ter prikaz izmerjenih 
veličin, je uporabljeno programsko okolje LabVIEW. Oddaljeno vodenje in nadzor z mobilnimi 
napravami sta omogočena s programom LabVIEW Data Dashboard.  
 





The master's thesis represents the development of a smart home system and the implementation of 
a model smart electrical installation, as well as the implementation of a smart house show case. In 
this context, the use of low-cost elements with which the installed electrical installation has kept a 
wide spectrum of functionality at a relatively low cost is crucial. The final product enables the user to 
manage and control loads in his home environment as well as enabling measurements and display of 
physical quantities, both locally with the use of classic keys, switches and LED indicators as well as 
remotely via the SCADA system and mobile application. The development of local management and 
control for electrical consumers, capturing of physical quantities and communication with the SCADA 
system is carried out in the development environment of the Arduino IDE. The LabVIEW software 
environment is used to create a SCADA system that enables remote management and control of 
electrical consumers and also displays measured physical quantities. Remote control and monitoring 
via mobile devices is enabled through the LabVIEW Data Dashboard program. 
 





Dom ni več le mesto, kjer električni porabniki izvajajo izolirana opravila, ki smo jih v preteklosti 
krmilili lokalno s pritiskanjem gumbov ali premikanjem stikal. Naprave so delovale ločeno, brez 
možnosti povezovanja oziroma soodvisnosti delovanja druge od druge. Nadzor nad njihovim 
delovanjem je bilo mogoče izvajati le ob fizični prisotnosti uporabnika. Zdaj dom pridobiva novo 
vlogo, kajti postal je sistem z veliko porabniki, ki lahko delujejo v medsebojni povezavi in (ali) v 
povezavi z zunanjimi vplivi. Razvil se je tako imenovani pametni dom, ki temelji na uporabi informacij 
in komunikacijskih tehnologij. Vsebuje različne tehnologije za izvajanje avtomatizacije delovnih 
procesov različnih električnih porabnikov ter daljinsko vodenje in nadzor teh [1]. Uporabnikom 
pametnih domov je omogočen dostop do omenjenega sistema, prav tako nadziranje in vodenje 
domačih aparatov in (ali) naprav ter zagotavljanje varnosti doma in družine [1]. Pametni dom poveča 
udobje uporabnika zaradi avtomatizacije nekaterih procesov, kot je samodejna regulacija ogrevanja 
objekta glede na zunanjo in notranjo temperaturo ter vlago. V to se lahko vključi prilagajanje 
ogrevanja prostorov glede na prisotnost uporabnika in (ali) telesno temperaturo uporabnika. 
Avtomatizirano in daljinsko vodenje porabnikov prihrani čas in poveča energetsko učinkovitost 
objekta zaradi optimizacije delovanja porabnikov glede na dejavnike, kot so cena električne energije 
na trgu in količina razpoložljive energije iz lastnih alternativnih virov objekta (sončnih ali vetrnih 
elektrarn) [2]. Z današnjo tehnologijo je razširitev funkcionalnosti praktično omejena samo z 
domišljijo konstruktorja sistema. 
 
Kljub vsem naštetim prednostim, raziskavam in razvoju na področju pametnih domov ti še vedno niso 
v tako velikem porastu, kot je bilo sprva pričakovano. Ocenjena je bila 17-odstotna letna rast 
svetovnega trga pametnih domov od leta 2015 do 2020 [1]. Podjetja, kot so Google, Amazon in 
Samsung Electronics, so to napoved vzela resno in lansirala številne pametne naprave za integracijo v 
pametne domove [1].  
 
»Po podatkih spletnega statističnega portala Statist se Slovenija na področju pametnih domov uvršča 
med manj razvite trge v primerjavi s trgi držav Zahodne Evrope. Zgolj 2,4 odstotka slovenskih 
gospodinjstev naj bi do konca leta 2017 uporabljalo vsaj eno napravo za pametni dom, slovenski trg 
pametnih domov pa naj bi do konca leta dosegal šest milijonov dolarjev in se tako uvrščal za Hrvaško 
(deset milijonov dolarjev) kot tudi Srbijo (osem milijonov dolarjev). Statistiki pričakujejo, da bo do 
leta 2021 okoli 13,8 odstotka slovenskih gospodinjstev imelo vsaj eno napravo za pametni dom« [3]. 
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Eden izmed razlogov, zakaj se slovenski trg pametnih domov ni tako razširil, je nedostopnost 
tehnologije za povprečni družinski proračun [3]. Zaradi slednjega razloga to magistrsko delo temelji 
na uporabi nizkocenovnih elementov.  
 
Na podlagi internetne raziskave smo preučili slovenski trg pametnih domov. Ugotovili smo, da je 
večina slovenskih podjetij, ki ponujajo vgradnjo oziroma izdelavo pametnih inštalacij, del združenja 
KNX, ki vključuje 421 proizvajalcev opreme iz 42 držav [4]. Ti razvijajo opremo, ki temelji na 
mednarodnem standardu KNX za hišno avtomatizacijo. Omenjeni standard zagotavlja 
sporazumevanje omenjenih elementov, ki uporabljajo različne medije za prenos podatkov (kot so 
prepletena parica, radijska frekvenca, električna napeljava ali IP (angl. Internet Protocol)/ethernet) 
[4]. Na trgu pa je prisotnih tudi nekaj podjetij, ki se ukvarjajo z razvojem in vgradnjo lastnih sistemov 
pametnih inštalacij.  
 
Večina sistemov omogoča vgradnjo centralnega strežnika oziroma sistema SCADA (angl. Supervisory 
Control And Data Acquisition) za vodenje in nadzor procesov v celotnem objektu. Poleg centralnega 
nadzora omogočajo inštalacije tudi lokalno krmiljenje s tipkami in stikali ter daljinski nadzor in 





2 Električne inštalacije 
V obdobju izjemne rasti informacijske tehnologije in pametne elektronike dodaten pomen 
pridobivajo tudi električne inštalacije. V preteklosti so se uporabljale le za napajanje električnih 
porabnikov, zdaj pa se funkcije vse bolj širijo. Uporabniki želijo vse več nadzora nad električnimi 
porabniki. V nadaljevanju so opisane tri možnosti izvedbe pametnih inštalacij [2]. 
2.1 Nadgradnja električne inštalacije brez večjih gradbenih posegov 
Za dodajanje nekaterih funkcionalnosti pametnih domov je nadgradnja klasične električne inštalacije 
preprosto izvedljiva brez večjih gradbenih posegov. Vendar v tem primeru ni dosežen polni potencial 
inteligentnih inštalacij, mogoče pa je dodajanje nekaterih želenih lastnosti. Nezahtevne nadgradnje 
uporabnik običajno izvede sam, z nadometno inštalacijo, brez profesionalne pomoči. Eden izmed 
uporabljenih elementov take nadgradnje so pametne vtičnice, ki jih lahko upravljamo s posebnimi 
daljinskimi upravljalniki (slika 1). Nekatere izvedbe takih vtičnic je mogoče časovno programirati ali 
krmiliti s pametnimi telefoni oz. z mobilnimi napravami.  
 
Slika 1: Pametna vtičnica z daljinskim upravljalnikom – radiofrekvenčna komunikacija 
Tehnologije za komunikacijo so za omenjene naprave različne, na primer radiofrekvenčni prenos, 
komunikacija Bluetooth in povezava Wi-Fi. Sodobnejše izvedbe pametnih vtičnic omogočajo dodatne 
funkcije, kot sta beleženje porabe energije in sporočanje stanja porabnika. 
 
Pri nadgradnjah inštalacij je vgradnja funkcije varnostnega nadzora preprosta. Stopnja gradbenega 
posega pa je odvisna od: 
- načina pritrditve kamer, ki so lahko prosto postavljene, prilepljene ali privijačene; 
- načina napajanja naprav: baterijsko napajanje, stalno napajanje iz omrežja ali napajanje po 
UTP-kablu (angl. Unshielded Twisted Pair), če naprave podpirajo tehnologijo PoE (angl. 
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Power Over Ethernet), ki po istem kablu omogoča poleg prenosa podatkov tudi prenos 
električne energije [5]; 
- načina prenosa videosignala, pri čemer je možen prenos po kablu ali brezžični prenos. 
 
Na trgu je prisotnih še veliko podobnih izdelkov za nadgradnjo in avtomatizacijo električnih inštalacij, 
kot so daljinsko krmiljene luči in pametni ventili za vodovod.  
 
Prednost takih nadgradenj je hitra in preprosta izvedba, velika pomanjkljivost pa je (poleg že 
omenjene manjše funkcionalnosti) vidnost vseh nadometno dodanih elementov, ki so po navadi 
večjih dimenzij. Proizvajalec naprav običajno ni isti, kar poveča število različnih aplikacij ter daljinskih 
upravljalnikov za krmiljenje in nadzor porabnikov. 
2.2 Novogradnja oz. obnova z neodvisno inštalacijo 
Ko se uporabnik odloči za novogradnjo oz. adaptacijo objekta in že na začetku predvidi vgradnjo 
pametnih inštalacij, pri čemer se ne želi zgolj zanašati na delovanje elektronike za krmiljenje klasične 
inštalacije, se lahko izvede kombinirana inštalacija z uporabo relejev. Rele, ki ga krmili elektronika, 
prevzame funkcijo menjalnega stikala in omogoča daljinsko proženje. Prednost take izdelave 
pametnih inštalacij je nemoteno delovanje osnovnih električnih inštalacij v primeru izpada 
telekomunikacijskih zvez ali okvare krmilne elektronike. Treba pa je dodati elemente za zaznavanje 
lokalnih ročnih stikalnih manipulacij porabnika. 
2.3 Novogradnja oz. obnova z odvisno inštalacijo 
Pri odvisni inštalaciji celoten postopek upravljanja s porabniki preide na krmilnik, ki zazna tudi ročne 
ukaze ter jih na podlagi svojih aktuatorjev pretvori v manipulacijo s porabniki. Največja 
pomanjkljivost omenjene izvedbe je onemogočeno upravljanje električnih porabnikov v primeru 





Sistem SCADA je programska in strojna oprema, namenjena zbiranju, obdelavi in shranjevanju 
podatkov ter vodenju in nadzoru naprav ter (ali) procesov [6]. V današnjem času obstaja veliko 
vgrajenih sistemov SCADA, ki se po strukturi popolnoma razlikujejo, skupni pa so temeljni elementi in 
predhodno omenjeni namen [7]. Na naslednji sliki (slika 2) je prikazana ena od možnih struktur 
sistema [8]. Podatki so zajeti iz senzorjev, tipal in drugih inteligentnih elektronskih naprav. Glavna 
funkcija merilne opreme je pretvorba nadzorovanih parametrov iz fizičnih veličin v električno obliko. 
Podatki se nato neposredno ali po programljivih logičnih krmilnikih oziroma oddaljenih terminalnih 
enotah RTU (angl. Remote Terminal Unit) prenesejo nadzornemu sistemu MTU (angl. Master 
Terminal Unit) [8]. 
 
Za prenos informacij in ukazov med RTU in MTU se uporabljajo različni komunikacijski kanali, kot so 
radiofrekvenčni, optični in ethernet. Možnosti oziroma omejitve izvedbe komunikacije so v veliki meri 
odvisne od izbrane strojne in programske opreme, dodatno pa je treba upoštevati število RTU, 
njihovo lokacijo ter razpoložljivost komunikacijske infrastrukture in tehnike [8]. Informacije, kot so 
trenutna cena električne energije na borzi in stanje vremena, pa lahko nadzorni sistem pridobi tudi iz 
različnih podatkovnih zbirk ali spletnih aplikacij. Nato pridobljene podatke obdela in uporabi 
nastavljene algoritme za realizacijo predprogramiranega odziva sistema glede na stanje podatkov. To 
lahko narekuje odziv sistema v obliki aktiviranja alarmov, posredovanja podatkov drugemu sistemu, 
zapis vrednosti ali pa samo prikaz stanja parametrov, procesov ali naprav uporabniku na podlagi HMI 
(angl. Human Machine Interface), ki običajno vključuje grafični uporabniški vmesnik (v nadaljevanju 











Slika 2: Shema sistema SCADA [8] 
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3.1 Komunikacijsko omrežje 
Komunikacijsko omrežje je pomemben del sistema SCADA, ki omogoča izmenjavo podatkov med RTU 
in MDU. Izmenjava podatkov med napravami poteka na podlagi električnih signalov. Splošno se glede 
na vrsto uporabljenega medija za prenos delijo na žična ali brezžična omrežja. Izbira vrste omrežja je 
odvisna od različnih dejavnikov, kot sta razpoložljiva infrastruktura in zanesljivost prenosa. Žična 
omrežja zagotavljajo zanesljivejši in hitrejši pretok podatkov, vendar je zaradi uporabljenih linijskih 
medijev (žice ali optičnega vlakna) investicija v infrastrukturo dražja. Brezžična omrežja ne 
zagotavljajo zanesljivega prenosa, ampak je točkovna postavitev infrastrukture cenejša.  
 
Pred pošiljanjem signalov po prenosnem mediju je te običajno treba modulirati. To je postopek, pri 
katerem informacijski signal (modulacijski) spreminja lastnosti pomožnega nosilnega signala, 
katerega izbrana specifična lastnost omogoča moduliranemu signalu prenos po ustreznih medijih [9]. 
V osnovi se modulacija digitalnih ali analognih signalov izvaja s spremembo frekvence, amplitude ali 
faze signala (slika 3).  
 
Slika 3: Modulacija signalov [10] 
Na naslednji sliki je prikazan zgled analogno amplitudno moduliranega signala (AM).  
 





Po uspešnem prenosu signala je pred nadaljnjo uporabo informacij treba izvesti demodulacijo 
signala. Osnovna oblika prenosa podatkov je enosmerna (angl. Simplex), pri kateri pošiljatelj po istem 
kanalu ne dobi informacije o pravilnem sprejemu podatkov na strani prejemnika. Pri izmenično 
enosmernem (angl. Half-duplex) načinu prenosa poteka izmenjava podatkov v obe smeri, vendar ne 
istočasno. Najučinkovitejši je polno dvosmerni (angl. Full-duplex) prenos podatkov, pri katerem lahko 
obe strani oddajata in sprejemata istočasno [8]. 
 
V sistemih SCADA se informacije običajno pošiljajo z različnih lokacij v eno točko. Kadar se za prenos 
podatkov uporablja žično omrežje, je iz ekonomskih razlogov najboljši način metoda multipleksiranja, 
ki združuje več kanalov in jih pošilja po enem izbranem mediju. Dve osnovni metodi sta frekvenčno 
FDM (angl. Frequency Division Multiolexing) in časovno TDM (angl. Time Division Multiplexing) 
deljeno multipleksiranje (slika 5). FDM prestavi signale kanalov v različne frekvenčne pasove, ki so na 
voljo v komunikacijskem kanalu, in jih prenaša sočasno. TDM ciklično prenaša signal vsakega kanala 
skozi celotno pasovno širino omejeni del časa.  
 
Slika 5: Multipleksiranje TDM in FTM [8] 
3.2 Mrežni komunikacijski protokol 
Za uspešno izmenjavo informacij v komunikacijskem sistemu je treba izvesti zapleten postopek 
specifikacije oblikovanja in prenosa podatkov. Za omenjeno se uporabljajo standardizirana pravila 
obnašanja, imenovana protokoli. Strojna in programska oprema uporabljata več protokolov, ki so po 
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navadi združeni v sklad protokolov. Če pošiljajoči sistem uporablja iste protokole kot sprejemni 
sistem, je komunikacija zanesljiva [12]. 
3.2.1 Komunikacijski model ISO OSI 
ISO (angl. International Organization for Standardization) OSI (angl. Open Systems Interconnection) je 
zasnovan protokolni sklad, ki je privzet kot osnovni referenčni model za odprte sistemske povezave 
(angl. Basic Reference Model) in je najbolj znan ter najbolj uporabljan model omrežnih okolij [12]. V 
njem so prikazani omrežni procesi, ki so razdeljeni na sedem slojev (slika 6) za pokrivanje različne 
opreme, protokolov ali omrežne dejavnosti [13]. V arhitekturi modela lahko sloj komunicira le s 
sosednjima slojema. Višje postavljenemu sloju je zagotovljena storitev na strani nižje ležečega sloja. 
 Aplikacija 
7. Aplikacijski sloj 
6. Predstavitveni sloj 
5. Sejni sloj 
4. Transportni sloj 
3. Omrežni sloj 
2. Sloj podatkovne povezave 
1. Fizični sloj 
 Mrežni medij 
Slika 6: Zgradba osnovnega referenčnega modela ISO OSI [13] 
Na vrhu modela je aplikacijska plast s funkcijami, ki je vmesnik med uporabnikom in komunikacijskim 
omrežjem. V predstavitveni plasti se izvaja uskladitev za izbiro načina predstavitve podatkov 
(šifriranja, kompresije in dekompresije). Sejna plast zagotavlja organizacijo komunikacije in določa 
njeno vrsto (enosmerno, izmenično dvosmerno ali polno dvosmerno). Transportni sloj je namenjen 
za določanje pravilne oblike in poteka komunikacij. Velike podatke razstavi na manjše pakete za 
pošiljanje oziroma pakete sestavi v informacijo ob sprejetju. Omrežni sloj omogoča prenos sporočil 
različnih dolžin po omrežnih povezavah. Sloj podatkovne povezave opravlja funkcijo ugotavljanja in 
odpravljanja napak pri prenosu, kontrolo pretoka oddanih in sprejetih podatkov ter skrbi za 
mehanizme dostopa do mrežnega medija. Na dnu modela je fizični sloj, ki opredeljuje fizične lastnosti 
mrežnih medijev in konektorjev ter obliko in vrsto signala [14]. Skupaj pripravijo podatek za prenos 




zaporedje izvajanja modela poteka od aplikacije do omrežnega medija, v primeru sprejema pa gre 
paket skozi plasti v nasprotnem vrstnem redu. 
3.2.2 Komunikacijski protokol TCP/IP 
TCP/IP (angl. Transmission Control Protocol) je standardiziran, popolnoma odprt protokolni sklad, 
pogosto imenovan internetni protokolni sklad. Izdelan je tako, da se v medmrežje lahko priključijo 
različni operacijski sistemi in komunicirajo med seboj. Pri razvoju protokola je sodelovalo tudi 
ministrstvo za obrambo Združenih držav Amerike, zato je omenjeni sklad izdelan za zanesljivo in 
nadzorovano komunikacijo [15]. Dodatna prednost sistema je v njegovi prilagodljivi arhitekturi 
odjemalec-strežnik, ki omogoča širok spekter uporabe. 
 
Po zgradbi se protokolni sklad TCP/IP ne ujema popolnoma s predhodno omenjenim referenčnim 
modelom OSI, saj obsega samo štiri sloje. Kljub temu se ti sloji bolj ali manj ujemajo s posameznim 
slojem (oziroma z več sloji) modela OSI. Na naslednji sliki je prikazana primerjava obeh protokolnih 
skladov. 
Aplikacija 
4. Aplikacijski sloj 7. Aplikacijski sloj 
 
6. Predstavitveni sloj 
5. Sejni sloj 
3. Transportni sloj 4. Transportni sloj 
2. Internetni sloj 3. Omrežni sloj 
1. Sloj omrežnega vmesnika 
2. Sloj podatkovne povezave 
1. Fizični sloj 
Mrežni medij 
Slika 7: Primerjava protokolnih skladov TCP/IP in ISO OSI [16] 
Plast omrežnega vmesnika sklada TCP/IP predstavlja fizično plast in sloj podatkovne povezave 
modela OSI. Zagotavlja povezavo med internetnim slojem in mrežnimi mediji, kot so ethernet, token 
ring, ATM (angl. Asynchronus Transfer Mode) in FDDI (angl. Fiber Distributed Data Interface). 
Internetna plast se enači z omrežnim slojem in vsebuje protokole, kot sta IP in ARP (angl. Address 
Resolution Protocol) [16]. Transportni sloj, enako kot pri referenčnem modelu OSI, je namenjen za 
določanje pravilne oblike in poteka komunikacij. Aplikacijski sloj TCP/IP vsebuje veliko dobro 
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poznanih orodij in storitev, kot so SMTP (angl. Simple Mail Transfer Protocol), FTP (angl. File Transfer 
Protocol) in HTTP (angl. Hyper Text Transfer Protocol) [16].  
3.2.3 Komunikacijska protokola TCP in UDP 
V razvoju sta uporabljena komunikacijska protokola TCP in UDP (angl. User Datagram Protocol) 
transportne plasti. Omogočata komunikacijo med krmilniki in strežnikom oz. sistemom SCADA 
pametnega doma. Omenjena protokola sta standarda, z njima pa so določena pravila oblike in poteka 
komunikacije. 
 
TCP temelji na povezavi med pošiljateljem in sprejemnikom, kar pomeni, da je pred pošiljanjem 
podatkov treba vzpostaviti povezavo med njima. Protokol zagotavlja, da bodo vsi poslani segmenti 
sprejeti v celoti in razporejeni v istem vrstnem redu, kot so bili poslani. Če sprejemna stran ne prejme 
celotne poslane informacije ali pa so podatki popačeni, pošlje zahtevo za ponovno pošiljanje. 
Največkrat se omenjeni protokol uporablja, kadar je ključna zanesljivost prenosa podatkov, ne glede 
na hitrost (npr. prenos datotek) [17]. 
 
Protokol UDP za delovanje ne potrebuje predhodne vzpostavitve povezave med pošiljateljem in 
sprejemnikom ter je po sestavi mnogo preprostejši od protokola TCP. Pri pošiljanju podatkov iz 
aplikacije na podlagi protokola UDP se ta izvede in s tem se zaključi komunikacija. Protokol UDP ne 
predpisuje obveznega preverjanja kontrole vsote in ponovnega pošiljanja podatkov ob izgubi ali 
popačenju, kot to predpisuje protokol TCP. Pravilno zaporedje poslanih podatkov ravno tako ni 
zagotovljeno, kar je velika slabost. Prednost protokola UDP je višja hitrost prenosa podatkov. 
Uporablja se, kadar stoodstotna točnost oz. zanesljivost prenosa podatkov ni ključna, pomembna pa 
je čim višja hitrost izvajanja komunikacije. Iz teh razlogov se protokol UDP večinoma uporablja za 




4 Programska oprema 
V nadaljevanju je predstavljena programska oprema za razvoj pametne inštalacije, obravnavana v 
magistrskem delu. 
4.1 Arduino IDE 
Arduino je odprtokodna elektronska platforma z uporabniško nezahtevno strojno in programsko 
opremo [19]. Programiranje široke palete razvojnih ploščic Arduino, ki temeljijo na Atmelovih 
mikroprocesorjih AVR, ter razširitvenih modulov poteka v integriranem razvojnem okolju Arduino 
Software IDE (angl. integrated development environment) (slika 8). 
 
Slika 8: Arduino IDE 
Razvojno okolje podpira računalniška jezika C in C++, sintakso pa pišemo v programskem jeziku 
Arduino, zasnovanem na [20] programskem okviru Wiring za mikrokrmilnike [21]. Osnovi 
omenjenega programskega jezika Arduino sta funkciji void setup() in void loop(). Prva funkcija izvede 
inicializacijo, ki jo je treba izvršiti le enkrat ob zagonu programa zapisanega na ploščici Arduino, 
medtem ko druga funkcija ciklično izvaja glavni del programa. Programsko okolje podpira tudi 




Za primer vzamemo ploščico Arduino UNO, ki je zasnovana na osnovi mikroprocesorja ATmega328P. 
Za postavitev digitalnega izhoda št. 13 na visok logični nivo (angl. High) oz. na logični nivo 1 se 
uporabi ukaz digitalWrite (13, HIGH) ali pa se omenjeno izvede neposredno z naslavljanjem 
pripadajočega registra PORTB = B00100000 [22].  
 
Slika 9: Proženje izhoda s funkcijo digitalWrite in z neposrednim naslavljanjem pripadajočega registra 
Slednje je veliko manj obremenjujoče za mikroprocesor in s tem mnogo hitrejše, vendar dosti manj 
pregledno. 
4.2 LabVIEW 
LabVIEW je grafični programski jezik in razvojno okolje proizvajalca National Instruments. Grafični 
način programiranja razvijalcu omogoča hitro razvijanje brez predhodnega poglobljenega znanja 
klasičnih programskih jezikov, kot sta C in C++. Programiranje poteka s preprostim žičnim 
povezovanjem elementov na zaslonu. To razvojno okolje je posebej primerno za zajem in obdelavo 
signalov, upravljanje, krmiljenje ter prikaz avtomatiziranih procesov. 
 
Organizacija in pregled projekta s končnico .lvproj (angl. LabView project) v programskem okolju 
LabVIEW poteka v projektnem raziskovalcu (slika 10). Poleg pregleda projekta lahko v raziskovalcu 
kreiramo datoteke .exe, namestitvene datoteke, dodajamo spremenljivke, ciljne naprave itd. 
  




Glavni del programiranja poteka v navideznih instrumentih (v nadaljevanju VI – angl. Virtual 
Instrument). Programu lahko dodajamo poljubno število datotek VI s končnico .vi. Glavni sestavni deli 
VI so: 
- čelna plošča (slika 11), ki se uporablja za izdelavo GUIa, pri čemer se lahko postavljajo 
kontrole in indikatorji oz. vhodi in izhodi; 
 
Slika 11: Čelna plošča 
- blokovni diagram (slika 12), ki vsebuje grafično kodo; uporablja kontrole kot vhode in 
indikatorje kot izhode s čelne plošče; 
   
Slika 12: Blokovni diagram 
- ikona (slika 13), ki je grafična ponazoritev VI in se v programu lahko spreminja;  
 
Slika 13: Ikona 
- Connector pane (slika 14) ki je del programa, v katerem se definira število opcijskih in (ali) 
obveznih vhodov ter izhodov VI. 
 




Ikona in Connector pane sta nujna v primeru uporabe VI kot subVI. SubVI je v eno ikono združen VI, ki 
ima določene vhode in izhode ter se tako lahko uporabi v drugih VI. 
Videz elementov GUI se določi na čelni plošči. Ob postavitvi elementov kontrol in (ali) indikatorjev na 
čelno ploščo se njihovi priključni terminali pojavijo na blokovnem diagramu. Elementi blokovnega 
diagrama so: 
- terminali, ki predstavljajo vhodne in izhodne podatke elementov čelne plošče; 
- konstante; 




- žice, se uporabijo za povezovanje elementov oz. prenos podatkov med njimi; barva, slog in 
debelina določene žice so odvisne od tipa informacij, ki jih ta prenaša; 
- proste oznake. 
 
Izvajanje programa (angl. Dataflow) v blokovnem diagramu ne poteka po vrstnem redu, po katerem 
se postavijo elementi. Vrstni red izvajanja programa je odvisen predvsem od prisotnosti vseh vhodnih 
informacij določene veje oz. elementa kode. Zaporedje izvajanja kode ni določeno pri elementih, ki 
hkrati izpolnjujejo pogoje za začetek procesiranja. Tako se lahko ob večkratnem proženju istega dela 
kode zaporedje izvajanja poljubno spreminja [23]. 
4.3 Tinkercad Circuit 
Tinkercad Circuit (slika 15) je spletna aplikacija, v kateri je med drugim mogoče grafično postavljati in 
povezovati elektronske elemente, kot so upori, tranzistorji in LED-diode (angl. Light-Emitting Diode), 
ter izvajati simulacije elektronskih vezij [24]. Poleg osnovnih elektronskih elementov aplikacija 
obsega dodatne elemente, kot so ploščica Arduino Uno, modul Wi-Fi na osnovi čipa ESP8266 in 
ultrazvočni senzor razdalje. Omenjena aplikacija vsebuje urejevalnik kode, v katerem se lahko piše, 
ureja in testira koda Arduino ter se dodajajo knjižnice kot v razvojnem okolju Arduino IDE. Serijski 
monitor je del omenjene aplikacije, s katerim se simulira komunikacija s ploščico Arduino ter se 
omogočata izpis in pošiljanje želenega besedila ali ukazov. Velika prednost aplikacije TinkerCad 
Circuit pred okoljem Arduino IDE je možnost iskanja in odpravljanja napak v kodi z uporabo 
prekinitvenih točk. Razhroščevanje na omenjeni način omogoča nadaljevanje izvajanja programa ali 





Slika 15: Spletna aplikacija Tinkercad Circuit 
Aplikacijo smo med celotnim izdelovanjem magistrskega dela uporabljali za testiranje dodanih 
segmentov kode in grafični prikaz povezav elementov s ploščicami Arduino. 
4.4 LabVIEW Data Dashboard 
Na podlagi na androidnem trgu brezplačno dostopne aplikacije LabVIEW Data Dashboard je možna 
izdelava prenosnega grafičnega vmesnika za vodenje in nadzor programov, izdelanih v programskem 
okolju LabVIEW. Aplikacija podpira dva načina izmenjave vhodno-izhodnih informacij [25].  
 
Prvi način deljenja informacij poteka na podlagi skupnih spremenljivk (angl. Shared variables) z 
uporabo pogona skupnih spremenljivk LabVIEW programa. Shared variable engine je programska 
komponenta, ki konstantno posodablja informacije o stanju omenjenih spremenljivk. Sistem deluje 
na podlagi komunikacijskega protokola TCP, zato zahteva posredovanje vrat ter je tako primernejši za 
uporabo v zasebnih oz. zaprtih omrežjih [26].  
 
Drugi način delovanja temelji na spletnih storitvah (angl. Web Service) v programskem okolju 
LabVIEW, ki delujejo po komunikacijskem standardu HTTP in so z vidika internetne varnosti 
primernejše za uporabo. Slednje še posebej velja, ko sta odjemalnik in strežnik v javnem omrežju. 
Razvijalec ima možnost izvedbe povpraševanja (angl. Polling) ali klicanja (angl. Calling) spletnih 
storitev. Povpraševanje po spletnih storitvah se uporablja za prikaz podatkov s konstantno periodo 
osveževanja, ki jo določi uporabnik, kar je prednost pred prvim omenjenim načinom, in sicer zaradi 
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možnosti razbremenitve procesorja mobilnih naprav z zmanjšanjem frekvence prenosa. Komunikacija 
v omenjenem načinu poteka enosmerno. Klicanje spletnih storitev se uporablja za dvosmerno 
izmenjavo informacij in ne poteka konstantno kot povpraševanje. Osvežitev podatkov se izvede s 
pritiskom tipke za izvršitev prenosa [26].  
 






5 Strojna oprema 
Razvojne ploščice Arduino, ščiti (angl. Shield), senzorji in aktuatorji so glavna strojna oprema, 
uporabljena za izdelavo pametne hiše. Razvojne ploščice in ščiti Arduino so odprtokodna strojna 
oprema, zato je možno pridobiti veliko cenovno zelo ugodnih neoriginalnih različic, ki večinoma 
ohranjajo celotno funkcionalnost naprave. Veliko je tudi ščitov, ki niso produkt proizvajalca Arduino, 
so pa izdelani za neposredno povezavo in podporo njegovih produktov. Za uspešno izvedbo 
pametnega doma je pomembno zaznavanje veličin, kot so osvetlitev, vlaga in temperatura, kakor 
tudi pretvorba nizkonapetostnih signalov razvojnih ploščic za krmiljenje večjih porabnikov.  
5.1 Arduino UNO 
Arduino UNO je razvojna ploščica, ki temelji na mikrokrmilniku ATmega168/328P. Izdelki so 
odprtokodni in vsa dokumentacija za izdelavo ploščic je prosto dosegljiva na spletni strani 
proizvajalca Arduino. [27].  
 
Na slika 17 je prikazan mikrokrmilnik ATmega368 s pripadajočimi vrati oziroma sponkami (angl. pin, v 
nadaljevanju pin). Ponazorjeni so tudi registri in funkcionalnosti nekaterih pinov ter uporaba pinov za 
izdelavo ploščice Arduino UNO. Prikazanih je štirinajst digitalnih vhodov/izhodov Arduino, od katerih 











































































































Slika 17: Mikrokrmilnik ATmega328 z razporeditvijo Arduino in s funkcijami pinov [28] 
Plošča je dodatno opremljena z USB-vtičem za potrebe napajanja in programiranja. 
 
Arduino UNO se lahko uporabi ob naloženi kodi brez povezave z računalnikom. Napajanje je v tem 
primeru možno preko DC-vtiča, ob uporabi ločenega napajalnika ali baterije, ki na podlagi 
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napetostnega regulatorja NCP1117 zagotavlja konstantnih 5 V. Napetostni regulator LP2985-33DBVR 
na ploščici pa ohranja konstantno napetost 3,3 V. V nadaljevanju (slika 18) je prikazana ploščica 
Arduino UNO. 
 
Slika 18: Arduino UNO 
5.2 Arduino MEGA 2560 
Arduino MEGA 2560 je razvojna ploščica, ki temelji na mikrokrmilniku ATmega 2560. Z naslednje slike 
je razvidno, da MEGA 2560 v primerjavi s prej opisano ploščico UNO vsebuje večje število digitalnih 
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5.3 Ščit ethernet 
Osnovni, prej opisani razvojni ploščici Arduino sta brez strojne opreme za povezavo z medmrežjem, ki 
je ključna za realizacijo daljinskega vodenja in nadzora pametnega doma. Dodajanje ščita ethernet 
omogoča povezavo ploščic Arduino z internetnim omrežjem na podlagi kabla UTP. Veliko razširjenost 
platforme Arduino je mogoče čutiti tudi pri pestri izbiri različnih modelov oziroma različic 
neoriginalnih ščitov ethernet. Večina jih za svoje delovanje uporablja mrežne krmilnike WIZnet 
W5100, enako kot originalna izvedba Arduino ščita ethernet V1. Lastnosti omenjenega mrežnega 
krmilnika so naslednje [29]: 
- omogoča hitrost povezave 10/100 Mb;  
- podpira fiksno ožičene protokole TCP/IP (med katerimi sta tudi protokola TCP in UDP); 
- notranji pomnilnik velikosti 16 kB; 
- podpira do štiri sočasne neodvisne vtiče. 
 
Nadgrajena različica V2 deluje na osnovi mrežnega krmilnika W5500. Na naslednji sliki je prikazana 
uporabljena kopija prvotne različice ščita z vtičem RJ45 za povezavo z medmrežjem in režo za 
spominsko kartico mikro SD za shranjevanje želenih podatkov. 
 
Slika 20: Ščit ethernet s krmilnikom W5100 
5.4 Ščit Wi-Fi 
Ustvarjanje pametne hiše vključuje zajemanje fizikalnih veličin s senzorji, vgrajenimi v objekt, in v 
določenih primerih tudi zajemanje podatkov iz oddaljenih senzorjev. V ta namen je projektu dodan 





Slika 21: Ščit Wi-Fi 
 
ESP8266 je široko uporabljan in zelo zmogljiv čip Wi-Fi, ki podpira standarde brezžične komunikacije 
802.11 b/g/n. Izmenjava podatkov je mogoča na podlagi protokolov TCP in UDP. Čip vsebuje 16 
digitalnih vhodov/izhodov, 12-bitne analogno-digitalne pretvornike ter podpira komunikacijo SPI 
(angl. Serial Peripheral Interface Bus), I2C (angl. Inter-Integrated Circuit) in UART (angl. Universal 
Asynchronous Receiver Transmitter) [30]. 
5.5 Senzor temperature in vlažnosti DHT11 
 
DHT11 (slika 22) je cenovno ugoden električni senzor temperature in relativne vlažnosti (v 
nadaljevanju RV). 
 
Slika 22: Senzor temperature in relativne vlažnosti DHT11 
 
Omenjeni senzor zazna stopnjo relativne vlažnosti na podlagi spremembe upornosti senzorja v 
primerjavi s spremembo vrednosti vlažnosti, temperaturo pa meri na podlagi upora z negativnim 





Senzor je povezan z osembitnim mikrokrmilnikom za meritev omenjenih veličin, obdelavo podatkov 
ter komunikacijo in sinhronizacijo, ki je izvedena na podlagi pina, torej enožično. Celoten prenos 
podatkov je sestavljen iz 40 bitov, ki se začne s prenosom najpomembnejšega bita (angl. MSB – Most 
Significant Bit). Omenjenih 40 bitov podatkov je sestavljenih iz:  
- osmih bitov celoštevilske vrednosti RV, 
- osmih bitov decimalne vrednosti RV, 
- osmih bitov celoštevilčne vrednosti temperature, 
- osmih bitov decimalne vrednosti temperature, 
- osmih bitov kontrolne vsote.  
 
Kontrolna vsota je zadnjih osmih bitov seštevka osmih bitov celoštevilske vrednosti RV, osmih bitov 
decimalne vrednosti RV, osmih bitov celoštevilčne vrednosti temperature in osmih bitov decimalne 
vrednosti temperature. 
 
V nadaljevanju je prikazana tipična povezava senzorja DHT11 (slika 23). 
 
Slika 23: Tipična povezava senzorja DHT11 [31] 
Če je komunikacijska linija med senzorjem in krmilnikom krajša od 20 m, se doda 5 kΩ upora za dvig 
nivoja (angl. Pull up resistor). V nasprotnem primeru, ko je razdalja daljša od 20 m, se, če je treba, 
doda upor primerne vrednosti. 
 
Pogoj za začetek komunikacije je prosta komunikacijska linija, kar je ponazorjeno z visokim logičnim 
nivojem signala. Prvi korak izvede naprava, ki želi prejeti podatke senzorja, s postavitvijo 
komunikacijske linije na logični nivo 0. Počakati mora 18 ms, da senzor DHT11 zazna signal za začetek 
komunikacije, nato pa linijo ponovno sprosti in čaka 20–40 µs za odziv senzorja. Ob prejemu 
začetnega impulza za komunikacijo senzor preide iz stanja nizke porabe v stanje delovanja. Odziv 
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spremembe stanja senzorja ponazori s postavitvijo signala na logični nivo 0 za 80 µs, nato dvigne 
signal na logični nivo 1 za 80 µs. Naslednji korak komunikacije je pošiljanje podatkov, pri čemer se 
vsak bit informacij začne s 50 µs dolgim signalom logičnega nivoja 0, trajanje naslednjega logičnega 
nivoja 1 pa določi, ali je ta bit 0 (26–28 µs) ali 1 (70 µs). Sledi postavitev signala na logični nivo 0 za 
50 µs. Senzor zaključi pošiljanje podatkov s sprostitvijo komunikacijske linije [31].  
5.6 Fotoupor 
Fotoupori so polprevodniški fotodetektorji, ki se jim električna prevodnost spreminja glede na 
količino zaznanega svetlobnega sevanja in so zato najpreprostejši svetlobni senzorji. Za nadaljnje delo 
je izbran nizkocenovni fotoupor LDR07. Pridobljene vrednosti meritev osvetljenosti z omenjenim 
senzorjem so uporabljene za izvedbo samodejnega krmiljenja porabnikov (nastavljanje svetilnosti 
svetlobnih virov ipd.).  
5.7 Senzor plamena 
Uporabljen je senzor plamena (slika 24), ki na podlagi infrardeče diode zazna prisotnost infrardeče 
svetlobe. Senzor ima digitalni in analogni izhod, s katerim sporoča stopnjo zaznane svetlobe. Analogni 
izhod pošilja signal v razponu od napajalne napetosti do 0 V. Preklop digitalnega izhoda pa nastavimo 
s potenciometrom na senzorju. Element je predviden za uporabo v varnostne namene in izdelan po 
načelu »failsafe«. Signala obeh izhodov senzorja sta prisotna ob normalnem delovanju senzorja in 
odsotnosti plamena. V primeru požara, okvare senzorja ali prenosne poti se nivo signala na 
analognem izhodu zmanjša obratno sorazmerno s količino zaznane IR-svetlobe, pri digitalnem signalu 
pa pade na vrednost 0 V. 
 






Za krmiljenje RGB (angl. Red, Green, Blue) LED-traku je uporabljen ojačevalnik PŠM (slika 25), na 
podlagi katerega se izhodni petvoltni signali pretvorijo v 12-voltne. Napajalna napetost je 12 V oz. 24 
V, največja dovoljena obremenitev ojačevalnika pa znaša 288 W (3 x 4 A pri napajanju 24 V).  
 
Slika 25: LED-ojačevalnik 
5.9 Relejni modul 
Za upravljanje močnejših porabnikov je treba ojačiti digitalne izhode krmilnika Arduino. Ti so omejeni 
na najvišjo izhodno napetost 5 V in trajni tok 20 mA, kar zadostuje za napajanje posamičnih LED-diod 
in drugih manjših porabnikov. Zato se za krmiljenje nezahtevnih porabnikov, ki potrebujejo le vklop 
ali izklop, uporabi releje. Izbrani relejni modul (slika 26) je posebej prilagojen za delovanje z 
mikrokrmilniki. Na modulu so releji SRD-05 V DC-SL-C, ki za delovanje po specifikaciji potrebujejo 
71,4 mA nazivnega toka. Meritev toka na izhodih ploščice Arduino pa je ob proženju enega releja na 
modulu pokazala največji tok v vrednosti 1,88 mA. Modul za nizkotokovno prilagoditev uporablja 
tranzistorje J3Y, s katerimi se izhod mikrokrmilnika ojača. Poleg omenjenega so pri relejnem modulu 
na vhodnih sponkah optokoplerji.  
 
Slika 26: Relejni modul 
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5.10 Krmilnik motorjev IBT-2 
Zaradi visoke moči elementa, ki temelji na dveh tranzistorjih MOSFET, ter razmeroma nizke cene je za 
potrebe krmiljenja PŠM močnejših porabnikov uporabljen modul Arduino IBT-2.  
 
Slika 27: Krmilnik motorjev IBT-2 
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6 Izdelava osnovnih blokov kode 
V naslednjih razdelkih je opisan celoten potek razvoja blokov kode, uporabljenih v funkciji osnovnih 
gradnikov izdelave pametnih inštalacij, vključno s težavami, ki so nastajale med razvojem.  
6.1 Prižiganje in ugašanje preprostih porabnikov 
Med najbolj razširjenimi funkcijami pametnih domov je krmiljenje razsvetljave, zato je razvoj blokov 
kode prototipa pametnih inštalacij začet s funkcijo za prižiganje in ugašanje teh oz. za prižiganje in 
ugašanje nezahtevnih porabnikov. Za prižiganje porabnika je treba inicializirati vhod in izhod razvojne 
plošče Arduino UNO, kar je prvi korak v izdelavi zastavljenega projekta. Arduino UNO ima, tako kot 
druga razvojna plošča Arduino MEGA, omenjena v tem magistrskem delu, na digitalnem izhodu 13 
vzporedno priklopljeno LED-diodo (slika 28), ki je uporabljena v tej fazi za testiranje izvajanja 
programa. 
 
Slika 28: LED-dioda na digitalnem izhodu 13 
Za vhod je izbran digitalni vhod št. 2, ker sta vhoda 0 (RX) in 1 (TX) rezervirana za serijsko 
komunikacijo med računalnikom in razvojno ploščico, ki je pozneje uporabljena za lažjo vizualizacijo 
dogajanja v programu in razhroščevanje.  
 
Najprej se deklarira spremenljivka in se ji določi podatkovni tip, v tem primeru predznačeno celo 
število (angl. integer) in ime za poznejše lažje delo. 
 
int tipkaT2 = 2; //številka digitalnega vhoda tipke T2 
int porabnikP13 = 13; //številka digitalnega izhoda porabnika P13 
 
Nato se inicializirata vhod in izhod z ukazom pinMode(). Opis funkcije je naslednji [32]: 
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Sintaksa 
- pinMode(pin, način delovanja) 
Parameter 
- pin: številka pina, ki mu želimo nastaviti način delovanja; 
- način delovanja: definira vhod (INPUT), izhod (OUTPUT) ali vhod z uporom za dvig nivoja 
(INPUT_PULLUP). 
 
Omenjena inicializacija se izvede le enkrat, pred začetkom izvajanja glavnega dela programa v sklopu 
funkcije void setupp(), ko se plošča Arduino vklopi.  
 
pinMode(tipkaT2, INPUT);  //inicializacija vhoda 
pinMode(porabnikP13, OUTPUT); //inicializacija izhoda 
  
V nadaljevanju je napisan program, ki prebere stanje vhoda na podlagi klicanja funkcije digitalRead(). 




- pin: definira številko pina, katerega stanje želimo prebrati 
 
Program ob pritisku tipke invertira trenutno prebrano stanje izhoda. 
 
if ((digitalRead(tipkaT2) == HIGH)){  
digitalWrite(porabnikP13, !(digitalRead(porabnikP13)));  
} 
 
Za nadaljnje testiranje programa je uporabljeno vezje, prikazano na naslednji sliki. 
 
Slika 29: Vezje za prižiganje in ugašanje preprostega porabnika 
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Program je v tej fazi deloval po pričakovanjih, ob pritisku tipke se LED-dioda prižge in ob naslednjem 
pritisku ugasne. Do neželene situacije pa prihaja, ko je pritisnjena tipka, nehote ali namerno, 
zadržana dalj časa. V tem primeru prihaja do zaporednega prižiganja in ugašanja porabnika. Ena od 





Ta rešitev je slaba praksa programiranja, ker se izvajanje programa odvija v omenjeni ponavljalni 
zanki, kar onemogoči nadaljnje izvajanje preostalega dela kode. To pomeni, da je v primeru 
zataknjene tipke onemogočeno upravljanje drugih porabnikov, ki so vezani na isto ploščico. Zaradi 
tega se uvedeta branje in pomnjenje stanja tipke. 
 
int AstanjeT2; //spremenljivka novega stanja tipkeT2 
int BstanjeT2; //spremenljivka novega stanja tipkeT2 
 
Izvede se branje stanja tipke, sledi preverjanje ali se je stanje tipke spremenilo, torej ali je različno od 
predhodno zapisanega stanja. Če je to res, se izvede predhodno opisana funkcija. Po koncu sledi 
pomnjenje novo prebranega stanja. 
 
AstanjeT2 = digitalRead(tipkaT2); 
if (AstanjeT2 != BstanjeT2){   
/** funkcija  **/ 
} 
BstanjeT2 = AstanjeT2; 
6.2 Odprava lebdečega vhoda 
Pri opazovanju izvajanja programa iz točke 6.1 prihaja do samodejnega prižiganja in ugašanja 
porabnika. Predvidoma gre za znan pojav lebdenja signala na vhodu zaradi pomanjkanja referenčne 
točke. Za odpravo težave se vhodu spremeni način delovanja z dodelitvijo 20 kΩ upora za dvig nivoja 
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Za pravilno delovanje se koda preoblikuje tako, da se omenjena funkcija izvede ob prisotnem nizkem 
logičnem stanju na vhodu. 
 
if ((digitalRead(tipkaT2) == LOW)) 
 
Treba je spremeniti povezavo tipke v vezju s potenciala plus na potencial minus, kar je prikazano na 
naslednji sliki. 
 
Slika 30: Vezava tipke na potencial minus 
6.3 Vzpostavitev serijske komunikacije in zaznavanje lebdečega vhoda 
Vzpostavitev serijske komunikacije se izvede zaradi lažjega pregleda izvajanja programa in 
razhroščevanja. Vse razvojne plošče Arduino imajo vsaj ena serijska komunikacijska vrata, ki delujejo 
na logičnem nivoju TTL (5 V ali 3,3 V, odvisno od različice plošče) [35]. Vzpostavitev komunikacije se 
realizira z enkratno inicializacijo na podlagi ukaza begin(). Opis funkcije je naslednji [36]: 
Sintaksa 
- Serial.begin(hitrost); 
- Serial.begin(hitrost, konfiguracija); 
Parametri 
- hitrost: določi hitrost komunikacije v bitih na sekundo (angl. Baud) 
- konfiguracija: nastavi podatkovne, parnostne in končne bite 
 
Za potrditev domneve pojava lebdečega vhoda iz točke 6.1 se izvede meritev na podlagi vhoda 
Arduino in rezultat prikaže na serijskem monitorju, ki je del programske opreme Arduino IDE. Prikaz 
na serijskem monitorju se izvrši z ukazoma print() in println(). Opis funkcije je naslednji [37]: 




- Serial.print(vrednost)/ Serial.println(vrednost) 
- Serial.print(vrednost, oblika)/ Serial.println(vrednost, oblika) 
Parametri 
- vrednost: podatek, ki ga želimo prikazati 
- oblika: definira tip formata vrednosti 
 
Vsaka ploščica Arduino ima določeno število analognih vhodov z desetbitnimi analognimi digitalnimi 
(v nadaljevanju AD) pretvorniki. V primeru Arduino UNO, kjer sta napajalna in posledično tudi 
referenčna napetost enaki 5 V, pretvornik omogoča resolucijo odčitavanja 5 V/1024, kar pomeni 
4,9 mV. Branje stanja analognega vhoda se izvede s klicanjem funkcije analogRead(), ki vrne vrednost 




- pin: poda številko analognega pina za branje 
 
Rezultati, prikazani na naslednji sliki (slika 31), se izmerijo na podlagi naslednjega programa: 
 
for (i = 0; i < 10; i++) {   //10 zaporednih meritev 
x = analogRead(5)*5.0/1024.0; //prilagoditev izpisa 
Serial.println(x);   
delay(1000);      // sekundna zakasnitve 
} 
delay(5000);  // 5 sekundna zakasnitev med 
sklopom meritev 
Serial.println("Nova meritev"); 
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Slika 31: Odčitavanje stanja analognega vhoda 
Prvih deset prikazanih meritev se prikaže ob vklopu plošče UNO, nato se analogni vhod za naslednjih 
deset meritev poveže s petvoltnim napajalnim pinom plošče Arduino. Sledi ozemljitev napajalnega 
pina za ciklus desetih meritev ter naslednjih deset meritev, ko je vhod ponovno nepovezan. S prejšnje 
slike je razvidno spreminjanje rezultatov meritev v fazi, ko vhod ni povezan z določenim nivojem 
napetosti.  
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Z naslednje slike (slika 32) je razvidno, da je v primeru, ko je napajalna napetost 5 V, spodnji prag za 
zaznavanje visokega logičnega stanja približno 2,7 V ter zgornji prag zaznavanja nizkega logičnega 
stanja približno 2,1 V. 
 
ATmega328: Vhodni napetostni prag vhodnih/izhodnih pinov v odvisnosti od 


















ATmega328: Vhodni napetostni prag vhodnih/izhodnih pinov v odvisnosti od 












































Slika 32: Logični nivoji ATmega328 [39] 
Meritev se ponovi pri digitalnem vhodu. Slika 33 prikazuje zaznavanje logičnega nizkega in visokega 
stanja vhoda, čeprav na vhodu ni prisotnega nobenega signala oz. je vhod nepovezan. 
 
for (i = 0; i < 10; i++)  { 
x = digitalRead(tipkaT2);  
Serial.println(x);   
delay(1000);  
} 
delay(5000);   
Serial.println("Nova meritev"); 
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Slika 33: Zaznavanje logičnega nizkega in visokega stanja vhoda 
Rezultati potrjujejo domnevo, da samodejno spreminjanje stanja porabnika povzroča lebdeči vhod. 
6.4 Odpravljanje odskoka tipke 
Pri prižiganju in ugašanju porabnika iz točke 6.1 velikokrat pride do neželenega dvojnega proženja 
mikrokrmilnika. Do tega pojava pride zaradi velike hitrosti, s katero mikrokrmilnik realizira izvajanje 





Tipko spustimo  
Slika 34: Odskok tipke 
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Ob nastanku omenjene situacije se ukaz za prižiganje ali ugašanje dvojno zabeleži in tudi dvojno 
izvede. V opisani funkciji se stanje izhoda negira, zato se tudi to dvakrat izvede in stanje izhoda v 
končni fazi ostane enako kot pred pritiskom tipke za oddajo ukaza. Za izničenje učinka odskoka tipke 
je možna uporaba naslednje preproste funkcije zakasnitve. 
 
Delay(200); //zakasnitev podana v mili sekundah 
 
Zakasnitev povzroči nepotrebno upočasnjevanje izvajanja cikla programa, zato se uporabi druga 
metoda z novima spremenljivkama: 
 
unsigned long CAS1 = 0; // za spremljanje časa pritiska vhoda 
unsigned long ODBOJ = 200; // za preprečevanje odboja vhoda 
 
Uporabi se preprosta rešitev, prikazana v naslednji funkciji, ki primerja čas od zadnjega pritiska tipke. 
Ob pritisku tipke in izvedbi dela programa se vrednost časa, ki ga vrne klic funkcije millis(), zapiše v 
spremenljivko. Millis() je funkcija jezika Arduino, ki ob klicanju vrne vrednost časa v milisekundah. Ta 
se meri od začetka izvajanja programa in se ob vsakem resetiranju oz. ponovnem vklopu ponastavi na 
vrednost 0 [40]. Ob pritisku tipke se v programu primerja čas od predhodne izvedbe omenjenega 
dela programa, in če je ta večji od nastavljenega časovnega praga, se funkcija ponovno izvede. V 
nasprotnem primeru se ukaz zanemari.  
 
if ((digitalRead(tipkaT2) == LOW && millis() - CAS1 > ODBOJ)) { 
/** koda **/ 
CAS1 = millis(); 
} 
 
Pri uvedbi funkcije millis() pa lahko pride do napake v izvajanju programa. Rezultat klicanja funkcije je 
32-bitno ne predznačeno število (angl. unsigned long), kar pomeni, da je največja vrednost 
spremenljivke 4.294.967.296 ms oz. vrednost 4.294.967.295. Po pretečenem času, to je po približno 
49,7 dneva, se števec resetira, kar pa v tem primeru ne bi povzročilo hujših posledic. Ob prvem 
pritisku tipke se porabnik v določenih primerih ne odzove, ob naslednjem pritisku tipke pa se ukaz 
izvrši. Lahko bi prišlo do neželenih posledic, v primeru uporabe funkcije pri kaki pomembnejši 
aplikaciji. Zato se koda dopolni tako, da se ob resetiranju števca spremenljivka CAS1 postavi na 
najvišjo vrednost in tako zagotovi, da se ob naslednjem pritisku ukaz izvrši ne glede na pretekli čas. 
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StevecNovo = millis(); 
if (StevecNovo < StevecStaro){ 
CAS1 = 4294967295; 
} 
StevecStaro = millis(); 
6.5 Pulzno širinsko moduliranje izhodnih signalov 
Funkcija se vpelje zaradi potrebe po natančnejšem krmiljenju porabnikov. Z uporabo funkcije je med 
drugim možno nastavljati svetilnost sijalk in hitrosti vrtenja nekaterih motorjev. Za realizacijo funkcije 
je uporabljena pulzno-širinska modulacija (PŠM), ki omogoča krmiljenje digitalnega signala in s tem 
simulacijo analognega izhoda. Pri tem je nosilna frekvenca digitalnega signala in amplituda 
pravokotnih pulzov konstantna, spreminja se le razmerje časa, ko je signal v periodi prižgan 
(postavljen na nivoju logični 1) in ugasnjen (postavljen na nivo logični 0). Če je nosilna frekvenca 
dovolj visoka, se lahko doseže učinek konstantno nastavljenega analognega izhoda. Princip delovanja 
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Slika 35: Prikaz principa PŠM [41] 
Za PŠM je značilno široko področje uporabe od telekomunikacij do krmiljenja. V tem primeru je ta 
funkcija uporabljena za krmljenje napajanja porabnikov. Programsko se lahko PŠM simulira na 












Prednost take simulacije je nastavitev tako frekvence PŠM kot tudi srednje vrednosti signala. 
Največja pomanjkljivost prikazane metode je, poleg uvajanja nepotrebnih zakasnitev z ukazom 
delay(), tudi nezmožnost predvidevanja določenih dogodkov v izvajanju programa in posledično 
izrazito spreminjanje frekvence PŠM. To še posebej velja v primerih obširnega programa z veliko 
funkcijami [41]. Razvojne ploščice Arduino imajo določeno število digitalnih izhodov, ki podpirajo 
način PŠM. Možna je poenostavljena uporaba te funkcije z uporabo ukaza analogWrite(). Opis 
funkcije je naslednji [42]: 
Sintaksa 
- analogWrite(pin, vrednost) 
- pin: definira številko Izhoda 
- vrednost: določi trajanje pozitivnega signala, kjer je trajanje pozitivnega signala številska 
vrednost od 0 do 255.  
 
Slednje pomeni, da lahko napetost na izhodu razvojne ploščice nastavljamo od 0 do 5 V v 255 
korakih. Pomanjkljivost te funkcije je fiksna nosilna frekvenca PŠM, ki je ni mogoče spremeniti brez 
poseganja v registre mikrokrmilnika, toda za potrebe krmiljenja preprostih elektromotorjev in 
razsvetljave fiksna frekvenca zadostuje. Poleg tega bi se s spreminjanjem notranjih 
časovnikov/števcev mikrokrmilnika lahko poseglo v normalno delovanje ukazov, kot sta delay() in 
millis(). Pri večini razvojnih ploščic Arduino je ta frekvenca na pinih, ki podpirajo PŠM, približno 490 
Hz. Na Arduino UNO in podobnih ploščicah pa je na pinih 5 in 6 frekvenca približno 980 Hz [42]. 
Za potrebe razvoja se izvede povezava, prikazana na naslednji sliki (slika 36). Na izhod številka 12 se 
veže LED-dioda s preduporom, dodatno pa se na vhod 3 priklopi tipka za krmiljenje tega izhoda oz. 
porabnika na njem.  
 
Slika 36: Vezava za koriščenje izhoda PŠM 
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Sledi definicija prej omenjenih vhoda in izhoda. 
 
pinMode(tipkaT3, INPUT_PULLUP); //inicializacija vhoda 
pinMode(porabnikP12, OUTPUT); //inicializacija izhoda 
 
Za potrebe osnovnega upravljanja delovanja porabnika se uporabi program, podoben kot v točki 6.1, 
pri čemer se omenjeni digitalni izhod ugasne ob aktivnem digitalnem izhodu in pritisku tipke. 
 
if(digitalRead(porabnikP12) ==1){ //v primeru prižganega 
porabnika 
analogWrite(porabnikP12, 0); //ugasni porabnik 
} 
 
Pri ugasnjenem izhodu pa se ob pritisku tipke izhod aktivira in prižge porabnika.  
 
if(digitalRead(porabnikP12) == 0){ //v primeru ugasnjenega 
porabnika 
analogWrite(porabnikP12, 255); //prižgi porabnika 
6.5.1 Upravljanje z eno tipko 
 
Osnovna funkcija prižiganja in ugašanja porabnika iz točke 6.5 se nadgradi s funkcijo, ki spreminja 
nivo PŠM po koraku 0.01 v primeru zadržane pritisnjene tipke več kot 2 s. Najprej se doda 
spremenljivka za nastavljanje vrednosti in koraka za spreminjanje PŠM, ki sledita v nadaljevanju. 
 
int PSMjakost = 255; //začetna vrednost PŠM 
int PSMkorak = 5; //korak spremembe PŠM 
 
if (AstanjeT3 == BstanjeT3 && digitalRead(tipkaT3) == 0 && PSM == 1 
&& ((unsigned long)(millis() - CAS2)) > 2000 ){PSMCAS = millis(); 
analogWrite(porabnikP13, PSMjakost); 
PSMjakost = PSMjakost - PSMkorak; 
} 
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Ključno je, da se med držanjem omenjene tipke preostali del kode izvaja nemoteno. Tako se lahko 
med izvajanjem omenjenega dela kode uporabijo tudi drugi vhodi in se funkcije, ki so jim pripisane, 
ravno tako izvršijo. 
 
Ko napetost na izhodu doseže 0 V, se spremenljivki »korak« spremeni predznak. Nastavitev PŠM 
poteka od 0 do 255, nato se predznak ponovno obrne. 
 
if (PSMjakost >= 255){ //v kolikor korak doseže končno točko - 
negiraj korak 
PSMjakost = 255; 
PSMkorak = -PSMkorak; 
} 
if (PSMjakost <= 0){  //v kolikor korak doseže končno točko - 
negiraj korak 
PSMjakost = 0; 
PSMkorak = -PSMkorak; 
} 
6.5.2 Upravljanje s tremi tipkami 
Prednost uporabe izhoda PŠM, prikazanega v točki 6.5.1, je poraba samo enega vhoda krmilnika, kar 
je lahko pri večjih aplikacijah in pri krmilnikih z omejenim številom vhodov/izhodov zelo pomembno. 
Slabost omenjenega načina pa je nenatančno nastavljanje stopnje regulacije. Če aplikacija ne vsebuje 
prikazovalnika stopnje PŠM regulacije, poteka nastavljanje po občutku, kar je sprejemljivo za 
preproste porabnike, kot je na primer razsvetljava. V primeru zahtevnejšega porabnika, ko je treba 
krmiljenje izvajati natančneje, se uporabi sistem za upravljanje izhodov PŠM s tremi tipkami. Vezava 
tipk je identična kot v predhodnih primerih, le da se tipke vežejo na tri druge vhode. Z namenom 
izognitve težavam iz točke 6.3, ki jih lahko povzroči ukaz digitalRead() pri vmesnih stanjih, se za 
potrebo predstavljenega primera uporabi nova funkcija pulseIn(). Omenjena funkcija meri trajanje 
pulza in ob klicanju vrne vrednost trajanja merjenega pulza v µs. Opis funkcije je naslednji [43]: 
Sintaksa 
- pulseIn (pin, vrednost) 
- pulse (pin, vrednost, premor) 
Parametri 
- pin: številka vhoda, na katerem želimo meriti trajanje pulza 
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- vrednost: tip pulza, katerega želimo meriti trajanje (logična 1 ali logična 0) 
- premor: določen čas v mikrosekundah, kolikor funkcija počaka, da se pulz zaključi; če se pulz 
ne zaključi, funkcija vrne rezultat 0; privzeto je ta čas nastavljen na 1 s  
 
Za klasično prižiganje in ugašanje porabnika se uporabi ena tipka, ki porabnika postavi na 0 oz. na 100 
odstotkov. V tem primeru se program izvaja podobno kot predhodni. 
 
if(pulseIn(porabnikP11, HIGH) > 0) {  
PSM3jakost = 0; 
} 
else { 




Težava se pojavi v obeh končnih stanjih, ker je funkcija za nivo logične 1 in logične 0 vračala rezultat 0 
kot vrednost trajanja pulza. Za to se definirata obe omenjeni stanji. 
 
if(pulseIn(porabnikP11, HIGH) == 0 && digitalRead(porabnikP11) == 
1){  
PSM3jakost = 0; 
} 
if(pulseIn(porabnikP11, HIGH) == 0 && digitalRead(porabnikP11) == 
0){ 
PSM3jakost = 255; 
} 
 
Dodatna težava se pojavi s premorom ob prehodu na prej omenjeni stanji. Za skrajšanje časa trajanja 
privzetega premora (1 s) se najdaljši možen čas trajanja enega pulza preračuna [43]. Kot privzeta 
frekvenca PŠM se uporabi podatek iz točke 6.5, to je 490 Hz, kar znaša približno 2000 µs. Če je 
nastavljeno proženje meritve ob prehodu z logične 0 na logično 1 in se klicanje funkcije izvede v 
trenutku po prehodu pulza na logično 1, se ta perioda podaljša za faktor 2. Za skrajne primere se 
privzame dodatnih deset odstotkov rezerve in se čakalni čas nastavi na 4500 µs ter tako zagotovi, da 
se izvede pravilna meritev širine pulza ne glede na pogoj [44]. 
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If (pulseIn (porabnikP11, HIGH, 4500) 
 
Za izvedbo regulacije na podlagi PŠM se eni od omenjenih tipk dodeli vloga za povečanje širine 
trajanja pulza. Način izvedbe je naslednji: 
 
PSM3jakost = PSM3jakost + PSM3korak; 
if (PSM3jakost >= 255){ 
PSM3jakost = 255; // v kolikor korak doseže končno točko 
postavi jakost na 255 
} 
analogWrite (porabnikP11, PSM3jakost); 
 
Drugi tipki se dodeli funkcija za zmanjšanje širine trajanja pulza. Način izvedbe je naslednji: 
 
PSM3jakost = PSM3jakost - PSM3korak; 
if (PSM3jakost <= 0){ 
PSM3jakost = 0; //v kolikor korak doseže končno točko postavi 





S tem se doseže, da je mogoče porabnika, ne glede na to, ali je ta ugasnjen ali ne, po korakih voditi 
od enega logičnega nivoja do drugega in nasprotno. Ta način omogoča tudi mehak zagon, če je treba. 
6.6 Optimiziranje programa za večje število vhodov 
V tej fazi razvoja se reprogramira dozdajšnja koda zaradi preglednosti in večje fleksibilnosti programa 
v smislu lažjega dodajanja večjega števila enakih porabnikov. Zaradi smeri razvoja aplikacije število 
vhodov in izhodov, ki jih ponuja razvojna plošča Arduino UNO, ne zadostuje. Zaradi tega se v 
nadaljnjem razvoju dozdajšnja koda prenese in prilagodi na razvojno ploščico Arduino MEGA 2560. 
 
Za lažjo manipulacijo s programom ob večanju števila vrstic kode se vpeljejo lastne funkcije. Te 
omogočajo zapis ponavljajočih se procesov oz. delov kode v programu na eno mesto, kar omogoča 
lažje popravljanje oz. nadgrajevanje. V tem primeru je mogoče popravke funkcije opraviti na eni 
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lokaciji, s čimer se zmanjša možnost vnosa napake. Dodatna prednost je tudi varčevanje s 
pomnilnikom mikrokrmilnika, saj se vsebina funkcije zapiše na enem mestu, od koder se, če je treba, 
kliče [45]. Končna oblika primera iz točke 6.1 se preoblikuje v lastno funkcijo »DIzh«, pri čemer se 
dodata spremenljivki a in b. Spremenljivka a predstavlja številko tipke in b številko porabnika. Oblika 
preoblikovane funkcije je naslednja: 
 
int DIzh (int a, int b){ // lastna funkcija DIzh 
    digitalWrite (b, !(digitalRead (b)));    
    CAS1[a] = millis(); 
} 
 
Vse dodatne funkcije so postavljene zunaj obeh glavnih zank void setup() in void loop(), znotraj 






Ob želeni povratni informaciji po končanem izvajanju funkcije se uporabi ukaz vrni (angl. return) in 
dodeli spremenljivko, ki poda zahtevani podatek. 
 
Za večjo preglednost se program razdeli v datoteke z glavo (angl. Header file's). Nova datoteka se 
izdela z novim zavihkom v razvojnem okolju Arduino IDE. Začetek imena zavihka se začne z void, 
sledita ime in končnica .h brez presledkov. Za uporabo datoteke s končnico .h se ta predhodno uvrsti 




Predhodni primeri se v tej točki ločijo v šest datotek, kot je razvidno na sliki 37. Primeri iz točk 6.5.1 in 
0 se na podlagi množic, podobno kot funkcija voidDIzh(), razširijo in optimizirajo za lažjo uporabo 
večjega števila tovrstnih porabnikov. 




Slika 37: Funkcije, razdeljene v datoteke z glavo 
6.7  Uporaba knjižnic ter merjenje vlage in temperature 
Med največjimi prednostmi razvojne platforme Arduino sta velika razširjenost med razvijalci in velik 
nabor odprtokodnih knjižnic, ki so jih izdelali uporabniki in proizvajalci elektronskih elementov. 
Knjižnice močno skrajšajo čas razvoja določenih aplikacij. Če se ne uporabi knjižnica senzorja DHT11 
za meritev vlažnosti in temperature, je treba izvesti zajemanje protokola in interpretiranje poslanih 
podatkov, opisanih v točki 5.5. Ob uporabi knjižnice je izvajanje omenjenih meritev olajšano, kar je 
razvidno iz v nadaljevanju prikazanega primera. Določeno število knjižnic je integriranih v Arduino IDE 
ob inštalaciji razvojnega okolja. Uvoz dodatnih knjižnic se lahko izvede na tri načine. Prvi način je na 
podlagi Knjižničnega upravljalnika, ki se izbere pod zavihkom Skica (angl. Sketch)  Vključi knjižnico 
(angl. Include Library), opcija Upravljanje s knjižnicami, kar je razvidno s slike 38. Drugi način je na 
podlagi možnosti Dodaj knjižnico .ZIP, če je pridobljena v navedeni obliki, in tretji način je ročni 
postopek dodajanja, pri katerem se datoteke knjižnic vstavijo v direktorij knjižnic (angl. libraries) [46]. 
 
Slika 38: Dodajanje knjižnice 
 
V primeru prvega načina se pojavi okno Knjižnični upravljalnik. V tem primeru se doda prej omenjena 
knjižnica za delo s senzorjem temperature in vlage DHT11. Ta del koraka prikazuje naslednja slika. 
 
Slika 39: Knjižnica DHT 
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Ob uspešni inštalaciji knjižnice se v direktoriju knjižnice doda mapa uvožene knjižnice, ki vsebuje vsaj 
dve datoteki s končnicama .h in .cpp. Slednja se imenuje datoteka »source«. Datoteka z glavo vsebuje 
razrede, v katerih so definirane javne ali zasebne funkcije in spremenljivke za uporabo knjižnice. 
Zasebne elemente je možno uporabljati znotraj razreda, dostop do javnih elementov pa je 
uporabniku knjižnice omogočen iz njegove kode [46]. 
 
Po uspešni namestitvi knjižnice se pred uporabo v programu ta vključi v kodo. Dodajanje knjižnice se 
izvede z naslednjim ukazom: 
 
#include <dht.h> //DHT senzor vlage in temperature 
 
Dodatno je treba inicializirati senzor in mu določiti primer, kot je razvidno v nadaljevanju. 
 
dht DHT;  //inicializacija senzorja vlage in temperature 
 
Vhodni pin za odčitavanje podatkov se definira na naslednji način: 
 
#define DHT11_PIN 8 //definiranje pina 8 za senzor vlage in 
temperature 
 
V tem primeru ni treba inicializirati vhoda na pinu 8, ker se ta funkcija izvede znotraj knjižnice. Pred 
začetkom meritev se preveri status senzorja, ki lahko vključuje naslednja stanja [47]: 
- 0: senzor deluje normalno 
- -1: napaka v prenosu 
- -2: napaka premora 
- privzeto 
 
Če senzor deluje normalno, se izvede prikaz izmerjenih temperature in vlage (slika 40). 
 
preveri = DHT.read11(DHT11_PIN); 
if (preveri == 0){ 
Serial.print("Temperatura = "); 
Serial.print(DHT.temperature); 
Serial.println(" °C"); 
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Slika 40: Prikaz izmerjenih temperature in vlage 
6.8 Dodajanje ščita in povezava z internetom 
Med cilji magistrskega dela sta izdelava daljinskega vodenja in nadzora porabnikov ter prikaz 
določenih merjenih vrednosti, kot sta temperatura in vlaga. Za realizacijo tega dela se razvojnim 
ploščam Arduino omogoči povezava z internetom. Tu se prvič v razvoju uporabi ščit imenovan 
ethernet ščit. 
 
Ščiti so razširitvene ploščice, ki omogočajo dodatne funkcionalnosti razvojnim ploščam, kot sta UNO 
in MEGA 2560. Razpored pinov je tak, da se ujema s podprtimi razvojnimi ploščami in omogoča 
zlaganje večjega števila ščitov drugega na drugega, brez potrebe po dodatnih povezavah. Kopičenje 
ščitov je prikazano na naslednji sliki. 
 
Slika 41: Dodajanje funkcionalnosti s kopičenjem ščitov 
Vsak dodani ščit potrebuje za delovanje določene pine, ki so rezervirani v pripadajočih knjižnicah. 
Dodani ščit ethernet ima rezervirane pine št. 10, 11, 12 in 13 za komunikacijo s ploščico Arduino. Ker 
so v dozdajšnjem delu omenjeni pini že uporabljeni, se porabniki premaknejo na proste pine. Druga 
IZDELAVA OSNOVNIH BLOKOV KODE 
44 
možnost bi bila sprememba pinov v dotični knjižnici ščita, vendar gre za široko uporabljano knjižnico. 
Iz teh razlogov se uporabi prva navedena možnost, ki omogoča prenosnost kode. 
 
Za preizkus delovanja ščita se vzame primer kode WebClient, ki je s knjižnico ethernet priložen kot 
primer delovanja v razvojnem okolju Arduino IDE. Primeri delovanja, ki so priloženi s knjižnico 
ethernet, so prikazani v nadaljevanju. 
 
Slika 42: Primer kode WebClient 
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6.9 Komunikacija UDP med odjemalnikom in strežnikom 
Za delovanje komunikacije med razvojnimi ploščami Arduino (odjemalniki) in strežnikom, izdelanim v 
programu LabVIEW, se uvede protokol UDP. Čeprav je možna izvedba z dinamičnim IP-naslovom, je 
prvi korak pridobitev statičnega IP-naslova pri omrežnem ponudniku. Kadar strežnik ni v istem 
lokalnem omrežju kot odjemalniki, je treba na podlagi usmerjevalnika določiti dodeljevanje lokalnih 
IP-naslovov na osnovi naslova MAC (angl. Media Access Control). Sledi posredovanje vrat prek 
požarnega zidu usmerjevalnika za komunikacijo UDP. Ta korak ni potreben, če so globalni statični IP-
naslovi odjemalnikov in strežnika ločeni. 
6.9.1 Pošiljanje informacij Arduino UDP  
Omogočanje komunikacije UDP se začne z vključevanjem knjižnic v kodo na naslednji način:  
 
#include <Ethernet.h>  //Potrebna za delovanje Ethernet ščita 
#include <EthernetUdp.h> //UDP knjižnica od: 
bjoern@cs.stanford.edu 12/30/2008, 
potrebna za delovanje komunikacije UDP  
 
Sledita prikaz dodelitve naslova MAC ščitu in definiranje IP-naslova strežnika, s katerim se vzpostavi 
komunikacija. 
 
byte mac[] = {0xXX,0xXX,0xXX,0xXX,0xXX,0xXX}; //dodelitev MAC 
naslova ščitu 
IPAddress server(XXX,XXX,XXX,XXX); //IP naslov strežnika 
 
Nato se definirajo spremenljivki za vrata odjemalnika in strežnika, spremenljivka za branje 
medpomnilnika komunikacije UDP, ki se dimenzionira na največjo možno vrednost sprejetega paketa, 
ter spremenljivki za shranjevanje poslanih in sprejetih paketov informacij. Naštete spremenljivke so 
prikazane v nadaljevanju. 
 
unsigned int ArduinoPort = XXXXX; // vrata na katerem Arduino 
pričakuje komunikacijo UDP  
unsigned int StreznikPort = XXXXX; // vrata na katerem strežnik 
pričakuje komunikacijo UDP  
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char packetBuffer[UDP_TX_PACKET_MAX_SIZE]; // medpomnilnik za 
hranjenje vstopajočega 
paketa  
String PAKET; // spremenljivka za branje medpomnilnika sprejema 
String ODGOVOR; // spremenljivka za pošiljanje podatkov strežniku 
 
Sledi prikaz načina delovanja pošiljanja informacij o stanju porabnikov, opisanih v točki 6.1., katerega 
koda je optimizirana v točki 6.6.  
 
void DIzh(int a, int b){ 
digitalWrite(b, !(digitalRead(b))); // negiranje trenutnega 
stanja izhoda 
     CAS1[a] = millis(); 
ODGOVOR = ("");                       // zbriše stare podatke 
     Udp.beginPacket(server, ServerPort); // začne UDP komunikacijo 
ODGOVOR = ("0000") //povemo, za katero  
Arduino ploščico gre 
    ODGOVOR = ("P");                      
ODGOVOR += (b);                       // številka izhod 
ODGOVOR += digitalRead(b);           // stanje izhoda 
Udp.print(ODGOVOR);                   
Udp.endPacket(); //konča komunikacijo UDP 
in pošlje podatke 
} 
 
S klicem funkcije Udp.beginPacket() se inicializira paket za pošiljanje, nato se sestavi podatek, ukaz 
Udp.endPacket() pa pošlje ta podatek in zapre povezavo. 
6.9.2 Sprejem podatkov LabVIEW UDP 
 
Izdelava sistema SCADA v programu LabVIEW se začne z odprtjem novega projekta ter dodajanjem 
novega VI omenjenemu projektu.  




Slika 43: Začetek sistema SCADA 
Program za sprejem podatkov UDP v strežniku se izdela v blokovnem diagramu, ki je prikazan na sliki 
44. Odpiranje komunikacije UDP omogoča VI Odpri UDP, ki mu je treba dodeliti vrata, na katerih 
lahko pričakuje vhodne podatke. Nato se v zanki while izvedeta branje podatkov in prikazovanje na 
čelni plošči programa. Po koncu izvajanja zanke while se zaključi komunikacija UDP z VI Zapri UDP. 
  
Slika 44: Sprejem podatkov UDP  
Pritisk fizične tipke pokliče funkcijo DIzh(), ki se prilagodi za pošiljanje podatkov strežniku na podlagi 
komunikacije UDP. Rezultat je viden podatek na čelni plošči programa, prikazan na naslednji sliki. 
 
Slika 45. Prikaz sprejetih podatkov na čelni plošči 
6.9.3 Pošiljanje podatkov UDP v programskem okolju LabVIEW  
Po uspešnem sprejemu podatkov se izdela koda za pošiljanje podatkov ploščici Arduino oz. 
odjemalniku. Osnovni del kode je podoben kodi za sprejem podatkov UDP iz točke 6.9.2, zamenja se 
le VI Branje UDP z modulom Pošiljanje UDP. Za proženje pošiljanja podatkov se določi tipka T33 in 
doda strukturni stavek, ki ob spremembi stanja tipke izvede omenjeno funkcijo. Testno se določi 
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pošiljanje znamenitega stavka Pozdravljen, Svet! (angl. Hello, World!), s čimer se ponazarja rezultat 
delovanja preprostega programa z uporabo določenega programskega jezika. Testna oblika kode je 
prikazana na naslednji sliki. 
  
Slika 46: Pošiljanje stavka Pozdravljen, Svet! 
Strukturnemu stavku se doda zaznavanje dogodka pritiska tipke T32, pri čemer program pošlje ime 
porabnika, ki ga ploščica Arduino upravlja z istoimensko fizično tipko (slika 47). Preostali del izvrši 
koda, zapisana na ploščici Arduino. 
  
Slika 47: Proženje porabnika P43 
6.9.4 Sprejem podatkov UDP Arduino in prikaz povratnih informacij stanja porabnikov v 
sistemu SCADA 
Za sprejem podatka na podlagi komunikacije UDP se v programu najprej izvede preverjanje 
prisotnosti podatkov na predhodno določenih sprejemnih vratih ploščice Arduino. Prisotnost paketa 
se preveri s funkcijo parsePacket(), ki vrne velikost prejetega paketa. Če je paket prisoten, se izvedeta 
branje in izpis paketa na serijskem monitorju. Postopek je naslednji. 
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VelikostPaketa = Udp.parsePacket(); 
if (VelikostPaketa){ //preveri prisotnost UDP paketa 
Udp.read(packetBuffer, UDP_TX_PACKET_MAX_SIZE); //branje paketa 




Rezultat testnega pošiljanja iz točke 6.9.3 je prikazan na naslednji sliki. 
 
Slika 48: Rezultat sprejema testnega pošiljanja iz točke 6.9.3 
Za proženje digitalnih izhodov se doda dešifriranje poslanih podatkov na naslednji način:  
 






Program ponovno izkoristi predhodno zapisano funkcijo DIzh(), pri čemer negira trenutno stanje 
izhoda in pošlje povratno informacijo sistemu SCADA. Za tolmačenje poslanih podatkov se nadgradi 
koda v programu LabVIEW. Poslana informacija je podatkovnega tipa String in se pretvori v številsko 
vrednost. Zaradi uporabljenega logičnega Boolovega tipa indikatorja je treba izvesti dodatne 
pretvorbe za prikaz delovanja porabnika na čelni plošči. Nadgradnja je prikazana na naslednji sliki. 
 
Slika 49: Pretvorba in tolmačenje poslanih podatkov 
IZDELAVA OSNOVNIH BLOKOV KODE 
50 
Za lažji prikaz delovanja celote se v nadaljevanju namesto tipke uporabi stikalo. Stikalu se v 
razvojnem okolju LabVIEW definira mehanska lastnost preklopi ob pritisku (slika 50), ki se v 
kombinaciji s funkcijo proženja ob spremembi dogodka stikala odraža kot enkraten pritisk tipke. 
 
Slika 50: Mehanska lastnost stikala 
Na sliki 51 je prikaz delovanja celotnega programa, opisanega v razdelkih točke 6.9. Na začetku je 
izhod krmilnika neaktiven. Sledita proženje izhoda s fizično tipko na ploščici Arduino in pošiljanje 
stanja izhoda na GUI. Nato se s stikalom na GUI, ki krmili porabnika, odda komanda po spremembi 
stanja oz. deaktivacija tega. Po sprejemu ukaza se izvede manipulacija izhoda na ploščici Arduino. 
Podatek se pošlje sistemu SCADA in prikaže se sprejeto stanje porabnika. Za demonstracijo vseh 
možnih kombinacij se s stikalom na GUI odda ukaz za prižig porabnika, za tem pa s tipko Arduino 
ponovno deaktivira izhod. 
 
Slika 51: Prikaz delovanja celotnega sprejema in oddaje komunikacije UDP 
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6.9.5 Prenos in prikaz primerov s PŠM na podlagi komunikacije UDP 
Koda ploščice Arduino iz točke 6.5.1 se predela za potrebe pošiljanja točnega stanja porabnika na 
GUI. Ob dodajanju prenosa UDP funkciji voidPSM() se pokaže, da zaradi trajanja prenosa podatkov 
prihaja do nepravilnega delovanja aplikacije. Zato se funkciji doda nov kriterij za omejevanje 
frekvence izvajanja funkcije, ki je prikazan v nadaljevanju. 
 
((unsigned long)(millis() - CASPSM[tipkaT33])) > 50) 
 
Dodatno se pojavi težava pri prikazovanju stanja delovanja porabnika zaradi omejitve funkcije 
digitalRead(), omenjene v točki 0. Namesto prikaza rezultata omenjene funkcije se za prikaz stanja 
delovanja porabnika določi pošiljanje podatka PSMjakost. V nadaljevanju sledi omenjeni del kode. 
 
ODGOVOR = (""); //izbriše stare podatke 
Udp.beginPacket(server, StreznikVrata); //začne povezavo UDP  
ODGOVOR = ("0000"); //povemo, za kateri Arduino gre 
ODGOVOR += ("P"); //povemo, da gre za izhod 
if (b < 10){ 
ODGOVOR += ("0"); 
} 
ODGOVOR += (b);   //povemo kateri izhod 
if (PSMjakost[b] == 0){ //za potrebe indikacije delovanja 
ODGOVOR += ("0"); 
} 
else if (PSMjakost[b] > 0){ 
ODGOVOR += ("1"); 
} 
ODGOVOR += PSMjakost[b]; 
Udp.print(ODGOVOR);                
Udp.endPacket();  //konča povezavo UDP in pošlje podatke 
 
Sprejemni del kode, realiziran v programu LabVIEW, je prikazan na sliki 52. Zaradi izgube podatkov ob 
prenosu številk z decimalno vejico oz. piko se podatki o stanju delovanja porabnika pretvorijo v kodi 
LabVIEW. 
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Slika 52: Sprejem stopnje PŠM porabnika 
Koda za nastavitev stopnje PŠM na podlagi GUI je prikazana na naslednji sliki. 
 
Slika 53: Oddaja komande za stopnjo PŠM 
 
Zaradi izognitve prenosu številk z decimalno vejico ali piko se pretvorba podatkov po sprejemu izvede 
na ploščici Arduino na naslednji način: 
 
if (PAKET[0] == 'P' && PAKET[1] == '0' && PAKET[2] == '2') { 
PODATKI = PAKET[3], PODATKI += PAKET[4], PODATKI += PAKET[5]; 
a=tipkaT32; 
b=porabnikP2; 




Funkcija PŠM se izvaja po istem principu kot predhodno opisan primer proženja in ugašanja 
preprostih porabnikov. Če je ukaz za manipulacijo oddan s fizičnimi tipkami, se ta izvede in 
informacija se pošlje sistemu SCADA. V primeru proženja komande na podlagi GUI se koda pošlje 
ploščici Arduino, kjer se izvede manipulacija porabnika in se vrne povratna informacija za prikaz v 
sistemu SCADA. 
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6.9.6 Prikaz temperature in relativne vlažnosti na GUI na podlagi komunikacije UDP 
V točki 6.7 sta predstavljena zajem meritve temperature in vlažnosti ter prikaz omenjenih vrednosti 
na serijskem monitorju. Sledita pošiljanje istih podatkov in njihov prikaz na GUI. Za potrebe pošiljanja 
omenjenih podatkov je treba kodo na ploščici Arduino nadgraditi na naslednji način: 
 
Udp.beginPacket(server, StreznikVrata); 
Udp.print("SVT1"); // povemo, da gre za Senzor 
Vlažnosti in Temperature 
Udp.print(DHT.temperature); // pošljemo podatek temperature 
Udp.print(DHT.humidity);  // pošljemo podatek vlažnosti 
Udp.endPacket(); 
 
Sprejemni del kode sistema SCADA je prikazan na naslednji sliki. 
 
Slika 54: Sprejem podatkov o temperaturi in relativni vlažnosti 
Vizualizacija podatkov na GUI je prikazana na naslednji sliki. 
 
Slika 55: Prikaz temperature in vlažnosti na GUI 
6.10 Beleženje meritev v sistemu SCADA 
V tej točki je dodana možnost beleženja meritev v sistemu SCADA, ki omogoča vodenje statistike 
želenih vrednosti, kot so na primer povprečna vlažnost v prostoru, najnižja in najvišja temperatura 
okolice ali prostora in poraba energije. 
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Zapis meritev, izvedenih na ploščici Arduino, se izdela v datoteki Excel CSV (angl. Comma Separated 
Value), ki ni optimalna vrsta datoteke za beleženje meritev, je pa zelo razširjena, pregledna in 
preprosta za nadaljnjo obdelavo podatkov na strani uporabnika. Primernejši sta datoteka LabVIEW 
TDMS (angl. Technical Data Management Streamin), ki je namensko izdelana za beleženje meritev, in 
binarna datoteka .  
 
Shranjevanje podatkov v datoteke v Excelu se preprosto realizira v programu LabVIEW. Dodan je del 
kode, ki ob prekoračitvi meje 65.001 vrstic zapre Excelovo datoteko, izdela novo datoteko in podatke 
zapiše vanjo. 
 
Na čelni plošči se uporabniku omogoči določanje mesta shranjevanja in imena datoteke meritev, kot 
je razvidno na naslednji sliki.  
 
 
Slika 56: Vnos poti mesta shranjevanja in določanje imena datoteke 
Po zagonu programa se ob prvi sprejeti meritvi temperature in relativne vlažnosti izdela datoteka z 
imenom, sestavljenim iz uporabniško definiranega imena (v tem primeru Test), ter dodanim 
časovnim žigom in s končnico .csv. Podatek imena datoteke se shrani v pomični register, ki je dodan 
zanki while, za potrebe shranjevanja in ponovne uporabe podatka ob zaključku cikla zanke. Izvede se 
shranjevanje dolžine prvotno definiranega imena datoteke za nadaljnjo uporabo. Del opisanega 
programa je prikazan na naslednji sliki. 
 
Slika 57: Določanje imena datoteke za shranjevanje meritev 
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Vzporedno se inicializira matrika v funkciji medpomnilnika s 65.001 vrsticami, kolikor je omejitev 
posameznega lista v Excelu. Nato se določi videz glave tabele z imeni stolpcev in se kot podmatrika 
vstavi v predhodno izdelano matriko. Ti podatki se vstavijo v nov pomični register za nadaljnjo 
uporabo. Dolžina podatkov, zapisanih v glavi, se shrani v ločen pomični register, da ne pride do 
prepisa podatkov ob zapisu meritev. Opisani del programa je prikazan na naslednji sliki. 
 
Slika 58: Oblikovanje videza glave tabele za beleženje meritev 
Po sprejemu veljavne meritve se ta skupaj s trenutnim časom shrani v omenjeno datoteko. Dolžini 
podatkov iz medpomnilnika se prišteje nova zapisana vrednost dolžine podatkov v pomični register, 
ki ob vsakem novem zapisu zamakne mesto vpisa podmatrike. Če mejna številka 65.001 ni presežena, 
proces zapisovanja poteka nemoteno (slika 59).  
 
Slika 59: Zapis sprejetih podatkov meritev 
V primeru presežene mejne vrednosti števila Excelovih vrstic se izvede izdelovanje nove datoteke s 
predhodno uporabniško definiranim korenom imena (v tem primeru Test) ter z dodano trenutno 
časovno zanko, v katero se shranjujejo nadaljnje meritve. Koda je prikazana na naslednji sliki. 
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Slika 60: Izdelovanje nove datoteke v primeru presežene mejne vrednosti dovoljenega števila 
zapisanih vrstic 
Omogočanje oz. onemogočanje beleženja se realizira s stikalom na GUI in z dodatno zanko v 
blokovnem diagramu, ki prve štiri znake prejetega podatka pusti nespremenjene, če je stikalo 
postavljeno na pogoj za zapis meritev (slika 61).  
 
Slika 61: Omogočeno beleženje meritev 
V primeru postavitve stikala v pozicijo onemogočanja zapisa zanka spremeni podatke in onemogoči 
zapis meritve (slika 62). 
 
Slika 62: Onemogočeno beleženje meritev 
6.11 Meritev osvetljenosti in sorazmerno krmiljenje svetlobnega vira 
V nadaljevanju se meritev osvetljenosti uporabi za avtomatiziranje delovanja določenih svetlobnih 
virov. Zaznavanje osvetljenosti se izvede z uporabo fotoupora, kot je omenjeno v razdelku 5.6. S 
fizično tipko ali z GUI se nastavi prag osvetljenosti, pri katerem se začne prižigati svetlobni vir. Vezava 
elementov je razvidna z naslednje slike. 




Slika 63: Vezava elementov za avtomatizacijo svetilnosti svetlobnega vira 
Delovanje avtomatike se aktivira z nastavitvijo praga. Ob pritisku tipke se izvede v nadaljevanju 
opisan program, ki se začne z branjem analogne vrednosti vhoda, na katerega je vezan fotoupor. 
Nato se meritev pretvori v vrednost, primerno za poznejši prikaz uporabniku, ki je v tem primeru med 
0 in 100. Sledi klicanje lastne funkcije SSr(), ki sistemu SCADA pošlje vrednost nastavljenega praga.  
 
a = analog5; 
pragS[a] = map(analogRead(analog5),0,1000,0,100);//pretvorba meritve 
b = pragS[a]; 
SSr(a,b);  
 
Po nastavitvi praga se začnejo izvajati meritve osvetljenosti v funkciji SSm(), izmerjene vrednosti pa 
se shranjujejo v matriki. Vzorci se za omenjeni primer omejijo na deset meritev, kot je prikazano v 
nadaljevanju. 
 
vzorecSS[a][i[a]] = map(analogRead(a),0,1000,0,100);  
i[a] ++; 
CASS = millis(); 
if (i[a] == 10){ //številno meritev 10 
i[a] = 0; 
j = sizeof(vzorecSS[a])/2; 
for(n=0; n<j;n++){ 
svetilnost[a] += vzorecSS[a][n]; 
} 
svetilnost[a] = svetilnost[a]/n; //povprečna vrednost 
} 
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Po opravljenih desetih meritvah se izračuna povprečna vrednost meritev, ki se primerja z nastavljeno 
vrednostjo praga osvetljenosti. Če je ta nižja od nastavljene, se aktivira svetlobni vir. Korak krmiljenja 
svetilnosti vira se samodejno prilagaja nastavljeni vrednosti praga s funkcijo map(), katere rezultat je 
pretvorjena vrednost. Opis funkcije je naslednji: 
Sintaksa 
- map(vrednost, od spodnje meje, od zgornje meje, do spodnje meje, do zgornje meje) 
Parametri 
- od spodnje meje: stara spodnja meja obsega vrednosti 
- od zgornje meje: stara zgornja meja obsega vrednosti 
- do spodnje meje: nova spodnja meja obsega vrednosti 
- do zgornje meje: nova zgornja meja obsega vrednosti 
 
V naslednjem delu kode se z uporabo izhoda PŠM sorazmerno spreminja svetilnost vira v primerjavi z 
osvetljenostjo fotoupora. 
 
svetilnost[a] = map(svetilnost[a],0,pragS[a],255,0);  
analogWrite(b, svetilnost[a]); 
 
Po nastavljeni svetilnosti svetlobnega vira se podatek pošlje sistemu SCADA in matrika se za potrebe 
shranjevanja novih meritev izbriše z uporabo funkcije memset(). 
 
memset(vzorecSS[a],0,sizeof(vzorecSS[a])); //izbris matrike meritev 
svetilnost[a]= 0; 
 
Prag svetilnosti je možno natančneje nastaviti z GUI. Tu se določi prag, ki se nato pošlje ploščici 
Arduino za obdelavo. Ob pravilnem sprejetju podatkov se izvede klic funkcije SSr(), ki zapiše nivo 
praga in pošlje potrditev nastavitve sistemu SCADA. Potek je prikazan v nadaljevanju. 
 
if (PAKET[0] == 'S' && PAKET[1] == 'r' && PAKET[2] == '5') { 
PODATKI = PAKET[3], PODATKI += PAKET[4],PODATKI += PAKET[5]; 
int a=5,b=PODATKI.toInt(); 
SSr(a,b); 
pragS[a] = b; 
} 
IZDELAVA OSNOVNIH BLOKOV KODE 
59 
 
Na naslednji sliki je prikazan videz dela GUI za prikaz svetilnosti in nastavitev praga osvetljenosti. 
 
Slika 64: Prikaz svetilnosti vira in praga osvetljenosti na GUI 
6.12 Mobilni nadzor in krmiljenje 
Popolna rešitev pametnega doma zahteva možnost mobilnega nadzora in krmiljenja, ki se realizira z 
mobilno aplikacijo LabVIEW Data Dashboard. Možna sta dva načina delovanja, ki sta opisana v točki 
4.4. Izbran je način delovanja s skupnimi spremenljivkami. Izvedba tega je možna po predhodnem 





Dodati je treba tudi posredovanje naslednjih vrat v usmerjevalniku [49]: 
- vrat UDP 2343 (privzeto), 
- vrat UDP 6000-6010 (privzeto), 
- vrat TCP 59110 in naprej (ena vrata za vsako aplikacijo, ki se izvaja v strežniku). 
 
Manipulacija dela kode iz točke 6.6 (prižiganje in ugašanje preprostih porabnikov) se izvede na 
podlagi v projektu izdelanih novih spremenljivk. Ob deklaraciji spremenljivk se jim določijo funkcija, 
omrežno objavljene spremenljivke in podatkovni tip. Za sprejem indikacije o delovanju porabnika v 
mobilni napravi se spremenljivka veže vzporedno k indikaciji v sistem SCADA, kot je prikazano na 
naslednji sliki. 
 
Slika 65: Skupna spremenljivka za indikacijo delovanja porabnika 
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Oddajanje ukaza s tipko T32 se omogoči na podlagi možnosti Property Node, imenovane 
Vrednost(Signalizacije), s katero se izvede funkcija programskega proženja oz. simulacije fizične 
manipulacije omenjene tipke. Property Node omogoča programsko branje in pisanje lastnosti 
elementov čelne plošče [50]. Koda v dozdajšnjem projektu temelji na uporabi tipk, ki jih Data 
Dashboard ne podpira, omogoča pa uporabo stikal za oddajo ukazov. Izdelana rešitev omenjenega 
problema temelji na pomičnih registrih (slika 66), ki pomnijo stanje stikala in v primeru spremembe 
tega program simulira pritisk tipke. Brez uporabe pomičnih registrov in primerjave stanja bi ob 
vsakem osveževanju istega aktivnega stanja stikala prišlo do spremembe stanja porabnika. 
 
Slika 66: Sprejem ukaza in pomnjenje stanja stikala Data Dashboard 
Aplikacija se razširi za možnost krmiljenja (slika 67) in prikaza (slika 68) do zdaj obravnavanih funkcij. 
 
Slika 67: Nastavljanje stopnje PŠM in nivoja praga osvetljenosti 
 
Slika 68: Prikaz temperature in vlage 
Izdelan mobilni testni GUI je prikazan na slika 69 in vsebuje naslednje prikaze: 
- drsnik za nastavitev referenčnega praga osvetljenosti, 
- trenutno nastavljeno svetilnost svetlobnega vira, 
- nastavljeno vrednost referenčnega praga osvetljenosti, 
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- stikalo T32 za krmiljenje porabnika P43, 
- indikacijo stanja delovanja P43, 
- drsnik za nastavitev svetilnosti svetlobnega vira P2 na podlagi PŠM, 
- stikalo T33 za krmiljenje porabnika P2, 
- nastavljeno stopnjo PŠM porabnika P2, 
- trenutno vrednost izmerjene temperature, 
- trend vrednosti meritev temperature, 
- trenutno vrednost relativne vlažnosti,  
- trend vrednosti meritev vlage. 
  
Slika 69: Prikaz izdelanega GUI v pametni napravi 
6.13 Videonadzor 
Razvojno okolje LabVIEW vsebuje velik nabor orodij za preprost zajem in procesiranje slik ali 
videoposnetkov. V knjižnici primerov je vrsta programov, ki prikazujejo izdelane funkcije, kot sta 
prepoznavanje barv in sledenje predmetom. V nadaljevanju je prikazana koda, ki najprej izvede 
inicializacijo kamere za zajem videosignala z USB-vtičem. V zanki while nato sledita omenjena 
zajemanje in prikaz slike na GUI. Gonilnik kamere mora biti predhodno nameščen in podprt na strani 
uporabljenega operacijskega sistema. 
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Slika 70: Inicializacija kamere in prikaz slike 
Po priklopu kamere se zajeta slika ob aktivnem izvajanju programa prikaže na GUI, kot je razvidno s 
slike v nadaljevanju. 
 
Slika 71: Prikaz zajete slike na GUI 
Dodana je možnost zajema in shranjevanja posnetka (slika 72), ki se lahko poveže z dogodkom, kot je 
na primer zaznavanje gibanja ob aktiviranem alarmnem sistemu. 
 
Slika 72: Shranjevanje posnetka 
6.14 Wi-Fi 
Dozdajšnje delo je mogoče nadgraditi z možnostjo brezžične povezave Wi-Fi razvojnih ploščic Arduino 
z internetnim omrežjem. Možna je brezžična izmenjava podatkov s sistemom SCADA ali pa brezžična 
komunikacija med ploščicami Arduino. V ta namen je dodan ščit Wi-Fi, ki za delovanje uporablja 
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nizkocenovni čip ESP8266. Pravilno delovanje omenjenega čipa se testira z neposredno vezavo na 
serijska komunikacijska pina ploščice Arduino (slika 73) in z uporabo modemskih ukazov AT (angl. 
Attention comands) prek serijskega monitorja. Ob oddanem ukazu AT [51] ESP8266 ob pravilnem 
delovanju pošlje odgovor OK.  
 
Slika 73: Povezava ploščice Arduino s čipom ESP8266 
Po potrditvi pravilnega delovanja čipa ESP se ščit namesti na ploščico Arduino MEGA2560. Uporaba 
ščita Wi-Fi se začne z vstavljanjem odprtokodnih knjižnic, kot je prikazano v nadaljevanju. Knjižnica 
WiFiEsp je nujna za pravilno delovanje čipa ESP v povezavi s ploščico Arduino, knjižnica WiFiEspUDP 
pa za uporabo komunikacije UDP.  
 
#include <WiFiEsp.h>  // knjižnica Wi-Fi  
#include <WiFiEspUdp.h> // knjižnica Wi-FI - UDP  
 
Sledi definiranje spremenljivk z imenom omrežja SSID (angl. Service Set IDentifier) in geslom 
zaščitenega omrežja Wi-Fi. 
 
char ssid[] = "dd-wrt"; // Ime omrežja SSID 
char pass[] = "XXXXXXXX"; // Geslo omrežja Wi-Fi  
 
Nato sledita dodelitev naslova MAC ščitu in IP-naslova strežnika ter zagon komunikacije UDP. 
 
byte mac[] = {0x5C,0xCF,0x7F,0x13,0x8A,0xC1}; //dodelitev MAC 
IPAddress server (xxx, xxx, x, xx); //IP naslov strežnika 
WiFiEspUDP Udp; //Začetek komunikacije Wi-Fi - UDP  
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Pina 0 in 1 sta rezervirana za serijsko komunikacijo ploščic Arduino, zato se serijska komunikacija ščita 
Wi-Fi (Tx in Rx pin) poveže na digitalna pina Arduino 19 in 18. Ščit se preizkusi s programom 
UDPSendRecive, ki je priložen knjižnici za Wi-Fi-modul ESP. Rezultat izvajanja omenjenega programa 
je prikazan na naslednji sliki. 
 
Slika 74: Uspešna povezava ščita Wi-Fi v lokalno brezžično omrežje 
Preostali del kode Arduino ostane enak, kot v primeru uporabe ščita ethernet. V razvojnem okolju 
LabVIEW se dodata dodatni dve zanki while za ločen sprejem (slika 75) in oddajo (slika 76) 
komunikacije UDP Wi-Fi . 
 
 
Slika 75: Oddajna zanka Wi-Fi UDP 




Slika 76: Sprejemna zanka Wi-Fi UDP 
6.15 TCP Wi-FI 
V primeru uporabe komunikacije UDP na podlagi ščita ethernet ni opaženih pomanjkljivosti 
protokola, ki so omenjene v točki 3.2.3. Med testiranjem delovanja komunikacije UDP Wi-Fi pa 
prihaja do občasnega izpada podatkov ob nezanesljivem prenosu podatkov. Pri meritvah veličin, kot 
sta temperatura in vlažnost, je občasen izpad podatkov neproblematičen, še posebej, če je frekvenca 
izvajanja meritev dovolj velika. Večje nevšečnosti lahko povzroči izpad podatkov ob krmiljenju 
določenih porabnikov, zato se uporabi komunikacijski protokol TCP za zanesljivejši prenos podatkov. 
Pri tem program LabVIEW in ploščica Arduino ohranita funkcijo strežnik-odjemalnik. V omenjeni 
knjižnici WiFiEsp je vključen del kode, ki opravlja funkcijo odjemalnika. Prvi korak za začetek 
delovanja je izvedba inicializacije objekta odjemalnika, ki se opravi pred funkcijo void setup(), 
prikazano v nadaljevanju. 
 
WiFiEspClient client; //Inicializacija objekta odjemalnik 
 
Temu sledi povezava v strežnik z uporabo funkcije connect(), ki vrne rezultat uspešnosti povezave. 
Opis funkcije je naslednji [52]: 
Sintaksa 
- client.connect() 
- client.connect(IP, vrata) 
- client.connect(URL (angl. Uniform Resource Locator – enolični krajevnik vira), vrata) 
 







Rezultat klicanja funkcije: 
- uspešna povezava: 1 
- premor: -1 
- nepravilen strežnik: -2 
- odrezano: -3 
- neveljaven odziv: -4 
 
Znotraj void setup() se opravi pošiljanje začetnega podatka za aktivacijo komunikacije, kot je 
prikazano v nadaljevanju. 
 




Primeru iz točke 6.6 se v funkcijo voidDizh() doda javljanje stanja krmiljenega digitalnega izhoda 
strežniku na podlagi omenjenega protokola. Pred vsakokratnim pošiljanjem podatkov se izvede 
preverjanje povezave oz. prisotnosti strežnika s funkcijo connected(), nato pa se podatki pošljejo s 







V primeru izpada komunikacije zaradi prekinitve internetnega ali električnega omrežja se za zapiranje 
povezave z uporabo funkcije stop() in samodejno ponovno vzpostavitev komunikacije doda naslednji 
del kode. 
 
if (!client.connected()) { 




Serial.println("Zapiranje povezave s strežnikom..."); 
client.stop(); 
if (client.connect(server, 10000)) { 




Po uspešni ponovni vzpostavitvi komunikacije sledi poročanje o stanju krmiljenih izhodov sistemu 






Program za sprejem podatkov na podlagi protokola TCP se v osnovi razlikuje v uporabljenih modulih 
od predhodno prikazane komunikacije UDP. Na naslednji sliki je prikazana omenjena koda v 




Slika 77: Sprejem komunikacije TCP/IP 
Strežniku se določi številka vrat, na katerih pričakuje poizkus vzpostavitve komunikacije TCP, ter 
trajanje pripravljenosti. Slednje je pomembno ob daljšem zagonu odjemalnikov. Po izvedbi 
omenjenega dela programa za vzpostavitev povezave in pošiljanje začetne informacije strežniku se 
izvede branje informacije. Skrajšanje časa čakanja strežnika na zaostale informacije in s tem hitrejše 
izvajanje se izvedeta z določanjem pričakovane dolžine (štiri bajte) podatkov. Ob pravilnem sprejetju 
podatkov se izvede preostali del kode v zanki while. Doda se omejitev največjega dovoljenega časa, 
med dvema javljanjema stanja pravilnega delovanja komunikacije ploščice Arduino, ki se z določeno 
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frekvenco pošilja kot sporočilo OKS1. Zanka in s tem povezava se zaključita, če pride do daljšega 
izostanka javljanja. Zapiranje vrat komunikacije je zelo pomembno pri večkratnih izpadih ali 
neuspešnih povezavah zaradi možnosti kopičenja odprtih povezav. V primeru napake v komunikaciji 
se izvede brisanje stanja porabnikov, s čimer preprečimo zavajajoče javljanje stanja porabnikov. 
Način brisanja stanja je prikazan v nadaljevanju. 
 
Slika 78: Brisanje javljanja stanj v primeru napake v komunikaciji 
Del programa za pošiljanje podatkov na strani strežnika je prikazan na naslednji sliki. 
  
Slika 79: Pošiljanje podatkov strežnika na podlagi komunikacije TCP 
Preden lahko strežnik pošlje podatke, mora biti na strani odjemalnika predhodno vzpostavljena 
komunikacija. Zanki za sprejem in pošiljanje podatkov se ločita zaradi neodvisnega izvajanja branja in 
pisanja podatkov prek enih vrat, s tem pa se ravno tako pohitri izvajanje programa. Ob morebitnem 
izpadu komunikacije se tudi ta zanka zapre in zaključi povezavo. Sprejemna in oddajna zanka se 
vstavita v dodatno zanko while, ki omogoča samodejno ponovno vzpostavitev komunikacije. Celoten 
opisani del kode je prikazan na sliki v nadaljevanju. 




Slika 80: Dodajanje zanke za možnost ponovne samodejne povezave ob izpadu oz. prekinitvi 
komunikacije 
 
Sprejem podatkov na strani odjemalnika je omogočen s preverjanjem prisotnosti podatkov, kot je 
prikazano v nadaljevanju. Funkcija available() vrne podatek o številu bajtov v sprejemnem 
premičnem pomnilniku, ki so na voljo za branje, in v primeru prisotnih podatkov se izvede njihovo 
branje.  
 
if(client.available() > 0){ 
char c = client.read(); 
if (c == '1') { 
      a = tipkaT33; 
      b = porabnikP43; 




Ob sprejemu pravilnega ukaza se izvede klicanje funkcije DIzh() iz točke 6.6, ki izvede manipulacijo 
porabnika in sporoči stanje strežniku. 
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Če pride do večkratnega namenskega ustavljanja in zagona strežnika med delovanjem komunikacije, 
se doda koda (slika 81), ki izvede postavljanje indikatorjev in kontrole celotnega VI na začetne 
vrednosti. 
 
Slika 81: Brisanje stanja informacij ob zagonu strežnika 
Glavna opažena slabost komunikacije TCP je upočasnitev izvajanja kode Arduino ob izpadu internetne 
povezave. 
6.15.1 Javljanje stanja povezave in testiranje samodejne vzpostavitve komunikacije 
Javljanje stanja komunikacij ob zagonu kode, ki se izvaja v programu LabVIEW, je prikazano na 
naslednji sliki. 
  
Slika 82: Stanje javljanja komunikacij ob zagonu strežnika 
Po zagonu odjemalnika se ta samodejno poveže v strežnik in to sporoči, kot je prikazano na sliki v 
nadaljevanju. 
 
Slika 83: Uspešna povezava odjemalnika s strežnikom 
 
Ob izpadu odjemalnika strežnik pokaže napako v komunikaciji po določenem zakasnitvenem času. 
Javljanje je vidno na naslednji sliki.  




Slika 84: Stanje napake v komunikaciji 
Javljanje ob ponovni povezavi sprejemnika v strežnik je prikazano na naslednji sliki. 
 
Slika 85: Ponovni priklop odjemalnika 
Sprejemnik ob izpadu strežnika zapre povezavo in jo poskuša ponovno odpreti. Slednje je prikazano v 
nadaljevanju. 
 
Slika 86: Zapiranje povezave in poizkus ponovne vzpostavitve 
 
Po vnovičnem zagonu strežnika se samodejno vzpostavi ponovno stanje normalnega delovanja, kot je 
prikazano na naslednji sliki. 
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Slika 87: Samodejna vzpostavitev stanja normalnega delovanja 
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7 Izdelava makete pametne hiše 
Predstavljena je izdelava delujoče makete pametne hiše (slika 88), katere osnova je bila realizirana na 
podlagi blokov kode, razvitih v prejšnjem poglavju. Osnovni bloki kode so prilagojeni za potrebe 
izdelave dodatnih funkcionalnosti, ki so opisane v nadaljevanju. 
 
Slika 88: Maketa pametne hiše 
Uporabljena je naslednja strojna oprema:  
- razvojni ploščici Arduino MEGA 2560, ena ploščica je v podstavku makete, druga pa v ptičji 
hišici; 
- ščit ethernet, ki je v podstavku; 
- ščit Wi-Fi, ki je v ptičji hišici; 
- relejni modul za krmiljenje računalniškega ventilatorja, ki je v podstavku; 
- modul Arduino IBT-2 za krmiljenje LED-trakov na terasi in v garaži, ki so v podstavku; 
- LED-ojačevalnik za krmiljenje RGB traku in LED-diod v prvem nadstropju, ki je v podstavku; 
- fotoupor, ki je na terasi; 
- senzor požara, ki je v garaži; 
- senzor temperature in vlage DHT11, ki je v garaži. 
 
Poleg naštete strojne opreme so uporabljeni tudi naslednji elementi: 
- LED-trakovi – dva na obeh straneh atrija makete in eden v garaži; 
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- RGB LED-trak, ki je v prvem nadstropju; 
- zvočnik Piezo za javljanje alarma in realizacijo zvonjenja v podstavku; 
- kamera pri vhodu, ki je namenjena za videoprikaz ob zvonjenju; 
- tipke, vgrajene na podstavek: 
o za vklop/izklop in nastavljanje PŠM LED-diod v prvem nadstropju (upravljanje z eno 
tipko),  
o za vklop/izklop in nastavljanje PŠM LED-traku v garaži (upravljanje s tremi tipkami),  
o za vklop/izklop RGB LED-traku, 
o za nastavitev referenčnega praga osvetljenosti, 
o za nastavljanje stanja prisotnosti/odsotnosti/dopusta, 
o za vklop/izklop ventilatorja, 
o za aktiviranje zvonca, 
o za aktiviranje kamere ob zvonjenju, 
o za prekinitev prikaza kamere ob zvonjenju, 
o za izklop alarma; 
- računalniški ventilator, ki je v garaži; 
- linearni potenciometri za nastavljanje barve svetlobe RGB LED-traku, ki so vgrajeni na 
podstavku; 
- LED-diode v prvem nadstropju. 
 
GUI sistema SCADA pametne hiše vsebuje (slika 89): 
- tipke za nastavitev referenčnega praga osvetlitve, 
- prikaz nastavljenega referenčnega praga osvetlitve, 
- prikaz nastavljene svetilnosti LED-trakov v atriju, 
- tipko za vklop/izklop LED-traku v garaži, 
- indikacijo delovanja LED-traku v garaži, 
- tipki za nastavljanje stopnje PŠM LED-traku v garaži, 
- indikator nastavljene stopnje PŠM LED-traku v garaži, 
- tipko za vklop/izklop LED-diod v prvem nadstropju, 
- indikacijo delovanja diod v prvem nadstropju, 
- tipki za nastavljanje stopnje PŠM LED-diod v prvem nadstropju, 
- indikator nastavljene stopnje PŠM LED-diod v prvem nadstropju, 
- tipko za vklop/izklop ventilatorja, 
- indikacijo delovanja ventilatorja, 
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- polje za nastavitev direktorija in imena za shranjevanje meritev, 
- stikalo za vklop/izklop zapisa meritev vlage in temperature, 
- prikaz izmerjenih vlage in temperature, 
- tipko za prižig LED-diode na modulu Wi-Fi, 
- Prikaz delovanja LED-diode na modulu Wi-Fi, 
- tipko za nastavitev želene barve traku, 
- polje za izbor želene barve RGB traku, 
- tipko za vklop/izklop RGB traku, 
- indikator delovanja RGB traku, 
- indikator nastavljene barve svetlobe RGB traku, 
- indikatorje stanja prisotnosti/odsotnosti/dopusta, 
- tipke za nastavitev stanja prisotnosti/odsotnosti/dopusta, 
- indikator vklopljenega sistema alarma, 
- indikator aktiviranega alarma, 
- tipko za sproženje alarma, 
- tipko za izklop alarma, 
- indikator zvonca, 
- tipko za aktiviranje prikaza kamere, 
- indikator aktiviranja prikaza kamere, 
- tipko za prekinitev prikaza kamere, 
- indikator prekinitve prikaza kamere, 
- prikaz posnetka ali slike kamere, 
- tipko za vklop/izklop snemanja kamere, 
- polje za nastavitev direktorija in imena za shranjevanje videoposnetkov kamere. 
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Slika 89: Sistem GUI SCADA 
GUI pametne naprave omogoča krmiljenje in vodenje kot pri sistemu GUI SCADA, z izjemo nastavitve 
poti shranjevanja meritev in posnetkov ter prikaza posnetka kamere. Povezovanje elementov 
pametnega doma se izvede v naslednje funkcije: 
- Ventilator se samodejno vklopi/izklopi ob prekoračitvi programirane vrednosti temperature, 
ki jo izmeri senzor DHT11, ob ročnem vklopu/izklopu ventilatorja se samodejno delovanje 
izklopi do naslednjega vklopa/izklopa. 
- Meritve vrednosti osvetljenosti fotoupora, ki glede na nastavljeni prag osvetlitve krmili 
svetilnost LED-trakov v atriju. 
- Ob nastavitvi stanja delovanja prisotnosti/odsotnosti/dopusta LED-trakova v atriju utripneta 
(enkrat za stanje prisotnosti, dvakrat za stanje odsotnosti, trikrat za stanje dopusta). 
- Ob nastavitvi stanja odsotnosti/dopusta se aktivira alarmni sistem, pri čemer se vklopi 
delovanje senzorja požara, ki ob zaznavi požara vklopi alarm – v primeru deaktiviranja 
javljanja alarma s fizično tipko se spremeni stanje delovanja v prisotnost.  
- V primeru aktivnega stanja prisotnosti se po zvonjenju ob uporabi tipke aktiviranje prikaza 
kamere prikaže videoprenos v živo; če je pri tem vklopljeno snemanje, se ob prekinitvi 
prikaza kamere posnetek tudi shrani. 
- V primeru stanja delovanja odsotnosti/dopusta se po zvonjenju shrani slika prikaza kamere. 





Rezultat magistrskega dela je delujoča maketa pametne hiše. Zamisel zanjo smo dobili ob 
naraščajočem trendu pametnih naprav. Skozi obdobje izdelave naloge smo pridobili novo znanje s 
področja elektrotehnike. Kljub poznavanju jezikov C in C++ smo se pred začetkom razvoja izdelka 
morali naučiti jezik Arduino, ki je podoben omenjenima, vendar so zanj značilne številne posebnosti 
in funkcije. Za izdelavo sistema SCADA smo uporabil razvojno okolje LabVIEW, s katerim smo se 
srečali prvič. V želji po čim boljšem končnem izdelku smo med razvojem opravili izobraževanje in 
pridobili naziv Certified LabVIEW Associate Developer (CLAD). 
 
Med razvojem smo se srečevali z vrsto nepričakovanih težav. Zaradi pridobitve nizkocenovnih 
elementov smo se v zgodnji fazi dela odločali za nakup elementov iz tujine, zato so bili roki dostave 
zelo dolgi. Ob prispelem neustreznem elementu in ponovnem naročanju se je napredek pri razvoju 
izdelka večkrat upočasnil. Tako smo naročili senzorja DHT11 brez predhodne raziskave kakovosti 
elementa, vendar smo ob naknadnem podrobnejšem preverjanju ugotovili, da so po razmeroma nizki 
ceni dosegljivi senzorji višje industrijske kakovosti. Težave so se pojavile tudi ob vključevanju strojne 
opreme v izdelek. To je bilo najizrazitejše ob prehodu z eksperimentalne plošče na maketo, kjer so 
uporabljeni elementi za klasično električno inštalacijo. Tako smo ob že omenjeni želji po 
nizkocenovnem izdelku v veliko primerih morali spreminjati ali dopolnjevati kodo. Eden izmed 
primerov prilagoditve je krmiljenje RGB LED-razsvetljave, pri čemer smo testni program izdelali za 
LED-trakove s skupno katodo. Na trgu pa je bil dostopen le ojačevalnik PŠM za uporabo z LED-trakovi 
s skupno anodo. Vgradnja vsakega elementa je prinesla nove izzive, ki smo jih sproti uspešno reševali. 
Obstaja možnost, da bi se lahko pojavile dodatne težave ob prenosu pametnih inštalacij z makete na 
dejansko pametno hišo. Pravi pokazatelj kakovosti sistema pa bi bil razviden po daljšem obdobju 
vsakodnevne uporabe. Toda izdelava celotnega realnega sistema pametne hiše s širokim spektrom 
funkcionalnosti bi bila preobsežna za temo enega magistrskega dela. 
 
Za preverjanje ekonomičnosti razvitega sistema smo se povezali z nekaterimi podjetji, ki smo jih 
predhodno vključili v raziskavo trga z namenom pridobitve cen njihovih produktov. Ponudbe so bile 
sestavljene za primer stanovanja z lokalnim in oddaljenim krmiljenjem osmih svetlobnih virov ter 
osmih rolet, brez centralnega sistema za nadzor. Pri tem je pomembno poudariti, da mora biti za 
vgradnjo sistema predpripravljena električna inštalacija z možnostjo povezave do osrednjega 
krmilnika, kajti ponudniki ne omogočajo brezžičnih rešitev. Iz primerjave pridobljenih ponudb in 
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elementov, ki smo jih prehodno predstavili, je razvidna cenovna razlika v strojni opremi v višini 
desetkratnika. Za popolno oceno je treba upoštevati tudi ceno razvojnega programskega okolja 
LabVIEW, ki ni odprtokoden. Slednji bi lahko bil nadomeščen s ploščico Arduino, ki bi opravljala 
funkcijo strežnika. Pri tem bi bila izdelava grafičnega vmesnika počasnejša in zahtevnejša. Ne smemo 
zanemariti dejstva, da imajo ponudniki že dokončno izdelano opremo, ki je pripravljena za 
namestitev in uporabo, medtem ko opisani razviti sistem predstavlja le koncept, ki ga je mogoče 
nagraditi. 
 
Največji prispevek magistrskega dela je motivacija za vse bodoče dijake in študente k vpisu v študijske 
programe in k raziskovanju naravoslovnih ved. Elektrotehnika je lahko ustvarjalna in zanimiva ter 
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