Experience replay is widely used in deep reinforcement learning algorithms and allows agents to remember and learn from experiences from the past. In an effort to learn more efficiently, researchers proposed prioritized experience replay (PER) which samples important transitions more frequently. In this paper, we propose Prioritized Sequence Experience Replay (PSER) a framework for prioritizing sequences of experience in an attempt to both learn more efficiently and to obtain better performance. We compare performance of uniform, PER and PSER sampling techniques in DQN on the Atari 2600 benchmark and show DQN with PSER substantially outperforms PER and uniform sampling.
Introduction
Reinforcement learning is a powerful technique to solve sequential decision making problems. Advances in deep learning applied to reinforcement learning resulted in the DQN algorithm [16] which uses a neural network to represent the state-action value. With experience replay and a target network, DQN achieved state-of-the-art performance in the Atari 2600 benchmark and other domains at the time.
While the performance of deep reinforcement learning algorithms can be above human-level in certain applications, the amount of effort required to train these models is staggering both in terms of data samples required and wall-clock time needed to perform the training. This is because reinforcement learning algorithms learn control tasks via trial and error, much like a child learning to ride a bicycle [19] . In gaming environments, experience is reasonably inexpensive to acquire, but trials of real world control tasks often involve time and resources we wish not to waste. Alternatively, the number of trials might be limited due to wear and tear of the system, making data-efficiency critical [7] . In these cases where simulations are not available or where acquiring samples requires significant effort or expense, it becomes more necessary to utilize the acquired data more efficiently -learn more with less effort.
As an important component in deep reinforcement learning algorithms, experience replay has been shown to both provide uncorrelated data to train a neural network and to significantly improve the data efficiency [14, 21, 23] . In general, experience replay can reduce the amount of experience required to learn at the expense of more computation and more memory [18] .
There are various sampling strategies to sample transitions from the experience replay memory. The original primary purpose of experience replay memory was to decorrelate the input passed into the neural net, and therefore the original sampling strategy was uniform sampling. Prioritized experience Figure 1 : Blind Cliff Walk problem. The agent must guess the correct action to make it to the reward state at the end of the chain. Any other action results in no reward and returns the agent to the beginning of the chain. In this problem, it is very difficult for the agent to obtain reward in the first place, but also very difficult to learn how to return to the reward.
It is well-known that model-based planning algorithms such as value iteration can be made more efficient by prioritizing updates in an appropriate order. Based on this idea, prioritized sweeping [17, 1] was proposed to update the states with the largest Bellman error, which can speed up the learning for state-based and compact (using function approximator) representations of the model and the value function. Similar to prioritized sweeping, prioritized replay [18] assigns priorities to each transition in the experience replay memory based on the TD error [19] in model-free Deep RL algorithms, which is shown to improve the learning efficiency tremendously compared with uniform sampling from the experience replay memory. There are also several other proposed methods trying to improve the sample efficiency of DRL algorithms. [11] proposed a sampling technique which updates the transitions backward from a whole episode. [10] proposed an approach to select appropriate transition sequences to accelerate the learning. [24] proposed a new experience replay method which gives the reward transition a high priority and then propagate the priority backward to its previous transition once it has been sampled.
The approach proposed in this paper is an extension of prioritized replay. While we assign a priority to a transition in the replay memory, we also propagate this priority information to previous transitions, and experimental results on the Atari 2600 benchmark show that our algorithm substantially improves upon both PER and uniform sampling.
Prioritized Sequence Experience Replay
Using a replay memory is shown to be able to stabilize the neural network [16] , but the uniform sampling technique is shown to be inefficient [18] . To improve the sampling efficiency, [18] proposed prioritized experience replay (PER) to use the last observed TD error to make more effective use of the replay memory for learning. In this paper we propose an extension of PER named Prioritized Sequence Experience Replay (PSER), which can also take advantage of information about the trajectory by propagating the priorities back through the sequence of transitions.
A motivating example
To motivate and understand the potential gains of PSER, we implemented four different agents in the artificial 'Blind Cliffwalk' environment introduced in [18] , shown in Figure 1 . With only n states, the environment requires an exponential number of random steps until the first non-zero reward; to be precise, the chance that a random sequence of actions will lead to the reward is 2 −n . The first agent replays transitions uniformly from the experience at random, while the second agent invokes an oracle to prioritize transitions, which greedily selects the transition that maximally reduces the global loss in its current state (in hindsight, after the parameter update). The last two agents use PER and PSER sampling techniques respectively. In this chain environment with sparse reward, there is only one non-zero reward that is located at the end of chain marked in green. The agent must learn the correct sequence of actions in order to reach the goal state and collect the reward. Any incorrect action results in a terminal state and the agent starts back at the beginning of the chain. For the details of the experiment setup, see the appendix.
To provide some early intuition of the benefits of PSER, we compare performance on the Blind Cliffwalk in Figure 2 . We track the mean squared error between the ground truth Q-value and Qlearning result every 100 iterations. Better performance in this experiment means that the loss curve more closely matches the oracle. The PER paper demonstrated that by prioritizing transitions based off of the TD error, improvements in performance were obtained over uniform sampling, reducing the difference between the oracle and uniform sampling strategies. Our results show that by prioritizing the transition with TD error and decaying a portion of this priority to previous transitions, further improvements are obtained with much faster and earlier convergence as compared to PER. We show results of this Blind Cliffwalk environment with 15 and 16 states and also show how the initialization of the transition's priority (max priority or small non-zero priority, ) in the replay memory affects convergence speed. We find that PSER consistently outperforms PER in this problem.
Examining the curves in Figure 2 more closely, there is an initial period where PSER is comparable to both uniform and PER. This is due to all samples initially having the same priority in the replay memory which results in uniform sampling. This uniform sampling continues until the goal transition is sampled from the replay memory and a non-zero TD error is encountered.
At this point, how the agent updates the priority of this transition in the replay memory is what causes the divergence in performance between the algorithms. Uniform sampling continues to sample transitions with equal probability from the replay memory. PER updates the priority of the one transition in the memory, but all other transitions in the memory are still chosen at uniform which still results in inefficient sampling as we need to wait until the transition preceding the goal state is sampled. PSER capitalizes on the high TD error that was received and decays a portion of the new priority of the goal state to the preceding states to encourage sampling of the states that led to the goal state. It is clear from Figure 2 that by decaying the priority of the high TD error states, we can encourage faster convergence to the true Q-value in an intuitive and effective way.
Prioritized sequence decay
In this subsection we formally define the concept of the prioritized sequence and decaying priority backward in time within the replay memory. Formally, the priority of transitions will be decayed as follows:
Suppose in one episode, we have a trajectory of transitions T 0 to T n−1 (T i = (s i , a i , r i , s i+1 )) stored in the experience replay memory with priorities p = (p 0 , p 1 , · · · , p n−1 ). If the agent observes a new transition T n = (s n , a n , r n , s n+1 ), we first calculate its priority p n based on its TD error similar to the PER algorithm:
where is a small positive constant to allow transitions with zero TD-error a small probability to be resampled.
As in [18] , according to the calculated priority, the probability of sampling transition i is:
where the exponent α determines how much prioritization is used. We then decay the priority exponentially (with decay coefficient ρ) to the previous transitions stored in the replay memory for that episode and apply a max operator in an effort to preserve any previous priority assigned to the decayed transitions:
Here we note that as the priority is decayed, we expect that after some number of updates the decayed priority p n−k is negligible and is therefore wasted computation. We therefore define a window of size W over which we will allow the priority p n to be decayed, after which we will stop. We arbitrarily selected a threshold of 1% of p n as a cutoff for when the decayed priority becomes negligible. We compute the window size W , then, based off the value of the hyperparameter ρ as follows:
Through the above formulation for PSER, we identified an issue which we termed "priority collapse" during the decay process. Suppose for a given environment, PSER has already decayed the priority backward for the "surprising" transition, which we will call T i . Let's assume that currently all of the Q-values are 0 and we sampled a transition in the replay memory, T i−2 , that led to T i . From Equation 1 and Equation 2 the priority for transition T i−2 would drop to . The result is that a priority sequence that was recently decayed has almost no effect as it is almost guaranteed to be eliminated at the next sampling. When this happens to multiple states we term this "priority collapse" and the potential benefits of PSER are eliminated making it nearly equivalent to traditional PER. In order to prevent this catastrophic "priority collapse" we design a parameter, η which forces the priority to decrease slowly. When updating the priority of a sampled transition in the replay memory, we want to maintain a portion of its previous priority to prevent it from decreasing too quickly:
where i here refers to the index of the sampled transition within the replay memory.
This provides time for the Bellman update process to propagate information about the TD error through the sequence and for the neural network to learn an appropriate Q-value approximation. The full algorithm is presented in the appendix.
Experimental Methods
We now describe the methods and setup used for configuring and evaluating the learning agents.
Evaluation methodology
We used the Arcade Learning Environment [3] to evaluate the performance of our proposed algorithm. We follow the same training and evaluation procedures of [8, 16, 20] . We calculate the average score during training every 1M frames in the environment. After every 1M frames, we then stop training and evaluate the agent's performance for 500K frames. We also truncate the episode lengths to 108K frames (or 30 minutes of simulated play) as in [20, 8] . In the results section, we report the mean and median human normalized scores of PSER, PER, and uniform DQN in the Atari 2600 benchmark and in the appendix we provide full learning curves for all games in the no-op starts testing regime.
Hyperparameter tuning
DQN has a number of different hyperparameters that can be tuned. To provide a comparison with our baseline DQN agent, we used the hyperparameters that are provided in [16] for the DQN agent formulation (see appendix for more details).
Our PSER implementation also has hyperparameters that require tuning. Due to the large amount of time it takes to run the full 200M frames for the DQN tests (multiple days), we used a coordinate descent approach to tune the PSER parameters for a subset of the Atari 2600 benchmark.
In the coordinate descent approach, we define a set of different values to test for each parameter. Then, holding all other parameters constant, we tune one parameter until the best result is obtained. We then fix this tuned parameter and move to the next parameter and repeat this process until all parameters have been tuned. While this does not test every combination of parameter value, it greatly reduces the hyperparameter search space and proved to provide good results.
The hyperparameters obtained during the hyperparameter search were used for all Atari 2600 benchmark results reported in this paper. Hyperparameters were not tuned for each game so as to better measure how the algorithm generalizes over the whole suite of the Atari 2600 benchmark. We found the best results were obtained with W = 10, ρ = 0.65, and η = 0.7.
Analysis
In this section, we analyze the main experimental results using the Atari 2600 benchmark available within the OpenAI gym environment [4] . We show that by adding PSER to the DQN agent we can achieve substantial improvement to performance as compared to the PER and uniform sampling.
Baselines
We compared our algorithm DQN with PSER with two baselines: (1) DQN with uniform experience replay and (2) DQN with prioritized replay (PER). The PSER implementation used an identical DQN agent, except that the replay memory was altered to implement our prioritized sequence experience replay scheme. All DQN agents used identical DQN hyperparameters to allow for direct comparison of prioritized sequence experience replay and prioritized replay. Figure 3 shows the relative performance of prioritized sequence experience replay and prioritized replay for all 60 Atari 2600 benchmark games. We can see from this figure that PSER leads to substantial improvements over PER. Out of 60 games, PSER outperformed PER in 45 games, 10 of which resulted in a relative difference of over 100%. In the games where PER outperformed PSER, we notice that the relative difference is less than 40% in all but 5 of the Atari 2600 benchmark games, which shows that even when PSER did not perform well, the performance is still comparable to that of PER.
Comparison with baselines
In Table 1 we compare the final evaluation performance of PSER, PER, and uniform sampling on the Atari 2600 benchmark by calculating the median and mean human normalized scores (See the appendix for the learning curves of all Atari games). PSER achieves a median score of 88% and a mean score of 536% in the no-ops regime, significantly improving upon both PER and uniform sampling. 
Learning Speed
Each agent is run on a single GPU and the learning speed for each variant varies depending on the game. For a full 200 million frames of training, this corresponded to approximately 5-10 days of computation time depending on the hardware used. We found that the learning speed of prioritized sequence experience replay is comparable to the prioritized replay when a small decay coefficient value is used. As this value increases, there is an increase in the computation time due to the larger decay window.
Discussion
We have demonstrated that prioritizing sequences of transitions can achieve more reward in less training time in many Atari 2600 benchmark games.
While performing this analysis, we tested different approaches to PSER and discovered phenomena that we did not expect. The inclusion of the previous priority parameter was debatable at first since we are assigning an artificial priority to transitions where the neural network may have already learned a good representation. The benefit to this parameter is that transitions we decayed priority to would no longer drop priority before being sampled several more times. This helped to more efficiently propagate value back through the transitions that led to reward.
When running on the Atari 2600 benchmark games, we needed to choose a fixed hyperparameter set for a fair comparison between PSER and PER. However, the Atari 2600 benchmark games vary in how to obtain reward and how long the delay is between action and reward. Therefore, by choosing a fixed decay window we are potentially losing performance on games where there is a longer sequence of actions before reward. We speculate that by introducing an adaptive decay window, better performance can be achieved in the Atari 2600 benchmark.
In our analysis, we followed the same approach in [8] to add new transitions to the replay memory with the current maximum priority to ensure that recent transitions would be sampled frequently. In the approach by [9] , the authors added transitions to the replay memory with priority selected by the actors in an online approach. We found that for a single agent, performance was better when adding transitions with the max priority as compared to adding with the agent's current policy. We hypothesize that this is due to an instability in the agent's learning. By only sampling transitions based on the agent's current policy, we reduce the number of recent transitions sampled and focus on transitions where the agent has a poor representation. This has the potential to cause learning instability since we are not sampling transitions where the agent has a good representation.
From our analysis in the Blind Cliff-walk environment, adding with the max priority delayed the convergence to the true Q value as compared to adding with a small priority, . Intuitively, adding transitions to the replay memory with the current TD error makes sense to encourage the agent to initially sample these high priority transitions sooner. Given that this is a greedy approach (adding transitions with the current TD error), it would be interesting to try different approaches to the initial prioritization of transitions in the replay memory and the effect that this has on the convergence speed of different algorithms.
Conclusion
In this paper we introduced Prioritized Sequence Experience Replay (PSER), a method for prioritizing sequences of transitions to both learn more efficiently and effectively. This method shows substantial performance improvements over prioritized replay in the Atari 2600 benchmark with PSER outperforming PER in 45 out of 60 Atari games. We show that improved ability for information to flow during the training process can lead to faster convergence, as well as, increased performance, potentially leading to increased data efficiency for deep reinforcement learning problems.
Blind Cliffwalk
For the Blind Cliffwalk experiments, we use a tabular Q-learning setup with four different experience replay scheme, where the Q-values are represented using a tabular look-up table.
For the tabular Q-learning algorithm, the replay memory of the agent is first filled by exhaustively executing all 2 n possible sequences of actions until termination (in random order). This guarantees that exactly one sequence will succeed and hit the final reward, and all others will fail with zero reward. The replay memory contains all the relevant experience (the total number of transitions is 2 n+1 − 2, at the frequency that it would be encountered when acting online with a random behavior policy.
After generating all the transitions in the replay memory, the agent will next select a transition from the replay memory to learn at each time step. For each transition, the agent first computes its TD-error using:
and updates the parameters using stochastic gradient ascent:
The four different replaying scheme we will be using here is uniform, oracle, PER, and PSER. For uniform replaying scheme, the agent will randomly select the transition from the replay memory uniformly. For the oracle replaying scheme, the agent will greedily select the transition that maximally reduces the global loss (in hindsight, after the parameter update). For the PER replaying scheme, the agent will first set the priorities of all transitions to either 0 or 1. Then after each update, the agent will assign new priority to the sampled transition using:
and the probability of sampling transition i is
where δ is the TD error for the sampled transition which can be calculated from equation (1), α = 0.5 and = 0.0001. For the PSER replaying scheme, we first calculate the priority as in equation (3) and propagate back the priority 5 steps before:
Then the agent will select transition with probability based on equation (4) .
For this experiment, we vary the size of the problem (number of states n) from 13 to 16. The discount factor is set to γ = 1 − We track the MSE between the ground truth Q value and Q-learning result every 100 iterations. Better performance in this experiment means that the loss curve more closely matches the oracle. The PER paper demonstrated that PER improves performance over uniform sampling. Our results show that PSER further improves the results with much faster and earlier convergence as compared to PER. We show results varying the state-space size from 13 to 16 and and that PSER consistently outperforms PER in this problem as shown in Figure 4 .
Hyperparameters
Throughout this paper, our primary baseline for comparison was Prioritized Experience Replay (PER) and uniform sampling. For each implementation we used the standard DQN algorithm without any additional modifications to provide a more apples-to-apples comparisons between the different sampling techniques. All of the hyperparameters for DQN were the same between the PSER, PER and uniform implementations and were obtained from [16] .
In selecting our final set of hyperparameters for PSER, we tested a range of different values over a subset of Atari games. Table 1 lists the range of values that were tried for each parameter and Table 2 lists the chosen parameters. To obtain the final set of parameters, two parameters were held constant while we tuned one, then we fixed the tuned parameter with best performance and tuned the next. This greatly reduced the search space of parameters and led to a set of parameters that performed well. 
Psuedocode
Algorithm 1 lists the pseudocode for the PSER algorithm.
Algorithm 1 Prioritized Sequence Experience Replay
Input: minibatch k, step-size ξ, replay period K and size N , exponents α and β, budget T , decay window W , decay coefficient ρ, previous priority η. Initialize replay memory H = ∅, ∆ = 0, p 1 = 1 Observe S 0 and choose
Compute importance-sampling weight
Update transition priority p j−l ← max{(|δ j |+ )·ρ l , p j−l } to transition l steps backward end for end for Update weights θ ← θ + ξ · ∆, reset ∆ = 0 From time to time copy weights into target network θ target ← θ end if Choose action A t ∼ π θ (S t ) end for 
