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Prólogo 
Cou~truir programas co1uplexo~ J'C(jUCr um<t liuguagem de programaçárJ e fer· 
ramentas apropriadas capazes de explorar abstração, modularidade e o esforço 
cooperativo de várias pessoas. O Projeto A.HAND, no Departamento de Ciência 
da Computação da Unicamp, procura definir um ambicJJtc integrado para criação 
de programas, da defiuiçiw à implcHJent.aç;â(J e mauut.euçâo, teudo patrr.Jcinado 
o desenvolvimento de Cm como a liiii-(Uagcm básica de programação. 
Dcscrcve-~c aqui a Ílllplculelltaçi"to do prime1ru compil:tdür para Cm, uwa 
. extensão da linguagem de programação C oferecendo suporte à modularidade e 
, poiÍIHOTfiSil\0 paramt(ti'ÍCo. (O] Íllt.ftoduz lllll lOIJSti'Utüi c/ILSSf! para Uln tÍpü Je 
dados abstrato com parâmct.ros C]U(' podem ser expressões de tipo. Portanto, 
uma classe pode defwir um grande número de novos tipos através de díferente~ 
parameLrizações. A linguagem t.ambém oferece verificação rigorosa (estrutural] 
de tipos em tempo de compilação e herança múltipla de classes. 
O compilador para Cm é implementado através de pré-processamento, tra-
duzindo código Cm em código~fonte aceito por um compilador C convencionaL 
O código gerado é portável, possibilitando a imediata programação Cm numa 
variedade de ambieJJtes. Vários problemas a resolver Huma tradução par;.. outra. 
linguagem são interessantes e diferentes dos eJJContrados na tradução direta para 
código de máquÍJla ou objet.o. 
O tradutor inclui a compilação automática de um coujunlo mínimo de classe~ 
a atualizar após edição, bem como a chamada ao compilador C, simplificando a 
organização de projetos e a mauuteJJção de consinência de programas. 
A vendio implementada do compilildor, e.'lcrita iuir.ialmcnl<' 1w.o si.~tl!ma.~ (JP'"-
ra.cionais UNIX e MS~ DOS, foi publicada e u~aÚ<I em projeLr,~ d1~ cur~ü a JIÍVI'l 
de Mestrado 11a llnicamp. 
E:>t.t' texto t.cm como objetivo apnn<entar os princípios d.- programas~o Cm, 
servindo como uma iutruduçflo ao uRuário, Lem ctmJr, discutir rt~pecloe J;, <.-:.u~­






'Where ~ha./1 1 btgm, please yuur MaJf.~ly'!' he a3ked. 
'Begin a! lhe begirmmg,' lhe Kfng ~azd grat·ely, 'and gc• 
on lí/1 you come lo lhe wd: then ~lop.' 
L. Carroll, Alice'a Adt•erdure4 in Wonderland 
Programação em Grande Escala 
A produção de programas de grande porle apresenta desafios especial~. Si~· 
temas cle computação comumente oferecem um nível elf'vado de complexidade, 
exigindo o uso de ferramenta9 apropriadas, sem as quais seu desenvolvunento 
f<e tornaria di~<pcndiol'o ou virtualmente Íllexeqüívcl. Isso ocorre porque o e~· 
for~_;o despendido na resolução de um problema aumenta mais que linearmente 
com seu t.amaJJho. A complexidade dos atuais sistemas de grande porte exige 
que ~ejam dividido~ em m6dulos a serem projet:tdos separaàamenl e, se possívl'l 
por grupo~ d1• trabalho iudividualizado~, 4' d{•poi~ int.l'r,r:vJofl hUIIHI 1ÍuÍcil fer-
r;uueuia. EmLora ~~"lia lllt'todolo~o:ia JH!I"IUÍt.a progr"dir par;dclaHJf·nte ~rn v<í.ri~~-~ 
tópicos do problema, a própria divisão das tarefas introduz questões adicionais, 
desde um particionamento ótimo (de modo que nenhum dos grupos termine sua 
parte muito antes ou depois dos outros), at.é a integração fmal, passando pela 
sincronização e cooperação necessárias no decorrer do projeto. Apesar das di-
versas propostas já. apresentadas para ameiiÍzar a situação, certas circunstância~ 
ainda podem !.ornar o problema quase insolúvel [Br 82]. 
Ás dificuldades mencionadas quaJ1do ~e trata de grandes projetos, o progra-
mador de sistemas pode acrescentar out.ra.~ conseqüentes de sua especialidade. 
Neste tipo de projeto, destinado a fornecer suporte ao software de aplicação, são 
estudadas eutidades de JlÍvel relativamente mais baixo, como sistemas operaci-
3 
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onai~ t' ronlr.,]adore.~ dt• di~posit iv"~. 1 por veze~ •·xÍi~inrln-s': o rouht·r nm·ut.<> d;r 
arqnitrtura <lo si<Ot.('llla <',/ou do pn'•prio harriTmrrt. Tradicioualnwulr• ··~t.r• re<jUÍ-
s.ito (. ronl!il:l.llle com outra~ c.arad.t•rístiras import.aut.e~ cJlrl softuoort.~ wod('nro~:· 
port-abilidade e Í<~cilidadt' d<' manut.rnçfw. Ambas prc~sup(,cm o maior dist.a!l-
ciament.o (abstração) possível do!' dispositivos físicos, deixaudo o projetista SE' 
concentrar apenas nos aspectos relevantes do problema (a.e., indef'elldente:< drr 
hardwt~re). 
1.2 Linguagens e Ambientes 
Ao \;do do ambicult~ J(' tlc~t•nvolvim('nto ofercridn :w projPt.Í!<I.a, a lin!.(ua~.(·lll 
de pro~ram:~çf10 CX('!"C<' a maior inllu;·nfia :;oll!'(' a produl:.ividad~· 1· a diciê11tia 
do processo de deseJivolvimento. Ai'- qualidade:: desejável~' de amhos devem ser 
pe:;adas em função das exigências. da programação em gr~.ude escala: 
• Grande~ programas devem seguir uma organização modular c hierárqu:ica, 
sendo desenvolvidos por equipes relativamente autônomas. 
• O prodnt.o fin<tl Jeve ~cr flcxív...J, i.e., {: nece~s;írio qut: st· prc.•lc f;~~::iluu·nl.t· 
a ,•xtcns(w:: e at.ualizaç(lc::, inclu~ivt• po~<~ibi!itaJHio !<1'11 il;u,~porte par;, 
ambifC'nt.e>< ou C<Jnipament.os que não aqu(•lc originalm1'ut.t• JH't!Viflto em sr•u 
desenvolvimento. Essas at.ualizaçôcs quase sempre :incluem a crJrr<:>çi'io dP 
t'ITOS porveutura n•meti1lus. 
• O pro,\uto ,]cve st•r nndi!ivt•l, ;qH•snr do~< t•no~ 1<s vt•zc~ Ínt•vil :Ívt•if' com ''Jil<' 
(. entregue (graudes projeto!< dificihucntt> t-êm todo~ os S<'U~ <nos corrigi-
dos). 
• O tempo de desenvolvimento deve ser minimizado - este critério, ·que 
represent.a grandr parte da compet.it.ividade dr um produtor de softw'lrc, 
é altameJJt-e conflitante com os anteriores. Por outro lado, vt-rifica-se qne 
boa parte do esforço despendido na indústria de progr;~maçâr. f. replicado, 
tanto por diferente~ equipes de trabalho como por um mesmo programador 
em diversos momentos: há um evident.e de:;perdício de recursos. 
• Finalmrut.e, deve ser facilit.ada a geração de protótipos do produto llrtal, 
por divt•r;:o~ motivo,.. Primeir;uut•ntc, podt> ~cr int.en•!<sante. no caso de 
um problema novo, ganhar experiência sobr<' suas caraderí~t.icas produ-
zindo uma versão reduzida da solução. Mcw10 qu·e não apre.c;eute todos 
os detalhes de um verdadeiro sistema, o protótipo permite experimentar 
sua viabilidade e funcionalidade. Além disso, ça.padta a geréncia do pro-
jeto a <>studa.r as dificu!Jadt!S encontradas 11a sua Ímplelllent.a~ão e mellH!r 
---,-,--
1J~n.v Jrwrr.•, <'111 in~t.lt·~ 
Li1Jguagens e Ambjentes 
distribuir os esfor~os no produto real. O protótipo facilita o planejamento 
evitando detalhes irrelevantes. Por outro lado, nem sempre a especifica~ão 
do problema é completa: versões preliminares testam a opini.l.o do cliente 
e admit.cm um refinamento das especifica~ôes, antes do início efetivo de. 
desenvolvi me11 Lo. 
Em linhas gerais, s;'w requerido!l amhientes de programação e linguagens em 
cujos projetos foram i<'vados em considcra~ão os itens anteriormente citados. 
O incentivo à divisão de programas em blocos é imprescindível; apenas isso, 
eutretaJ1to, não é suficiente. Tal divisão deve ser executada de forma lógica, 
ordenada. Um sistema pode ser representado por um grafo {rede), cujos JJÓ~ 
representam m6dulo5, e as arestas, as rela~ões de trai1sferêncía de da.dos ou con-
trole entre O!l n6s. Uma rede em que cada n6 se liga a muitos outros é quase 
tão pouco gerenciável quanto um sistema monolítico. Blocos de proces.;;amento 
devem ser organizados com inter-relacionamento reduzido- embora este ponto 
dependa mais do programador que da linguagem, esta deve estimular a cons-
trução de m6dulos com interfaces {especifica~Ões) bem definidas. Além disso, 
a maior quantidade possível de informação acerca do funcionamento interno de 
, cada unidade deve ser oculta das demais, encapsulando detalhes que, se ex· 
postos, poderiam ocasionar conflitos com outros módulos, ou ainda, reduzir a 
independência do conjunto ao demandar maior coordena~ão. Por outro lado, das 
informaçõe!l que perman(:cem vislveis, deve-se extrair o necessário para verificar 
sua consistência com a implementação real e com o uso que se faz do módulu. 
Podemos observar um progre!l~O de linguagens de programa~ã.o estruturada~ sim-
ples, como Pa!lcal "puro" IJW 75) {um programa completo num módulo único) 
para Modula-2[Ch 86) e Ada [Yo 83) /An 83] {diversos blocos, verificação de con· 
sistência, compil~lçiio separada), passando pela linguagem C [KR 78] (diversos 
blocos, compilação indl•pendente, pouca verificação). 
Flexibilidade poJe ser decorrência llatural do projeto modular de um pro-
grama. Obviamente uma construção por partes iudependentee encoraja a pro-
dução de diversos blocos facilmente intercambiáveis, de sorte que altera~Ões, 
em certos casos, se resumem a simples recombinaçôes. Uma linguagem de pro-
grama~ão adequada deve separar a definição da interface de um módulo de sua 
implementa~ão {explicitamente ou não). Ou seja, exige-se !lU porte a tipos ab3tra-
tos de dado$. Com base nisso, o ambiente de desenvolvimento estaria apto a, após 
cada alteração, realizar automaticamente o mínimo necessário de processamr·nto 
{compilação) para deixar o sistema num estado coerenle. Mais ainda, dada uma 
coleção bem organizada de blocos, prrparar um protótipo consiste principal-
mente em selecionar e reunir alguns deles, juntame11te com algum código feito 
"sob medida" para a aplicação. 
Espera-se que uma linguagem destinada à programa~ã.o em grande escala 
apresente constru~ões flexíveis mas com legibilidade, de forma tanto a evitar 
,, 
lNTRODUC(ÀO 
erro:< por parte do programador como para facilit:1r a mauuteução de pro~ra­
mas. Os tipos de dado~ drwm permitir uma verificação rigorosa, preferencial-
mente durante a compilaçâc·, o que reduz substancialmente a probabilidad·~ de 
ocorrência de erros. 
Após o desenvolvimeJJt.o de um certo- número de ~ubsistemas, observa-5e a 
repetição de diversos problen1as, de forma mais ou menos semelhante; nat\lral-
ment.e se husca nestes caso~ aplicar as mesmas soluçÕe!\ j.i implementadas. Em-
hora novamente aqui a modularização facilite adaptaçõe~, torn<~.-se aconselh;ivel, 
ji durante a concepção dos módulos, prever uma utilização futura mais ~:era! 
JlOSsível. 
Tal como 110 C:l$0 dt• sub-rotinas, is~o 11odt' ~('f ohtitlu dcixaudu a maior part,c 
d<l~ d<'IIH'JI{.,,~ 'lllt' dcfint'lll 111\l romponcn~<' em ai>I'IÚ> 1 para Rert!m <ldiuidos <lpP-
Ira~ pcb cnti,\aJe que invoca seus serviços; i.e., criaudo màdulos paramctrizáveis. 
Pode-~e con5tidcr:..r essa~ entidades como operadores pulimórf1cos IMi 78] sobre 
;,\~um tipo {al.~trato) de ,bdo:;. Quant.o ao aml>ieut.t• Jt• Je~CIJVo]vimeuto, t:lile 
Jlrecisa oferecer mecanismos para an1razcnamento c n·cuprr;~ção Je compon~·utc~ 
mediant.e ~na ('Spt•cificação (po><~Ívc\mcHI-c Jc~criçào funcion;d). 
~~ impnrtautc a rap:.ci,bdt• ti(' n•-ul.iliz;~r m/,du]o, d·· sojfu111rr. ()f' forma 
;miloga colll<l ~t' rt'comhiuam c.ircuitos iute~rados. Para t.an!.o {: essencial 11 tn· 
dependi neM de mjormaçá.o no projeto de módulos fariluncnte re-aproveitáveis. 
Tipos abstra~os de dados contribuem para essa capacidade mas não são sufi-
dentes I Me 87]. ConsiJera-~e essencial ~a.mbém hemnsa, i.e., a possibili-dade 
de uma ent.idade (uma espeoal.zaçâo) herdar atributos de outra(!>), altera11do 
alguns deles; é uma característica de projetos orientados a objetos \Re 82]. 
Em resumo, prevenção de erros, projeto modular e iulcentivo à re-utilização 
são os principais fatores a serem considerados na avaliação da produtividade de 
linguagens e ambientes de programação. 
1.3 Soluções e Alternativas 
Não serão mais tratados aspectos de ambientes de pro~ramaçao, mas sim Ol' 
aspectos mais significativos de algnm;tslinp;uap;enl' de anrp\o u~o ua programaç~o 
em p:ra.nde t'~cala. 
1.3.1 C: um Cmnprmuisso 
t\a al,ua\idadc, C~ po~sivelmcnt.t' ;L mai~ popul;w liu~uõJ~f'tll de programaç.ic, ch· 
sistt'mas. C é geralment-e a.".~ociada a port-abilidade e dicil>ncia; dil'lpÕe de com-
riladores. para um<~ enorme varied:~de de máquinas e :::.istemas operacionais; ma~ 
também é uma linguagem lt·mbralla por ser fonte de programas ininteligíveis c 
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erros sutilmente ocultos IFG 82). C foi imaginada desde o início como uma lin-
guagem "para programadores" criada «por programadores", ou seja, de e para 
profissionais experieutes. Procurava~se com ela uma linguagem extremamente 
concisa e de implcmenta~i"10 cfideute. Ao mesmú tf'mpv, um do~:~ primeírol'l gran-
des projetos a usá-la foi uma das versões originai11 do sísterna operacional UNIX 
IKP 84), na época em um computador de relativamente pequeno porte. Esse fato 
e mais Sllllii ancestrais mais próximas explicam sua simplicidade e a inclusão de 
alguns (poucos) aSJll~CtOll mai:~ tlpicol! de liu~o:uagcns de montagem. Não deve, 
entretanto, ser qualif1cada como "de baixo nível~. 
O tratamento de muitos aspectos que, em outras linguagens, estariam inclu-
so.:~ em sua própria definição, em C é deixado a cargo do sistema.operadonal ou 
sub-rotinas de suporLc. O coujunLo de operações de entrada/saída, e.g., não é 
oficialmente parte da linguagem, que somente se preocupa em definir dados e me-
canismos de controle. Na prática, invocações ao sistema e funções provenientes 
de bibliotecas gerenciam todos os demais serviços. 
A presença de um pré-processador, a princípio indcpendente2 e ortogonal 
ao compilador e atualmente rigorosamente definido, adiciona flexibilidade. Ele 
gerencia inclusão de arquivos~fonte, implementa compilação condicional e per~ 
1 mite substituições via macros, Muito do poder da linguagem é emprestado pela 
definição de pseudo-funções e const.ruções como o.ssert(} e vo..argfAt 89). 
Deixar muito da linguagem a cargo de funções fornece motivação para es-
tender suas <.:oustruçõcs apena~ implementando novas bibliotecas. Por e.xempk•, 
desvios de controle para fora de sub-rotinas, tratamento (particular) de inter-
rupções e concorrência limitada já foram introduzidos sem alteraç;OO na lingua-
gem. 
Infelizmente, as próprias características favorávci~ de C podem ocasionar di-
ficuldades no programaJor. A vcrificaçtlo de tipos é especialmente permissiva, 
part.icularmeJlte quauto a parâmetros e valores de rctoruo de funções (novos com-
piladores seguindo o padrão ANSJ3 resolvem apenas em parte esse problema). 
Esse legado de seus ancestrais torna possíveis programas muito versátei5 mas 
bastante suscetíveis a erros do programador. 
A excessiva liberdade propiciada pelo pré-processador cria margem a cons-
truções extremamente irregulares - por exemplo, a tarefa de gerar índices de 
referências cruzadas de funções, trivial para programas em Pascal, exige técnicas 
de compilação e macro-processamento para sua perfeita consecução em C. Outras 
aplicações dirigidas por sintaxe, como editores especializados, também podem 
encontrar dificuldades. 
Um outro aspecto, a portabilidade de programas escritos em C, é correto 
apenas em parte. Embora o conjunto de operadores e comandos seja realmente 
2uma espécie df'. filtro desvinculado da linguagem 
3con1itê ANSI X3Jll; padrão ANSJ X3.159-J989, lSO/IEC 9899 
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padrão de um compilador a outro, ~bibliotecas de funções pré-d,~finidas -que 
permitem que um programa. se comunique com as entidades exteJtnas - variam 
de implen1entação pa.ra implementaçâ.o. Caminha-se para umo1 padronização 
da. linguagem, com a definição de um conjunto mínimo de funções (baseado 
primariamente nas rotinas de biblioteca encontradas em UNIX). 
1.3.2 Prograuwção Orientada a O bjctos 
Prop;r:uuaçiio orit>ut.ada a objct,os p<~.rece dest.in;u·-se a. ~er o pa.radi~nJa de pro-
gramação desta década.. Ap6s um início restrito a nichos especializados, como 
a linguagem Simula !Ho 84], e um continuo mas quase recluso deseuvolvimeuto, 
é agora reconhecida como a metodologia mai~> apropriada ao de~euvolvimeuto 
de programas em granJe escala, determinando a criação de llova.s téCI!icas e 
linguagens de programaçã.o. 
Não é fácil ou imediato definir programação a objetos, e as definições encon· 
tradas na literatura diferem entre si. Talvez seja mais apropriado, ou efetivamente 
descritivo cara.d.erizar os aspectos fundamentais de sistemas CQnsiJerados "por 
objetos'", e daí. tirar conclusões. De qualquer forma, é a "construção de software 
como coleções estruturadas de implementações de tipos abstratos de dados" 
\Me 87], ou a aplicação dos conceitos de abstração de dados, encapsulamento, 
herança e polimorfismo. 
Tipos Abstratos de Dados e Encapsula1nento 
Projetar tipos de dados de forma abstrata significa descrevê--los funcionalmente, 
ou seja, indicar seu propósito e como podem ser usados, ao invés de rela.donar sua 
estrutura interna. Caso apen~ essas aspectos sejam apresew•adQs a entidades 
ext.ernas (isto é, a.penas as funções e dados necess.irios para requerer serviços 
daquele tipo), observa~se encapsulamento. Essas duas caracluísticas conferem 
alto grau de flexibilidade ao projeto de programas, tornando fá.cil reaproveitar 
o trabalho anterior sem alterações profundas. Além disso, reduz a dependência 
ent.re módulos e a possibilidade de erros de projeLo e implcml:ll~illõâo. 
Em programação orientada a objeto8, um tipo abstrato de dados defmindo 
dados e operações é chamado classe. Classes são consideradas construtores de 
tipos. Elementos cujo tipo é uma classe são obietos, e são m!l tâ.ncias (exemplos) 
daquela classe; as operações que podem ser executadas sobre ·~les são conhecidas 
t.a.mWm como métodos e em algumas linguagens são executa.das em resposta a 
m.eruagens [Go 83]. 
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Herança 
llcrauça é possivehuente a característica mai11 proelllÍHf'llt.e 1: fundamental em 
programação orientada a objetos. Ela consisl.e em def1nir novos conceitos (ti-
po~ de dados) em termos de outros já conhecidos, adicionando ou modificando 
apenas os detalhes (dados, operadores e funções) que realmente distingüem um 
couceito de outro. Essa capacidade pode reduzir substancialmente o esforço de 
del"envolvimento e clepunu.;ãn de pro~~:ramas: JJOvas extrusiJes são :~cliciúnad:lll 
sem alterar ou conhecer código já existente. 
O tema da herança admite variações, algumal! ainda no terreno da experiên-
cia. A maior parte das linguagens com orientação a objetos admite herança ape-
nag por um ancestral, disti1q~iiiudo uma hierarquia em forma de árvore. Cal!o O!l 
atributos de mais de um ancestral possam ser herdados, ocorre huança múltipla, 
e a hierarquia passa a um grafo direcionado. A questão imediata que restringe 
a disseminação desse potencial é a resolução de conflitos quando dois atributw 
distintos coincidem em nome. Em certos casos é possível simplesmente rebatizar 
uma das alteruativas, resolvendo a ambigüidade na própria entidade herdeira. 
Isso ocorre em Eiffel IMNM87]. A mudança de nomes, longe se ser apenas um 
artifício para resolver conflitos, pode realmente adicionar potwcial a uma lin· 
guagem, descrevendo dados c operadores em mais de llltJa maneira. 
Jlaança rel'etida comisLt~ ua presença da mesma eutidade em duas linhas de 
herança em diferentes niveis. 
Herança scletwa implica em herdar apenas componentes ~elecionados, e não 
toda uma euLidade. 
Jleranç1t negativa f n~litcionada à. sclct.iva, cxplicitaud() desta vez os compo-
ueutes que não gerão herdados. 
PoUmorfismo e Ligação 
A introdução de herança favorece o reaproveitamento de programas numa va. 
riedade de versões. As técnicas de abstração e encapsulamento de dados, por 
outro lado, não poderiam ser aplicadas sem o uso de algum tipo de polimor-
fl.$mo IMi 78JICW 85]. Esse conceit.o implica no uso de um mesmo nome numa 
variedade de formas com efeitos diversos. Por exemplo, o operador'+' pode 
ser aplicado a dois números inteiros, significando adição aritmética; a um único 
número, como siual positivo; a dois complexos, como adição complexa; ou a 
duas cadeias de caráteres, representando concatenação; ou ainda a uma árvore 
e um item, indicando inserção. Em outras palavras, num ambiente polimórfico, 
dua.o: entidades reagem de diferentes formas ao mesmo operador ou função, de-
pendendo de seu tipo. 
Polimorfismo esLá associado ao co11ceit.o de ligação ( bmdmg) de ohjetos, que 
é a cletermiuação do significado de nomes e operadoretl. Em C, a li IlaÇão é pu-
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ramente t:5tática, sendo completada durante a compilação. O extremo oposto 
é apresentado por Smalltalk [Go 83]: na ligação puramente dinâmtca, apeno~ 
durante a execução de um programa é determinada q11e função corresponde a 
cada nome. O tipo de ligação para uma linguagem é intimamente ligado a.o 
momento da verificação de tipos e à. eficiência de sua in1plementação - ~inding 
dinâmico é bem mais flexível que estático, mas pode impli<:ar em severa perda 
de de:>empeuho, t.ant.o em velocidade, para relacionar IOIIH!S a ações, como Clrn 
e~p:u;o, pela diliculdade em pn~·alocar wemória. AU•m dis!IU, a meuoa que rc~­
triçôes sejam adotadas, é impossível verificar com segurança todos os erros de 
tipo. 
Ape11ar do!l- prob\e1na~ potenciait~ 1 a~lvoga-l>e li~a~t5o -Iinftmic:~ como esRt-llclal 
a prognmu1çâo oril'nl.adn a objec.os: ela permite aj.(nn:u· dcmcuto11 de ronua 
dinâmica, conhecendo--se ape11as suas caract.críst.icas de interface, compondo lm;-
temas completamente reconfiguráveis durante a execuçáo. 
Programação Sistemática 
Herança e tipos abstratos de dados implementam duas formas de abstração -
respectivamente, especializaç~o e agreg:~ção - e devem ser vistas como ortogo--
nais. A primeira define conceitos usando suas dtjeren~as em relação a outros, 
enquanto a segunda compõe diferentes conceitos para formar um novo. Um aVl.ão 
· pode ser considerado como um vtíc ulo que voa; se um v de t>lo t.em capacidade de 
carga, custo operacional e velocidade, supõe-se que avi)es herdem essas camc-
teristicas de veículos, enquanto adiciouam algumas, como taxas aeroportuárias, 
e modifiquem outras, como consumo (talvez de quilômelro!; por litro para galôes 
por hora). Entret.anto, aviões são compostos por um J.Úmero variável de asas, 
fuselagem e motons, entre out.ros, o que propõe out.ra maw~ira de caracterizá-los 
- dl'lstn vez, em termos desse>~ componentes. A abordag·em da heran~a. pode-
ria interessar à contabilidade da. aeronave, enquanto a ;.bo,rdagem da agrega•;iio 
seria ma.is impor~ante para sua manutenção. 
Abstração de dados é considerada esseucial p:tra a :lrodução sistemática de 
programas. As. técnicas de orientação a objetos il!crem~n1,am a flexibilidade de 
tipos abs.tratos de dados, criando módulos de software facilmente extensíveis e 
reaproveitá.veis. 
Programação orientada a objetos eufatiza o proje1•• (:uidado~o de tipos de 
dados em favor do projeto de algoritmos. O programa•lo:r usando objetos deve 
encontrar à disposição um grande número de tipos atstratos defmindo da.dos 
e o conjunto de operações legais aplicáveis sobre esses •lados, representando da 
forma n1ais dirt'ta possível Uln conceito real do problema a resolver. 
Apesar da idade e da disseminação do conceit.o de objetos, nã.o há forma-
lizações amplamente aceitas sobre como se deve us:í-lm ou se há regras formais 
para associar dados a objetos, ocasionando inúmeras discussões sobre exemplos 
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i11adcquados ou sÍiuplistas lEr UOJ. 
Note-se que, embora haja liuguagens clitas "orientaclas a objetos~, ?regra-
mação orientada a objetos é uma técnica de programação índcpenden;e, que 
pode apenas ser mportacla, com maior ou menor adequa<;ão, por esta ou aquela 
linguagem. Por exemplo, Ada provê grande flexibilidade na definição de tipos 
abstratos de dados, com diversos níveis de eiiCapsulamcnto, mas não oferece 
mecanismos de herança. A linguagem C permite a definição de tipos atstrato!l 
com alguma disciplina d .. programação, mas o encapsulamento 5e res~:inge à 
declaração est.ática de variáveis e funções, uão sendo, portanto, absoluumente 
seguro. Herança pode ser sJmulada em C, mas num escopo limitado, justificando 
a criação de variantes da linguagem acrescentando faclHclades para o pandigma 
de objetos. 
1.3.3 C++: a Evolução 
C++ ("C + ln) é um superconjunto de C tornado público pela primEira vez 
em 1983, Desenvolvida por Bja.rne Stroustrup nos laboratórios da AT&T, tem 
recebido grande aLcur;âo recentemente, com várias implementações difundidas 
, em diferentes p];LI.aformas. É uma linguagem projetada para mauter grande 
compatibilidade (fácil migração) com C, tendo inspirado, mais que recebido ins-
piração, o atual padrão ANSI C. Sua priucipal motivação é preservar os a;pecto;; 
favoráveis de C- por~a.bilidildc, eficiência e flexibilidade~ evit<~.ndo sJas de-
ficiências mais llagr;mtcs. 
Classes e Encapsulamento 
Em C++, classes são a princípio uma generalização de estrutura::; (struct.o) de C. 
Embora tanto classes como estruturas em C++ possam definir dados e :"unções 
como seus componentes, classes oferecem as maiores facilidades para ab;tração 
e encapsulamento. 
Uma classe é dividida em duas partes definindo seus componentes túblicos 
e pnvados. Comumente os dados são declarados na parte privada, preservando 
a estrutura interna da classe, enquanto que as func;ões que os manipuhm (ou 
parte delas) são públicas. Tal como em C, uma função pode ser dedu.tda em 
separado de sua definição (que contém o código propriamente dito), torn.;,.ndo a;; 
declarações de classe e estrutura sintaticamente semelhantes. 
Enquanto os componentes privados somente são referenciáveis por outros 
da mesma classe, os públicos têm seu acesso liberado para entidades de outras 
classes, sob certa.; restrições. A cláusula public torna o componente vi~ível de 
forma irrestri~a, enquanto protected impede a visiblidade de outras cla~•e!; que 
não a própria e outras dela derivadas (a derivação de classes será ví~la mais 
adiante). 
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Outras cla.s~es já existentes podem ser explicitamente declarada!' como fri-
ends. E:>sas classes (e aptma.s ela.~) têm acesso aos dados e fuuçôes também 
declarados friend. 
Para cada objeto cujo tijlO é uma classe(++, as funções e ·rlados não-privados 
podem ser referenciados como membro.."- de uma estrutura. Os componentes do 
objeto são acessíveis à própria função at.ravés de um parâmetro apontador fictíci<1 
(thi>). 
T<Jch:o ,u; ftu1Ç;lt~O: de UIU3 cla..-.~e l'lll C++ tleV<'JU ter 0!1 tipo~ do valrJr J,~ 
retomo e Jos par:lmctros dcclat·ado:> cxplicit.ameute, e a linguagem iuclui um:;J. 
\'Criticação rigorosa de tipos na chamadu de funções. Essas declarações são ll·<l 
vt•nladc• es~<'U<" i.1 ;,., porque J po ..... «lvt>l dt>!lnir d ÍVI'T~n~ fnuçÍI<'fl na mesma daR!IC com 
o m-e~lu<) nome, ,Jikrindo apcua~ no t.ipo t•/011 uúuwro dt• parfuuctrull. l>a.do, CI'Fa 
possibili,laJ(' (chamada function ovcr/uadmy), o tumpiladoJ· C++ implcmcula 
uma forma Je polimorfismo, usando o tipo dos pará metros na chamada da função 
para dct.crminil.r qual a versão adequada. 
Uma facilidade importante para encapsulamento de dados é a extensão do 
conceito de overloading para operadores. A cláusula operator permite que uma 
função seja dcfinid:~ com o nome de um operador binário ou unário já existent·e. 
A partir daí, o operador pode ser aplicado a iust.âucias da c\as._qe como uun 
operador pré-dcfiuido. Por restri<;Õe;t J,, amílille léxica, não É· possível criar 11ovos 
operadores, nem aherar sua ordem de precedência. 
Dois tipos de função, mesmo que vazios, sempre existem para qualquer classe 
C++· Um con.<trutor é uma função CX('CUt.ada implicitamente para criar qualquer 
nova instância de uma classe e comumente é usada para d~.r va!ore~ iniciais aos 
dados da inst.ânüa, bem co1no obter e org:anizar qiialqner memória dinâmica 
que seJa necessana. Sendo comum que haja diferente~ meios de definir es~es 
valores, a função construtora pode ter várias versões, redefinidas com diferent.es 
parâmetros. Um destruidor, em coatrapartida, é uma fuução sem parâmetros, 
t>Xt>cut,'\da automat.ic:un~nte quando 11111 objeto é destruido (isto é, quando a 
~xecuçâo do pror,rama dcixa. o ef\copo em que ele é llcliuiJ,:..). 
Herau~a 
O prólo~::o da dclinição de uma da.qscm C++ li~ta as class~·~ l1crdada~ (apenas a 
versão 2.0 ,Ja 1lt>fini<;;w ,Ja linguagt~lll iutrodu1.iu ln~rança 111Últipla jCo 87]}. 
Cl;u<;~,•g lH!rdaJas são chamadas. base, e aí\ herdeiras ttii.o conhecidas colllo 
derit'adas. A e,;l-as aplicam~se as mesmas restri<;(>es de ~.ce~so a compoueutes. 
públicos e privados já mencionadas, além da cláusula protect {numa cl~sse 
básica). 
C++, t.al como em Simula, aplica a cláusula virtual para declarar funções 
que serão somente redefinidas em c\asst>(s) dcrivada.(s), permitindo que outra;; 
funções da mesma classe usem [unções das classe!l herdeiras. Essa capacidade é 
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normaJmeute implemeutada com ligação dinâmica, ma~ a verificaçâ0 de tipos é 
feita estaticamente. 
1.3.4 Objective C: Ligação Diuámica 
Enquanto C++ procurou se 1\lant.er tlm supP.rconjuntn, com quase total compati-
hilidatle com ~na liu~uagem ti!• orÍgt•m, OI•Jrr.l!vc Cj(:o R7j i- uma lingu'~v.~m h<·rn 
tlift'l<'u!.t'. At.:'•t·.~ uum pn•v.ram:1 (J],i•·• tiv<• C ~i"to n<,rw:olut<·u!.<• ''X]>r<·,·•:p ''u'"'' 
~iut.axe lllltÍLo >WJUI'Ilt;utte à dt• lllClJ.~;,g<'ll~, embora t;uuLhu p().~~a f'"T u~ad!i 
uma not.aç!io maif' couvenci(lnal. A IÍIIRlWgem tev•: um iukio muito rápido. 
t•ula!tzando ligao:;ão dinfilluca t• a aÍ<tç:Ío dt· ~;randcP LiLiiot<·r:a~ d,.. m6rlulo~ pr!,-
fon~tnddo.~ (.qojtwurr•-U: .• , ou vcirntit.<>!l iut.t•J:r;u]o~ d<' Ar,jlmnrt~, ua r<>llf~'f><;ã<, 
do <JUt.or), maR niio ~~· di:-~f'l'l!IÍllnU ffllll'J C++. 
1.3.á Cm: uma Extensão 
A Jiuguagcm de programação Cm (C modular t> polilllórfico) [SLD 88j é super-
ficialmeute scmellwnte a C: as estrutura_, de cont.mlE" e r0mando~ básico~ fr~ 
ram preservados de modo a evitar graudes prohlemas na adimataçiio <lo grande 
nÍilllt'ro .],, m:u!irio~ jf1 prnfH"Í<'IIC!'~ em C. As lingu<Jii!'ll" ronri'Çilrn a rliferir de 
lat.o quando se est.udam os wrtodo~ para ddinição e ahftração de dados. Al,':m 
de wm;truir tipos muna sintaxE.' menos propensa a erro~, C modular implernenta 
doi~ mét.odos de abstrilçiio: !Jerauça (especialização) E' tipo~ abstratos de dados 
(modularidade). 
Todos os programas em (m são compost.o." por ela~."<'~, que são cou~lrutorcs 
de tipos. Cada classe descn'V<' dados e fnnçÕe." que os manipulam, definindo 
também uma interface para outras classe>:. Objetos cujo tipo é definido por uma 
classe (suas mstânnas) podem ser importados por objetos de outra cla.~~e; o~ 
dados e funções (component-es) dl:'clarados como exportável$ na cla."::e importada 
Úlo ;lC('R."Ívei~ no~ obj1•tos importadnreH. 
(:]a~~~·R t'lll Cm !11' a~f\I'HH•Iham :1/Jf\ r>nrkruJI'.1 dl' A<b <• a,,,. rrw<hlh.~ d•· Mnduh~ 
2 (tal como ues~as liuguag~~~~~. os compournte~ d<' 11H1;1 variável de tipr, cla~l'e 
::âo refcrendados prcfixantlo-:c<<' o nome J<t variáv('l). Além di~"o, a~.oim crm10 nos 
g~uenc T'ackage.~, cada classe-? paraiiJctridvel, i~tr1 é, o tipn por elae::pecificadD 
podt.> di'JWttdcr dl' pnr.'inH•I.rnR ddinído~ pda ~ua iuotanr.i.v,âo. 1-'nr eXI'ITiplo, 11m a 
rlas~e tll'srreveudo mna roleç!io de (,l,jl'tns rom um lilllíte mfixim<, e.~pecifir.at]r, 
pode ser Jc/iuida <leixando en1 abcrt.n tanto aqude lim J! I' r:omr, o t.í po do" objeto~. 
A~ ins~âucias de dasses ~âo ohjNos como outro~ quaisr1uer e passívei~ de 
• d ·h · · • 1 d " " • " r operaçoes e atn u1çao e comparaçao os opera ores = e == so rem over-
luadmg. Das estrutura,<:. de dados declaradas por uma cla5~e. nlguma5 podem ser 
compartilhadas ent.re todas a~ inst.anciaçi"le~ da mc~ma, enquanto outra.~ serão 
deliuidas (llo instaute da exN:ução) uma vez para cada obj.,to daquela classs::. 
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O segundo me<".a.ni~mo de a.bstrnçiio de da.do.o;, ILeraw;.l-, pO.'I~ibilit.a qliP uma 
classe compart.ilhe e incorpore eut.idarles d!' uma ou mai~ das~e~ ancest-rais. 
Como ocorre herança múltipla, a.parerc 11111<1 hicranplia d('srri1a por um r.rafo 
orientado acídiro (ni10 nr·rcssariauu~nlt' uma ;í.rvon~J. lo::-.~a hieranplia é ort.og"-
ual à Jt> c\as:<ef'. importadas. 
Out.J·as característ.ic<~s cssenci::~i>< <L Cm são a Vt.>ri(it:ação fort.f· 1\1• t.ipos em f'X-
pn·s~ôes, na paf';;agcm de parfuudro~ a fnJLç(ws t' uo \•odor d!' rctoruo; a uuiror-
mizaç ~o th•~ tipos ( ohjt•l.o~ de q un lq ner t.ipu, mt·~mo da~st~~:, podL·111 ser r.om P~•l a-
dos, copiados, pas('ados como parâm<.oJo ou devolvidos por furH;\•r~s); t> a det.ec-çno 
automática J,. dependê-ncias entre módn\m;, simpli!i<:audo a mnnuteução atr11v~s 
da <:ompilaçi'w do coujuuto mlnimo de claf:~es p:~r;~ nt.nalii(ar um j'rogra111a). 
Em l't'~utno, Cm procura rt~aJ'row•Íiar ]11'0~I':tlll:l~ u5o at.rav(·~ do ovr.rluildltl.(} 
de funçôe~ e operadores dentro de nllta mesma classe, mas sim através da dl"-
finiç5o de um número ilimitado de tipos (contendo dados e fun~Ões) a part.ir {le 
UJU cunjunt.o muito menor Je Jefiui,.;:,e~. Cm foi desenvoh•id<~ p<11·;1 a cou~truçiio 
do ambiente de de~euvolvimento de programas A llAND IDL 871, um conjuJJto 
int.t'\":r:ulo de ferramenta:- para a produç;w sistemátira ()e programas complexos. 
A_HAND está baseado em UNIX, sistt'ma operacit•n<d em qur o uw de C pnr;1 
programação sistemática é quase obrig11tório. 
1.4 Requisitos da Linguagem 
Certag c;tr1lct.crlst.icas foram con:;idcradas fuudnllJclltais na escolha de urna liu-
guagem para o A_HAND: 
Portnbi\id~dt• progr~llll:t~ ()t'Vt'lll ~t'l' ('X('(U!.{ivl'i~ t'lll I)Íferrntt.~ ati[UÍ(,\'Lura~ ;• 
~Í:<!t'l\la~ oprracinnai~ com mudall!ó<Ll1 rníuirua~. l'ara facitit<lr t·~~(~ rc<pti-
sito, não dt~vem exigir suporLe Je execução além de peqncua::; bibliotecas 
específica."'. O compilador também deve ser executável numa ampla varie-
dadt' de ambientes 
Versatilidad{' tanto como ou mais que C, deve permitir a con~trm;ão de pr<>-
grama~ para diversa.."'- área~ dE- aplicação COlll rapid·~Z e segurança, mesmo 
por grupo,; tlr programadorc~ 
Eficiência o ganho na produtividade do programador nào deve ser auuladc- por 
uma queda significativa no desempenho dos programa~ em relaçã.o a C 
Verificação dC" t.ipos exige-s<" {j\IC verifrque tipos de forma estrita, protegew\o 
o prog-r:uu.:ldor contra erro!' de outra forma difíce:ts de detect.a.r. A ver i-
ficaçio de tipos deve ser estrulural e estática 
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Uniformidade de tipos todos os tipos devem possuir um wnjunlo mÍJ,imo 
de propriedades comuns, podendo objetos de todos os tipos ser copiado~, 
comparados, p;tssados como p;~ráwdros e dcvolvidi'Jil por funçÔe!l 
Polimorfismo considera-se fundamental a possibilidade de criar tipm~ de dados 
polimórhcos para reaproveitamento de programas, principalmente entre 
grupos 
Herança conjugada ao cucapsulameJJto de dados, fornece ahernativaJ! mais se-
guras para o reaproveiLameuLo 
Nenhuma das alterna-tivas consideradas, como C, C++, Modnla-2 e Ada su-
portava convenientemente todos esses predicados, motivando o desenvolvimento 
de Cm e de um compilador específico. 
1.5 Um Compilador para Cm 
Est.e texto descreve os conceitos principais da progratna(fâo em Cm e a imple--
mentação do primeiro compilador da li.1oguagem. Cm sofreu muitas influências 
' de diversas linguagens e ·continua sendc• aperfeiçoada. Além de refmar a lin-
guagem, o autor colaborou na sua definição, tendo implementado o ~istema de 
compilaçâ.o Cm como projeto de diflsertação de Mt:strado ua Uuícamp. 
Uma versão do programa. foi tomada pública. e usada para i.mplementa.r al-
guns projetos num curso a nível de p6s-graduação. Essa experiêJ1cia contribuiu 
para depurar o compilador e direcioJJar ú desenvolvimento futuro da linguagem. 
O programa foi desenvolvido em C e pode ser executado em sistemas MS-DOS 
e UNIX. 
O resta1•te deste te.x~o ilustra as possibilidades da programação em Cm e 
aspectos de implementação do compilador, concluindo com uma. avaliação geral 
do projeto e suas extensões. Sendo uma introdução à Cm, o capítulo 2 não 
requer experiência com outras linguagens para seu entendimento. O capítulo 3 
pressupõe cOlJhecimento detalhado da linguagem C. 
Capítulo 2 
Programação em Cm 
E po1 chc la 8UU marw alia mu1 p,1se 
c.m lieto volta, ondio mi conforta., 
m1 mise dentro ali• ..egret~ cc>se. 
Dante, Inferno, canto /11 
Os conceitos pri11cipais da liuguagem Cm são apres('ntaJo~ gradualmente, 
através de exemplos e programas simples. Não serão tratados allpectos par· 
ticulares de cada implementação, nem tampouco uma referência exaustiva da 
linguagem. 
2.1 Um Programa Simples 
Programas em Cm si'lCJ const>ituídos por classes. Üma da~se é uma declaração de 
dados e funções que manipulam esses dados de forma abstrata, isto é, cada dat3e 
couhcce o seu coutell(]o e oferece informaç(,rs e serviços a outras da?St3, fll48 
não f, obriJl:<H.la a iult•rmar a essil.fi dasse8 wmo e~~f!' l't!rviços e informaç(,ts sãr, 
realizados. É possível criar u1u programa em Cm ut:audo ;1Jteuas uma ela.~.'!<::, m<lll 
normalmente eles são compostos por um grande número de diferentes mstánctt.1S1 
de diversas classes. lma instáncia está para uma cla..~se assim como uma variável 
está pa.ra um tipo. Vamos entretanto adiar uma du•cussão mais completa do 
conceito de classes e instâncias, apresentando inicialmente programas .;;imples, 
com três ou menos ciasses envolvidas. 
O programa conhecido como "helio world" [KR 78] poJe ser tousiderado 
um clás:>ico dos exemplos e serve perfeitamente para demonstrar um programa 
1lnstância neste text" não tem o significado usual em português, mas s1m reprt>~cnt:. um!>. 
aproximnçào do inglês tmlance, ist.o é, um exemplo ou repreoentante de um::t. categoria -
comparável ao significado biológico de ~~pll:ime 
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mínimo que pode ser compilado e execut,ado para mostrar algum resultado. Eis 
aqui uma versão em Cm do programa "helio world": 
class helio () 
/• Primeiro ex<'mplo de programa Cm * / 
import output; 
output. O out; 
void main () 
( 
out..st.riltg (~Hello, world!\u"); 
) 
F..sLt' ex~mplo, muit.o simples, ddiu<' mn programa P t.ambém uma cla:'l~t·, d~a­
ma .. b hd/o. Sup;•c-se que o arquivo cotlLt>tnlo est.e exetuplo po~~a f'er ideut.ificado 
também por hdlo ---o apêndice A apreseHta com mai" det<dl,es o .1mhiente d·e 
compilação Ctn, como !tio dados nomes aos ;wquivo.« c cotiH> program:ts podellfl 
ser COlllJ)ilaJos. , 
A declaraçào class introduz toda classe Cm. À p11rte couwutários e espaços 
em branco, descritos mais adiante, deve S<>r a primeir<l cláu~ula. d<l classe, de-
fmilldo o se.u l\o!lle e os pa.rámetros formais da classe, entre parênteses {neste 
caso, nenhum). 
A cláusula import aparece logo a seguir- ela tem por fuuç:io relacionar to;}-
das as classes importadas por hdJo. Como classes definem tipos, esta declarasiío 
fornece aí:' informações sobre os tipos de dados usados por helio. A única classe 
importada é output, uma classe pré-Uefinida responsável por algumas funções de 
saída de alto nível.2 A partir desta decla.ruç5.o1 é possível definir instâncias de 
output. 
Isto é feito na linha seguinte: a variável out é declarad;~, como sendo do tipo 
"oulpu.t-sem-parâmetros"'. Note a presença dos parênteses- eles indicam uma 
instância da classe - e são vazios porque output, assirh como helio, não tem 
parâmetros. Deste ponto em diante, ou! tem toda~ as propriedades ( dadol; e 
funções.) da class~' importada. 
Uma van'ávd é uma entida(k coulcudo dados qtu• pudrm ~er modificados 
a qualquer momento. O hpo d~ umn variável Cm nãu pudt·, IH' cnt.aulü, eer 
alterado. 
A da.s:>E• heJ/(l define uma Ullici!. fuuçf10, dtamada. mam{). E~ta. fuJJção é na 
verdade um procedimento, isto é, Ulllil subrotina que não devolve nenhum v;~lor 
:lt::t.l como em linguagens de programação, o conceito de niue/ aqui 11e refrre a um grau de abe-
tr:~.çir.o; <>lá;>td, por exemplo, n5o se pre(l{\lpa com detalhes de imp\cmentaç~oo em disposil.ivos 
ou verificação de erros 
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à rotina que a clJamou: isso é indicado pela palavra void precedendo o nome da 
função. Mam(} também não recebe nenhum parâmetro de quem a chama, fato 
denotado pelos parênteses vazios. 
O corpo de mam{) e.e enc.ontra entre chaves ( { e } ) . Tudo o que contém 
é uma cl1amada à função strmg(} da variável out. Essa função faz parte das 
informaçôes d(•claradas na da!lse otlt1rut e incorpor.ulas 1. variávt>l ov.!, rbí a 
rderéucia ;~!.raví·~ do 110111e tia variável, ~~~guida de um ponto. O p;u5ru".'trr, 
d:1 dmmada 6 um~ t:OJ(h•ia dt• carátere!,:~ com as palavnu; "f!f:llo Wf,rlrJ~~. () 
símbolo cspt>cial \n dcnol a uu1 caráter especial para mudar a linha de imprell~ào, 
e a função stnng é deliuida em aulput para escrever seu parâmetro na tela do 
terminal do usuário. A da~se oul1•ut fornece, entre outras, as funções characler(), 
para e1Krcver carátt~n:!l, e der{}, para uúmenr:1 deciwai~. 
A 1Ínica função de ltcllu se resume a es~a linha; ct>mo todos O!l comando~ e a 
maioria das declarações em Cm, ela é seguida por ";". Nada mais é nece~sário 
para esta classe. 
Quando esta classe é compilada e executada, deve produzir como resultado 
a mensagem 
Hcllo, world! 
no terminal do usuário. A função main{} de cada classe, se houver, é imedia· 
tamente executada quando cada imtância começa sua existência. r-leste caso, 
ocorre ape11ilS uma instâJ1cia de helio, declarada implicitamente quando a dJ.Sse 
é compilada, que sempre existe {a criação e dc~truição diuâmica·~ de instância;; 
de classe serão apresentadas mais adiante). 
2.2 O Formato do Programa 
2.2.1 Convcmçôes Léxicas 
A linguagem Cm apresenta alguma~ re~triçõc:; léxicas que devem ser seguida.s na 
produção de programas corretos, principalmente quanto à pontuação e ao uso 
dos nomes. 
Algumas palavras nos programas Cm são ditas reservadas; elas não podem ser 
usadas para identifica<.lores, mas apenas nas declarações e comandos apropriados, 
ou dcnt.ro de comentários. Sempre que possível, serão apresentadas em negrito, 
como no exemplo anterior: class, import, void. A linguagem distingüe letras 
maiúsculas e minúsculas, de modo que Class, por exemplo, não é comiderada 
reservada. 
Identificadores são palavras defulidas pelo programador para da.r nome aos 
objetos por ele criados, como variáveis, tipos e funções. São compos~os por letras 
3~::omumente denotada, em inglês, por ~tting 
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maiúsculas ou milJÚsculas, digi~os (O~D) c pelo caráter especiml de sublinhado, 
ou "-~. Não podem, entretanto, ser iniciadas por dígitos. 0\:t, no exemplo, é 
um identificador criado pelo usuário, ei1quan~o outr•ut e stnnq foram definidas 
pelo programador lia cla>\se out1•ut. 
Todo identificador deve ser declarado apropriadamente aut.et< de ~er usado, 
e não deve, normalmente, ser redec\ara.do. Por exemplo, a cláusula import 
declarou o identificador outJ•ut, e a linha sep;uinte declarou out. Uma declaração 
feita pelo usuário dl' uma. vari&.vcl do mesmo nome seria cousiderada um erro; 
entretanto, o fat-o de output ser préwdcclarado n5o implica em nenhum privilégio, 
e uma variável com esse nome seria válida caso autput não tiveSB<' r:: ido importada. 
Mo::c.a.lli><Jnoo J .... h<'r(lnça permit.em uma rctldiiLição rotineira de identificadores. 
Diver.;os cará.t-en·~ são considerado~ como de poutuaç;).u ·- c, tal como e~­
paços em bi"anco e conwnt:S.rios, delimiLaill o início e o iim de iJentifLcadores e 
pa.Lwra.s r<'>'erva.b~. 
Cunu'nt.iri~ls ~:w cou~it\('r:tdos pdu (.Olllpil~•lor da liHf.;lW!oW111 como equiva-
\ent.üs ;1 t!S.paços t'lll hrahco, t' :;erv•~m llL>'I"auwut.t• como docuJHt'lLL<lçi!o e <luxílio 
ao programa.dor. 4 Podem ser definido~ de dua!'. ma11eiras: 
• entre as seqüências "/*" ,e "*f". Este tipo de comentário, que pode se 
estender por virias lhtl•as, aplica-se a longas Jescriçõt~s e é às vezes útil 
para remover t-emporariamente trechos de código incompletos ou erróneos, 
vist.o que pode ser aninhado (por exemplo, a seqÜência 
1 • ABG 1 •DEP , .. IGHI> 1 JKL• 1 
'--v-' 
~:=:=::=~=::::___~ 
é considerada um único comentário). 
• após a seqÜência u //". Neste caso, todo o conteúdo da linha apó~ esses 
ca:rá.teres, se l10uver, é ignorado. 
Con~tantes potlenl t<CJ" númerog, ca.rátl'res, ou cadeia.; de ca:ráteres. ~úmef(Js 
são usualmente expressos na base decimal, q1tando podCJL1 ser intetros ou de 
ponto flutuante. Const.autes de pout.o llutuante são expressas colll um pou,,o 
decimal, e opciOll<limente na notaçilO cieJJtítica de expoente e mantip;sa. P-1..>r 
exemplo, 
3.141592G53589 e 0.3141592G53589el 
são equivalent.tJs. 
Constantes inteir<LS podem usar outra.« duas bases: 
"'alguns comenlârios eapeciais, rlefimdos para modificar o comportamento do compilador, 
est.ã.o em estudo \Gr 89] 
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• octal, quando precedidas imediatamente por zero. ~este caso, apena.<: os 
dígitos de O a 7 podem aparecer na constante. 
• hexadecimal, q11audo precedidas imediatament.e por ~ox" ou "OX~. SâQ 
válidos todos os dígiLus decimais, mais as ldras ua" até "f", maiú~cula..s 
uu mimíscubs, J'('j)]'escntaudo os valores de 10 até 1&, respectivament,e. 
Em qualqu('r C<t11o, uma cou~l.aut.e inteira pode ReT imedi;ltameute !wguida pt,r 
"u" e/ou "I", maiiÍ,culos ou minúsculos, deJiotando que s;;.o do tipo unsigncd 
e long, respectivamente. 
As coustaJ1Les do tipo caráter consistem de um e apenas un~ c.aráter eutre 
apóstrofos, como 'O'. Car.:Heres e~peciais dl' coutrole de dispoútivo pr_,Jem apa-
recer, precedidas do caráter "barra iuvertida" (ou backsl1tsh, ou '\'),bem como 
seqüéncias octais ou l1exadecimais. Os caráteres para aspas (") e apóstrofo 
{') também são precedidos pela barra invertida caso apareçam numa constante 
caráter. 
Cadeias de múltíplos caráteres (stnngs) s('guem as mesma~ regras dos cará-
teres constantes, mas são delimitados por asp;u; e podem ler comprimento nulo. 
, Cadeias com comprimento unitário não são equivalentes a caráteres. 
Normalmellle, desde que corretamente delimit.aclos por espaços em branco 
e/ou pontuação, a.;: palavras e símbolos de um programa Cm podem ser livre-
meJJte dispostos no programa, ficando seu formato definido pela preferi:JJcia do 
programador.r. Certas caract.erísticas da linguagem, entretanto, forçam urn;l di~­
posi~ão particular. Por exemplo, o compilador e diverso~ editores de texto uâo 
suportam linhas arbitrariame11te longas;G ao mesmo tempo, urna string não pode 
começar numa linha do programa e terminar em outra- ela deveria necessaria-
mente ser encerrada por a!!pafl na me!'lma linha em qu<' foi aberta. Para s:uperar 
essa limitação, o programa pode ser editado com o caráter ~\" imediamente no 
final de uma. linha: tanto o caráter como o término da liuha são i'lnorados e as 
duas linhas adjacentes são como que aglulinadas. Esse efeilo pode se estender 
por diversas linhas consecutivas do programa. 
O exemplo na figura 2.1 ilustra uma cadeia de caráteres relativamente longa. 
Caso o editor usado para criar o programa não comportasse tal comprimento 
(nem mesmo com o artifício da linha ant.erior "Helio world!" ), o próximo exemplo 
(2.2) mostra como truncar a cadeia num ponto arbitrário usando a barra inver-
J,ida. Entretanto, cadeias de carátcres adjacentes (isto é, separadas apenas, 
possivehnente, por espaços e linhas em branco), são automaticamente agluti-
nadas pelo compilador. Deste modo, torna-se visualmente mais organizada a 
~argumenta· se que a d1~pos'1ção do texto num programa é maJs que uma questão de eetêlic,., 
exercendo papel fundamental na sua compreensão 
cni"ou se pode deixar de lembrar os antigos cartões perfurados, com banda de 80 ou 96 
colunas! 
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out.striug ("E..~ta e\' uma 1nensagem mais longa que a precedente"); 
) 
FiRura 2.1: ~XI!mp!o c.Olll caJeia de caráten'~ lmq.-:.l. Not.e qut' o c;,rátcr "\" 
precedendo o apóslrofo não é es:o.encial 
void maiu {) 
{ 
out.st.ring ("Hello world!\n"); 
out.string ("E;:.ta eV uma mc11Sagem mais longa q\ 
ue a precedente"); 
} 
Figura 2.2: semelhante ao exemplo anterior, com linhas de texto mais estreitas 
void maiu () 
{ 
} 
out.st.ring ("Hdlo woriJ!\u"); 
oul.:<'\.riug ( "&1ta e\' uma ULCIIRag(:lll m;•is longa q" 
"ue a precedente~); 
Figura 2.3: o mesmo exemplo que o anterior, com aglutinação de cadeias 
Usando Objetos Simples 23 
solução do exemplo na figura Z.3. Os três fragmentos de programa, uma vez 
compilados, são comple~amente equivalentes. 
2.2.2 Palavras Reservadas 
Os nomes mencionados a se11uir são considerados reservados pela linguagem, 
uão podcudo ~er uo:Mlof' como ideutificadore~: 
auto dou],],. iulH•rit !.'!ÍZ(•I>f 
hreal1 l'lse iut strucl 
case enum long switcl1 
char t'xport new type 
dass lloat register llll J(oll 
coust. fuc relea.se un;;igued 
continue global re11ame use 
cvirtual goto return virtual 
default i f self void 
do import short w)Jile 
As palavras seguinte~, reservadas para certos compiladores C, não Mü atual~ 
mente consideradas reservadas em Cm, mas desaconselha·se seu uso para evitar 
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t.ypedef 
volatile 
O exemplo anterior, embora conveJJiente para esboçar idéias, não d1ega a ser 
muito atraente: não u,:a dados de entrada c sua saída é constante. Além di.~.~o, é 
coust.ante também n priucip;d <litdo UROHJo iJJ!I•rnameJill' 010 progrt~.m<L I!Jtr<>duz~ 
se aqui a declaração de variáveis de tipos padrã(J, istu é, n;'w estrut.uri!.düs, e 
alguns dos operadores mais comuns. 
2.3.1 Tipos Padrão 
Variáveis em Cm são identificadores que recebem e referendam valores. A 
variável out d~Jdarada em hcllo tinha como valor uma in5tância de uma classe. 
Todavia, são mais comuns as variáveis cujo tipo é conhecido como padrão: 
• char cujas variáveis podem armazenar carát.ercs 
• int referente a números inteiro:;; com siual 
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• fioat isto é, números reais 
• double significaiJdo números reais de precisão dupla 
• void o tipo "'nulo~ 
Desses tipos derivam todos os outros tipos da linguagem. 
O nome "float" rdere·se à manipulaç5.o interna e à entrada/saída das variá-
veis dos tipos float e double, usando aritmética de pout.o llu'Luank 
Void não representa realmente um tipo, no sentido de qlle um objeto7 de 
um tipo somente con\.ém valores de um determinado domínio; de fato, não Sf' 
pode declarar \UI\ objl•to dess(' tipo. Todavia, o tipo padr.-io void torun.-se útil 
na declaração úe pmcedimentos (~:>cçâo 2.7) e alguu~ tipos apontadore~ {2.0). 
Os tipos chamados ~integrais" - char e int- podelU receiJer qua.lificadon:s 
que modificam algumas de suas propriedades. Por exemplo, o prefixo unsigned 
pode ser aplicado a ambos, indicando q1u! as operaçõe~ aplicad.1-~ a objeto..c. des.<~e 
tipo não usam sinal (positivo ou negativo); usualmehte o dombtio doi> tipo~ sem 
sinal~ Juas vezes mais ext.euso que o do!< ctluivalcnl"s com !<iu:d. O modificador 
short pode ser aplicado ant.es do tipo int. p:Lra iudicar um tipo cujos objeto~ 
' têm as mesmas propriedades daqueles que são int, mas que podem ocupar menos. 
memória {e abranger um domínio menor). No entanto, se o espaço e domínio 
serão dt fato menores é uma. decisão que cabt> ao compilador. O Jlrogralllador 
pode apenas sugerir quais objetos podem ser short. Do mesmo modo, o prefiM 
long se aplica ao tipo int e denota 11111 inteiro de {possivelmeute) maior precisão. 
A única t~arantia oferecida é que nenhum caráter será maior que um inteiro, 
nem um inteiro ~curto" maior que um int ou um inteiro "longo~'~ menor que um 
normal. Enquanto o "comprimeltto" dos tipos integrais se reflete na extensão 
do seu domínio, aquele dos tipo:;; ~reais11 implica em menor ou maior precisão. 
De forma análoga, garante-se que um double terá precisão pelo menos igual .~ 
de um float. 
2.3.2 Tipos Enumerados 
Os tipos padrão char, int., c S\lil$ varialltes poJem ser relacionados aos númcn1s 
intcil'0$. Ccrt.o.."' con~·~ito~ do tnund<> re:d, eutr<"l.ant.,,, !:làu mrll•or i'CJ>Tt~<eutad<,s 
por um conjunto finito c ordenaJo de nonlt'l' simbólicos. Cor•·:'., por cxcmpli.J, 
enquadram-se nest.e ca.so. Cm permitt' defmir tipos rcprescutando tais conjuntos 
através da diusub enum: 
enum {vermelho, verde, azul} corl, cor2; 
,qu:wdo n:•o houver m:~rgem a dúvidas, entende-se por "objeto" uma variável, um 
parâmetro de função ou de classe, descritos nas seções apropriadas 
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Ncst,e caso, cor] e corE são duas variáveis que podem assumir qualquer um dos 
valores vermelho, verde ou azul, como em 
c1 = c2 = vermelho; 
Uma alternativa à cláusula enum seria associar números à~ cores, um procedi· 
mento pot.encialmente ob~curo. 
Doi~ tipo!l cnum diff'l't>u1.~11 .~iio ÚII'Otrt]>I'I.(Íveu- uân ;: Ínwrlíat.ltln<'-J•to> í'''~"Í· 
vd dar il' vari:\vt•ir~tll• uwtlt·l··~ Ulll val111' Ju outro HCJIJ uw;'"Jwr;u,flü de r.1utmy. 
Pt•f exemplo, o fra!lHWB1-o de cúdigo 
type cor = cuurn { vernlt~llw, lanu1ja, amarelo, verde}, 
lumiuauci;t = cuuu1 {claro, meclio, escuro}; 
iut i, j; 
cor cl, c2; 
lumiuancia )um; 
cna dois tipos enumerado~ distintos, chamados cor e lummanna. Em Cm sugere-
se. como aqui, o uso da cláusula typc para declarar novos tipos. As variáveis 
c1 e c2 são iucompatíveis com /um (mas não entre si) e vice·versa, sendo ilegal 
• uma operat;ão de atribuição ou comparação 
cl = !um; 
enquant.o 
cl = c2; 
é perfeitameut.e correta. 
Além disso, o mesmo valor 11âo pode pert.eJU;er simult a/lcamcnte a dois tipo~ 
enum no mesmo escopo - sena ilegal declarar o tipo 
type contrast.e = cnum {fraco, medio, furte}; 
d~viJo à prcscw;a de rnedw CUI lumtnancia. 
Enurnerados e Inteiros 
o~ tipos eJJIIIHerados servem essencialment.e para forçar a verificação de tipos 
para um conjunto de valores, e para restrir1gir os possívei~ valores assumidos por 
um objeto. Para todos os demais aspectos, comportam-se como inteiros. De 
faoo, aos valores de um enumerado são associados números inteiros crescentes e 
cousecuf.ivos a partir de zero. Desta forma, apó~ 
c1 = laranja; I um = media; 
as três altcruativa.." 




são equivalentes e produzem 1 como resultddo. 
PIWGRAMAÇÃO EM Cm 
1 = !um; 
out.dec (i); 
De modo geral, int é um superconjunto dt> todos os enumer<ldos possívei:>. A 
uma variável inteira podem ser dados todos os valores de qualquer enumer<J.do, 
mas a recíproca não é im.ediatamente aplicável. É perllllitido inclusive indicar 
outra:> expressÕes constantes (contendo uluneros, ca.rátercs c clemcnlos ant·~rio­
res) :l.Ssociada.s aos valores enumerados, que não zero e tmcessores, usando uma 
forma opcional de decla.ração, como em 





Crenoble = 7{,, 
St.Btieuue, 
Avignon = 90, 
1\brseill<', 
Nice = Avignou-+ 3, 
St'rropez 
que relaciona algumas cidades francesas com ~eus códi~o~ t.elefôuicos ÍJiternaci-
onais {sem o prefixo zero). Os valores inteiro~ associados a Pari~, Lyou, Nancy, 
Avignon e Mar~eille, por exemplo, são respeclivamente 1, 7, 8, 90 e 91. Noce-se 
que desta. forma é possível que dois ou m:J.ig valores sejam associados ao mtsmo 
número. 
Pode ser aplicada aritmética a objetos de um tipo enumerado, e o resultado 
é inteiro. Não se garaute, entretanto, que o n:sulLado pert.en!Oa ao tipo orisinal. 
Neste exemplo, decrementar uma variável cujo valor & Lyon é uma operaçao 
v.llida mas que resulta em 6, sem equivaleJLte em FrDDJ. 
2.3.3 Declarações Simples 
A dt'clani.r;;â<J de variáv~.>is de tipos paJrãt, <' l!IIUIUel'adol< ~ feita iudicaudv·IW 
o 1101\H' du tipo o:eguido por uma lista de ideut.ihcadores e Ulll ";", Tod<>~ o:; 
identificadores da lista terão o mesmo tipo. Por exemplo: 
char k, kl, 
int varl; 
long int. var2, var3; 
int va.r4; 
ll$ando Objetos Simples .,--· 
declaram alguma.s variáveis simples. 
dado às variáveis: 
Uma declaração pode incluir o valor ir,:cia.l 
int varS = 2, varG = var5 + 1; 
A expressão usada para iniciar a variável deve ter um valor constante ou coJter 
iJeuiificadores declarados aut.criormente. 
2.3.4 D('(~Jar.a.,;ã(, de CouH-t.:autNl 
' . 
E possível em Cm associar ideutificadores a valores const.antes através da clámula 
c:onst; esses identificadores podem ser usados elll qualquer ponto onde comtan-
tes s~w válidas, mas 11iw têiiJ eudereço Jefmido (2.6). A cláusula requer mer;ção 
ao tipo do idenlificador, como em: 
const int N = 100; 
const char CR = '\n'; 
'2.3.5 Operadores 
Operadores são fuuções especiais de um, dois ou três argumentos que se apli-
cam a objetos em Cm. Classificam-se em unários, binários e temários) confo·me 
o número de argumelrtos. São denotados por caráteres e grupos de ca.rát"res 
especiais1
8 ao invés de funções conveJJcionais, que usam nomes. São commwnte 
empregados em exptes~Õc~; todos os operadores binários aparecem entre ~eus 
argumentos; a maioria dos operadores uuários aparece antes de ~eu argume.1to, 
sendo chamado~ preji:toll, <!IHJUanto doi~ ddcs, "posfixo<--" 1 [> podem ap(l.recer de-
pois do argumento. O tíuico operador ternário usa dois cará.teres, dislribu:do~ 
entre os três argumentos. 
Cm adota uma veri!ica<;âo "forle" de tipo~. É uma liuguagcm do tipo st·on· 
g/y typed. Expre!'<sÕ~~> podem f!Uf,·cr uma operação a.pena~ se seus típo11 ~iio om· 
pativci~. Num<l n'>Jlia ou umtparaç:io de igu~,]J,,J,~, J<Ji~ tÍj<O~ 1Úlo <.<maidcr<~dr.ll< 
compatíveis se: 
• têm o mesmo nome e JJã.o são classes (2.8) 
• são básicos (cl.Jar, int e varia<;Õe!l, ftoat !' double, unsigned ou ltio}; 
nesse c;tso a expressão do tipo "111enor" sofre uma promoçà<J para o tipo 
~maior" 
• são vetores {2.5.1) do tipos compatíveis e tem a mesma dimensão 
Sa exceção siio g\~eof e os mnnipuladores de rnemóna dinámica 
9 :.portug:ueõnrncn~o g:rosse>ro do inglé~ po~tfiz. em opostçiio a pre[l:l 
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• são apontadores (2.6) de tipos comp.üíveis 
• um é Ulll vetor e outro apontador, e os tipos base são comp:~.tíveis 
• sã.o estnnura:> ou uniões (2.5.2) e todos os seus membros têm tipos com-
patíveis um a um (à exceção da regn. anterior) 
• são ambos classes de mesmo nome e têm os mesmos p;u-âmetros reais 
{incluindo de.fau/ts não mencion:~.dos; 
Outros operadores têm restrições dUerent~s. Num exemplo, os operadores que 
manipulam l•its exigem operandos de valol int.egral. 
Atribuição e comparação de igualdade 
De longe os mais comuns, estes dois tipo• de operadores estâ.o definidos para 
todos os tipo$< em Cm, não apcn:ll' os tipcs p:ldrão. O operador de atribuição, 
denotado por "==", como na express5.o 
expressiio_esquerda = expres><5.o-direll-a 
copia para a expressão da es<luerda o vaJor •la expre!:'sào Ja direita, quiC' é també1u 
o rt>!l-ultado da ·~xprt>!l!lâo completa. 
Os doi~ operadores de compa.m~ão abwluta exprimc111 igualdade ( "==") e 
desigualdade {"!=l>), Como não há um ~ipo pri111itivo boolean (i:;to ~, cujos 
valores são "'verdadeiro" e "falso") em ClT, o valor inteiro O é empregado para 
denotar "falsidade", e qualquer valor diferwte de zero, p<.ra "verdade". 
Aritmética 
Os operadores aritméticos são binários e aplicáveis a todos os tipos Iium~rko;;;, 





%resto da divisão iuteira 
Os dois primeiros operadores podem ser também unárws, indicando uma multi-
plicação por J OU -1, i'CSpeCtÍVillllCI\t~~. o~ doi::< Ú]t.iruOS tt111 rll!tU)t.;H}<> iudefini<J(> 
;>e o :;.egnnJ.o operando for zero (ou ullliLo pr6ximo Je z1-ro, caso 11.eja de pouto 
flutuante}. O operador %requer operandos integrais e o sinal do resultado é 
dependente de implementação se um dos operandos for negativo {i.e., % pode 
representar tanto o resto como módulo d<~ divisão). 
Usalldo Objetos Simple$ 20 
Os operadores + e - tamLém se aplicam a apont,adores, como v1st.o em 2.G.3. 
Operadores aritméticos podem ocasionar overfiow ou underft.ow depeudendo 




aJLt•rO.Ill ~eu tíuico argUIJit•Jlto ~Omaudo OU 8ublraimJv 1, n·~pect.ivameute. S~u 
resultado é o operando ante11 ou lit:[IOfS do increment.o/dccrcmenlo, ca~iJ o ope-
rador seja aplicado de forma preltxa ou posfixa, respectivamente. O exemplo 
mo~t.ra uma declanu,;fw e o resultado de exprel'lsÕes com ++ pref1xo e posf1xo: 
int i = 10; 
Ambos s;._o aplicáveis a expressi1eS numéricas e aponta.dorf'>:< ( 2.G.::!). O argumento 
deve indicar um objeW variável, estando proibidas expressões como 
2++ ++(i+ j) ++++i --i++ ++-i 
Operadores de bits 
Aplicam-se apenas a dados iJltegrai8 e os manipulam tomo pequenas seqüências 
de bits: 
<<deslocamento para a cRqucrd<:~ 
> > deslocamento para a direít<:~ 
são binários e Ul'lalll o Mguudo argnHH'ltl.o pilr:~ imlicar de quanl.u~ lnt.• o prÍJutiH• 
será Je~loc:u.lu. lJits vago~ m:•Í~ à direita e eHquerda, rel!pectíwuuentt:, sii.u f'! to-
enchidos com zero. EsseJicialmeute seu resultado é o valor uumérico do primeiro 
argumento multiplicado ou dividido por uma potência de dois. 
Os operadores 
& c bitra.-b~t 
I ou btt--a-b,t 
ou-e:r.cluswo ht-a-brt 
tnversão bit-a-bt't (complemento de I) 
tratam dos bits dos argumentos ÍJ1dividua.lmente. Todos são biuáno~, à exceção 
de ,-, 
Álgebra Booleana 
Cousider:mdo qualquer valor numérico diferen~e de zero como verdade1m, e zero 
como falso, 
&& e lógico 
\ \ ou lógico 
tlegação lógica 
re~orna.m o resultado lógico (1 ou zero). Apenas '!' é uuário. 
Uma expressão com&&. tem resultado O se o primeiro operando; zero, e o 
seguudo não é calcubdo. Uma expressão com \\vale 1 se o primeiro operando 
não for nulo, e o segundo nã.o é calculado. É importante notar se subexpressões 
são ou não calculadas quando contém efeitos colat.erais, como operadores de 
atribuição (2.3.5) ou chamadas de função (2.7). 
Operadores Rclacionais 
Todos binários, aplicam·se a números e se11 resultado é 1 s~· a comparação J<Jr 
verdadeira, O elll caso contrário~ 
< llie\Ltlr que 
<= menor ou ignal <JILe 
> maJor que 
>= maior ou igual que 
Endcrcços e Indireção 
Dnários e prefixos, m:mipulam posições de memória e seu conteúdo: 
&. obtém o endereço (apontador) do operando 
• obtém o colltcúdo de um endere co 
São complementares e serão vistos com maior detalhe ua st:çâo 2.6. 
Referências a Membros 
Binários, usados para scleciou.a.r um membro de uma est.ruLura: 
seleciona o me1nhro nominalmcnl.c indicado 
-> idem, mas o operando da. esquerda~ apontador 
São abordados ua.s seções 2.5.2 e 2.6. 
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Indexação 
O único operador IJ indica um membro de uma coleção (2.5.1 e 2.G). 
Sizeof e cashng 
O pseudo-operador sizeof km como único argumento uma expressão ou tipo, e 
C"OJIIO re~uhado o rl'paçn !'111 uH'mflria ocup;Jdo peJr, np!•r;Jurlo (nn ca~r, df' IJf"•~, 
por uma. vaJ"i;\vd da<pP•It•l.ipo), uuma uuid;~de couvem:i(JIJidlllf!lltf! tham;,,J;, J,ytr. 
Usualmente ela coiJ~tiJe com o byte usual Jc o"1to bitP.j ~~:ara.nle-se ape11i1." que 
equivale ao espaço para armazcuar um char. Mesmo que o operando seja uma 
expressão, ela Jmnc;t será calculada, servindo meramcJJte para determiJ1ar um 
tipo. 
A operaç5o de castmg tent<t coJJvcrter o operando para um novo tipo. Aplica-
se por exemplo ao passar um oLjcto fioat a. um operador que espera um ínt, 
e deJwta-se escreveJJdo, imediat.amcute auies do operaudo, o tipo fi11al. eutre 
parênteses, como em: 
fioat f; int i; 
i= (int) f% i; 
Operações de casting devem ser empregadas com extremo cuidado. 
Seleção Ternária 
O resultado é o segundo ou o t.erçeiro opcra.JJdo, dependendo do valor do pri-
nwiro. Apenas a primeira. expressão c uma das outras é calculada. Assim, em 
<t?b:c 
a expressao tem valor b se a difere de zero; c não é calculada. Ocone o 
inverso se a vale zero. 
Seqüências de Expr('.Hsües 
O operador',' pode separar duas expressões; amba..o; sã.o calculadas da esquerda. 
para a direita e a expressão t.otal tem o valor da H·gunda. 
Parênteses dt•vew ser usados ao passar uma expressão com',' como parámttro 
de função (2.7). 
Atribuição Generalizada 
Qualquer um dos operadores aritméticos, deslocamento de bits e&,~ e I pode ser 
seguido imediatamente de'='. Neste caso, o operador é aplicado e o resultado 
é imediatamente copiado pan~ o primeiro operando. 
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Figur:-t 2.4: Prcc('dência {decr('sccnl-e de ciuw para baixo) e a.'\t<oci.-liividoHie ~le 
operadores em Cm 
Precedência e Associatividade 
A tabela 2.4 indica as rela~Ões de precedência e associatividade entre os ope-
radores Cm. Operadores na mesma linha horizontal têm a mesma precedênda, 
que decresce de cima para baixo. 
Parênteses podem ser empregados para alterar a ordem de avaliação; a ordem 
entre operadores associativos e comutativos, entretanto, pode ser diferente da 
·'pretendida mesmo havendo parênteses. Por outro lado, a ordem em que os 
operandos de um operador são calculados Hão pode ser determinada: requer--se 
cuidado quando efeit-os colaterais ::ão envolvidol<. 
A coluna "associatividade" indica wmo são calculadas expressões com ocor-
rências adjacentes do mesmo operador, na ausência de parih1teses. Assim, 'a/ b 
/c' e 'a= b= c' sãocalculadascomo'(a / b) /c' e 'a= (b= c)', respectivamente. 
2.4 Estruturas de Controle 
Um comando em Cm é um trecho de código explicitalllenlf• dedicado à execu~;ão 
de alguma tarefa. São sempre seguidos de ';' e some1Jte ocorrem dentro de 
funções (2.7). O comando mais simples é o comando nulo, ou vazio; representa-







I I executado se expressao l= O 
I I cMcutado se cxprellsao !=O 
I I executado se expressao == O 
Figura 2.5: Comando if 
se simplesmente por ";". Sua uülidade se restriuge a alguns casos especiali e 
programas incomp]Ptos. Depoi~ dele, vem o comando de expressão, que pode ser 
totalmente sem efeito, coruo 
a+ b; 




Uni comando composto consiste uuma sene de comandos entre "{" e "}~. 
' Cada comando intcruo é cxecut<~do em :mcessão, mat< o conjunto pode ser tratado 
como um único comar,clo e inclu!'õiv(• dt~claru.r variáw·il\ locai~ (Reçií.o 2.7). 
O restante do~ comandos em Cm d~>stin:HIC a alterar o fluxo de execução de· 
programa, sendo uormalruerrLe usados em função dos anlerior('s. 
2.4.1 Comandos de Decisão 
O comando if desvia a execução entre duas alternativas. Tem dua." formas 
possíveis, como na bgura 2.5. Múltiplas alternativas podem ser expressas enca-
deando-se dJversos comaudos if, como em 2.6. O emparclhan1cnto de cada else é 
feito com o if a11terior mais próximo. As duas alternativas na f1gura 2.7 indicam 
como implemeutar um if encadeado com a primeira alternativa sE'm else. 
Ta11t0 if como os comandos cle iteração (2.4.2) calculam uma expressão de 
tipo uâo-estruturado (cbar, int e suM variao;;ões, float ou double, apontadores 
if (expressao) 
comando; I I executado se expressao !o= OI 
else 
if (expressao!) 
comando!; I I se expressao== O e expre~saol != O 
else 






Figura 2.6: Comandos if encadeados 






Figura 2.7: Comandos if encadeados sem e:lse anterior 




case valor 1: comandosl; 
case valor f: comauclos2; 





Figura 2.8: Forma ger,l-1 do com anJo switch 
(2.6)) para decidir a ação a ser tomada. Considera-st qualquer valor de tipo 
apropriado diferente de zero como "verdadeiro", de modo que "if (x != O)" e "if 
(x)" são equivalen~es. 
QuaJJdo há diverso5 testes de ígualdade com valoreo constantes, o wmando 
switch ~onJa·~.>e mais pr;it.ico que uma sucessão de ifs encadeados. Sua forma 
mais comum é ilustrada na figura 2.8: isto é, uma e;,:pressão seguida por um 
comando compost.o. Quando um switch é executado, a e;,:pressão é calculada e 
o resultado é compar<Jdo com cada valor a pÓ!! rótulos c.flse. A execução se inicia 
uo comando após o rótulo cujo valor se iguala ao da expressão. Caso nenhum 
r6tulo satisfaça essa condição, a CX(~cução começa apó~ a cláusula default. Se 
esta não existir, neuhuma ação é tomada e o comando ;;implesmente termina. 
Quando um r6tulo corresponde ao valor da expres~ão, a execução do switch 
não t.ermina ao se encontrar o próximo rótulo, rnas pro>segue até ser executado 
um comamlo brcak (i~to é, à exceção da seleção inici<d, os rótulos case não 
interfen!m 11a exccuçfw); usu;dmeut(' hrcuk termina cada ~érie de cr-rnamk•" 
após um cnsc, mas, ~,-. ui'w c~t.ivcr pre~cutc, é poí<I.'Ívt·l implementar 1\NjÜêil(j;~,, 
de comandos para dois ou mais cases em que uma é um sufixo próprio de outra. 
Também é possível dispor mais de um rase para a mesma série de comandos, 
como uo exemplo da figura 2.10, 
As consideraçôess a seguir se aplicam ao comando E-witch: 
• não é exigido que o comando seguindo a cláusuJ:, switcb seja compo3to, 
mas como o escopo de switch (e os seus rótulos case) somente se aplica 
a esse comando, esse caso não ocorre na prática 














clse if (k == 2} 
b+·+; 
cl;;c if (k == 3) 
c++; 
Figura 2.9: Equivalência entre if e switch 
type me!:= enum {jan, fev, mar, abr, mai, juu, jul, ago, 
~ct, out, 11ov, dcc}; 
lll~S lllj 




case abr: case jun: 
case set: case noY: 
dmes = 30; 
break; 
case fev: 
dmes = ano% 4 li ano% 400? 28: 29; 
break; 
def:mlt: 
dmes = 31; 
Fi~ura 2.10: Ex('mplo geral do coma11dn swit.cb 
durante a compilação. O mesmo valor nâ.o podt 
no mesmo comando switch 
. i er mais de uma vez 
• cer!.a...:. implemeutaçõe;~ podem gerar código de decisão muito eficiertte ~e a 
diferença entre os valores máximo e mínimo da expressão de seleção e/ou 
constan~es case for pequena 
• a expressão df' ><cleçfw <leve ter tipo integr:.l 
• o cmnando COIH]>(Jf!lo pode conter Jcdaraçõc~ de variáveis cUJO c.~UJj)fj 
(seçi"~o 2.7.1) ~c J"('I'UIJL(' a es~e cumaJHio. É possível tamLém determinar 
cfctivauLeutc o valor inicial desBaf! variáveis. JO 
2.4.2 Comaudos de Iteração e Desvio 
Esta categoria de COILLaJH.lo~ destiua-se principalmente a desviar o ccmtrol<:. de 
execução de modo a formar ciclos {iLerações) e assim repetir a execução de uma 
série de instruções um número arbitrário de vezes. Essencialmente se compõe de 
quatro partes (nem todas necessitam estar presentes): 
1. um pr6logo de iuici;u;iiv 
2. o teste de iteração, que decide se o ciclo deve ou não continuar 
3. a ação a iterar (comandos Cm) 
4. uma mudança de estado que influencie a decisão 2 
Todas essas parle~, exceto a primeir;,, podem ~<cr exe<:utad<~~ zero ou m;u~ vtzes. 
Dois cowandos Cm uào são propriamente de iteração, mas estão !'em dúvida 
associados a essa categoria: 
brcak, já visto em couexão com switeh; sua execu<_,;ão interromp<' imediata-
ment,e o ciclo correut.emcut.e em execução 
continue, que duraute uma iteração despreu todas as instruções até o último 
comando da parte 3. Isto é, transfere a execução de volta ao teste 2. 
O Comando while: Ciclo com Teste Antecipado 
O comando while J1âo inclui uma ação preliminar. Caracteriza-se por decidir se 
cada iteração será executada imediatamente antes do comando a iterar. A ação 
4 deve ser feita pela própria iteração, e o comando tem a forma geral: 
lU diferentemente do (JU<l ocorre em C 
38 
wh.ilc ( t:X11rcssão) 
comando; 
PI!OGRAMAÇÃO EM Cm 
O comandu :'<'r á cxt>cut.ado enquanto o valor da cxprc.~sú.u (que deve ser rcdtlt.Ívcl 
a um número) for diferente de zero. 
O Comando do: Ciclo t'Olli Teste ao Final 
Esta variante de while apenas inverte a posição do tesl•!i também executa .ite-




Como a execução se inicia no comando, este é executado pelo menos uma vez. 
O Comando for: Duas Expressões e um Teste 
&t.e é o comando de iteração estruturado mai~ gcuérJco. ludui numa única 
construção toJas as etapas,} a 4; 
for ( exprcs8â.o1; expressão!:!; exprcs.sãoS) 
comando; 
A apressâol é C:>i.CCUtada imediataJuenLc e apena:c~ uma V(:Zj a 11eguuJa e~~:pnt!laâo 
é calculada a cada iteração: se não for !:ero, o comando é executado, a C7pre~sâo9 
é calculada e o ciclo prossegue; em caso contrário, a ex+:~cução do com:.ndo ter-
mina. Note que a execução de um continue transfere a execução para a avaliação 
de expressão$, não expressão2. 
Como qualquer das três expressões pode estar ausent.e1 o comando for pode 
substituir tanto while como do. O uso de um ou outro comando fica a critério 
do programador. A figura 2.11 mostra de forma esquemática como tesl,ar a 
condição de iteração em vários po11tos de uma seqüênd~, de comandos (uo caso, 
apenas dois) executados repetidamente por um comando for. 
Outros Comandos 
O comando return termina a execução de uma função (2. 7) e será. disc•11lido 
nessa seção. 
O fluxo de execução de um programa Cm pode ser all,erado de forma drástica 
através do comando goto. Goto tem como parâmetro um único argumento, que 
é o rótulo para onde será desviada a execução. Um rótulo é um identificador 
que marca um t.recho de programa. Podem apiirecer ante1:1 de qualquer wma11do 
Cm, detide que s~guidos por ":",como em: 
Tipos Estrururados 
















if (! e2) 
break; 
30 
Figura 2.11: três exemplos do comaJtdo for, com o t.es~e de iLera<;.iio nv prinCÍJtio, 




Rótulos não precisam, tal como ocorre com variáveis, ser declarados antes de 
seu uso em goto, mas somente podem fer usados internamente a uma função; 
e como são particulares à função onde estão definidos, nã.o se pode usar goto 
para saltar de uma fuução a outra. 
2.5 Tipos Estruturados 
A partir dos tipos básicos em Cm é possível compor tipos mais complexos. Os 
dois construtores de tipos mais c.omuus simplesmente combiltam vánas instâu-
cias de outrvs tipos. Se todas as imtii.ncias são do mesmo tipo, obtém-s"' um 
"vetor", ou ••rray. A outra forma de comt.ruçâo pode agregar tipos diferentes, e 
se subdivide em estruturas (structs) e uniões (unions). 
2.5.1 O Tipo Array 
Um array 011 vetor é uma colt•çâo (le objetos de IIH'!\frlo tipo anuo.zvnadm~ cvJt-
secutivameule elll uwuJúria; é cara.cterizaclo pelü tipo dos objete.~ e pdo seu 
número, que é determiuado durante a compilação e permanece constante por 
toda a duração do vetor. Cada objeto pode ser referenciado através do operador 
de indexação (/ ... )),que tem como operandos o vet.or e um HÚmero inteiro. O 
primeiro objeto, ou elemcntv, tem sempre índice zero-portanto o último ele-
mento tem lndice igual ao número de eltmentos menos um. 
Arrays são declarados agregaudo-se uma expressão inteira entre 'i' e ']' ao 
tipo dos elementos. Por exemplo: 
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const int s = 15; 
mt \10\ <1; 
char [s * 2) v2, v3; 
dedara vl, como capaz de armazenar dez iut.eiros; e v2 e v:{, 11 aj:~rupando :w 
caráteres, Notl'·SC que a expressão Jeve ter valor constantt~. Feita a declaraç~.o, 
vetores podem constar em expres~Ões, como: 
vl jO) = vl [i] + vl [jj; 
em que ao primeiro elemento de Vl é atribuída a soma do i-ésimo e j-ésimo 
elementos. 
Caso seja executado o acesso a um array com índice meLIIOl" que zero ou maior 
ou igual ao número de elementos, o resultado é dependen1~e de implententaç,io. 
O compilador Cm não introduz nelihuma verificação para que esse evento s·eja 
detectado e corrigido. Índices ilegais podem ser usado~ com c. a utela para o ace:;so 
a outras variáveis, mas essa prática é fortement.t~ Oesencoraja.da. 
Um caso particulal" do tipo vetor ocorre quando sen~ elementos sã.o cará.teres. 
Um vetor de ca.ráteres, também conl1ecido por stnng, é tratado de forma espec:ial. 
Embora o tamanho máximo não possa a.ument.ar, muhos programas usam string5 
de forma dinâmica: consider~~se que um elemento de valor zero indica o fim do 
vetor. Cadeias de caráteres constantes são criadas implicitamente com um zero 
após a última posiçâ.o definida pelo programador. A:>si111, 
"Helio~ 
é um vet.or com se1s cad.teres. No mÍCJo da execução de um programa Ctn 
-contendo essa .~tring, o elemento imediamente após o 'o' ·~erá. o valor O {ou "\O' 
, uma st>qüência especial equivalelJte que pode f'er URaUa em constantes tipo 
ca.rá.ter). Se for atTibuldo esse valor ao clcme11to de indice 1, por exémplo, 
o resta.llte da cade.ia permanece inalterado mas, por convenção, normalmmlte 
\• considera-se a string agora equivalente a "H". 
Vetores multid~mensionais, conhecidos também por motnze~, são dedara.clos 
usando-se múltipla.s seqüências de '] ... ] '. A declaração 
int \!OII3üj v4; 
produz uma matriz v4 de dez vetores, cada um dos quais é um vetor de trinta 
inteiros, num total de 10 x 30 = 300 inteiros. Cada "linha" de trinta elementos 
é armazenada consecutivamente em memória, uma apó:> a outra. O aces::;o é 
feito de modo análogo à declaração: 
v4 ]i]ij] 
11 Nota ao programador C: Cm usa e:J<pressões de tipo, não declaradores )Se 81]- portanto, 
v2 e v3 tem o mesmo tipo. Notar também a posiçlio do identificador 
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representa o j-ési.mo inteiro da i-ésima "linha". 
Cm admi~e que vetores sejam comparados e atribuídos. Além disso, cada 
elemento de uma matriz continua sendo um vetor. Deste modo, a expresO'â.o 
v4 [il = v2· ' ' 
é válida e copia todo o array v2 em um dos subvetores de v4. 
O uúmero de diuLeusôcs para um vetor não é limitado pelo compilador Cm. 12 
Vetores cuja ext.eusão é defiuida dinamicamente (durante a execução dn pro-
grama) podem ser criados usando-se apontadores (2.6). 
2.5.2 Est.rutnr:u.:; c Uuiõcf-1 
Uma estrutura tamU~m ~ o n~sulto~do da composição de diversos objetos. Di,._ 
tingüe-se de um vetor pelo8 tipos, nfw necessariamente iguais, e pelo acesso, 
que é eJLUJUerado e uãu iudex;Hlu. A Jeclara<,âo struct define um tipo eslru-
tura, como a cláusula n:wrd de linguagens como Pascal; os diversos objetos são 
conhecidos como merrd,ros13 e aparecem entre"{" e"}": 
struct { 
char I30j nome; 
int idade; 
} sl, s2; 
declara duat> variiveiF., sl e s2, amba~ çompost.as por um arrayde trinta carát.ere~ 
e um inteiro. Membros de uma estrutura são expressos pelo operador de seleção 
(.),como em: 
sl.nome == "X. Y. deZ."; 
sl.idade == s2.idade.+ 1; 
Como ocorre com vetores, estruturas podem ser comparadas e copiadas entre si, 
desde que sejam do mco;mo tipo. 
Uma unuio é uma coustruç'iio sintaticameul.e similar a uma el'itrutura. A 
diferença, além da substituição de struct por union, é que os membros de uma 
união compartilham o espaço de memúria ocupado, de modo qu(' não podem ser 
usados l<iwultalLCilllll'llt,c. A linV,U<lV,~Jrl ur~o pruv~ Hl('GUIÍ~IIJ(Jfl pa.r;~ dil!tin~iiir 
qual Jt.>!l mcwbro~.< t·.~tá scudv us<adv a cada HIOHU!utu. Norm:.dmeJL!.e, uni&er; 
aparecem como memUros de uma estrutura, ao lado de um membro adicional de 
controle. Como exemplo, o trec!Jo de código na figura 2.12 define um vetor para 
armazenar dados sobre 500 publicações. O tipo enumerado obra{> empregado 
para definir qual dos membros da uuião está sendo usado. Considera~se que 
12mas pode ser restrito pelo compilador C 
13o nome ê uma herança de C. Comidera-ee mais apropriado falar em et~rnpo~ ou ccmpontnt•A 
42 
type obra= enum {livro, periodico, manual}; 








char ]30] autor; 
iut ano; 
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int volume, numero; 
}dados; 
} \500) CJ.t.alogo; 
} p; 
Figura 2.12: Vetor com e!'truturas e mliôes 
todas as publicaçÕes tenham un1 título; livro~ t€m tamb•lm um autor e um ano 
de publicao;;âo; 1'~nód~'cM nii.o têm autor ou ano, mas u~:tm uma jd,~ntificaçii.o de 
volume e númew; manuats não têm nenhuma infonua.çfw adicimlal. O acesso 
a membros de esLrutura e união é feit.o pelo mesmo operador'.' {que, deve ser 
notado, é associativo à esquerda): 
cat:dogo \i].titulo = "Progr:unacao Cmn; 
catalof:O ]i] .tipo = livro; 
cata.loso [il.dado.l.autor = "X. Y. deZ."; 
catalogo [il.da.Uo.l.ano = 1980; 
É permitido especificar o tamanho ocupado em bits por um membro de tipo 
inteiro. Para isso, o nome do membro é seguido de ":" e de uma expressão 
constante iut.eira.. Como exemplo1 o fragmento de c6digo 
strud { 




declara, e11t.re outros, os membros ocupantes, unndo 4 bits, faro:s, com :;, e 
,·mportado, coll! I b1J. Supoudo-se que nenhum automóvel suporte mait' que 
2 4 = IG ocupantes, uem mais que 23 = 8 faróis, usa-se um bit para discernir 
entre veículos nacionais e importados. Assim, conhecendo-se antecipadamente 
o domíuio de variáveis, é possível determinar membros de tamanho menor que 
um byte, ou char, ecouomizaudo espa~o de memória. 14 
Membros com tamanho especificado são úteis para implementar listas de bits 
(bitmaps) curtos; tamLéJU podem ser declarados membros anônimos, m:ados 
para preenclier espa~o entre out-ros membros (alinhamento). Entretanto, não 
podem ser tratado~ C0il\O vetores (isto é, indexado:;;), nem têm sinal Jlumérico 
ou entl\lre~o iudividu:d. 
2.6 Apontadores 
Objetos definidos pelo ti pu "apoJJtador" não são usados para conter valores: seu 
conteúdo são rcferéncws a outros objetos. Apolltadores têm extrema utilidade 
na construção <le estruturas de dados dinii.mkas1 que alteram sua coJJfigura.çâo 
durante a execução. 
Um tipo apontador (também chamado ponteiro ou pointer) se defi11e em ter-
mos de outro tipo com a declaração *· Um objeto de tipo apontador pode 
endereçar diferentes objet.os do tipo original através do operador homônimo *· 
No exemJ>lo 
char *p; 
char kJ, k2; 
p = &kl; 
*P ='I'; 
p =: &k2; 
*P == '2'; 
I• equivalente a ~kl = '1'" *I 
I* equivalente a "k2 = '2'" •/ 
o apontador para o tipo char p ~~ IlHado para ;!.lterar o valr,r de dua.a variávei."' tipo 
caráter, usando o opera.Jor ~.t,_" par;l obter !lenB eudereços. É poa~ível ím:~ginar 
1"não se gar:..nt~ um:• economia efetiva de e5paço. Membros tom tamanho especificado 
(bítjie/d..) têm os bit~ aglut.ina.dos P<'.lO compilador C de mod<> a ocupar trechos de um tipo 
padrão, normalment.c um int. No exemplo, caso a implementação do compilador( u~e inteir.Js 
com dois bytu, os trii• membros, embora contendo apenas 4 + 3 + l bttA, ou 1 byt~, exigm:~m 
dois bvf.~' completos. Amd a assim, a declaração economita espa~o em relação a três memi>ros 
individuais, tipo char. H.weria, entretanto, dc6perd{Cia de memória, em implementações onde 
o tipo lnt usa 4 byte..--além da perda de um byt.e, o acesso a membros bll/idd é normalmente 
mõlis lento que o a membros convencionais 
,4~4--------------------~~~'RO.'OGRAMAÇÂO EM (m 
p kl k2 
Cf'----_B _[j] 
Fi11:ura 2.13: Visualiza.ç<io de variáveis usando um ;~pout<cdor 
graficamente essas três variáveis segu!Ldo a figura 2.13. Note que este exemplo 
é muito silnples o: u.io conespoude ao uso efetivo de J!Umlcr.9, 
As operações pcrmitid;u; com objet.os apontadore::< 55.o a iudireção ou re-
ferência(>~<), alribuiç;iio, comparação e aritmética restrita, As opera.çÕt.s penui-
tidas a expressões com apontadores e ,. são as mesmas previstas para os t:ipos 
apontados. De modo geral~ uma vez obtido o eudereç;o de uma variável v usando 
um apontador p, como em p =&v, .op e vsã.o como que sinônimos. A apontadores 
também pode ser a.tribuído o valor NIL, uma constauLe pré-defmida. Aponta-
dores "collteudo" NIL convel!ciouaJmeJJte não apontam para ohjet.o algum., e o 
resultado de •NIL é imprcvislvcl. 
2.6.1 Apontadores a Estruturas e o Op,~rador "'->" 
Definem~st! apontadores para estrut.uras e uniões do lli(>.Uo usuaL O fragmento 
de código 





declara. uma estrutura se o apontador ps. Após a execução de 
ps = &s; 
"ps e s rderem~se ao mesmo valor. Entretanto, Cm defiue o operador "' de 
in direção como de menor precedência que o operador de t>eleção ".". Deste 






Figura l.l4: ApoJJtador para uma estrutura 
é incorreta, pois denotaria a seleção de membro de um apoJJtador (que não tem 
membros) e a post.erior indireção daquele membro (que 11âo é um apontador). É 
necessário o uso de parênteses, como em 
mas apoJJtaclore;~ a estrutura;< são t5o comuns que é definido o operador "->", 
mais simples e legível. O exemplo anterior é equivalente a 
ps -> field 
e podemo!' visualizar a situação como ua f1gura 2.14. 
Est.ruturas qut:~ se apontam mutuamente podem ser definidas usa11do de· 
daraçilo ant.ecipada de t.ipos, caracterizadas pela pal;wra strud ou union Sl'm 
llH"UÇatJ aos IUclllbro~: 
t.ypc x = ~trud; 
typ~ y = st.rucf. { 
type x = struct { 
} 
,4~"--------------------~!_~0_G_RAMM,iQ_E_M_C_-m_ 
Figura 2.15: Apontador e alocaç5.o diuámic<t 
2.6.2 Alo<:ac:,:ão Dinâmica de MPtuória 
Uma. da.~ fa.ci\i,\ad,,$ mai~ importautel'l em Cn1 é a a loe<lÇ~o dinâmica de objetos; 
i~t.o é, da.Jos ::ii.o criado:; duruntr. a execuçiio do pru~o:nm:L, ut~ando-~e o oJ•er~.dor 
new. New tem como argumentos um noml' de tipo e opcionalmente uma ex-
pressão inteira. Sua execução ca\1sa. a criação dinâmica de um ou mais objetos 
daq\1ele tipo. Como ilustração, usando o primeiro exemplo desta seção, o trecho 
de programa Cm 
char *Pi 
p = new (char); 
obtém uma nova á.rea de dados com espaço suficiente para coJiter um caráter. 
Efet.ivamente, cria-se uma nova variivel "ani'mima'', coJuo !La figura 2.15. 
É da.ro que essa técnica pode 11ão ser muito eficiente, exigindo um apontador 
para cada objeto alocado. Além da. criação de arrays, apre!'<entada na seção 2.6.3, 
apontadores são normalmente empregados eln estrutura..« de dado.~ diuâmi(:as, e 
não isoladamente. Essa~ construções fazem uso de dedara~ões st.ructfunion 
com membros apontador. Uma lista ligada para armazenar inteiros, talvez o 
exemplo mais simples [Ku 73), é definida por 






Cada objeto do tipo lista tem a capacidade de refereuciar outro do mesnm tipo. 
Uma série Je operações new cria diven;as cópia:< de p<~.res {dadu + dponta-
dor), que- podt>lll ser endereçadas usa11do o membro p:roxww para formill: uma 
estrutura de qualquer comprimento. O começo da lista pode ser refertltciado 
usando-se inicio e, a partir daí, operações de indireçâo tornam acessívei5 todos 




fJfOXllllO proxmw proxuno 
Figura 2.1G: Lista liga.Ja simples 
p 
[3---------.,·0__ I I I I [1 I I I 
Figura 2.17: Vetor de caráteres criado dinamicamente 
apoutador, como ua fi~ura 2.1G. 
Oul-ta~ çou~truçõe~ dinâmicas podem ser dcfinid<L'I, m~ando apoJJtadore:~ de 
forma arbitrariameute complexa. 
2.G.3 Vetor<!S (' AponbHlorcs 
• E possível criar dinamicamcute vária~ ocorrê11cias f]e urn tipo u;;<HHio o >:cgundo 
aq.:::umeuto de new: 
p = new (char, 10); 
produz din-amicamente dez çarát.ere~, armazenados consecutivame!Jte na memó-
ria {f1gura 2.17). E~~a di.c:posiçâo (equivalente à de um array) pode explorar 
outra característica de apoutadorc~: aritmética de endereços. Quando se soma 
1 a um apontador COJJtendo uma referência válida, el" passa a endereçar o o~ 
jeto segumte ao referenciado inicialmente, supondo que haja algum. Em g!"ral, 
quando l1á m objet.os do mesmo tipo dispostos consecutivamente em memória, 
e um pomter para o i-ésimo objeto, a soma de um valor inteiro k ao apontador 
produz uma referência ao i + k-ésimo objet.o (supõe-se que m > i + k 2': O, o 
resulLado em caso contrário dcpendr de implementação e é em geral incorreto). l!. 
nem termos de linguagem'd(> máquina, n:.. qu:..l um :..pont:..dor ê um valor inteiro sem sinal 
cujo valor é um endereço de memórin, n soma de um inteiro" a um pomter para o t1po T e 
traduzida como a soma de n X sbeof (T) àquele endereço. A~ duJ..~ somas óo con-espond~me< 
npena~ ~e T ocupa apenn~ uma "p0~1çii.on Pffi memória: u~lmlmenle pooi~.:;,.,-e ~no-l~r<"~os----~;;, 
di'!Jlllldos CIIJ termo• ,!e /.pln, "'10lzt•oC (door) = 1 
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De modo al!álogo, caso se subtnuam doi~ pointer$ cujos "valores" (no diagrama, 
as pontas das setas) es~ejam ~eparado~ por n objetos do mesmo tipo, o re~mltado 
é do tipo inteiro e vale n. As opera~ôes de :<oma e ~ubtra~ão com i11tq::rais e 
subtra.çio ent.re apontadores do mesmo tipo são a úuica forma de aritmética 
permitida ent-re objetos apontadores. 
No exemplo anterior, o código 
int i; 
for {i"" O; i< 10; i++) 
*p++ = 'u'; 
ilustra como pn•encher a memória al()cada com e~p•n;of' em hra.nf.o, ut~nndo 
aritmética ~11' <IJIOIII·<~dorc:>. A cxpre~:<i'm ''*p++" r<>ÍPI't•-sc ao tb(\o apont.adú 
j)Or p l;mt.c~ 1\u incrclllcnto). 
A utili(bde da aritm,(Ücn. Je apontadores niio se limita a objetos criados por 
ncw. Uma vct apontando para qualquer coleç5o de ()bjetos COURecutivoB do 
mesmo tipo-por exemplo, um vetor-JW>nters podem !<H usado!< como o índice 
de um array, pa.1·a o acesso direto a qualquer um do~ objcloil. Na realidade, a 
aproximação ~·ntroc vc\.ores ,e apoht.ad•;res po,\e ser levaclla mai~ adiante. A um 
objeto cujo t.ipo é uvctor de T com n element-os" aplic:un-~p as nw~mas operilÇÔC!!-
de um "apm1t.ador para tipo T" e vice-versa. O opemdor de indexação ) ... ] 
aplica-si' a um apontador assim como o operador de indireçã.o "." e a soJna com 
inteiros a vetores, seguindo a regra 
T ["[a; 
T *Pi 
int k, I; 
~&a[ I[,. { •(I' + l + k) ~~ a[l + kj 
P p[l+k[~~•(a+l+k) 
Em particular, 
p ~&.[o[=> •(p + k) ~~a [k[ 
E, como o nome de \\IH vetor rcprNieut.;~ por dcfiuição o -~udcreçv d<' 11eu primeiro 
elcm<;Jnt.o, 
p ~~ & a [o[ p ==a 
O uso de vetores como ponteiros tem limit.es: são proibida.s operaçÕe!; arit-




Objetos de tipo apontador emprestam flexiLilicladc a gualquer linguagem ma~ ~eu 
uso requer precauçôcs. Hclerênciar; a pomters com eudereçof! incorreto~ P',df'm 
ser desastrosas. Cm não oferece muitas facilida.tl.es na deteq;âo dinâmica de~te 
tipo de erro, apenas verificações semânticas durante a compilação. Por exempb, 
somente podem ser atribuídos poJJteiros de tipos diferent.es após uma operação de 
conversão de tipo ( casl!ng ). Ponteiros podem ser declarados usando o tipo void: 
um objeto do tipo void *pode Clldereçar qualquer tipo tipo sem a necessidade 
de cashng, mas exige couversão de tipo para qualquer aritmética. 
A capacidade de alocação de new não é infiuita e depende da configuração 
local. New retornao valor NIL se a alocação não pôde ser satisfeita. O opr>rador 
reJease libera objet-os criados por ncw e pode ser invocado quando este::: 11ào 
são mais necessários. Releasc também muda o valor de seu parâmetro para 
NIL, se possível. 
Um nwsmo objeto não d1~ve sufn•r relcnHc mai~ de um:l vez (at.ravé~ d~ doi.• 
apollt.adores). O resuHaJo 6 imprevisível, assim COIIID se o argumento de rclcase 
u5o foi obtido atravé~ dt' new. Cm não implementa recuperação autond.tica 
Je memória uão~:tcesl'ÍVJ•l (garlmge wllectwn). Ohjd.os criados por new e não 
· cud<•reçados por ueuhu m ponteiro não podem ser u~ados, nem estarão d Í5p01· ívci.~ 
novamente, até o final de exe<.:uçâo do progr;una. 
2.7 Funções 
Em Cm, funções implementam o conceito de subroti11a, isto é, trechos de pro~ 
grama:; que são definidos uma 1ÍnÍca vez e podem ser usados diversas veze~. 
Toda função se define e distingiie pela tnterface, wmposta de três elemento>: 
o nome, com o qual a fuução é usada 
os parâmetros, ou argumentos, qt1e modificam o r.omporlameJJto da fuJJção 
o tipo do valor de retorno, que identifica como ~erão interpretados os resul-
tados da fu11ção 
Declara-se uma função mencion;wdo-se os três (·lcmentos, 11essa ordem, ~e­
guidos por ";": 
iut lowercase (iut k); 
declara uma fuw;ão /owcrcasc, que recebe um ÚnJco parâmetro do tipo int e 
calcula e devolve Ulll valor do mesmo tipo. 
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Uma função po,Je ser declarada mais de uma vez, ma>' todas ao: declaraçôes 
devem ser iguais. 10 Elas servem para tomar a iuterbc<' de uma funçfio conhecida, 
mas uà.o introduzem nenhum código. Isto é feit.o com a dcfin'içâo, no caso de 
Ullla função que couvert.e carátert!s para miuúsculas; 17 
int lowercasl" {int k) 
{ 
returu ('A'<= k &.& k <= 'Z' '! 
\; +'a'~· 'A': 
k). 
llma vez collllt'd,la a função, ~rja Jcclara.Ja 1111 Jchuida, ela pode seJ· u:1ada 
em express-Ôe:,:, atrJ\'é.o: Je seu nome e parâmetros apropriados: 
int charl, ch: . .r2; 
cha.r2 :::: loweJcase (charl); 
Cm adota a chamuda passagem de parâmetros por valor IA a 8fi]: o 7;arrimetro 
formal da fuuçâo (kl é como uma variável p:trticular a lowercasr; quaudo a função 
é cham11-da teJLdo como 1lftrâmetro real charl, o v,doJ· deM.a expressão é cupia.do 
para k e o código de lowercasc executado at.é o lma.l ou até ser encontrado o 
comando return. Se o t.ipo da funsão (isto é, o tipo do valor de retoruo)não 
for void, a chamatla da função é uma expressão desse tipo e pode ser usada 
em outras expressões. A função deve terminar sua ex,ecução com o comando 
rcturn, seglli<lo dt· um argumento daquele tipo - es:•e argument.o é o \•alor 
retornado pela dt:~mada da função. Sr o tipo de r('(.omo da funçâ(J for void, 18 
o comando n•turn não pode ter argumento;- e é opcional, caso seja o úl,imo 
comando exectJt.aJc j)ela fum;ão. 
A função Jcflllitla a seguir 
doublt• wuvlt:'ntp (dou'blf' t.t~mp; iut. f,dtr2n~l.: _, 1) 
{ 
} 
l'f'turu (f<>itr2çels? (t.elllp- 32) • 5 I 9: 
9 • temp I 5 + 32); 
1''tsto é, com 0~ Hw~:nD~ tipos, tant.o para v:>.lor d<' rdonw como para todcl!' os par5m•trn• 
Os ll<>mes dos P"TÔI!lWlTllS t"tnbén) devem coinctdir d~vidu :, JH>BS"l!"'m nominal (npre·,enll,da 
o. segu1r) As ün1ca~ diferenças permtt>das ~ntre redechrações d.:1 mesm."' função não-herdada 
(2.8.3) são os V1\lores in:p!ídtos ( defaul!} de parâlll~tros. Cada de c] ar;tção pode apenas adicionar 
novos valores llllplicJtOi 
17supondo codillcaç:'o de carál-eres consecutivo; e ordenados, come, no cÓdi!':'J ASCII 
1 ~:. função é um efet•vnmente um proer.dimenta, como definido ~m Pascal \JW 7á] 
li. -. 
Fum;ões 
COJIVeJte tempera~uras entre as escalas Celsius e Fahrenltei~ e é um exemplo 
de função com mai~ de um parâmetro-t(mp, a temperatura a. convert.er; e 
fultr!!ccl.q, ;t direçào 1la conversão {~t· llero, Cclsiu11 ----. Fal,rell/Jeit; r.m cam t(>IJ· 
tráriu, Jt'alu·eJdleit. ---. Cd~<ius). l~t1! 1í/Limo parânlélro tem vu;i(Jr dr;fa•J.U. ou 
implícit.o, de l. Um parâmetro formal para o qual haja um default especificado 
não exige um parâmetro real correspondente na chamada da função. !\o caso, 
as duas chamadas em 
couvt.emp (x, 1) + convll'tup (x), 
são equivalentes. 
Normalmente, parâmetros formais com de/ault são os últimos parâmetros da 
interface, pois é a ordem dos parâmetros reais que os associa aos formais. É 
possível 110 entanto passar parâmetros reais nomeando explicitamente os parâ-
metros formais a que se referem. Quando isso ocorre, como em 
convtemp (fahr2cels-= 1, temp == 212.0) 
a ordem é irrelevante. Importa somente que 11ão fiquem parâmetr<Js formais sem 
valores associados (pas~ados ou por defauJt). Cm não suporta a C'Jmbiuação do~ 
1 doi111.ipos de passagem de padmel.n' {com e .'H'Ill nomf') numa mesma chamada. 
2.7.1 Níveis Léxicos 
O cor1m de uma fuuçãu (o trcd10 CJJf.rt! o$ {e} lll<Ji~ externo~) e111 Cm é um Moco 
ou nível léx~co. Ulocos léxicos são treclws de programa onde podem ser criados 
uovos identificadores, (jlle são ditos /ocats ao bloco, ou de escopo reduzido ao 
bloco. ls~o siguifiw que: 
• caso haja nomes iguais declarados dentro e fora de um bloco, qualquer 
uso desses ideJJtificadores dentro do bloco refere-se à entidade declarada 
denLro do bloco (ísto é, escopos interuos mascaram externos) enquanto 
ocorrências fora do bloco referem·se à entidade externa 
• Ulll identificador interno a um bloco não é acessível fora dele 
Parâmetros formais de funções estão no mesmo bloco léxico de seu corpo. Blocos 
podem por sua vez cOJJter outros blocos, num aninhamento arhitrário. Além 
da cláusula inherit {2.8.3) e dos JJomes de membros em estruturas e uuiõe>', 
essas regras dt> escopo sâ.o o único ca~o previsto em que um noJO!' definido pelo 
programador Cm pode ser usado de novo com outro significado. 
H.egras cle escopo também se aplicam a rótulos e ao comando goto; caso 
o rótulo "x:" ocorra mai~ de uma vez na mesma função, em blocos léxicos 
diferentes, o comando "goto x;" desvia a execução para a ocorrência no meJ,or 
bloco léxico que abrange ou coincida com aquele do comando. 
Variáveis em blocos léxicos são criadatl dinamicamente qtl<mdo a execução 
do bloco é iniciada, e deixam de existir quando esta termina. Cad<t execução 
da funç.i.o provoca a criação de um IJOVO conjunto de variáveis locais. Se a 
funç.;o é recursiva l chama a si llle>~ma., direta ou iudirlltaJut·ntc) ., haverá difcreutes 
conjunto:: de variáveis, simultaneamente. 
Isso ocorre porque a classe. de armazenamento associada a variáveis locais 
a níveis léxicos é normalmente <mto (autornat1C). A ci;J.sse de armazenamen-
tv1!:1 é um atributo {a.s:;im como o tipo) J~~ cacb objeto, opcionalllleut.e defmido 
imediatam{'i\te ant.cs do tipo. Objetos aut.o, por exemplo, :>áo au\.omaticamente 
criados e destruídos quando o bloco a que pertencem rcspect.ivarneute inicia e 
\.ermina sua ex<"cuçã.o. Oul.ras classes de armazenamento são 
regü:t.cr 1\s."'.da para va:riáveis uão-('~trutltracl:u: q11e serfw lllUÍ.to tll'ada~ no h loco .. 
É um:1 ,..,nge.'<t.iio ao compi!:Hil>r p:ll"a otimizar o t.l'lllpo tl1: art'llf\U lt t>~!l~r: 
ohje\.o:o:Jtl 
+ t'SLa classe define variáveis "estáücas", úuica.s durante t.oda. a execução do 
programa e que sobrevivelll {isto é, mantém seu val•cll") entre diferentes 
exen!çÔcs do seu bloco.; Uma fuução como 
void f( ... ) 
( 
+ int c =O; 
c++; 
por exemplo, registra quantas vezes foi chamada. De ferta forma, variáveis 
estáticas comportam-se como variáveis declaradas fora de funções, mas 
de E'scopo delimitado. Não são criadas múltiplas ins~âucias em ativaçôes 
recursivas da função. 
const indica objetos que Itii.o podem :;er alterados dumntc a execução. Pod,em 
ser de qualquer tipo, mas nio têm endereço acessíveL 
Outros aspectos. i111port.ant.cs de da~~ses Jc anuazcnamcnto ~;io apresentados 
em 2.8. 
1 ~11111 C(>\\C('\10 tüt:~lmcnM• do:$VLU~ul.vk' d.;~ cbts•('~ <l<• Lm, tr:•cluzu(•, ,j,, inv.l<·• .tc•rllg< d,._, 
~"o compiladür n:io e obrig::t.do n cUillJlrir es~u sugesti>.o. O nom., r-.gi..ter vem do uso de 
ro;i..<trodore, de máquina, um recur>~o usualmente escasso. Portanto, mesmo que v:\rios ob.,etos 
sepm especificndos wmo register, é possívd que apenns o~ primeiros (e mesmo nenhum) s•~jam 
efetivamente alocndos en1 registradores, ficando o restante como 11uto Como nfm ocupam 
memón::t. convencional, a objetos d..-cl:.rados r"gi!•ter não se pode :,pllcar o oper;.dor & 
Funções 
2.7.2 Passagem de Parâmetros 
A p;tssagem de par.Íltlt>!.ro~ por valor em Cm implica'Jue <tlteraç(>e~ no pariouel.n~ 
fonual (h• Ulllll Juuç~o ui10 !I(' rdlc!.(!ll! 110 par:oud.ro n~<d uma vez t."rruÍu;,r/:... ;, 
execuçi10 Ja me::<ma. Ca..4o seja Jwce~sário prl'f!ervar alteraçbe~, é pos3ívcl ~;; .. gar 
o endereço de objetos como pariinHltro real. !\'este caso, o parãmetro formal 
torna-se um ponteiro para o tipo do objeto. No exemplo 
int x = 1, y = l; 




após a chamada f(x, &y), os valores de x c y são respectivamente I c O. 
Parâmetros de funções podem ser de qualquer tipo, mesmo estruturado. 
Neste caso, o que ocorre durante a chamada da função depende do tipo 
• se o parâmetro formal é uma e~trutura, união ou classe, o valor é copi-
ado integralmente para a função, e wodificações no parâmetro formal não 
são preservada~ no real. Pode ser interessante usar um ponteiro como 
parâmetro, evil.;utdo a operação Je cópia 
• armys !lâo s;to copiados: ao invé~ disso, o endereço do primeiro elcweJ1lo 
é passado e o parâmet.ro formal pode efetivamente ser usado como ~e fo~~e 
um po:üciro, como apreS{'JJtado em 2.6.3. Devido a CHn característica, Cm 
não verifica o tamõ~uho dt< vd.orrll no monlMJto da paMal{crn, 1' 'lu c pumjf.l': 
usar partes de vetore~ co1uo parâmetro (isto é, o endereço de um t<leJilcuto 
que não u primeiro}. 
Caso o valor anterior do vetor deva realmente ser pre!'ervado dura11te a 
execução da função, adiciona-st> "I)" 11a chamada. 31 
2.7.3 Apontadores para Funções 
Não é possível usar funções como parâmetros de outras funções. Pode-se, no 
entanto, declarar parâmetros que são apontadores para funções. Objetos do tipo 
apontador para fuuçâo operam e são declarados como apoJJtadores convencio-
naJs: podem ser rcfereJJciados, e o resultado dessa iudireção executado 
fl.oat (fl.oat t; iut f, g) • fp; 
~'mndn não implementado 
fp = convtemp; 
... ~ l•fp) (300.0, 1, 2); 
Novamente parênteses 5áo necessários devido ~ regras de precedência de Op<~faw 
dores. 
I\ote qUt.> o sistema de dedaraç,w de tipos de Cm permite iut.crprctar uma 




int \n\ * 
int •\ml\u] 
iut • (char k) 
int•{)•)u] 
inteiro 
apontador para inteiro 
Vetor 1lr ponteiros para in!. 
apontador para vetor de int 
vetor de m linhas, cada uma cmakudo 
n colunas de apoiJtadores para int 
fun~ão (p<rrfimetro chor) 
l'et.orn.tn.lo apon~ador para iut 
vetor de t1 apout.adort'~ para 
função :;em parâmetro:; ret.onJdn<lo apoutador 
para inteiro 
Essa regularidade (a exceção E'âo \imit.es de vetores Ulldt idimensiouai;;) h~cilita 
em muito a dcc\amçâo e a manulew;âo de p1·ogramas em Cm. 
2.7.4 Funções em C 
Quando é necessário usar em Cm funções ji e5critas ua liugu<~gcm ( 1 é indi!<-
pensável informar ao compilador a sua interface, o que se {;~:z; cou1 um<J declaração 
convencional, pn•cedida da quaJificaçâ.o cvirtual: 
cvirtual char '* get.s (cbar"' bu!Tcr); 
é uma declaração que permite chamadas à função da biblioteca padrão ( gets 1 
que obtém uma caU.cia. de caráteres da entrada padrào. E~sas chamadas sã.o 
indistingüíveis de chamadas a fuw;ões C111. Virias dCclilfaçõcs cvirtual podem 
iuclusivc ser agrupadas uuma classe c, aucscidas da qualilicaçi~o l'xport, invo-
cadas como usual. 
No caso de funções como pnntf IAL 8Gj, com núuwro ''ari:í.vel de parãmetrül", 
a verificação estrita de Cm tornaria impossível sua decbraç;JO. Contorna-se e~se 
probl<:'ma m<audo trê$ pauto~ cousecutivos CBl lugar dos p;u-âml"l.ros forlllais: 
cvirtual iut. printf ( ... ); 
A notação ÍJtdicn que o compilador não deve fazer qualquer verificnçio de número 
e tipos dos parâmetros reais em neuhnma invocação de pnntf, deixa11do essa 
Chwses s.; 
tarefa a cargo do programador. Esse recurso pode ser empregado também em 
funções declaradas sem cvirtual. 
2.8 Classes 
Em Cm, du.1ses t~âu a mauc:ira mai~ ~~r;tl de ú~fiuir I!OYu~ tivus. Uma ela~~-<: 
úecl:.ra um üpo ab.1tra/.o ,Jr: dudvs, englob;wúo dados c ú/l procediuwnt.0a que (JR 
manipulam de forma eucap~ulada- isto é, a função e iuterface do tipo, mas 
não sua organização ou iruplellJeutaçâo, são coultecida.s publicamente J'or outN3 
tipos. 
2.8.1 Classes Simples 
Cada objeto definido usando um construtor dass (ou instâucia daquela classe) 
contém instâncias de todos os dados declarados na classe, podendo sofrer a!'! 
operações de atribuição e comparação com outros do mesmo tipo. Tanto dados 
como funções de instância podem ser usados como se fossem membros de e!'-
truturas, desde que declarados {na definição da classe imtancíada) da classe de 
annazenament.o export. 
Uma classe muiLo primiLiva pode implementar números complexos; 
class complex () 
export .Boat re = 0.0, im = 0.0; 
Uma outra classe Jeclara variáveis cujo tipo é complez: 
import complex; 
comple.x () cl, c2; 
E como rc e ;m ~ào ohjct(JS públicos em complcx{), d e c2 po:JiiUI:rn ~cr,mponciJ­
tes" visíveis públicos de nome re e im e tipo fioat, que podem ser referenciados 
individ u ahn eu te: 
cl.re :=: c2.im = 1.0; 
lnstâucias de classe nio sofrem restrições em relação a objetos criados por 
outros construtores de tipos. O trecl10 de programa 
complex jN] c; 
int i; 
for (i= O; i< N; i++) 
c /ij = cl; 
}'HOC.Ht.MM)ÂO~~-M_ Cm 
cria UlU vetor de números comple)(0:'\1 todos com valor igual ao lle cl. 
Do modo como foi defmida a dassc, cada iustáncia de compk:r é pouco maif< 
que um depósit.o de dados. Ch.s~es \,ornam-se int.cresso.nt.es com a adição de 
operações ;<obre esse~ dado::;.: 
export fioat rho (c) 
{ 
rcturn (self.rc ~ ;,;c\f.rc -+ sclLim * self.im); 
export vold cube () 
{ 
float. n·2, im2; 
rc:2 = re * c.re; 
im2 = im * c.im; 
l't' *""· (1·c2 - 3 • im:!): 
im *"'" (3 * rc2 - im'2); 
('Xport cOlllpl~·x nti'nws (iioat.. n) 
{ 
complcx temp; 
t.cmp.re = re ~ n; 
t.emp.1m :=: im * u; 
return t-emp; 
cxport void xntimes (float 11) 
{ 
) 
self.re *= n; 
self.im *= n; 
cxport complex times (complex c) 
{ 
complcx t.cmp; 
temp.re = re ~ c.re - im * c.im; 
temp.im = rc • c.im + im ~ c.re; 
r(•turn t..emp; 
As variáveis re e im (que existem para cada ob.ieto declarado do tipo comple.z} 
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podem ser usadas em funções da própria classe tanto sozinhas como precedidas 
por self. Note-se que ntimes cria um novo objeto complex e o devolve a quem 
chamou a função, onde pode ser usado numa expressão - self permanece inal-
terado; em contraste, xntimcs apenas altera as variáveis do próprio self, sem 
devolver valor algum. 
Uma função ua classe importando com p/ ex pode usar as funções exportáveis 
desta clas~>e, como em: 
claH!'I Cl {) 
import complex (); 
complex () cl, â; 
{ 
} 
fioat d = cl.rho () + c2.rho (); 
complex (} c3 = cl; 
c3.cube ();//eleva c:! ao cubo 
cl.im += c2.re; 
c2 = cl.ntimes (d); //multiplica o valor de cl por d; armazena em c2 
c2.xntimes (d); //multiplica c2 por d 
c3 = cl.times (c2); 
Note-se que a especificação de um tipo envolvendo classes somente está com-
pleta quaudo o nome da classe vem acompanl1ado dos parâmetros reais entre 
parênteses (complex não tem parâmetros). A exceção ~e faz na própria class-e, 
quando esta faz referência ao próprio tipo (a função hme!J em complex devolve 
um objeto do tipo complex(), especificado sem parênteses; estes são, por outrv 
lado, nece!'sários na declaração de variáveis da. cla~fl~~ CJ). 
2.8.2 Classes Parametrizadas 
Cada classe em Cm define um número potencialmente ilimitado de novos tipos de 
dados, bastando especificá-la com parãmetros. Tal como em funções, parâmetros 
de classe permitem que uma mesma declaração se aplique a uma série de contex-
tos diversos. Entretanto, contrariamente aos parâmetro~ de função, parâmetros 
de classe podem ser expressões de hpo8. Os parâmetros reais de uma dasse 
devem ser constantes durante a compilação. 
Árvores tipo B jKn 73j são úteis numa variedade de circum:;tâncias para ar-
mazenar estruturas de dados dinâmicas com acesso eficiente. Em essência, duas 
l'lloc:JlAMAcÃo t;M Cm 
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características diferenciam uma espécie de árvore B de outra: o tipo de da-
dos anna.,;cnado (suposto uniforme numa mesma árvore) e a ordem (metade do 
número máximo de elementos por nó, à exceção da raiz). Uma implemcntaJOâo 
de á.rvores B usando Cm definiria uma c! asse genérica btree wm dois parâmetros: 
class btree (typc T; int arder} 
(não se preocupa a.q11i em diferenciar árvores implementadas em memória 
principal daquelas usando m~mória secundária). Um nó de árvore B cont•ém 
uma série de 2 x order + 1 apontadores para nós desccende-ntt>s do mesmo tipo, 
e um vetor de 2 X order elemcutos armazenados. Taml>ém é necessário um 
COJlt:J.dor indic:mdo quant.a<~ posições do vetor est;'w detiv;uuent.e usadas: 
type node = struct { 
int u:<ed; 
T 12 • orderl iufo; 
node • 12 • onlcr + lj ~ibliug; 
J; 
À parte daJos adidona'is para te:-L~::, e~tat.Í~;tica..~, v(•rihca~ão, o único com~ 
ponent.e cs::;encial pa.ra um objeto do tipo btree(} é um apontador para tl· nó 
raiz: 
node ~ root. :::;: NlL; 
Não é necessária função de iniciação para objetos deiihidos pel:1. classe btree. 
A função de busca, ,o;earch, teln como parárnetros apenas o elemento a procurar, 
devolvendo 1 se ob~iver sucesso e O em caso contrário. Neste ponto O(.orre 
uma dificuldade, dada a genera.lid:tde da classe btrce: é 11ecessária uma hmção 
definindo uma ordem de comparação no tipo T - isto é, as relações a. < b, ~~ = b 
e a > b para dois objetos a e b desse tipo. Ela é particular para cada tipo T 
e portant.o não pode ser definida em btree. Na implementação de uma classe 
em Cm para busca linear tal função não seria necessária, pois a operação de 
iguald<1de é suficiente c definiJa para. qualq11er tipo em Cm. 
(..l-ia-se então um apont-ador para função cm11 
export iul (T ta, tb) • cmp; 
Cazeudo-se a rotiua de busca invocar a função cujo cnJçrc')o for coloca<l.o em 
cmp: 
t>.xport. int search (T wha.L} 
{ 
node ..,p = root; 
Classes 
) 
while (p •~ NIL) 
{ 
) 
int i, r; 
for (i= O; i< p -> used && 
(r= [*Clllp) (what, p ->info lii)) <O; i++) 
if (r ~,.- O) 
rf'turu 1; 
p = p -> sibling ]i]; 
return O; 
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Feita a busca, a inserção de elementos não apresenta. maiores dificuldades. A 
criação dinâmica de JL; se faz da forma 
nade ~ p; 
p = new (nade); 
Urna classe pode definir objetos que são árvores B, desde que declare a classe 
como importada: 
import btree; 
co:nst int size"'" 10; 
type name = char ]l'izc]; 
bt.ree {namc) bt.l; 
btree (Iong int, 20) bt2; 
bLrt>e (na111c) * btp; 
btp = new (btree (name), 2); 
Este fragmento de código declara duas variáveis de tip·)S "á.rvore B com elemen-
tos do tipo name e ordem defau/f' e "árvore B com inteiros longos, ordem 20", 
além de um apontador para "árvore B de name", apontando para um vetor de 
dua.a árvores B. São necessárias duas funções de comparação: 
int longcmp {long int 11, 12) 
{ 
return 11 < 12 ? -1 : 11 == 12 ? O : 1; 
} 
CIO PIWGHAMAf:Ão EM Cm 
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int na.mecmp (na.mc nl, n2) 
{ 
int i; 
for {i = O; i< size; i++) 
if (ul [i]!= n2 [1]} 
return (nl [i[ - n2 [i]); 
rcturn (ü); 
Após indica.r corretament-e os endereços de funçào para cada instância de 
árvore B 
btl.cmp = namecmp; 
bt.2.cmp = longcmp; 
btp -> cmp = namecmp; 
(btp + 1) -> cmp = uamecmp; 
as funções e variáveis exportáveis de cada iustãncia podem ser usadas: 
i f (! bt.l.search ("Nome")) 
bt2.insert. ( 1); 
Essa técnica de declarar fu•u;Ões ua classe import.adurn. apreseut.a a desva.nt.agem 
de exigir iniciação explícita e é propensa a erros e omis~Ões. Uma solução mais 
apropriada para o problema de funções genéricas/específicas será apresentada 
mais adiante. 
2.8.3 Herança 
Outra forma de explorar a modularida.de de classes em Cm é através da herança, 
que consist-e t'm Jcfinir um tipo como con!.emlo at< mesmas características de 
out.rc•s, alteraltdo ou adicionando novas propriedades 
A cláusula inherit relaciona uma ou mais classe!.' parametnzadas (ao con~ 
trário do que ocorre com import). Todas as variáveis, COJI~tantes e funções 
declaradas nas classes relacionadas passam a fazer parte também da clas1>e seudo 
definida. 
Um exemplo simples, a classe npair, dcfme um tipo c operações básicas para 
um obj1~to capa~, de conter dois valorc~ numéricos: 
class npair (type T) 
T vi, v2; 
expo:rt. void illit (T Vl, V2) 
CJ:ti<Sf'S ----------- ---~~~f~. 
{ 
vl Vl; v2:::: V2; 
) 
export T cl () 
{ 
return vl; 




temp.vl =vi+ aclclto.vl; 
l·~~mp.v2 = v2 + addto.v2; 
rct urn tem Jl; 




Lemp.vl =v] * acldto.vl; 
t·emp.v2 = v2 * a.ddto.v~; 
return temp; 
A fuuç5.o cl devolve o primeiro componente do par e é u~ada apenas para 
fius de abstração (em lu~ar de tornar vl exportável). É possível agora uma nova 
definição para a clas:;e comp/e:r: 
class complex {) 
inhcrit upair (Hoat) 




temp.vl = vi * multiplier.vl ~ v2 * multiplier.v2; 
temp.v2 =vi * multiplicr.v2 + v2 * multiplier.vl; 
return temp; 
Embora a operação de soma implementada pela função plus em npa1r seja 
adequada à definição de soma de números complexos, considerando que vl e v2 
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representam as componentes real e uuagmana, re;tpt-divamrnt.e, o megmo nf1.0 
se aplica à operação de multiplicaçi'lo, sendo exigida sua redefmiçâo. A partir da 
nova tlt•cl;ua~,;fw da cla!l~<e c.omt•lc.r, nu1.ra~ da~:'lr!' pod1•m 11!.ilizá-la como anl.eri-
ornwllt.t' l1uudanJo npen~ ::u• rden~ncia~ a rc e tm; como fazrr Í~<gO 11:• pr6pria 
complu será visto adiante). Ca~o fo«se criada uma classe ratwnal implemen-
t-ando números racionais, npa~r também poderia ser h-erdada, atribuindo a vl o 
papel de numerador e a u2 o de Jeuomiuador: 
C"lass rac.iou<d () 
inherit npair (int); 
int mmc (int i, j) 
{ 
} 




tcmp.\•2 "'"' mmc (v2, tondd.v2); 
~emp.vl = vl,. ~1'lllp.v2/ v'l + l.oadd.vi * t<·mp.v'l J Lo<Hkl.v:l; 
n~turu temp; 
1\esta. cla.so;e a função times herdada se aplica din~t.amente, ~eudo r<>querida 
a rcdefmição de plus. Deve ser uotada em ambal' as classes uma redefinição 
implícita também do tipo dos parâmetros e do valor devolvido pelas funções 
times e plus. 
Herança Múltipla c R(!name 
Mais d~ uma classe pode ser herdada simultaneament.(• (Lcm como uma (·]asse A 
pode herdar e importar B), o que dá. margem a conflil.os quando o mesmo iden-
tificador é definido em mais de uma classe herdada. Cm sobrepõe declarar,.ões, 
isto é, cada. definição numa classe paramet.rizada prevalece sobre todas a~. anteri-
ores. Caso seja necessário usar definições homóuimas provinda~ de classes e/ou 
parametrizações diferentes, aplica-se a declaração renarne. Ela é usada após 
uma classe parameirizada e iut-roduz ><iuôuimos pa.ra ,:.>;; uoJm.'S uela declarados: 
inherit cl ( ... ) rename xl == x, c2 ( ... ); 
se x é implementado tanto em c1 como em d?, a classe herdeira pode usar x para 
ref~rir-se à versão em cf1, e xl quaudo se refere àquela em d. Se houve!!se uma 
Cla.Bsc~ 
terceira versão de x, redefinida na própria dMse herdeira, um segundo rename 
logo após os parâmetros de c12 H1e permitiria continuar usando a versão desta 
última classe. • 
Além de, neste último caso, viabilizar a existência simultânea de mais de uma 
variável ou função homômmas implementadas em classes ou parametrizaçõe~ 
Jiferent.es, rename possibili~a que amLas sejam exportadas para uma eventual 
classe importadora, adicionando a qualificação export antes do novo nome: 
class c () 
inhcrit cl { ... ) rcnamc cxport fbase = f; 
rxport void f { ... 
A das~e c provê duas versões exportáveis da função: fbase, implementada 
em d, c J, local e provavelmeu~e mais especializa.da. 
A t.erccira aplicação de rcname é aumentar a clareza do programa, usando 
nomes mais apropriados ao contexto de cada classe. Embora npa1r seja útil para 
definir complexos, racionais, coordenadas polares/cartesianas e vários outros 
conceitos, o par de Jlomes (vl, v2) torna·se realmenle pouco descritivo uas classe 
herdeiras. A cláusula rename dá a possibilidade de se usar nas novas classes 
nomes como (re, im), (uumerador, denominador}, (x, y), (rho, phi), entre outros, 
mais claros e apropriados. 
Funções Virtuais 
Há ocasiões em que a ge11eralidade de uma classe poderia impedir sua completa 
implementação: por natureza, certas tarefas somente são totalmenle especifi-
cadas conhecendo--se detalhes dos tipos sobre os quais elas são aplicadas. Isso 
significa que, ao contrário do que vem semlo apresentado até agora, pode ser 
necessário que uma classe básica requeira definições pre~entef' em classes deriva· 
d~. 
Em Cm, essa capacidade é obtida permitindo-se que funções numa dass"' 
herdada invoque111 funções definida!.lo uas l1erdeiras. O qualificador virtual pode 
preceder uma decla.r;u;iio de função Bem o corpo, indicando que ela será defJflida 
apeua.~ por alguma da~ cl;tst~c~ lwrdeiras, de forma iuver11a a(, conceito original de 
herança/importação. Um exemplo sin1ples é provido pda classe ttpau. Supondú 
que seja necessário depurar alguma-8 de suas funções, deseja·se uma subrotina 
dump() que imprima o valor dos dois componentes de uma instância de npa.ir, 
como em: 





cvirt.ual iut printf ( ... ); 
print.f ("V alue of sdf i~ "}; 
du!llp (]; 
printf ("Value of parameter is "); 
multiplier.clump (); 
printf ("Ret.urn from times~); 
tcmp.dump (); 
return lemp; 
A função dump(} JJão pode ser ddinida em npa1r pois nela não se conhece o tipo 
dos componentes v1 e v!!. Assim, uma. declaração como 
virtual void dump (); 
é incluída., precedendo <jualqucr oulra menção a dump(}. A classe rational po-
deria J(•finir a função, como em 
dags ra.t.ional () 
inLcrit 11pair (int.) :rcname Jllllll = vl, deu= v2; 
void dump () 
{ 
cvirt.ual int printf ( ... ); 
printf ("(%U/%J)", num, Jem); 
} 
do mesmo modo como camplex.(} Leria também sua delinic;ão part.icula.r de dump(}. 
Declarações virtuais torn.:un possível uma implcwcnc.aç;w mais clara d~ da~­
ses como b!ree(}. Ao invés de import.a.r diretameute pau·ametrizações de btra{) 
e iniciar explicitamente o apontador da função compamdora, é preferível tor-
nar esta última. virtual e definida numa classe l1erdeira in~ermeUiária, como em 
strbtree {irvores-B de strings): 
class btrce (t.ype T; int ordrr) 
virtual int c.mp (T vl, v2); 
<'..Xport iut search {T wha!,) 
{ 
i:::: cmp ( ... 
) 
class strbtree (int size, order) 
inherit btree (char ]sizej, order); 




for (i=- O; i< siz1!; i++) 
if 1~1 (il •~ s2 (iiJ 
rl'lurn sl ]i] - ~~ liJ; 
rcturn O; 
class ci () 
import strbtree; 
strbtree {50, 10) btl, bt2; 
2.8.4 Variáveis de Classe e de Instância 
Todas as declaraçõe:;;. de variáveis vistas até agora declaram objetos particu-
lares de cada iustã.nda de classe criada. Há contudo circunstâncias em que 
é necessário ou desejável compartilhar variáveis entre diferentes instâncias da 
mesma classe. A classe de armazenamento "+",já vista como forma de declarar 
variáveis "estática!!" a uma f unção, tem outro significado quando aplicada a itens 
externos a funções: ela deJwta variávei!< di! ciasse,22 criada2 uma única vez para 
todos os objetos cujo tipo é dado por aquela classe e parâmetros. ti ma aplicação 
muito simples dessa idéia é determinar quantas instâncias já foram criadas: 
clas11 staà (t.ypc T = iut; i.ut 11 = 100) 
+ int. count = O; 
int mynumber; 
export void tellsize () 
~~em contraposição ãa variáveis viatns oté :•gora, ditu de in.otáncia 
{ 
} 
1-'UOGRAMAcÃo EMI Cm -·------------~---- ------------------ -~---------
cvi:rtual int prin~f ( ... ); 
printf ("S~ack %d (of 't'l',d); !;r,J elcmcut~<\u~., 
lnynumlwr, c.ouut, si1-t:); 
void main () 
{ 
mynumber :::: ++count; 
} 
Nest.e caso, a variável cvuttf é única e acesP-ívcl a t.o(la.o a~ Íu~<Ulucia.~ de 1:tnck, 
para dados Te n. Isto significa que o count compartilhado pelas instâncias 
de stack (int) é único e diferente Uaquele das iustáncias de stack (char), por 
exemplo. 
2.8.5 A Cláusula Use 
Quando é necessário compartilhar uma mesma va.riávelt·ntre diversas instâncias 
de classi.'S diferentes ela pode ser declarada na cláusula u~e, que euumera diversos 
objetos, que serão únicos para todo o programa. Use também pode ser aplicada 
para que diversa..~ inst.ânri•~~ ref~'l"CIH;icm o mesmo objeto sr-m a ueccssidadl' d\~ 
pas:;á-lo comv JHnâm~~tro dl! fuu~i"w. Sua forma v:er<tl 1: uma li"t.a d<' nomcll e 
tipos, como em 
use identl = int, ident2 = btree {long int.); 
2.8.6 Hierarquia de Classes e "Clnsse Principal" 
Programas em Cm são uma coleção de classes, unidas pc-r relações ortogonais de 
importação e herança. 
A execução do programa. é implicitamente iniciada na função mam{) da dasse 
de "mais alto nível~, i:<to é, aquela. que não é import.ada ou herdada por nenhuma 
outra.. 
Deve ser ressaltado que a funçi"Lo matn{) é execut:~da para cada. instâ.ncia 
criada daquela cla$S<' - portanto, nem ela nem ucuhuma das funções por ela 
invocadas devem declarar variáveis locai~ cujo t.ipo é a pr6pria classe, t-ampouco 
solicita.r via :uew a criação de objetos desse tipo. 
Capítulo 3 
Cm: Implementação 
'()me, what ha8t th(>U dl)rJe?' 
W. Shakespeare, Hamld 
Aspectm; particulan~~ da implementação a~ual da linguagem Cm são apH·-
' sentados, desde o ambicnt.e de desenvolvimento até uma descrição símplihcada 
Je cada wódulo Jo prot;rama -- um tradutor em um pa.':ISO de Cm para C. 
3.1 Considerações Gerais 
A primeira implement.açâo prát.ica da linguagem de programação Cm foi plane-
jada como um traJuior, ou seja, um compilador cujo resultado nã.o é código-
objeto ou executável, ma~ sim código-fonte em outra linguagem. Esta aborda-
gem, chamada preprocessameuto, pode ser adotada com sucesso para aumentar 
a clareza ou poder de expressão de uma linguagem, tendo sido empregada em 
diversos projetos: 
• Ratfor, ou Jlational Fortran IKP 84JIKe 7!:.] é uma linguagem de progra-
mação que adiciona construções de programação estruturada à lingu;agem 
Fortran lHo 84]. Os comandos básicos são mantidos, e o "compilador" 
quase que apenas traduz padrões de texto de uma linguagem para outra 
{erro~ do pn>~o~ramatlor pal"sam dcsapcrccl->ído~ ~ suil det(~cçií.o 1:, dtixarla 
para o Co!llpilador Fort.rau) 
• Trolf [Kl' 8o1] é um JH..>dPn>IIO si!ltema de compüllição de t('xtos e gráfJtul'-
para o sistema UNIX. Toda.v~a, sua linguagem de especificação de tex-
tos, embora extremamente flexível e progranJá.vel, é demasiado básica e 
complexa, demaudando muito tempo de estudo mesmo para produzir tra-
balhos simples. Para simplificar seu uso, foram desenvolvidos diversos 
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pacotes de macros, como me e m.~, cont('udo o~ elelllcUtos m;ds freqü~ntes 
em documentos comuns, Macrocomandos 11t~o ~âo uo entanto suficiente:" 
para Jcfmiçõe~ complexato de fi~uras, tabela~ c e{]Uaçô~s, Ef'~cs ambi<!ntes 
exigiram a cri;~ção 1l1~ f,rê~ lilll(llõ~lo\t'IIS de ei<pl'cihraçi'HI chall\adas respecti-
vamenle !•Íc [Ke 82[. tbl[IH' IH i e cqn jKC 7!Jj, com proce!.lsaJures pn~'prio~ 
que geram l'Jit.radas para tro[J 
• o interpretador J(' comandos do sistema UNJX l>hetl) JWnnite escrever 
rapidamente scnptsrelativalnente complexos. Em jCar8\J[ se descreve um 
tradut.or de C shcll para C. 
• prügr:uuas em Pasr:Ll escrito~ pua Jiver;:as impleuJenta<.Ões Ja linguagem 
ou ambientes de execução sio difíceis de maJJt,er. Filtros simple!l wmo o 
descrito em [Bra87[ traduzem um programa em Pas<.:a.l ugetJérico" produ· 
zindo um programa para um compila.dor Pascal C!iJH"cífico 
• PSAIL ILe 88[ é parte da. linguagem de programação de sí~t.emas ~3AIL. 
É um subroujuat,o funcional para o qual foi descJJvulvído um tradutor 
gerando código C 
• Yacc jJo 78] é um gaador de analisadores sintát.iws (pan;cr.~J, \jUe facilita 
n produção (\c cumpiladores e out.ros proct':o;sadon~~ de' trxt.o. Yacc tranfl· 
f~\l"ll\:"1 Ull\:"1 !(l"ll.nJÓ.ti~a I'~JH'fia[ t~lll Jedaral/>("!1 C :u:fljll:ld:l~ :l. Ulll<l função 
qm' imph•ment.a um analisador siulit.ico 
• Lex [Aa 86] é uma tspécie Ue companheiro de Ya,:t, projct.ado pa.ra coJJS· 
l-ruir automaticamente analisadores léxicos em C, a partir de especificações 
de linguagens regultJ.res 
• a entrada para Yacc pode ser t.ambém pré·proces5;~Ja por programas como 
y+ IPa 88[, que abreviam ainda mais o esforço de programação para con-
textos específicos 
• Turmy Plu/5 !PC 88] também foi implementada como um tradutor, criando 
código em C 
• a linll:ua.gem Eiffel, orientada a objetos, permit,e uma iutegração a C e pode 
ser parcialmente implementada com pré-processamento p<tra. essa l.lugua· 
g<m [MNM87[ 
• a proposta para programação orientaJa a objetos Obyr~ctive C [Co 87) altera 
t>xtensivamente o estilo de programação da linguagem original; é um pré-
processador para C 
CotJsiderações Gerai.~ 6~J 
• c/ront é um tradutor que implementa alingu<~.gem (++ convertend(ra em 
C. (++, originalmente chamada C with classes, nasceu de uma proposta 
mais modest.a baseada inteiramente em pré-processametJto !St 8:2]. Em-
bora haja atualmente compiladores específicos para C++, cfront ainda é 
extensivamente usado e define o padrão da linguagem [Su 89j 
Já se chamou C Je "linguagellJ de montagem portável~, em vista de sua 
adequ;:u;ão como linr.;uagem-ol,jetivo Je tradutores. Iufelizmente o uso de C não 
está livre de problt>mas, como visto mais adiante. 
No caso de Cm, também foi adotada C como linguagem-alvo, dada uma 
série de vantagen.«, além do f<:üo de ser a base para o conjun~o de comando.>: 
elll Cm. I~ um:~ lini.(UiiiWlll p;•J·a a <pu.l divf'r~us C(Hnpil;l.dl,reB c11tâo diflJl(>IJÍvÚ~ 
em vário~ <uu!Jicutes e ~~~!.eJilaS DJ><)f<tCÍollais (em p<uticular, é ü único C(>lnpi· 
lador certamente di:,;pollívcl em qualquer versão do sistema UNIX). Por üutro 
lado, seu sistema de tipo~ relativamente modesto permite que o wmpilador Cm 
gere construções pouco orl.odoxas, sem vcrificaçüo de tipos, 1 maE necessárias ao 
polimorfismo da linguagem. 
Desta forma, torua·~e Cm disponível para qualquer ambiente ele programação 
onde haja um bom compilador para C, se!Jl a necessidade de conhecer diversas 
arquit.eturas de máquinas e sistemas operacionais. Somen~e se requer que o 
c6digo gerado pelo compilador seja portável, compatível com os diverso5 dialetos 
de C existentes. O mesmo se exige da atual biblioteca de suporte de execução-
é uma pequena coleção de rotinas escritas em C que devem ser automaticamente 
agregadas ao programa final para JH~rmitir sua execução. 
Razões semelllimtes de portabilidade determinaram C também çomo a lin· 
guagem de implementação do compilador propriamente dito. Outro fator foi 
a disponibilidade de versões do programa Yacc. O gerador Lex é comumente 
associado ao uso de Yacc, ma!'. não foi utilizado no compilador Cm. 
Pelo menos dois sistema~ operacionais foram e~colhido~ como ambiente de de-
~envolvimen!.o e execuçiw do compilador~ UNIX e MS-DOS. O sistema UNIX 
provou ser bem mai~ adequado a projetos do port.r de Cm; a versão corrente foí 
completada na~ implementaçl>es CLIX {lntergrapl1, System V.3) e SunOS {Sun 
Microsystems, BSD). O SÍ5tema MS-DOS, projetado para arquiteturas mais 
simples, impôs maiorc~ restrÍ(,:Ões, !,aJJtO ao compilador como ao código gerado. 
O çompilador usado foi o Turl>o O IBo 87). 
Requer-se também gue o código-fonte em C ~cjta o meamo para toda.a all 
versões, independentemente de arquitetura ou sistema operacional. O tram•-
porte para outros sist.emas UNIX, ou outros compiladores em MS-DOS como 
Microsoft O !Mi 87), não é difícil, dada a modularidade do projeto. 
O compilador foi originalmente imaginado como parte integrante do ambiente 
de desenvolvimento e execução de programas A.HAND !DL 87), e como tal, 
1já examinados durante a compilação Cm 
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dependente do ambiente para uma série de serviços, como a. interface do usu;irio e 
a dekrminação, através de um Lauco de dado!' C!lpflcial, da!! infltfinria.s de classes 
pn'''iamcnt.c compilada~ e !'11'11~ parámt•tros . .EJitn~t<uJI,••, I'IJilH>ra 11eja certa aua 
integração ao ambit~ut.e, o compilador é um sist.ema ;;ut.(momo, exigindo apenas 
o sistema de compila-ção C para compor programas Crn executáveis. Embora 
essa independem:ia tenha exigido diversas adições ao projeto inicial, ela trouxe 
pelo menoo outro benefício- sua ut-ilização 110 sistema MS-DOS, uão pn~visto 
pdo ambiente A~HAND. 
3.2 Módulos do Compilador 
Para maior clareza e facilidade de implementação, o compilador foi dividido em 
várias partes, ou módulos. Procurou·se dar a essas partições funções bastant.e 
específica.", de maneira a reduzir ao máximo a i11tcrface entre díferen~es módulos, 
e assim permitir a escrita e depuração de cada um em "-Cparado, se possível 
indepetJdent.emente dos demais. 
De modo resumido, segue-se a descrição dos compm1eutes do compilador: 
gran1 O analisador sintático, responsável peliJ vcrihçaçâo d>~s coust.ruçõ~:s em 
Cm. hwoca a maioria dos Ol1t.r~•s módulv:. cvmo sub·:H:rvi<,o~<, 
aualcx Contém o analisador léxico1 que lê de um arqun·o o c{,Jigo--fouLI: Cm, 
sepa.raudo--o em palavras ou símbolos (tukcns) 
em O módulo de mais aho nível, mterface com o usuário. Determina as opções 
de compilação e invoca a análise sintática, geração de código e o çampilador 
c. 
code O gerador de código, traduz estruturas internas descrevendo código Cm 
em construções na linguagem C. 
debug Módulo auxiliar para depuração das e~trut.uras int.ernas do compilador. 
lmplementa D acompanhameuLo das funçôc~ do pro~ rama em vários uíveis 
de detalhamento. Pode ser totalmente removido através de compilação 
condicional. 
decl Rotinas de declaração. Introduz estruturas descrevendo os ident.ific~~ore~ 
Cm. 
cnvirou Lida com o sist.cma operacional, ajustando detalhes de opcra<;ão. 
error Anuncia eventuais erros ao usuário. 
expfn Expande nomes de arquivos para uma forma canônica. Muito dependente 
dt> sistema operacional. 
Visão Geral da Tradução il 
expr Constrói e manipula e~t.ruturas de dados descrrvendo expressôe~ da lin-
guagem Cm; colabora em escala reduzida na tradução para C. 
file lJJclui operações genéricas sobre arquivos e diretórios. 
filer Gerenciador de arquivos de acesso indexado. 
llist. Funções para lista~ liKadas geuéricas {estrutura muito usada por todo o 
programa). 
make Produz o makejilE, arquivo auxiliar para a compilação final do programa 
em C. 
Ulf.'lU c..;uJJl.rolc ()c uwu•ÓrJa Uinfuuica. 
symtab Tabela de símbolos: rotinas para inserção e busca dos identificadores 
uo10 programa.!' Cm. 
type Funções do sistema de tipos; coJJStrução e verificação. 
utils Pequenas rotiJJa.s especi;,lizadas, desvinculada9 de outros módulos. 
wildcard Expansão de nomes de arquivos genéricos. Essencial às buscas no 
banco de dados de im;tância-~ compilada~> efou traduzidas. 
A divisão JJào obedece a crii~rios rígidos. Por exemplo, wildcard c cxpfn 
pod{'riam ser incorporados tanto a fi h• como a environ, mas são isoladas porque 
podem facilmente ser usada~ novamente em outros projeto5, assim como llist. 
O mes!llO se aplica a filer em relação a file. 
3.3 Visão Geral da Tradução 
D~vido ao caráter polimórfko da linp;uagem, a compilação d<' um programa Cm 
(i~to é, a sua tradução para 1llll ou mais programa~ f'fjllivaléntes em C) oferece 
características <'Speciais. Cada cbsse importada, hrrdada ou usada pr1r outra 
pode ser Ínsiauciada diversas vrzcs, com difercnl.<'s JMrfunetrrJS, cara<".terizando 
UJJLa fonlL:J d(• puliJnorli~<nJ<J J'arJJIJf.trico. 
A elas:~(' stack, por t'Xtwplo, Lt•m como propriedad1:~ e~.\WilCÍai~ (J t.lprJ de 
dados armazenados e a capacidade máxima de uma iustância: são esses os dois 
parâmetros da classe, definida em linhas ger<J.is como 
clnss stack (typc 1' = int.; int n.elemcntos = 50) 
T [ n_cfementos) lista; 
int topo = O; 
classe Cl 
Figura 3.1: Exemplo de hierarquia df' classe" Cm 
l'Xport int push ( T objeto) 
{ 
} 
if {topo >= n-clcmcnto.•) 
rcturn -1; 
!ist,a lt,opu+·t-] = objdo; 
rc-turn O; 
<'Xport T pop () 
{ 
if {topo >O) 
returnlista i--t.opoj; 
eis e 
O modo de conse~uir esse polimorfismo é produzir, pant cada dass•! Cm, 
diferentes versõet< em C, uma para cada conjunto difer·~nt·e de parâmetro;; com 
que a classe é inst.anciad~. Essencialmente, um arquivo contendo um programa-
fonte Cm pode ser visto como um "macro-comando" ou gabarito {template), 
da qual se tiram diversas cópias, c;:~da uma semelhante à anterior nos aspecto~ 
~~;erais, diferindo apenas nos it.el\1'- que foram paramrt riz.ados em Cm. 
Vt•jamos o que ocvne C<l.i'IJ uma certa dat<~l' ('1 11~c de aliiuma m.;111eira 
iust.ânci~ da classe stack, por <"Xemplo, via imporlaçâo: 
das>< Cl { ... ) 
import stack; 
Visão Geral da T1·aduçiio "" --------'·~ 
L d~, 01 ( ... ) 
. 
. 9lack (iul, 50} 
Figura 3.2: Hierarquia de inst.âncias de classes 
Ocorre uma hierarquia de classes muito simples, como na figura 3.1, na qual 
, estão mostrada~ as relações de dependência entre duas classes Cm {do pont.o de 
vi~ta de implcmeutaçâo, dois arquivos·fonte com código Cm). 
O uso efehvo de stack por CJ acontece quando esta dao;se declara objetos 
(variáveis, parâmetros ou fuuções) usando tipos derivados de star:k: 
stack {int, 50) st.ackl; 
stac:k (char IID), 100) stack2; 
sLack (stack (inl.}, 5) stack3, stack1; 
stackl.pusl1 (strlen (stack2.pop ())); 
Com :1 dcdaraç;oo <J,•,-1.!·~ quatro ol>jd.üs, úw n•qu(•ritlaR tri'~ difcrcut~~ .,.,,r~t,e~ 
d(' pilha, formando uma St'>(llllda lli<>r.'lrqui;~, desta vez indicando para a class<, 
stack, os parâmetros da~ wrsões, mostrado~ na figura 3.2. Cada uma das trê~ 
referência.~ a stack indica que um novo arquivo com fonte C é gerado a partir do 
arquivo~fon~e escrito em Cm. 
Note <pie a classe Cl poderia igualmente por sua vez ser parametrizada, 
embora isso seja i.rrelevaJll-c para o exemplo. 
Para que as variáveis stack1, stackf!, stackS e stack4 em Cl sejam dedaradas 
e, além disso, haja uma verificação completa dos tipos nas expressões onde elas 
ocorrem, é necessário que o compilador Cm interrompa a tradt.·:ão de Cl ime· 
di ata mente após encontrar uma referência a instâncias de outras classes. Nesse 
( Cla:>se CJ (arquivo fonte Cm) 
Arquivos.fout.t• (.hl 
t.radutor Cm __, C 
stack (int., 50) 
(anp!ÍV<.' fuut.e C) 
'tack (char )10), 100) 
(arquivo font,e C) 
""., struk ( . .tack {int), 5) 
{arquivto funt.e C) 
Aiquivo:;.fonte do 
compila1l<!f C 
Figura 3.:l: Principais arquivo~ tla wmpilaçiio de (U e stack 
ponto, devê guardar o contexto Je compilação (ist.o é, n ponto Je interrupção, 
toda a informação até então coletada sobre a classe corrente, os identificadoreR 
conhecidos, etc.) e passar a compilar um novo arquivo-fonte Cm. Quando a 
compilação dessa subdasse estiver coucluída, o tradutor pode retornar à classe 
original; nesse momento, é conhecida a interface da st!bda!."se. É o conjuut.o de 
objeto!< t>xportiveis, necessária à verificação de tipos sobre os objetos cujo tipo 
i! aquela instiincia da subclasse. 
Portanto, a cada referência a uma classe instanciada, o compilador Cm muda 
de arquivo-fonte, a menos que aquela instância tenha sido usada antcrionuente; 
neste caso, sua interface já é conhecida. É claro que o processo pode ser repetido 
indefinidamente, caso a hierarquia. tenha maior nümero de níveis. No úHimo 
exemplo, poder·Sl'·Ía implemt'ut.ar uma pilha usando listas ligada~: esta seria 
agora a clas~c de lUCJlor nível. 
Os arquivos produzidos pelo compilador taml,ém cstiio Rujeil.os a interrupções 
(cada subclassc incluída pode implicar num novo arqui\•o-foJJ1.(' C criado, <:(•mo 
na figura 3.3), SUl'pendeJJdo temporariamente a confecçiio do código correutc, 
rei om :nl a juutamcuh~ com o término da com pil ;1 ç~w da 9 ul!Cla~~t'. 
Finahn<'nt.e, o (:ompilador Cm Jcvt~ prover a!~ uma farilidad1• para invo(<H ;1 
... 
Vjsão Geral da TI·acluç.'io 
compilação C dos arquivos produzidos, além da ligação (ltnking) dos arquivos 
em código-objeto criados pelo compilador C. O tradutor Cm tem as informações 
necessárias para requerer a compilação de todos os arquivos C exigidos para criar 
um programa executável completo. Alguns dos arquivos C poderiam ter existido 
antes da compilação da classe corrente; entretanto, caso a classe Cm fosse alte-
rada, a recompilação seria obrigatória para manter a consistência do programa. 
Por outro lado, não é nece!lsário recompilar um código-fonte C caso o objeto 
exista e o código Cm não t.eulH:t sido modificado. Estas funçõe~ de manuteuç5.o 
de programas executávei~ são típicas do programa ma.ke [Fe 79JIAt 89) e foram 
incorporadas ao compilador. Cada subclasse usada pode implicar numa sl!rie de 
iu>~tância:- e arquivo~ C diferrJJtef: produzidos. Por sua vez, cada in~tância é um 
tipo c, como t,al, icm pot.~·ucialmcllll' uma sl:ric !le vari4vd~ ou pariunelro!' <Jnr.-
ciado:< {uo exemplo, a •ílt.ima iust.r.nci;l de i!ln,r:k dcduav;,. dua!l variáveifl). I>t~t.l' 
modo, as variáveis de uma cla~:~~e Í11stanciada (ltsta c tupo, no cxemplu) devem !ler 
replicadas de algum:~. maneira para todos os objetos cujo tipo é aquela imtáncia.. 
De modo análogo, cada função original tem como conseqüência diversas funções 
em C- e todas, não apenas as exportáveis, podem ser produzidas. F..ssa questão 
particular à técnica de pn~-process<uneuto- um identificador na liuguagem com-
pilada deve ser mapeado para mais de um identificador na linguagem-objetivo~ 
introduz problemas críticos cuja resolução é essencial à ímplementaçã.o de Cm. 
O método de criação de difereJLtes arquivos na linguagem fiual para obter 
polimorfismo pode lembrar a definição de macros genéricas, como a clássica im· 
plementação de quicksort() genérico em C. Na verdade, o próprio pré-processador 
para C é útil para simular classes polimórficas [Gru8G]. Contudo, essa técnica 
{extensível a C++) não suporta verificação de tipos, nem impede colisões de 
nomes. 
O compilador foi inicialmeute imaginado operando em mais de um passo, ou 
passagem pelo mesmo código.fonte. O passo preliminar não geraria código al-
gum, mas colet.aria. todas as refcrênciilll a instâncias de classes, bem como todas 
as declaraç;Ões antecipadas de tipos. Essa passagem seria. executada para todas 
as da.sses envolvidas, determinando a ordem dos ar<JU i vos com pilados no segundo 
passo. Apenas então seriam criadas as traduções C. A técnica de múltiplo~ pas-
sos permitiria uma lin~uagem ligeiramente mais f:lexh•el quanto à declaração 
de tipos, evitando ao mesmo (.empu al!{uma!l da~ dificuldades advinda& da nm· 
dauç;a tle i'lnJuivo-font.l.' tluranlr. a r.ompilação, devido ao uRO de Yat:c, Conr.udo, 
a. complexidade de armazcuar em memória perma.ucutc o máximo pos~ivel de iu-
formação e11tre passos {de forma a reduzir o esforço do tradutor após o primeiro 
passo) seria alta, por causa das est.ruturas de dados complexas empregadas pelo 
compilador. 2 
~na impll!mentw;1io :.tual, d1versos dados ~à<> colocados em dJsco durante mud:mça.s de das se 
compilada e poateriormen~e recuperA.doa, mas em escalil muito menor qu<:: 1< necessária numa 
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lmp!enwntado no módulo analC'X, o auali~ador h'xko l.em por função ler o ~exto 
de arquivo~-fontt> t' separar o,; eh·meulus da ling-uagt•Jil (ldeulihcadore!!, número~, 
pa.lavr:,s rt·~erv;tda~, pontuação, etc.), conl1ecidos coleti\';uuellie como "á.~owo~~ 
ou tohn.~, rodiJiç;Í-Ios e passá-lo>~ à fuuçiw rc~ponsávcl pda análise siud.tica. 
Essa separaçio nítida de encargo,: é muito comum ua implementação de compi-
ladores e ouLros processadores Je texto, dadas as vantagens que of<'rece: 
• o an:~.lisador sintático pode ser simplificado, caso estejatn concentrados 
em uma só rotina todos os ~erviços de análise léxica. Se bem que muito 
mais ~imples que a análise siut.,:hica, uma tarefa Cilj>ecif!ca.cla de modo tào 
simples como "cuconlr;:~.r o próximo ;itomo" Jem;:~.uJa particularidades: 
o texto é lido de um arquivo (ou, mais rarament.e, diretamente do Le-
dado) usando buffers;3 o au;disaJor pode ocultar detalhes de gerência 
;!e arquivos e buflers do rest.o do programa 
carát.en·s de separação devem ser descartados; est.es iuclu~:m espaços 
em branco, ta.bulação c comentários 
' 
em certos casos torna-se necessário conheCI~r mais que o próximo 
á.tomo, de forma antecipada (lookahead). 
• algumas fun~úes podem St'f rot.iJn•irauwnt(• eXI'Cnt.;Hla~ duraute a análi-
JSe léxica, como imprimir Jinl1as uumerada:'l Jo to.'XI·v (para Ct•IIÍ<:rêH<Íil Jv 
usuário), verificação preliminar de ideniificadore<: conht~cido~, e ev~·ntual 
tratamento de alguns erros 
• como em muitos outros problemas, as fuuções de entrada/saída de d:ldo~ 
consomem tempo substancial da execução de um compilador. SeJ:Ido o 
único ponto de leitura de dados do programa, o analisador léxico pode ser 
implementado de fonna mais eficienl.e, se bem que não t.ão portável, que 
o restante do compilador 
• pode ser usado um gerador de anallsadvn;,<; léxlcOir, um programa que pro._ 
cessa uma série de especific~',ôes sobre os átomos permissível~ à linguagem 
compilada, produzindo uma fu uç:m que im plemeut.a Ulu aualil'ador apropri._ 
ado. O mais conhecido des~cs processadores é provavdmeut~ Ux [At 89j, 
inicialmente implementado para o sistema UNIX 
A possibilidade de g1~ração automática de analisadores, em particular, é ba~· 
taute atraente. Usando-se Lex, por exemplo, toJos os tokens possíveis, e outras 
tr:..duçâo muhi·passo 
3 memória n.uJolin.r 
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características da linguagem, como espaços em branco, são representados por ex-
pressões regulares IAa SGJ, juntamente com ações a executar e códigos a passar 
ao par ser quando um átomo é reconhecido. Quando essa descrição é processada 
por Le.x, o resultado é uma função (yylex(}) na linguagem C implementando um 
autômato finito e uma tabela; cada chamada à função deve reconhecer o próximo 
token disponível. 
Funçi1es geradas por Lex prestam-se sobremaneira a serem inteJ{Iadas com 
analisadores produzidos pelo gerador Yacc-de fato, Yacc supõe sempre que o 
analisador léxico tem o Jlollle yylcx(). Além disso, outras variáveis e funções de 
código Lex podem 11er i~-:ualmente usadas por Yacc. 
Eut.retauto, apesar de Lex permít.ir a criação muito rápida de analisadores 
simples, t:uuLém aprctwut;~ de~<vantagen!'l; 
• o autômato gerado pode ser uotoriamente ineficiente em tempo e espa~o 
(le lllem6ria utilizados; ~dém di!illo, tanto a efió~ncia como a r.orre~ã.o do 
autômato geralmente dependem muito da ordem das especificações (em 
certos casos, da "intui~ãon do programador) 
• o autômato usualmente obtém o texto a ser lido apenas do teclado (isto é, 
da "entrada padrão~ do sistema operacional). Pirecionar a leitura de um 
arquivo em disco é muito simples, mas modificar arbitrariamente o arquivo 
processado e depois retornar ao auterior sem perder o contexto de leitura 
não é tio trivial 
• freqüentemente a mesma palavra ou categoria de palavras ocasiona ações 
diferentes quando em contextos diversos. Quando essa ação ocorre a nível 
léxico, a distin~ão é feita defi1lindo-se "estados" de execução, que normal-
mente reduzem em muito a clareza do código 
Em vista de dificuldades como e~sa, decidiu-se produzir o analisador léxico 
inteiramente em C, sem usar Lex. 4 Foram porém tomados cuidados para com-
patibili..,ar o ana.lisador com o parser criado por Yacc. 
Como o compilador Cm pode cveJlt.uahnente traduzir diversas classes numa 
única sessão, é necessário que a versão de yylez() implementada seja capa.., de 
ler vário~ arquivos, num esquema de pilJ1a. Por exemplo, uma função especial 
I"C<JIU'l" que o arquivo c.orreu1.e Neja "empilhaJo", flôJ?.!I:mdo o complladc.r :J. l~:r 
JaJos de outra fonte. Quando ocorre um erro, ou o segundo arquivo é exaurido, 
volta-5e à fonte original. Na implementação atual, o arquivo empilhado não 
é "fechado" enquanto se processa o incluído; isto é, continua disponível para 
.. deve ser ressaltado que as duas últimas propriedades podem ser obtidas com um analisador 
criado por Lex, um pr<:>grama especifico mas de flexibilidade incomum; o uso de Lex t possível, 
mas o código seria provavelmente tão ilegível que não compensaria a econom1a de tempo 
propordonadn pelo gerador 
78 Crn: lMPLEMENTAC,\o 
leitura. Isso pode ocasionar problemas depeudcnks de si.st<'ma operacional" se 
a profundidade da hierarquia de classes é muito grande. Entretanto, não é difícil 
modificar esse esquema e fechar cada arquivo antrs de "abirir" o próximo: apE•na!.' 
se aunwnt.a ligeit·ament.é o cou\.ext.o a armazenar I' u l.t•mpo de proceP.samentc,, 
necessário para reposicionar o arquivo anterior quando st• termin;, o corrente. 
O analisador léxico itlcorporado ao t.radutor execut<t algumas fun~Ões "admi-
nistrativas", como mcmori)l;ar o texto lido receutemente para rehotar mensa1~ens 
dll erro {com algumas precauções deviJo às freqiieut.e~ HIUdança!l de arquivo). 
Também int.erage ('Olll o gerenciador Ja tabela th• i'lÍ111bolos pn-ra uma análise 
preliminar dos idcut.ificadon•s cucontriv.los e pré-procc~sa constaut.es. 
3.5 Análise Sintática 
Enquaut.o <1 análi~c léxica :<e ocupa da!' diferente~ "palavras" (isto é, á~omos 
ou tokens) compondo um programa I!Uiua determiu;ula limguagem, o analisador 
sintático observa como essas pal:tvras estão dispostas em ~frases" ao longo do 
programa. Na verdade, a fronteira em.re os dois tipos de análise pode ser bastante 
rarefeita., mas concorda-se que il verificação sintática a.brauge es~rutunw maiores 
e mais complexas que a análoga léxica. O analisa(lor ~intático S<' encarrega de 
conferir a estrutura geral <lo programa; no caso do compilador Cm, é o maior 
m6dulo, responsável pela invocação d<' quase Lódos os dE•IIIais. 
Normalmente, a sintaxe de uma linguagem é expressa em termo:< de gramáti-
cas formais. Trata-se de fórmulas em que são descritas de modo preciso qua.is as 
seqüências de átomos permitidas pela linguagem, normalmente usaudo regras de 
reescrita. Por excmpl<•, "um r6t.ulo ~ colllposto por um ideutifica.dor seguido por 
':'". O uso de gram:Hicas faci!it.a. a esiwdftcac:;ào f' <ÜIJaliz:açôe!l da linguagem. 
Linguagens, sejam ou n5o de programação, soh·cm diversa~ classificações. 
Uma das mais úteis !HU 69] define a complexidade ltecessária a um analif;ador 
para a linguagem. A maioria das liuguagcus de programação ~;(• b;,seia na catego-
ria das linguageJIS livres de conkxto,G reconhecíveis pelos chamados autômatos 
a pilha.. Para essa classe de liilguagem diversas técnica1;; de análise eficiente já 
foram estudada:;; infelizmente, a maioria das linguagens de programação não é 
realmente livre de contexto, não no sentido de serem 1.otalmen~e reconhcdveis 
por um autômato a pilha. 
O gerador de analisadores sintáticos Yacc, originalmente criado para o sis~ 
tema UNIX, processa. uma gramática cont.eudo regras de reescrita {produções) 
seguidas por tred1os de código C, produzindo como resultado uma subrotina em 
!>nonna/mente, não mais que 20 arquivos podem estar dispon;:ves simultaneamente a um 
programa em MS-DOS; técmcas não-convencwn;lls ampli::~m esse hmite. Um hmite em VNJX 
também existe, m;u; e mais ftexíve! !KP 54] 
6indcp!'ndi!nie• de contalo seria uma tradução melhor para ronte:rl-/ree 
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C. Essa função, chamada convencioJJalmeute yyparse(}, deve ser compilada jun-
tamente com um analisador léxico (e possivelmente funções auxiliares) para com-
por um programa deslinado a reconhecer a linguagem descrita pela gramática. 
Cada iiJVOcaçào de YY}Iar.~e() procura reconhecer um texto completo - o valor 
retornado indica se houve ou não sucesso. À medida que cada regra é reco-
nJJecida, a ação (em C) associada a ela é executada. Finalmente, Yacc não faz 
qualquer suposição sobre o analisador léxico- desde que este obtenha os átonwf! 
e os annaze11e em variávei!l prtl-dett•l·mi11adas, os d;tdoJI podem vir <le qnalqtu:r 
fonte. 
Essa flexihilidadc t.oruou Yacc mu programa muito popular, sendo usado na 
implementação de interpretadores, prcessadores de texto e todo "tipo de compi-
ladores. 
A gramática usada como eu irada para Yacc deve pertencer à elas~ LALR: o 
analisador gerado procura reconhecer a linguagem usando no máximo um !r,ken 
de lookaheud; caso isso não scj;~ possível, o programador é advertido da prc~enç.a 
de ambigüidades (conflit.os). Um conflito ocorre quando bá mais de uma forma 
de um fragmento de texto ser interpretado. Por exemplo, o trecho 
a+ b"' c 
poderia ser t.rat.ado tanto como a soma de a ao produto bc como a multi-
plicação de c pela soma a+ b. Esse tipo de conflito é fácil de ser diagnosticado 
e resolve-se considerando + e * como operadoresoperadores , associando-1!-e pre-
cedências diferentes a cada um dele,. Normalmente se atribui uma maior pre-
cedência ao operador "'• reso!veJ1do este caso particular. Quando dois operadores 
de igual precedência estão adjacentes, como em 
a+ O+ c 
ocorre outra forma de conflito. Para resolver qual dos operadores tem pn-
oridade {caso '+' denot,e a adição usual, a questão é irrelevante, o que não 
aconteceria l'r. o operador indicaMc, por exemplo, iudircçâo de apontadorm;J, o 
conccilo Je IIS.W<!lalw~tlwie ~ int.J-oduzido. No caBo, + é assocíat.Ívll a tllquerda, 
de modo <jUC o operador da e!'querda tem precedéncia sobre o da direita. 
Yacc admit.e que a precedência e associatividade dos tokens para operadores 
sejam definidas pelo programador. Ainda assim, a gramática pode padecer de 
conflitos, da~sificados em 
shiftjreduce ou s/r; uma regra já foi completada, mas pelo menos um áto-
mo seguinte tamLém poderia fazer parte dela.. O analisador não pode 
determinar onde termina a produção 
reduce/reduce ou r /r: uma regra pode ser interpretada de duas formas dis-
tintas. 
"8"0 __________________ _.:C"n'"l: IMPLEMENTAÇÂ.O 
O gerador Yacc poderia considerar uma gramática couflit.uosa como iucor-
rt't.a, uma vez q11e o comport.amento do analij;ador uão e!lt.á çompletampnl.e ~~~­
pecific.,do. Entret.;mt.o, mesmo a~:-in1 !IYIJar~c(} é produzida; ações eHpeciaÍ!ll!ào 
defi11ida.s pa.ra as regras com coulliioR: 
• para conflitos s/r, a ação escolhida pelo 11arur consiste em "estender" a 
re~ra (isto é, procura~l!!oe Ulll11 seqüência de áton1o.q maxim<1l que ~<atisfa.ça 
a prolhu,;ào), E~~e proccdilu~·u!.o <:oiudd" n•m :, Ín(.(~fj>H•t:.t,;:"•n curr11ta <la 
maioria da~; com•truçücs recursivas COIUUihente eucoutradaB em liuguagens 
de programação, de modo que couftitos s/r (uma vez analisados) são quase 
sem}>re toler:.iveis. 
• conflitos r/r sio resolvidos pela ordem da:::. produções. Nesse caso, torna~se 
arriscado supor que a iut.erpl·e~açâo a.dotaJa por Yacc é a correta. Geral-
mente conflitos r/r indicam erros na. fonnulaç5.o d;1. gramática ou q\11~ a 
linguagem tal como definida uâo pode ser conetameJlte processa.da, ~.;u-a 
todas as e11tradas possíveis, por um par ser de Yacc. 
Freqüentemenle conflit.os siio eliminados reescrevendo algumas produçôes. 
l\1esmo essa soluçi"w, todavià, pode nio ser a melhor, caso conduza a regras de 
compreensão obscura e execução menos eficieul.e que as originais. Yacc opóo-
nalmente cria um arquivo descreveudo os estados Jo autômato implementado 
por yyparse(}, o que pode sugerir como solucio11ar po~.síveis conflitos. 
A partir da gr:un:\lica inicial da linguagem Cm, pro•Juziu-se uma eutra.d;~ 
para Yacc (reproduzida em forma simplificada 110 apêndice D). A complexidade 
advinda de modifiça~ôes para evitar couflitol:l pode :>cl vista, cnt.re outros poli tos, 
nas produções referent-es ot comandos c exprcg~(,cs. 
Outras dificuldade~ ua i!llpleme!\t.ação do aualisador ::üio wenciona.das a sew 
gurr: 
• ~virias formM de declaração de tipo em Cm criaram conflitos r/r so-
mente retirados com a a.di(,:tw de lookahr.u.11 e verilica~5.o d{' símbolo> ao 
analisador léxico, Os átomos PIDENTIFIER e IDENTlFlER, por exemplo, 
referem-se ambos a nomes {identificadores), ma~ o primeiro é retornado por 
yyle:t{} apenas quando seguido de um parênte~e esquerdo. Similarmente, 
CLASSJD, TV PEJO e FUNJD são ret.ornada~ em lugar de lDENTU:IER 
quando Ulll nome idêntico ao lido por yyle;~;{) já foi u»a.d.o e declarado 
como das:>e, tipo ou função, respectivamente. 
Alguns desses artifícios acarret.am em contrapartida outros problemas. 
Por exemplo, a produção que define membros de estruturas {original-
mente equivalente a IDENTlFlER) deve incluir também como alternativas 
CLASSJD, TYPEJD e FUNJD; de outra forma, não seria possível criar um 
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Figura 3.4: F1ap;mento da gramática Cm 
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• ao reconhecer uma instanciação de classe (produção class-type), o anali-
~ador deve suspender o processameJJtO da classe e iniciar a leitura de um 
novo arquivo. Na gramática isso é expresso como na figura 3.4. Isto é, 
o código em lugar de /"' A •/ instrui o analisador léxico para mudar de 
arquivo-fonte, de modo que o parser passa recursivamente a analisar outra 
classe, como se realme1Jte o texto fosse inserido no arquivo original. Ao fim 
da classe inserida, o analisador léxico retorna também um token EOF (end 
of file, fim de arquivo) adicional (a não-inclusão de EOF ocasiona diversos 
conflitos r/r). Note-se a alternativa EOF (vazia) em dass_ínst; ela é acio-
nada (11ovamcnte yy/e;r;(} é instrul.da para retornar um átomo fict.ído) CaB<:l 
o c6digo em A não encontre a classe incluída, se a classe já é conhecida, ou 
quando se sabe de antemão que os parâmetros reais de classe (ac__parJist) 
não estão corretos, sendo p•;,rtanto inútil incluir realmente o arquivo. 
• As variáveiB inlernas usada~ no aualisador gerado por Yacc 11ão f1xa..~ e gl0-
hais, de lliOdo que o rmr,•~r u5o é recutrante. Ca.<~r• lwuvessc reer1tráncia, 
o código em f* A •/ acima poderia simplesmente invocar yyparse() recur-
sivamente, simplificando a gramática 7• Há ta.mhém necessidade de pilhas 
para armazenar as variáveis da gramática, antes de iniciar o processamento 
de cada classe incluída. 
• embora houvesse uma versio bastante completa do programa Yacc dis-
7o analisador gerado por Bison, mencionado adiante, pode ser reentrante, mas essa carac-
terí~tic:. e outra5 facilidades não for~m aproveitadas no compilador Cm para manter com-
patibilidade com Yacc. É poaaível adicionar reentrãncJa ao analisador de Yaa, m:>s e uma 
abordagem laboriosa e pouco compens;Kiora 
ponivcl para o sistema operacio1wJ MS-DOS, ;;ua capacidade máxima. de 
300 f<"(!:fJ.5 logo foi excedida, forçalldo novas altcra~ões tJ<l gramática. Se-
ria püll:<ívd ).':<'rar o ;Lllali~ador t111l .unOiente UNIX, triiZ\•JJdo dt• volta o 
a.rquivo-foutt- C para ser colllpiltulo em MS-DOS, mas Cf$t· pron~diwcuto 
é bast::mte nwroso e não complet<LllH:nte port<ivel. A ueccssidade de in-
corporar r.::cnpcraçâo de erros siut.át.icos elev:~.ria ainda mais o número de 
pHHhl<.;;,,.~ (ontra~ questões t.nu.idal> pelu lrataJHeul,o de eno>< cstào apre-
"<!ht,,,Ia$ 1\,'\ :1-<•o,J~ü COlTtll'JlOIIth!lltt•), ('t'l'l.ó\JIIt~UI-t• iulJWII!tÍbiJit.;,lldo n Ul40 Ja. 
qut'la versão J.\' Yacc em MS-DOS. Foi a8"i1n ut~Ccllsirio o portt' dt: um:t 
versão de Bl~on para este sistema operacionaL Trata-se de u1u programa 
desenvolvido pelo Projeto GNU IUoS8tl], como uma altemativa ao uso de 
Yacc. Bison é compativel com Yacc a uível de si11ta.xe, •~ oferece algum:u; 
facilidades adicionais. A e11trada e saída d"' ambos os geradores são quase 
totalmente wmpativeis entre si, mas os algoritmos de aná.lise implementa-
dos por yyparse{} diferem. Bisol\ foi eBcrilo em C para sis~cmas UNIX em 
arquit.eturas de 32 bit.,, o que ocasiOJIOU algumas dificuldades na cotlversã.o 
para MS-DOS. A maior capacidade de Bison elil relação ao Yacc para 
MS-DOS permitiu continuar usando uma gramática ÚJI.Íco para todas as 
versões do compilador Cm '(processada por Yacc em UN.IX e por llison etn 
MS-DOS). 
Apesar de toda~ as dificuldades para 8eU uso, a escol11a d•! Yacc/Bíson para 
a construção do aualisador sintático foi Ulila deá;~ão de projeto e se justifica 
tanto pela flexibilidade d(' manutenção como pela universalidade: Yacc está 
disponível em qualquer sistema UNIX que tenha um sistema de colilpilação 
C, luwendo ta.mbl\l\1 pro~,:ra.mas compativei11 Clll domí11io público. p,,r outm 
lado, detalhes d;) liugua.{!,em foram alterados em diversas oca..~ÍÍ:J~Js dnralllC o 
desenvolV'imento do projeto. Essas modificações seriam bem mais difíceis sem 
:um gerador, principalmente quando envolviam a semânt.ica da. linguagem. 
3.6 Tratamento de Erros 
O processo de tra.tament.o de erros do programador e sua rec:uperação é um dos 
tópicos mais difíceis de implementar na produção de compilladores. O tradutor 
Cm inclui o tratamento necessário para. informar claramente o maior númer-o 
possivel dt> erro,; nllm programa. 
É possível clas.sificar os erros cometidos por programadc.res em quatro catE·-
gonas: 
léxicos referentes a. palavras ou delimitadores malformados (comumente erros 
de dat.ilogralia) 
,-
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sintáticos quando !Já falhas na estrutura do programa (construções incomple-
tas, por exemplo} 
seiniiuticos se objetos ddiuido!l pdo programa não são usado~ apropri;~da­
meutc, como no caso de errü~ de tipo, hlta de declarações, expre~sêieJ> 
ambígua~, cic. 
lógico~o~ tJttando s~~ fall>a no al~orit.mo descrit,o pelo programa. E~te tipr_, d,. erro 
~e tlistiugiit• por não iuq>edir a compila~ão do programa; é o m;,,~. difkíl 
(se nâo impossível) de tratar e não será discutido aqui 
A dist.iuçi'w em catt!goria<' pod(' ,,;"w !<er lnuit.o JJÍLida par<> o compilador. 
Nu1u exemplo simplt~s, se Ulll comeutário ó iuiciado mas a seqüência que o ter-
mina esLá incorreta (erro léxico), o comentário somente será considerado ter-
minado Jla próxima seqüência de término {isto é, no próximo comentário, se 
lwuver). Todo o text.o ilJtcrmcdiário é ignorado, provavelmente ocasionando er-
ros siJJt.áticos. Assilu, o tratamento de erros léxicos pelo tradutor Cm é ba..:;taute 
simples, limitando-se a verificar a legibilidade dos arquivos-fonte e passando 
átomos desconhecidos diretamente a yyparBe{). 
Comumente os compiladores concentram o tratamento de erro.< nos ca.;;os 
sintáticos: com uma gramática apropriada (em particular uma LALR) pode ser 
muito fácil det.erminar para cada situação quais os próximos átomos válidos, e 
pori<l.llLO, como detectar situações iuPsperadas. A dificuldad~ cst:i ~;m n'cuperar-
se do erro, ist.o é, conl.iuuar a ;wáli~e do programa. procurando p(Jr novo!'. pm-
blcmas. Essa recuperação deve supor que átomos corretos foram introduzidos, 
removidos ou substituídos por aquele realmente encoJJtrado. Analogamente, o 
parser deveria remover, substituir ou introduzir um ou mais átomos fictícios, 
imaginar que o erro foi "corrigido" e pr01:1seguir a análise. Infelizmente, não se 
pode determinar arbitrariamente a ext.ensão da "correção" a ser feita, tornar1dv-
se bastante diflcil uma recuperação robusta {isto é, que não ignore erros suh-
seqüentes nem acuse como incorretos trechos legais de c6digo). 
Yacc provê mecanismos primitivos para recuperação de erros sintáticos. É 
possível, por exemplo, criar regras fictícias que reproduzem erros prováveis (a 
"ação" dessas regras consiste somente em advertir o usuário). Mas é claro que 
não é factível prever todos os modo~ em que um programador comete erros, o que 
limita a utilidade de~se méto<lo. Normalmente, um analisador gerado por Ya.cc 
abandona a execução à primeira violação de sintaxe encontrada, logo ap6s emitir 
uma mensagem de erro. Entretanto, o token pré-definido error pode ser usado 
em certas produções: quando ocorre um erro numa produção contendo error, o 
aualisador modifica suas variáveis internas e emite a mensagem U5ual, mas 11ào 
termina a análise. Ao invés disso, aceita a regra como correta, e passa a ignorar 
um máximo de três dos próximos átomos recebidos, esperal!do "sincronizar" um 
token com uma produção adequada. 
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AdiciOIJalmente, Yacc fornece também recursos para controlar a quantidade 
de átomos a ignorar após a detecção de um erro. De qualquer lllOdo, não há 
re~ras. s.is.temitica.s para o uso desses recursos ou do símbolo crrnr. Além di~~o, 
o uso indit~criminatlo c\;•;;t{' IÍiiimo poJe ruuucutar toltllid;!r;tv;•llurut.e o uúmcnJ 
de conflitos, em detrimento também da clareza da gramoí.iica. Nem é geralm·~ute 
imedint.o gn.rantil· que nenhum erro induzirá o compilador a ciclc>s infinitos. 
O compilador Cm ttpn:::-eJJt,l 111\l.l. rccupcr.1ção siniflt.ira rcl;d.ivamcnt.e ro-
bu:;:t.a, Cerca dt• 7U l"C!lra:< f.,ram iut.ndu;r.ida:< :;tê ;q~;t•ra para. J>I<'V('r/recupcrar 
<'lTol' (.lproximad:1.nH•nt.,• 20';~, do t.ut.al), ~·outra!~ c!lt;w prevista!!. l'or outro J,uJo, 
o programa iuclm mensagen~ mais precisaB que as providas por Yacc ou l:lison 
{um yyparse{) normal produz apenas mensage11~ do tipo ~~.syrdax crror", qnilSC 
nada informativas). Foram feitas alterações no arquivo matriz usado por Bisou 
para criar o po.rser, de sort.e que yyparse{) é modificada para invocar uma rotina 
de erro especiaL Esta função procura, dentre todos os t-okcns definidos, os que 
poderiam substituir aquele que causou o erro. Os código..~ de tokcn.~âo tramfor-
mados em nomes e adicionados à mensagem como "símbolo esperado". A<-sim 1 
obtém 4 se automaticament-e uma mensagem de erro com as pos~íveis alternati-
vas corretas. AlteraçÕes semelhantes são possíveis e est.ii.() em estudo para dotar 
versões p1·oduzid:ts com Yatc dessa capacidade. 
Tanto no caso Uos erros siutá.ticos, ap6s a usincroni11ação" do analisador, 
como para os casos semânticos, a recuperação deve se preocupar em manter 
consisten~es as estruturas de dados do compilador. As produçüc~ da gramática 
comport.am·~e co1no fmu;ões, isto é, espera4 se que devolvam valores {por e.xem~ 
pio, cada produção definindo uma subexpressão ret-oma nma est.rntura de d<J.do~ 
descrevendo a expri'~Sãu parcialmente const.ruí(la; produçÔe.':l para tipos ri<•vol-
vem uma rdert<ncia aos descritorN• de tipos; pro<luçi'lt!~ para nomes devolvem 
apontadores para a. tabela de símbolos, cont,.ndo o identificador e sua categv-
ria, com utna indicação especial se o nome nunca foi declarado). Caso uma 
produção al~ernativa contendo errvr seja usada, a ação executada deve prover 
vaiare:: fictícios do mesmo tipo fornecido pelas produçÕ<•fi ~:onvt•ncionais. Com<> 
~xemplo, as produções errôneas relativas a tipos usam um descritor ~unive1rsaP, 
de um tipo fict.kio compatível com todos os outros. Esse descritor também é 
empregado para marcar expressões contendo identificadores não-declarados. 
3.7 Módulos Secundários 
Algumas das secôes do compilador Cm, embora essenciais ao funcionamento do 
programa, servem ba~icamente de suporte c não merecem tópicos separados. 
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3.7.1 A Tabela de Símbolos 
Coleciona os identificadores deliuidos pelo usuário. A estrutura de dados que a 
implementa. deve satisfazer conJO requisitos: 
natureza hierárquica dado {jUe identificadores em Cm podem ser redefinidos 
virias vezes em uív~i~ léxicos diferetJtcs 
acesHo rápido dada a Jn''liil>ucia com que idcntilicaclores ~âo iuscridoa, pcsqui· 
sa.dos e removidos 
A estrutura e!lcolhida foi urna tabela de espalhamento (hashing) (Ku 7.3(, 
com colisôet:: rcsolvidMI por eJJCadcamcnto situples (open r.hatnmy). E>~sa ca· 
ra.cterística também possibilita difereuLes níveis léxicos, visto que as lista.<> são 
manipuladas como piJIJas. A função de hashing usada, PJW (Aa 8Gj, apresenta 
bom desempenho contra colisões, sendo também facihneJJte calculável. 
Um conjunto de estruturas de dados foi também definido para armazenar os 
descritores para diferentes eleulel\Los da liuguagem (variáveis, cla~ses, funções, 
tipos, entre outros). A natureza variável c recursiva de muitos desse!! elementos 
'torna obrigatório o uso de est.nzt.ura~ dinâmicas. 
3.7.2 Gerência de Arquivos 
Arquivos sã.o t.l'at,ados pelo compilador tanto de forma seqüencial, como texto, 
pelo analisador léxico e pelo Rcr~dor de código, como com acesso indexado (i.e., 
registros acessíveis como eleme11tos de um array), no tratamento de símbolos. 
Esta última função é aproveitada pllla tabela de símbolos para armazenar e recu. 
pcrilr conjuntos iuteiros de iUeulilicadores quaJHlo se muda de classe a compilar. 
Há duas ra?.Ões para tanto: 
• 8cJHanticamcute, ideutihcadures de uma cJagse l1erdcira/importadora não 
são conhecidos na compÜ•lÇão de classes herdadus{lmportadiUI, portanto 
devem ser removidos da tabela 
• não sendo necessários, sua remoção economiza espaço de memória 
O swappmg de símbolos deve ser otimizado, dado que consome tempo apre· 
ciávelua mudança de contexto entre classes. 
3. 7.3 Depuração 
Para simplificar o desenvolvitwmto e a correção de eventuais erros, todas ag 
partes do tradut.or Cm contém, em pontos estratégicos, código de depuração e 
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rastreio. Normalmente ocio~as, essa~ rotinas podem ser a~i11adas na linha de co-
mando invocando-se o compilador com opções especiais. Suas funções são indicar 
o progresso na execução do programa e, ao mesmo tempo, descrever de forma 
legível o cont-eúdo de estruturas de dados complexas. Na realidade, para cada 
descritor de dado.:: introduzido no compilador foi criada uma função associada 
capaz de exibir seu conteúdo. ConsideroU-!\(' também fuudamNttal para o desen-
volvimento do tra<hltor a introduçf1o lic códi~~:o de depuração coucomit.autemen!-e 
a. cadn r;ornct~·ri::t.icn JhJVa introduzid;1. 
O nivel dt> deLalhe exibido pelas funç?Jes de depuração •( C(IJltroh.<lu tamLi;Jn 
por opções. Por exemplo, é possível solicitar ao compilador que d('scrcva a in-
terface d~ cada clai:'SC compilada, dt• cHia função ou tipo uiados, ou que ilu!>tf'c 
p<:~sso-por-p;H,.o a c.mstru~iio dl' cxpn·~lli·"~; podt·-~t· du•JJ:•~r a f'co;u- t:ada idcnli-
licador rt•couhecido c St1US ntribut.os, ou ca.J;1 liulm ele tc:x,Lo anali~;ula. AlguJL~ 
módulos t.ém código de rastreio que pode t>CT ativado intlepeudeutemeute Jo 
nlvel de detalhe selecionado {como exemplo, a tabela de símbolos pode fornerer 
estat íst ica.s de desempenho). 
O rastreio do analisador sintático criatlo por llisou/Yacc também pode ser 
ativado pela linha de comando. 
Caso se julgue apropriad.o, é possível 1·cmovcr totalmente o código de de-
puração e o overhend associado8 recumpilando o tradutor Crn. Diretiva~> de 
compilação {macros) permitem retirar completameute tanto as funções como 
suas chamad;u; mudando apenas uma linha no arquivo d~! deda.ra.ções glob<Lis. 
As macros usadas nas chamadas são flexíveis o ba:;!.ant.c para suportar diver:>as 
funções com int-erfaces diferente::;, t:JLquant-o suficientemeJ:,te incouspícuas para 
não dificultar a compreensão do rest;wte do código. 
3.8 Geração de Código 
A produção dt• c6digo na linguagl'm-objt•l.ivo é a mct.a central dt! todo compil<1· 
dor; todas a~ outras t:l.refa.s são mero ~uporte pa1·a esta. No c~so {]c Cm, esta 
provou também ser a part-e mais complicada Uo projeto. 
3.8.1 Requisitos de Tradução 
O módulo de geração de c6digo produz, para cada classe C:m, um ou mais arqUI-
vos com programas em C. Durante a compilasão, todas ~.s estruturas de dados 
descrevendo expressões e declarações em Cm são convertidas para formas equi-
valentes em C, seguilLdo algumas restrições: 
6em tümaJ\hc> de cOdtgo, principalmente; h fi um11 ligeir:.. penntid:uie em tempo de execuç 5.n, 
m"'smo com o r;J..Streio desabilitado 
Geração de Oódjgo 87 
• programas C devem ser portáveis, aceitáveis por qualquer compilador C 
K&R IKR 78], em MS~DOS ou UNIX. Extensões ANSI [KR 88] podem 
ser adicionadas posteriormente. 
• o domínio de nomes para compiladores C e lmkers deve ser respeitado a.o 
máximo. Dois ou mais tipo~, funções, constan~es ou variávei~ exportáveis 
com o ln~~mo nome em dua~ ci<l~Res Cm diferent.e.o. uio devem ca.ufar con~ 
llit.o!l dt' mtíltipla tltdwi~i'H! para (J compiladür C (>li p:Ha ü ltnker. () pr( ... 
gramador Cmuiio deve se preocupar elll escolher nomes únicos entre toda.~ 
as classes, de modo que o tradutor precisa eliminar coul:litância.s. 
A mesma classe Cm uormalmeute é iustauciada diversas vezes e com dife-
rentes par;imetros; ne~te caso, Of\ uomes declarados nas iustânciall taJu\,ém 
não podem couflitar entre si. () mesmo ocorre com os nomes uos arquivos 
com as diferentes versões de cada. classe. 
Se o cmljunto de nomes aceitáveis como identificadores pelos compiladores 
C fosse arbitrariamente grande, não haveria problemas para diferenciar a 
mesma função de duas instâncias da mesma classe, bastando adicionar ao 
seu nome 1 na tradução para C, o nome da classe e uma tradução textual 
dos parâmetros da iustâiJcia. É claro que isso não ocorre: compiladorel' 
C seguindo o padrão ANSJ são obrigados a diferenciar nomes com até 
31 carát.eres, enquanto os ligadores devem reconhecer até 6 cará.teres sem 
distiuçâo entre maiúsculas e m iuúscuias. O dominío de Iwmes em outrog 
compiladores geralmente é aiuda menor. D 
• operações rotineiras em Cm, como a cópia, pas~agem como parâmetro e 
devolução de objetos estruturaJos, não são po~síveís para muitos comp'1~ 
!adores C {sendo iuclu~ive probidas fora do padriio ANSI), que g()ruente 
permitem essas transaçÕes aos tipos padrão e apontadores. Isso significa 
que operações envolvendo valores em Cm podem ser traduzidas para ap<•n~ 
tadores em C. 
3.8.2 Esquemas de Tradução 
Classes - EstrutW"a Geral 
A tradução de cada classe é feita de modo estanque das demais. Isto é, uma classe 
incluída (meJICionada por outra classe numa cláusula use, inherit ou import) 
não tem nenhum conl1ecimento sobre a classe que a inclui e não interfere na 
compilação de suas subclasses, a não ser definindo seus parâmetros reais. Por 
~o autor j:í USOU compiladores C parti UNIX em que :.penas OB seia primeiros caráio>res de 
cada identificador eram diferenciados 
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sua vez, a compilação de uma subclasse produz uma estrutura de dados com a 
sua descrição, similar a. um descritor de structjunion. 
Cada instância de uma classe gera uma diferente versão da mesma funçâoj 
cada variivd cujo tipo é uma instância de classe produz diferentes ver~iJcs de 
todas as variáveis e funções 10 declaradas uaquela classe. Para evitar os conflitos 
de nome, cada classe é declarada em C como uma esirut11ra com membros cujos 
nomes se orip;inam das variáveis Rk,bai~ e funções da classe. O domínio de nomes 
de mt>mhro~ t'lll .,.slruturat~ para fP!llpiladon·~ C {~ iu<h•pemlrut~ d<Lqudc para 
variáveis e fuuçõcs {um membro pode t.1~r o uu~smo 110111(: que uwa variávd ou 
função). Por outro bdo, o tratamcn!.o de llH!IHbros Horma.huentt~ 11âo é pots~ado 
ao ligador (este os trata como dc~loc.amcul.u~ de endereços {offu:ts), eliminando 
coliWc~ de nomt•). 
Juntamente (OJU o arquivo em C (ext.eu~âo .C) par;t cada Íu!ltáucÍ<l dh classe, 
cria-:;~ um ;U'<jU[, . .., de iuclusiio {exl.,•uúw .1/) cou1.clJJo apenas ;, ddiJJiçào di!. 
estrutura da da~.se. E!:'I~C arquivo é iucluído uio só pelo anJuivo .C (pela diretiva 
#include) com o código, mas por toJos os ar<juivo::; cujas classes incluíram aquela 
instância. 
Variáveis 
Todas as variáveis globais de uma classe sao Jirctam·enle transformada!; em 
membros cla estrutura em C. Variáveis niio-exportávei~1 são também incluídas 
(em caso contrário, não haveria alocação de memória para elas), embora seu 
acesso seja proibido à classe importadora. Variáveis locais a funções Jlâo são 
transformadas em me1nbros, pois sua criação geralme11te ,é feita na pilha e de.:orre 
imediatamente da execução da função-- não é necessário criar múltiplas cépia.E. 
Entretanto, as variáveis Cm locais a funções e com clas~•e de armazenamento + 
devem ser tratad~ como globais, pois nio são criadas para cada execuçào da 
função em C. Assim, sio transformadas em membros da estrutura com nomes 
fictício~. 
Variáveis 1lc da~sc exigem uma úuica uípia t;ut.n: todas a.<o: iust.f;ncÍ<ts. Por-
\.ant.o, são ,}t:'d.'l.raJa~ dirctanwnte uo código C rumo st.atic, scudo illvislveis a 
todas a.« demais classes. Para que seJam exportávei!: em Cm, a estrutura de 
classe declara membros homônimos de tipo apontador, através dos quais !'e faz 
acesso a essas variáveis. 
FunçÕc!> 
Funções são declaradas de sorte a incluir um primeiro parâmetro extra- em C é 
declarado em parâmetro ...setf_ cujo tipo é "apont.ador para estrutura descrevendo 
a. dasse". Além disso, o membro da estrutura de classe correspondendo a cada 
10embotn o código em C não sejn renlmen~e repetido 
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função tem tipo ~apontador pa.ra ÍUllção~ e seu valor após a criação das variávei~ 
é o eudere~o da ÍUIH;ão corre~pondente em C. Toda chamada a função é feita 
passando-se um parâmetro adicional cujo valor é o próprio _sciL, se a função é 
da própria classe, ou o eudereço da instância da cla~se, em caso contrário. 
Dessa forma, quando se invoca uma função Cm através de um objeto de 
tipo classe, o eudcr<'ço desse objeto (isto é, a estrutura em C) é passado conw 
par;"uuetro à fuuçàl>. No c(,JiKo C, ef!ta função obtém an:s!'<o àquela estrut.ura 
c!!pcdfl<tt atrav{.t~ d•· sciL, po!<llil)ilitaudo a wultiplic'td;~e de iulll.fwcia~t. AII:IIJ 
disso, todas as fuuçôes sào declaradas em C como static, impediitdo coJtflitos de 
nomes com as outras classes. tl A úuica exceção se faz com a função de iniciação, 
descriLa mais aJiant.c. 
Para evitar o Ji~pêudio •lc memória usada para armazenar os endereços de 
funções, seria possível declarar um único bloco de apontadores, static ao arquivo 
da classe e contendo todas os endere~os de funções da classe. Cada instância 
teria apenas o endereço dessa estrutura (mais uma declaração no arquivo C) e 
as chamadas a função se fariam de forma duplamente indireta. A penalidade 
no tempo de execução seria compensada em aplicações onde a memória dis-
ponível é crítica. Uma versão futura implementará esta caracter!l:'lica opcional; 
é necessária também uma forwa de ideutifica.r a forllla como uma cJa.sge foi com-
pilada em C, pois as duas formas de geração de código são incompatíveis entre 
"· 
Fun~ões não-exportáveis não são ace5síveis no código C a outras classes, por-
tanto, não têm os endereços armazenados na estrutura de classe. Somente podem 
ser usadas por outras funções da própria classe e, sendo também declaradas em 
C como static, não ocasionam conflitos de nomes. 
Mesmo quando funções Cm são declaradas retornando um tipo e~truturado 
genérico, as correspoudeut.es funçÔe:> em C sempre retornam endereços, respe1~ 
tando limitações de compiladm·es K&R. O -.ódigo gerado deve criar um objeto 
daquele tipo ê retornar seu endêreço iniciaL 
A passaRem de objeto!'~ estruturado~ por valor é feita declarando parâmetros 
formais fictídu11, Para cada parâmetro (Cm) de nome X e tipo estruturado T, um;t 
declaração substituta é criada em C, para o parâmetro ..x do tipo "apontador 
para T". Uma variável local à função, com o nome e tipo originais é também 
criada, e imediatamente tem o valor copiado de JC. Como x tem efetivamente 
o tipo T, uão é requerido tratameJlto especial nas expressões onde aparece. Na 
tradução de código couteJJdo d1amadas a essas funções, detecta-se a passagem de 
tipos não-escalares e, conforme a necessidade, gera-se código C para a passagem 
de endcre~,;os em lugar de valores. 
l 1Armazenar apontadores para funções C aparentemente redundante, v>sto que todas as 
referêncin.s a funções são resolvidas estaticamente durante a compila~f>o Cm. Entretanto, e uma 
forma de evitar conflitos com múltiplas funções homônimas, mesmo permitindo sua invoc:.ção 
de diferentes arquiVoij-fonte C. Além disso, facillta a introdução de liga-;;ão dmâmica 
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Quando funções Cm devolvem objetos de um tipo estnüurado T ~ as funçÔef 
C equivalentes devolvem apontadores para T. Para possibilitar set~ uso em ex-
pressões genéri<:as, o c6digo produzido não pode simplcsmeute declarar interna-
mente à função uma variável estática desse tipo e retornai SIC'U endereço. Assim, 
simula-se um regime de pilha (como feito com a valor devolvido por funções con-
vencionais) criando um parâmetro extra de tipo T *· Ao devolver (via return) 
uma expressão do tipo T, a função em C deve copiar byte por l•yte o valor da 
expre-i>sãn para o euden~<;o dt>scril.(' p(']o parâmetro extra 11 1levolver cs~e menmo 
t'I\J('n~ço. Em contr:1partida, para cada exprr~sfw rompida é ff'ita uma veri-
ficação de chama,L: ·l1~ funções; para cada returno u;to·es,:alar é d~cla.rada uma 
'\'<Lriável dC:'lt\C tipo e H~ll eJHkreço é aplicado Uil cllam;ula. As vari;~veit< auxilia-
res sàv criada.s mun novo uívelléx.Jco e, de~te modo, someut.e ocupam memóría 
Jurant<:' a execnçio Ja expressão. 
Om probll:'m:t em abt'rt.o é 11 inclusão de classes em uniôl':<. A árra de apo.nta-
dorc:l nt~o pode :::er de~t.rulJa quaudo outros mcm!Jrof da. união si'oo usados. lssr> 
pode ser resolvido dividindo..se a estrutura de da~se em duas parles, sendo a 
lista de apontadores de fuuções movida para fora da união num membro 6ct:icio. 
Expressões 
A produção de código em C é de certa forma complicada pela convenção de 
qu.e nenhuma. expressão ou chamada a função deve ja.mai~ devolver algo de típo 
estrutut·ado. O compilador n~cessit.a freqÜeJ1t.emente iut.roduzir operadore:l Je 
indireo;;ão (•) ou enderesamenlo (&)extras, como ua pafsagem de parâmetro~: 
ou, pelo contrário, evitar sua geração, como no caso de se1f. 
Ao traduzir expressões, deve.se levar em cousideraç;ào a transformação de 
variivei~ e funções em membros. Expressões fora de funçôel:" somente podem 
ser usadas para declarar variáveis. instancia.r tipos, ou declarar o valor inicial 
de variáveis globais, e sua tradução é mais ou menos diweta, exceto quanto ao 
c6digo de iniciação. Dentro de funções, sempre se considera o parâmetro _self_ 
apontando para uma estrutura de c]agse: 
• variáveis globai::o. são referidas com uma indircçàu via _self_ 
• funções exportá.veis são invocadas do mesmo modo. 
• funções não-exportáveis são chamadas direi<UII<'llte pelo 110me. 
• qualquer chamada a uma função convencional em Cm passa ..seiL como 
parimct.ro adicional 
• a chamada a funções de classe cvirtual é feit.a sem a passagem de ..selL 
• chamadas a funções virtuais ~ão discutidas 11a. seç;â.o dedicada. à imple-
mcnta.çio de herança 
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• variávei.s locais s:i.o referidas diretamente. 
• variáveis locais de classe de armazenameuto "+" (isto é, "estáticas" em C) 
são t.rnduzidai~ por _sciL -> __ CmStnn. onde nn é uma identificaçãr, única 
em toda a da~f'C 
• variáveis de cla~se !'!fio traduzida!l usa11do _scJL e o memhro de enrlcrec,.o 
tul.'uciouado an!.eriormcut.c. São toHwdas precau~Üt!! para traduzir cor-
rcl.amentc 11cu significado (valorce em Cm, t.ndcrcçol! em C). Caso ~f,jalfl 
referenciadas ua própria classe a que pertencem, podem ser traduzidas 
diretamente pelo uomc. 
• uma expressão de comparação em Cm eleve verificar o tamanho do tipo dos 
operaudos em C. Caso não seja possível a comparaç:oo imediata, a expre~são 
é substituída pela chamada a uma função da biblioteca de execução Cm. 
Esta função simplesmente compara, byre por byte, dois trechos de memória 
• expressões com o operador "=" t.ambé111 podem f:er substit.uídas pela cha-
mada a uma fuuçà.o de cópia, A funç.io rctorna o endereço de início do 
trecho recém-copiado, de modo que (• resultado da expres5âo pode ser 
usado posteriormente. 
• expressões com operadores ncw e release são sub~tituídas por chamadas 
a fuuções da biblioteca (m. As funçõe~ porlem simplesmente u;;ar mallor. e 
frce (prt•t<ente!l ua hibliot.eca dt! execuç.ifJ C) como, opciou:dmente, prroVf"f 
um conLrole mdlwrado sobre a alocação de memória dinâmica (dl'tectar 
e tratar exaustão ele memória, prevemr dupla de-aloca~ão e de-alocação 
de bloco!' ilegais, ele:.). Alé111 d:i~so 1 ca"o o tipo parâmetro de new inclua 
clas!les, é impre.c;rindívt•l t•xecutar a iniçiaçiio dos objetos criados (de!lcríta 
mais adiante): a fuução na biblioteca recebe um parâmetro denotando a 
rotiua de iuiciaçâ.o de ci<1.sse, executada para eo endereço inicial de cada 
instãncia criada. 
• o nome sclf, referente à própria instância sendo compilada, 11omente pode 
ser usado dentro de funções. Traduz-se diretamente por -SeJL. Como o 
identificador _seJL em C é um parârnttro cujo tipo já é um endereço, a 
expressão Cm "& sclr' é Lraduzida. de modo idêntico. 
Código de Iniciação 
O código de iniciação (em inglêo;, start-up) em C tem por finalidade preparar 
para execução uma variável cujo tipo é uma instância de classe. Trata-se de 
uma função cujo único parâmetro é um apontador para a estrutura em C daquela 
classe. Todos os membros referentes a variáveis daquela classe declaradas com 
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V<llor inicial sofrem uma atribuição para aquele valor. M('mbros da estrutura 
originários de fuw;ões exportáveis são iniciados com o eudereço das fuw;;ões (o 
('ndereço é conhecido, pois a função de iniciação é declamda no próprio arquivo 
C dcfirá11do a cla:>se). 
Adicionalmente, para todos os veLores cujos elementos são classes, chama..se 
a respectiva fullçã.o de start-u;> passamlo-se como parârn€üo o endereço de ~:ada 
elemento. O mesmo ocorre para todo~ os membros de estruturas que são claBSeS. 
:f: Jlll~~'Vt'l ith'nti!lo.r a fun(io, pui~ llf1 um mapeauJcut.o dir<'tu cutre seu IIOIIIJC e 
o da c\;u;;;c. 1 ~ EMe8 dois proccJ Jlll<'tlt.(•l:' ~<i• o ddu;ulm< rrç •Jrsiv;IJIICULc p;n;t t·udoa 
o~ ohjt>tos de t.ipo definido em lt·J mos de alguma clas;.;e. 
Ca...~o haja nma função ,Jt·!iuida pelo u~ufn·io d1;tmada m.ain{), ela ~ iuvo-
cada allt.omat.icameute pela funç.lo d(! iuici:lção, UfJÓ~ o~ proccdimento!luormais. 
A função matn{) pode ser usada para um start·U]J mai:; elaborado que lli.JUele 
providl) pda sim pie!< atribuição ,Jt' vari{tvt·i~ e ctHh·n~çu« 1l'-' fuhç(w,;. 
Fiualm<'llt-c, a fuw;;iio do: iuifia<;ii" u~a o prÓprio pariundro como valor de 
retorno. Isso facilita a criaçào de iust.â.uci:l.>' de clas~e!< di!ntro de expressôe!' .. 
O uome da função de illiciação e o nome da estrutura <JUe define a inst~~ncia 
de dasse 13 são os únicos identificadores "globais" em C iutroduzidos para cada 
arquivo criado (isto é, visíveis para o ltnker), além dos identificadores de estru-
tura/uui5.o. Devem ser únicos eutrc toda~ a~ instância~ de classes. 
Hi outro tipo de c6digo inicial, usado J"ora dessa função espccífica mas has-
t.ant.e similar. Trata-se d<~quele produzido para variáveis locais de funçi~ e 
bloco~ léxicos. Neste caso, o cóJigo faz referência a variáveis simples, e l.•ão a. 
membros da estrutura da cla.s~e. 
Herança 
O método proposto para mapear classes em Cm para est.ruturas em C aplica-
~e diretameiJt.e para objetos cuju tipo são instâncias de classes importa.d~iS. A 
implement.a.ção de herança ba~ei<~-se 11os mesmo~ princípio~ mas é li!(eirniiiiCnte 
mai:< compk:"l.a.. Durante a ;m;íli>~e J~ uma. d:l.u!'lub iuht>rit, o i.radut.or sus--
pend<' a compilação Ja classe e pM>.sa a trat.ar a classe lH~rtbda, <:omo usual. Ao 
retornar à compilaç5.o da classe herdeira, construiu-se uma estrut.ura de d;a.dos 
desc.rew~ndo a. interface da cla~se herdada. A declaraçào inherit cria novos iden-
tificador<'s na La.bela de símbolos, cujos descritores sã.o ua rNlida.de apontadores 
para a estrutura de classe. Assim, os objetos exportávea.." da classe herdada são 
reconhecívci~ Jcuiro da. classe herdeira como se tívess,~m sido definidas nesta 
úhima. 
l~na presente ver5ão do tradutor, ca5o a classe tenha nome X, a função de iniciao;ão se 
chamari. X•m-, onde nn é um código que depende dos parâmetros re<:~is daquela particular 
instância da clas~e 
13 na versão Mtt:l.l, corresponde ao n•mw da função precedido por "-" 
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No código C gerado, a alocação de memória para os objetos herdados faz-
se quase como se a classe fosse importada e uma instância sua declarada (o 
que implica na chamada da função de iniciação para cada classe parametrizada 
herdada). Todos os objetos herdados devem ser tratados de modo especial- no 
código C, uma operação de seleção de membro deve ser inserida. Se um objeto 
aparece na cláusula rename, uma entrada na tabela de símbolos é criada da 
mesma forma que para os objetos herdados. Dessa forma, tonla-se equivalent-e 
ao identificador origiual, e este pode ser redefinido. 
Ao fim da compilação da própria dasl'e herdeira, os descritores de objeto~ 
herdados são transferidos para o descritor da classe; a informação de ht-rança 
também é mantida, ou os objetos J,crdados não seriam refereuciadol' correta· 
mente pelas cla~ses qut~ eve!Jt.ualmeute iuclubscm a cla.~.~e hcrclcira. 
A ~~:cração d;l fun,.ão dt• iniciaçtw da clas!le l1crdeira iudui invocar, para cada 
cl~.sse parametrÍ'i;ada herdada, a respectiva fu11ç;._o de iuiciao;.âü, panandr~ comr~ 
parâmetro o l'ndcrcço da estrutura declarada. 
Funções herdadas em que parâmetros ou o valor de retomo têm como tipo a 
própria cbsse l1erdeira devem ser redefinidas de forma transparente ao progra-
mador, romo visto em 2.R.:I. I~s0 S<' faz com mua fum;i"w sim pie~ ljUC iuvr,ca ~ 
, fuuçâo hcnlada com os parâmetros arrriadu~ (enclcre<,-o do membro em lugar dt 
.sciL), corriginclo tamLém o tipo de re1-orno. 
Herança: Alternativas e Restrições 
Uma técnica bem mais simples consiste em, logo após a compilação da classe 
herdada, transformar todos os componentes da estrutura de classe em variáveis, 
funções e constantes da classe herdeira, simulando uma declaração local. Es-
ses objetos passariam a ser indistingÜÍveis dos definidos localmente, exceto por 
serem passíveis de redefillição. O código de acesso e conversão é muito menos 
intrincado, e não há necessidade de nenhuma ação especial ao final da claf'~e 
herdeira. lufelizmentc, a função de iuiciação da classe herdada seria invocada 
usando como parâmetro o endereço do primeiro o!,jel.o exportável, e não o de 
uma estrutura completa. Pode-se garantir que todos os objetos exportávei!< este-
jam adjacente~ e na mesma ordem que 11<1 estrutura declarada na classe herdada. 
lUas não que o alinhamento usado n<l alocação de memória sej<1 o me~mo para 
c.ada membro. Por <pwstÔefl de l"uldmy, programa~ C0111piladoR dcS9<l f<>rma JH>-
drriam ou uãu !\('f con·t•l.os, tlcpe.nd(~JIIlo da inlplt'm('nl.açiw dr, n,rnpi!adrJr C e da 
arquitetura local. Portanto, o método, mrmw sendo mais pd.ticu, não é usado 
no tradutor Crn. 
Uma limitação <ia compilação em um único pa.s~o é que as classes herda· 
das lliio são retraduzidas. Assim, na versií.o atual clo compilaclor, alterações {na 
classe l1erdada) em objetos redefinidos não se refletem nas hcnlcir~. Por outro 
lado, funções ua classe lwrdada não JlOdem invocar uma função redefi11ida em 
94 
lugar da original. As conseqüências dessa re><~rição são reduzidM pela possibili-
dade de se usar funções virt.uais. Na cla.sse herdada, a estrutura C descrevendo 
a classe implica num membro com o endcr<'ço da função, e é at,ravés de .self" 
e desse endereço qu(' a função é invocada. No entaut.o, há um problema. Na 
classe herdeira, a função ureal" é compilada tendo em vista um contexto dife-
rente daquele da classe herdada {onde ela também pude- ser m1ada). Isto é, o 
valor esperado do parãmet.ro .sclr. para a função real uiio é o mr~mo que para 
a cl:n:st' ht;>nlada, t~ portanto, fuu.,iws nesta cla«!lt' niw pod(~ri:1111 d1<U1Hlr corrt--
t.ament.e a função real. Torna-F-e :t~sim necessário 11111 memhm extra para carla 
funçiio virtual na estrutura da das.::t• herdada, cou!.t:·ndo o cndt•n•ço corretc• do 
cünt.t'x!o "sciL na cla~I'IC lwrdcira, u~;ulo ~~~~ lul(ar do sclf _da !Jerda(la em tl>da.« 
a::; chamaJa...~ il.qncla fuw;:flo. Então, para cada fuu~:io deliuida tomo virtual 
na da:;se, acrescentam·~e clois parâmet.ros na função de iniciação, relativo!: ao 
endereço da função e do contexto. Os valores corre Los de ambos são conhecitdos 
c passados pela dasse herdeira, caso a fuuçâ.o real e!'tcja aí JctiJJida. Em 1:a~o 
CDlllrário, ela é considt•rada virtual também nessa cla~,..,e, e os endereços são úlr 
tidos de parámetros de sua f unção de iuiciação. ls!>O pern1 it.{• o "cascateamento" 
de funções virtuais através de uma cadt•ia de herança. 
3.9 Gerência de Compilação 
l;ma sessão de compilação Cm pode demandar a traduç.:lo de diven:as chsses, 
a geração de vários arquivos .C e .11, e a posterior compilação e ligação dos 
arquivos-fonte em C. Para. que uma classe seja. compilada, todas as instâncias 
de clas;;e,; por da incluídas devem também ser compiladas com sucesso. Se-
ria bastant.e tedioso deixar este procc~so (aliás propeu~o a erro;; ~~ mnissÕe10) ao 
progr:una~lor. F~lizliH'llte, Cm provi'~ recursos para que is!'<o ocorra autom:..tica-
ment.c. 
Durame o de«envoh·imen~o de llHl projeLo usaudo Crn, classes sã.o cria1Jas, 
alt.eradas e rccompiladas virias vczrs. Cada alt.crilçiw JlUilJa cla~!'e exige que 
tod:k"- as classe~ que a i1lclucm sejaiJJ novamente tuJuzi1la~. As traduçÕes das 
subclasses, entretanto, já existem e nf~o necessitam ser ref(!Ít.as. Assim, requer-se 
que o tradutor Cm: 
• mantenl1a a wnsistênc~a do projeto: uma superclasse depende das !iUb. 
classes e, quando qualquer uma destas é modificada, a supercla.sse deve ser 
recompilada 
• evitar compil:u;ões redundantes: quando já existe uma tradução de uma 
classe com os parâmetros desejados, uão há nada a ser feito 
Requisitos semelhantes aplicam-se aos arquivos-fonte em ( 1 e são discutiidos 
em mais detalhe na seção 3.10. 
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O programa makc popularizou-se inicialmente no sistema UNIX por facili-
tar a especificação de projetos. ALravés dele pode ser definida uma série de 
relações de dependência t.emporal ent.re arquivos e como de um arquivo podem 
ser gerados outros. Normalmente é associado à manutenção de programas em 
C (atualizar um programa executável com o mínimo de compilaçõe~) mas seus 
UI<Os são inúmeros. 14 Infelizmente, por causa dessa flexibilidade, make ex1ge que 
todas as relaçÕc8 dt" depeudrucia e ações de at.ualizaçâo sejam definiria!~ pelo 
usuário. O tradutor Cm executa tarefa~< similares, mas de âmbito bem mais deli-
mitado. Além disso, todas as relações de dependência são dadas implicitamente 
pelas cláusulas use, iruport, e inherit. Portanto, a compilação de uma ci<ll'>'e 
e de todas as suas subclasses pode !ler automatizada sem nenl1uma e8pecificação 
adicional por part~· do pwgrama<lür Cm. 
Após a traduçfw ti{! uma cla.~Re, o compilador atualiza um arquivo com CJ 
nome de t.oda.s a~ suLdasses incluídas. Ellt.t> arquivo existe par;.. cada clas!le, 
num subdiretório com o IJOJJH' da cla~se (sistemas de arquivos com ~ubdiretórios 
são esseJJciais para impedir superposição de uome1<) e é cowoultado antes de 
cada compilação :mbseqücnt.e, junt.ameute com os arquivo~ corrc~pondentes rias 
classes iHcluída~, c attt~iuJ por diautc, J"t!c:ur~iv;uneut~~. Ga~o uenhum<J d;~~- da!'~c~ 
Cm teuha sido alt.erada mai~ recentemente (jlJt! a classe~' ~er traduzida, 11ern esta 
após a tradução mais recent.c, a con1pilaçã.o pode ser abandonada. 
Por outro lado, quando uma instância deve ser "compilada, os parâmetros 
de iustancia~ã.o são comparados com os registros de outro arquivo {também 
particular para cada classe), cout.eudo os parfunctros reais de todas a:- in~tâJJcia:< 
já compiladas. Ca;:o um registro coincida, iudicando que já l1á tradução daquela 
classe com os mesmos parâmetros reais a compilação nâo é necessária; o registro 
também indica o arquivo contendo a tradução. 
O arquivo de parâmetros1r. é atualizado a cada compilação efetiva e destruído 
caso seja mais antigo que a classe (isto significa que a classe foi alterada, 1-oruaJH.io 
obsoletas todas a.s traduções). 
Mesmo que não haja produção de código C para uma instância, é impres-
cindível conhecer seus objetos export.áveis (ou não seria possível a verificação de 
tipos). Como isso exige ler c aualisar o arquivo da clas~e, a economia de tempo 
dispensa11do a geração de código não seria significativa. Para acelerar a análise, 
o tradutor pode preparar durante a prínwira traduçiw uma versiio rcdu.zid.a da 
da!l~c. Tra.ta·!ll' tlt· um prov:nuu;, Cm ílN"ÍV;u]fJ da claf!Re oriv;iu:d JJJ<I~ rr,JI!.I'l11do 
apt~n<lB ilS Jedar;JçÔcs cxportávd~: !.auto comeut!trioll e clt:dar;H,,i".i{:~ ir1CitÍ!': UJ!JlfJ 
corpos de fuuçôes, por exemplo, são eliminados. ExpresBÔes e d<:darações são 
se posslvel simplilicadaK A versão reduzida será em m/,Jia mui lo rnenc,r que a 
original e, portanto, lida rapidamente; é tamUém parametrizável e única para 
ucomo a manutenção de~t.e texto 
1:-na versão atual são d1versos arqmvos no mesmo subdiretório, c:..da um com ''S p~rf,rnetn.s 
d.., um Unic:o inst5.ncia- Ê um método menos eficien~e mas foi escolhido pela simplicidade 
96 
cada da.sst'. Como o arquivo dt• parâm('tros, é dependente da dasH' e refeita a 
cada alt.~·ração •k das~e. 
En1 fert.a u~o•dida, 01 raparidadt• dt• prwlur.ir f(HIÍV.•• •·1u dun., fmu1a~ ·-· Cnn 
para o~ arquÍVL'~ dt• parflnll'!l-,,,. t' \'er:;út·~ rl'duúdii~< t' ( l'''lil '' c(odig•• linal --
adiçiona razoável complexidade ao tradutor, ma!> deve contribuir par<~ reduzir 
::-en.~ivdment.e o tempo da compilação dt> projetos em Cm. 
Deve ;o;,~r rcs.:::-al\.ado que bol parte das funções de cont.:role de iu~t-âncias e 
arquivos compilados foi orip:iu:dmente atribuítla ao gt•rt•ndador de baucos Uc 
dados do ambiente A.HAND [lia 'JO[. Os serviços iucorporados ao tradutor 
formam apenas parte das tarefas previ:::-tas. Em particular, ·~spera-s.e incluir um 
controlador de versões !VMD89[ b:!..<:tan\.e flexíve~ capaz de distingüir grupos de 
usuário~ e catalogar diferente~ versões de classes, com acesso restrito e controlado 
via grupos. Ou sf'ja, futurament-e, o programador Cm uâo Hquisitará a. heranr,;:1, 
uso ou ilUportaçâo de uma classe, ma~< de uma ver.~ão <laqueia cla!!se, seja ela a 
definitiva, exp<'rimcntal, particular, <'te. 
3.10 Procedimentos Finais 
A classe cujo nome é o parâmetro princ.ipal do tradutor {isto é, a.qut'la de m~1is 
alto nível, que- inclui todas as outra..~) nio deve ter parâmetros formaitl ou, 5C os 
tiver, todos devem possuir valores drfo:ult. Em caso ron~d-rio, embora todas as 
subcla.sses sejam compiladas, uio é possível gerar códi~o para essa cla~se, pois 
o compilador ainda não t(•m como iustanciá.Ja. Uma ven .. ~o já prt'vi!l\.a terá a 
capacidade de lllr par5.nwtms reais de classe da liuha de cnmaudo. E~sa facili· 
d:ttle n.io é l',;tSI'I\Óal (!wmpre st• potlt~ decl<trür uma cla..~se fict.lci:t sem parâmdros 
importando uma instância da clMsc original) e de implementação alí(o complex;l 
{deve·se alterar o analisador léxico para ler a linha de comando, e o analisa· 
dor sintático para aceitar um subconjunto da linguagem, contendo apeuas (~X­
-p~ssões e expressões de tipo; possivelmente serão adicim1ados símbolos fictkios 
para transpor as limitações de Yacc}, ma;:; será útil ao ambiente integrado do 
AJlAND. 
De qualquer modo, se foi possível gerar o código C para todas a~ clas;es 
usadas, o tradutor cria um último programa em C com uma única variável~ 
uma instância da classe de mais alt.o nível - e apenas tuna função, chamo~da 
maút(}. Esta é o ~programa principal" usual em programas C, e sua única tarefa 
é in\·ocar a fun-:ã.o de iniciação da classe. 
Com toda a informação sobre a hierarquia de classes <' iustâ.ucias, o tradutor 
deve cuidar para. que todos os arquivo:;:. C produzidos seja1u compilados e ligad.os 
ao arquivo com mo.m(} e à biblioteca de execução Cm, gerando um programa 
executável. O compilador COllhece a hierarquia de arquivos e poderia, vcrificamlo 
3 data das traduções, invocar por si o compilador C par~ todos Ofl arquive-s a 
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atualizar. Contudo, é b\'m mais prático pr<'parar um make[Ue, ou arquivo de 
especificações para o programa make, tarefa que, para o programador, seria 
tediosa e inclinada a erros. Além da vantagem Ja simplicidade, isso torna-se 
int.eressant.e em sist.cmall <:0111 pouca memória di.~puulvcl {tanto o compil-.d(,r C 
como o programa que o requisít.ou permanecem na memória simultaneamente, e 
make é normalmente bem menor que o compilador Cm). 
Embora haja vária~ implement.ações de make J>ara MS-DOS, nem toda3 
são t.ilo poderosas ou Feguem a mesma sintaxe da ,-ersão encoutrada em todo, 
os sistema<' UNIX. Além disso, há diferenças Íllerer.t.es ao sistema operac.ir>na!, 
como o formato dos nome~ de arquivos e diret.órios, o interpretador de com anJos, 
e opções de compilação. O tradutor Cm produz malcjiles usando um eJ,tre dois 
"estilos" diferentes, nonualweute predeterminado ~,elil configuração local, mas 
alterável de acordo com parâlll<Üos definidos na linha de comando: 
• para o make dt> UNIX 
• para a versão diMribuída com o compilador T1r!JO C 
McsJuo a~sim, graudc parte das opções c com;wdos é defiuida usando ma~ 
cros, couvcuiência comum <l amUa~ a~ ver!!Õe!! dt' m.,ke !lU portadas. ls~rJ facilita 
alt.crações c aju~tcs por parte do programa<lor. Po1 exemplo, ao compilar prr_.... 
gral\laS 11a arquit1•tura IBM l'C, <levt> ser decididiJ o ~wodelu" d1• memf,ria rir, 
código objeto. I~s:l(' modelo estabelece alguns COinrriJJl)i'\Sú~ entre tamanho do 
código, velocidade de execução c capacidade de endtreçamcnto do programa. O 
sistema de arquivos do compilador Cm possibilita manter diferentes conjunto5 
de código objeto, um para cada modelo e instânci<~ de da.sse. Para selecionar 
um modelo que não seja o usual, basta que o progr:J.mador Cm edite o makefi.le 
e altere um único caráter. 
Outra complicação do ambiente MS-DOS é o fato da linha de comando ter 
comprimento reduzido, o que impede a ligação de muit.os arquivos-objeto. O 
tradutor Cm é obrigado a gerar um arquivo adicional de eo;peci6cac;âo para o 
li.nker. A sintaxe desse arquivo é relativamente a m~sma para os Ligadores mais 
populares, em contraste com os arquivos de biblioteca - diferentes para cada 
compilador C. 
Normalmente, o compilador Cm não iuvoca automaticamente o programa 
make; sua execuçfw termiua com <1 c.riação do ma/..efilc (cujo nome também í, 
derivado do da cla~se de mais alto nível). Uma or•ção de comando na versão 
UNIX solicita a exeCU(,.iw de m.akt e dcst.rói o mruefi/c se mnke teve suce~so, 
deixando apenas o programa cxecut.ável. Essa op•;ão uão seria muito útil .o;e 
aplicada diretamente elll MS~ DOS, seJJdo a menJÓIÍa mais limitada, Jlla.9 pode 
ser implementada com o auxílio de um programa em bate h. 
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Thus, /ti the ~urfaa he wha.t 1t wi/1, I mwt 
always put th~ questwn: what is ~q,1nnd'? 
G. Uruno, Jnfimt~ Umveru aml Wt,rld~ 
Tr<t.d. por D. Si11gcr 
Cm é uma, linguagem em evolução. A primeira versão pública do tradutor 
permitiu os primeiros estudo~ sobre a vi:lbilidade da linguagem e a~ Jírcç?.íes no 
~I'U dt>ttCILVolviment.o futiU'O, 
4.1 Restrições Inerentes à Implementação 
Certos aspectos da versão atual do compilador Cm não estão resolvidos de forma 
plenamente satisfatória. Alguns problemas ligam.se diretamente à forma de 
implementação escolhida par;~. a lin~::uagem. 
4.1.1 Avaliação de Expressões e Características de Ar-
quitetura 
Normalmente, expressÕes em programas Cm são analisadas quanto ao tipo e 
categoria. O tipo é essencial dada a verificasão estrita exigida pela linguagem. 
A ca~egoria abrange classificações como: 
• :se a expressào é cousta11t.e (calculável durante a compilação); isso~ um 
requisito para limiLe.~ dr arrays, valoref! de enumerado~, tama.uho de mem· 
Uros e coustanlcs de seleção do comando !!Witch, entre outros. 
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• se a expre;;sâo é um lvaluc. Um lvalue IAa 8G] é uma referência a uma 
posição de anuazenament.o cujo valor pode ser modificado. Esseucial-
meut.e, é algo qtH' pode estar do lado esquerdo de um operador como '~=", 
daí o nome (de lcjthtmd sid~ valuc). 
• s .. o t.ip(' ,.,~Hlwcido tb t•:xprt•ss~o t•m Cm t•xpriuH• mai~ ou uwno11 liehucul.~ 
o ÚJH' equivalt•ntt• em C. l'or t'xt•mpln, variávt!Ífl uiio-c!~LrtJturadaB interna~ 
a fnnçút~~ ~;\v cxa.t.;:uncntc CtJttiv;dent.cs 110 u'rtligo Cm origiual e no cú.Jigo 
C lraduzido. Um parâmct.ro formal de fuuçiw cujo tipo é estruturado mas 
não indexado é um valor em Cm mas um apoJlt:1dor em C, enquanto uma 
v:u·i.ivel dt• elas$~ cxportll.da em Cm pode S-'1' um apontador, twqu;wto é 
um valor no programa C (.:cra.du. 
Em diversos molllell\.os é desejável o cálculo do valor de uma expressão cons* 
tanle em Cm; ou, pelo menos, a comparação entre dua~. expressões constantes, 
como no ca.so em que se requer decidir se duas parameLrizaçôes de uma classe 
exprimem o mesmo tipo. Entretanto, o operador sizeof exige couhedmento so* 
bre o compilaJor C usado, o que significa que expressões conteiJJo eso<e operador 
não podem ser completam~nte avaliadas pelo tradutor Cm. Embora seja sim* 
ples produzir versões particulares do tradu~or com informação sobre o valor de 
si2êof p:-..ra óS tipos simples num d~.>terminarlo cmnpila•lor C {com o agravante 
dos modelos de memória em MS* DOS), 1dw é imediato liUar colll estruturas c 
uniões sem 1JIIC se saiba também couw v compilaJor trata 71addiny (<>lin\Jameuto) 
de membros. 
Apesar da avaliação completa do valor não ser impresciudívcl à gcraçii.o de 
programas cxccutáv<."io< {~empre se pode tra~luzir uma exprcflsâ<> cquiva.lcut.•• em 
C), essa restrição limita a. precisão do sistema de equivalêucia de tipos em Cm a 
verificação dc dígitos significativos em operações de cópia, promoção de tipos e 
comando swjtch .. 
4.1.2 Herança 
Uma premi:.:.sa básica do tradutor é a compilação em um único pas;~o, para cada 
parametrizaliâo diferente de cada classe. Como classes herdadas não são n~com­
piladas após a herança, o código C produzido não é alt.erado devido a redefinições 
nas classes herdeiras. Isso é adequado enquanto cada herança apenas adiciona 
atributos. N.io há herança negativa em Cm, e a redefiuição de um objeto adi-
ciona um mt>mbro à estrutura de classe sem remover o original. Isso significa 
crescente desperdício de espaço de armazenamento através de uma cadE~ia de 
heraJ.IÇa à medida que a.tdbutos vão seJJdo redefiuidos ou dllixam de ser usados. 
4.1.3 Restrições do Compilador C 
Certas características li<' programa$ Cm, como o número má>.nno dt' niveJ8 
léxicos, ~iio intriuf'icamculc limitada.~ pela implementação atual. eiJQlJantJ, ou-
tras, como o tot.al de variáveis exportáveis, dependem da capacidade de memória 
e da arquitetura locaL Além disso, uâo é possível garantir que nenhum prog-rama 
Cm :se toruará tão complicado ao ser traduzido a ponto de sua wmpilação C se 
tornar iULpossível. ToJo compilador tem limites, e algumas construções Cm são 
efetivameute convertida~ para estrut.ura.s mais complexas em C, principalmente 
expressôc5 (com a acomodação de objetos estruturados, tratamento de instáncia.s 
de classes e variáveis de classe, por exemplo). Os limites de Un) compilador C 
mais passívei:> de violação por complexidades introduzidas pelo tradutor são: 
• número de níveis (blocos) léxicos, adicioJJados para a dtclaraçâo tem~ 
porária de variáveis estruturadas e índices para iuiciação de Ím;tância:< 
cstruLuralla~ de ( las~el:l 
• profundid;ule de parên(.eses, int.roduzidos em expressoes principalmente 
nas operações com apontadores 
• tot.al dt• parâmetros form;tis pu-r ftmção (;;ão ÍJitroduzidos até dr.is par.'ífiJ(,. 
tros adiciollai;; por ftt))(;iw; a função de ÍJJiciaç;ãü tem um parâmetro hxo, 
mais dois por futu_;ã.o virtual Cm pendente) 
• niÍHtero de membros de estrutura/união 
Os valores mínimo$ que devem ser aceitáveis por qualquer compilador C 
segundo o padrão ANSI são 15, 127 e 31, respectivamente, para o~ três primeiros 
limites. A probabilidade de colisi'í.o de identificadores na fa.~e de ligação, apesar 
de muito minimizada pelo esquema de tradução adotado, aínda existe caso haja 
nomes de classe muito extensos. 
4.1.4 Depuração 
A depuração (debuggmg) de programas pn;·processados nâo é s:mples. Depu-
radores simbólicos para C e outras liuguagens obtém do código executável in~ 
formações sobre como apresentar o est.ado de execução do programa, relacionan~ 
do.o com o código na linguagem-fonl.e. Entretanto, o tradutor Cm introduz ou 
mesmo all.ei'a completamente caraçl.erística!'l do programa ao cc.nvert(•.]o para 
(. ls!.o re(jlll~r do programador lntuiçi'w c algum conlu:cimento 1h•l\ CI<CjUCmií.il de: 
tradução do compii:Hior para relacionar corretamente oLjetoe apre~entados pelo 
depurador (C) com aqueles no programa original (Cm). 
O tradutor pode até certo j)OiltO auxiliar a depuração inseri11do diretivas e 
comentários no c6digo C ligaJido partes desse c6digo com trecho> do for.te Cm. 
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É possível que es10-a questão seja resolvida apenas com a implementação de um 
compilador completo, independente de C. 
4.2 Questões de Eilciência 
Recouht'cid::nnc.>nt.e, a linp:nagem C é muito U!\ada em ;~p]icações wmr.rdais requc· 
rendo códi~o razoavdmente e!icieute. De fato, a maior p::1rt'1' <h· !'\la~ cüustruçôe!l 
rctlete conceitos próximos do hardware, o que possibilita a·o programador prnl!-
cient,; um melhor aproveit.amento dos recursos usados prla aplicação. Deve no 
entanto ser notado que várias capacid::1des da linguagem, como a po~sibilidade 
de al1ases e a forma dt> ]>a.ssagem de parámet.ros, podem dificultar consideravel-
mente a geração de código otimizado. 
A linguagem Cm não foi desenvolvida com eficiência de execução com(• o 
objetivo principal, eufaüzando muito mais a velocidade de prop;ramação. Mesmo 
assim, algnmas comparações se fazem necessárias para avn.liar a implementa~~ã.o 
do compilador. 
Três são as potenciais fontes de dev;radaç;ão de desempenho lld tradução de 
Cm para C: 
• a passagem de variávei!'- globais para membros de estrutura, transfonua.Itdo 
acessos direto» à m<'mória em a.C.i.'Si>VS iudiretos via apout.a.Uor; isso é agra~ 
vado em vari:ivei~ dt' das~e 
• a. conversão de chamadas de fu11ção a chamadas iudilet.as via endereço, 
somada à passagfm obrigatória do parãmet.ro adicic-nal.self. 
• a r<'definiçiio de it,ens herdado~ acrcsceut.ando membrv~ de E:~trutura nãv--
utilizados1 
Algun!'- testes muito simples foram realizados com programas equivalentes 
em Cm e C, observando a variaçã.o de desempenho. Todo:;; os programas foram 
compilados e executados num microcomputador IBM PC, no modelo de memória 
small. Esse ambiente é muit.o maio> simples que um sistema UNIX, apresentando 
resultados mais controláveis. 2 
O programa na classe Cm ttml foi usado para testar a velocidade de aco~sso 
a variáveis: 
class timl () 
cvirtual long int clock ()~ 
1esta inconveniênctn. tn.mbém ocorre na nnplementaçâo de ofro'ni estudada ISu 89] 
2 te~te:; mais completos estio em nndamento envolvendo o compilador cfront em UNJX 
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2 21, ;1ooz 1 487/7140 298/6692 299/6692 I 
3 447 /7l24 I 6G3/7J72 __ _I 
Tabela 4.1: tempo de execução (iut.errupções de relógio) e tamanho de código 
executável ( bytes) para programas Cm e C: tlml 
cvirtual int printf ( ... ); 
void main O 
{ 
} 
int i, j, k; 
long int tO, tl; 
tO .. clock O; 
for (i~ O; i < 1000; i+~) 
for (j .. O; j < 1000; j++) 
kc:itj; 
tl - clock (); 
printf ( 11 Total ticka: ~,ld\n", t1 - tO); 
O teste privilegia acessos simples à memória, sem indexação. Três versões do 
programa foram compiladas e executadas em Cm. A função maín foi copiada di· 
retamente para um programa C também compilado em duas versões e executado 
como controle. A tabela 4.2 indica para cada caso o tempo de execução (medido 
em iuterrupçôes do relógio de hardware, aproximadamente 18,9 por segu11do) e (J 
tama.nllO do código executável em bytes. Cada programa foi executado três ve:tes 
e o resultado prevalente foi incluído 11a tabela; não houve variações superiores a 
]. 
Not~sc lJUe um compilador C relat.ivameute sofist.icaclo poderia perceber fJIIC 
o resultado do programa iitdepende do número de iterações, suL~tituiudo tudo 
por "'k = 1998;" e falseando os resultados do teste. Mais ainda, k é local e 
uão é usado, o que permite eliminar totalmente o comando. Essa análise não é 
subst<tnciahuent.e diflcil porque neuhuma função é chamada, todas as variáveis 
são locais e nenhum;~ é volatilc. A versão 1' foi compilada apenas em C para 
verificar a capacidaJ1' Jc otimi~açâo do compiliHlor (Turbo C} e é praticafllent.e 
igual à. versão 1, mas o limite superiut· do comando for externo vale exatameute 
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Tabela. 4.::!: tempo de execução {iuterrupções de relógio) e t.amaJJ!IO de código 
cxecui.'Ívd {b.vtt.~) para programas Crn e C: Jat 
a metade. Como se deprecnde dos l"(lsu\t.ados, pouc.a ou ue11ltuma otimização foi 
introduzida.. 
Para cada versão, foram executadas variantes com as opçl>es de otimiz~;âo 
ativad;u; e desativadas. As diferenças verificadas foram sem:íveis em alguns casos 
e pratic:..meute desprezíveis em outros. 
A versão 1 usa apenas v<triáveis. locais 1,1 e k. A lra~luçiio p;1.ra C do corpo de 
main é essencialment-e idêntica ao código original e, como e<:pcrado, os resultados 
quase coincidelll em C e Cm . 
...,; .. ·-··:·-,,~-- ' ~ , .. >i:'i·.·ri<. :·_ "." I J,·,n ·;~·:·r··--··.·,.,_ .• ~, •. ·, {i:j.-. / ; r-- ~n 
varJá><!l,; lic u;~,t<~.i.o..~;.o., recJJ"J;u, c ..• ~4dd .l'u,,;ívd lll,t[JJtClu tJd. <..lils:>c tlm..t e 
a.ce~íveis via apontador de estrutura). A diferença de cle:;empenho das vers,:Jes 
normal e otimizada é marcante em Cm. 
Finalment.-.:1 a versão 3 11ão tem ~quivalehte em C. Nela, a~ vnriávei;; gáo 
dechu-adas CQmo seuJo de cla~u (classe de anuazenalll<'JLtu "+"). A perda de 
velocidade é sensível, devido à. dupla iudireção introduzida na tradução para C. A 
ülimi?".tçi'io simples propost.<~ para vari<'t.vei~< de cl<l~;;r 1Jiit>-<'xport.6vci~ diminmia 
essa degradação, tornando o acesso a e~s<Js variávci>< ~ãu rápi\lo yuaulo aquele 
feito a v<1.1"iávd,o "glob;1.is" em C. 
O segundo t.este eufatiza o desemp..:uho de dJamadas a fuJJç~'es. A classe ju.t 
deúne urna função recursiva com um parâmetro: 
class fat () 
long int fatorial (int n) 
{ 
return (n < 3? n: n +fatorial (n- 1)); 
} 
void main O 
{ 
int i; 
cvirtual long int clock (); 
cvirtual int printf ( ... ); 
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) 
long int cO, c1; 
cO= clock (); 
for (i =O; i< 10000; i++) 
íetorial (12); 
cl "' clock (); 
printf ("%ld\n", c1 - cO ) ; 
O programa de controle em C é quase idêntico. Os resultados da execução 
comparada estão ua. !.abela 4.2. No modelo de memória usado, o overhead de 
passagem de parâmetro~< para a versão em Cm é exatamente o dobro daquele 
para C, além da chamada indireta a função. Essa desvantagem se diluiria em 
funções com mais parâmetros. Além disso, em muitos casos a abordagem de 
Cm "economiza" um parâmetro que seria necessário em C, como visto na se.,;.ào 
4.3.5 1 tornando os ovcrh.eads ainda mais próximos. 
Outras otimizações no código gerado são possíveis, em particular em fuuções 
devolvendo tipos complexos, Algumas operações de cópia desnecessárias podem 
ser geradas, o que se evitaria com uma análise dos descritores de expres~ões. 
4.3 Próximas Etapas 
4.3.1 Parânwtros de Classes 
Para simplificar a análise, atualmente apenas express0es çomtantes são aceita~ 
como parâmetros reais de clas .. ws em Cm. A próxima versão deixará a análi,-.e de 
quando uma cxpn~s~ão não-coJI!I!.aute é iua.ceitável {por exemplo, na f!!'lpecifl(ação 
do !.:amanho de vetores) a cargo da classe herdada/importada, ao contrário do 
que ocorrt! hoje. Parâmetros não-constantes são muito úteis e evitam replicação 
de código C. 
4.3.2 Macroprocessan1ento 
Algumas característicag da linguagem Cm no tocante ao suporte a modularidade 
foram imaginadas como forma de dispensar o pré-processamento, evitando a in-
clusão explícita de arquivos de hcader para ma11ter a consistência entre módulos. 
A definição de macros simples pode ser su\...stituída por tipos enumerados e pela 
dedaraçã.o de constantes. 
Cm não prevê macrocomandos COJUplexos ou parametrizáveis, tampouco com-
pilação condicional. A linguagem 11ão exclui o uso do pré-processador para re-
solver essas questões, mas soluções integradas à linguagem seriam preferíveis e 
devem ser estudadas futuramente. 
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4.3.3 Múltiplos Passos 
A proposta original de implemeutaç5o previa mais dt• llllla pa~\'agcm E<ohre o 
código-fonte Cm, iuicialmeJüc J"t~~olveudo todas as relaç(![•f< de dt~pendêJJCia ~·ntre 
classes para só eu tio g(~rar código C. Por razÕe!< de vdnr.idade de compila(;ii.o e 
simplicidade, decidiu-se pela implementação em um único paE<so. l:>so introdu-
ziu a questão da. memória em objeto.,: herdados redefinidos e forçou a declaraçio 
:tnt,~cipada de tipos. Uma llova impl('I\\Clllação seguindo a propo~ta inicialu~~ol­
veria esse:: problemas, ao custo tlt• <dguma compl{'x.id,lde para põJssar iufonuaçôec 
Cllt-re pa~su:; e lli<'IWr <icsempeuho. 
•1.3.4 Cm c C-t-t 
Embora a lingtJagem Cm eufat.ize uma abordagem diferent . .:: da(jUcla proposta 
por C++, são inevitáveis as comparações. As duas lilllgllagens são de cert:.. 
forma complementares, enfatizaudo de UIIJ lado polimor!it:mo paramétric.o e de 
outro overloadtng de operadores. Ambas provêem heraJJÇa múltipla. e verifi<:ação 
forte de tipos. Também oferecem alguma compatibilidad'~ com C e compartilham 
alguns problemas de violao:;ão de abstração I Li 9lj. RigorosameJJLe, herança wmo 
implementada em Cm e C,_+ (e em outras linguageus) viola o eucapsulameJJto 
porque todos O!\ itens definidos Imma. classe siu visíveis ~~ herdeira. 
Os mecanismos de polimorfismo em Cm - na experiência de seus primeiros 
programadores- mostraram-se sat.i~fatórios e em certos casos mais apropriados 
que os de (++. Todavia, alguns aspectos desta última foram eEpecia.lment.e 
sugeridos como incorporáveis a Cm. 
• funçõe~: tn-lme :;âo expandidas como macros, mas respeit::l.lldo tipos e eg-
copo. T~m como principal vantagem a velocidadf' de execução, poupando 
o ott~rhwd Ja chamada de funçôcs ao custo tlt• ai~: uma penha. t.le meJuória 
{desprezível em funções reduzidas ou invocadas poucas veze:<). Out.ros re-
flexos na eflciêucia do programa são possíveis: a otimização do código é 
xnuit.o mai~ simpl1~B num bloco sem clw.mat.l•·~ a fuJH,;;"Io [A a Hfij[HC B!Jj. 
• a definição de funções para construçào e df'struição é um ponto forte de 
C++, principalmcnt,e com o overloadmg de cou~trul.orcs. Em contlapar-
tida, Cm oferece apenas uma função de iniciação e a. hmção de destruição, 
caso houver, deve ser invocada explicitamente. Contudo, Cm não deve in-
troduzir tais recursos sem que sejam investigadas algumas inconsistências, 
como a invocação de construtores com pa.rimetros em tipoE< derivados de 
classes, a ordem de execução de destruidores e a destruição desnece.~sária. 
de objetos [Sa 88). 
• alternativas à função de destruio:;ão implícita devem ser analisada-". Em 
muitos casos, sua tarefa. é destruir memória diniimi1ca criada pela inst ãucia. 
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Carbagc collectwn automática é uma opção mais segura e cômoda para o 
programador, embora tenha conseqüências no desempenho do programa. 
Uma separação explícita a rcferência.c: "automáticas" e "rnanuai3", como 
em Modula·~ [Cal89J pode sf'r a solução mais adequada a linguagens hí· 
bridas como Cm. 
e f. dt~Scjávc) 11111 !IU]JOrlt• lll<I.ÍS I>ÍJUpJificaJo a pf()gramaa e arquivo3 de Íll-
ciusiw em C. A resolu~,;ào desse proLlema em C++ também d~eix<~. a desejar 
[Su 8!l]. 
4.3.5 Suporte à Exec.ução 
Foi um requisito de implementação que Cm não dependesse de bmdmg diJlámico 
(para acelerar a execução dos programas compilados), nem de um sistema de 
supor~e a execução dispendioso (para facilitar o transporte e a disseminação 
de programas). O suporte atual contém apenas funções para manejar objf'tos 
estrut.urados e acarreta pouco overhcad. Um i'iistema mais complexo deve ser 
implementado quaudo a parametrizaçã.o de classes via linha de comando estiver 
completa. 
Poucos programas podem ser úteis se não interagirem com o ambiente ex-
terno. Tal como C, Cm praticameJJte uão define meios de entrada/saída, cabendo 
a bibliotecas de suporte todo o gerenciamento dessas tardas. Até o momento, o 
único modo de executar t~m programa~ Cm rotÍJla~ escritas em C, r.hamad<l~ ao 
sistema operacional e outras funções <I e suporte é através da declaraçi'.o cvirtual. 
Se isso é sat-isfatório para grande parte das uecessidades, não é suficiente para 
declarar funções que usam tipos complexos. Para esses casos e para usar cons-
tantes definidas externamente em C, <leve ser feit.a uma tradução de cabeçalhos 
e declarações em arquivos header. 
O próximo proj<'to importante no desenvolvimento de Cm destina-se a su-
perar essa dificuld<tde e consiste em reescrever os "pacotes" de futJÇÕes mais 
conheciJos em C (vulgarmcut.e conhecidos pelos nomes dos arquivos de indu.!'lão 
que os declaram, como stdJo, stnng e fcntl) em Cm, de forma mais racional e 
adequada ao paradigma de objetos. Por exemplo, a biblioteca de entrada/saída 
de arquivos de alto nível em C declara no arquivo de inclusão std1o.h uma tipo 
abstra~o de dado\' FJL/oJ e funções (]UC devolvem e usam como parâmetro prin-
cipal apontadores para esse tipo. Em C, a função fopen() toma um arquivo 
dispotdvel e devolve um apontador que o identifica; ele é normalmente copiado 
em uma. variável e usado em chamadas de funçÕes subseqÜentes: 
FILE * arquivo; 
arquivo= fopen ("arquivo.txt", "w"); 
fprintf (arquivo, "Texto a escJ'ever no arquivo"); 
108 (m: PERSPECTIVAS 
fclose (arquivo); 
Uma futur;\ classe file: dcfi1tiria um tipo Je llado!' para anJilivo, e os objetos. desst> 
tipo chamariam clin:~tamente as fuuçües definidas na clas.>1e: 
import fi\~~~ 
fi\,~ () antuivo; 
Mquivll.<lpl!ll ( "arquivo.tx t.'', "w" ) ; 
arquivv.prinLs ("Texto a escrever uo a.njuivo"); 
arquiw.close (); 
Alt.cruat.ivas mais sofisticadas devem !:'CI' buo<cadas para usar "pacotes" llllais 
complexos, como curses IAt 89) e X Wmdow )QR 00] {po1:sivdmcut.e um ger.ador 
automático J.e h~aders Cm) c geradore~ como Yacc (ree!:crever o arquivo matriz 
de parsers e criar uma nova versão do gerador que produza código Cm). 
4.3.6 C01npilação Direta 
O projeto de ambient-e de d~seJJvolvimeut-o de programa:> A .IIA!'JD prevê a de· 
finis;ão de uma representação csscnoal p<~.ra programas, na (1ual o8 objetos exe~ 
çutáveis do íltmhiente serão codificado~, seja qual for a ~;ua linguagem orieinal. 
Essa representação seria genérica o basLantt> para incluir num mesmo programa 
trechos çompilados (executados diretamente), não-compilados (a compilar on-
th.e-fiy ou mesmo interpretar), incompletos (a depurar ou saltar) e em diferentes 
linguagens. A repre;;entação essencial, incorporada ao síst.ema gerenciador de 
bancos de dados juntamente com o controle de vcr:>Õe~, será uma linguagem-
objetivo do compilador Cm, numa futura ver>~iio indt·pendente de compilação 
intermediária em C. 
4.3.1 Outros Tópicos 
Cm é, entre as linguagens de programação criadas paro:~ o ambieJlte A~HAND, 
a mais voltada para a programação de si8temas. A ÍJJI.egração de Cm com as 
demais linguagens { LegoShell, gráfica, para criação de protótipos; OO'Z, textual) 
é imprescindível à operação do ambiente; aguarda~se para breve o lénniHo do 
sistema de execução conjunto LegoShell e C0 3 , o que permitirá o uso i.udis~ 
tinto de programas Cm e composiçõe.5 de programas {computações, IDr 89]] pela 
LegoShell e C02 • 
A introdução de tratamento de exceções como parte integrante da liJ:lgUa-
gem Cm, como feito em Ada, foi proposta já há algum tempo como projet.o de 
Mestrado. Esse estudo analisaria como incorporar de modo flexível e genérico 
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eventos de exceção, muit.ocomuns na programação de sist.emas. Não há um con-
senso sobre quanta Ü1formaçã.o deve ser dedicada ao tratamento de exceções, ou 
quais os procedimentos de recuperação mais adequados 1Mee90JIWO 90\. [ma 
JWOpost.a interessantl' \'Uc·mt.ra-se em )Do 88). 
O suport.e provido a lltnçõe~ com número variável de parâmetro~ é o mesmo 
em Cn1 e C. OfiC.ialmeutc 11âo ~<âo parte da linguagem, e os parâmetros opcionais 
são obtidos a partir do endereço dos parâmetros fixos. Eesa técnica é ha:<tantt' 
gcuérica c permite comhmar tipog arbitrariamente. CotJtudo, requer a <k~••­
tivaçã.o da verilicaçrw de tipo>', tomando o programa mais suscetível a errqs. 
Devenl ser analisadas formas de declarat,jão e chamada com um compromisso 
entre llexibilidade e segurauça )CK DO]. 
Produzir uma linguai1('Jll c<Jmo Cm também oferece a oportunidade de for-
malizar alguns pontos ol,;cum!' ou deixados dependentes de implementat,jâo 11a 
linguagem C, como o ps~udo-operador sizeof. Em Cm, se o operando de si-
zeof é uma expressão, Cfta por definição nunca é avaliada, usando-se apenas 
seu tipo (evitando efeitos colaterais). Entre os aspectos a COJlSiderar no futuro 
estão a reorganização de subexpressões com a mesma precedência (que pode 
levar a problemas de precisão e overfl.ow), ordem de avaliação de parâmetros 
1 (possíveis efeitos cola.tera.Js) e o operador"%" (cujas funções deveriam ser sepa-
radas como ocorre em A(la). Outros detalhes merecem revisão mas dependem 
da impkmentaçâ.o do compilador C (não sendo então re~olviJos de forma univer-
sal), corno a promoção auwmática de parâmetro~ de tipo fioat em compiladores 
pré-ANSI. 
4.4 Conclusão 
A primeira implemeutaç7w de Cm foi completada c dewoust.rou a capacidarle da 
linguagem em suportar programação modular através da abstra~ão de dados, 
encapsulamento e herança. Cm ainda deve sofrer diversos refmamentos em re5-
posta às necessidades de uso em projetos complexos e distribuídos entre vários 
programadores. 
A consolidação da linf,'uagem através do fe.e.dback dos usuários deve estabele-
cer Cm como a principal ftrramenta de desenvolvimento de programas complexos 
JIO Projeto A_HAND e u.J construção do próprio ambieJJte. O refinamento da 
liuguagem será facili~ado pela proximidade da equipe de desenvolvimento com a 
comunidade de usuános e progromadores do Projeto. Entretonto, esse proc:e~so 
demandará algum t.empo. o Projeto não tem muitos recursos para suportar a 
disseminação de Cm e a maJlntenção do código produzido. Espera-se dispor 
logo dessa possibilidade, <om a conclusão das bibliotecas de classes mais impor-
tantes e a estabilização do compilador. Um Manual de Referência completo e 
atualizado aprescntalldo de forma sistemática todos os aspectos de Cm está. em 
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andamento, a ser publicado em breve. 
Finalmente, a programação em Cm pressupõe e est.imula o uso de técnico~ de 
orga.nitaçio d(' programas, t.auto TIOS detalhes internos como no relacionamento 
entre módulos. Esses métodos de programação já foram propot<tos há. algum 
tempo, estando submetidos à avaliação d-o Projeto; após ·~sse processo devem ser 
também formalizados e publicados. 
Apêndice A 
Cm: Página de Referência 
UNIX 
NOME 
cmc -compilador C:m 
SINOI'SE 
cmc [ opções ] [ classe i . 
DESCRIÇÃO 
Cmc compila um programa Cm. A clasu parâmetro corresponcle ao 
mais alto uivei de uma hierarquia de classes. C<tcla arquivo contendo 
uma única classe é inicialmente traduzido para um conjunto de ar· 
quivos ent C, que devenl por sua vez ser compilados por cc{l). Em 
lugar do arquivo pode ser passado'.' como parâmetro, sendo usada 
a entrada padrão em lugar de um arquivo (os arquivos compilados 
terão prefixo stdm). At~ opções possíveis são; 
-ai # permitir linhas de texlo de até # caráleres 
-as # aceitar strmgs constantes de até # caráteres {há um limite 
efetivo, dependente de cc(l)) 
-ai # aumentar o com primei\ to máximo de ideJltificadores para # 
carátcres 
-cl inserir diretivas #lme no código gerado 
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-ca produzir cúdig:o segundo padrão ANSI 
-e reproduzir entrada no t.cnninal (eco) 
-h r('lacionar opç(leS possíveis nesta vers;w 
-mM invocar makc{ 1) imcJiaiallleJlte p<~.ra gerar um progral!la exe-
cutável (default em UNIX); remover makcjile se make teve su-
cesso {dispeu~a invocar a compilação C) 
-mm não produzir o prograluol exccut.;ível (1iejau1't em MS-DOS) 
-tup prc:>crva.r m~•kcjile me~mo se compilaçtw t.ev·~ "llCC"so 
-ms inibir mcusa~:eut< advinJa~ de mnkc 
-mt I!;Cf,lr tWlkr.jilc para MS-DOS 
-um gerar makefile pa.1·a UNlX (drfault) 
-x # usar nível de r>:tstreio-# (apcua<> para d1:puração) 
-X# liga rastreio espcci!ico (Uepeudent.e de versào) 
-y habilitar rastreio do :l.JJa!is;~dor siut..iti{:G 
As variáveis de ambic1ut.c CMC, CMDATA e CMSHC podem ser usa-
da::< pa.ra passar informação adicional ao co111pilaJor. OMDATA in-
dica um diretório onde o tradutor armazena dados sobre as da.~ses 
compiladas. CMC é o dird6rio de instiiucias traduzidas. CMSRC 
pode conter uma lista de diretórios {separado::< por ";" 1 ) onde o 
tradutor procura pelas classes Cm (os diretórios são pesquisados 
da direita para a ~squerda). Qualquer dos diretórios na.s variáveis 
pode conter referê11cias absolutas ou relativa~, além d<> referências ao 
HOME de usuário>. Se alguma das variávei~ e~üver indefinida,"." 
é usado. 
As variáveis d<> ambiente CMCFLAGS, CMLDFLAGS e CMCLIBS 
são aceitas para modificar o comportamento da com pila.ção do código 
C gerado. CMCf'LAGS alt.cra a produção Jo código-objeto, enquanto 
CMLDFLAGS inclui as diretivas pa.ra o ligaJor. CMCLlllS indica 
bibliotecas ou módulos~objcto adicionais (possJvellnelLie escritos em 
C ou outra lingua~em). 
EXEMPLOS 
export CMSR.C-. ; $HOME/an;/cm: /uar/loca.l/lilb/cm 
cmc project 
cmc -mm projectl 
make -f projectl.umk 














Fonte Cm (contido em $CMSRC) 
Dados da iustiiucia 
Tradução em C 
arquivo~ l.r:nqJ(;J"Úr l"~' 
makefde UNIX 
makefile MS-DOS 
arquivo principal C 
anjllivo principal (objeto) 
programa executável 
o código de retorno é O em caso de sucesso. Diversos valores não--nulos 







A definição de Cm maJllém certa compatibilidade com C a nível de comandos 
·da linguagem e estrutura geral. Contudo, diversas características são Laslante 
diferentes nas duas liJlguagcns e devem ser ressaltadas para programadores já. 
proficientes em C. 
• funções, tipos, variáveis e constantes sempre pertencem a uma da.sse (2.1, 
2.8) e cada módulo é precedido pela declaração dass 
• uwa cla~se define tipos e pode ser usada para criar diversas variáveú 
• variáveis "globais~ (como t~eriam consideradas em C) têm dívers~ inHt.5n-
cias, uma para cada instância da classe com dados parâmetros 
• a cláusula conHt iudica um objeto equivalente a uma constante, e JJâo 
va.riiveis ou parâmetros cujo valor não deve ser alterado (2.3.4) 
• os operadores de construção de tipos (para apontador e vetor) seguem uma 
ordem mais descritiva e não se agregam aos objetos declarados (2.5) 
• tipos de parâmetros de funções sâo sempre declarados juiJto aos mesmo.s, 
segundo convenções do item aJJterior (2. 7) 
• Cm e C têm diferentes conjuntos de palavras reservadas (2.2.2) 
• a fuw;ão main() uão é necessariamente única para todo o programa Cm, 
podendo haver uma para cada classe para.metrizada. Não devem ter parâ-
metros e são execu~adas a cada criação de instfiucias da classe (2.1, 2.8.G) 
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• tipos si'i.o sempre verificados, lnesmo enumerados; a <:omparaçâo de tipos é 
estrutural (2.3.2, 2.3.5) 
• o tipo Je retorno de uma. função deve ser sempre cxplicüado, mesmo que 
sejJ. int (2.7) 
• os operadorrs new e relcase são iutroduzidos paxa requerer e liberar 
memória dinâmica, re~pectivamentr (2.6.2). O uso das funções mallm:(}, 
C111lot() ,. rcnlloc{) aind;t é po~~lvel (!'xtd.o par.• obj<'l.of: cujo tipo contenha 
all(llllla da,;;~,•), ~h~sde <j\1(' ,]cdarada~ fUIIJO cvirl.tllll (:1.8, 2.7.1) 
• todo;~ os objd.os numa cla;l~e têm are~$1l implicit.amrJilC restrito a funções 
d.:~. própria cla!lse; a cliusn\a t>_xport d,•ve iler usaJa para adicionar visiLí-
liU.ade {2.1, 2.8) 
• a c!âus1da btll.tic f()i suL,:t.ituí,Ja por'+' (2.2.2, 2.!'1.·1, 2.7.J) 
• a <h·cbraçào cvirtual pennite ligar m6dulus em C •e Cm 
Apêndice C 
Mensagens de Erro do 
Compilador 
Os diagnósticos emitidos pelo compilador Cm, seus significados e possíveis cor-
' reçôes são apresentados a seguir. Algumas mensageM (ou seus significados) 
va.riam com o ambie11te em que o compibdor é executado. Todas são passíveis 
de alleração elll versões suUseqÜeules. 
Mens:tgt1u~ de llrl'o completas i11rluem o nome do arquivojda~!"e ond" o erro 
foi dctecLatlo, o número da linha, e al~umil informação sobre a jJú!!Íçào do errü 
na linha, se possível. Nas de~crições, XXX, YYY, etc. significam uma ou mais 
mensagens adicionais ou partiçuJan:s para cada caso. 
(warning) Alphahetic char.a.cter next to digit -- space assumed há 
um caráter alfabético ímedial.amente ap6s um número-pelo meno~ um 
espaço em branco deve ser inserido 
(warning) Bad hexadedmal digit apenas os dez dígitos de O a 9, além dos 
caráteres a A" aCé "F", tanto maiúsculos como minúsculos, podem ser usa~ 
dos numa constante na base lú 
(warniug) Could not remove compiled instnn('e XXX o compilador nã.o 
pôde remover um arquivo com uma illstância obsoleta da. classe em com~ 
pilao;ào. Verifique a variável de ambiente descrevendo o diretório de classes 
compiladas (CMC) e a permissão do arquivo/diretório 
(warning) Could not remove data files XXX não foi possível atualizar os 
arquivo~ de parâmetros. Verifique a variável de ambiente descrevendo o 
diretório de dados (CMDATA) e as permissões de acesso 
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(warning) ldentifier XXX not used um identificadow foi declarado ma$ 
nunca u5a.do. Possível erro de programação 
(warning) !Ilegal c~;cape S('quene<• um car:hcr '\' ucornm numa constanf.e 
carát.er ou stn.ng, mas os carâtcrcs a seguir uão formam uma seqüência 
corre!. a 
(warning) lllcgal od~ll digit- decimal coustaut ;:p,s;;umed dígil.os 8 e 9 
não >;à~' permitidos numa coHstante octal (ao routrário de vários compila-
dores C" da primeira defiuiç~1o rh~ Cm) 
(warniu~) Nou~hex di11:it next t.o 1mmU('r .. _. HJUH'l' <lRHmnccl 
carackr6 ;:d!;Jbétir.:os uão liexa\lecimais aJjacent.cs '' IIIH<l cuut-tautc na 
b<l.;;e lú uão formam parte d\> uúmero 
(warning) PossiUle loss of prcdtüon um objct.o teve f.cu valor copiado a ou-
tro que (possivclmcJlte) ocupa mcJJos espaço Cl)l 111emória. Provável perda 
de dígitos significativos (a mensagem pode ou não ser significativa, depen-
dciJdo da arquitetura. local e da implementação do wmpilador C) 
(warning) Rcpcated stor'age dass uma classe de armazenamento foi espe· 
cificada mais de uma vez na lln!sma declaração 
(warning) Too high h@xa.dechna] number- trunc·at.ed uma const~cute 
de tipo char definida como um número na base lG ultrapassou 255 (Oxff)-
ocone truncamento 
(warning) Too higb octa) sequence -~ truncated uma constaute caráter 
definida como uma seqüência octal ul1 rapassou 255 (\377)-subtrai·sc 255 
da constaut.c 
(warning) Too many alternate XXX directorieR -~ ignored a variável 
de ambicnt.e definindo o diretório para XXX coutém diretórios alte.rna-
tivos em excc::.so (o exccdent.c é ignorado) 
(warning) Varh1blc XXX not uscd a variável XXX fui dcdamda mas 
nunca usada. Pof'sível erro de programaçio 
Cannot allocate input buffer memória exaurida ao iniciar leitura de arquivo 
Cannot allocate new class field descriptor memória exaurida ao tentar 
detinir um a clas~e incluída. 
Cannot gcncratc codc for class XXX não é pos.::ívcl produzir código ]para 
a classe XXX-provavelmente falt.am parâmetros a definir 
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Cannot get data dircctory XXX diretório de dados para o compilador ina-
cessível. Verificar variável de ambiente CMDATA 
Cannot inherit claRs twic<! uma. classe não pode ser herdada maÍll que uma 
vez pela mesma classe herdeira, com os mesmo<~ parâmetros reais 
Cannot open data file for class XXX arquivo de parâmetros da classe 
XXX iuaccsslvcl. V('ríficar v:uiávcl d~ amLíeuLe CMDATA e r,ermiM;lü 
ti~· at:CII!Io. No !!Íst.c•ma MS-lJUS, vcrilíc;ar variivcl (]f! (<~ufígun.,_;:i, FJ-
LES (total de arquivos aberto;:c simultaueanumte); se estiver com o valor 
máximo, simplificar estrutura de classes 
Cannot open source file XXX arquivo fonte XXX não foi encontrado. Clas-
se inexistente ou variável de ambiente CMSRC incorreta. Em MS-DOS, 
conferir o valor da variável FILES 
Cannot rename identifier XXX, not iuherited o identificador XXX nao 
proveio de herança, portanto uão pode ser rebatizado 
Cannot. set compiled C dir~dory XXX diretório de iustância.~ compiladas 
XXX inacessível. Verificar variável CMC e permissões de acesso 
Cannot set data file arquivos de parâmetros para classe não puderam ser de-
t~rminados. Variável de ambiente CMDATA incorreta ou memória exau-
rida 
'case' after 'default' not allowed nenhum rótulo case pode ocorrer após o 
rótulo default 
•cas('' outside a 'switch' o rótulo case não pode ser usado externamente ao 
comando switch 
Chnrncter CO!lHinnl. c:mnot lH• í'Inpt.y a !!C<Jiiêucia " 11âo é um carfí.ler vf... 
lido. Caráter faltando ou JlretemJia.-se string 
Character constant must contain a single character deve haver apenas 
um caráter (ou seqüência precedida por"\") entre' e'. Use aspas para 
definir cadeias de caráieres 
Circular class hierarchy detccted ocorreu circularidade na hierarquia de 
classes (isto 6, uma classe terminou deliuida em termo!> de si mesma) 
Ciass caunot include itself uma classe não pode usar instanciações de si 
mesma {apena.s se o nome da cla.sse não for seguido por (), sigiJificando o 
próprio tipo sendo compilado) 
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Class component XXX is not a function o colUponeJlt.f' da classe selecio-
nado não é uma fuução e port.anto não pode ter parâmetros 
Class name XXX does not malclJ file name um arquivo deve ter o mesmo 
nome da classe por ele definida (além da extensão .em) 
Class parameter for XXX should be a type o parâmc!t-ro real da ci<tsse 
deve ser uma expressão descn:vendo mn tipo 
Constaut cxpr<'o;siun rcquircd o valor de selc~iio de 11111 r6tuk, case deve: sc:r 
uma conslante clct.enniu.ivel durant.f' a compilação. O uwsliW ae aplica 
ao \'al{lf inidal de variávei~ (u.ia das:.<e de• arm;ncunmcull• e 1 "+ n tJ a 
parâmetros de d<lS:W 
Could not add symbol tablc cnlry- probably clisk full n:•o foi possí-
vel at.ualiz.ar arquivo temporário par;.. símbolos. Verificar capacidade di' 
disco disponível 
Could not crcate C file for top-level class o compila.dor llio pôde cri.ar 
programa com a função mam{J. Provavelmente diHco exaurido ou per· 
mis,;âo de escri~a. no diretório corrl'nte negada 
Could uot (:reate DJ.akc.Glc impo~.:.ívd prodllZÍI" arquivo de dadng para rnake. 
Disco exaurido ou acesso negado au diretório corrente. 
Could not create t.emporary file for symbol table 
arquivo temporário para swappmg da tabela de símbolos uao pôde ser 
cri:l.do; disco exaurido ou diretório temporário inexisteute. Em MS-DOS, 
verificar variável FILES 
Could not declare class classe n;"lü declarada-memória exaurida 
Could uot fiud symhol table file >tn1uivo temporário wm tahclH de sim ho-
los p..-rdido. Erro grave no sist.ema Jc arquiVO!! 
Could not open C header file XXX impossível criar arquivo de inclusão 
para instância da classe corr;;nie. Verificar variável Je a.mbieute CMC 
e permissão de gravação no diretório. Em MS-DOS, verificar variável de 
configuração FILES 
Could not open C output file XXX impossível criar arquivo de código 
para instância da classe conente. Verificar variável Je ambiente C.\10 
e permissão de gravação no diretório. Em MS-DOS, verificar varilível 
FlLES 
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Could not rcstore symhol table tabela de símbolos não pôde ser restaurada 
a part.ir do arquivo temporário. Erro no sistema de arquivos 
Could nut rt•Ht.orr ~'~Ylllhol tobll' l'lltry HÍml.olo jlf'rdido Nlfjll<>lll.f, t.;tbdi1 
era restaurada. Memória exaurida ou erro no Fistema de arquivos 
Could uot resume output to !XXX] arquivo XXX com código compilado 
J1âo pôde ser reaberto apó.s inclusão de classe. Erro 110 sistema de arquivos. 
Verificar mudança de permissão uo diretório de CMC 
Could not update makefi)(' list impossível ;Hlicionar dasses à li~ta para ma-
kcfile. Memória exaurida 
Could not write to file (prohably disk is full) não é po~sível continuar 
gravando código. Provavelmente disco exaurido 
Duplicated 'case' selector selctores repetidos em comando awitch 
Enum value conflict in XXX dois ou mais componentes de tipo enum não 
podem t.er o mesmo valor 
Error in lexical levei symbol t.ahle prefix- probably disk full 
problema~ no ,1WILJIJ!my da tabela de RÍmbolo~ 
Functiou cmmot. rf'turu a va)u(• funçiie~ cleclarada<: como void Jti"•o podem 
retornar um valor 
Function required apenas funções podem ser seguidas por parâmetros reais 
entre parêntefle!l 
Fuuction should return a value funções não clefiuidas c;omo void não po-
dem usar return sem um argumeJltO 
Identifier XXX cannot be redefined tentativa de redefinir um nome XXX 
Identifier XXX is not a dass name identificador XXX não pode ser usado 
como classe 
Identifier XXX is nota la bel JJOmes não definidos como rótulos não podem 
ser usados no comando goto 
Identifier XXX rcdcfined as a la bel o rótulo XXX já foi definido anterior-
mente 
ldentifier XXX not declared nome XXX foi usado antes de ser d~>clarado 
Illegal data pathnnmc variável de ambiente CMDATA com valor mcorreto 
~ltc22,_ __________ ,t.,_.!E'"-N'SAGENS DE ERRO DO COMPILADOR 
lllegal useruame or dircctory errar for C filcname diretório descrito em 
CMC incorreto-em UNIX, verificar diretórios usaiLdo HOMl~ de usuário 
lllegal dec-imal poi11t por1t.o decimal incorreto, ou duplicado, cJu c.onstaul.e 
numénca. 
Illcgsl digit dlr.it.o ilegal para a ba~P umuérica U!lada 
Dlcgal lcft hand sidc for expressiou '' cxpress<io ~ t'~<jUCJda de um operador· 
de cópia uâo é uma rt·ferê~tcia dlid.l 
lncompatible cast cuuversion telJtativa de executar op·~raçao de cast Íin·-
po:o.siv~·l 
lncompatible storagc class combination: XXX uma ou mai!:' clas!:'es de 
armazenamento formam uma combinação ilegal para o objeto declarado 
lncomplcte charact('r constant falt.atldo "'" em coHstante caráter 
lnteger expr<>ssiou required apenas ex:preg.-Õe:' de tipo int-egral podem ser 
usadas para especificar t<pnanhos d~ arrays e mmnbro~ de eslrut.ura.s 
XXX is not a parameter função ou dassc foi refereuciada com parâmetros 
nomlllil.IS, mas XXX não é Ulll parâmetro declarado daquela fu1lçâo ou 
classe 
XXX is nota proper dass cmn}wllent nau ld. uenhum componeute da 
classe com nome XXX 
XXX is nota proper mcn1ber a estrut.urajuniã.o uiiu t,em nenhum membro 
ÇQllJ llOiliC XXX 
Label XXX doubly dcfined rótulo XXX tlt\cl.u;ulo <'IH dois ou m;Ü~ pont.u1< 
no mesnw bloco l.Sxko 
Label 'XX.X1 not dedared nome XXX usado em c,oma.ndo goto mas nunca 
declarado 
Memory exhausted- module XXX, line YYY fall.1. de memôna; snu· 
ptifique o programa ou a estrutura de classes; aument-e o espaço disponível 
ao compilador, se possível. 
Misplaced 'break' statcment o coma11do break somente pode ser usado in· 
l.erna;ucnte a comaudos de iteração e switch 
Misplaccd 'continue' st.atcment com;lndo continue somente pode ser 
usado internamente a comandos de iteraç;ã.o 
12.3 
Missing ';' comandos devem ser terminados por ponto-e-vírgula 
Missinp; a 'ret.urn' statemcnt função de tipo diferent.e de void pode tcrmi· 
nar t!Xrcuç:lu ~t'IU rt!Loruar um valor 
Missing pararndl:!rs for da~s XXX with no d1~fault iustanciaçi'w de 
clas~c XXX não tem tvdos os parâmetros reais e JJão l1á v:dorts dcfau.lt 
ddiJLidos 
Missing parameters for component XXX componente XXX de das>~e é 
uma fUJJçiio e deve ter parâmetros reais 
Missing value for constant XXX XXX declarado como uma constante, 
deve ser seguido de valor 
Nested function declaration not allowed funções não podem ser aninha· 
das 
Nonterruinated string constant caráter uu" Lerminador de stnng nao en-
contrado 
Not allowed in an expression item est.ranho ao contexto encontrado numa 
expressão 
Not allowed type iu enum value XXX uma expressao para componentes 
de tipo enum deve ser de tipo integral 
Not implí!mented yet caraderíst.ica da linguagem ainda não implemenlada-
contactc o autor 
Only one 'default' is allowed per 'switch' somente pode haver um rótulo 
default em cada comaudo switch 
Parameter may not be an instance of own class o tipo de um parâmetro 
de função não pode ser uma instanciação da própria ciasl.'e (pode ser usado 
o nome da classe sem () para indicar a instanciação sendo compilada) 
Parameter may not be void parâmetros de função não podem ser do tipo 
void (mas podem ser apontadores para esse tipo) 
Pointer required at left side of '->' operator o operador -> exige um 
operando esquerdo do tipo apontador 
Pointer to structjunionjclass type required o operando do lado esquerdo 
deve ser um apontador para classe, struct ou union 
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Recursive dass definition not allowcd uma objeto definido na classe não 
pode ser uma instanciação da própria clas~c. V('rificar circularidad<' na 
hierarquia de classe::; 
Recursive type dcfinition not allowed um t.ipo não pode ser {!efinido em 
termos Jc si mesmo (à exceção de apontadores para struct) 
Sclcç.!.~)l' ('X]H'('IHHUl ty}H~ IUU"I. ])(1 iuh•j~;rHl ~t·ldor ti.· l<'>l.ul., UI'<(' d(:V(! "'"~' 
J~· ll]>\J iukglal 
'self' only allowcd iu~ide a function o nome !>elf uão pode ser usado fora 
Je fmlçÔc~ 
Structurc-/uniou tnerubcr sclcct.or can havc uo p<uametcrs um 
membro de estrutura ou união foi usado incorretamente como função 
Structurefunionjclas~> type requircd apenas classes, estruturas e uniões 
podem sofrer seleção de membros 
Structure/union bit field cnnnot Lc indcxcd membros de estrutura/u-
nião com tamanho definido por uma constanLe não podem ser declarad-os 
como vetores 
Syntax errar - )IJ!J{jYYY J .. . /ZZZ erro siutálico. Segue uma lista dos 
possíveis símbolos válidos 
Test cxprcssion should be scalar a expreilsâo usada p~,ra teste~ em coman-
dos if, while, do e for não pode ter tipo eslrulura.do, devendo g{'r redutível 
a um nútn1"!ro 
Too long string constant uma cadeia dP c ará tere~ con~t.ante excedeu o limite 
·' do compilador (ou nã.o foi terminada com", o !jllP. é mai~ provável). Veri-
fique o t.énniJL\l e use a opção ,J.... compila.çi'w -<t,• 
Too many class parameters inst.auciação de classe com parâmetros reais ex-
cedentes 
Too many lexicallevels nível léxico máximo exctJdido. Reduza a pl·ofuncli-
dade do aninbamento de blocos({-}); comunique ao au~or 
Too many ncst.ed struct/unions o nível máximo de aninhamcnto de esLru-
turas/uniões foi excedido; conta.cte o aul.or 
Too many nested switch statements nivel máximo d~· aninl1amcnto em w-
manJos switch excedido; contacte o autor 
1,-_, 
Too many paramet.crs in fundion call - ignored parâmetros extras na 
chamada de função ignorados 
Type mismatch: cannot take address of constant cxpression 
Type rnismatch: illegal tcrnary switch 
'l'yp<' mismat.ch: invalid types 
Type mismatch: nota poiutcr to release 
Type mismatch: not a pointer type 
Type mismatch: nota valid typc to index 
Type mismatch: not an array or pointer to release 
Type mismatch: opcrator rcquires integral type(s) 
Type mismatch; opcrator requires scalar or pointer types 
Type mismatch: operator requires scalar type{s) 
Type mismatch: suspicious pointer operation 
Type mismatch: wrou~ poiut.cr aritlunetic tipos incompatíveis em ex-
pr\ls:~ão; OJH:ração iuváliJa para os objetos envolvidos 
Type mismatch in class parameter XXX erro de tipo na instanciação da 
classe XXX 
Typc miRnlatch in functiou arguntents tipo incorret.o na chamada de 
função 
Type mismatch in function return função devolve expressão com tipo di-
ferente daquele com que foi declarada 
Type XXX should be defined um tipo foi declarado antecipadamente mas 
nunca foi definido 
Type stack overfiow pilha de tipos exaurida. Expressão provavelmente muito 
complexa. 
Unknown array size Expressão para limites de vetor incorreta ou a11sente 
Unknown identificr {XXX) to renamc não há nenhum identificador XXX 
a mudar de nome 
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Unknown structurc/union mcrubcr size expressão ddinindo tamanho de 
membro de estrutura/união (após':') incorreta ou Ilão--const.ante 
Unrcsolv('d virtuul function XXX a função XXX foi declarada virtual nu-
ma clas:<e herdada, mas nuuca fui definida 
Yariablc ruay not be a void o tipo padrão void nao potlc ser us.ado como 
t.ipo de uma vari;h'c\ (void ~ supost.o) 
Yarinblc mny uot bl' instancc of it.s own class ltma variAvel de classe uã.o 
poJt• t...:r cunw t.ipo uma inst.auciaç~o diferente da própria da~~c 
Virtual funct.ion cannot be rC'dt~flul"d fun<ot>c~ dcliuidõ~.~< C(>JIJo "virtu•~iE~h 
não podem ter código defmiJo, apenas a declaração 
~oid' pointcr arithmctic not allowed Não são permit.ida~ adição, sub-
tração ou iudcxa.c;io de apontadores para o tipo void, sem que seja feiLo 
um cast 
XXX (INTERNAL ERROR) o compilador descobriu que não está ope-
rando propriamente. ~sta mensagem nunca deve ocorrer 411ando com-
pilando programas corretos. Pode ocasioualnu~ute aparecer ap6s certos 
erros cuja. recuperação não foi complet.a (nunca como a primeira me11Sa-




A versão da gramá~ica aqui aprc~ent.ada é uma simplificação Ja usada no tradu. 
tor Cm. Não estão presentes as ações em C executadas após cada regra, nem as 
produções adicionadas para prever e t.ratar erros siutáticos. Algumas regras não 
seguem a abordagem mais simples ou ~natural", devido à necessidade de inserir 
ações C e, priucipalmcnte, evitar ambigiiidades na gramática. 
Cm: C modular and polymorphic 
Module: Cram.y - Yacc grammar 
Language: Standard/ANSI C 
Autbor: Carlos A. Furuti 
Version: 






















/• ---------------- TOKEN DEFINITIONS ---------- ------------•/ 
%token <Nurnber> AUTO BREAK 
~token <Nurnber> CASE CHAR_SY CLASS CONST CONTINilJE 
%token <Nurnber> DEFAULT, DO DOUBLE 
~token <Number> ELSE ENUM EXPORT FLOAT_SY FOR 
~token <Number> GLOBAL COTO 
~token <Number> IF INT IMPORT INHERIT 
%token <Number> LONG NEW 
%token <Number> RELEASE REGISTER RENAME RETURN 
%token <Number> SELF SHORT SIZEOF STRUCT SW!TCH 
%token <Number> TYPE 
~token <Number> UNION UNSIGNED USE 
')'.token <Number> VOID \JHILE 
%token <Number> TYPE_ID CLASS_ID FUN_ID 
%token <Number> COMPILED_ARG_LIST_END END_OF_FILE 
~token <String> IDENTIFIE!t PIDENTIFlER 
~token <String> Cf!AR STRING DEC_INT HEX_INT OCLINT FLOAT 
~token <Number> IND_SELECTION INC_OP DEC_OP 
~token <Number> LSHIFT_OP RSHIFT_OP LE_OP GE_OP 
%token <Number> EQ_OP NEQ_OP 
'X,token <flumber> LOG_AND LOG_OR ASGN_OP 
'X,token <Number> ' ' ' 
%token <Number> '•' 
'•' '?' 
• /' '%' 
'.' , I, 
'!' ' ' 
'&' '>' '<' '+' ·-· 
/• Precedence/Evaluation Order, Logic-Arithmeti.<:: Operators •/ 
%left ' ' I• sequential evaluation •/ .
%right ·-· ASGfl OP I• assignment operatora •/ 
~.right '7' . . . . I• conditional (ternary) •I 
~,left LOG_OR I• logical or <r/ 
'kleft LOG_AND I• logical and •/ 
%1eft 'I, I• bitwise or •/ 
%left '-' I• bitwise xor •/ 
,,left ••• I• bitwiae and •/ 
~,left EILOP NEQ_OP I• (in)equality •I 
%left '<'. '>'' LE_OP, GE_OP I• relational •I 
',Ueft LSHIFT_OP, RSHIFT_OP I* bit shifting •I 
'/,left ., . ,_' I• additive (binary) •I 
~,left ... , I,, '%' f• multiplicative •I 
'/,right ,-' ! ! ' INC_OP DEC_OP /• log.not, prefix incldec •I • 
'/,left ' ' IND_SELECTION I• (in)direct selection •I 
'/,start program 
/•------------- Cm SYNTAX RULES START HERE ---------------•/ 
%'!. 
program class_def 
!•------------------- Module Declaration ------------------•/ 
class_def CLASS PIDENTIFIER 





!•------------------ Preliminary Clauses ------------------•/ 
use_clause 
use_list 
USE use_list scolon 





















IDE.NTIFlER '=' type 
IMPORT import_list acolon 





INHERIT inherit_list scolon 
;-. empty •/ 
inberit_list 
inhren_clause 
' ' ' 
inherited_class 
inbren_clause 












f;,. empty ;,.f 
declaration 
funct_def 
n e decls declaring 
declaring 







/• empty •I 







' ' ' 
type_ident 




















'(' funct_arg_list ') ' '.' 









int len INT 
INT 










PIOENTIFIER '(' ac_par_class ')' 
ac_par_class_list 
I• empty *I 
ac_par_class_list: ac_par_class_list 
\ unit_par_class 




IDENTIFlER '·' expresnion 
type_name 
IDENTIFIER '.' type_name 
claos_def END_OF _FILE 
END_OF _FILE 
















list_str_dclrt str declaration 
str_declaration 









' ' . str_ident 












ENUM enum_ tag 
'{' inner_enum_tag inner_enum_end '}' 
inner _e num_ tag 
enum_ident 
' ' ' 
I• empty •I 
IDENTIFIER 
IDENTIFIER '=' 
' ' enum_ident 
expression 
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' ' . Lype_id 
typc 





IDENTIFIER ·~· initializer 









fname '(' funct_arg_list ')' 
:[unct._dccl •{• decla atmt.s ')' 
f_arg_list 
I* empty •I 





















' ' ' 
'}' 











'{' decls stmts '}' 
statement_list 



































if_prefix bal_stmt else bal_stmt 
unbal_ifelse_strnt: if_prefix bal_stmt else UDbal_stmt 
unbal_if_stmt if _pref ix stmt 
e stmt list_exp scolon 
while_prefix WHILE condition 
bal_whilc_stmt while_prefix bal_stmt 
unbal_while_stmt: while_prefix unbal_stmt 
do_stmt DO stmt while_prefix ecolon 
for_prefix FOR '(' for_l_prefix 
FOR '(' list_exp for_Lprefix 
for_1_prefix scolon for_2_prefix 
scolon list_expO for_2_pref.ix 
for_2_prefix scolon •) • 
scolon list_expO ')' 
unbal_for_stmt for_preiix bal_stmt 
bal_f or _stmt for_preíix unbal_stmt 
switch_prefix S\HTCH ' (' list_exp ') ' 
bal_switch_stmt switch_prefix bal_stmt 
unbal_switch_stmt: switch_prefix unbal_stmt 
break_stmt BREAK scolon 
continue_stmt CONTINUE scolon 
return_stmt RETURN scolon 
RETURN list_expO scolon 
goto_stmt COTO IDENTIFIER scolon 
null_atmt scolon 
label IDENTIFIER '·' 
CASE expression '.' 
DEFAULT 1 • • 

































or_oper_exp LOG_OR and_oper_exp 
and_oper_exp 




bi txor _oper_exp 






bi txor_oper .. exp 
bitand_ope.r_exp 
equ_oper_exp 














add_oper_exp add_op mult_oper_exp 
mu~ t_oper _e.xp 
.,. 
·-. 















































'[' list_expO ']' 
' (' actual_par_list ')' 
' (' ') , 
' 1 field_name 
lNO_SELECTION field_name 
13') 








n_actua L par _1 is t; 
I 
n_uni t_par _list. 
scolon 
paren_exp 
SIZEOF '(' type_name ')' 
SIZEOF '(' prefix_exp ')' 
NE\.1 I (I 






type_name ' , ' expression 
prefix_exp ') 1 
' ) ' 
field_idcnt ' (' actual_par_liot ') 1 















' ' . 
u_actual_par 
o_ unit_par_list 
IDENTIFIER '.' expresaion 
I ( 1 list_expQ 1 ) 1 
'.' 
Apêndice E 
Arquivos do Tradutor 
A versão do compilador Cm tornada pública em junho de 1991 para. UNL\. e 
MS· DOS é composta pelos arquivos relacionados a seguir. A lista é produzida 
pelo programa wc (word count) [At 87], que indica, para cada arquivo e para o 
total dos arquivos, o número de liuhas, palavras e carát.eres (nessa ordem, da 
esquerda para a direita em cada linl1a). 
74 268 2042 header/analex.e 
315 890 6775 header/cm.e 
47 96 771 header/cm.h 
133 633 4758 header/code.e 
76 340 2789 header/code .h 
93 388 2905 header/debug.e 
74 250 2248 header/decl.e 
65 252 1812 header/environ.e 
181 577 4424 header/error, e 
218 819 6789 header/expr.e 
44 142 1136 header/file.e 
90 367 2703 header/filer.e 
101 353 2399 beader/global.h 
38 60 589 header/ gmem .e 
40 128 1036 header/llist.e 
66 333 2568 header/make.e 
60 208 1687 header/symtab.e 
63 63 705 header/tknames.h 
149 652 5084 header/type.e 
53 !55 1181 header/utils.e 
34 95 828 beader/wildcard.e 
141 
142 ARQUIVOS DO TRADUTOR -----
1093 3809 27455 analex.c 
321 805 5813 cm.c 
180 671 4893 crnlib.c 
802 2779 21817 codecdcl.c 
754 2751 22374 codecgen.c 
963 3014 25943 codeexpr.c 
35> 1210 10018 codemisc.c 
602 1874 13780 debug.c 
686 2395 19433 decl.c 
659 2476 18956 environ.c 
637 2272 18322 erro r. c 
251 1027 6260 exprn.c 
1694 6013 51173 expr. c 
303 1004 7680 file.c 
300 896 7432 filer.c 
69 189 1718 gmem. c 
3370 8989 79234 gram.y 
201 635 5388 llist.c 
3B4 1401 11311 make .c 
771 2761 21899 symtab. c 
1141 4113 33551 type .c 
171 590 4644 utils. c 
277 837 6943 wildcard.c 
86 301 2010 y_tab.h 
4331 16410 131661 ytab.c 
22426 76291 614943 --Total 
Arquivos com extensão ".c~, ~.e" c ".h" são cúdigo~fonte na linguagem C. Os 
arquivos y_tab.h e ytab.c são gerados por V;~cc a part.ir da l'(ramát.ica gram.y. 
Ytab.c ~ o analisador s.intático e coJtlém código modificado para tornar as llien-
sagem Je erro sintático mais iufornm.t-ivas ao usuário. Cmlil~.e uiio faz part~· do 
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