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ABSTRACT
Computer-aided urban design and planning typically
involves large programs, extensive data and large computer
systems. Because of their price and advantages of local
processing, minicomputers have recently emerged as a viable
alternative to larger computer systems for many applications.
This thesis describes an experimental set of programs which
attempt to give a minicomputer system the ability to handle
the large programs and extensive data encountered in urban
planning applications. The implementation of DISCOURSE,
a language for urban planners, is presented as an example
of the use of the programs. This work was carried out on
the Architecture Machine in the MIT School of Architecture
and Planning.
Thesis Supervisor: Ronald Walter
Assistant Professor of Urban Studies
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5I. INTRODUCTION TO THE PROBLEM
The use of the computer in urban design and planning
has been greatly restricted because only the very large
computer systems have the capacity to handle adequately the
large amounts of information dealt with in most planning
situations. Few planning organizations can afford their
own large machine, and therefore, planners typically have
had access to large computers only in batch processing or
time-sharing modes. However, batch processing is not suit-
able for the dynamic processes of design. Even time-.haring
systems, which are designed to provide extensive computa-
tional power and interactive capabilities, are usually lim-
ited in that they support only a small variety of keyboard
terminals and relatively low speed graphical devices.
Time-sharing also is relatively expensive, especially when
such large data bases as needed in planning applications
are involved.
The minicomputer is one alternative to "buying time"
on large machines. There are several important advantages
of a resident minicomputer configuration. The first is
that minicomputers are inexpensive. Basic processors cost
five to ten thousand dollars. An entire configuration with
6processor, graphics terminal, disk and extended core memory
can be put together for twenty-five thousand dollars. This
price is quite feasible for planning organizations who use
a computer regularly.
Another advantage of having local computation is that
the machine is more accessible. More people are likely to
use a machine which is close at hand twenty-four hours a
day. Also, because the computer services are not bought in
units of time, many new applications and experiments are
likely to be implemented on 'the machine, simply "because
it's there."
One of the more important advantages to a planner is
that there are a wide range of devices available for com-
municating with the machine. The graphical input and display
devices which can be interfaced to a minicomputer are much
more varied than those commonly found interfaced to time-
sharing systems. The speeds at which information can be
transferred are also much greater. For design systems which
demand rapid and detailed communication between the user
and the machine, the dedicated processor is a necessity.
With the minicomputer setup, the planner can choose the
devices which meet his own needs rather than having to take
the best of what is available.
7A minicomputer also has access to other computers via
phone lines. For special computation or information, the
minicomputer can dial up other minicomputers or time-
sharing systems.
The most important application of the minicomputer
to planning lies in the future. In The Architecture
Machine, Nicholas Negroponte hypothesizes a "machine in
residence" which is more than a sophisticated tool of the
designer. Through its experiential knowledge of the real
world and especially of the'designer, the machine becomes
1
a partner in design.
In order for a minicomputer to be a viable alternative
to a large computer system, it must handle the large amounts
of data and programs common to planning applications. This
thesis deals with the problems of giving minicomputers this
capability. The design and implementation of an experimental
system on a small computer is described.
One of the more important characteristics of a mini-
computer is its modest amount of primary storage. The a-
mount of primary storage in a minicomputer is inadequate
to store all of the necessary programs and data inherent to
a planning problem. A minicomputer system must bring the
programs and data into primary storage from secondary storage
8as they are needed. Even very large computers with large
amounts of primary storage face the same problem. In or-
der to handle colossal programs and data, or to handle more
than one user at a time, some large computer systems keep
in primary storage only what is immediately needed.
Typically, a large computer solves these "paging" pro-
blems with the aid of hardware features which today are not
generally available on minicomputers. "Base" registers
such as those employed in the IBM 360 and 370 series allow
for the relocation of programs and data without having to
alter all references to memory addresses. This relocation
is accomplished by simply changing the contents of a base
register which is always added to the address field of the
instructions to form the actual address. The most advanced
paging schemes in use today are those employing associative
memory registers to create a virtual memory environment,
as in the MULTICS system and the CP/CMS system. In these
two systems a program appears to the user to be loaded into
primary storage as a continuous block of code. However, only
some pages of the program may be in primary storage at one
time, and these might be widely scattered. Any reference
to memory is translated by hardware from its original
"logical" address to the actual "physical" address. An
9address in a page which is not in primary storage causes
2
that page to be brought into core.
The virtual memory scheme treats programs and data in
a similar fashion. However, in a minicomputer which lacks
even a base register, programs and large blocks of data
have an important distinction. Programs cannot be relocated
easily without translating or interpreting the memory refer-
enceswithin the program. On the other hand, relocating
blocks of data involves no changes in the data itself; the
only problem is to inform the programs of the new location.
Given this distinction between programs and data, the
system developed in this thesis treats programs and data
separately. The handling of large numbers of programs is
accomplished by overlaying; that is, by loading into the
same location in memory the subroutines of a large program
only when they are needed. The individual subroutines are
absolute core image modules which are loaded into a reserved
section of memory called a transient area. The systems
programs which create these loadmodules and load them under
computer control are part of the operating system of the
computer used. The minicomputer configuration on which
this work was implemented is the Architecture Machine in the
School of Architecture and Planning at MIT. The hardware
10
and software of this machine are described in Section II.
Section III presents a design and implementation of
a paging scheme for data. A package of FORTRAN callable
subroutines is described which allow user programs to create
and manipulate very large data bases. The user works with
only small parcels of the larger data base at a time.
These small parcels are brought into the memory of the com-
puter from secondary storage only when needed for processing.
Section IV offers DISCOURSE as an example of the way
the program overlaying techniques and the paged data list
package can be used to implement a planning problem on a
minicomputer. DISCOURSE is a planning language which oper-
ates on geographically based data which "models" a part of
an urban or regional area. The planner who uses DISCOURSE
has a variety of commands available to him which operate
on his data. The user can construct programs from these
commands. DISCOURSE programs allow the designer to see the
consequences of his assumptions by, for example, modifying
population data according to the designer's explicitly
stated rules of growth. DISCOURSE is an interesting system
to consider implementing on a minicomputer because it is
a useful design aid to the planner and because it histori-
cally has been implemented only on very large time-sharing
3
systems.
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II. A MINICOMPUTER CONFIGURATION: THE ARCHITECTURE MACHINE
The experiments described in this thesis were conduc-
ted on the Architecture Machine. The Architecture Machine
is a multiprocessor minicomputer configuration resident
in the MIT School of Architecture and Planning. Program-
ming on the Architecture Machine is under the control of
a disk operating system called MAGIC.
Hardware
In the Architecture Machine configuration, several
Interdata processors share all peripherals on a shared
input/output bus. The secondary storage device, a fixed
head disk, can store 500,000 bytes of information. Under
computer control the processors can claim an I/O device, thus
causing the device to be unavailable to other processors.
The processor which claims a device can release it upon
completion of its data transfer.
The Architecture Machine also has extensive graphics
and communications capabilities. Storage display scopes
and graphics tablets provide for very high speed graphics
input and output. Over phone lines, 202 and 203 data
sets link the minicomputer to large time-sharing systems and
other minicomputers with dynamic displays.
12
The programs implemented as part of this thesis require
an Interdata Model 5 and the disk drive. The .Model 5 on
which this work was done had 32,000 .bytes of primary memory.
The MAGIC Operating Sys tem
Each processor in the Architecture Machine operates
under control of an operating system called MAGIC. MAGIC
includes a sophisticated disk file management system. Pro-
cessors share space on the disk which is managed by similar
copies of MAGIC residing in the memory of each machine.
MAGIC presents to the user an environment like that of a
time-sharing system. The user can edit, compile, assemble,
load and debug programs in his directory of files. The use
of the MAGIC operating system is documented in the MAGIC
4
Reference Manual.
The program overlaying and paged data list packages
described in this report are written as subsystems operating
under MAGIC. They require several of the systems subrou-
tines which MAGIC provides. MAGIC has entries and super-
visor calls for the creation and manipulation of files under
user program control. Appendix 1 documents those MAGIC
commands and systems routines which are used by the overlay-
ing and paged data list package presented in the following
sections.
13
Program Overlaying under MAGIC
Absolute load nodules of object programs can be loaded
under user program control. Assembly language or FORTRAN
programs have access to MAGIC supervisor calls which load
and execute load module files which have the suffix .LOADMOD
in their name. The procedures for creating .LOADMOD type
files and detailed documentation of the MAGIC supervisor
calls can be found in Appendix 1.
An example of the use of the MAGIC overlaying technique
is diagrammed in figure 1. In this example the user is
overlaying FORTRAN subroutines. In low core we see the
MAGIC operating system program itself. Above MAGIC in user
core are two areas set up by the user. The first area is
the resident user program area. In this area the user has
loaded his main subroutine and all other resident subrou-
tines. The other user defined area is the transient user
program area. This area is where the loadmodules on the
disk will be loaded and executed. The transient area lo-
cation is chosen by the user and the user creates his
.LOAI14OD type files from this location. The size of the
- transient area must be as big as the largest loadnmdule
which will be loaded into it. The user's loadrnodules re-
side on the disk in the user's active directory.
14
PRIMARY STORAGE SECONDARY STORAGE
CALL FLINK(2HA , IER) - CALL C
MAIN .RETURN
' CALL FLINK(2HB , IER)-' CALL C
RETURN
PROGRAM OVERLAYING
FIGURE 1
TRANSIENT PROGRAM AREA
RESIDENT PROGRAM AREA
SUBROUTINE C
SUBROUTINE FLINK
PROGRAM MAIN
CALL FLINK(2HA ,IER)
CALL FLINK(2HB ,IER)
MAGIC
B.LOADMOD
CALL C
*A.LOADMOD
CALL C
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In this example, the user has loaded his main program,
MAIN, a subroutine C and a FORTRAN systems library subrou-
tine FLINK. FLINK accomplishes the .link between user FORTRAN
programs and the assembly language supervisor calls which
actually cause the load modules to be loaded. Subroutine
FLINK must be loaded into the user resident area in order
to accomplish the invoking of load nodules. Subroutine
FLINK is documented in Appendix 4. On the disk, the
user has absolute load nodules of subroutine A and subrou-
tine B.
As can be seen in the diagram, program MAIN first
"calls" subrouting A by calling FLINK:
CALL FLINK(2HA , IER)
The first argument in a call to FLINK is a Hollerith string
of characters which ends in a blank character and is the
file rme of the loadnvdule to be invoked. The second ar-
gument, IER, is an integer argument which can be used as
an error condition return codeor toreturn a computed value.
FLINK returns IER=-l if the .LOAEM0D file was not found
on the disk. The call to FLINK causes the load nodule file
A.LOAItMOD to be loaded into the transient area and execu-
tion to begin. Subroutine A can call programs in the resi-
dent area as it does in this example. Subroutine C is
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called. Subroutine C returns to load module A and load
module A returns through FLINK to Program MAIN.
A call is then made to subroutine B in a similar man-
ner. Load module B also calls subroutine C in the resident
user program area. However, subroutine A and B cannot
call eachother. This is illegal since a load module must
return through FLINK to the program which called FLINK.
Another call to FLINK before the return of the first call
would cause the return address of the first call to be
lost. Subroutine FLINK is not recursive.
The user is not limited to the single integer argument
in the FLINK call. Labelled and blank COMMON can be shared
between user resident and user transient load modules. The
description of COMMON usage is found in the Interdata FORTRAN
5Reference Manual.
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III. PAGED DATA LIST MANPGEMENT PACKAGE
The purpose of the paged data list package is to allow
user programs to access large data bases. Since the data
bases, or data lists are too large to reside in primary stor-
age, they must be stored in secondary storage. Sections
of the data lists must be brought from secondary storage
into primary storage as they are needed by user programs.
The package of subroutines must also provide flexibility
in the formats of the data lists.
This section describes the design for such a system,
which I have implemented on the Architecture Machine under
the MAGIC operating system. Appendix 2 describes in detail
the subroutines which make up this package.
Paging
The sections of the larger data lists which are trans-
ferred from secondary storage to primary storage are called
pages. In order for a user to have access to a part of
a large data list, the page which contains the desired data
must be brought into core. The section of primary storage
which is used to store the pages is called a page buffer
area. The number of pages and the size of the pages in a
page buffer area determines the amount of time required to
18
get data from the disk. Because transferring data to and
from the disk is slow compared to retrieving data in pri-
mary storage, increasing the number of pages or the size
of the pages increases the chances of having the desired
data in core. A compromise must be made between the amount
of primary storage used and the speed of the paging. Since
this compromise depends on the particular application, the
user specifies the number and size of the pages in a page
buffer area.
Before specifying a page buffer. area, however, the user
must initialize the paged data list package. The initial-
ization includes turning over to the paged data list package
all user core which is not used by common or resident sub-
routines. The programs of the package use this core for
storing information about the user's data bases and for the
actual page buffer areas. To initialize the system the user
does the following:
CALL DFREE
This should be done only once at the beginning of the user's
main program.
The user may work with more than one data list. The
size of the pages and the frequency of access to these lists
might be very different. Therefore, it is convenient to
19
allow the user to define more than one page buffer area.
This means that each page buffer area must be identifiable
so that the system is not confused as to which buffer area
is being referenced. Therefore, the subroutine which the
user calls to define a page buffer area is an integer func-
tion which returns a unique integer value which is the iden-
tifier number of the paged buffer area just defined. All
future references to that buffer area by user programs must
include the identification number.
The user defines a paged buffer area in the following
manner:
IBUF=CBA(NPAGES,NSIZE)
NPAGES is an integer variable whose value is the number of
pages to be set up in the buffer area. There is no hard and
fast rule to compute what value this should be. The number
of pages is a function of how much core is available and how
often the lists which will be paged into that buffer area
are accessed. In general, NPAGES must be determined by
experimentation. It is a good idea to try one or two pages
at first and then see if improvements in response must be
made. NSIZE is an integer variable whose value is the num-
ber of 128 byte blocks to be allocated per page. It takes
four bytes to store one floating point number or two bytes
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to store one integer number. Therefore, if NSIZE=1 the
pages designated would be large enough to hold 32 floating
point numbers or 64 integer numbers.- Again, the user will
have to experiment to find the optimal page size for his
application. The value returned in IBUF is the identifier
number of the buffer area just defined. The name of the
subroutine, CBA, must be declared an integer variable in
the user's FORTRAN program.
To create a data list, the user must specify to which
page buffer area the list is to be assigned, and what the
format of the list will be. As we have seen, subroutine
CBA returns an identifier which is used to specify which
buffer area is meant. However, there are a variety of for-
mats which can be specified for the data lists.
Data Lists
Each data list is made up of a sequence of logical
beads. A bead is a fixed length block of data. A bead
has a user-defined structure consisting of integer, floating
point and character string fields. The structure of a bead
is determined in the user programs by FORTRAN declaration
statements (or assembler language define storage statements).
An example of a bead structure is shown in figure 2. The
FORTRAN declaration statementsand the assembler language
21
ASSEMBLY
LANGUAGE
STRUCTURE
NUM DS 2
FNUM DS 4
ALPHA DS 8
INTS DS 8
VALS DS 12
FORTRAN IV
STRUCTURE
INTEGER*2 NUM
REAL FNUM
REAL ALPHA(2)
INTEGER*2 INTS(4)
REAL VALS(3)
SAMPLE BEAD STRUCTURE AND DATA
FIGURE 2
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define storage statements create an in-core image of a bead.
The user programs can place values into the variables which
structure the storage space. Through subroutine calls the
user can "write" a bead from his in-core area to the data
list which is stored as a file on the disk. Likewise,
through subroutine calls the user can "read" a bead into the
in-core bead area from the disk. The data in a bead does
not actually go directly to and from the disk and the user's
in-core bead area. The beads are transferred from the pages
in the page buffer areas. A diagram of the transfer of
a bead from the disk resident data list to the page buffer
area and finally to the storage area in a user program is
shown in figure 3. Typically, several beads fit in one
page. If several consecutive beads are accessed, the disk
itself will not have to be accessed for each bead.
There are three types of bead lists which the user
can define. Bead list definition is accomplished by the
following call:
ILIST=ALST(IBUF,ALPHA,IBSIZE,IDSIZE,IORDER,IER)
In the argument list, the value of the variable IBUFspeci-
fies to which of the previously created page buffer areas
this list should be assigned. ALPHA is an array of thirty-
two characters (or a character string of the form
23
PAGE
BUFFER
AREA-
Figure 3 - BEAD Transfers
USER
STORAGE
AREA
-DATA
LIST
FILE
Xr
x
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32HEXAMIPLE.LIST.NAME ) which is the name of
the list. IBSIZE indicates the size of the beads in bytes.
Four bytes is required for each REAL value in the bead and
two. bytes is required for each INTEGER*2 variable in the
structure. The variables IDSIZE and IORDER specify which
of the three types of bead lists this list is to be. The
three types of bead lists and the corresponding values of
IDSIZE and IORDER will be explained in the next paragraph.
The variable IER returns an error condition code to indicate
whether the list was properly established. The list defi-
nition returns a unique integer identification number in
ILIST.. This identification is used in a similar manner as
the page buffer area identification number, to avoid speci-
fying the lengthy thirty-two character list name each time
a bead is referenced. The integer function name ALST must
be declared as INTEGER in the user program.
The values specified for IDSIZE and IORDER indicate
which of the three types of lists is being defined. To
specify the first type of bead list, IDSIZE and IORDER are
set equal to zero. The format of a type 1 bead list is
shown in figure 4. The structure of the bead in this exam-
ple is one floating point number and one integer, therefore
the bead size is six. As will be shown later, type 1 beads
25
INTEGER ALST
ITYPE1=ALST(IBUFNAME1, 6,0,0, IER)
IN-CORE
BEAD
BEAD
LIST
FILE
4 33.5
148
FORTRAN
STRUCTURE:
REAL FNUM
INTEGER*2 INUM
Figure 4 - Bead Type 1
23.9
2749
115.2
984
7.24
57
33.5
148
2934.0
29255
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are referenced by referring to the numerical position of the
bead in the bead list, such as bead 4.
The format of bead type 2 is shown in figure 5. The
structure of the bead in this example is a four-character
alphabetic variable (four bytes) and a REAL variable. Thus
the bead size is eight bytes. A type 2 bead is different
from a type 1 bead in that an identifier field is specified.
An identifier field is a part of the bead structure whose
value will be used to identify that bead. The identifier
field is always the first few bytes in the bead structure.
In the call to ALST, IDSIZE is given the value of the num-
ber of bytes in the identifier field and IORDER is set to
zero to indicate a type 2 bead list. In the example, IDSIZE
=4, therefore, the first four bytes (the character variable
ALPHA) are the identifier field. Whenever the user program
refers to a bead in the list, a linear search will be made
into the data list to find a match between the contents
of the identifier field of the user's in-core bead area
and the identifier field of the beads in the data list.
'The format of_ a type 3 bead is shown in figure 6. The
structure of the bead in this example is the same as in the
example of the type 2 bead. A. type 3 bead also has an iden-
tifier field. However, the difference between a type 3 bead
27
INTEGER ALST
ITYPE2=ALST(IBUF, NAME2 ,8, 4,0,IER)
IN-CORE BEAD
BEAD LIST
FILE
IDENTIFIER
FORTRAN
STRUCTURE:
REAL ALPHA,VAL
z Y
x I
14.1
M Q
L H
75.29,
A H
L N
132.6
B F
J K
7.2
T S
Y B
77.3
Figure 5 - Bead Type 2
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INTEGER ALST
ITYPE3=ALST(IBUF,NAME3, 8,4,1, IER)
IN-CORE BEAD
BEAD LIST
FILE
IDE1TIFIER
FIELD
FORTRAN
STRUCTURE:
REAL ALPHA, VAL
L N
132.6
B F
J K
7.2
M Q
L H
75.29
T S
Y B
77.3
z Y
x I
14.1
Figure 6 - Bead Type 3
A H A1
2
3
4
5
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and a type 2 bead is that the type 3 bead orders the beads
in the list by the contents of the identifier field. Thus
as beads are added to the data list they are inserted into
the list according to the value of the identifier field.
The identifier field of the type 3 bead should be made up
of integer (numerical order) or character (alphabetic or-
der) variables only. Combinations of these two data types
are acceptable. This ordering enables the beads to be ac-
cessed in a particular order as specified by the contents
of the identifier field. Like the type 2 bead, any particu-
lar bead can be accessed by specifying the contents of the
identifier field and accessing the bead in the data list
with the matching field. A type 3 bead is indicated in the
call to ALST by setting IDSIZE to the number of bytes in
the identifier field and setting IORDER to a positive inte-
ger value.
After a call to the integer function ALST, the return-
ed value of IER indicates the status of the list. A value
of 0 indicates that the list specified did not exist on the
disk and is now defined and ready to be created. A returned
value of 1 indicates that the list does exist on the disk
and is now open to access its contents or to modify the
contents. A returned value or -1 indicates that the page
30
buffer identifier (IBUF in the examples here) value was not
valid; that is, it was not one of those returned to the user
by CBA. Finally, a returned value in IER of -2 indicates
that the user has already defined a data list with the name
specified in the name argument.
Data Accessing
All transfers of data to and from the user's in-core
bead storage areas and the data lists are accomplished
through calls to subroutines PUTBD and GETBD. PUTBD trans-
fers a bead image in the user's program storage area to
the data list via the page buffer mechanism. GETBD trans-
fers a bead image from the data list to the user's bead
storage area also, via the page buffers.
A call to PUTBD has the following form:
CALL PUTBD(ILIST, BLOCNUMB, IER)
ILIST has the value of the unique identifier number of the
list being specified. ILIST informs the paged data list
management subroutines of which list is being accessed and
therefore what buffer area it is assigned to, how large the
bead size is and which of the three types of bead list it
is. BLOC must be the first variable in the user's bead
structure. This informs.subroutine PUTBD where it is to
obtain the bead.
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The value of the argument NUMB has different meanings
to subroutine PUTBD depending upon which of the three types
of bead lists is being manipulated. If the list is a type
1, NUMB=-l indicates that the bead is to become the first
bead in the data list; a positive value for NUMB, n, indi-
cates that the bead is to become the nth bead in the list;
NUMB=0 indicates that the next bead after the last bead
accessed by PUTBD or GETBD is to be replaced by the bead
in user storage.
If the list is a type 2, NUMB is ignored. For a type
2 list the identifier field of the bead specified in the
user's storage area is compared to the identifier fields of
the beads already in the data list. If a match is found,
the bead in the data list is replaced by the "new" bead.
If a match is not found after searching all of the beads
in the list, the "new" bead is added to the end of the list.
For a type 3 list, NUMB=-l indicates that the identifier
field of the bead in the user's storage area (at BLOC) is to
be compared to the identifier field of the ordered beads in
the data list. If a match is found the bead is to be delet-
ed. If NUMBis non-negative then the "new" bead replaces
the bead in the list with a matching identifier field, or
if no match exists, the bead is inserted into the list in
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the proper order. Upon return from PUTBD, IER=O if the bead
action was carried out properly or IER=-1 to indicate that
the list identifier (ILIST) was invalid.
To transfer a bead from the data list to a user's stor-
age area a call of the following format is made:
CALL GETBD(ILIST,BLOCNUMB,IER)
In this call ILIST again is the unique identifier number
for a list which was defined earlier by a call to ALST.
BLOC is(as for PUTBD)the first variable in the bead storage
area. The type of list being modified and the value of
NUMB determine what action will be taken by subroutine
GETBD. If NUMB=-l,for all three types of data lists the
first bead in the list will be transferred to the user's
bead storage area. If NUMB;-, for all types of bead lists
the bead following the last bead accessed by PUTBD or GETBD
will be transferred to the user's bead storage area. If the
list is a type 1 and NUMB is a positive number n, the nth
bead will be obtained. If the list is a type 2 or 3 and the
value of NUMB is positive, the identifier field of the bead
area in the user's program (at BLOC) will be compared to the
identifier fields of the beads in the data list. If a match
is found the entire bead will be transferred from the data
list to the bead area in the user's program. On return
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from subroutine GETBD, IER will have a value of zero if the
bead was successfully obtained. If IER returns a value of
-1 the list identifier (ILIST in the example) was invalid.
If the value of IER is -2 or -3 then the bead was not found
or an end of file was reached.
All of the beads in a data list may be deleted by the
following call:
CALL ELST(ILIST)
ILIST is again the identifier of a list.
Ending the Paged Data List Package
Before halting a user program which uses the paged data
list package, the active lists and buffer areas must be
released. This must be done because modifications to beads
are made first only in the pages in the buffer areas. The
actual page on the disk copy of the data list is not modi-
fied until necessary. It is necessary to update only when
the page in core must be used for another section of the
disk or when the user's task has ended. To update a disk
copy of a data list and to remove the list from a buffer
area ("undefine" it) the following call is issued:
CALL RMLST(ILIST)
where ILIST is the unique identifier which was assigned to
the list by ALSTO
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All of the data lists assigned to a specific page buffer
area can be updated and removed by the call:
CALL FRBA(IBUF)
where IBUF is the unique identifier assigned to the buffer
area by subroutine CBA. All paged buffer areas must be
"undefined" by a call to FRBA before the user halts his
program.
When all page buffer areas have been released by calls
to FRBA, the user core which was originally given to the
MAGIC free storage manager by subroutine DFREE must be
reclaimed. This is accomplished by the call:
CALL DGET
If this sequence of calls is not carried out as des-
cribed there is a good possibility of loosing updates to
the data lists. Not reclaiming user core properly at the
end of a task can also result in crashing the operating
system if programs are loaded into the area of user core
which is still under control of the operating system.
A summary of the commands just described can be found
in figure 7. More detailed descriptions of the subroutines
which make up the paged data list package can be found in
Appendix 2. The next section offers an example of the use
of this package.
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CALL DFREE
IBUF=CBA(NPAGES,NSIZE)
Initializes free storage
Defines buffer area, where
NPAGES=number of pages
NSIZE=page size
IBUF=buffer area identifier
IL=ALST(IBUFNAME,K,L,M, IER) Defines data list, where
IBUF=buffer area identifier
NAME=32 character list name
K=bead size
L=identifier field size
M=order flag
IER=error return
IL=list identifier
CALL PUTBD(IL,LOCB,NUMBIER) Puts bead from user storage
into data list file, where
IL=list identifier
LOCB=bead location
NUMB=bead number
IER=error return
CALL GETBD(ILLOCB,NUMB,IER) Gets bead from data list and
puts into user storage, where
IL=list identifier
LOCB=bead location
NUMB=bead number
IER=error return
CALL ELST(IL) Erases data list, where
CALL RMLST(IL)
CALL FRBA(IBUF)
CALL DGET
IL=list identifier
Removes data list, where
IL=list identifier
Releases page buffer area and
removes associated data lists,
where
IBUF=buffer identifier
Reclaims free storage from
MAGIC
Figure 7 - Paged Data List Package FORTRAN Summary
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IV. A PLANNING APPLICATION: DISCOURSE
DISCOURSE is a geographically based planning language.
DISCOURSE allows a planner to set up a model of an urban
or regional area. The user does so by defining a two di-
mensional grid. The user defines attributes (LAND, WATER,
HOUSING, INDUSTRY, ROAD...) and assigns these attributes
to specific locations on the grid. Attributes may have
variables (CHARVARs) and constants (CHARCONs) associated
with them. For example, an attribute called HOUSING might
have associated with it a constant, TAXRATE, having a value
of 0.003 and a variable, RENT, whose value might change
from location to location. In addition to this special
purpose map structure, DISCOURSE has the arithmetic, logi-
cal, and temporary variable capabilities of the widely used
higher level languages. For complete descriptions of the
language and its use, several reference manuals can be
6
consulted.
A DISCOURSE user can work in command mode which allows
him to enter DISCOURSE commands from a console, or he can
write DISCOURSE programs which can be executed. DISCOURSE
commands allow for the creation of basic grids and the mani-
pulation of the attribute information as well as arithmetic
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and logical processing. DISCOURSES' generality allows for
a broad range of quantitative methods to be applied to grid
based information.
Command Interpreter Package
DISCOURSE is an interpretive language. As such, it
was necessary to implement a command interpreter package
to decode the various elements from the command line.
However, because of its generality and modularity it is
a package of programs which can be used for similar purposes
in many other applications.
The command interpreter package is a group of subroutines
which has calls to read a command line and to find the next
"element," such as a word, a number or a "break" character.
The type of element found and the various types of values
associated with it are passed to user programs by FORTRAN
COMMON storage. The COMMON statements and declaration
statements which make up this area are shown in figure 8.
To use the system, the common area must first be ini-
tialized. The values in the array CHRTBL must be set.
CHRTBL is an array whose values indicate which characters
are alphabetic, numeric, or special break characters such
as , +, -, /, etc. To set the values of the common area
the following call is issued:
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COMMON CMDBUF, LASTWD, NUMB, WDTYPE, BREAK, L BREAK
COMMON COLUMN, LCOLMN, LLCL4N, CHARS, FNUM
COMMON SAVEA, SAVEB, CHRTBL
REAL CMDBUF(33) ,LASTWD(8) ,CHRTBL(32)
INTEGER*2 NUMB, WDTYPEBREAK, LBREAK, COLUMN
INTEGER*2 LCOLMN, LLCLMN, CHARS, SAVEA(16),SAVEB(16)
Figure 8 - Command Interpreter Package COMMON
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CALL INITAN
Subrouting INITAN requires an absolute load module called
INITVS.LOADMOD to exist on the disk. Currently the common
area for the command interpreter is fixed at memory location
x'7000.' Procedures for changing this are discussed in
Appendix 3. User COMMON statements can follow the COMMON
statements of the command interpreter.
To read a command, the user program issues:
CALL READCM
This causes a command line to be read from the console device.
Before returnin& subroutine READCM calls subroutine ANWORD
once to find the first element in the command line.
Subroutine ANWORD finds the next element in the com-
mand line. ANWORD sets the values of variables in the common
area as shown in figure 9. Here are some examples of what
ANWORD does:
If the command line were
A = 10.4 * 10B
successive calls to ANWORD would return
First call: LASTWD=A
WDTYPE=1
BREAK=6 (blanks are not breaks if follow-
ed by another type of break)
40
LASTWD - 32 characters of the ASCII representation of the
element read, left justified with trailing blanks
NUMB - If the element was a number, NUMB contains the
integer value, otherwise, it contains 0
FNUM - If the element was a number, FNUM contains the
floating point value, otherwise, it contains 0
WDTYPE - 1 if the element was a word (alphabetic)
2 if the element was an integer number
3 if only a break character was found
4 if the element was a floating point number
BREAK - Contains the break character code for the break
character which followed the element. Possible
integer codes and break characters are:
0 blank
1 end of line
2 +
3-
4,
5.
6=
7/
8*
9 $
10 (
11 >
12
13
14(
15 )
LBREAK - Contains the previous break character code
COLUMN - Column of the break character
LCOLMN - Column of the previous break character
LLCLMN - Column of the break character before the previous
break character
Figure 9 - COMMON Values Set by Subroutine ANWORD
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Second call: LASTWD=10.4 (ASCII characters)
WDTYPE=4
BREAK=8
NUMB=10
FNUM=10 .4
Third call: LASTWD=1OB (an alphabetic character in
an element make it a word)
WDTYPE=1
BREAK=1
Should ANWORD encounter an "&" character, it will in-
terpret it as a blank and read another command line. In
this manner, commands can continue beyond one line.
Appendix 3 provides a more detailed description of
the workings of this package.
Implementation
While it has not been within the scope of this thesis
to implement a major subset of the DISCOURSE language on
the Architecture Machine, the basic structure of DISCOURSE
has been implemented using the paged data list package and
command reader package operating under the MAGIC operating
system. Figure 10 shows a diagram of the system with
DISCOURSE in operation.
The main divisions of primary storage usage are the
MAGIC operating system itself, resident subroutines, a tran-
sient program area, free storage and common storage. The
MAGIC operating system version 2.3 takes up approximately
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COMMON STORAGE AREA
FREE STORAGE AREA
TRANSIENT PROGRAM AREA
-DISCOURSE: SETUP, STAREQ,
PUT, SHOW, END
RESIDENT PROGRAM AREA
-DISCOURSE: DFLINK, LOPER,
TBIT, RESBIT,
SBIT, DEFINE
-PAGED DATA LIS-T PACKAGE
-COMMAND INTERPRETER PACKAGE
MAGIC
Figure 10 - DISCOURSE Core Usage
43
10,000 bytes of the 32,000 bytes of memory of the Interdata
Model 5. This area contains the resident disk I/0 subrou-
tines used by the MAGIC system and DISCOURSE, such as READF
and WRITEF. The MAGIC section of core also includes areas
for transient systems load modules. A 1000 area byte in
MAGIC is used for free storage.
In the remaining 22,000 bytes of primary storage lies
the DISCOURSE sub-system. The resident subroutine section
is divided between the subroutines of the paged data list
package, the command reader package and the resident DISCOURSE
subroutines. The resident DISCOURSE-subroutines are those
programs which are called frequently enough to warrant
staying in primary storage at all times.
The COMMON area is made up of the COMMON area for the
command reader package followed by COMMON storage for
DISCOURSE. This area is all blank COMMON. The DISCOURSE
COMMON area is a group of variables used by the resident
and transient DISCOURSE subroutines.
The transient DISCOURSE subroutines are those routines
which are used only occasionally such as individual com-
mands. These routines have been loaded into the transient
area with references to the resident programs resolved and
then dumped on the disk in the .LOADMOD format. (See Ap-
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pendix 1). The transient FORTRAN subroutines are brought
into the transient area and started by a call to subroutine
FLINK of the form:
CALL FLINK(5HNAME , IER)
The first argument in the call statement is a character
string (which must end in a blank) which indicates which
.LOADMOD type file is to be loaded. In this example,
NAME.LOADMOD would be loaded. The second argument, IER,
is used to pass an integer argument such as an error code.
Other arguments are transferred through the COMMON varia-
bles. Subroutine FLINK loads the specified load module
by a type 8 supervisor call. The registers are saved upon
entrance to subroutine FLINK. The loaded load module is
then started 36 bytes relative to the beginning address of
the load module (this is the standard starting location of
a FORTRAN program in the Interdata FORTRAN IV). The load
module returns to FLINK (which is a resident DISCOURSE
program) which in turn reloads the registers and returns
to the calling program in the resident program area.
The free storage area shown in figure 10 is that portion
of the non-MAGIC primary storage which is not used by
DISCOURSE resident and transient programs or COMMON. When
DISCOURSE is initially entered, this unused storage area
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is "given" to the MAGIC free storage manager by a call to
subroutine DFREE in the paged data list package (see Sec-
tion III and Appendix 2).
The DISCOURSE system on the Architecture Machine uses
a permanent (not initialized each time) data list to store
the command names. A non-DISCOURSE program is used to add
command names or alias command names to this data list.
The structure of the command list, DISCOURSECOMMANDS, is
shown in figure 11. This is a bead type 2 list. Each bead
in this data list is made up of a 16 byte identification
field for the actual command name, and an integer (2 byte)
index which is used to indicate to which command subroutine
the DISCOURSE main program should transfer.
The FORTRAN program which is used to modify the com-
mand name list is called DCOMTABTEST. A listing of this
program can be found in Appendix 4. DCOMTABTEST must be
loaded with the page data list packaged and the command
interpreter package. When started, DCOMTABTEST types out
the existing commands and index values. Then the console
accepts input lines. To enter new commands, each line of
input should be one command name followed by an integer
index. If the first element typed is not an alphabetic
word, the program halts.
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iNTEGER ALST
ICOMF=ALST(ICOMB, 32HDISCOURSECOMMANDS .. ,18,16,0, IER)
IN-CORE
BEAD
BEAD
LIST
FILE
FORTRAN
STRUCTURE:
REAL NAMEIT(4)
INTEGER*2 ITYPE
Figure 11 - DISCOURSE Commands Data List
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The call which sets up access to the command name file
is:
ICOMF=ALST(ICOMB,32HDISCOURSECOMMANDS ,18,16,0,IER)
Where ICOMF is the returned list identifier and ICOMB is
the buffer identifier. The main DISCOURSE program, D, uses
the command interpreter to read a command line. If the
first element of the command line is a word, the word
is moved from LASTWD to a storage area with the same struc-
ture as DISCOURSECOMMANDS called NAMEIT. A call of the
form:
CALL GETBD(ICOMF, NAMEIT, 1,IER)
will seek a match for the identifier (command name) field
in the bead. In figure 11, the character string SETUP
has been placed in the bead image area NAMEIT. The call
to GETBD will result in the index value, 1 in this example,
being brought into storage location ITYPE which follows
NAMEIT.
The main DISCOURSE program uses this index value in
a computed GOTO statement to a branch to a call to the
proper command subroutine. In this example,
CALL FLINK(6HSETUP , IER)
would occur. Subroutine SETUP. is a transient load module
command which will be loaded into the transient area (see
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figure 10) and executed.
Subroutine SETUP has as arguments the coordinates of
the grid, the maximum number of attributes and -the maximum
number of variables. Once in the SETUP subroutine, suc-
cessive calls to ANWORD (command interpreter) retrieve
these values. With this information, SETUP initializes
the four temporary data lists used by DISCOURSE to keep
track of attribute names, their locations on the grid, and
the names of the temporary variables, CHARVARs and CHARCONs.
The first of these four data lists created by SETUP
is a bit mask of the entire grid; that is, for each location
on the. grid there is a corresponding bit which indicates
whether or not a particular attribute exists at that lo-
cation. For each location there is a bead. There is one
bit in each bead for each attribute. Since there are eight
bits per byte, the bead size of the list is the maximum
number of attributes rounded up to the nearest number divi-
sible by eight, divided by eight. The actual manipulations
of the individual bits is carried out by assembly language
subroutines.
An example structure for the bit mask data list is
shown in figure 12. For a maximum of 16 attributes the
call to set up the list would be:
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INTEGER ALST
IBITF=ALST(IBITB,32HDISCOURSEBITMASK ...,NBITBD,O,O,IER)
FORTRAN STRUCTURE:
INTEGER*2 IBUFF
IN-CORE
BEAD
L0110 1000 0000 0000
Attribute 5 Exists
Attribute 3 Exists
Attribute 2 Exists
Grid Bead
Coordinate IR, IC '-Number
Where: IR = Row Number
IC = Column Number
MC = Maximum Number
(IR-1)*MC+IC
of Columns
Example: 3x3 Grid
Grid
Coordinates
Bead
Numbers
12 3
3, 2-. (3-l)*3+2=8
Figure 12 - Bit Mask Data List
1
2
3
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IBITF=ALST(IBITB,32HDISCOURSEBITMASK ,NBITBD,0,,0,IER)
where IBITB is the buffer area identifier number and NBITBD
is the bead size. In a bit mask bead, the left most (high
order) bit corresponds to the first bead.
The second temporary list which is initialized by SETUP
is a name table which holds the names of attributes and
temporary variables. See figure 13. The beads consist of
a 16 byte character field and a 2 byte integer field (which
together form an 18 byte identifier field) followed by a
4 byte field whose meaning depends-upon which type of
name is in the identifier field. The table is created by:
INAMF=ALST(INAMB, 32HDISCOURSENAMES ,22,18,0, IER)
where INAMB is the buffer identifier and INAMF contains the
returned list identifier.
The4 byte index field of the DISCOURSENAMES bead stores
different arguments for each type of name. If the name is
an attribute (ITYPE(1)=2), ITYPE(2)contains the bead number
of a bead in another data list called DISCOURSEATTRIBUTES
which stores useful information about each attribute. If the
name is a temporary variable (ITYPE(l)=3), the actual float-
ing point value of the variable would be stored in the last
4 bytes of the bead. This would be accomplished by de-
claring ITYPE(2) to be an EQUIVALENCE with some REAL variable
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INTEGER ALST
INAMF=ALST(INAMB, 32HDISCOURSENAMES ...,22,18,0, IER)
IN-CORE
BEAD
Identifier.
Field
Name Field
Type Field
Index or
Value Field
FORTRAN
STRUCTURE:
REAL NAMEIT(4)
INTEGER*2 ITYPE(3)
EQUIVALENCE (ITYPE(2) ,RNUM)
For: Attributes
ITYPE(1)-=2
Temporary
Variables
ITYPE(1)=3
Arrays
ITYPE(1) =4
ITYPE(2)=index RNUM=value
Figure 13 - Name Data List
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such as RNUM, for example.
DISCOURSEATTRIBUTES is the third of the four temporary
data lists which are created by the SETUP command sub-
routine. The list is a type 1 list and it is defined by
the statement:
IATF=ALST(IATB, 32HDISCOURSEATTRIBUTES ,120 ,0,IER)
where IATB is the page buffer area identifier number and
the variable IATF is the list identifier number which is
returned by the integer function. The structure of the
attribute table data list and the fourth temporary data
list, DISCOURSECHARNAMES, is shown in figure 14. Each
bead in the attribute table data list is pointed to by the
index (ITYPE(2)) field of a bead in the name table. The
attribute table bead itself is made up of 6 INTEGER*2 fields.
These 6 integers indicate the number of grid locations at
which the attribute currently exists, the number of CHARVARs
associated with the attribute, the number of CHARCONs
associated with the attribute, an index (a bead number)
into the CHARCON and CHARVAR name table (indicating the
beginning of successive beads which hold the CHARVAR names),
another index into the same list which points to the CHARCON
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INTEGER ALST-
IATF=ALST(IATB,32HDISCOURSEATTRIBUTES ... 12,0,O, IER)
IN-CORE
BEAD
#of Grid Locations
#of CHARVARs
#of CHARCONs
1st CHARVAR name ptr.
1st CHARCON name ptr.
Attr. List ID #
FORTRAN
STRUCTURE:
INTEGER*2 ITYPE(6)
INTEGER ALST
ICHARF=ALST(ICHARB,32HDISCOURSECHARNAMES ... ,20,0,0,IER)
IN-CORE
BEADS
FORTRAN
STRUCTURE:
CHARCON Name
CHARCON Value
CHARVAR Name
REAL NAMEIT(4),VAL
Figure 14 - Attribute Data List and CHAR-Name Data List
1
2
1
5000
T A
X R
A T
E
0.003
R E
N T
54
names and finally, the list identifier number for a list
containing the values of the CHARVARs at locations at which
the attribute exists (not implemented here).
The form of the table DISCOURSECHARNAMES which stores
the names of CHARVARs and CHARCONs is also shown in figure
14. As mentioned in the description of DISCOURSEATTRIBUTES,
indexes into this data list indicate the first bead of a
series of beads which store the CHARVAR or CHARCON names
of an attribute. The data list is created by the call:
ICHARF=ALST(ICHARB, 32DISCOURSECHARNAMES ,20,0,0, IER)
ICHARB is the buffer area identifier number and ICHARF is
the variable in which the list identifier number is returned.
The beads in the table store the 16 byte character name
field and a 4 byte REAL variable to store the value of
a CHARCON. If the name is a CHARVAR, the REAL field would
be ignored. The table DISCOURSECHARNAMES was not actually
used in the limited implementation documented here.
Another group of temporary lists which I have designed
but which has not been incorporated into the DISCOURSE
system of the Architecture Machine is the CHARVAR value
lists. There would be one CHARVAR value list for each at-
tribute which has CHARVARs. These lists would be pointed
to by the last integer field in the beads of the attribute
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table DISCOURSEATTRIBUTES. These lists would be created
only if an attribute has CHARVARS since otherwise the bit
mask data is sufficient to store the information known about
the attribute. The data lists would be created by a call
similar to this:
IATVAR=ALST (IATVB, ATNAME, NSIZE,2,lIER)
In this call, IATVB would be the identifier number for the
page buffer area to which all attribute CHARVAR data lists'
are assigned. IATVAR would return with the list identifier
number which would be stored in the attribute's bead in 'The
attribute table data list. ATNAME would be a 32 byte charac-
ter storage area containing the name of the array (perhaps.
with a suffix of .DISCOURSE to indicate the origin of the
file). Figure 15 shows the structure of an attribute data
list bead. The bead would consist of a 2 byte integer iden-
tifier field to store the location in the grid to which
the data in the bead is associated. The rest of the bead
would consist of 4 byte REAL variable storage areas, one for
each CHARVAR in the order in which the CHARVAR names occur
in DISCOURSECHARNAMES. Thus,the value of NSIZE in the call
to ALST would be 2+4*n, where n is the number of CHARVARs
for the given attribute.
Figure 16 shows how all of these temporary data lists
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INTEGER ALST
IATVAR=ALST (IATVB, ATNAME ,NSIZE,2,l, IER)
IN-CORE
BEAD
FORTRAN
STRUCTURE:
INTEGER*2 GRIDL
REAL CVALS(4)
8
34.5
99.2
175.8
1.3
Grid Location and
Identifier Field
CHARVAR Values
(1 REAL Storage
Area for Each)
Figure 15 - CHARVAR Value Data List
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interact. It is by means of these data lists that the ma-
chine stores the information which the user sees as a map
display.
When the SETUP command creates and initializes (using
subroutine ELST) these temporary data files, it creates
attributes which are used in logical operations described
later. It creates NULL as attribute number 1 (high order
bit in a bit mask byte) and UNIVERSE as attribute number 2
(next highest bit). The names of these two attributes are
placed in the name table (DISCOURSENAMES) and the entries in
the attribute information list (DISCOURSEATTRIBUTES) are
made. There are no CHARVARs or CHARCONs associated with
these attributes. Initially, SETUP zeros out all of the
attribute bit mask list (DISCOURSEBITMASK). NULL is defined
to exist nowhere, therefore, nothing is done for it with
respect to its bits in the bit mask. However, UNIVERSE is
defined at all locations, therefore, bit number 2 must be
set to 1 at all locations.
Individual bits in the bit mask can be manipulated
by several subroutines which reside in DISCOURSE resident
primary storage. The three most basic bit handling rou-
tines are TBIT, SBIT and RESBIT. These subroutines all
operate on an individual bit in a designated storage area.
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GRID MAP'
DISPLAY
1 2 3
2
3
ATTRIBUTE
VALUE
DATA LIST
BIT MASK
DATA LIST
01000000
01000000
01000000
0 1000000
01,100000
01000000
01000000
01000000
ATTRIBUTE
INFO.
DATA LIST
NAME TABLE
DATA LIST
H 0
U S
I N
G
2
3
CHAR-
NAME
DATA LIST
R E
N T
T A
X R
A T
E
0.003
Figure 16 - DISCOURSE Data Lists
z
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To manipulate the DISCOURSE bit mask, beads from DISCOURSE-
BITMASK are brought into an integer storage area via the
paged cbta list package subroutine GETBD. The bit manipu-
lating subroutines can then be called.
The first of these three subroutines is TBIT. TBIT
tests the state of a particular bit and is called by:
ITEST=TBIT(LOCB, NBIT)
where LOCB is the storage area into which the bead has
been brought. NBIT has an integer value which is the bit
number to be checked. Bit riumber 1 is the high order bit,
bit number two the next highest and so forth. ITEST re-
turns a value of 1 if the bit was set, or a 0 if the bit
was not set.
The second bit handling subroutine is SBIT. This
subroutine sets a specified bit to 1. It is called by:
CALL SBIT(LOCB,NBIT)
where as before, LOCB is the location of the bead and NBIT
is the number of the bead to be set.
The last of the basic subroutines is RESBIT. Subrou-
tine RESBIT sets a bit to 0. It is called by:
CALL RESBIT(LOCB,NBIT)
where LOCB and NBIT are defined as for TBIT and SBIT.
SETUP uses these subroutines to set the initial bit
60
values for UNIVERSE. SETUP gets each bead from the bit mask
data list and uses subroutine SBIT (with NBIT=2) to set
each UNIVERSE bit to 1.
Besides these subroutines which operate on one bit in
one bead, it is desirable to have a subroutine which can
operate on specified bits in all of the beads in DISCOURSE-
BITMASK. Subroutine LOPER accomplishes this. Subroutine
LOPER loops through each bead in the bit mask data list
and tests two specified bits. One of several logical opera-
tions is performed with the two bits as arguments. The
result of the logical operation specified determines the
state of a third bit which will be set to 1 if the logical
product is TRUE or 0 if the logical product is FALSE.
LOPER is called by:
CALL LOPER(IRSLTIARG1, IOPER,LARG2)
where IRSLT is the bit number of the bit which is to be set
as a result of the operation. IARG1 and IARG2 are the bit
numbers of the two bits which are the arguments in the
logical operation. LOPER is an integer code for one of the
following logical operations:
1 = .AND.
2 = .OR.
3 = .EOR.
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4 = .ANDN.
5 = .ORN.
6 = .EORN.
Logical operations which involve more than 2 arguments can
be accomplished by multiple passes of LOPER which set a
"dummy" bit which is then used as an argument in the next
pass.
Some Basic DISCOURSE Commands
The basic DISCOURSE implementation described in the
last section forms the basis for writing DISCOURSE commands
using FORTRAN subroutines. Most of these are transient,
as shown in figure 10. As an example of how this can be
done, I have written several of the DISCOURSE commands in
an abbreviated fashion. These commands work on the bit
mask data only; CHARVARs and CHARCONs cannot be defined.
The first command, SETUP, has already been described.
It has the form:
SETUP R1 R2 Cl C2 ATTRS TEMPS
where Ri is the miminum row number and R2 is the maximum
column number. ATTRS is the maximum number of attributes.
TEMPS is the maximum number of temporary variables. The
user would type, for example,,.
SETUP 1 30 1 15 16 8
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As described in the last section, SETUP initializes all of
the temporary data lists and defines two attributes, NULL
and UNIVERSE. SETUP is a transient FORTRAN subroutine.
Attributes are defined to the DISCOURSE system with
a command of the form:
DEFINE ATTRNAME
where ATTRNAME is the name of the new attribute. DEFINE
enters the name of the attribute in the list DISCOURSENAMES
and puts a bead of information in DISCOURSEATTRIBUTES.
DEFINE is a resident FORTRAN subroutine since it is called
by other transient subroutines.
Another way of defining an attribute is by using the
"*=*" operator. The form of this type of attribute
definition is:
NEWATTR *=* UNIVERSE.ANDN.SOMEATTR
where NEWATTR is the attribute name to be defined. This is
accomplished by a call to DEFINE. The character "*=*"
indicates that a logical expression is to follow. The ar-
guments will be existing attributes. The logical expression
is evaluated and the bit which is assigned to the new at-
tribute is set at each location as a result of the logical
operation at each location. (Subroutine LOPER is called
to do this).
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To place already defined attributes at locations on
the grid, the PUT command is used. It has the form:
PUT ATTR iljl i2,j2 ......
where in,jn are coordinate pairs indicating the location
at which the attribute ATTR is to be placed. This subrou-
tine sets the bit corresponding to ATTR in the proper beads
in the bit mask data list.
Finally, I have implemented a basic version of the
SHOW command which displays either the attributes at a
given location or the locations at which a given attribute
exists. In the first form:
SHOW ij
the coordinate pair is used to find the corresponding bead
in the bit mask data list. Each byte in the bead is checked
using TBIT, and for those bits which are set, the name of
the attribute is found in the name table by checking the
attribute names in the list for an index value which matches
the bit number. If a match is found, the name is then
printed out.
To find out where a particular attribute exists, a
command of the following form is given:
SHOW ATTR
where ATTR is the name of the attribute. The name ATTR
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is used to access the corresponding bead in the name
table. The index obtained is then the bit number of the
attribute. The beads in the bit mask list are then checked.
Each bead which has the bit number of the attribute set
corresponds to a location on the grid. The coordinates
of this location are printed out.
The DISCOURSE system on the Architecture Machine can
be quit by giving the command:
END
This causes all buffer areas to be closed and the user
core which was "given" to the operating system is taken
back. DISCOURSE returns the user to MAGIC command mode.
For complete descriptions of DISCOURSE commands, re-
6
fer to the DISCOURSE manuals. Listings of the programs
which comprise the DISCOURSE implementation described in
this thesis can be found in Appendix 4.
DISCOURSE on a Minicomputer
The results of the experimental implementation of a
subset of DISCOURSE indicate that the paged data list pack-
age provides adequate response in terms of the manipulation
of data when DISCOURSE is used in an interactive manner.
Commands of the complexity most often used when a designer
is setting up, displaying or "playing" with the grid model
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worked speedily.. Even with large grids (50 to 100 units
square) the response was fairly good. The addition of
running the console device in interrupt mode so that com-
putation could occur while data transfers from the keyboard
were taking place, would greatly increase the response of
the system in command mode.
The experimental implementation of a limited DISCOURSE
also indicates that it would be feasible to extend the
DISCOURSE capabilities on the Architecture Machine to in-
clude all of the basic DISCOURSE commands. With the limited
number of commands tested there still existed enough primary
storage to support the basic resident routines necessary to
implement in some basic form the handling of CHARVARs and
CHARCONs, temporary variables, IF statements and looping.
Also, the number of transient programs implemented so far
has not caused a noticeable slow down in file searching.
A useful mini-DISCOURSE for student and early exploratory
design work seems to be feasible using the implementation
design proposed in this thesis.
However, it is not clear that a version of DISCOURSE
on the level of that which is available on MULTICS is
feasible. It may not be true that the paged data list pack-
age is adequate for running extensive DISCOURSE programs.
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The experimental implementation was only tested in command
mode. The response to very large scale manipulations of
the DISCOURSE data structure is questionable. The paged
data list package is by design very general and for the
specific requirements of DISCOURSE is certainly not optimal.
It is also not clear that the proposed structure of
the implementation of DISCOURSE which was presented will work
for an extensive amount of programs. Should the amount of
code which should be kept resident become too great, res-
ponse time will have to be reduced if extended features of
the language are to be kept. Also, as the resident programs
increase, the amount of primary storage available for buffer
paging areas decreases which tends to severely decrease the
response of the paging scheme. Another problem with the
experimental implementation is that as the number of tran-
sient load modules increase, the time required to search
the disk for a requested load module increases. Beyond
twenty or thirty load modules the response can be expected
to be noticeably affected.
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APPENDIX 1 MAGIC SOFTWARE SUPPORT
File Creation and Modification under MAGIC
Several assembler language subroutines within MAGIC
are -accessible to the user for the purpose of creating,
modifying and deleting files under program control. At
the present time these subroutines must be called by speci-
fying the absolute address of the subroutine to be called.
The addresses of the subroutines are subject to change if
the version of MAGIC is changed. Future MAGIC systems will
allow these calls to be made via supervisor call types 4
and 8. This thesis was under MAGIC.version 2.3.
Most of these subroutines operate on files as a func-
tion of an in-core group of arguments associated with each
file called a file control block. The assembler language
structure of a file control block is shown in figure 17.
.NM is a 32 byte field which must contain the ASCII name
(padded with blanks) of the file. .FLG is a flag used
by the file management system and should initially be set
to x'2000.' .NREC is the number of bytes currently in
the file on the disk. .RECL is the size of the "record"
to be read or written. .BAD is the core address of the
location where the "record" is to be read into or written
68
from. .RWPT is a four byte pointer (byte number) to the
location in the file at which a "record" is to read from
or written to. .NRRW is a storage area used by the system.
File manipulation usually involves setting some of the
pointers just described, specifying a pointer to the file
control block and calling one of the subroutines in MAGIC.
.NM DS 32
.FLG DS -2
.NREC DS 4
.RECL DS 2
*BAD DS 2
.RWPT DS 4
.NRRW DS 2
Figure 17 - Structure of File Control Block
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QSTATR
Action
QSTATR returns the read-only status of a specified file.
Calling Sequence
R1 contains the address of a file control block.
BAL 15,QSTATR
R15 returns condition code = -1 file not found
= 0 read access ok
Description
Subroutine QSTATR is used to search the active direc-
tories for a given file and to obtain various facts about
its current status. Register 15 returns a -1 if the re-
quested file was not found. A call to QSTATR fills in
.NREC, the number of bytes currently in the file.
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OSTATW
Action
QSTATW returns the write status of a file.
Calling Sequence
R1 contains the address of a file control block
BAL 15,QSTATW
R15 returns condition code = -1 file not found
= -'2 no write access
= 0 write access ok
Description
Subroutine QSTATW is similar to QSTATR except that
it checks for write access to a file.
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READF
Action
READF reads bytes from a file into core.
Calling Sequence
Rl contains the address of a file control block.
BAL 14, READF
R15 returns condition code = -1 file not found
= -2 end of file
= 0 ok
Description
Subroutine READF reads a specified number of bytes
from a specified location in the file into a specified lo-
cation in core. Before calling READF, register 1 must be
loaded with the address of a file control block and the
parameters in the file control block must be set. For the
READF subroutine, .RECL, .BAD and .RWPT must be set to
specify how many bytes should be read into which core lo-
cation from which location in the file.
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WRITEF
Action
WRITEF writes bytes from core into a disk file.
Calling Sequence
R1 contains the address of a file control block.
BAL 15,WRITEF
Description
Subroutine WRITEF writes a specified number of bytes
from a specified location in core to a specified location
(byte numbei) in the file. Before calling WRITEF, register
1 must be loaded with the address of a file control block
and the parameters in the file control block must be set.
For subroutine WRITEF, .RECL, .BAD and .RWPT must be set to
specify how many bytes are to be written from which location
in core to which location in the file.
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CLOSEF
Action
CLOSEF closes a file.
Calling Sequence
R1 contains the address of a file control block.
BAL 14, CLOSEF
Description
Subroutine CLOSEF frees the system storage used to store
the addresses of the disk blocks which make up the file.
Files are "opened," that is, the addresses of the neces-
sary disk blocks are brought into core, when the first
READF or WRITEF is called for a given file. It is important
to "close" a file when it is not being used because of the
overhead in terms of systems storage involved. Before
calling CLOSEF, register 1 should be loaded with the
address of the file control block.
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SC
Action
SC closes all open files.
Calling Sequence
BAL 14, SC
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ERASEF
Action
ERASEF deletes a file from the disk.
Calling Sequence
Rl contains the address of a file control block.
R14 contains the return address
NAME is the address of the address constant C'ERASEF '
SVC 4, NAME
Description
Subroutine ERASEF is used to delete a file from the
disk. ERASEF can be called using SVC type 4.
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SVC 4
Action
Supervisor call type 4 loads an absolute load module
from the disk and transfers execution to the beginning
address of the load module.
Calling Sequence
R14 contains the return address.
NAME specifies memory location of ASCII characters.
SVC 4,NAME
Descrition
4
As described in the MAGIC Reference Manual, one type
of file that can be created is an absolute load module.
An absolute load module is indicated by a suffix .LOAIOD
appended to the file name. This type of file is an exact
image of a section of core which can be loaded and started
under program control. These absolute load modules can be
passed arguments, can return arguments and can call one
another. These load modules can also overlay each other
although a load module which has overlayed a previous load
module cannot restart the previous load module at a loca-
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tion other than the starting address.
As described in the MAGIC Reference Manual, a .LOADMOD
load module is created by loading an OSLOAD absolute object
file into core. The section of core is then "dumped" to form
a .LOADMOD file by the CREATEUSER command.
Before issuing the supervisor call, register 14 is loaded
with the return address. At location NAME,a string of ASCII
characters ending in a blank is specified. The supervisor
call causes the active directories to be searched for the
.LOAID4OD type file with the name specified at NAME. If the
file is not found, execution will be transferred back to the
return address specified in register 14 and register 15
will contain an error code of -1. If the file is found it
is loaded into core at the absolute location at which it
was created and the program is started at the first loca-
tion at which the file is loaded. It is up to the particular
load module to set the return condition code of register 15.
Upon beginning execution in the load module, all registers
will contain the values which they had at the time of the
supervisor call.
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SVC 5
Action
Supervisor call type 5 obtains storage from the MAGIC
free storage manager.
Callin Sequence
SVC 5,N
R1 returns the address of a block of storage N bytes
long.
Descr ion
The value of the constant N (not the contents of mem-
ory location N) is equal to the number of bytes requested.
The address of the first byte of a section of core equal
to the number of bytes requested is returned in register 1.
79
SVC 6
Action
Supervisor call type 6 returns storage to the MAGIC
free storage manager.
Calling Sequence
R1 contains the address of the storage area to be
returned.
SVC 6,N
Description
The value of the constant N is the number of bytes to
be returned to free storage. Before issuing supervisor
call 6, register 1 must be loaded with the address of the
block of core to be returned to the free storage manager.
SVC 6 can be used to "give" storage to the system manager.
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SVC 8
Action
Supervisor call type 8 loads an absolute load module
from the disk and returns the beginning address of the
load module.
Calling Sequence
R14 contains the return address.
NAME specifies memory location of ASCII characters.
SVC 8,NAME
Rl returns address of load module.
Descri on
SVC 8 is similar to SVC 4 except that once the load
module is loaded into core it is not executed. Instead,
the starting address is returned to the calling program in
register 1. Register 15 will return a -l if the file was
not found.
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APPENDIX 2 PAGED DATA LIST PACKAGE DOCUMENTATION
This appendix contains detailed documentaion of the
subroutines which form the paged data list package described
in Section III. Also included are the listings of the
programs.
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DFREE
Action
DFREE initializes the page data list management system.
Calling Sequences
BAL 15, DFREE
DC 2
CALL DFREE
Description
A call to DFREE is given to initialize the paging
management system. This routine gives the operating system
free storage allocation routines control over the user core
which is not being used. DFREE also initializes the pointers
to the chain of buffer area control blocks and the chain
of list control blocks. These chains are initially pointed
to by LSTPTR (list control blocks) and BUFPTR (buffer con-
trol blocks). DFREE contains the register save areas .CS1,
.CS2 and .CS3.
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DGET
Action
DGET closes all open files and reclaims the area of
user core which was "given" to the operating system to
manage.
Calling Sequences
BAL 15,DGET
DC 2
or:
CALL DGET
Description
Subroutine DGET closes all open files and secures the
user core which was turned over to the operating system via
an initial call to DFREE. DGET first calls the MAGIC
system routine SC to close all open files. A call for
storage for the exact amount given up by DFREE is then made
via the MAGIC system free storage SVC 5,N call.
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CBA
Action
CBA defines a page buffer area.
Calling Sequences
BAL 15,CBA
DC 2*(n1l)
DC A(NPAGES)
DC A(NSIZE)
DC. ADR1 -optional
DC ADR2 -optional
R14'returns buffer area identifier value
or:
IBUF = CBA(NPAGES, NSIZEADR1,ADR2....)
Description
Subroutine CBA sets up a page buffer area. The number
of pages, NPAGES, and the size of the pages, NSIZE, (in
128 byte blocks) are given as arguments. Optionally, the
user may specify the actual locations of the pages (ADR1,
ADR2...). This routine creates a buffer area control block
by SVC 5 which has the structure shown in figure 1& .BDEF is
an address pointer to the next buffer area control block.
A value of x'FFFF' in .BDEF indicates the end of the chain.
The entry BUFPTR in subroutine DFREE is a pointer to the
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.BDEF DS 2
.NPGS DS 2
.PSIZE DS 2
.PADR DS 2
.RWFLG DS 2
.LCLST DS 4
.PCHN DS 2
.WHOIN DS 2
.USEI DS 2 PAGE
.PADR DS 2 -CONTROL
BLOCKS
.RWFLG DS 2 (one for
.LCLST DS 4 each page)
.PCHN DS 2
.WHOIN DS 2
.USEI DS 2
Figure 18 - Structure of Buffer Area Control Block
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first buffer area control block. .NPGS is the number of
pages in the buffer area. .PSIZE is the number of 128 byte
blocks per each page.
For each page in the buffer area a page control block
is created. .PADR is the absolute core address of the start
of the page. If the user does not specify the page address
in the call statement, a call is made to the system storage
allocator via SVC 5. If the page area is obtained via the
system, the low order bit of .PADR is set. .RWFLG is a flag
to indicate whether the current contents of the page have
been altered since the page was brought in from the disk.
If .RWFLG is non-zero the page has been altered. .LCLST
is the file byte number of the first byte in the page.
.PCHN is the address of the next page control block for a
page which is from the same file list. The initial pointer
in this chain is .BPP in the file list control block (see
subroutine ALST). .WHOIN is the address of the file list
control block of the list which this page is from. .USEI
is used to keep a measure of the relative use of this page
so that if all pages are in use and a page is needed which
is not in core, a removable page can be chosen on this
basis.
CBA fills in the values of .BDEF, .NPGS, .PSIZE in the
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buffer area control block and .PADR in each page control
block. The remaining locations in the page control blocks
are set to zero by calls to QZRO.
CRA returns an integer value in register 14 which is
an identifier (in fact, the address) of the buffer area
control block. Subroutine CBA uses register save area .CS3.
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ERB~A.
Action
FRBA "undefines" a buffer area and closes all data
lists assigned to it.
Calling Sequences
BAL ,15,FRBA
DC 6
DC A(IBUF)
DC A(IER) -optional
or:
CALL FRBA(IBUF, IER)
Description
FRBA is called to delete a previously defined buffer
page area and close all lists associated with it. FRBA
first checks to see if the specified buffer area address,
IBUF, is valid. If the address is not that of a buffer
control block, -1 is returned in IER. If the address is
valid, FRBA searches the entire list control block chain
pointed to by LSTPTR for lists which are associated with
the buffer area. FRBA calls RMLST to remove lists which
are assigned to the specified buffer area. After the lists
have been removed, FRBA releases the free storage used for
the page buffers via SVC 6. Subroutine FRBA then removes
the buffer control block from the buffer area control block
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chain which is pointed to by BUFPTR and releases via SVC 6
the free storage used for the control block itself. Upon
successful freeing of the control block, FRBA returns a
value of 0 in IER. Subroutine FRBA uses register save
area .CS3.
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ALST
Action
ALST defines a data list.
Calling Sequences
BAL 15,ALST
DC 14
DC A(IBUF)
DC A(ALPHA)
DC A(IBSIZE)
DC A(IDSIZE)
DC A(IORDER)
DC A(IER)
R14 returns the list identifier value.
or:
ILIST = ALST(IBUF,ALPHA, IBSIZE, IDSIZE, IORDER, IER)
Description
Integer function ALST defines a list to the page manag-
ing system. This routine first checks to see that the value
of IBUF (buffer area control block address) passed as an
argument is valid, by searching the BUFPTR pointer chain
for a match. If IBUF is invalid, IER = -1 and ALST returns.
A search is then made of the list control block chain to
see if a file with the specified name at ALPHA is already
active. The entry LSTPR in subroutine DFREE points to the
first list control block. If a list is found with the spe-
cified name, the variable IER is returned with a value of -2.
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If the buffer area and the file name are valid, a request
is made for free storage via SVC 5 to create a new list
control block with the structure shown in figure 19.
The first 48 bytes of the list control block is the file
control block for calls to the MAGIC system disk read and
write routines (see Appendix 1). In the file control block,
the name of the file is stored in an area .NM which is a
32 byte field. The next two bytes (.FLG) are flags which
in this application are always set to x'2000.' The next
four bytes (.NREC) store the length (in bytes) of the file.
This length is set initially by the MAGIC system disk rou-
tines when a file is opened and is updated as the file is
enlarged. The next two bytes (.RECL)- are set before each
read or write to indicate the number of bytes to be read
or written. The next two bytes (.BAD) are set before each
read or write to indicate the core location to be read into
or written from. The next four bytes (.RWPT) are set be-
fore each read or write to indicate the location byte num-
ber) in the file to be read from or written into. The last
two bytes of the file control block (.NRRW) are used by
the operating system.
The remainder of the list control block is used to
store information which defines the type and current state
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.NM
.FLG
.NREC
.RECL
.BAD
.RWPT
.NRRW
.NPT
.BPT
.BPP
.BSIZE
.LSIZE
.OFLG
.BYPP
.FAULT
.FRSTB
.LSTB
.NXTBA
.CURB
DS
DS
DS
DS
DS
DS
DS
DS
DS
DS
DS
DS
DS
DS
DS
DS
DS
DS
DS
32
2
4
2
2
4
2
2
2
2
2
2
2
2
2
4
4
4
4
Figure 19 - Structure of List Control Block
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of the pages associated with the list. The first two bytes
after the file control block section of the list control
block (.NPT) are a storage area for the address pointer
to the next list pointer. If this value is not positive,
the list is the last list on the chain. The entry LSTPTR
in DFREE stores the initial pointer to the list control
block. The next two bytes (.BPT) are the address pointer
to the buffer area control block to which the list is assign-
ed. Subroutine ALST stores the validated buffer area address
IBUF (which was passed as an argument in the call to ALST)
in this location. The next two bytes (.BPP) are used to
store the first address pointer in a chain of pointers which
chains the page control blocks which are currently holding
pages of the list. The chain is continued in the .PCHN
fields of the page control blocks. These page control
blocks are chained in the relative order of the sections of
the list which they contain.
The next two bytes (.BSIZE) contain the bead size (in
bytes). The next two bytes (.LSIZE) contain the size of
the identifier field in bytes. The identifier field is
always the first field in the bead. The next two bytes
(.OFLG) is a flag indicating whether or not the beads are
to be ordered by the contents of the identifier field.
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A non-zero value in this location indicates that the beads
are to be ordered. .BSIZE, .LSIZE, and .OFLG all receive
their values from the arguments in the ALST function call.
In the next two bytes (.BYPP) the bytes per page are
stored. This is computed in ALST by finding the number of
whole beads which will fit into the page size specified for
the buffer area IBUF, and multiplying by the number of bytes
in a bead. This ensures that a bead will be in one and
only one page. The next two bytes (.FAULT) are not presently
used.
The remaining storage areas in the list control block
are reserved for pointers to various key addresses in the
list. These variables are set initially by a call from
function ALST to subroutine OPENW. If the list does not
already exist on the disk as a file, all of the remaining
pointers will be set to zero. If the file does exist, the
pointers .FRSTB, .LSTB and .NXTBA are taken from the first
12 bytes of the list file. Subroutine OPENW always sets the
pointer .CURB to zero. The first usable bead of any list
file begins at byte 13 of the list. The fst of these
4 byte pointers is .FRSTB which is a pointer to the first
byte of the first bead of the list. For type 1 and type 2
bead lists this can either be a zero (indicating that no
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beads are defined) or 13 (indicating the first address
available for a bead). For a type 3 bead, .FRSTB can be,
in addition to zero, the address of the first byte of any
bead if its identifier field is the lowest. The next pointer
.LSTB is a pointer to the last bead in the list file. For
bead types 1 and 2 the last bead is the physically last bead
in the list. For bead type 3 the last bead is the bead
with the highest identifier. The next pointer is .NXTBA
which is the location at which the next new bead will be
assigned. The last storage area in the list control block,
.CURB, is for the address of the most recently accessed bead
in the list.
If OPENW finds that list file exists, it will fill in
.FRSTB, .LSTB and .NXTBA with the values from bytes 1 to 13
in the file. Also, ALST will return a value of 1 in IER.
If the file is new, but legal, ALST will return a value of
0 in IER. In both cases register 14, which becomes the value
of the integer function ALST for the FORTRAN user, will
contain the address of the list control block which will be
used as a pointer for future references to the list. ALST
uses register save area .CS3.
96
RMLST
Action
RMLST removes a list from a page buffer area and
"undefines" it from the paging system.
Calling Sequences
BAL 15,RMLST
DC 6
DC A(ILIST)
DC A(IER) -optional
or:
CALL RMLST(ILIST, IER)
Descriion
Subroutine RMLST removes a list from a buffer page
area and "undefines" it to the page manager. A check is
first made to see if the list control block address pointer,
ILIST, is valid. If the pointer is not valid, a value of
-1 is returned in IER. If the pointer is valid, the initial
page control block pointer .BPP in the list control block
is used to search a chain of current in-core pages for the
specified list. If a page needs to be updated, .WP is
called. After all pages associated with the list have been
updated and freed, CLOSEW is called to update the .FRSTB,
.LSTB and .NXTBA pointers on the disk file and close the
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file. RMLST removes the list control block from the list
control block chain and releases to the MAGIC'system the
free storage used for the list control block by the SVC 6
call. If the list was successfully removed, a value of 0
is returned in IER. RMLST uses .CS2 as a register storage
area.
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UBLST
Action
UBLST unbuffers a list.
Calling Sequences
BAL 15,UBLST
DC 6
DC A(ILIST)
DC A(IER) -optional
or:
CALL UBLST(ILIST, IER)
Description
Subroutine UBLST is similar to RMLST except that after
freeing and updating all in-core pages assigned to the
specified list, UBLST does not close the file or remove
the list control block. UBLST is used only to free pages
associated with a list. UBLST also uses .CS2 for a regis-
ter save area.
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GETFRA
Action
GETFRA sets up for a call to PAGERG.
CallingSequence
BAL 15,GETFRA
DC A(FINDA)
R15 returns the in-core address of the found bead.
Description
Subroutine GETFRA sets up for a call to PAGERG which
does the actual page management. In-GETFRA, register 2 is
loaded with the address argument (FINDA) which points to
the location in core at which the file address of the first
byte in the desired bead is stored. The argument FINDA is
checked for a zero value in which case GETFRA returns a -1
error condition code in register 15. If the file address
is valid, PAGERG is called to get the in-core address of
the desired bead. Subroutine PAGERG returns the in-core
address of the bead in register 15 which in turn is re-
turned by GETFRA in register 15. Subroutine GETFRA uses
register save area .CS2.
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PUTINA
Action
PUTINA moves a specified bead from a location in core
to a location in a data list page.
Calling Sequence
BAL 15,PUTINA
DC A(FINDA)
DC BEADA
Description
Subroutine PUTINA moves a bead from a specified area
BEADA to a given 4 byte list address which is specified at
location FINDA. Subroutine PUTINA first loads register 2
with the .address FINDA. If the 4 byte list address stored
at FINDA is zero, the value of .FRSTB in the list control
block replaces the specified value in FINDA. If the value
of .FRSTB is also zero, 13 is stored as the value of FINDA
and .FRSTB. Thirteen is the first list address available
for bead storage in a list. Bytes 1 through 12 in each
list are used to store the pointers .FRSTB, .LSTB and
.NXTBA.
With register 2 pointing to FINDA, PAGERP is called to
return the in-core location of the bead whose list address
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is stored in FINDA. PAGERP will return the address in
register 15.
After PAGERP returns, a call is made to MVC which
moves the bead from location BEADA to the location returned
in register 15 by PAGERP. If the order flag indicator in
register 7 is zero, .NXTBA in the list control block is com-
pared to the address of the bead just put. If the bead just
put has a list address equal to or greater than .NXTBA, the
value of .NXTBA is replaced by the value of the list address
of the bead just put and PUTINA returns.
If the value of the order flag register 7 is not zero,
a type 3 bead is being added into a list. If this is so,
the contents of the storage area LSTPT1, which contains
the byte address in the list of the bead to follow the bead
being added, is tested. If the value of LSTPT1 is zero,
the new bead is being added to the end of the chain, and
the content of .LSTB in the list control block is updated
to be the content of FINDA. In any case, the contents of
LSTPT1 become the next-bead pointer following the new bead
in the in-core page area.
The content of the storage area LSTADR is then
tested. If the value of LSTADR is zero, the new bead is
the first bead on the chain and the contents of LSTADR
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becomes the contents of .FRSTB in the list control block.
However, if LSTADR holds a non-zero value, LSTADR is the
list address of the bead which is to proceed the new bead.
In this case, PAGERP is called with register 2 pointing to
LSTADR so that the previous bead's in-core address is
returned in register 15. Then the list address of the new
bead is stored as the next-bead pointer after the bead which
was just gotten by PAGERP. The new bead list address is
also stored into .CURB of the list control block since
the last call to PAGERP replaced it with the address of the
previous bead.
After taking action on the value of LSTADR, the list
address of the new bead is compared to the contents of
.NXTBA in the list control block. If the new bead address
is equal to or greater than the value of .NXTBA, it replaces
the value of .NXTBA. Subroutine PUTINA then returns.
Subroutine PUTINA uses .CS2 as a register save area.
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PAGERP
Action
PAGERP obtains the page which includes the desired
bead.
Calling Sequence
R2 contains the address of a 4 byte pointer to a bead
in a data list. Other registers set as by .SULST.
BAL 15, PAGERP
R15 returns the in-core address of the found bead.
Description
Subroutine PAGERP does what is necessary to obtain the
page having the bead whose list address is pointed to by
register 2. Once obtained, the in-core address of the bead
requested is returned in register 15.
The page control block chain (which is initially pointed
to by the contents of .BPT in the list control block) is
searched to see if the desired page is in core. The search
is accomplished by comparing the requested list address with
the contents of the .LCLST field of the page control blocks
which contain the first list address of the section of the
list which is in the page. If the desired page is not found
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in core, the byte address of the desired page is calculated
and saved in the 4 byte RWPT save area. All of the page
control blocks for the buffer area to which the specified
list is assigned are then searched to find a page to write
into. The first free page encountered is selected if a free
page exists. If no pages are free, the page with highest
value .USEI is chosen. If a page is selected in this manner,
.RWFLG is tested to see if the disk page needs updating,
and if so, .WP is called to update the page on the disk.
The page control block is then removed from the page control
block chain of the list whose page was just removed. All
of the storage areas in the newly freed page control block
are zeroed except .PADR which points to the actual page
area.
Now that a free page has been found, its address is
placed in .BAD of the file control block. The previously
saved list address of the page is moved from RWPT to .RWPT
of the file control block. The bytes per page (.BPP from
the list control block) in register 8 is stored in .RECL
of the file control block to indicate how many bytes are
to be read. A test is made to see if the bytes to be read
are actually part of the field-on the disk. If the bytes
are not on the disk, the read is skipped. Otherwise a call
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is made to the MAGIC system routine READF to read the page
from the disk file to the in-core page area. The page con-
trol block values are then filled in and the page control
block is added to the chain for the given list in the order
of the section of the file it represents. Once the page is
secure, control goes back to the beginning of the program
and the page control block is searched, but this time the
page will be found.
Once the proper in-core page is found the list address
being sought becomes the value of .CURB in the list control
block. The offset in the page of the desired bead is cal-
culated and the address of the bead is stored in register
15. .RWFLG in the page control block is set to a value of
1. Finally, the values of the use indicator (.USEI) is
increased by one for every other page control block in the
buffer control block. PAGERP then returns.
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PAGERG
Action
PAGERG obtains the page containing the desired bead.
Calling Sequence
BAL 15,PAGERG
Description
PAGERG is another entry to the program PAGERP. Sub-
routine PAGERG is exactly the same as PAGERP except that
if the list address which is being asked for is equal to
or greater than the value of .NXTBA (the bead does not
exist) an error code of -1 is returned in register 15.
Also, PAGERG does not set .RWFLG in the page control block.
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GETBD
Action
GETBD obtains a desired bead from a data list and
transfers it to a specified storage area.
Calling Sequences
BAL 15,GETBD
DC 10
DC A(ILIST)
DC A(BEADL)
DC A(BEADN)
DC A(IER)
or:
CALL GETBD(ILIST, BEADL, BEADN,IER)
where BEADL and BEADN are integer variables
Description
Subroutine GETBD obtains a specified bead and places
it in a specific location. There are several modes of re-
ferencing a bead which are dependent upon the type of list
and the value of the argument BEADN.
GETBD first calls subroutine .SULST to validate the
list control block address ILIST and to load the proper
values into registers 3 through 9 from the list control
block. An illegal address will cause GETBD to return with
IER -1. If the address was valid, the identifier field
I
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indicator (register 6) and the order flag indicator
(register 7) are examined to determine what type list is
being referenced.
If a type 1 list is being referenced, the value of
BEADN is tested. If-BEADN is equal to zero the next bead
is being asked for and the storage area FINDA is given
the value of .CURB in the list control block plus the
bead size. If the value of BEADN is negative then the first
bead is being asked for and BEADN is set equal to one and
is treated the same as the case where BEADN is positive.
A positive value of BEADN enables the list address value
of the desired bead to be calculated and stored in FINDA.
Once the value of FINDA is set, GETFRA is called to get the
in-core address of the bead. If the bead does not exist,
GETFRA returns a value of -3 in register 15 and GETBD returns
a -3 in IER. If the in-core address is found, the bead
is moved from the in-core buffer area to the location spe-
cified by BEADL and GETBD returns IER with a value of 0.
If the list is a type 2 the value of BEADN is tested.
If BEADN = 0, FINDA is set to the value of .CURB incremen-
ted by the beadsize, just as for type 1. If BEADN is nega-
tive, FINDA is given the value of .FRSTB . If BEADN is
positive, a linear search of the beads in the list is done
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to find a match between the identifier field of the bead
specified in BEADL and the existing bead. To accomplish this,
FINDA is set to .FRSTB initially. A loop then calls GETFRA,
calls DIF to check for an identifier match, and if no match
is found, increments FINDA and tries again. If GETFRA
returns a value of -1 in register 15, GETBD returns an end-
of-file error code by setting IER = -3. If a match is
found, the requested bead is moved from the in-core page
to the specified location BEADL. GETBD returns IER = 0
if the bead is found.
If the list is a type 3, BEADN is tested. If BEADN
is negative, the first bead is desired and FINDA is set to
the value of .FRSTB, GETFRA is called and the bead (if found)
is moved from the buffer area to BEPDL. If BEADN is not
negative, the value of .CURB is checked. If the value of
.CURB is zero, FINDA is set to .FRSTB and the case is treated
as if BEADN = -1. Otherwise, FINDA is set to the value
of .CURB and GETFRA is called to obtain the bead of the
last bead which was referenced. BEADN is then checked.
If BEADN is zero, then the next bead is desired.
Therefore, the next-bead pointer, which follows the current
bead in the page buffer area, is stored in FINDA. GETFRA
is then called to get the address of the next bead. It is
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then moved to BEADL. If successful, IER is returned equal
to zero.
If, however, BEADN is positive, the identifier field
of the type 3 bead at BEADL must be matched with the iden-
tifier field of an existing bead. To accomplish this,
GETFRA is called with FINDA set to the value of .CURB.
The identifier field of the current bead is then compared
to the identifier field of the bead at BEADL. If the
identifiers match the bead has been found and it is
moved from the page area to BEADL and GETBD returns IER = 0.
If the identifier of the bead at BEADL is less than the
identifier of the bead being checked, FINDA is set to
.FRSTB, or if the identifier of BEADL is greater than the
current bead's identifier, FINDA is set to the next-bead
pointer value which follows the current bead. A search is
now made by calling GETFRA, comparing the identifier fields
of BEADL and the current bead by a call to DIF, and if the
test fails, setting FINDA to the next-bead pointer for the
current bead and trying again. If., however, the identifier
of BEADL is even greater than the current bead's identifier,
the bead does not exist and GETBD returns a value of -2 in
IER. If GETFRA returns a -1 in register 15, PUTBD returns
and sets IER = -3 to indicate an end of file. If an identi-
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fier match is found, the bead is moved from the page area
to BEADL and GETBD returns a 0 in IER.
GETBD uses CS3 as a register save area.
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PUTBD
Action
PUTBD transfers a bead from a user specified core
location to a page.
Calling Sequences
Bal 15,PUTBD
DC 10
DC A(ILIST)
DC A(BEADL)
DC A(BEADN)
DC A(IER)
or:
CALL PUTBD(ILIST, BEADL, BEADNIER)
where BEADL and BEADN are integers
Description
PUTBD adds a new, or modifies an existing, bead in
the specified list. PUTBD first calls .SULST to validate
the list identification number (ILIST) and- load registers
3 through 9 with information from the list control block.
If ILIST is not valid, PUTBD returns a value of -1 in IER.
If ILIST is valid, PUTBD examines the identifier field size
and order flag (.LSIZE and .ORFL) in the list control block
to see which of the three types of beads is defined for the
specified list.
If the list is type 1, the value of BEADN is obtained
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and from this and the size of the bead, the absolute disk
file byte address of the first byte in the desired bead is
calculated. If BEADN contained a zero, this indicates that
the. bead is to be placed in the next bead; that is, the one
after the last bead accessed by PUTBD or GETBD. If this
is the case, the 4 byte address pointer .CURB in the list
control block is incremented by the bead size for this list.
Once the absolute address in the file has been calculated,
it is stored in FINDA and PUTINA is called with FINDA as
an argument. Subroutine PUTINA sees that the proper
page is called into core and the bead is moved from user
location BEADL to the proper location in the page buffer.
After PUTINA returns, PUTBD returns with a value of 0 in
IER.
If the list is type 2, a linear search is begun, starting
with the first bead in the list, to find a match between the
identifier field of the bead specified at BEADL and the
existing beads in the list. To accomplish this, successive
calls to subroutine GETFRA are made with argument FINDA
containing the file address of each successive bead. GETFRA
returns the address in a page of the first byte of the
requested bead. A call is then made to subroutine DIF to
determine if the identifier fields match. If the identi-
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fiers do not match, the address in FINDA is incremented by
the beadsize for the list and GETFRA is called again. If
the identifiers match, a call is made to PUTINA to update
the list with the bead from BEADL. If GETFRA should return
an end of file indication in register 15, FINDA is set to
be the value of the 4 byte pointer .NXTBA in the list con-
trol block. PUTINA is then called to place the new bead
at the end of the existing list. After returning from
PUTINA, PUTBD returns a value of 0 in IER.
If the list is a type 3, a 4 byte storage area LSTADR
is initialized to zero. This will be used to store the
absolute file address of the last bead to be checked. The
existing beads will now be searched to find a match of the
identifier field with BEADL. The last bead referenced in
this list (as indicated by .CURB in the list control block)
is compared to the BEADL by subroutine DIF. If the iden-
tifier of BEADL is less than the identifier in the last
referenced bead, the value of FINDA is set to be the value
of .FRSTB to begin searching at the beginning of the list.
If the identifier of BEADL is greater than the identifier
of the most recently accessed bead, the search continues
from that point on. If the identifier field of BEADL is
equal to the identifier of the most recently referenced
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bead,- the value of BEADN is checked. If BEADN is not nega-
tive, the proper bead has been found and PUTINA is called
(with register 7=0) to place the bead in the proper page.
If BEADN is negative, the bead is to be deleted so the list
must be searched from the beginning in order to find the
bead which points to the found bead. This is because a
forward pointer chain is used. Therefore, FINDA is set to
.FRSTB and the search begins again from there.
Before an existing bead is checked for a match of the
identifier field with BEADL, its list address is stored in
a storage area called LSTPT1. With the list address of the
bead to be checked in FINDA, GETFRA is called. If GETFRA
returns an end of file indication by a -1 in register 15,
the bead at BEADL is added into the list (see below). If
the bead is found, the identifier field is compared to the
identifier field at BEADL. If the identifier of BEADL is
less than the identifier of the existing bead, BEADL is
added into the list (see below). If the identifier of BEADL
is greater than the identifier of the existing bead, the list
address of the bead just checked is stored in the save area
LSTADR, and the list address of the next bead to be checked
is obtained from the 4 bytes following the bead in the in-
core page. This next bead is then checked in the same man-
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ner. If, however, the identifier of BEADL and the identi-
fier of the existing bead are equal, PUTINA is called if
BEADN was not equal to -1, or if BEADN is equal to -1 the
bead is deleted. To delete a bead, the address of the
previous bead is obtained from LSTADR. A value of LSTADR=
0 indicates that the bead being deleted is the first bead
in the list. In this case, the 4 byte list address pointer
of the bead being deleted becomes the new value of .FRSTB
and PUTBD returns a value of 0 in IER. If, however, LSTADR
# 0 the bead at the list address indicated by LSTADR is
obtained by a call to GETFRA. The 4-byte list address
pointer of the bead being deleted then becomes the new list
address pointer of the bead specified by LSTADR.
To add in a type 3 bead, FINDA is set to the value
of .NXTBA. Subroutine PUTINA is then called. Subroutine
PUTINA will add the new bead and because of the order flag
(register 7=1), will set the pointer at the end of the new
bead and modify the next-bead pointer of the previous bead.
The address of the previous bead has been stored in the save
area LSTADR and the address of the following bead has been
stored in LSTPT1.
If a bead is successfully placed or deleted PUTBD re-
turns IER=0. PUTBD uses register save area .CS3.
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.SULST
Action
.SULST checks the validity of the list control block
address and loads registers with values from the list con-
trol block.
Calling Sequence
BAL 15,.SULST
DC ILIST
B ERROR
Description
Subroutine .SULST is a utility routine used to check
the validity of a list control block address and load values
into several registers if the list address is valid. If
the address given is not valid, .SULST returns to the loca-
tion 6 bytes beyond the calling instructions. If the point-
er address is valid, registers 3 through 9 are loaded with
values from the specified list control block. On return,
register 3 will contain the contents of .BPT, register 4
will contain the contents of .BPP, register 5 .BSIZE, re-
gister 6 .LSIZE, register 7 .OFLG, register 8 .BYPP, and
register 9 .FAULT. If the address is valid, .SULST returns
to the location 10 bytes beyond the calling instruction.
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ELST
Action
ELST deletes a data list file from the disk.
Calling Sequences
BAL 15,ELST
DC 4
DC A(ILIST)
or:
CALL ELST(ILIST)
Description
ELST first calls UBLST to free all in-core page areas
holding pages of the specified list. ELST then calls the
MAGIC system routine ERASEF to erase the file from the disk.
Then the .FRSTB, .LSTB, and .NXTBA pointers are zeroed in
the list control block. ELST uses .CS3 as a register save
area.
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OPENW
Action
OPENW opens a data list.
Calling Sequence
BAL 15,OPENW
DC 4
DC ILIST
Description
Subroutine OPENW determines whether or not a list
(ILIST) exists as a file on the disk and sets the pointers
.FRSTB, .LSTB and .NXTBA in the list control block accord-
ingly.
To find out if the list file exists, OPENW calls the
system routine QSTATW which returns a -1 in register 15
if the file does not exist. If it does not exist, the
pointers in the list control block are zero and OPENW re-
turns. If the file does exist, OPENW calls the MAGIC system
routine READF to read in bytes 1 to 12 from the list which
contain the stored pointers .FRSTB, .LSTB and .NXTBA for
the list. Before calling READF, the file control block
(within the list control block) is set up to read the
twelve bytes into the pointer area of the list control
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block beginning with .FRSTB.
OPENW sets the pointer .CURB in the list control block
to zero and returns.
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CLOSEW
Action
CLOSEW closes a data list.
Calling Sequence
BAL 15, CLOSEW
DC 4
DC ILIST
Description
Subroutine CLOSEW is called after all core resident
pages have been updated on the disk. CLOSEW examines the
contents of .NXTBA in the list control block specified
(ILIST). If the value of .NXTBA is zero, the MAGIC file
system routine ERASEF is called to erase any copy of the
file on the disk. If the value of .NXTBA is not zero,
.FRSTB, .LSTB, and .NXTBA are written out to bytes 1 through
12 of the file by the MAGIC routine WRITEF. WRITEF uses
the file control block which is the first 48 bytes of the
list control block. CLOSEW sets .RECL, .BAD and .RWPT in
the file control block to write to bytes 1 through 12 in
the file. After updating the three pointers on the disk
file, a call to the MAGIC system routine CLOSEF is made to
close the file. CLOSEW uses register save area .CS1.
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Action
.WP writes a page to a list file.
Calling Sequence
BAL 15,.WP
DC 4
DC PAGECB
Description
Subroutine .WP updates an in-core page on the disk.
.WP sets up the file control block within the list control
block for the page. The list control block is obtained
from .WHOIN in the page control block specified in the
call (PAGECB). .WP zeros the .RWFLG flag in the page control
block to indicate that the current in-core page is the same
as that on the disk. The MAGIC system routine WRITEF is
called to write the page to the disk. .WP does not check
.RWFLG to see if the page really does need to be updated.
.CS1 is used as a register save area.
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DIF
Action
DIF compares two areas of core.
Calling Sequences
BAL 15,DIF
DC 8
DC A(FIRSTA)
DC A(SECA)
DC A(NBYTES)
R 14 returns condition code = -1 FIRSTA less than SECA
= 0 FIRSTA equal to SECA
= +1 FIRSTA greater than
SECA
or:
I=DIF(FIRSTA,SECA,NBYTES)
Description
Subroutine DIF is a utility program to logically com-
pare two equal sized fields in core and return a value in-
dicating if the first field is less than, equal to, or great-
er than the second field. Subroutine DIF is passed argu-
ments FIRSTA (the address of the first byte of the first
field to be compared), SECA (the address of the first byte
of the second field to be compared), and NBYTES (the num-
ber of bytes in each area). A byte by byte logical com-
parison of the two areas is done. If a byte in the first
field is less than the corresponding byte in the second
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field the function returns a value of -1. If a byte in
the first field is found to be greater than the correspond-
ing byte in the second field, a value of +1 is returned.
If all bytes are equal, the function returns a value of 0.
The return value is returned in register 14 which in
FORTRAN becomes the value of the integer variable on the
left hand side of the function statement. DIF uses regis-
ter save area .CS1.
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QBLK
Action
QBLK puts blanks into a section of core.
Calling Sequence
BAL 15,QBLK
DC 6
DC A(PLACE)
DC A(NCHARS)
or:
CALL QBLK(PLACENCHARS)
Description
Subroutine QBLK puts the number of blank characters
(x'20') specified in NCHARS starting at location PLACE.
QBLK uses register save area .CS1.
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QZRO
Action
QZRO puts zeros into a section of core.
Calling Sequences
BAL 15,QZRO
DC 6
DC A(PLACE)
DC A(NZROS)
or:
CALL QZRO(PLACENZROS)
Description
Subroutine QZRO zeros out the number of bytes speci-
fied in NZROS starting at location PLACE. QZRO uses save
area .CS1.
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MVC
Action
MVC moves a string of bytes from one location in core
to another.
Calling Seguence
BAL 15,MVC
DC 8
DC A(TOA)
DC A(FROMA)
DC A(NBYTES)
or:
CALL MVC(TOAFROMANBYTES)
Description
Subroutine MVC is a utility program to move a string
of bytes from one location in core to another. The number
of bytes specified in NBYTES is moved from location FROMA
to location TOA. MVC uses register save area .CS1.
PAGED DATA LIST PACKAGE - SUBROUTINE DFREE. AND DGET
*
* DFREEDGET
*
*- BAL 15,DFREE
* DC 2
BAL 15,DGET
DC 2
ENTRY BUFPTR,LSTPTR,.CS1,.CS2,.CS3
ENTRY DFREEDGET
EQU
EQU
EQU
1
3.
4
OOOOR DOOO
0076R
0004R E120
03ER
0008R 4812
0034
000CR 4832
0032
0010R CB30
0130
0014R C531
03E8
0018R 4220
031ER
001CR 0000
001ER 4032
00)4
0022R OB31
DFREE STM 0,.CS1
SVC 2,FREED
LH UT,4(2)
LH CB,2(2)
SHI CB,400 TEMPORARY ???
CLHI CB,1000(UT)
BP OK
k.
OK
DC 0 BAD NEWS
STH CB,4(2)
SHR CBUT
0OOR
0033R,
0001
0033
0004
*
UT
CB
GPR
00
PRA k E 1
PA.GED DATA LIST PACKAGE - SUBROUTINE DFREE AND DGET
0024R CB30
0032
0028R 4010
005CR
002CR 4030
0036R
0030R 4030
0056R
0034R E160
0030
0036R
0033R C840
FFFF
003CR. 4340
0072R
0040R 4040'
0074R
0044R D130
0076R
00OBR 433F
0002
034CR DOOO
0076R
0050R 41E0
25D8
3054R E150
0000
0056R
0058R 4510
335CR
005CR 4330
SHI CB,2
STH UTSADR
STH CBNBYTS
STH CB,NBYTS2
SVC 6,0
NBYTS EQU *-2
LHI GPR,-1
STH GPRBUFPTR
STK GPRLSTPTR
LM 0..CS1.
B 2(15)
*
DGET
BAL. 14,SC
SVC 5,0
NBYTS2 EQU k-2
CLH 1,SADR
BE OK2
I~o
PAGE 2
STN 0,. C51
PAGED DRIA
0064R
0060R E170
0000
3004R D130
0076R
0053R 433F
0002
LIST PACKAGE - SUBROUTINE DFREE AND DGET
SVC 7,0
0K2 LM 0,.CS1
a 2(15)
006CR
00&ER 
25DB
0072R
00 74 R.
0076R
0395R.
0OB6R
OOD6R
.CS2
-.Cs2
* BUFPTR
C 3
* DFREE
k DGE r
FREED
GPR
* LSTPTR
NBYTS2
3K
OK2
0035
0002
FFFF
FFFF
SADR DS
FREED DC'
SC
BUFPTR
LSTPTR
.CS1
. CS2
.CS3
k.
0076R
0096R
OOB6R
0072R
3003
000OR
304CR
006ER
0004
0074R
3036R
0056R
301ER
0064R
EQU
DC
DC'
DS
DS
DS
END
2
5,2
VERSION 2.3X'25D8
-1
-1
32
32
32
i-A
(A)
0
PAGE 3I
PAGED DATA LIST PACKAGE - SUBROUTINE DFREE. AND DGET
SADR
Sc.
UT
PAGE 4
006CR
25D8
0001
H
H
PAGED DATA LIST PACKAGE - SUB.0UTINE CBA
0033 R:
0003R
0000R
000C
00) D
0OOB
00)4
000GA
003.9
0008
003)
0006
0035
0001
O0OOR DO00
0030F
0004R C890
0032
0008R C8A
*
- CBR NEEDS MFCOM
*
BAL 15,CBA
* DC 2*(N+1)
DC A(NPAGES)
* DC A(PSIZE)
DC A(ADR1)
* DC A(ADR2)
* DC
*
ENTRY CBA
*
EXTRN BUFPTR
EXTRN QZRO,.CS3
Il
12
RET
PTR
ONE
Td 0
NP
PS
ARGS
NPTR
R1
CBA
EQU
EQU
EQU
EQU
EQU
EQU
EQU
EQU
EQU
EQU.
EQU
12
13
11
4
10
9
8
7
6
5,
1
STM 0,.CS3
LHI TWO,2
LHI ONEol
H
La)
t~%)
PAGE I
PAGED DRIA LIST PACKAGE.- SUBROUTINE CB 2
0001
000CR 08BF
OOOER 486B
0012R 088A
0014R C560
0004
3018R 4230
0024R
3012.R 483B
0002
0023R 4838
0000
0024R C3DO
000E
0023R OCC8
002AR 40DO
03D6R
002ER CADO
0006
0032R 40DO
0038R
0036R E150
00)0
0038R
003AR C840
0000F
003ER 4854
0030
0042R 4320
004CR
0046R 0845
LHR RET,15
LH ARGS,0(RET)
LHR NPONE
CLHI ARGS,4
BL. GOTNP
LH NP,2(RET)
LH NP,0(NP)
GOTNP LHI, 12,.PTLGT
HR. IlNP
STH I2,NZROS
AHI 12,.PSIZE+2
STH 12,MEMC
SVC 5,0
MEMC
k
LOOP
EQU *-2
LHI PTRBUFPTR
LH NPTR,0(PTR)
BNP FOUNDP
LHR PTRNPTR
I-A
(A)
PAGE 
PAGED DATA LIST PACKAGE - SUBROUTINE CBA
0048R 4300
003ER
004CR 4014
0030
0050R OBEl
0052R 0841
0054R C8CO
FFFF
0058R 40C4
00)0
005CR OA49
305ER 4034
0000
0052R 3R49
0064R 087A
00S5R C560
0006
006AR 4280
0076R
006ER 487B
0004
0072R 4877
0000
0075R C8DO
0080
007AR JCC7
007CR 40DO
00A2R
0080R 40D4
0030
0084R 0A49
0035R 4040
0090R
B LOOP
FOUNDP STH R1,0(PTR)
LHR
LHR
LH I
14,R1
PTRsR1
II,-1
STH IlO(PTR)
AHR PTRTWO
STH NP,O(PrR)
AHR
LHR
CLHI
PTRtWO
PS ONE
ARGS,6
BL GOTPS
LH PS,4(RET)
LH PS,0(PS)
GOTPS LHI, 12428
IIHR I1,PS
STH 12,MEMC2
STH 12,O(PTR)
AHR PTR,TWO
STH PTR,rOZROS
H
p.
PAPG5E - 3
PAGED DRAT LIST PACKAGE
008AR 41F0
0030F
008ER 0006
0092R OOD6R
0034R. CRBO
0006
0033R CBSO
0008
003CR 4310
OOAAR
00A0R E150
0000
00A2R
0OA4R 0A1A
00a5R 43)0
00BOR
00AAR 431B
0000
OAER JRAB9
OOBOR 4014
00B4R CA40
003E
00b8R OBA
003AR 4330.
00C4R
003ER 3869
OOCOR 4300
033CR
0OC4R C890
001C
0OC8R 40E9
BAL 15,QZRO
DC
TOZROS DS
DC
AHI
6
2
A(NZROS)
RET,6
SHI RRGS,8
LOOP2 BNI FETCHA
SVC 5,0
MEMC2 EQU
AHR
B
*- 2
RONE
u0TPA
FETCHA LH R1,0(RET)
AHR RET,rWo
GOTPA STH R1,0(PTR)
AHI PTR,.PTLGT
DONE
SHR
BZ
NP,0NE
DONE
SHR ARGSTWO
B LOOP2
LHI TWO,28
STH 14,.CS3(TWO)
t-n
- SUBROUTINE CBA P Aj"E 4
PAGED DATA
0002R
00CCR. D100.
00CAR
ODD3R 4AFF
0000
OOD4R 033F
O0D6R
0003
0000
0023.
0022
0025
0028
002E
0033.
0032
0334
0036
0038
003A
003
003E
0043
0044
0348
004C
305)
PAGE 5LIST PACKAGE - SUBROUTINE CBA
LM 0,.CS3
A H 15,0(15)
BR 15
*
NZROS
*
.NM
.FLG
.NREC
.RECLM
.BAD
.RdPT
.NRRW
.NIPT
.BPT
.BPP
.BSIZE
.LSIZE
.OFLG
.BfPP
.FAULT
. FRSTB
.LSTB
.NXTBA
.CURB
.ELST
*
DS 2
ORG.
DS
DS
DS
DS
DS
DS
DS
DS
DS
DS
DS
DS
DS
DS
DS
DS
DS
DS
DS
EQU
0
32
2
4
2
2
4
2
2
2
2
2
2-
2
2
2
4
4
4
4
k.
~1
PAGE PRGED DATA LIST PACKAGE - SUBR.OUTINE CBA
0000 ORG 0
0030 .BDEF DS 2
0002 .NPGS DS 2
0034 .PSIZE DS 2
*
0001 ORG 0
0000 .PADR DS 2
0032 .RdFLG DS 2
0004 .LCLST DS 4
0033 .PCHN DS 2
000A .WHOIN DS 2
00312 .USEI DS 2
000E .PTLGT EQU *
25BC CLOSEF EQU X'25BC'
1EF) QSTATR EQU X'lEFO'
lEFA QSTATW EQU X'1EFA'
231.4 RERDF EQU X'23C4'
2494 WRITEF EQU X'2494'
OOOE END
.BAD 0028
.BDEF 0000
.BPP 0034
.BPT 0032
.BSIZE 0036
.BYPP 003C
k.CS3 0OCER
.CURB 004C
.E.Sr 3050
.FAULT 003E
.F LG. 0020
.FRSTB 0040
PA;E 7PRGED DRIR LIST PACKAGE - SUBR.OUTINE CBR
.LCLST
.LSIZE
.LSTB
. N1,
.NPGS
.NREC
.NRR .
.NXTBA
.OFL.3
.PADR
. PCHN :
.PSIZE
.RECL
.RdF L G
.RWPT
.USEIL
.WHOIN
A1RGS
BUFPTR
CBA,
CLOSEF
DO l E
FETCHA
FOJNDP
GOINP
GOTPA P
GOPS
II,
12
L03P
LOOP2
0004
0038
0044
3000
0002
0030
0022
002E
0048
303A
0000
0003-
0004
000E
0026
3002
002A
OOOA
0000
003CR
00D0R
25BC
00C4R
OOAAR
304CR
0024R
0OB3R
0076R
003C.
OOOD
003ER
009CR
*
k.
00
PAGED. DATA LIST PACKAGE - SUBROUTINE CBA
MEMC
M E.1 2
NP
NPIR
NZROS
ONE
PS
PTR
QSTATR
USTRIW
* QZRO
R 1
READF
REt
TOZROS
PAGE 8
0038R
JOR2R
0008
0005
00D6R
JODA
0007
0004
lEFO
IEFA
008CR
3001
23C4
0090R
0)9 1%
PAGED DATA LIST PACKAGE - SUBROUTINE FRBA
* FRBA NEEDS MFCOM
* BAL 15,FRBA
DC 2*-(N+1)
* DC A(BUFNUW)
DC A(ERROR)
* ERROR->-l=NOT FOUND,0=0K
ENTRY FRBA
EXTRN BUFPTR,LSTPTR
EXTRN RMLS1,.CS3
0033R
0030R
OOOOR
0000
0032
0003
00) C
000GD
00)4
0005
0031'
000B
00)6
0009
00)3
0009
00).3
0007
OOR DOOO
0030F
ONE
RET
BN
I1
12
PTR
NPTR
RI
EADR
ER
PS
TEST
NP
ARGS
BPTR
FRBA
EQU
EQU
EQU
EQU
EQU
EQU
EQU
EQUJ
EQU
EQU
EQU
EQU
EQU
EQU
EQU
0
2
3
12
13
4
5
1
11
6
9
11.
9
8
7
STM 0,.CS3
0
PAGE I
PAGED DATA LIST PACKAGE
0034R 082F
0006R C800
0001
OOOAR 488F
0030
OOER C860
FFFF
0012R 483F
0032
0016R 4833
0000
001AR C840
001ER 4854
0000
0022R 4320
0388R
0026R 0535
002R. 4330
0032R
0022R 0845
002ER 4300
0Q1ER
0032R 0874
0034R C840
0030F
0038R CB40
0030
003CR 4854
0030
0040R 4320
0052R
LOOP
FOUND
LHR RET,15
LHI ONE,1
LH ARGS,0(15)
LHI ER,-l
LH BN,2(15)
LH BN,0(BN)
LHI PTRBUFPTR
LH NPTR,0(PTR)
BNP NODICE
CLHR BNNPTR
BE FOUID
LHR PTRiPTR
B LOOP
LHR
LHI
BPT R, -PTR
PTRLSTPTR
SHI PTR,.NPT
LOOP2 LH NPTR,.NPT(PTR)
BNP FINI
- SUBROUTINE 'FRBA PAGE 2
PAGED DATA LIST PACKAGE
0044R 4535
0032
0043R 4330
0052R
004CR 0845
004ER 4300
003CR
0052R 4050
03D2R.
0056R 41F0
00OF
005AR 0004
005CR OOD2R
005ER 4300
003CR
0052R 0843
0064R 4894
0034
0068R 4090
03 R
006CR 4894
0032
0070R CA40
0036
0074R 48B4
0000
0078R C4BO
00)1
007CR 4330
008CR
0080R 4814
0000
CLH BN,.BPT(MPTR)
BE ON3
LHR PTRNPTR
B LOOP2
0N3 STH NPTRLNUM
BAL 15,RMLST
DC
DC
B
FINI
4
A( LNJM)
LOOP2.
,-A
LHR PTRBN
LH PS,.PSIZE(PTR)
STH PSMEMC
LH NP,.NPGS(PTR)
AHI PTR,.PSIZE+2
LOOP3 LH TEST,.PADR(PTR)
NHI TEST,1
BZ ONW4
LH R1,.PADR(PTR)
- SUBROUTINE FRBA PAGE 3
PAGED DATA LIST PACKAGE
0034R C410
FFFE
0083R E160
0000
00BAR.
008CR CA40
003E
0090R OB90
0032R 4230
0074R
003R 4893
0002
009AR CBDO.
000E
003ER 0C 9
OAOR CADO
0006
0OA4R 40DO
00 34R.
0OA8R 0813
00AAR, 4833
0000
00AER 4037
0000
0032R E160
0000
0034R,
0OB6R 0766
0033R. C580
0006
003R, 4280
0OC8R
00-3R 48B2
MEMIC
ONW4
NHI, R1,X'FFFE'
SVC. 6,0
EQU k-2
AHI PTR,.PTLGT
SHR NPONE
BNZ LOOP3
LH NP,.NPGS(BN)
LHI, 12,.PTLGT
MHR I-1NP
AHI 12,.PSIZE+2
STH 12,MEMC2
LHR R1,BN
LH BN,0(BN)
STH BN,0(BPTR)
SVC 6,0
MEMC2 EQU
XHR
NODICE CLHI,
BL..
k-2
ERER
ARGS,6
RETN
LH EADR,4(RET)
PAGE 4
- SUBROUTINE FRBA
PAGE 5PAGED DATA LIST PACKAGE - SUBROUTINE FRBA
0004
0OC4R 406B
0003
0OC8R D100
0032R
OOCCR 4AFF
0000
0OLOR 030F
0002R
003)
0000
0023.
0022
0026
0028
032A
002E
0033
0032
0334
0036
0038-
003A
003
003E
0043
0044
0048
004C
0053
STH
RETN
LNUM
*.
*
.NM
.FLG
.NREC
.RECL
.BAD
.RdPT
.NRRW
.NPT
.BPT
.BPP
.BSIZE
.LSIZE
.OFLG
.BYPP
.FAULT
.FRSTB
.LSTB
.NIXTBA
.CURB
.ELST
ER,0(EADR)
LM O,.CS3
AH 15,0(15)
BR 15
DS 2
O R G '
DS
DS
DS
DS
DS
DS
DS
DS
DS
DS
DS
DS
DS.
DS
DS
DS
DS
DS
DS
EQU
0
32
2
4
2
2
4
2
2
2
2
2
2
2
2
2
4
4
4
4
k.
'-a
PAGE 6PAGED DATA LIST PACKAGE
0000 ORG 0
0003 .BDEF DS 2
0002 .NPGS DS 2
0034 .PSIZE DS 2
*
0003 ORG. 0
0000 .PADR DS 2
0032 .RiFLG. DS 2
0004 .LCLST DS 4
0008 -PCHN DS 2
OOOA .WHOIN DS 2
00)3. .USEI DS 2
000E .PTLGT EQU *
25BC CLOSEF EQU X'25BC'
1EF3. QSTATR EQU X'lEFO'
1EFA QSTATW EQU X'lEFA'
23:4 READF EQU X'23C4'
2494 WRITEF EQU X'2494*
0OE END
.BkD 0029
.BDEF 0000
.BPP 3034
.BPT 0032
.BSIZE 0036
.BYPP 003C
. C53 0C RR.
.CURB 004C
.ELSt 0050
.FAULT 003E
.FL. 0020
- SUBROUTINE FRBA
PAGE 7PAGED DATA LIST PACKAGE - SUBROUTINE FRBA
.FRSTB 0040
.LCLST 0004
.LSIZE 3038
.LSTB 0044
.N1 0000
.NPGS 0002
.lpT 0030.
.NREC 0022
.NRRd. 302E
.NXTbA 0048
.DFL;. 0033
.PADR 0000
.PC'HN; 3003
.PSIZE 0004
.PTL;.T 300E
.RECL 0026
.RdFLU, 3002
.RWPT 002A
.U'E1 0006
.WHOIN OOOA
RRGS 0003
BN 0003
BPTR 0007
* BUFPTR 001CR
CL3SEF 25BC
EADR OOOB
ER 0006
FINI 0062R
FO JMD. 0032R
* FRBA OOOR
Il 003C
12 OOD
LNJI OD2R
PAGED DATA LIST PACKAGE - SUBROUTINE FRBA
LOOP2
LOOP3
* LSTPTR
.1 EC 1
MEMC2
NOD IC E
NP
NPtR
ON3
0 NE.
ONW4
PS
PTR
QSTRIR
QSTATW
R 1
READF
REl
-'ETN
RL.ST
TEST
WRITEF
001ER
003CR
0074R
0036R
00BkR
00B4R
008MR
0009
0005
0052R
0000
008CR
0009
0004
1 EF0,
lEFA
0001
23C4
0002
00C 81
005 1
000B
2494
p.
PAGE 8
PAGED DATA LIST PACKAGE - SUBROUTINE ALST
* ALST NEEDS MFCOM
* BAL 15,ALST
DC 14
* DC A(BFNUM)
DC AILISTNAME)
* DC A(BEADSIZE)
* DC A(LOCSIZE)
* DC A(ORDFLG)
DC A(ERROR)
*
* (R14)->LNUM
*
* ERROR->O=OK,1=FILE OK & HAS SOMETHING,-l=BAD BUF,-2=RLREADt OPEN -
003DR ENTRY ALST
*
0033R EXTRN BUFPrR,LSTPTR,.CS3
OOR EXTRN OPENW
0003R EXTRN DIFMVCQZRO
*.
OOF TEST EQU 15
003E PTR. EQU 14
000C RET EQU 12
003D BN EQU 13
000A NPTR EQU 10
0037 LNM EQU 7
0008 ER EQU 8
0034 BSZ EQU 4
0005 ORF EQU 5
00)2 Dl EQU 2
PAGE I
PAGED DATA LIST PACKAGE - SUBROUTINE ALST
0033
0006
00)6
0001
0037
0003R. Doo00
0000F
0004R 03CF
0006R 48FF
0030
0OAR C5FO
003E
0OER 4330
0014R
0012R 0000,
0014R 48DC
0002
001BR 48DD
0000
001.CR CBEO
0000 F
0023R 48RE
0000
0024R 4220
0030R
0028R C880
FFFF
002CR 4330
012AR
0030R 05DA
0032R 4330
033CR
D2
LSZ
ERP
R1
SPTR
*
ALST
OKl.
EQU
EQU
EQU'
EQU
EQU
3-
6
6
1
7
ST1 0,.CS3
LHR RET,15
LH TEST,0(15)
CLHI TEST,14
BE OKl
DC
LH
0
BN,2( RET)
BAD NEWS
LH BN,0(BN)
LHI PTRBUFPR
LOOPI LH NPTR,0(PTR,)
BP OK2
LHI ER,-1
8 DONE
OK2 CLHR BMMPTR
BE FOUNDB
'-A
PAGE 2
PAGED DATA LIST PACKAGE
0036R OBEA
0038R 4300
0020R
003CR 487C
0004
0040R 4070
0062R
0044R 4070
OOAAR
004BR CBEO
0000 F
0041CR CBEJ
0030
0050R 48RE
0030
0054R 4320
007ER
0058R 40AD
0064R
005CR 41F0
0000F
0050R 0038.
0062R
0064R
0066R 0146R
0068R OBEE,
006AR 4330
0074R
006ER 08EA
0070R 4330
0050R
0074R. C380
FOUNDB
-. SUBROUTINE ALST
LHR PTRNPTR
B LOOPl
LH LNM,4(RET)
STR LNMIFNn
STH LNMFROMA
LHI2 PTRLSTPTR
SHI PTR,.NPT
LOOP2 LH NPTR,.NPT(PTR)
BNP LNF
STH NPTRSN
BA." 15,DIF
FNM
SN 1
DC,
DS
DS'
DC
LHR
BZ
8
2
2
A(NFLG)
14,14
NGOOD
LHR PTRNPTR
B LOOP2
NGOOD LHI ER,-2
tH
PAGE 3
PAGED DATA LIST PACKAGE
FFFE
0078R 08EA
007AR 4300
012CR
007ER E150
0050
0082R 401E
0030
0086R 08E1
0083R CM10.
0020
003CR, 4010'
0096R
0030R 41F0
000OF
0034R 0036
0096R
0033R 0148R
009AR 40AE
0030
009ER 40E0
00A8R
0OA2R 41F0
0030F
OOA6R 0008
001.BR
OOAAR
00ACR 0146R
0OAER C8FO
2000
0OB2R 40FE
0020
LNF
LHR PTRNPTR
B DONEl
SVC 5..ELST
STH R1,.NPT(PTR)
LHR PTRFl
AHI. Rl,.FLG
STH R1,TOZRO
BAL. 15,QZRO
DC
TOZRO DS
DC.
STH
6
2
R( EFL)
NPTR,.NPT(PTR)
STH PTRTOA
BAL 15,MVC
DC
TOA D5
FROMA DS
DC
LHI
8
2
2
A(NFLG)
15,X'2000'
STH 15,.FLG(PTR)
1H
PAGE 4
- SUBROUTINE ALST
PAGED DATA LIST PACKAGE
30B6R 40DE
0032
00BAR 484C,
0006
003ER 4844
0000
0OC2R 434E
0036
0 1.6R 485C
0008
0CAR 4866
0000
0OCER 405E
0038
OOD2R 485C.
000A
OD6R 4855
0000
O0DARR 45E
003A
ODDER 0855
OOEOR 4320
03EER
OOE4R 0866
00ESR 4320
OOEER
DOEAR CA40
0004
30EER 0722
00f0R 483D
0034
00F4R 0D24
30FSR 0833
BSOK
STH BN,.BPT(PTR)
LA BSZ,6(REt)
LH BSZO(BSZ)
STHl BSZ,.BSIZE(PTR)
LH LSZ,8(RET)
LH '.SZsALSZ)
STH L SZ,.LSIZE(PTR)
LH ORF,.10(RET)
LH ORFO(ORF)
STH ORF,.OFLG(PTR)
LHR ORFORF
BNP BSOK
LHR LSZLSZ
BNP BSOK
AHI BSZ,4
XHR D1,D
LH D2,.PSIZE(BN)
DHR D1,BSZ
LHR D2,D2
t-A
a- SUBROUTINE ALST PAGE 5
PAGED DATA LIST PACKAGE
00FS8R 4230
00FER
00FCR 0000
0OFER 0C24
013JR 403E
003C
010 4 R, C 3 0
0001
01)3R 40E0
0112R
013CR 41F0
0000F
011OR 0034
0112R
0114R 482E
0048
0118R 4230
. 012CR
011CR 483E
004A
0123R 4230
012CR
0124R 0788
0126R PHR
012AR 07EE
012CR 485C
000C
0130R 4036
0000
0134R C360
001C
0133R 43E6
BNZ DOK
DOK
DC
MHR
STH
0.
DlBSZ
D2, .BYPP( PTR)
BAD NEWS
LHI, ER,1
STH PTR,L.STN2
BAL 15,0PENW
DC 4
LSTN2 DS
LH
2
Dl.N XTBA( PTR)
BNZ DONEl.
LH D2,.NXTBA+2(PTR)
BNZ DONEl
XHR ERER
B DONEl
DONE XHR PTRPTR
DONE1 LH ERP,12(RET)
STH ER,0(ERP)
LHI ERP,28
STH PTR..CS3(ERP)
t-a
PAGE 6- SUBROUTINE ALST
PAGE 7PAGED DATA LIST PACKAGE
0032R
013CR D100
013AR
0140R 4AFF
0030
0144R 030F
0146h 0020
0143R.0030
0000
0033
0020
0022
0026
3)28
002A
002E
0030
0032
0034
003 5
0038
0 33A
003C
003E
0040
0044
0048
004-C
0050
LM
AH
0,.CS3
15,0(15)
BR 15
NFLG
EFL
*
.N3
.FLG
.NREC
.RECL
.BAD
.RWPT
.NRRW
.NPT
. BPT
.BPP .
. BSIZE
.LSIZE
.OFLG,
.BYPP
.FAULT
.FRSTB
.LSTB
.NXTBA
. CURB
.ELST
DC
DC
ORG
DS
DS
DS
DS
DS
DS
DS
DS
DS
DS
DS
DS
DS
DS
DS
DS
DS
DS
DS
EQU
.FLG
.ELSI-.FLG
0
32
2
4
2
2
4
2
2
2
2
2
2
2
2
2
4
4
4
4
*
Ij
- SUBROUTINE ALST
PAGED DATA LIST PACKAGE
003. ORG. 0
0000 .BDEF DS 2
003.2 .NPGS DS 2
0004 .PSIZE DS 2
k.
0000 ORG 0
003) .PADR DS 2
0002 .RWFLG DS 2
0034 .LCLST DS 4
0008 .PCHN DS 2
0034 .dHOIN DS 2
000C .USEI DS 2
003E .PTLGT EQU k-
*
25BC CLOSEF EQU X'25BC'
lEFO QSTATR EQU X'lEFO' L
IEFA QSTATW EQU XlEFA'
23C4 READF EQU X'23C4'
2494 4RITEF EQU X'2494'
003E END
.BAD 0028
.BDEF 0000
.BPP 0034
.BPT 0032
.BSIZE 0036
.BiPP 003(
* .CS3 013ER
.CURB 304C.
.ELST 0050
.FAU T 303E
.FLG 0020
.FRSTB 0040
PAGE 8
- SUBROUTINE ALST
PAGED DATA LIST PACKAGE - SUBROUTINE ALST
.LCLST 0004
.LSIZE 0038
.LST3. 0044
.NPG 0000
.NPGS, 0002
.NPT 0030
.NRE. 0022
.NRRW 002E
.NKTBA 0043
.OFLG 003A
.PADR. 3000
.PCHN 0008
.PSIZE 3004
.PTLGT 0O0E
.REZLi 3026
.RWFLG 0002
.RAiPI 002A.
.USEI 000C
* ALST OOOR
BN 009D
BSOK OEER
BSZ 0004
* BUFPTR 001ER
CLSEF 25BC
Dl 0002
DZ 3003
* DIF 005ER
DO( 00FER
DONE 012AR
DOIEl 012ZR
EFL 0148R
ER 0003
PAGE 9
PAGED DATA LIST PACKAGE - SUBROUTINE ALST
ERP 0006
FNM 0062R
F0JMDB 003CR
FROMA OOAAR
LNF 007ER
LNH 0007
LOOP1 002)R
LOOP2 0050R
LSI'f2 0112R
* LSTPTR 004AR
LSZ 3006
* MVC 0OA4R
NFL 0146R
NGOOD 0074R
NPTR 00A.
OKI 0014R
3K2 0033R
* OPENW 010ER
3RF 0005
PTR OOOE
QSTRTR IEFO
QSTATW lEFA
QZRO 0092R
R1 0001
READF 23C4
RET 000C
SNI 0064R
SPTR 0007
TEST 000F
TOA OOA8R
TOZRO 3096R
WRITEF 2494
PAGE 10
PAGED DATA LIST PACKAGE - SUBROUTINES RMLST AND UBLST
* RMLST NEEDS MFCOM
*
* BAL 15,RMLST
DC 6
* DC A(LISTNUM)
k- DC A(ERROR)
*
*ERROR->-l=NOTFND
*
BAL 15,UBLST
DC 6
DC A(LISTNUM)
DC A(ERROR)
ENTRY RMLSr.UBLST
EXTRN CLOSEW
EXTRN .WPQZR0,LSTPTR,.CS2
EQU
EQU
EQU
EQU
EQU
EQU
EQU
EQU
EQU
EQU
1
2
3
5
11
7
8
9
10
003DR D030
0000F
0034R 071A
0006R 4300
0012R
UBLST ST31
XHR
B
0,. .CS2
REMREM
FRESH
*
000AR DO30 RMILST STh 0,.CS2
0033R
OOOR
OOOOR
0001
0032
0003
00)5
000B
00)s
0007
00)3
0009
003R.
*
LN
ARGS
ERA
PTR
TEST
NPTR
BPP
RET
ER
RET
*
1-4
00
PAGE 1
- SUBROUTINES RMLST AND UBLST
0032R
OOER C8AO
0001
0012R 0799
0014R 098F
0016R 481F
0032
001AR 4811
0030
001ER C850
0000F-
0022R CB50
0030
0026R 4865
0030
002AR 4220
0036R
002ER C890
FFFF
0032R 4300
039ER
0036R 0561
0038R 4330
0042R
003CR, 0856
003ER 4300
0326R
0042R.4871
0034
0046R. 4320
009ER
004AR 0722
LHI REM,1
FRESH XHR
LHR
LH
ER , ER
RET,15
LN,2(15)
LH LN,C(LN)
LHI PTRLSTPTR
SHI PTR,.NPT
LOOP1 LH NPTR,.NPT(PTR)
BP
OK1
OKl
LHI ER,-1
B DONE
CLHR NPTRLN
BE FOUND
LHR PTRNPrR
B LOOPl
*
FOUND LH BPP,.BPP(LN)
BNP DONE
XHR ARGSARGS
tJ1
PAGE 2PAGED DATA LIST PACKAGE
- SUBROUTINES RMLST AND UBLST
004R. 4021
0034
005)R 48B7
0002
0054R 4330
.0064R
005SR 4070
0062R
005CR 41F0
0000F
0050R 0034
0062R
0064R CA70
0002
00i8R 4070
0076R
006CR 4877
0006
0070R. 41F0
0000F
0074R. 00)6
0076R
0078R.OOBCR
007AR 0877
007CR. 4220
0050R
0030R, 98AA
0082R 4330
003ER
0086R 4010
0030R
008AR 41F0
0030F
STH ARGS,.BPP(LN)
L00P2 LH TEST,.RiFLG(BPP)
BZ NEXT
STH BPPPADR
BAL 15,.dP
DC 4
PADR
NEXT
DS 2
AHIL BPP,2
STH BPPTOZRO
LH BPP,.PCHN-2(BPP)
BAL 15,ZR0
DC
TOZRO DS
DC
LHR
BP
5
2
A (P M2)
BPPBPP
L.00P2
CLOSE LHR REiMREM
BZ DONE
STH LNLNUMB
BAL 15,CLOSEW
-
PAGE 3PAGED DATA LIST PACKAGE
PAGED DATA LIST PACKAGE - SUBROUTINES RMLST AND UBLST
003ER
009OR
0004
0032R 4851
0030
0035R; 4055
0030
003AR, E150
0050
003ER 4828
0000
00A2R, C520
0006
00R.6R 4280
O0B2R
00AAR 4838
0004
00A.ER 4093
0000
00B2R D100
000CR
0OB6R 4AFF
0000
00BAR 030F
OOBCR 003C
0000
0003
0020
3022
0026
0028
DC
LNUMB DS
Lk
DONE
4
2
NPTR,.NPI(LN)
STH NPTR,.NPT(PTR)
SVC. 6,.ELSr
LH ARGSO(RET)
CLHI ARGS,6
BL. RDONE
LH ERA,4(REr)
STH ERO(ERA)
RDOME LM 0,.CS2
AH 15,0(15)
*
PM2
*
.N1
.FLG
.NREC
.RECL
.BAD
BR 15
DC .PTLGT-2
ORG
DS
DS
DS
DS
DS
0
32
2
4
2
2
I-a
'-a
PA GE 4
PAGE 5PAGED DATA LIST PACKAGE - SUBROUTINES RMLST AND UBLST
002h.
002E
003)
0032
0034
0036
0338
003A
003:
003E
0043
0044
0048
004C
3053
0000
0000
30)2.
0004
0000
0033
0002
0034
0008
00)R
000C
003E
253C
lEFO
IEFA.
.RiPT
.NRRW
.NPT
.BPT
. BPP
.BSIZE
.LSIZE
.OFLG
.BiPP
.FAULT
.FRSTB
.LSTB
.NXTBA
.CURB
.ELST
*
.BDEF
.NPGS
.PSIZE
*
.PADR,
.RWFLG
.LCLST
.PCHN
.dHOIN
.USEI
.PTLGT
*
CLOSEF
QSTATR
QSTATW
DS
DS
DS
DS
DS
DS
DS
DS
DS
DS
DS
DS
DS
DS
EQU
ORG.
DS
DS
DS
ORG
DS
DS
DS
DS
DS
DS
EQU
EQU
EQU
EQU
4
2
2
2
2
2
2
2
2
2
4
4
4
4
k.
0.
2
2
2
0
2
2
4
2
2
2
X 25BC*
X*1EFO'
X 1EFA'
PAGED DATA LIST PACKAGE - SUBROUTINES RMLST AND UBLST
23C4 READF EQU X'23C4'
2494 WRITEF EQU X'2494'
k.
OOOE END
.BRD 3028
.BDEF 0000
.BPP 3034
.BPT 0032
.BSIZE 0036
.BYPP 003C
k .CS3 O0B4R
.CURB 004C
.ELST 0050
.FAULT 003E
.F LG 0020
.FRSIB 0040
.LCLST 0004
.LSIZE 0038
.LS3 0044
.NM 0000
.NPGS 0002
.NPT 0030
.NIRE. 0022
.NRRW 002E
.NKIBA 3049
.OFLG 003A
.PADR 0000
.PCHN 0008
.PSIZE 3004
.PILGT OOOE
.RE-i 3025
.RWFLG 0002
.RdPt 302A
PAGE 6
PAGED DATA LIST PACKAGE - SUBROUTINES RMLST AND UBLST
.USEI. oooC.
.WHOIN 000A
*- .4P 005ER
ARCS 0002
BPP 3007
CLOSE 0080R
CLJSEF 25BC
* CLOSEW 008CR
DO4E 009ER
ER 0009
ERA 3003
FOUND 0042R
FRESi. 0012R
LN 0001
LNJ13 0 09R I-'
LOOP1 0026R
LOOP2 0050R
* LSTPTR 0020R
.EXf 3064R
NPTR 0006
OKI- 3036R
PADR 0062R
PI2 00BCR
PTR 0005
QSTRTR 1EFO
QSTATW lEFA
SQZRD O7 2R
RDONE 0OB2R
RELDF 23C4
REM 000A
RET 0003
* RMLST OOAR
TEST 3008
PAGE7
PAGED DATA LIST PACKAGE - SUBROUTINES RMLST AND UBLST PAGE 8
rOZRD 307GR
* UBLST OOOR
WRITEF 2434
'-a
Lii
PAGED DATA LIST PACKAGE - SUBROUTINES GETFRA AND PUTINA
* SUBROUTINE GETFRA
* BAL 15,GETFRA
DC A(4BYTEADR)
*
EN1TRY RETFRA,PUTINALSTADRLSTAD2,LSTPT1,LSTPT2
EXTRN MVCPAGERGPAGERP,.CS2
*
ZRD
LN
ADR
IR1
IR2
PTR
GPR
NPTR
BAP
BPP
BSZ
LSZ
OFL
BYP
FALT
*
EQU
EQU
EQU
EQU
EQU
EQU
EQU
0
1
2
12
13
11
10
EQU 14
EQU 3
EQU
EQU
EQU
EQU
EQU
EQU
4
5
6
7
8
9
OOOOR DOOO
0030F
0004R 482F
0000
0008R 0700
003AR CAFO
GETFRA STM 0,.CS2
LH ADR,0(15)
XHR ZROZRO
AHI 15,2
003 R.
0033R
0033
0001
00)2
000C
003-D
093A
000E£
0033
0004
0035
0006
003.7
0008
00)39
f-a
PAGE 1
PAGED DATA LIST PACKAGE - SUBROUTINES GETFRA AND PUTINA
0032
OOER 40F0
0038R;
0012R 48C2
0000
0016R 4230
0322R
001AR 48D2
0002
001ER 4330
003AR
0022R 48D2
0032
0026R 41F0
OOOF
002AR C8AO
091E
002ER 40FA
0032R
0032R D100
0030R
0036R 4300
0036R
0038R
003AR C8FO
FFFF
003ER 4300
002AR
STH 15,BACKG
LH IR1,0(ADR)
BNZ NOTZG
LH IR2,2(ADR)
BZ NOTHER
NOTZG LH IR2,2(ADR)
BAL 15,PAGERG
DONEG LHI GPR.30
STH 15,.CS2(GPR)
LM 0o,.CS2
B *
BACKG EQU *-2
k.
NOTHER LHI 15,-i
B DONEG
*
*
*SUBROUTIME PUTIMA
H
PAGE 2
PAGED DATA LIST PACKAGE- SUBROUTINES GETFRA AND PUTINA
0042R 0000
0034R
0046R 482F
0030
004AR 0700
004CR 48AF
0002
005;OR 40ADJ
00AER
0054R CAF0
0004
0058R 40F0
00C6R
005CR 4822
0000
0053R. 4230
009AR
0054R 43D2
0002
0058R 4230
009AR
005-R 48,1
0040
0070R 4230
008ER
007IR 43D1
0042
0078R 4230
* BAL 15,PUTINA
DC TA(FINDA)
* DC BEADA
k.
PUTINA STM 0,.CS2
LH ADR,0(15)
XHR ZROZRO
LH GPR,2(15)
STH GPRFROMA
AHI 15,4
STH 15,BACKP
LH IRlO(ADR)
BIZ NOTZP
LH IR2,2(ADR)
BNZ NOTZP
LH IR1..FRSTB(LN)
BNZ FNDF
LH IR2,.FRSrB+2( LN)
BNZ FNDF+4
00
PAGE 3
PAGED DATA LIST PACKAGE - SUBROUTINES GETFRA AND PUTINA
0092R
007CR C8DO
003D
0080R 0877
0032R 4230.
0092R
008RP 40D1.
0042
008AR 4330
0092R
008ER 48D1
0042
0092R 40C2
00)0.
0096R 40D2
003 2
009AR 41F0
OOOF
009ER 40F0
00ACR
0OA2R 4050
0198R
0OA6R 41F0
0030F
OOAAR 0008
00ACR
OOAER
3033R 0198R
0082R 48F0
03ACR
0086R 0877
9033R 4330
k.
FNDF
LHI IR2,13
LHR OFLOFL
BUZ FNDF+4
STH IR2,.FRSTB+2(LN)
B FNDF+4
LH IR2,.FRSTB+2(LN)
STH IR1,0t(ADR)
STH IR2,2(ADR)
NOTZP BAL 15,PAGERP
STH 15,TOA
STH BSZNUMC
BAL 15,MVC
DC
TOR DS
FROMA DS
DC
LH
8
2
2
( NUMC)
15,TOA
LHR OFLOFL
BZ RETURN
t-j
PAGE 4
- SUBROUTINES GETFRA AND PUTINA
03C8R
OOBCR 4300
0)EAR
OOC)R D130
0044R
00C4R 4330
0OC4R
00 CER
00C8R 48C2
0000
OOCCR 48D2
0002
00D.3R 45C1
0048
OOD4R 4280
0OCOR
00D8R 4230
OOE4R
000CR 4501
004A
OOEOR 4280
018CR
)0E-4R OAD5
00E6R 4300
0182R
OHEAR 48C0
0134R
OOEER 4230
013AR
0OF2R 48DO
0136R
B CONTI
DO!EP L1 0,.C52
B *.
BACKP EQU k-2
RETURN LH IR1,0(ADR)
LH IR2,2(ADR)
CLH IR1,.NXTBA(LN)
BTC 8,DONEP
BNE INCR2
CLH IR2,.NXTBA+2(LN)
BTC 8,eFINE
INCR2 AHR IR2,BSZ
B INCR3
CONTI LH IR1,LSTPT1
BNZ NOTZ3
LH IR2,DISTPT2
0
PAGE 5PAGED DATA LIST PACKAGE
PAGED DATA LIST PACKAGE - SUBROUTINES GETFRA AND PUTINA
30F.5R 4230'
010AR
00FRR 48R2
0000
OOFER 40A1
0044
0132R 48R2
0002
0136R 40R1.
0046
013AR ORF5
010CR 40CF
0000
011OR 40DF
0032
0114R 48C0
0130R
0118R 4230
0138R
011CR 48DO
0132R
0120R 4230
0138R
0124R 48C2
0030
0128R 48D2
0032
012CR 40C1
0040
0130R 40D1
0042
0134R 4300
015AR
BNZ NOTZ3
LH GPR,0(ADR)
STH GPR,.LSTB(LN)
LH GPR,2(ADR)
STH GPR,.LSTB+2(LN)
NOTZ3 AKR 15,BSZ
STH IR1,0(15)
STH IR2,2(.15)
LH IRlLSTADR
BNZ NOTZ4
LH IR2,LSTAD2
BNZ NOTZ4
LH IRl,0(ADR)
LH IR2,2(ADR)
STH IRl,.FRSTB(LN)
STH IR2,.FRSTB+2(LN)
B ENDT3
'-a
PAGE 6
- SUBROUTINES GETFRA AND PUTINA
0138R 4020
013AR
013CR C820
0130R
0140R 41F0
0028R
0144R 08FF
0146R 4220
014CR
014AR 0030
014CR 4820
019AR
0150R OAF5
0152R 4802
0000
0156R 48D2
0002
015RR 400F
0000
015ER 40DF
0002
0152R 401
004C
0156R 40D1
004E
016AR 4501
0048
01IER 4280
018CR
0172R 4230
017ER
017GR 45D1
*
NOTZ4
OK3
STH ADRSAVEA
LHI ADRLSTADR
BAL 15,PAGERG
LHR 15,15
BP! OK3
DC
LH
0
ADRSAVEA
AHR 15,BSZ
LH IRI,0(ADR)
LH IR2,2(ADR)
STH IR1,J(15)
STH IR2,2(15)
STH IR,.eCURB(LN)
STH IR2,.CURB+2(LN)
ENDT3 CLHI IR1,.NXIBA(LN)
BTC 8,FINE
BNE INCR
CLH IR2,.NXTBA(LN)
g1.a
PAGE 7PAGED DATA LIST PACKAGE
PAGED DATA LIST PACKAGE - SUBROUTINES GETFRA AND PUTINA
0048
017AR 4280
018CR
017ER CAD5
0034
0182R OECO
0134R 40 11
0048
0139R 40D1
004A
313CR 4300
OOCOR
0190R
3132R.
0194R
013 R
0198R
019AR
0000
093)
0020
3022
0026
0328
002A
032E
0030
0032
BTC 8,FINE
INCR AHI IR2,4(BSZ)
INCR3 ACHR IRlZRO
STH. IR1p,.NXTBA(LN)
STR IR2,.NXTBA+2(LN)
FINE
k.
k.
LSTADR
LSTAD2
LSTPT1
LSTPT2
NUMC
SAVEAR
*
.FLG
.NREC
.RECL
.BAD
.RWPT
.NRRW
.NPT
.BPT
B DONE?
DS
DS
DS
DS,
DS
DS
ORG
DS
DS
DS
DS
DS
DS
DS
DS
DS
2
2
2
2
2
2
0
32
2
4
2
2
4
2
2
2
IH
PAGE 8
PAGED DATA LIST PACKAGE - SUBROUTINES GETFRA AND PUTINA
0034 .BPP DS 2
0036 .BSIZE DS 2
0038 .LSIZE DS' 2
003A .OFLG DS 2
0036 .BYPP DS 2
003E .FAULT DS 2
0043 .FRSTB DS 4
0044 .LSTB DS 4
0048 .NXTBA DS 4
004C .CURB DS 4
3053 .ELST EQU *-
*
0033 OR%. 0
0000 .BDEF DS 2
30)2 .MPGS DS 2
0004 .PSIZE DS 2
0000 ORG 0
003) .PADR DS 2
0002 .RWFLG DS 2
3034 .LCLST DS 4
0008 .PCHN DS 2
003A .4HOIN DS 2
000C .USEI DS 2
003E .PTLG.T EQU
*
25BC CLOSEF EQU X'25BC'
lEFO QSTATR EQU X'lEFO'
1EFA. QSTATW EQU X'IEFA'
23C4 READF EQU X'23C4'
2431 WRITEF EQU X'2494'
*
PAGE 9
003.E END
PAGED DATA LIST PACKAGE - SUBROUTINES GETFRA AND PUTINA PAGE 10
.BAD. 0029
.BDEF 0000
.BPP 0034
.BPT 0032
.BSIZE 0035
.BYPF 003C
.C52 30C2ER
.CURB 004C
.ELSr 0050
.FAULT 003E
.FL. 0020
.FRSTB 0040
.LCLST 0004
.LSIZE 0038
.LST3 0044
.NM 0000
.NPGS 3002
.NPT 0030
.NRE 0022.
.NRRW 002E
.NKIBA 3043.
.0FLG 003A
.PRDR 0000
.PCHN 0008
.PSIZE 3004
.PTLGT OOOE
.RE*Li 3026
.RkFLG 0002
.RdPT 002A
.USEI 000C
.AAOIN: 300h
ADR 0002
BA2KG. J038R
PAGED DATA LIST PACKRGE - SUBROUTINES GETFRA AND PUTINA
BA'IXP 3OC6R
BAP 0003
BP? 0004
BSZ 0005
BYP 3008
CLOSEF 25BC
CO~4 . 00EAR
DONEG 002AR
DDIEP OOCOR
ENDT3 016AR
FALT 0039
FINE 018CR
FNDF. 308ER
FROMA OOAER
GETFRA O0OOR
GPR OOOA
INCR 017ER
INCR2 OOE4R
INCR3. 3132R
IR1 000C
IR2 003D
LN 0001
LSIr kD 2 0192R
* LSTADR 019OR
*- LSTP1l 0194R
* LSTPT2 0196R
LSZ . 035
* MVC 0OA8R
AOTHER 003AR
NOTZ3 010AR
NOrZ4 3138R
NOTZG 0022R
MOTZP 039R
PA GE 11
PAGED DATA LIST PACKAGE - SUBROUTINES GETFRA AND PUTINA
MPTR
NUNC
0 FL,
OK3
PAGERG
* PAGERP
PTR
* PUTINA
QSIRTR
QSTATW.
READF
RETURN
SRiiER.
TOA
dRITEF
ZRO
PAGE 12
OD0E
0198R
0007
014CR
0142R
009CR
0008
0042R
1EFO
1EFA
23C14
00C8R
013AR
OOACR
2494
0000
H-
PRGED DATA LIST PACKAGE - SUBROUTINES PAGERG AND PAGERPE
*
*. SUBROUTINE PAGER
*-
*
*
BAL 15,PAGERG (OR PAGERP)
ENTRY PAGERPPAGERG
EXTRN .CS2
EXTRN .WPQZRO
0000
0001
0002
003Z
000GD
00)3
0O0A
00)E
0003
0034
0007
3035
0006
00)7
0008
30)9
OOOA
00)E.
OOOOR 4000
001AR
0004R 4300
ZRO
LN
ADR
IR1
IR2
PTR
GPR
NPTR
BAP
BPP
NP
BSZ
LSZ
OFL
BYP
FALT
IR3
IR4
*
k.
PAGERG
EQU
EQU
EQU
EQU
EQU
EQU
EQU
EQUJ
EQU
EQU
EQU
EQU
EQU
EQU
EQU
EQU
EQU
EQU
STH
0
1
2
12
13
11
10
14
3
4
7
5
6
7
8
9
10
14
ZRO,PGFLAG
B NONE
303JR
003-OR
0ODOR
00a
PAG E
PAGED DArA LIST PACKAGE.- SUBROUTINES PAGERG AND PRGERP
000CR
30).8R 40F0
001AR
003CR 40FO0
0216R
0013R 48C2
0000
0014R 43D2
0002
0013R C870
0000
00 1 AR
001CR 4230
0334R
0020R 45CI
0048
0024R 4280
0034R
0028R 4230
0218R
002CR 45D1
034A
0030R 4380
0218R
0034R 4831
0332
0038R 08CC
003AR 4230
0048R
003ER C5D0.
000D
0042R 4330.
0048R
PAGERP STH 15,PGFLAG
NONE STH 15,HOME
AGAIN LH IRI,0(ADR)
LH IR2,2(ADR)
LHI NP,0
PGFLRG EQU k-2
BNZ FINDPG
CLH IR1,.NXTBA(LN)
BTC 8,FINDPG
BNE NOTFND
CLH IR2,.NXTBA+2(LN)
BFC 8,NOTFND
FINDPG LH BAP,.BPT(LN)
LHR IRlIR1
BNZ AGAIN2
CLHI IR2,13
BFC 8,AGAIN2
W-0
PRAG E 2
PAGED DATA LIST PACKAGE. - SUBROUTINES PAGERG AND PAGERP
0046R 0000
0048R 3834
004AR 4330
036R
004ER 48AB
0034
0052R 48EB
0056R O5CA
3053R 4230
0086R
005CR 4230.
0066R
005OR 05DE
0062R 4280
0086R
0066R OAE8
0058R 0 EAU
006AR 05CA
306CR 4230
01COR
0073R 4230
007AR
0074R 05DE
0076R 4280
01OR
007AR 48BB
00)8
007ER 4330
036R
0082R 4300
034ER
DC 0
AGAIN2 LHR PTRBPP
BZ GETPG
LOOP LH IR3,.LCLST(PTR)
LH .R4,.LCLST+2(PTR)
CLHR IR1,IR3
BTC 8,GETPG
BNE Si
CLHR IR2,IR4
BTC 8,GETPG
Si AHR
ACHR
CLHR
BTC.,
IR4,BYP
IR3,ZRO
IRlIR3
8,FOUND
BNE NEXT1
CLHR IR2,IR4
BTC BFOUND
NEXTI LH PTR,.PCHN(PTR)
BZ GETPG
B LOOPl
*
f'-A
00
0
P P a E 3.
PRGED DRTR
0086R CBDO
003D
008AR OFCO
003-R 3DC8
008ER OCC8
0033R CAD
000D
0034R OECD
0096R 40CO
0224R
009AR 40DO
0226R
009ER 4873
0032
0OA2R 4000
0220R
0OA6R 4000
0222R
OOAAR CA30
0036
OOAER 48A3
033A
0OB2R 4230
03BER
00B6R 4030
0222R
0OBAR 4300
03FAR
OOBER.48A3
0OC2R 45A0
0220R
00C6R 4280
LIST PACKAGE - SUBROUTINES PAGERG RND PRGERP PR.E 4
GETPG SHI IR2,13
SCHR
DHR
MHR
AHI
IRlZRO
IR,BYP
IR1,BYP
IR2,13
ACHR IRl,ZRO
STH IR1,RWPT
STH IR2,RWPT+2
LH NP,.NPGS(BAP)
STH ZROHIGHU
STH ZROHIGHLO
AHI BAP,.PSIZE+2
L00P2 LH GPR,.WHOIN(BAP)
BNZ NOTIT
STH BAPHIGHLO
B NOWRIT
NOTIT LH GPR,.USEI(BAP)
CLH GPRHIGHU
BL NEXT2
t-A
00
t-A
PRGED DRTA LIST PACKAGE - SUBROUTINES PAGERG AND PAG.ERP
00D2R
ODCAR 40O0
0220R
OCER 4030.
0222R
0D2R CB70
0001
00D6R 4330
OOE2R
3ODAR CA30O
000E
OODER 4300
OOAER
OOE2R 4830
0222R
OOE6R 4503
0032
00EAR 4330
O3FAR
OEER 4030
00F8R
0OF2R 41F0
0030F
0OF6R 0002
JOF-8R'
0OFAR 08A3
30FCR CAR 0
0002
0133R 4 0 PL
0136R
0134R 48A3
000A
STd GPRHIGH'
STH BAPIGHLO
NEXT2 SHI NP,1
BZ GOTP
AHI BAP,.PTLGT
B LDOP2
GOTP LH BAPHIGHLO
CLH ZRO,.RWFLG(BAP)
BE NOWRIT
STH BAPGOWP
BAL 15,.WP
DC
GOWP DS
NOWRIT LHR
AHI
2
2
GPR, BAP
GPR, 2
STH GPR, TOZ
LH GPR,.WHOIN(BAP)
0o
PARGE" F 5
PAGED DATA. LIST PACKAGE - SUBROUTINES PAGERG AND PAGERP
0108R 4330
0130R
010CR C8BA
0034
OllOR CBBO
0038
0114R 48EB
0038
0118R 4330
0130R
011CR 05E3
OlER 4330
0128R
0122R )BBE
0124R 4300
0114R
0128R 48E3
0038
012CR 40EB
0038
0130R 41F0
090OF
0134R 0006
013-5 R
0138R 0228R
013RR 48A3
. 0000
O13ER C4 A0
FFFE
0142R 40A1
0028
0146R 48 00
0224R
BZ NOTANY
LHI PTR, .BPP(GPR)
SHI PTR,.PCHN
LOOP5 LH NPTR,.PCHN(PTR)
BZ NOTANY
CLHR NPTRBAP
BE REMOTfE
LHR PTRMPTR
B LOOP5
REMOVE LH NPTR,.PCHN(BAP)
STH NPTR,.PCHN(PTR)
NOTANY BAL 15,QZRO
TOZ
DC
DS
DC
LH
6
2
A(NUMZ)
GPR, . PADR( BAP)
NHI GPR,X'FFFE'
STH GPR,.BAD(LN)
LH IR1,'RWPT
tCA
PA~, JE
PAGED DATA LIST PACKAGE - SUBROUTINES PAGERG AND PAGERP
014AR 40C1
032A
014ER 40C3
0034
0152R 48DO
0226R
0156R 40D1
002C
015AR 40D3
00)6
015ER 4013
003A
0162R 4081
0326
0166R 45C1
0022
016AR 4280
017AR
016ER 4230
017ER
0172R 45C1
0024
0176R 4380
017ER
017AR 41E0
23C4
017ER C881
0034
0132R CBBO
0008
0135R 48E3
0008
STH IR1.RWPT(LN)
STH IRI,.LCLST(BAP)
LH IR2,RWPT+2
STH IR2,.RWPT+2(LN)
STH IR2,.LCLST+2(BAP)
STH LN,.WHOIN(BAP)
STH BYP,.RECL(LN)
CLH IR1.NREC(LN)
BTC 8,GOREAD
BNE BYPASS
CLH IR1,.NREC+2(LN)
BFC 8,BYPASS
GOREAD BAL 14,READF
*
BYPASS LHI PTR,.BPP(LN)
SHL, PTR,.PCHN
LOOP3 LH NPTR,.PCHN(PTR)
00
P A 5E. 7
PAGED DATA LIST PACKAGE - SUBROUTINES PAGERG AND PAGERP
018AR 4330
01A8R
018ER 45CE
0034
0192R 4280
01A8R
0196R 4230
O1R2R
019AR 45DE
0306
019ER 4280
01ABR
OlA2R 08BE
lA.4R 4330
0186R
O1R8R 4038
0008
01RCR 43E3
0008
0133R 48 41
0034
0134R. C8A
0008
0138R 404A
0000F
013CR. 4300
001OR
01COR 40C1
0a4C
01C4R 40D1
004E
01C8R CBDO
BZ PUTH
FITIN CLH IR1,.LCLST(NPTR)
BTC 8,PUTH
BNE S3
CLH IR2,.LCLST+2(NPTR)
BTC 8,PUTH
S3 LHR PTRNPTR
B LOOP1
PUTH ST4( BAP,.PCHNI(PTR)
ST NPTR,.PCHN(BAP)
LH BPP,.BPP(LN)
LHI GPR,8
STH BPP,.CS2(GPR)
B AGAINl
FOUND STH IR1,.CURB(LN)
STH IR2,.CURB+2(LN)
SHI IR2,13
00
U'n
P A.3E 8
- SUBROUTINES PAGERG AND PAGERP
000D
01CCR OFCD
01CER 0DC8
01D3R 48FB
0000
1lD4R C4FO
FFFE
ODBR OAFC
O1DAR C8AO
0031
OlDER 4870
001AR
O1E2R 4330
01ER
O1E6R 40AB
0032
01EAR 4873
0032
01EER CA30
0036
O1F2R 05B3
3IF4R 4330
O1FCR
31FS R '1 A3
000C
01FCR CB70
0001
023OR 4330
020CR
0204R CA30
000E
023BR 4300
O1F2R
SCHR
DHR
LH
IR ZRO
IR1,BYP
15,.PADR(PTR)
NHI 15,X'FFFE'
AHR 15,IR1
LHI GPR,1
LH NPPGFLAG
BZ SKIPIT
STH GPR,.RWFLG(PTR)
SKIPIT LH NP,.NPGS(BAP)
AHI BAP,.PSIZE+2
LOOP4 CLHR PTRBAP
BE ON4
AHI GPR,. US EI( BAP)
0N4 SHI NP, 1
BZ DONE
AHI BAP,.PTLGT
B LOOP4
00a%
PRGED. DATA*LIST PACKAG.E PhA;E 9
PAGED DATA LIST PACKAGE - SUBROUTINES PAGERG AND PRGERP
020CR 4831
0032
0210R 4871
003A
0214R 4300
0214R
0216R
0218R C8FO
FFFF
021CR 4300
020CR
0220R
0222R
0224R
0228R 003C
0000
0003
0020
0022.
0026
0029
002A
002E
0030
0032
0034
DONE
HOME
NOTFND
LH BAP,.BPT(LN)
LH FL,.OFLG(LN)
n *
EQU
LHI 15,1-1
B DONE
*
HIGHU
HIGHLO
RWPT
NUMZ
*
k.*
k.
. NM
.FLG
.NREC
.RECL
.BAD
.RWPT
.NRRk1
.NPT
. BPT
.BPP
DS
DS
DS
DC
ORG
DS
DS
DS
DS
DS
DS
DS
DS
DS
DS
2
2
4
.PTLGT-2
0
32
2
4
2
2
4
2
2
2
2
00
PAGE 10
PAGE 11
- SUBROUTINES PAGERG kND PAGERP
0036
3039
003A
003Z
003E
004)
0044
0048
004C
005)3
0030
0000
00) Z
0004
0000
003
0002
0034
0008
003A
000C
OOE
25aC
1 EFO
1EFA
23C4
2494,
003E
.BAD
.BSIZE
.LSIZE
.OFLG
.BtPP
.FAULT
.FRSTB
.LSTB
.NKTBA
.CURB
.ELST
*
.BDEF
.NPGS
.PSIZE
.PADR
.RWFLG
.LCLST
.PCHN
.dH0IN
.USEI
.PTLGT
CLOSEF
QSTATR
QSTATW
READF
dRITEF
DS
DS
DS
DS
DS
DS
DS
DS
DS
EQU
ORG.
DS
DS
DS
ORG
DS
DS
DS
DS
DS
DS
EQU
EQU
EQU
EQU
EQU
EQU
2
2
2
2
2
4
4
4
4
k.
0
2
2
2
0
2
2
4
2
2
2
*-
' 25BC'
X'lEFO'
X' IEFA'
X'23C4'
X' 2494'
END
0028
00
PAGED DATA LIST PACKAGE
PAGED DATR LIST PACKAGE - SUBROUTINES PAGERG AND PAGERP PR.E 12
.BDEF 0000
.BPP 3034
.BPT 0032
.BSIZE 3036
.BYPP 003C
-.C32 31BAR
.CURB 004C
.ELST 3050
.FAULT 003E
. FLG 0020
.FRSTB 0040
.LCLST 0004
.LSIZE 0038
.LST3 0044
.NM 0000
.NPG3 0002
.NPT 0030.
.NREC. 3022
.NRRW 002E
.NKT3A 3048
.OFLG 003A
.PRDR 0000.
.PCHN 0008
.PSIZE 0004
.PTLGT OOOE
.RE.CL1 3025
.RWFLG 0002
.RdPI; 102A
.USEI 000C
.idH3IN 300A
* .WF O0F4R
AtDR 3002
AGAIN 001OR
PAGED. DATA LIST PACKRGE - SUBROUTINES PAGERG AND PAGERP
AGAIN2
BAP
BPP
BSZ
BYP
BYPRSS
CLOSEF
DONE
FALT
FIDPG
FITIN
F0J.ND
GETPG
GORERD
GOTP
GO d.P
GPR
HIJ.HL.O
HIGHU
H 0 IE
IRI1
IRZ
IR3
IR4.
LN
LOOP.,
L00P2.
L0OP3-
LOOP4
LO3P5
LSZ
NEXTL
NEXT2
0048R
3003
0004
3035
0008
317ER
25BC
323CR
0009
0034R
018ER
01COR
0086R
O17AR
OOE2R
3OFSR
000A
3222R
0220R
3216R
000C
30D
OOOA
300E
0001
004 ER
00AER
3185 R
01F2R
011 4R
0006
307AR
OOD2R
'0
0
PAG;E 13
PAGE 14PRGED DRTA LIST PACKAtGE - SUBROUTINES PAGERG AND PAGERP
NONE 000CR
OrA Y 0130R
NOTFND 0218R
NOTIX!' 00BER
NOWRIT 0OFAR
NP 0007
NPTR OOOE
NU lZ 0229R
OFL 0007
0,14 31FCR
* PAGERG 0000R
P RG ,R 0008R
PGFLAG 001AR
PTR 300B
PUTH O1A8R
QSIAIR 1EFO
QSTATW lEFAQZRJ 03132R
READF 23C4
RETOVE 0128R
RWPT 0224R
S1 0055R
S3 01A2R
SKIPIT 31EAR
TOZ 0136R
dRITEF 2434
ZRO 0000
PAGED DATA LIST PACKAGE - SUBROUTINE GETBD
0033R.
0033R
0031.
0002
oa ) A
000C
003D
OOB
03).E
0000
00)3E
0003
003.4
0005
0036
0007
0038
0009
O0OOR D000
0O0OF
* SUBROUTINE GETBD
* BAL 15,GETBD
k, DC 10
* DC A(LISTNUM)
DC BEADA
* DC A(BEADNUM)
*- DC A(ERROR)
*
ENTRY GETBD
*
EXTRN DIF,GErFRAMIVC,.SULST,.CS3
LN
RET
NBDA
IRI
IR2
GPR
BDI1
ZRO
ERROR
BAP
BPP
BSZ
LSZ
OFL
BYP
FALT
GETBD
EQU
EQU
EQU
EQU
EQU
EQU
EQU
EQU
EQU
EQU
EQU
EQU
EQUJ
EQU
EQU
EQU
I
2
10
12
13
11
14
0
14
3
4
5
6
7
8
9
STM 0,.CS3
#-A
PAGE I
PAGED DATA LIST PACKAGE
0034R 0700
0006R 082F
0033R 481F
0002
O0).R 4911
0000
001DR 4010
0018R
0014R 41FO0
0000F
0018R
001AR 4300
01F8R
001ER 48A2
0034
0022R 48E2
00)6
0026R 48EE
0030
002AR C8BO
003D
002ER 4060
0208R
0032R 4050
0236R
0036R 0866
0038R 4330
0064R
003CR 0877
003ER 4330
0 38R
0042R 4300
012CR
XHR
LHR
LH
ZROZRO
RET,15
LN,2( 15)
LH LN,0(LN)
STH LNLNU
BAL. 15.3SULST
LNU DS
B
2
NOTFND
LH NBDA,4(RET)
LH BDN,6(RET)
LH BDN,0(BDN)
LHI GPR,13
STH LSZLSIZE
STH BSZBSIZE
LHR
BZ
LHR
BZ
LSZLSZ
DTYPEI
OFL,0FL
DTYPE2
B DTYPE3
- SUBROUTINE GETBD PAGE 2
PAGED DATA LIST PACKAGE - SUBROUTINE GETBD
0046R 41F0
0030F
004AR 0008
004CR
004ER
0050R 026R
0052R 48B2
0008
0055R 40EB
0000
305AR D130
0002R
005ER 4AFF
0000
0052R 033F
0064R 08EE
0066R 4220
0072R
006AR 4330
0082R
30SER CBEO
0001
0072R 0BDE
0074R CBDO
0031
0078R OCC5
007R 0JRDB
007CR OECO
007ER 4330
0OA6R
ALRITE BAL 15,MVC
DC
TDA DS'
FROMA DS
DC'
DONE LH
8
2
2
A( BSIZE)
GPR,8(RET)
STH ERROR,0(GPR)
LM 0,.CS3
AH 15,0(15)
*
DTYPEl1
NI.
BR 15
LHR BDNBDN
BP Ni
BZ NXTl
LHI BDN.,
LHR
SHI
MHR
AHR
ACHR
B
IR2,BDM
IR2,1
IR1,BSZ
IR2,GPR
IRlZRO
GOTl
H
PAGE 3 .
PAGED DATA LIST PACKAGE - SUBROUTINE GETBD
0032R, 48C1
004C
0036RI 4230
009ER
003AR 4901
004E
OOBER.4230
00A2R
0032R, 4381
0040
0035R 48D1
0042
003AR 43)0
0OA6R
003ER 48D1
004E
0OR2R 0AD5
0OA4R OECO
OA6R 40C0
0202R
OOAAR 4000
0204R
OOAER 41FO
0000F
0032R 0202R
0OB4R 08FF
00B5R 4320
01FOR
00BAR 40A0
004CR
OOBER 40F0
004ER
*
N XT-1 LH IR1..CURB(LN)
BNZ NXTNZ
LH IR2,.CURB+2(LN)
BNZ NXTNZ+4
LH IR1,.FRSTB(LN)
LH IR2,.FRSTB+2(LN)
B GOT1
NXTNZ LH IR2,.CURB+2(LN)
GOT1.
AHR
ACHR
STH
IR2,SZ
IR1,ZRO
IR1,FINDA
STH IR2,FINDA+2
BAL 15,GETFRA
DC
LHR
BP i
OKI
A(FINDA)
15,15
EOF
STH NBDATOA
STH 15,FRO3A
t-
PAIGE 4
PAGED DATA LIST PACKAGE - SUBROUTINE GETBD
0OC2R 07EE
O64R 4300
0046R
0OC8R O8EE
OOCAR 1220
OOE2R
00ZER 4330
OODER
OOD2R 48C1
0040
00D6R 48DI
0042
O0DAR 4300
OOA6R
OODER 4300
0082R
OOE2R 40AO
011OR
OOE6R 4050
0208R
OQEAR 49C1
0040
OEER 48D1,
0042
OOF2R 40'0.
0202R
OOF6R 40DO
0204R
00FAR 41F0
0OBOR
XHR ERRORERROR
B ALRITE
DTYPE2 LHR BDNBDN
BP IATCH2
BZ NXT2
LH IR1,.FRSTB(LN)
LH IR2,.FRSTB+2tLN)
B GOT1 .
NXT2 B NXT1
*
MATCH2 STH NBDAAl
STH LSZLSIZE
LH IR,..FRSTB(LN)
LH IR2,.FRSTB+2(LN)
LOOP2 STH. IRlFINDA
STH IR2,FINDA+2
BALs 15,GETFRA
H-
P AGE 5
PRGED DATA LIST PACKAGE - SUBROUTINE GETBD
O0FER 0202R
013DR 38FF
0102R 4320
01FOR
0106R 40F0
0112R
010AR 41F0
0030F
010ER 0008
0113R
0112R.
0114R 0208R
0116R 08EE
3118R 4330
0124R
011CR OAD5
011ER OECO
0120R 4300.
0OF2R
0124R 48F0
0112R
0128R 4300
00BAR
012CR, 38EE
012ER 4310
013ER
0132R 48C1
0040
0136R 48D1
0042
013AR 4300
DC
LHR
BNP
A(FINDA)
15,15
EOF
STH 15,A2
BAL 15,DIF
Al
A2
DC
DS
DS
DC:
LHR
BZ
AkHR
ACHR
B
FOUND2
*
DTYPE3
FIRS
8
2
2
Rt LSIZE)
14,14
FOUND2
IR2,BSZ
IR1, ZRO
L00P2
LH 15,A2
B OKI
LHR
BNM
LH
BDNBDN
OTHER
IRi,.FRSTB(LN)
LH IR2,.FRSTB+2(LN)
B GOTI
PRG-E 5
PAGED DATA LIST PACKAGE - SUBROUTINE GETBD
OOA6R
013ER 48C1
004C
0142R 4230
014ER
0146R 48DI
004E
014AR 4330
0132R
014ER 48D1
004E
0152R 4020
0202R
0155R 40D0
0204R
015AR. 41F0
00FCR
15ER 0232R
0160R 08FF
0152R 4320
01FOR
015SR 38EE
0168R 4220
017AR
016CR OAF5
010ER 48CF
0000
0172R 4BDF
0002
317SR 4330
0OA6R
017AR 40A0
OTHER LH IRI,.CURB(LN)
BNZ NOTZ
LH IR2,..CURB+2(LN)
BZ FIRS
NOTZ LH IR2,.CURB+2(LN)
STH IR1,FINDA
STH IR2,FIINDA+2
BAL 15,GETFRA
DC.
LHR
BNP
A(FINDA)
15,15
EOF
LHR BDNBDN
BP MATCH3
AHR 15,BSZ
LH IRIO(15)
LH IR2,2l5)
B GOTi
NBDAFIRSTB
t-A
%D
00
PAE. 7
MATCH3 STH
PRGED DATA LIST PACKAGE
0190R
017ER 40A0
O1D8R
0132R 4F0
0192R
0136R 4050
0208R
013R 41F0
010CR
013ER 0038
0190R
0192R.
0194R 0208R
0135R 4BF0
0192R
013RR 38EE
019CR 4330
OOBAR
01AOR 4220
01BOR
O1A4R 48C1
0040
01A8R 48DI
0042
01ACR 4300
01BAR
01BOR OAF5
31B2R 48CF
0000
0136R 48DF
0002
01BMR 40C0
0202R
STH NBDAFB3
STH 15,SECBD
STH LSZLSIZE
BA L 15,DIF
DC
FIRSTB DS
SECBD DS
DC
LH
LHR
BZ
8
2
2
A(LSIZE)
15,SECBD
14,14
OKl
BP CONT3
LH IR1,.FRSTB(LN)
LH IR2,.FRSTB+2(LN)
B SEARCH
CONT3 AHR 15,BSZ
LH IR1,0(15)
LH IR2,2(15)
SEARCH STH IR1,FINDA
'A
- SUBROUTINE GETBD. PA :E " 8
PAGED DATA LIST PACKAGE - SUBROUTINE GETBD
01BER 40D0
0234R
01C2R 41F0
015CR
01C6R 0202R
01C9R )8FF
01CAR 4320
01FOR
01CER 40F0
O0DAR
01D2R 41FO
018CR
O1D6R 0008
31D8R
01DAR
01DCR 0208R
01DER 48F0
O1DAR
O1E2R 08EE
OlE 4R. 4330
00BAR
01E3R 4210
O1F4R
01EZR 4300
01BOR
01FOR CBOO
0031
O1F4R CBOO
0031
OF8R CBOO
00)1
O1FCR 08E0
STH IR2,FINDA+2
BAL 15,GETFRA
DC
LHR.
BNP
A(FINDA)
15,15
EOF
STH 15, SB3
BAL 15,DIF
DC
DS
DS
DC.
LH
FB3
SB3
EOF
FNF
8
2
2
A( LSI.ZE)
15, SB3
LHR 14,14
BZ OK1
BN 3 FNF
B
SHI
SHI
CONT3
ZRO,1
ZRO,1
NOTFND SHI ZRO,1
LHR ERRORZRO
0
0
PR",E 9
PAGED DRA LIST PACKAGE - SUBROUTINE GETBD
O1FER 4300
0052R
0202R
0235R
0208R
003)
0000
002)
0022
0025
0028
002A
002E
0033.
0032
0034
0036
0038
003A
003
003E
0043
0044
0)48
004C
0053
0003
0000
*
FINDA
BSIZE.
LSIZE
*.
.NM
. FL.G
.NREC
.RECL.
.BAD
.RWPT
.NRRW
.NPT
.BPT
.BPP
.BSIZE
.LSIZE
.OFLG
.BYPP
.FAULT
.FRSTB
.LSTB
.NKT3A
.CURB
.ELST
ORG. 0
.BDEF DS 2
B DONE
4
2
2
0
32
2
4
2
2
4
2
2
2
2
2
2
2
2
2
4
4
4
4
k.
DS
DS,
DS
ORG.
DS
DS
DS
DS
DS
DS
DS
DS*
DS
DS
DS
DS
DS
DS
DS
DS
DS
DS
DS
EQU
0
H
PA4"E 10
PAGED DRIA LIST PACKAGE - SUBROUTINE GETBD
0002
00)4
0000
0000
0032
0004
0038
000A
00)1
0OE
25BC
LEFJ
lEFA
23"4
2494
OOOE
.BAD
.BDEF
.BPP
.BPT
.B3 IZE
.BYPP
..C 33
.CURB
.ELSr.
.FAULT
.FL I
.FRSTB
.LZLST
.LSIZE
.NPGS
.PSIZE
*
.PADR
.RiFLG
.LCLST
.PCHN
.WHOIN
.USEI
.PTLGT
*.
CLOSEF
QSTRTR
QSTATW
RERDF
WRITEF
k.
0028
0000
0034
0032
0036
003C
005 CR
004C
2050
003E
3020
0040
0004
0038
DS
DS
ORG
DS
DS
DS
DS
DS
DS
EQU
EQU
EQU
EQU
EQU
EQU
END
2
2
0
2
2
4
2
2
2
*
X'25BC'
X'lEF0'
X'LEFA'
X'23C4'
X'2494'
0
PRA4"E 11,
PAGED DATA LIST PACKAGE - SUBROUTINE GETBD
.LSTB 0044
.N3i 0003,
.NPGS 0002
.NPT 0030
.NREC 0022
.NRRd. 002E
.NXTBA 0048
.3FLI. 003A
.PADR 0000
.P6HI 0003
.PSIZE 0004
.PrLIT 003E
.RECL 0026
.RdFU1G 3002
.RWPT 002A
.SIJLST 3016RI
.USEI 000C
.iHoiN 00TA
Al 011OR
A2 0112R
ALRITE 0046R
BAP 0003
BDN OOOE
BPP 3004
BSIZE 0206R
BSZ 0005
BYP 0008
CLOSEF 25BC
CONT3 01BOR
I- DIF O1D4R
DONE 0052R
DTPEl 0054R
DTYPE2 0OC8R
P AG[rE 12
PRGED DATA LIST PACKJGE - SUBROUTINE GETBD PROE 13
DTYPE3 012CR
EOF 01FOR
ERROR OOOE
FALI 0039
FB3 01D8R
FINDA 3202R
FIRS 0132R
FIRSTB 3193R
FNF O1F4R
F0JND2 0124R
FROMA 004ER
-GE r3D. 3003R
* GETFRA O1C4R
GDi 00RSR
GPR OOB
IR1 003C.
IR2 OOD
LN 0001
LNU 0018R
LOOP2 OF2R
LSIZE 0208R
LSZ 0035
MATCH2 OOE2R
MA]2143 017RR
* MVC 0048R
1 3 072R
NBDA OOOA
NOrFD 31FBR
NOTZ 014ER
NKI 0082R
NXT2 OODER
NXJNZ 309ER
OFL 0007
PAGED DATA LIST PACKAGE - SUBROUTINE GETBD PAIE 14
OKi 0OBAR
OTHER 313ER
QSTATR 1EFO
QSIATW JEFR
READF 23C4
RET 0032
SB3 01DAR
SEARCH 01BAR
SECBD 0192R
TIA 004CR
WRITEF 2494
ZRJ 3003
0
Lii
PAGED DATA LIST PACKAGE - SUBROUTINE PUTBD
* SUBROUTINE PUTBD
* BAL 15,PUTBD
DC 10
* DC A(LISTNUM)
.*- DC AIMEWBD
* DC A(BEADNUM)
DC A(ERROR)
*
0003R ENTRY PUTBD
*
003JR EXTRN DIF,.CS3,.SULSTGETFRAoPUTINA
OOOOR EXTRN LSTADRLSTAD2,LSTPT1,LSTPT2
0001 LN EQU 1 aN
0032 RET EQU 2
000A NBDA EQU 10
- 03- IR1 EQU 12
OOOD IR2 EQU 13
0033 .GPR EQU 11
000E BDN EQU 14
0033 ZRO EQU 0
OOOE ERROR EQU 14
0003 BAP EQU 3
0034 BPP EQU 4
0005 BSZ EQU 5
0036 LSZ EQU 6
0007 OFL EQU 7
0038 BYP EQU 8
0009 FALT EQU 9
PAGE I
PAGED DATA LIST PACKAGE
00)R 0D000
0000F
0034R 0700
0006R 082F
0033R 481F
0002
003R 4811'
0000
0010R 4010
0018R
0014R 41F0
0000F
0012 R
001AR 4300
023ER
001ER 48A2
0004
0022R 40A0
0184R
0026R 40A0
013CR
002AR 40A0
ODAR
002ER 40A0
003ER
0032R 4060
021CR
0036R 4050
021AR
003AR 0866
0032R 4330
004AR
0040R 0877
PUTBD ST1 0,.CS3
XHR
LHR
LH
ZROZRO
RET,15
LN,2( 15)
LH LN,0(LN)
STH LNLNU
BAL. 15,.SULST
LNU DS
B
2
NOTFND.
LH NBDA,4(RET)
STH NBDANB3
STH NBDANB
STH NBDAAl
STH NBDABEADA
STH LSZLSIZE
STH BSZBSIZE
LHR LSZLSZ
BZ DTYPEI
LHR OFL,DFL
0
PAGE 2- SUBROUTINE PUTBD
PAGED DATA LIST PACKAGE - SUBROUTINE PUTBD
3042R 4330
00B4R
0046R 4330
00FAR
004AR C8BO
003D
004ER 48E2
0036
0052R 48EE
00)0
0056R 4330
0072R
005AR 4220
0052R
005ER C8EO
0031
0062R 08DE
0054R CBDO
0001
0058R OCC5
006AR OADB
005"R QECO
006ER 4300
038ER
007.2R 48C1
004C
0075R 4230
0086R
007RR 48D1
004E
007ER 4230
BZ DTYPE2
B DTYPE3
DTYPE1 LHI GPR, 13
LH BDN,6(RET)
LH BDNO(BDN)
BZ NXT1
BP
PO SN
POSN
LHI BDN,1
LHR IR2,BDN
SHI IR2,1
MHR,
AHR
ACHR
B
*
NXT1 LH
BNZ
IR1,BSZ
IR2, GPR
IR1,ZR0
GOTl
IRl, .CURB( LN)
NXTMZ
LH IR2,.CURB+2(LN)
BNZ NXTNZ+4
00
PAGE 3
PAGED DATA LIST PACKAGE - SUBROUTINE PUTBD
00AR
0082R 4300
008ER
0086R 48D1
004E
008AR OADS
003"R OECO
008ER 0777
0031R 40C0
0216R
3094R 40DO
0218R
0038R 41F0
0000F
003CR 0216R
009ER
00ADR 07EE
0OA2R 48B2
0038
0OA6R 40EB
0000
00AAR D100
0032R
OOAER 4AFF
0000
0OB2R 030F
0OB4R 46C1
0040
0OB8R 48DI
0042
OOBCR 40C0
0216R
B GOTi
NXTNZ LH IR2,.CURB+2(LN)
GOTl
GOT3
AHR
ACHR
XHR
STH
IR2,BSZ
IRIZRO
OFLOFL
IR1,FINDA
STH IR2,FIMDA+2
BAL. 15,PULTINA
BEADA
DOMEN
DONE
DC
DS
XHR
LH
A( FI.NDA)
2
ERRORERROR
GPR,8(RET)
STH ERROR,0(GPR)
LM 0,.CS3
AH 15,0(15)
BR 15
*
DTYPE2 LH IR1,.FRSTB(LN)
LH IR2,.FRSTB+2(LN)
LOOP2 STH IR1,FINDA
0
PAGE 4
PAGED DATA LIST PACKAGE
00C3R 40D0
0218R
0C4R. 41F0
0000F
0023R 0216R
OOCAR 06FF
30CrR 4320
OOEER
0003R.4 F0.
OODCR
OOD4R 41F0.
0000 F
00D3R 0338.
OODAR
03DCR
00DER
00E. R
00E2R
00E6R
30E3R
00EAR
021CR
%BEE
4330
038ER
OAD5
0ECD
4300
03BCR
O0EER 48C1
0048
0OF2R 48D1
004A
OOF5R 4300
008ER
00FAR 48E2
0006
STH IR2,FINDA+2
BRLL. 15,GETFRA
DC
LHR
BNP
A(FINDA)
15,15
NEXTAD
STH( 15,A2
BAL. 15,DIF
Al
A2
DC
DS
DS
DC
LHR
BZ
AHR
ACHR
B
*
N EXT AD
8
2
2
A( LSIZE)
14,14
GOTi
IR2, BS.Z
IRl, ZRD
LOOP2
LH IR1,.NXTBA(LN)
LH' IR2,.NXTBA+2(LN)~
B GOT1
DTYPE3 LH BDN,6(RET)
r~)
0
PAGE5
- SUBROUTINE PUTBD
PAGED DATA LIST PACKAGE - SUBROUTINE PUTBD
OOFER 48EE
0000
0132R 4000
0000F
0136 R 4030
0000F
013AR 48C1
004C
013ER 4230
011AR
0112R 48Dl
004E
Ol.6R 4330
0156R
OllAR 48D1
004E
OllER 40C0
0216R
0122R 40D0
0218R
0126R 41F0
0OC6R
012RR 0216R
012CR 08FF
012ER 4320
0156R
0132R 40F0
013ER
0136R 41F0
OOD6R
013RR 0038
013CR
013ER
NOTZ
LH BDNO(BDN)
STH ZRO,LSTADR
STH. ZROLSTAD2
LH IR1..CURB(LN)
BNZ NOTZ
LH I R2, . CURB+2( LN)
BZ FIRS
LH IR2..CURB+2(LN)
STH IR1,FINDA
STH IR2,FINDA+2
BAL 15,GETFRA
DC
LHR
B14P
Ac FINDA)
15,15
FIRS
STH 15,CB
BA1j. 15, DIF
NB
CB
DC
DS
DS
8
2
2
I~3
I-a
'-a
PAGE 6
PAGED DATA LIST PACKAGE - SUBROUTINE PUTBD
0143R 021CR
0142R 48F0
013ER
0146R 08EE
0145R 4220
017AR
014CR 4230
0156R
3153RA SEE
0152R 4310
03BER
0156R 48C1
0040
015AR 48Dl
0042
015ER 40C0
0216R
0162R 40DO
0218R
0166R 40C0
003OF
016AR 40DO
0030F
016ER 41F0
0128R
0172R 0216R
0174R. 33FF
0176R 4320
01IER
017AR 40F0
0186R
017ER 41F0
0138R
DC.
LH
FIRS
A(LSIZE)
15,CB
LHR 14,14
BP 0NW
BL FIRS
LHR BDNBDN
BNM GOTl
LH IR1,.FRSTB(LN)
LH IR2,.FRSTB+2(LN)
LOOP3 STH IR1,FINDA
STH IR2,FINDA+2
STH IR1,LSTPTl
STH IR2,LSTPT2
BAL 15,GETFRA
DC
LHR
BNP
ONW
A( FINDA)
15,15
ADDIN
STH 15,CB3
BAL 15,DIF
1%)
1%)
PAGE7
PAGE 8PACKAGE - SUBROUTINE PUTBD
0182R.0038
0184R
013 SR
0188R 021CR
013RR 48F0
0186R
013ER OBEE
0190R 4330
01C8R
0194R 4210
01AER
0198R 40C0
0104R
019CR 40DO
0138R
O1AOR OAF5
01R2R 48CF
0000
01RoR 48DF
0002
01RI 4330
015ER
01AER 08EE
01BOR 4210
O0AOR
01BR. 43C1
0048
0138R 48D1
004A
013CR 40C0
0216R
01CJR. 40D0
NB3
CB3
DC
DS
DS'
DC
LH
8
2
2
A(LSIZE)
15, CB3
LHR 14,14
BZ GOTPRE
BM ADDIN
STH IR1,LSTADR
STH IR2,LSTAD2
AHR 15,BSZ
LH IR1,0(15)
LH IR2,2(15)
B LOOP3
ADDIN LHR BDNBDN
B1 DONEM
LH IR1,.NXTBA(LN)
LH IR2,.NXTBA+2(LN)
STH IR1,FINDA
STH IR2,FINDA+2
I~%)
PAGED DATA LIST
PAGE 9PAGED DATA LIST PACKAGE
0218R
01C4R 4300
0030R
O1C8R 08EE
01CAR, 4310
008ER
01'.'ER 3AF5
01LDOR 48CF
0030
O1D4R 48DF
0032
O1D8R 48B0
019AR
01DCR 4230
01F4R
01EOR 48B0
019ER
01E4R 4230
0lF4R
O1E8R 40C1
0040
01ECR 40D1
0042
01FOR 4300
00ORR
01F4R 41F0
0170R
01F8R 01DAR
01FRR 08FF
01FCR 4320
00ROR
B GOT3
*
k.
GOTPRE LHR BDNBDN
B41 GOTI
A HR 15,*BS2Z
LH IR1,0(15)
LH IR2,2(15)
LH GPRLSTADR
BNZ GOONi
LH GPRLSTAD2
BNZ GOONI
STH IR1,.FRSTB(LN)
STH IR2,.FRSTB+2(LN)
B DONEM
GOON1 BAL I5GETFRA
DC
LHR
BNP
A(LSTADR)
15,15
DONEM
I~%)
-SUBROUTINE PUTBD
PAGED DATA LIST PACKAGE - SUBROUTINE PUTBD
0200R 0AF5
0202R 40CF
00)30
0206R 40DF
0032
020AR 4300
0 ORO R
023ER, CBEO
FFFF
02L2R 4330
0OA2R
0216R
021AR
021CR
0000
003.
0020
0022
0026
00 a 3
002A
02E
0030
0032
0034
0035
0038
003R
AHR 15,BSZ
STH IR1,O(15)
STH IR2,2(15)
B DONEM
*
NOT FND LHI
B
FINDA
BSIZE
LSIZE
*.
.Nn1
.FLG
.NREC
.RECL
.BAD
.RWPT
.NRRW
.NPT
.BPT
.BPP
.BSIZE
.LSIZE
.OFLG
DS
DS
DS
ORG
DS
DS
DS
DS
DS
DS
DS'
DS
DS
DS
DS
DS
DS
ERROR,-1
DONE
4
2
2
0
32
2
4
2
2
4
2
2
2
2
2
2
2
PAGE 10
PAGED DATA LIST PACKAGE - SUBROUTINE PUTBD
033C
003E
3043
0044
3343
004C
005)
3033
0000
00)2
0004
0000
0033
0002
00.4
0008
003A
000C
0MJE
25BC
1EF O
1EFA
23C4
2494
.BAD
.BDEF
.BPP
.3PT
.BYPP
.FAULT
.FRSTB
.LSTB
.NXTBA
.CURB
.ELST
*
.BDEF
.NPGS
.PSIZE
.PADR
.RWFLG
.LCLST
.PCHN
.dHOIN
.USEI
.PTLGT
*
CLOSE#
QSTATR
QSTATW
READF
4RITEF
*
DS
DS
DS'
DS
DS
DS
EQUJ
ORG.
DS
DS
DS
ORG
DS
DS
DS
DS
DS
DS
EQU
EQU
EQU
EQU
EQU
EQU
2
2
4
4
4
4
k.
0
2
2
2
0
2
2
4
2
2
2
t-
X'25BC'
X'1EFO'
X'lEFA'
X'23C4'
X' 2494*
0028
0000
0034
0032
'-a
0%
PAGE 1
PAGED DATA LIST PACKAGE - SUBROUTINE PUTBD
.BSIZE 0036
.BYPP 003C
.C53 3ORCR
.CURB 004C
.ELSI 0050
.FAULT 003E
.FL& 3020
.FRSTB 0040
.LZLST 0004
.LSIZE 0038
.L5STB 0044
.NM 0000
.NPGS 0002
.NPT 0030
.NRE2. 0022
.NRRW 002E
.NXTBA 3048
.OFLG 003A
.PADR 0000
.PCHN 0008
.PSIZE 0004
.PILGT 000E
.RECL. 3025
.RWFLG 0002
.RiaPt T 02A
* .SULST 0016R
.USEI. 000C
.WHOIN 000A
R1 30DAR
A2 OODCR
RDDIN 01RER
BAP 0003
BDI OD0E
PAGE 12
PAGED DATA LIST PACKAGE - SUBROUTINE PUTBD
BEA-DR. 003ER
BPP 0004
BSIZE 321AR
BSZ 0005
ByP 0098
CB 013ER
CB3 386R
CLOSEF 25BC
DIF 01 0R
DONE OOA2R
DOIE4. 30OR
DTYPEl 004AR
DTfPE2 30B4R
DTYPE3 0OFAR
ERROR 303E
FALT 0009 00
FIDR. 0216R
FIRS 0156R
GEFRA 01F6R
GOONI O1F4R
G"OT il 3ER
G013 0090R
GOTPRE 01CBR
GPR 0OOB
IRL 303C
IR2 OOD
L N 3001
LNU 0018R
LOJP2 OOBCR
LOOP3 015ER
LSIZE 021CR
* LSTAD2 O1E2R
k- LSTADR 31FBR
PAGE 13
PAGED DATA LIST PACKAGE - SUBROUTINE PUTBD
k-
*
k
*
LSTPT1
LSTPT2
LSZ
NB
NB3
NBDA
NEKITAD
NOTFND
14TZ
NXTl
NXIZ
OFL
POSN
PUTBD
PUTINA
QSTAIR
QSTATW
READ F
RET
iRITEF
ZRO
315SR
016CR
0035
013CR
3134R
000A
0QEER
020ER
011AR
0072R
0086R
0007
017 AtR
0062R
3000R
009AR
1EFO
1EFA
23C4
0002
2494
0000
f%)
'-A
PAGE 14
PAGED DATA LIST PACKAGE - SUBROUTINE .SULST
* SUBROUTINE .SULST
*
*
BAL 15,.SULST
DC LN
B ERROR
ENTRY
EXTRN
PTR
NPTR
.SULST
LSTPTR
EQU 4
EQU 3.
0033R CAFO
0006
0034R 4JF0
0032R
0033R C.340
OOOOF
000CR CB40
0030
001OR 4834.
0030
0014R 4320
0026R
0013R 453F
FFFA
001CR 4330.
002AR
OZOR OB43
0022R 4300
0010R
.SULST AHI 15,6
STH 15,BACK
LHI PTRLSTPTR
SHI PTR,.NPT
LOOP LH NPTR,.NPTIPTR)
BNP MOTF
CLH.
BE
NPTR,-6(15)
FOUND
LHR. PTRNPTR
B LOOP
0000 R
0000R
0004
0033
Ed%
PAGE 1
PAGED DATA
0026R 430F
FFFC
MO2AR 0343
002CR D134
0032
0030R 4300
0030R.
0032R
0033
0000
0023
0022
0025
0028
302A
002E
0033
0032
30334
0036
0033
003A
003
003E
004)
0044
0048
004C
005)3
PAGE 2LIST PACKAGE - SUBROUTINE .SULST
NOTF
*
FOUND
BACK
*.
.NM
. FLG
.NREC
.RECL.
.BAD
.RgPT
.NRRW
.XPT
.BPT
.BPP
.BSIZE
.LSIZE
.OFLG
. BfPP
.FAULT
.FRSTB
-LSTB
.NKTBA
.CURB
.ELST
B -4(15)
LHR PTRPTR
LM 3,.BPT(PTR)
BU *
EQU *-2
ORG-
DS
DS
DS
DS
DS
DS
DS
DS.
DS
DS
DS
DS
DS
DS
DS
DS
DS
DS
DS
EQU
a
32
2
4
2
2
4
2
2
2
2
2
2
2
2
2
4
4
4
4
k.
t~3H
PAGE 3
PAGED DATA LIST PACKAGE - SUBROUTINE .SULST
0000
000D)
0002
003.4
0003
0000
003)2
0004
00
OOOA
003)
00OE
25BC
1EF3
lEFA
23:4
2494
OOOE
.BA.D
.BDEF
.BPP
.BPT
.BSIZE
.BYPP
.CiJR3
.ELST
.FAU ir
.FLG
.FRSrB
.BDEF
.NPGS
.PSIZE
*
.PADR
.RdFLG
.LCLST
.PCHN
.WHOIN
.USEI
.PTLGT
k.
CLOSEF
QSTATR
QSTATW
READF
WRITEF
ORG
DS
DS
DS
ORG
DS
DS.
DS
DS
DS
DS
EQU
EQU
EQU
EQU
EQU
EQU
END
0
2
2
2
0
2
2
4
2
2
2
*
X'25BC'
X'lEFO'
X'lEFA'
X'23C4'
X'2494'
0023
0000
0034
0032
0035
003C
004C
.0050
303E
0020
0042
I~)
PAGE 4
PAGED DATA LIST PACKAGE - SUBROUTINE .SULST
.LCLST 0004
.LSIZE 0038
.LST3 3044
.NM 0000
.NPGS 3002
.NPT 0030
.NRE- 0022
.NRRW 002E
.NKTBA 3048
.OFLG 003A
.PADR, 00)3
.PCHN 0008
.PSIZE 0004
.PTLGT OOOE
.RE li 3026
.RWFLG 0002
.RdPI 002A.
* .SULST OOOR
.USEI 003C.
.WHOIN 0OOA
BAIK 3032R:
CLOSEF 25BC
F0J1D 302AR
LOOP 001OR
LSTPIR 003AR
NOTF 0026R
NPIR 0033
PTR 0004
QSTAIR lEFJ
QSTATW lEFA
READF 23C4
WRITEF 2494
PAGED DATA LIST PACKAGE - SUBROUTINE ELST
*
*ELST NEEDS
*
MFCOMI
BAL. 15,ELST
* DC 4
DC A(ILNUI1)
*
ENTRY ELST
0033R
0000R
0033R
0031.
0002
0034
003DR D000
0000F
0034R 43LF
0002
0033R 4311
0000
003CR C820
OOOF
0010R CB20
0030
0014R 4842
0030
3001R 4320
004ER
001CR 0514
001ER 4330
*
LN
PTR
NPTR
*
ELAST
LOOP
EXTRN
EXTRN
EXTRN
LSTPTR
QZRO
UBLST,.CS3
EQU 1
EQU 2
EQU 4
STI 0,.CS3
LH LN,2(15)
LH LN,0(LN)
LHI, PTRLSTPTR
SKI PTR,.NPT
LH NPTR,.NPT(PTR)
BNP DONE
CLHR LNNPTR
BE FOUND
003DR.
PA GE'
PRGED DRIA LIST PACKAGE.- SUBROUTINE ELST
0028R
0022R 0824
0024R 4300
0014R
0023R 4010
0060R
002CR 41F0
0000F
0033R 0034
0032R 0060R
0034R CEO
003CR
0038R E140
0058R
303CR C921
0040
0040R 4020
004AR
0044R 41F0
0000F
0048R.0036
004AR
004R 0062R
004ER D100
0032R
0052R 4AFF
0030
0056R 030F
0058R 4552
4153
4546
LHR PTR,NPTR
B LOOP
*
FOUND STH LN,LNUM
BAhLP 15,UBLST
DC
DC
LHI
4
A(LNUM)
14,PDONE
SVC 4,ERASEF
PDONE LHI PTR,.FRSrB(LN)
STH PTRADRZ
BRL 15,QZRO
ADRZ
DONE
DC
DS
DC
LM
2
RfSTEEN)
0,.CS3
AH 15,0(15)
BR 15
*
ERASEF DC C'ERASEF
ul
P A.4"E 2
PAE 3PRGED DRAT LIST PACKAGE - SUBROUTINE ELST
0063R.
0062R.
3031
0000
0023
0022
0026
0028
002A
002E
0033
0032
3034
0036
0038
003A
3032
003E
3043
0044
008
004C
3353
00)3
0000
00)2
0004
2020
0010
LNUM
STEEN
*
.NM
.FLG
.NREC
.RECL
.BAD
. RiPT
.NRRW
.NPT
.BPT
.BPP
.BSIZE
.LSIZE
.OFLG
.BfPP
.FAULT
.FRSTB
.LSTB
.NXTBA
-CURB
.ELST
*
.BDEF
.NIPGS
.PSIZE
k.
DS
DC
ORG,
DS
DS
DS
DS
DS
DS
DS
DS
DS
DS
DS
DS
DS
DS
DS
DS
DS
DS
DS
EQU
ORG.
DS
DS
DS
2
16
0
32
2
4
2
2
4
2
2
2
2
2
2
2
2
2
4
4
4
4
k.
0
2
2
2
ORG 0
0%
0000
PAGED DRA
P RE 4LIST PACKAGE .- SUBROUTINE ELSI
0000 .PADR DS 2
0032 .RdFLG DS 2
0004 .LCLST DS 4
0038 .PCHN DS 2
OOOA .WHOIN DS 2
.03 USEI DS 2
OOOE .PTLGT EQU *
*
25BC CLOSEF EQU X'25BC'
1EF3 QSTATR EQU X'IEFO'
lEFA QSTATW EQU X'EFA'
23C.4 READF EQU X'23C4"
2494 WRITEF EQU X'2494'
O0E END
.BAD 3028
.BDEF 0000
.BPP 3034
.BPT 0032
.BSIZE 3035
.BYPP 003C
.CS3 3050R
.CURB 004C
.ELSI 3053
.FAULT 003E
. F L. 3020
.FRSTB 0040
.LrLST 3004
.LSIZE 0038
.LST3 3044
. Nl 0000
.NPGS 3032
.NPT 0030
PAGED DRTR LIST PACKRG.E - SUBROUTINE ELSI
.NREC 0022
.NRR. 902E
.NXTBA 0048
.OFLI. 003k
.PADR 0000
. P %'. N 30033
.PSIZE 0004
.PrLi.T 000E
.RECL 0026
.RdFL.G 3002
.RWPT 002A
.IJS)EI 1, O002
.WHOIN 0O0A
ADRZ 304ARR
CLOSEF 25BC
DOSE 304ER
* ELST OOOOR
ERASEF 3053R
FOUND 0028R
LN 3 001
LNUM 0060R.
L03P 3014R
* LSTPTR OOER
NPTR 3004
PDONE 003CR
PTR 3032
QSTATR lEFO
QSTRTW 1EFR
* QZRO 0046R
READF 23C4
STEEN 0062R
k. UBLST 002ER
PAtG;E5
PAGED DATA LIST PACKAGE - SUBROUTINES OPENW AND CLOSEW
003 OR
003 3R,
OOOOR
0001
00)2
0003
00)4
0005
0000R DOO
0 030F'
0004R C820
0001
0008R 0733
003AILR 385F
000CR 4815
0032
001OR 41E0
1EFA
k.
* SUBROUTINE OPENW
kt.
* BAL 15,OPENW
k. DC 4
* DC LISTNUM
*.
BAL 15,CLOSEg.'
* DC 4
DC LISTNUTf
*
ENTRY OPEN4,CLOSEW.
EXTRN QZRO,.CS2
EXTRN .CS1
LN
ON E
ZRO
GPR
RET
k.
OPENW
EQU
EQU
EQU
EQU
EQU
1
2
3
4
5
STM O.CS2
LHI ONE,1
XHR
LHR
LH
ZROZRO
RET 15
LN,2(RET)
BAL 14,QSTATW
~0
PAGE 1
- SUBROUTINES OPENW AND CLOSEW
0014R 33FF
0016R 4210
003AR
001AR 4031
032A
001ER 4021
032C
0022R C840
003C
0026R 4041
0326
002AR C841
0040
002ER 4041
0028
0032R 41E0
23C4
0036R 4300
004CR
003AR C841
0040
003ER 4040
0048R
0042R 41F0
0030F
0046R 0006
0048 R.
004AR 005ER
004CR 4031
004C
0053R 4031
004E
0054R.D130
LHR. 15,15
BM NOTFND
STH ZRO,.RWPT(LN)
STH ONE,.RWPT+2(LN)
LHI GPR,12
STH GPR,.RECL(LN)
LHI GPR,.FRSTB(LN)
STH GPR,.BAD(LN)
BAL 14,READF
B DONE
NOTFND LHI GPR,.FRSTB(LN)
STH GPRADRZ
BAL 15,QZRO
ADRZ
DOIE
DC
DS
DC
STH
6
2
A( TWELV)
ZRO,..CURB(LN)
STH ZRO,.CURB+2(LN)
LM 0,.C32
0a
PAGE 2PAGED DATA LIST PACKAGE
- SUBROUTINES OPENW AND CLOSEW
0032R
0058R 4AFF
0030
005CR 030F
005ER 000C
305)R D030
0000F
0054R 985F
0066R CA20
0001
006AR 0733
0052R 4815
0002
007-R 4841
0048
0074R 42301
0088R
0078R 4841
004A
001CR 4230
0088R
0033R CBEO
0OA8R
0034R E140
OOBOR
0088R 4031
002R
008CR 4021
032C
AH 15,0(15)
BR 15
TWELV DC 12
*
CL-0SEW. STi 0,.CI1
LHR RET,15
AHI ONE,1
XHR ZROZRO
LH LN,2(RET)
LH GPR,.NXTBA(LN)
BNZ THERE
LH GPR,.NXTBA+2(LN)
BNZ THERE
LHI 14,DONE1
SVC 4,ERASE
THERE STH ZRO,.RWPT(LN)
STH ONE,.RWPT+2(LN)
PAGED DATA LIST PACKAGE PAGE 3
PAGED DATA LIST PACKAGE - SUBROUTINES OPENW AND CLOSEW
0030R C840
000C
0034R 4041
0026
0038R C841
0040
003CR 4041
0028
OOAR 41E0
2494
00R4R 41E0
25BC
00A3R. Dl3O
0062R
OORCR 433F
0004
OOBOR 4552
4153
4546
2020
0000
00)3
0020
0022
0026
0328
002A
032E
0030
3032.
LHI GPR,12
STH GPR,.RECL(LN)
LHI GPR,.FRSTB(LN)
STH GPR,.BAD(LN)
BAL 14,dRITEF
BRL. 14,CLOSEF
DOMEl LM 0,.CS1
B 4(15)
ERASE DC C'ERASEF *
*
k.
.FLG
.NREC
.RECL
.BAD
.RWPT
.NPT
.BPT
ORG
DS
DS
DS
DS
DS
DS
DS
DS
DS
0
32
2
4
2
2
4
2
2
2
(A)
I~%)
PAGE 4
PAGE 5
- SUBROUTINES OPENW AND CLOSEW
3034
0036
0038
003A
0333
003E
0043
0044
0318
004C
0053
003)
0000
0032
0004
0000
003)
0002
0034
0008
003A
000C
003.E
253C
lEFO
1EFA
23C4
2434
.BPP
.BSIZE
.LSIZE
.0FLG
.BYPP
.FAULT
.FRSTB
.LSTB
.NKTBA.
.CURB
.ELST
*
-BDEF
.NPGS
.PSIZE
.PRDR
.RWFLG
.LCLST
.PCHN
.iHOIN
.USEI
.PTLGT
CLOSEF
QSTATR
QSTATW
READF
dRITEF
*
DS
DS
DS
DS
DS
DS
DS
DS
DS
DS
EQU
ORG'
DS
DS
DS
ORG
DS
DS
DS
DS
DS
DS
EQUJ
EQU
EQU
EQU
EQU
EQU
2
2
2
2
2
2
4
4
4
4
0
2
2
2
0
2
2
4
2
2
2
k.
X' 258C'
X'lEFO'
X' lEFA'
X'23C4'
X'2494'
00)E END.
('3
La)
PAGED DATA LIST PACKAGE
PAGE 6
PAGED DATA LIST PACKAGE - SUBROUTINES OPENW AND CLOSEW
.BAD 0028
.BDEF 0000
.BPP 0034
.BPT 0032
.BSIZE 0035
.BYPP 003C
k. )30ARR
* .CS2 0056R
.CJR3 00 4C
.ELST 0050
.FRUa' )03E
.FLG 0020
.FRSIB 0040.
.LCLST 0004
.L.SIZE 0038
.LSTB 0044
.N1 A 000
.NPGS 0002
.NPT 0030
.NREC 0022
.NRR. 002E
.NXTBA 0048
.0FL" 003R
.PADR 0000
.PCH~l 0003
.PSIZE 0004
.PTLT 000E
.RECL 0026
.RdFI4G 3002
.R1 PT 002A
.USEI 0 C
.WHOIN OOOA
ADRZ 0043R
PAGED DATA LIST PACKAGE - SUBROUTINES OPENW AND CLOSEW
CL3SEF 25BC.
* CLOSEW 0060
DONE 004"R
DONEl 0OA8R
ERASE 30BOR
GPR 0004
LN 0031
NOTFND 003AR
ONE. 0002
* OPENW OOOOR
QStRtR LEF3
QSTATW lEFA
lk-QZRO 0044R
READF 23C4
RET 0005
THERE 0088R
TiWELV 005ER
WRITEF 2494
PAGE 7
PAGED DATA LIST PACKAGE - SUBROUTINE .WP
*
.WP NEEDS MFCOM
*
BAL 15S.WP
* DC 4
*-DC ADRPBLK
*
ENTRY .WP
*
EXTRN .CSl
BN EQU 2
GPR EQU 3
.WP STM 0,.CS1
LH BN,2(15)
LH 1,.WHOIN(BN)
LM 14,.LCLST(BN)
ST" 14,.RWPT(l)
LH 14,.PADR(BN)
NHI 14,X'FFFE'
STH 14,.BAD(l)
LH 14,.BYPP(l)
STH 14,.RECL(1)
00M3R:
0033R
0032
0003
OOOOR
0004R
0008R
000CR
001OR
0014R
0018R
001CR
0020R
0024R
D 000
003OF
482F
0032
4812
DlE2
DOEl
032A
48E2
0000
C4EO
FFFE
40E1
0328
48E1
033C
40E1
U,
a'
PAGE 2
PAGED DATA LIST PACKAGE - SUBROUTINE .WP
0026
0028R 41E0
2494
002CR 0733
002ER 4032
0032
0032R D100
0032R
0036R 4AFF
0000
003AR 030F
0000
0033
0020
0022.
0026
0328
002A
032E.
0030
3032
0034
0336
0038
003A
003C
33E
0040
0044
0048
BAL. 14,WRITEF
XHR GPRGPR
STH GPR,.RWFLG(BN)
LM 0,.CS1
AH 15,0(15)
BR 15
*.
*
-FLG
.NREC
.RECL
.BRLD
-RWPT
.NRRW
.NPT
.BPT
.BPP
.BSIZE
.LSIZE
.OFLG
.BYPP
.FAULT
.FRSTB
.LSTB
.NXTBA
ORG
DS
DS
DS
DS
DS
DS
DS
DS
DS
DS
DS
DS
DS
DS
DS
DS
DS
DS
0
32
2
4
2
2
4
2
2
2
2
2
2
2
2
2
4
4
4
~bJ
PAGE 3
PAGED DRTA LIST PACKAGE
004C .CURB DS 4
0053. .ELST EQU
*
0003 ORG 0
0000 .BDEF DS 2
0032 .PGS DS 2
0004 -PSIZE DS 2
0000 ORG 0
003) .PRDR DS 2
0002 -RWFLG DS 2
003.4 .LCLST DS 4
0008 .PCHN' DS 2
03A lk.dHOIN DS 2
000C -USEI DS 2
003E .PTLGT EQU
25BZ CLOSEF EQU X'25BC'
lEFO QSTATR EQU X'1EF0'
1EFR QSTATW EQU X'IEFA
23C4 READF EQU X'23C4'
2494 dRITEF EQU X'2494*
003E END
.BAD 0028
.BDEF 0000
.BPP 0034
.BPT 3032
.BSIZE 0036
.BLPP 003C
* .Cs1 0034R
.CUR3 304
.ELST 0050
-SUBROUTINE .WP
PAGE 4
PAGED DATR LIST PACKAGE - SUBROUTINE .WP
.FAULT 003E
.FL%. 0020
.FRSTB 0040
.LZlST 0004
.LSIZE 0038
.LSTB 3044
.NM 0000
.NPGS 002
.NPT 0030
.MRE2. 3022
.NRRW 002E
.NxrBA 3048
.OFLG 003A
.PADR 2000
.PCHN 0008
.PSIZE 3004
.PTLGT OOOE
.REtL, 302D
.RWFLG 0002
.RiPI 302A
.USEI 000C
.iH4IN OJA
* .WP OOOOR
BN1 3002
CLOSEF 25BC
GPR 0003
QSTATR lEFQ
QSTATW LEFA-
READF 23C4
PAGED DATA. LIST PACKAGE - SUBROUTINE DIF
SUBROUTINE DIF
BAL 15,DIF
DC 8
DC AFIRST
DC ASEC
DC R(NBYTES)
E4TRY DIF
0030R
o)F'
O0E
003D
000C
003-B
0OA
0033
003.R DOOO
0000F
0034R C3EO
0001
DO3BR 48DF
0002
00).CR 48CF
0004
0013R 48BF
0006
0014R. 433B
0000
*
RET
ONE
FIRST
SEC
NUM
CHARl
CHAR2
*
DIF .
EXTRN .CSI
EQU
EQU
EQU
EQU
EQU
EQU
EQU
15
14
13
12
11
10
9
STT 0,.CS1
LHI, ONEI',
LH FIRSr2(RET)
LH SEC,4(RET)
LH NU3,6(REr)
LH NUM,(NUM)
*
Ar.
*
Ar.
*
Ar.
*
Ar.
*
0033R
*
0
PRGE 1l
PAGED DATA LIST PACKAGE - SUBROUTINE DIF
0018R D3AD
0000
001CR D39C
0030
0020R 05A9
0022R 4290
0048R
002SR 4230
0036R
002AR OADE
002CR OACE
OZER OBBE
0030R 4220
0018R
0034R OBEE
0035R CBFO
0oic
003AR 43EF
0002R
003ER D130
003CR
0042R 4AFF
0000
0046R 0,33F
0048R CBE3
FFFF
0042R 4330
0036R
0050R
ChAR I
LOOP LB CHAR1,O(FIRST)
LB CHAR2,O(SEC)
CLHR CHAR1,CHAR2
BTC 8,LESS
BNE DONE
AHR
SHR
BP
DONE
FIRST,ONE
SECONE
NUMONE
LOOP
SHR ONE,ONE
LHI RET,28
STH ONE,.CSI(RET)
L1 0,.Cs1
AH 15,0(15)
*
LESS
OOOA
BR 15
LHI ONE,1-
B DONE
END
(MORE)
'-a
P aGE . 2
PAGED DRT-A LIST PACKAGE - SUBROUTINE DIF
CHAR2
DIF
DONE
FIRSI
LE5SSL EO') S
NUM
RET
SEC
0009
003JR
0036R
30]D
0048R
3013R
OOOB
000 F
000C
PRGE 3
t~3
PAGED Da1 A LIST PACKAGE - SUBROUTINES QBLK AND QZRO
0000R
OOOOR
000QA
0031A
000B
00).1:
OOD
003E
00DJR.D0A0
0000F
003.4R 07AA'
0006R 4300
0012R
0OAR DOAG
0032R
OOOER C8A0
0020
0012R C8BO
0001
0016R 08CB
*
k- QBLK PUTS SPRCES CHARS IN CORE
k- BAL. 15,Q3LK
* DC 6
kDC ADR
* DC A(NUM)
k.
* QZRO PUTS ZEROS IN CORE
ENTRY QZROQBLK
EXTRN .CS1
ZRO
BLK
ONE
TWD
THREE
ADR
QZRO
QBLK
EQU
EQU
EQU
EQU
EQU
EQU
10
10
11
12
13
14
STM 10,.Cs1
XHR ZROZRO
B START
STM 10o.CS1
LHI BLKC'
START LHI ONE,1
LHR TWOONE
p.
PAGE 1
PAGED DATA LIST PACKAGE - SUBROUTINES QBLK AND QZRO
0018R 48DF
0034
001CR 48DD
0000
0020R 48EF
0002
0024R D2AE
0000
0028R OAEC
M2AR. C180
0024R
002ER.D1AO
000CR
0032R.433F
0006
0036R,
* .CSJL
ADR
BLK
LO3P
ONE
- QBLK
* QZRO
STARI
THREE
TW3,
LOOP
0030R
300E
OOOA
3024R
OOOB
000 AR
O0OOR
3012R
000D
000C
LH THREE,4(15)
LH THREEO(THREE)
LH ADR,2(15)
STB BLKO(ADR)
AHR ADRTWO
BXLE ONE, LOOP
LM 10o.CSL
B 6(15)
END.
t~3
PAGE2
PAGED DATA LIST PACKAGE - SUBROUTINES MVC AND MVCB
* MVC MVCB
* BAL 15,MVC
* DC 8
* DC A(TO)
DC A(FROI)
* DC A(NUM)
PAGE 1
BAL 15,MVCB
DC 8
DC A(TO)
DC A(FROM)-
DC A(TILCHR)
OOOOR
OOOOR
OOOE
00) D
000C
0033
OOOA
0033,
0030R D090
0000F
0034R 07DD
0006R 48EF
0036
000AR 48EE
0000
OOER 4300
0022R
0012R D090
0002R
0015R 48DO
ENTRY MVCMVCB
CHAR
BFLG
TO
FROM
ONE
M c
*
MVC
EXTRN .CS1
EQU
EQU
EQU
EQU
EQU
EQU
14
13
12
11
10
9
STI 9,.CS1
XHR BFLGBFLG
LH CHAR,6(15)
LH CHAR,0(CHAR)
B BEGIN
*
iV C B ST1 9..CS1
L H BFLG,1
4n
PAGED DATA LIST PACKAGE - SUBROUTINES MVC AND MVCB
0001
001AR 48EF
0036
001ER D3EE
00)0
0022R 48CF
0002
0026R 48BF
0004
002AR CBAO
0031
002ER D39B
0030
0032R 06DD
0034R 4330
0046R
0038R 359E
003AR 4330
0058R
003ER D29C
00)0
0042R 4300
0050R
0046R D29C
0000
004AR OBEA
04ZR 4330
0058R
005.0R ORB A
0052R OACA
005IR 4300
002ER
0058R D190
LH CHAR,6(15)
LB CHARO(CHAR)
BEGIN LH TO,2(15)
LH FROM,4(15)
LHI ONE,1
LOOP LB MC,O(FROM)
LHR BFLGBFLG
BZ NUMCK
CLHR MCCHAR
BE DONE
STB MCO(TO)
B SKIP
NUMCK STB MCO(TO)
SHR CHARONE
BZ DONE
SKIP AHR
AHR
B
FROMONE
TO,ONE
LOOP
i L 91 ,.CS1
0~
PAGE2
DO ME
PAGED DATA LIST PACKAGE - SUBROUTINES MVC AND MVCB
0014R
005CR 430F
0038
006 OR,
* .Cs1
BFLG
HAR R
DONE
FR31
LOOP
C.
* NVC
It- VCB
NUNCK
ONE
SKIP
TO
B 8(15)
*
005AR
0022R
OOOD
000E
0058R
000B
002ER
3009
000OR
0012R
0046R
003A
0050R
303C
E1D.
PAGE3
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APPENDIX 3 COMMAND INTERPRETER PACKAGE DOCUMENTATION
The COMMON Area
The command reader package passes arguments among the
subroutines in the package and to user calling routines via
a blank COMMON area. The variables in this COMMON area are
shown in figure 8.
CMDBUF is a 132 byte input buffer area. The command
line is read into this buffer from the console. ECBUF is
a constant whose value at execution time will be the
address of the last byte in the input buffer. LASTWD is a
32 byte field which is used to store the ASCII characters
which make up the next word element from the command line.
NUMB is used to store the binary integer value of a number
element. WDTYPE stores an integer whose value indicates
what type of element was just read from the canmand line.
BREAK stores an integer code indicating what type of "break"
character or condition denoted the end of the element just
read. LBREAK stores the integer code o-f the value of BREAK
from the previous element read. COLUMN is an integer indi-
cating which column in the command line the break character
occurred in. LCOLMN is an integer indicating the column in
which the previous break character occured. LLCI4N is an
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integer indicating the column of the break character occuring
before the previous break character. CHARS is an integer
indicating the number of characters in the word element just
read. FNUM is the floating point value of a number element.
SAVEA and SAVEB are each 32 byte storage areas used to store
register values by the subroutines in the command reader
package.
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INITAN
Action
INITAN initializes the common area
Calling Sequences
BAL 15,INITAN
DC 2
or:
CALL INITAN
Description
Subroutine INITAN initializes the common area. Ini-
tialization is accomplished by the loading of INITVS.LOADMOD
via a supervisor call type 8.
INITVS.LOADMOD must exist in one of the active direc-
tories. INITVS.LOADMOD is an absolute loadmodule of the
COMMON area which is made using MAGIC as described in
Appendix 1. A subroutine called INITVS.SYSIN is used to
generate the core image used by MAGIC to create INITVS.LOAD-
MOD.
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ASDAT
Action
Assembled as last section of assembly language programs
in command interpreter package.
Calling Sequence
none
Descrition
The file ASDAT.SYSIN must be assembled as part of the
three main subroutines which make up the command interpreter
package. ASDAT.SYSIN is the end of READCM.SYSIN, ANWORD.SYS-
IN. ASDAT.SYSIN contains the code which generates references
to the COMMON area. One of the constants in ASDAT is COMADR.
The value of COMADR determines the location of the COMMON
area. If the COMMON area is moved, COMADR must be changed
and READCM, ANWORD, and FLOAT4 must be reassembled.
INITVS.LOADMOD must also be recreated at the new COMMON
area location.
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READCM
Action
READCM reads an input line from the console.
Calling Sequences
BAL 15,READCM
DC 2
or:
CALL READCM
Description
Subroutine READCM reads a command line from the console
device and initializes several locations in the COMMON area.
NUMB, WDTYPE, COLUMN, and LCOLMN are initialized with a value
of zero. BREAK is initialized with a value of 1.
ANWORD is then called to find the first element in the
command and set the values in the COMMON area accordingly.
(See figure 9). If on return from ANWORD the values of
WDTYPE and BREAK indicate that the command line was only
a carriage return, READCM starts over by reading another
command.
Subroutine READCM must be assembled with READCM.SYSIN
and ASDAT.SYSIN.
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ANWORD
Action
ANWORD finds the next command element on the command
line.
Calling Sequences
BAL 15,ANWORD
DC 2
or:
CALL ANWORD
Description
Subroutine ANWORD finds the element on the command
line and the associated break character. ANWORD first clears
the 32 byte field LASTWD by filling it with blank ASCII
characters. WDTYPE is initialized to a value of 3. The
codes for WDTYPE are listed in figure 9. LLCI4N is replaced
by the value of LCOLMN. LBREAK is replaced by the value of
BREAK. LCOLMN takes on the value of COLUMN. Starting with
the next column (COLUMN +1), characters from the command line
are used as an index into CHRTBL. The value obtained from
CHRTBL is examined. If the value obtained from CHRTBL is
a 1, the character from the command line is a digit. If
the value is a zero the character from the command line
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is an alphabetic character. If the value obtained from
CHRTBL is 33, the character from the command line is il-
legal and the next character is examined in a similar manner.
If the value obtained from CHRTBL is anything else, the\
character -from the command line is a break character.
If the character from the command line is a digit,
the value which is stored at location BLKBRK is examined.
If BLKBRK is equal to one, a blank character break has been
found. If BLKBRK is not equal to one, the value of WDTYPE
is checked. If WDTYPE is less than 2, then the digit is
part of an alphabetic element, and the character is treated
as an alphabetic character. If WDTYPE is greater than 4,
the character is illegal and the next character in the
command line is examined. If WDTYPE is equal to 3, then
WDTYPE is set equal to 2 to indicate that a number is being
read. If this is the case, or if WDTYPE = 4, the 4 byte
integer storage area INUM is multiplied by ten and the value
of the digit is added to the answer. If WDTYPE = 4, floating
point register 8 is divided by 10. The next column is checked.
If the character is an alphabetic character, the
contents of BLKBRK are examined. If the content of BLKBRK
is equal to one, then a blank break has been found. If
BLKBRK is not equal to one, then WDTYPE is given a value
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of 1 and the character is stored on the end of the current
character string in LASTWD. If the number of characters
in an element exceeds 32, the remaining characters are
truncated. The program returns to the beginning to fetch
the next character from the command line.
If a break character is found, the number obtained from
CHRTBL is decremented by 2. This value is the integer
code for a break character which a user sees. See figure 9.
If the integer break code is zero (blank character) then the
value of WDTYPE is examined. If WDTYPE is equal to a 3
(blanks only, so far) then the program returns to fetch
the next character (leading blanks are crushed). If WDTYPE
is not equal to 3, then the value of BLKBRK is set to one
so that the trailing blanks can be crushed and another break
character can be found. The program returns to fetch the
next character. If the break character was not a blank,
then the integer break number is checked for a value of 16
which indicates the "&" character. If the break character
was not the "&" the value of WDTYPE is checked. If the value
of WDTYPE is not 2 or 4, then the element has been found
and the integer break code is stored in BREAK, the column
in which the break occurred is stored in COLUMN, WDTYPE
has the proper value and LASTWD has 'the proper character
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string (if defined). ANWORD then returns.
If the break character was not "&"and WDTYPE is 2, then
the accumulated integer value in INUM is converted to a
floating point number by a call to FLOAT4. The floating
point number is stored in FNUM. The integer value in INUM
(low order halfword only) is stored in NUMB. If the break
character integer code is not a 5 (which indicates a period)
then the integer element has been found and the integer break
code is stored in BREAK, the column of the break is stored
in COLUMN, and ANWORD returns. If the break character is
a period, the next character is checked to see if it is
numeric. If the next character is not numeric then ANWORD
returns the integer element with BREAK and COLUMN peoperly
set. If the next character is numeric then WDTYPE is set to
4 to indicate a floating point number, INUM is zeroed out
and floating point register 8 is loaded with 1.0. The
character which was just found to be numeric is fetched as
the next character.
If the break character is not "& and the value of
WDTYPE is 4 then the contents of INUM is converted to a
floating point number and the floating point result is
divided by the accumulated value in floating point register
8. The result of the division (the fractional part of the
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floating point number in the command line) is added to the
value of FNUM (the value of the left hand side of the
floating point number) and the result is stored in FNUM.
The integer break code is stored in BREAK and the column
of the break is stored in COLUMN and ANWORD returns.
If the break character is found to be "&" then the
command line must be continued with another read. Another
read (not READCM) is issued to the console device and the
input is placed again in CMDBUF. WDTYPE is examined. If
WDTYPE is equal to a 3 (blanks so far only) then the pro-
cessing of characters in the buffer begins again with the
first character. Otherwise, the value of BLKBRK is set
equal to 1 to indicate a potential blank break character
if another type of break character is not found.
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FLOAT4
Action
FLOAT4 converts a 4-byte integer to a floating point
number.
Calling Sequences
BAL 15, FLOAT4
DC 4
DC A(NUM)
or:
X = FLOAT4(NUM)
Description
Subroutine FLOAT4 converts a full word integer to a
full word floating point number. The full word integer is
located at location NUM and the floating point number is
returned in floating point register 0.
CDMIAND READER PACKAGE - SUBROUTINE INITAN
*
INITAN
*
*-BAL 15,INITRN
* DC 2
0OOR
0000R DOEO
0014R
0004R CBEO
003CR
0008R E180
0018R
000CR D1EO
0014R
001OR 430F
0002
0014R
001.3 R
0020R
BACKI
INIIAN
INITVS
SAVE.
494E
4954
5553
2020
ENTRY INITAN
INITAN STM 14,SAVE
LHI 14,BACKI
SVC 8,INITVS
BACKI LM 14,SAVE
B
SAVE DS
INITVS DC
2(15)
4
C'IN4TVS
END
000CR
0000R
0018R
3014R
t~%)
~gfl
~0
PA 3?E 1
COMMAND READER PACKAGE - INITVS
O0OOR
00 3R
00 4R
00 4R
00 6R
00 BR
00 AR
00 CR
00AER
0033R,
00B2R
0034R.
00B8R
00DOR
0OF8R 2121
09FAR
OOFAR 2121
00FCR 2121
OOFER 2121
0130R 2121
0102R 0321
0134R 2103
0106R
310bR 2121
0108R 2121
010RR 2121
010CR 2121
013ER 2121
* INITVS
CMDBUF DS
ECBUF EQU'
LASTWD DS
NUIB DS
WDTYPE DS
BREAK DS
LBREAK DS
COLUIN DS
LCOLMN DS
LLCLMN DS
CHARS DS
FNUM. DS
SAVEA DS
SAVEB DS
*
CHRTBL DC
DO
DC
DC
DC
DC
DC
DC.
DO
DC
DC
DC
DC
DC
132
k-1
32
2
2
2
2
2
2
2
2
4
32
32
r~3
0
X'2121'
4
X'2121'
X'2121'
X'2121'
X'2121'
X'0321'
X'2133'
9
X' 2121'
X'2121'
X'2121'
X'2121'
X'2121'
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0113R 2121 DC X'2121'
0112R 2121 DC X'2121'
0114R 2121 DC X'2121'
0116R 2121 DC X'2121'
0113R 0221 DC X'0221'
OllAR 2121 DC X'2121'
011CR 0321 DC XI'0B21'
OlER 1221 DC X'1221'
0123R 1011 DC x'1011'
0122R 0A04 DC X'0A04'
0124R, 0605 D X'0605'
0126R 0709 DC X'0709'
0123R D3 5
0128R 0101 DC X'0101'
012AR 0101 DC. X'0101'
012CR 0101 DC X'0101
312ER 0131 DC X'O1o1'
0130R 0101 DC X'0101'
013.2R QEOF DC X'OEOF'
0134R 0C08 DC X'0C08
0135R OD21 - DC X'0D21'
0138R 2100 DC X'2100'
313.AR DO 12
013AR 0000 DC X'0000'
013CR 0030 DC x'0000'
013ER 0000 DC X'0000'
0140R 0030 DC X'0000'
0142R 0000 DC X'0000'
0144R 0000 DC X'0000'
0146R 0000 DC X'0000'
0143R 00)0 DC X'0000'
014AR 0000 DC X'0000'
314CR 0000 DC X'0000'
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OlIER 0000
0150R 0000
0152R 0021
0154R 2121
0155R 2121
0158R 2100
015 A R
015AR 0000
015CR 0030
015ER 0000
01SOR 0000
0162R 0000
0154R 0030
0166R 0000
01SBR 0000
016AR 0000
015CR 0030
016ER 0000
017.3R 0030
0172R 0021
017 4R. 2121
0176R 2121
0173R
BREAK 0OA8R
CHARS 0082R
CHRTBL 00F8R
CMDBUF 000R
COLUMN 00ACR
EC3UF 0033R
FNUM 0064R
LASTWD 3084R
LBREAK 00AAR
LCOL.IN 00AER
DC
DC
DC
DC
DC
DC
DO.
DC
DC'
DC
DC
DC
DC
DC
DC
DC
DC'
DC
DC
DC
DC
DC
END
- INITVS
X1'0000'
X'0000'
X'0021'
X'2121'
X'2121'
X'2100'
12
X'0000'
X' 00 0
X'0000'
X'0030'
X'0000'
X' 0000'
X'0000'
X'0000'
X'0000*
X'0000'
X'0000'
X' 0000'
X'0021'
X'2121'
X'2121'
rs3
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LLCLl.N
NUMB
SAVEB
4DYPE
PAGE 4
0033R
0OA4R
0088R
00D8R
3OA5R
0'
COMMAND READER PACKAGE -SUBROUTINE READCM
k.
* READCM
* BAL 15,READCli
* DC 2
ENTRY READCM
EXTRN ANWORD
OOOOR
0000R
OOOR 40F0
0042R
0004R E110
0049R
0008R 07FF
003AR 40F0
70A4
303ER 40F0
70A6
0012R 40F0
70AC
00l6R 40F0
70AE
001 AR C8FO
0001
001ER 40F0
70A8
0022R 41F0
0000 F
0026R 0032
0028R 48F0
73A6
002CR C5FO
0033
READCM STH 15,BACK
AGAIN SVC 1,IN
XHR 15,15
STH 15,iJMB+COMADR
STH 15,iDTYPE+COMADR
STH 15,COLUMN+COMADR
STH 15,LCOLMN+COMADR
LHI, 15,1
ST( 15,BREAK+COMADR
BAL, 15,ANWORD
DC
LH
2
15,WDTYPE+COMADR
CLMI 15,3
a'
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COMMAND READER PACKAGE -SUBROUTINE READCM
0033R 4230
0040R
0034R 49F0
70A8
003BR C5FO
0001
003CR 4330
0004R
0043R CBFO
0000
00423,
0044R 430F
0032
0048R. 4300
0000
7000
7083
005OR
703)
0000
0033)
0083
0034
00A4
00A15
00A8
0 3 RI
00AC
OOAE
30B3)
00B2
BNE ON
LH 15,BREAK+COMADR
CLHI 15,1
BE AGAIN
ON
BACK
*
I N
END
CONADR
CNDBUF
ECBUF
LASTdD
NUMB
WDTYPE
BREAK
LBREAK
COLUN X
LCOLMN
LLCLMN
CHARS
LHI 15.0
EQU *-2
B 2(15)
DC X'4800'O,,CMDBUF+COMADRECBUF+C OMADR
EQU
EQU
ORG
DS
EQU
DS
DS
DS'
DS
DS
DS
DS
DS
DS
*
X'7000'
0
132
*-
32
2
2
2
2
2
2
2
2
t~)
I-n
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00B4 FNUM DS 4
0038 SAVER DS 32
0OD8 SAVEB DS 32
00F3 CHRTBL DS 128
*
005OR ORG END
0053R END
AGAIN 0004R
AN d.0 RD 0024R
BACK 0042R
BREAK. 0O0R
CHARS 00B2
CHRIBL 39FB
CMDBUF 0000
COLUIN 00AC
COMADR 7000
EC3-JF 0083
END 0050R
FN'JMl 00B4
IN 0048R
LASTID 0084
LBREAK OOAA
LCJL1.N 30RE
LLCLMN 0OBO
NUlB 00R4
ON 0040R
k READ11 0000R
SAVEA 00B8
SAVE3 30D8
WDTYFE OOA6
PAIG E 3.
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* SUBROUTINE ANWORD
* BAL 15,ANWORD
* DC 2
*
* GETS NEXT WORD AND BREAK CHAR.
*
ENTRY ANWORD
EXTRN FLOAT4
0003R.
OOOOR
0008
0009
00OA
003 O
0036
0007
0035
0004
ONE
GPR
GPR2
Ld
CHAR
IR.
IR2
GPR3
ZRO
ik
EQU
EQU
EQU
EQU
EQU
EQU
EQU
EQU
EQU
8
9
10
12
13
6
7
5
4
OOOR D040
73D8
0004R C890
2020
0008R C880
. 7034
000CR 4098
0030
0010R CA80
0032
0014R C580
70A4
ANWORD STM 4,SAVEB+COMADR
LHI GPRC' '
LHI ONELASTWD+COMADR
BLKL STH GPRO(ONE)
AHI ONE,.
CLHI ONENUMB+COMADR
I~)
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001BR 4230
000CR
901CR C830
0001
002)R. 07CC.
0022R 0744
0324R 4040
01DOR
0023R 4040
01D2R
002C.R 4040
0138R
0033R C890
0003
3034R 4090
70A6
003.8R 4890
70AE
303CR 4030
70B0
0040R, 4930
70A8
0044R 4090,
70AA
0049R 48D0
70AC
004CR 40D0
70AE
O50R, CADO
6FFF
0054R )AD8
0056R C5DO
7083
B L.
LHIt
XHR
XHR
STH
BLKL.
ONE,1
LWLW
ZROZRO
ZRO, INUM
STH ZROINUM2
STH ZRO,BLKBRK
LHI GPR,3
STH GPR,4DYPE+COMADR
LH GPRe.'AC0LMN+COMADR
STH GPRLLCLMN+COMRDR.
LH GPRBREAK+COMADR
STH GPRL2BREAK+COMADR
LH CHARCOLUijN+COMADR
STH CHAR, LCOLMN+COMADR
GAGAIN AHL CHARoC DBUF+C0MADR-1
TRY AHR CHARONE
CLHI CHARECBUF+COMADR
co
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COMMAND READER PACKAGE -
305AR 4220
0130R
005ER D39D
0000
0052R D3A9
70F8
0055R C5A
0001
005RR 4330
0160R
005ER 4230
0142R
0072R C5A0
0021
0075R 4330
0054R
001AR 4850
70A6
007ER CBAO
0002
0032R: 4230
0096R
0035R C550
0003
003A.R 4330
0054R
003ER 4030
0138R
0032R 4330
0054R
0095R C5AO
0010
003AR 4230
BP EOLFD
LB GPR,0(CHAR)
LB GPR2,CHRIBL+COMADR(GPR)
CLHI GPR2,1
BE NUMBER
BL ALPHA
CLHI GPR2,33
BE TRY
LH GPR3,WDTYPE+COMADR
SHI GPR2,2
BNZ ONW1
CLHI GPR3,3
BE TRY
STH
B
ONidl
ONEBLKBRK
TRY
CLHI GPR2,16 FOR S
BNE ONW2
0%
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03B4R
009ER E110
01DCR
0OA2R 08D4
DOAR C550
0003
00R 4330
0050R
0OACR 4080
0138R
O0BOR.4300
0050R
0034R C550
0002
OOB R 4330
OODAR
00BCR. C550.
0004
oo00R 4230.
011CR
00Z4R 41F0
0000F
003R:0034
01DOR
C0CCR 2D38
OOCER 6A00
7334
OOD2R 6000
7084
OOD6R 4300
011CR
SVC 1,IN
LHR CHARZRO
CLHI GPR3,3
BE GAGAIN
STH ONEBLKBRK
B GAGAIN
ONW2 CLHI GPR3,2
BE INT
CLHI ;PR3,4
BNE DONE
BAL 15,FLOAT4
DC 4,INUM
DER 0,8
AE 0,FNUM+COMADR
STE 0,FNUM+COMADR
B
*
00DAR 41F0 INT
DONE
BAL: 15,FLOAT4
0
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0OC6R
OODER 0004
01DOR
00E2R 6000
70B4
00L6R 4670
01DR
H0EAR 4070
70R4
O0EER C5AO
0035
0OF2R 4230
011CR
O0F6R D36D
0031
0OFAR D366
70F8
OOFER C560
0001
0102R 4230
011CR
0106R 0A55
31)3R 4050
70A6
0131R 4040
01DOR
OllDR 4040.
O1D2R
0114R 6880
01D4R
0113R 4330.
014ER
DC 4,INUM
STE 0,FNUM+COMADR
LH IR2,INUM2
STH 1R2, NIUMB+COMADR
CLHI GPR2,5 (PERIOD)
BNE DONE
LB IRlol(CHAR)
LB IR, *CHRTBL+COMADR( IR1)
CLHI IR1,1
BNE DONE
AHR GPR3,GPR3
STH. GPR3,WDTYPE+COMADR.
STH ZROI.NUM
STK ZROINUM2
LE 8,FONE
B ONWARD
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011CR 40A0
70A8
312OR CBDO
6FFF
3124R 40DO,
70AC
3123R D140
70D8
012CR 43OF
0002
0130R C8AO
0001
0134R 4300
011CR
013SR,
013AR i07AR
013CR OBD8
013ER 4330
00B4R
DONE STH GPR2,BREAK+COMADR
SHI CHAR,CMDBUF+COMADR-1
STH CHAR,C0LJMN+COMADR
LM 4,SAVEB+COMADR
B 2(15)
EOLFND LHI GPR2,1
B DONE
*
BLKBRK
*
GBRK
DS 2'
XHR
SHR
B
GPR2,GPR2
CHARONE
ONW2
0142R 4580
0138R
0145R 4330
013AR
014AR 4080
70A6
O14ER D29C
7084
0152R C5Z0
*
ALPHA CLJH ONEBLKBRK
BE GBRK
STH ONE, WDTYPE+COMADR
ONdARD STB GPRL.ASTi.D+COMADR(LW)-
CLHI LWNUMB-LASTWD-1
r~3
PA GE 6- SUBROUTINE ANWORD
ON2
COMMAND READER PACKAGE
001F
0156R 4330
0354R
015AR OAC8
015ZR 4330
0054R
0160R 4580
0138R
0164R 4330
013AR
0168R 48A0
70 A 6
016CR C5AO
0 032
0170R 4280
014ER
0174R 4330
013CR
0178R C5AO
0034
017CR 4330
013CR
0180R 4380
0054R
0184R C8AO
0032
0188R 40A0
79A6
018CR D29C
7084
0190R C490
003F
BE TRY
AHR LWONE
B TRY
NUMBER CLH ONEBLKBRK
BE GBRK
LH GPR2,WDTYPE+COMADR
CLHI GPR2,2
BL ONWARD
BE CALC
CLHI GPR2,4
BE CALC
BNL TRY
CALC
(ILLCHR)
LHI GPR2,2
STH GPR2,WDTYPE+COMADR
STB GPRLASTWD+COMADR(LW)
NHI GPR,X'F'
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0194R 4850
01DOR
0198R 4870
O1D2R
013CR EF50
0001
013R 4050
01DOR
01A4R 4070
O1D2R
OlBR EF-0
0002
01ACR 4R70
01D2R
0133R 4E50
01DOR
0134R DA79
01B6R 0E64
OlBR 4050.
01DOR
013CR 4070
O1D2R
01COR CSA50
0004
01C4R 4230
0152R
01C8R 6C30
O1D8R
01CCR 4330
0152R
OLOR
OID2R
LH IR1,INUM
LH IR2,INUM2
SLA IRll
STH IR1,INUM
STH IR2,INUM2
SLA IR1,2
AH IR2,INUM2
ACH IR1,INUM
AHR
ACHR
STH
IR2,GPR
IR1,ZRO
IR1,INUM
STH IR2,INUM2
CLHI GPR2,4
BNE ON2
ME 8,TEN
a DN2
INUM
INUM2
DS
DS
2
2
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O1D4R 4110
0000
01l8R 41A0
0000
O1DCR 4800
0000
7000
7083
01E4R
7000
0000
0000
0033.
0084
00A4
00A6
3319
00AA
00AC
OOAE
003)
00B2
00B4
001B8
03D8
00F8
01E4R.
01E4R
ALPHA 0142R
k.
FONE
TEN
*
IN
DC X'4110*,O
DC X'41A0',O0
DC X'4800',0,CMDBUF+COMADR,ECBUF+COMADR
END EQU
COMADR EQU
ORG
CMDBUF DS
ECBUF EQUJ
LASTWD DS
NUYIB DS
WDTYPE DS
BREAK DS
LBREAK DS
COLUIN DS
LCOLMN DS
LLCLMN DS
CHARS DS
FNUM DS
SAVER DS
SAVEB DS.
CHRTBL DS
k
*
ORG.
END
k-
X'7000'
0
132
k-1
32
2
2
2
2
2
2
2
2
4
32
32
128
END
vIL
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IIRNdDRD ODOOR
BLKBRK 0138R
3LKL 002CR
BREAK 00A8
ZAL.C. 0182R
CHAR 0OOD
CHAR5 0OB2
CHRTBL 00F8
CIDBUF 3000
COLUMN OOAC
C01'ADR 7000
DONE 011CR
EC3UF 0093
END 01E4R
E0LFAD 0130R
* FLOAT4 OODCR
FNJil 3084
FONE O1D4R
GAGAIN 005R
GBRK 013AR
GPR 0009
GPR2 000A
GPR3 0005
IN 01DCR
INr 30DAR
INUM 01DOR
INJ12 31D2R
IRl 0006
IR2 0037
LASTWD 0084
LBREAK 30AA
LCOLMN OOAE
LLCL11N 00B0
PAGE 10
COMMAND READER PACKAGE - SUBROUTINE ANWORD
Lw
NUMB
4U1 B ER
0N2
o NE
ONW1
ON 2
ONWARD
SAVEB
TI,
TRY
DIYPE
ZRO
PAGE 11
003C
00A4
0153R
0152R
0023
0096R
0 34R
014ER
0083
00D8
0lUD3 R
0054R
0004
COMMAND READER PACKAGE - SUBROUT.INE FLOAT4
*
FLDAT4.
*
* BAL .15,FLAT4
* DC 4
* DC Al4BYTEINT)
*
EN4TRY FLOAT4
*
003DR,
00).9
00OA
00)3
000C
03)D
OOOE
ADR
IR1
IR2
ZRO
ONE
COUNT
EQU
EQU
EQU
EQU
EQU
EQU
9
10
11
12
13
14
0000R D090
708
0004R CBDO
0031
0008R 07CC
003AR CEO
0008
003ER 489F
0002
0012R 4889
0002
001SR 48A9
0000
01AR 4310
002CR
001ER. C730
FFFF
00
FLOAT4 STM 9,SAVEA+COMADR
LHI ONE, 1
XHR ZROZRO
LHI COUNT,8
LH ADR,2(15)
LH IR2,2(ADR)
LH IR1,0(ADR)
BRNM PLUS
XHI IR2,X'FFFF'
PAGE 1"
C3MnRgD READER PACKAGE -
0022R C7AO
FFFF
0026R OABD
0023R OEAC
002AR OBCD
302CR C3A0
F000
0033R 4230
003ER
0034R EDAD
0004
0033R OBED.
003AR 4230
002CR
003ER ECAO
00)8
0042R 40B0
036AR
0046R 40A0
0058R
004AR CAE0
0040
004ER 08CC
005OR 4330
0058R
0054R CAEG.
0080
0058R D2EO
0068R
005CR 6800,
0068R
0050R D190
7088
XHI IR1,X'FFFF'
PLUS
AHR
ACHR
SHR
THI
IR2,ONE
IRlZRO .
ZROONE
IR1,X'F000'
BNZ FOUID
SLL IRI,4
SHR COUNTONE
BNZ PLUS
FOUND SRL IR1,8
STH IR2,FN+2
STH IR1,FN
AHI COUNT,64
LHR ZROZRO
BZ OK
AHI COUNT,128
OK ST3 COUNT,FN
LE 0,FN
LM 9,SAVEA+COMADR
SUBROUTINE FLOAT4 P AG'"E 2
COMMIAND READER PACKAGE -
0064R 430F
0004
008 3R,
006 CR
7000
003)
0000
033
0084
00R4.
00A6
011.8
00AA
OOAC
00AE
003)
00B2
0034
00b8
3318
00F8
005CR
006CR
ADR
BREAK
CHRTBL
IDB'JF
COLUMN
B 4(15)
*
FN
*
END
COMADR
CMDBUF
ECBUF
LASTWD
NUMB
WDTYPE
BREAK
LBREAK
COLUMN
LCOLMN
LLCLMN
CHARS
FNU
SAVER
SAVEB
CHRTBL
*
*
0009
00A8
00B2
00F8
0000
OOAC
DS 4
EQU
EQU
OR
DS
EQU
DS
DS
DS
DS
DS
DS
DS
DS
DS
DS
DS
DS
DS
0 RG,
END
k.
X'7000*
o
132
k-1
32
2
2
2
2
2
2
2
2
4
32
32
128
END
00j
00
SUBROUTINE FLOAr4. PAGE 3.
Cf3MMA.ID READER PACKAGE - SUBR3UTINE FLOAT4
COMADR 7000
boooUNI 000E
ECBUF 0083
END 006CR
* FLOAT4 0OOR
FN 0058R
FNUM 00B4
FOUND 303ER
IRI 000A
IRZ 900B
LASTWD 0084
LBREAK 30RA
LCOLMN 00AE
LLZLI1N JOB
NUMB 00A4 00
OK 3053R I-A
ONE 000D
PLJS 302 R
SAVEA 0OB8
SATEB 3ODS
WDTYPE 00A6
ZR3 00 C
PAGE 4
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APPENDIX 4 DISCOURSE PROGRAM LISTINGS
This appendix contains the listings of the programs
which are used in the DISCOURSE implementation on the
Architecture Machine which is described in Section IV.
283
FLINK
Action
FLINK loads and starts a FORTRAN absolute load module.
Calling Sequences
BAL 15,FLINK
DC6
DC A(NAME)
DC A(IER)
or:
CALL FLINK(NAME, IER)
Description
Subroutine FLINK loads and starts a .LOAIKOD file
whose name is specified at NAME. The load module must be
of a FORTRAN program. FLINK is not recursive. A value
of -1 is returned in IER if the file is not found.
DISCOURSE - SUBROUTINE FLINK
* SUBROUTINE FLINK
* BAL 15,FLINK
DC 6
* DC A(NAME)
* DC AtIER)
*
0033R
0003.
0004
OOOOR DOOO
004CR
0004R 483F
0002
0008R 484F
0034
000CR 4030
001AR
0010R 4040
0030R
0014R C8EO
001CR
0018R E180
00)0
001AR
001CR 08FF
001ER 4230
003CR
0022R CA10
0024
*
NM
IE
FLINK
ENTRY FLINC
EQU 3
EQU 4
STM 0,SAVE
LH NM,2(15)
LH IE,4(15)
STH NMNADR
STH IEIERA
LHI 14,RETURN
SVC 8,0
NADR EQU
RETURN LHR.
BNZ
*-2
15,15
BAD
AHI 1,36
00Co.
PAGE 1
PAGE 2DISCOURSE - SUBROUTINE FLINK
0026R 4010
002CR
002AR 41F'O
002AR
002CR
002ER
003 0R
0004
0032R D100
004CR
0036R 4AFF
00)0
003AR 030F
003CR C840
FFFF
0040R 4830
0030R
0044R 4043
0030
0048R 4300
0032R
004CR
005CR
BAD 003
DOME 303
* FLINK 000
GOta 002
IE 000
IERA 003
NADR 001
N N 000
STl 1,GOYQ
BR 15t*
GOTO
IERA
DONE
BAD
*
SAVE
*
EQU
DC
DS
LM
4
2
0PSAVE
AH 15,0(15)
BR 15
LHI IE,-1
LH NMIERA
STH IEO(NM)
B DONE
DS 32
END
CR
2R
OR
CR
4
0R
AR
3
00L'
DISCOURSE - SUBROUTINE FLINK PAGE 3
RETURN 001CR
SAVE 004CR
00
DISCOURSE - MAIN PROGRAM D
OIMON C!DBUFLASTWD,NUMB,WDTYPEBREAKLBREAK
COMMON COLUMNLCOLMNLLCLMN,CHARSFNUM
:oOMMON SAVEA, SAVEB, CHRTBL
COMMON IOFFSJOFFSILNGJLNGMAXATS,MAXVARNBITSNBDS
.013I I.3ITB, IBITF,4BUFF
COMMON IATBIATFITOTAT
:OMMON IbiAMB,INAMF,ICOMBICOAFICHARBICHARFNCHAR
COMMON NAMEITITYPEISET
REAL CDBUF(33),LASTWD(8),CHRTBL(32)
INTEGER*2 NUMB,WDTYPEBREAKLBREAKCOLUMN
INTEGERk2 LCJLnN,LLCLMN,CHAR3,SAVEA(16),SAVE3(16)
INTEGER*2 IOFFSJOFFS,ILNGJLNGMAXATSMAXVARNBITSNBDS
INTEGER*-2 IBITB,IBITF,IBUFF(2)
INTEGER*2 IATBIATFITOTAT
INTEGER*-2 INAMBINAnFICOMBICOMF,ICHARBICHRRF,MCHAR
REAL NAMEIT(4)
INTEGER*-2 ITYPE(3),ISET(6)
INTEGER*2 CBAALST
CALL DFREE
CALL INITAN
I NA.1B=CBA.(1,1)I
ICOMB=CBA( 1,1)
IBITB=CBA(1,1)
IA T B=CBA ( 2,1)
IC HARBA( 2,1)
ICOMF=ALST(ICOMB,32HDISCOURSECOMMANDS ,18,16,0,IER)
IF (IER.EQ.1) GOTO 111
CALL FRBA(ICOMB)
999 CALL. DFREE
STOP
3 ARITE(O,4)
4 FORMAT(lX,IH?)
112 WRITE(7,1l2)
112 FORMATilX,24HMINI DISCOURSE (MAYBE):)
00
1 CALL READCM
IF( dDTYPE.NE.1) GOTO 3
2 CALL MVC(NAMEITLASTWD,16)
CALL CETBD (ICOMFNAMlEIT,1,IER)
IF(IER.NE.0) GOTO 113
=ITYPE( 1)
GOTO (11,22,33,44,55,66,77),M
11 ZALL FLINK(6HSETUP ,IER)
998 IF(IER.EQ.0) GOTO 1
&DTO
22 CALL
33 CALL
3 .0D 
44 CALL
;.OTD
55 CALL
G.0 r
66 CALL
.OTJ
113 CALL
;;OT 0
77 CALL
END
3
FLINK(5HSHOW ,IER)
933
DEFINE(IER)
993
FLINK(4HPUT ,IER)
933
FLINK(4HEND *IER)
933
DEBUG(IER)
993
FLINK(7HSTAREQ ,IER)
993
FLINK(4HMAP ,IER)
933
/ 1 01C5
CMDBUF 0000
LASTdD 084
NUMB 00A4
4DTfPE 3UA5
BREAK 00A8
LBRERK 03AA
COLUMN OAC
LC3L.IN 33AE
LLCLMN OOBO
I.
E
E
E
E
E
E
E
E
E
0000
E
E
E
E
E
E
E
E
E
E
E
E
E
E
E
E
E
E
E
E
E
E
E
E
E
E
E
E
E
L
L
L
L
L
E
CHARS
FNUM
SAVEB
CHR TB L
IOFFS
JOFFS
ILNG
JLIG.
MAXATS
.IAXVAR
NBITS
lBDS
IBITB
IBITF
IB LFF
IAIB
IATF
INAF
ICOMB
IC3),F
ICHARB
ICHIRRF
NC -AR
NAMEIT
ITYPE
ISEr
.U
CBA.
ALST
DFREE
INITAN
IER
0OB2
00B4
0)B3
00D8
00F3
0178
017R
017C
917E
0180
0182
0184
0185
0188
018AF
018C
0190
0192
0194
0196
0199
019A
019C
019E
OIA3
01A2
01A4
01B4
OIBA
0000
0300
0000
0300
0000
025A
00
'0o
A 111 00E6
L FR3B 0000
A 999 00B6
L .S 0300
A 3 00C2
R 4 O0D6
L @I 0000
A 1 0OllE
A 112 OOFA
L READIM 0303
A 2 0136
L. IIV%. 0)01
L GEBD 0000
A 113 0212
E M 025E
R 11. 18 C
A 22 01B6
q 33 01CE
A 44 O1DA
R 55 01FO
A 66 0206
R 77 022
L FLINK 0000
R. 993 OA -
L DEFINE 0000
L. DEB U 0303
L .V 0)00
SUBROUTINE STAREQ(IER)
%ZOMt ON CIDBUF.LASTWDUNUMBWbIYPEBREAKLBREIK
COMMON COLUMNvLCOLMNvLLCLMN,CHARSsFNUM
ZOllN SAVEA*SAVE3*CHRTBL
COMMON IOFFSDJOFFS 9ILNG,JLNGMAXATS,MAXVRNBITSNBDS
.OI2MN IBITBoIBITFoI3IJFF
COMMON IATBrIATFDITOTAT
OMKJX PIAMB, IN1A!I 12MB, ICOflFICHARBD ICHARFUNCRAR
COMMON NAMEITITYPEsISET
REAL CIDBUF(33),LASTdD(B),CHRTBL( 32)
INTEGER*2 NUMB,WDTYPEsBREAKvLBREAKtCOLUMN
INTE-JERk-2 LCOLM>TLLCLMNCHAR3,SAVEA(16) iSAV Ea(16)
lNIEGER*2 IOFFSJOFFS .ILNGJLNG,MAXATSMAXVARNBITS,NBDS
I NT E'E Rk.2 IBITBIBITFrIBUFF(2)
INTEGER*2 IATB,,IATFsITOTAT
INTESVERk*2 IN~iBINAM1F,ICLOMB,1COMF.ICHARB.ICHRRF.NCHAR
REAL NRAiEII(4)
INTEt"ERk-2 ITYPE(3)oISET(6)
REAL A(6)
DATA A( 1)oA(2)oA( 3),R(4)/f4HAND v4HOR r4KEOR t4HANDNi/
DATA A(5),A(6)/4HORN s4HEORN/
IF(BRERK.EQ.8) GOTO 1
2 IER=-1
RETURN
ISAVE=LCOLMN
"ALL Ald.)RD
IF(BREAK.NE.6.OR.WDTYPE.NE.3) GOTO 2
[CALL. A.44.3RD
IF(BREAK.NE.B.OR.WDTYPE.NE.3) GOTO 2
ISA VEl=Z)LUlN
CO LUMN=ISAVE
'-'LL DEFINECIER)
COLUNN=ISAVET
IB=IrLPE( 2)
4 CALL ANWORD
IF( dDTiPE.NE.1) GOTO 2
ITYPE( 1 )=2
:ALL MVC(NAMEITLAST4D,16)
CALL GETBD(INAMF,NAMEIT,1,IER)
IF(IER.NE.0) GOTO 2.
Il=ITYPE(2)
IF( BREAK.NE.1) GOTO 5
IREL=2
12=1
9 CALL LOPER(NBIlIRELI2)
RETURN
5 CALL ANWORD
IF(IDTTPE.NE.1) GOTO 2
DO 6 I=1.6
IF( A( I).EQ. LASTWD(1)) GOTO 7
6 CONTINUE
.OT O 2
7 IREL=I
.ALL A943RD
IF(WDTYPE.NE.1) GOTO 2
ITYPE(1)=2
CALL MVC(NAMEITLASTWD,16)
%ALL GETBD(IffAMFNA MEIT,1,IER.)
IF(IER.NE.0) GOTO 2
I2=I.TYPE12) .
IF(BREAK.EQ.1) GOTO 9
"ALL. L2PER(NBITS,IiIRELI2)
Il=NBITS
;.OT3 5
END
I /I O1CS
E CMDBUF 0000
E LASTiD 0.384
E NUMB 00A4
E WDTfPE 03A6
BREAK
LBREAK
COLUMN
LCD0L'N
LLCLMN
CHARS
FN UM
SAVEB
ZHRTBL
IOFFS
JOFFS
ILNG
JLML &
MAXATS
MAKV-AR
NBITS
IBDS
IBITB
IBItF
IBUFF
IATB
IATF
IT3TkT
INAMB
INA F
ICOMB
IC3 IF,
I CTARB
ICdARF
NCSIAR
NAIEIT
ITYPE
ISET
STAREQ
00A8
O0AC
3AE
00BO
O3B2
00B4
0333
00D8
09F3
0178
017k
017C
017E
0180
3182
0184
0185
0188
018R
018C
0190
0192
0194
0196
0193
019A
019C
019E
OlAD
01A2
31A4
01B4
01BA
0024
STAREQ
.Q
. p
IER
1
2
IS;VE
N 43RD
ISAVET
DEFINE
NB
4
MVc
GEl'BD
11
5
IREL
12.
9
LO ER
6
I.
7
02A2
0000
0303
002A
0333
0072
035A
02BA
0003
02C6
0303
02CA
DOFE
0000
0000
02DA
31A2
02DE
02E2
018C
0303
01E4
32E6
D1FA
PS
SUBROUTINE SETUP(IER)
20l123N 14DBUF.LRSTWDNUMBWDTYPE,3REAKDLBREqK
COMMON COLUMNLCOLMN*LLCLMNCHARS,FNUM
z.O:IMJN SAVEA, SRVEBt CHRIBL
COIIMON IOFFSJOFFS, ILNGJLNGMAXATSMAXVARRNBITS.NBDS
O0MIDN IBITB,IBITFvI3UFF
COMMON IATB,IATF,ITOTAT
O2011.3N IgAMBINA1FICOMIBICOIF,ICHARBICHARFNCHAR
COMMON NA!IEITtITYPEoISET
REAL ClDBUF(33),LAST4,D(8)sCHRTBL( 32)
INTEGER*2 NUMBoWDTYPEPBREAKDLBREAKsCOLUMN
INTESEVk2 LCQLatiPeLLCLMNg.'-HAR3.SAVEA(16)gSAVE3(16)
INTEGER*2 IOFFS DJOFFS ,ILNGsJLNGDMAXATS DMRXVARNBI TS DNBDS
INTECGERk.2 IBIT3sIBITF,IBUFF(2)
INTEGEF*2 IATBoIATFPITOTRT
INTEiaER*-2 IBINeICOnBoICOlFICOMoCAR,ICHRFeNCIRR
REAL NAMEIT(4)
INTEG"ERk-2 ITYPE(3)tISET(6)
INTEGER*2 CBAvALST
4RITE (7r734)
734 FORMAT(1X,2OHENTERED SETUP)
DO 1 I=1,6
CALL ANWORD
IF(g1DTYPE.NE.2) GOTO 2
IF(I.NE.6.AND.BREAK.EQ.1) GOTO 2
ISET( I)SIUrIB
CONTINUE
IOFF5=ISET( 1)-I
JOFFS=ISET( 3)-i
ILNJG=I.")ET( 2 )-1IOFFS
JLNG=ISET(4 )-JOFFS
IF lLG.LT.2.OR.JLNG.LT..2) GOTO 2
MAXATS=ISET ( 5)
nAXVAR=ISET( 6)
NB ITS=8
132 IF(NBITS.GT.MAXATS) GOTD 101
NBITSwNBITS+8
";OTO 132
101 NBITBD=NBITS/8
NBDS=ILNG*JLNG
IBITF=ALST(IBITB,32HDISCOURSEBITMASK
XIBI.TBD,3,O0IER)
IF(IER.NE.0) CALL ELST(IBITF)
IBUFF(1)=0
IBUFF(2)=0
DO 120 I.=1.NBDS
CALL PUTBD(IBITFIBUFFIIER)
129 CONT INJE
CALL LOPER(2,1,5,1)
INAMF=ALST(INAMB,32HDISCOURSENAMES
X22 ,18,OIER)
IF(IER.EQ.1.DR.IER.EQ.-2) CALL ELST(INAMIF)
CALL MVC(NAMEIT,16HNULL ,16)
ITPE( 1)=2
ITYPE( 2)=1
ITYPE( 3)=0
CALL PUTBD(INAMFNAMEIT,1,IER)
:ALL. MiV(NAiEIT,16HUNIVERSE ,16)
ITYPE(2)=2
CALL PJTBD(I NAMFiNAMEIT,1,IER)
IATF=ALST(IATB,32HDISCCURSEATTRIBUTES
X12, 0,0, I ER )
IF(IER.EQ.l.OR.IER.EQ.-2) CALL ELST(IATF)
DO 133 I=1,6
103 ISET(I)=O
'ALL PJtBD(IRTFISET,1,IER)
ISET(1)=NBDS
CALL PJTBD(IATFISET,2,IER)
ITOTAT=2
ICHARF=ALST(ICHARB,32HDISCOURSECHARNAMES
X16,O,0,IER)
IFf IER.EQ.1.0R.IER.EQ.-2) CALL ELST(ICHARF)
NCHAR=l
IER=3
WRITE(7,735)
735 FORMAT(lK,8HEND SETU)
RETURN
2 IER=-1
RETURN
END
I // 01C6
E 2MDB'JF 0300
E LASTWD 0084
E IUI.3 03A4
E WDTYPE 00A6
E BREAK. 03AB
E LBREAK OOAA
E COLUIN 0OAC
E LCOLMN OOAE
E LLCL*N 303B
E CHARS 00B2
E F I JM 0334
E SAVEA 00B8
E SAE3 03D3
E CHRTBL 00F8
E IOFFS 0173
E JOFFS 017A
E ILi 017C
E JLNG 017E
E IARIrS 018)
E MAXVAR 0182
E NBITS 0184
E NBDS 0186
E IBIr3 0183
E IBITF 018A
IBU FF
IATB
IRIF
ITOTAT
INAMF
IC)1B
ICOMF
ICHIRRB
I C4ARF
NCHARR
NAMEIT
ITPE
ISET
SETUP.
SETUP
.Q
.P
IER
CBA
RLST-
734
1
ANWORD
2
102
101.
NBITBD
ELST
120
PUTBD
LOPERIV%.
018C
0190
0192
0194
019Z
0198
919q
019C
019E
01A0
01A2
01A4
01BA
0324
0524
0303
0000
032R
052C
0303
0040
0303
00B2
952E
0000
0504
0144
0100
0542
030)
0220
0.300
0000
090)
00
EEL V
EOT If
ON
ON
93EO
)clE 0
SUBR3UrINJE PUT(I-ER)
COMMON CMDBUF.LASTWDNUMBWDTYPEBREAK.LBREAK
COnMU )N CJLtJMN4LrOLMNLLCLM~CHARSFNUM
COMM'ON SAVEAsSAVEBeCHRTBL
COMMON~ IJFFSeJOFFSILNCJA4GgMXATSgMAXV1ARuN3IT -g*NBDS
COMMION IBITBoIBITFoIBUFF
.O,,' M N IAPTdIIVF,ITOTAT
COMMON INAMBDINAMFDICOrMBDICOMFICHARBICHARFDNCHAR
REAL CMDBUF(33)oLASTWD(8)sCHRTBL(32)
INTE~aER*-2 NUM3IDDTYPErBREAKvLBREAKvCOLUMN
INTEGER*2 LCOLMNNLLCLMN,CHARSSAVEA(16)sSAVEB(16)
INTEIEVk2 IOFFSJOFF3,ILNC.JLNG.s~IAXATSoriAX1RNBITSNBDS")
INTEGER*2 IBITBrIBITFoIBUFF(2)
INTE"IERk-2 IRTSIPATFrITOTAT
INTEGER*2 INAMI3INAMFICOMBICOMF.ICHARBICHARFNCHR
REAL NFI1EIT(4)
INTEGER*2 ITYPE(3)*ISEI(6)
2ALL P)J42RD0
IF(WDTYPE.EQ.1.AND.BREAK.NE.1) GOTO 1
4 IER=-1
RETURN
L 0_ALL IV'C(NAIEITvLASTdD*16)
ITYPE( 1)=2
'ALL. GEr BD( INMF *NMilEIT4D sIER)
IF(IER.NE.O) GOTO 4
VB:If PE( 2)
7 CALL ANWORD
IF(dDTf(PE.IE.2.OR.BREAK.EQ.1) GOrO 4
IX=NUNE-IOFFS
ZALL A94.3RD
IF(WDTYPE.NE.2) GOTO 4
IY=NJUI3- JOFFS
ILOC=( IX-1 )*JLNG+IY
ZALL GCErBD(IBITF,IsET,ILOC,IER)
CALL SBIT(ISETNB)
CALL PUIBD(IBITFISETILOC,IER)
IF(BREAK.NE.1) GOTO 7
I-ER: 3
RETURN
END
I // 01C6
E NMDBJF 0300
E LASTWD 0084
E .1U8 9 3A4
E WDTYPE 00A6
E BREAK 03A3
E LBREAK 0OAA
E ZOLUIN 03AC
E LCOLMN OOAE
E LL*tL;IN 30B3
E CHARS 00B2
E FNMiN 0384
E SAVEA 0OB8
E SAVEB 03D3
E CHRTBL 00F8
E I-FS 0178
E JOFFS 017A
E ILU.. 017C
E JLNG 017E
E MAKRIS 0183
E MAXVAR 0182
E IBITS 3184
E NBLS 0186
E I81r3 3183
E IBITF 018A-
E IBJFF 018C
E IATB 0190
E IAPF 0192
E ITOTAT 0194
I NA I a
INAMF
IC343
ICOMF
ICNARB
IC;kARF
C ' AR R
NAMEIT
ITPE
ISET
PU'
PUT
.Q
.P
IER
ANIORD
1
4
GETBD
14B
7
IX
I Y
SBIT
PUTBD
0195
0198
319R
019C
019E
0 lAO
OIA2
01A4
01B4
01 BA
0324
0194
0300
0000
032A
0000
036R
0052
0300
0000
01B4
0OBE
01BB
O1BC
01C
0000
0000
t0
SUBR3UI E SHOW4IER)
COMMON CMhDBUFLASTWDNUMBtWDTYPE.BREAK.LBREAK
ZOI1M)N C)LUMNf,LCOLMNtiLLCLMtN,CH'RSo,FNUM
COMMON SAVEAtSAVEBvCHRTBL
Ol'n)N I)3FFS.JDFFS, IL.NGtJ1NGeAXATSotAXVRRN3ITS3.NBDS
COMMON IBITBtIBITFtBUFF
.XPDION IRTBt IRTFo ITOTAT
COMMON INAMB oINAMF, ICOMBt~ICOMF ,ICHARB, ICHARFNCHAR
*%"O1li)J 9AMEIT*ITYPEsISET
REAL~ C1'DBUF(33),bASTWD()CHJTBLI32)
INTE"#ER*k2 NUfB,'DTYPtBREAK,L8REAK*COLUMN
INTECER*2 LCOLMNLLCLMNDCHARSDSAVEA(16)tSAVEB(16)
INIE'%JER*2 IOFFSJOFFS, ILN4CJLNG9MAXATSMAXVPR.NBITSNBlS
INTEGER*2 IBITBt IBITFIEUFF( 2)
INTEGER*.2 IATBsIATF*ITOTAT
INTEGER*2 INJUIB ,INAMF,ICOMB, ICOMFF ICXARB DICHARFtNCHAR
RERL URIEIT(4)
INTEGER*2 ITYPE(3)oISET(6) 4
ENrE-4ER TBIT
CALL PINWORD
IF (d.DH~PE.EQ.1) COTO 1
IF (W4DTYPE.EQ.2.AND.BREAK.NE.1) GOTO 100
IER=-l
RE TURN
'ALL. lVCL_(NA3 EITtLASTWDol6)
ITYPE 1 )=2
"'ALL. GETBD( IIAtiFe&NREITo I IER)
IF(IER.NE.O) GOTO 4
IB=IrYPE( 2)
DO 5 11,tNBDS
.ALLGErBD(IBITFISEDIUIER)
IER=TBITC ISETtNB)
IF(IER.E2,.O) COTO 5
1X=( 1-3)/JLNG+1+IOFFS
IYI-( (IK-1)*JL1NW)+JOFFS
WRITE(7,6) IXIY
6 FORART(1X,2I4)
5 CONTINUE
7 IER=3.
RETURN
133 IX=NUi3-IOFFS
CALL ANWORD
IF(9DrYPE.NE.2) GOTO 4
IY =NUM B-JO FFS
ILOC=( IK-1)kJLNG+IY
CALL GETBD(IBITFISETILOCIER)
DO 131 t,1. ITOTAT
IER=TBIT(ISET.I)
IF(IER.EQ.0) GOTO 101
IFLG=-1
134 ZALL GETBD(IMRMFNAMEITIFLGIER)
IF(IER.NE.0) GOTO 101
IF( itYPE(1).NE.2) GOTO 103
IF(ITYPE(2).EQ.I) GOTO 105
133 1FLG.=0
GOTO 104
135 iRITE(7,l02) (NAMEIT(J),J=1,4)
102 FORMRT(lX,4A4)
131 2ONIINJE
GOTO 7
E ND
I
E
E
E
E
E
E
E
E
//1
CNDBJF
LASTWD
YUIB
WDTYPE
BR-AK.
LBREAK
"OLU.IN
LCOLMN
01C6
0)03
0084
03A4
00A6
03A3
0OAA
03AC
OOAE
0
LL:.LIN
CHARS
FNJ3
SAVER
SAVE3B
CHRTBL
10FF S
JOFFS
JLNG
MAXAqrS
MAXVAR
NJBI S
NBDS
IBIIB
IBITF
IBJFF
IATB
IATF
ITOTAT
1 1A 13
INAMF
ICM3
ICOMF
ICRAPRB
IC4ARF
NCiRAR
NAMEIT
ITPE
ISET
SHOdI
SHOW
.Q
.p
IER
33Bo
00B2
034
00B8
0)D3
00F8
0179
017A
017C
017E
018)
0182
0184
0186
0183
018A
018C
0190
0192
0194
0196
0198
019A
019C
019E
O1AO
01A2
01A4
0134
01BA
0324
0324
0303
0000
002k
0
L
L
A
A
L
L
E
A
E
E
E
A
L
A
E
A
E
A
E
TBIT
AN4.3 RD
1
4
GETBID
NB
5
I
IX
I Y
6
7
I LO)
101
IFLG%
104
103
105
102
J
0000
0000
007C
~0064
103,09
I00o0
3344
0186
0348
034C
0350
017A
0000
0198
0354
0306
0358
0248
32A4
02B0
02FA
035C
Li)
0
SUBROUTINE END(IER)
DMMON CIDBUF, LASTWD, NUMBsWDTYPEBREAK, LBREA K
COMMON COLUMNLCOLMNLLCLMNCHARSFNUM
%.0110N SlAVEASAVEBCHRTBL
COMMON IOFFSJOFFSILNG,JLNGMAXATSMAXVARNBITSNBDS
0311)' I.BITB, IBITF, IBUFF
COMMON IATBIATFITOTAT
COMION IIAMB,INAnF,ICOMBICOAFICHARBICHARFNCHAR
COMMON NAMEITITYPEISET
REAL. CI.DBUF(33),LASTWiD(8),CHRTBL( 32)
INTEGER*2 NUMBWDTYPEBREAKLBREAKCOLUMN
INTEGER*2 LCOLMNLLCLMNJCHAR3,SAVER(16),SAVEB(16)
INTEGER*2 IOFFS,JOFFSILNG,JLNGMAXATSMAXVARNBITSNBDS
INTEGERk-2 IBITBIBITF,IBUFF(2)
INTEGER*2 IATBIATFITOTAT
INTEGERk-2 INAMBIAnFICOMBICOMFICHARBICHkRFNCHAR
REAL NAMEIT(4)
INTEGERk-2 ITYPE(3),ISET(6)
CALL FRBA(IBITBIER)
CALL FRBAIATB)
CALL FRBA(INAMB)
CALL FRBA(ICOMB)
CALL FRBA(ICHARB)
CALL DGET
STOP
END
I // 01C6
E .1DBUF 0300
E LASTWD 0084
E NU13 . 93A4
E WDIYPE 00A6
E BRERK. 00AS
E LBREAK O.OAA
E COL.UIN 33AC
E LCOLMN OOAE
LLC LIN
CHARS
FNJ I
SAVEA
S ATE 3
CHRTBL
I9FF S
JOFFS
ILN 3
JLNG
MAXVAR
MIBITS
NB DS
IBIB3
IBITF
IBUFF
IA TB
IArF
ITOTAT
INAMB3
INAMF
IC313
ICOMF
IC4ARB
IC4ARF
NC4 R R
NAMEIT
ITifPE
ISET
END
END
-Q
.P
I ER
33BO
00B2
00B84
00F8
0178
017A
0 17 C
017E
3183
0182
0184
0186
0183
018A
018:
0190
0192
0194
0195
0198
19A
019C
019E
O1AO
01A2
01A4
01B4
01BA
0024
0076
0000
0000
0
00
L FRBA
L. DGE.T
L .S
0000
0900
0000
0
SlBROUTINE DEFINE(IER)
COMnON CMDBUFoLRSTWD.NLJMBWDTYPE.BREAK.LBREAK
COMMON Ct'3UN,L'OLnlILLCLINCHARS.FNU
COMMON SRVEA*SAVEBDCHRIBL
OOlnN I )FFSJOFFSILNJLN.MXTSMAX~i'IRNaITS.NBDS
COMMON IB1TBoIBITFIIBUFF
"OMMON IRATBIATF I TOTAT
COMMON INAMB.INAMF. ICOMB ,ICOMFICHARBICHARFNCHAR
REAL~ CMDBUF(33)tLASTWiD(8),CHRTlL(32)
IN T E ER I 2 NUA;1DTYP,BREAKLBREAKCOL14
INTECER*2 LCOLMN1oLLCLdIN,CHARSSAVEA(16),SAVEB(16)
INrEGERk2 IOFFSJOFFSILNGJLN~,MAXATSotMhXVRR.N3ItS.NBDS 0
INTEGER*2 IBITB*IBITFrIBUFF(2)
I NT E ;ERkZ2 IATBs IATFs ITOTRT
INTEGER*2 INAMBDINAMFDICOMBDICOMFD ICHARBDICHARFNCHR
INTEGER*2 ITYPE(3)oISET(6)
ZALL A4d)RDo
IF(WDTYPE.EQ.1) GOTO 1
2 I.ER- I
RETURN
1 "ALL. 1VC (I MEIToLASTWD,16)
ITYF'E( 1)=2
:ALL GETBD(IlJAMFsNAMlEITolf'IER)
IF(IER.EQ.O) GOTO 2
ITOTPLT=ITOTAT4I
IF(ITOTAT.LT.NBITS) GOTO 4
IT3TRT=ITOTAT-1
GO TO 2
4 I-TfPE(2)=ITOTAT
CALL PUTBD(INAMFoNAMEITe1DIER)
DO 3 I=I1,6
3 ISET(I)=O
ZALL PLTBD(IATFISETU-ITOTAT.IER)'
IER=O
RETURN
END
/1
CMDBUF
LAST4D
NUMB
dDIYPE
BREAK
LBRERK
COLUMN
LC3A3N
LLCLMN
%HARS.
FNUM
SRAVE A
SAVEB
CHRTBL
IOFFS
JOFFS
ILNG
JLIJ,
MAXATS
A.XVAR
NBITS
NBDS
IBITB
IBITF
IBUFF
IRIB
IATF
IT IT RT
INAMB
I M R11F
ICOMB
o1C5
0000
0384
00A4
00A8
03AR
OAC
OOBO
09B2
00B4
03B3
00D8
03F3
0178
017R
017C
017E
0180
0182
0184
0186
0188
318k
018C
0190
0192
0194
0196
0193
019A
I-a
'-S
E
E
E
E
E
E
E
K
P
L
L
F
L.
A
L
L.
A
L
A
E
IC31F
I C4ARB
ICHARF
NC;fAR
MAiEIT
ITYPE
ISEr
DEFINE
DEFI4E
.Q
op
IER
A Nd3 RD
1
2
MVC
GETBD
4
PUIBD
3
I
019C
019E
O1A3
01A2
01A4
01B4
IBA
0024
015A
0000
000
002A
oaoo
005C
0344
0000
o0o
00D2
0000
0100
017A
1%)..
DISCOURSE - SUBROUTIMES LOPER, SBIT, RESBIT IND TBIT
*
*- SUBROUTIME LOPER
*
*
*
*
*
BAL 15,LOPER
DC 10
DC A(PUTBEADNO)
DC ACARGlBIT)
DC A(RELATION)
DC A(ARG2BIT)
k-SUBROUTINE SBIT
*
* BAL 15,SBIT
* DC 6
* DC A(BEAD)
* DC A(BITNUM)
* SUBROUTINE RES
* BAL 15,RESBIT
* DC 6
* DC. A(BEAD)
* DC A(BITNUM)
*
* SUBROUTINE TB
*
- BAL 15,TBIT
* DC 6
* DC A(BEAD)
* DC A(BITNUM)
*- R14-> 0 FALSE
* I r
BIT
IT
PAGE 1
DISCOURSE - SUBROUTINES LOPER, S-BIT, RESBIT AND IBIT
*
OOOOR
0J30R
30 J0 R
OOOR
000GA
031B
000C
0)D
0009
0331
0003
0034
0005
0036
0001
0037
ENTRY LOPER
ENTRY SBIrRESBITTBIT
EXTRN PUTBDGETBD
EXTRN .CS1
EQU
EQU
EQU
EQU
EQU
EQU
EQU
EQU
EQU
EQU
EQU
EQU
10
11
12
13
9
1
3
4
5
6
1
7
3033R DOOD
OOE2R
00).R 433F
0002
0039R 484F
0004
003CR. 435F
0006
0010R 4855
0000
0014R 436F
0008
LOPER STI 0,SAVE
LH PUTBIT,2(15)
LH ARGl,4(15)
LH REL,6(15)
LH REL,0(REL)
LH ARG2,8(15)
*
ADR
BIT
IR1
IR2
GPR
IB
PUTBIT
ARGI
REL
ARG2
BN
ER
*
t-A
PA.GE 2
LOPER, SBIT, RESBIT AND rBIT
0018R 0A55
30LAR 4040
0050R
001ER 4050
005CR
0022R 4030
0OB2R
0026R 4030
0OCOR
002AR C310
0001
092ER 4010
0106R
0032R 41F0
0000F
003SR 003A
0038R 718A
003AR 0132R
003CR 0106R
003ER 0108R
0040R 4870
0138R
0044R 4230
00D8R
0048R 41F0
0134R
004CR 0006
004ER 0102R
0050R
0052R 084E
0054R 41F0
0134R
0058R 0006
AHR
STH
LOOP
RELREL
ARGI,Tl
STH ARG2,T2
STH PUTBITPS
STH PUTBITPRE
LHI BN,1
STH BNBEADN
BAL 15,GETBD
DC
DC
DC
DC
DC.
LH
10
IBITF+COMADR
A(BEAD)
A(BEADN)
At IER.)
ERIER
. BNZ DONEl
BAL 15,TBIT
TI
DC
DC
DS
LHR
BAL
6
At BEAD)
2
ARGl, 14
15,TBIT
DC 6
(A)
I-a
vi
PAGE, 3DISCOURSE - SUBROUTINES
LOPER. SBIT, RESBIT AND TBIT
005AR
005CR
0102R DC
DS
LHR
LH
*
RELA
005ER 086E
005OR 48F5
0066R
0054R 033F
0056R 0000
0068R 0074R
007ER
0088R
0032R
009AR
0OA2R
0074R 0446'
0076R 4330
0OB8R
007AR 4300
00AAR
007ER 0646
0030R 4330.
0OB8R
0034R 4300
00AAR
0088R 0746
008AR 4330
0338R
008ER 4300
00AAR
0092R C760
0031
0096R 4300
OR
E0R
ANDN
A(BEAD)
2
ARG2,14
15,RELA.(REL)
BR 15
DC
DC
0
AND,0REORANDNORNEORN
NRR ARGlARG2
BZ RESEI
B SET
OHR ARG1,ARG2
BZ RESET
B SET
XHR RRGlARG2
BZ RESET
B SET
XHI ARG2,1
B AND
0%
PAGE. 4DISCOURSE - SUBROUTINES
*
AND
PAGE 5LOPER, SBIT, RESBIT AND IBIT
0074R
003RR C750J
0001
003ER 4300
007ER
0OA2R C760
0001
00o6R 4330
0088R
OOAAR 41F0
013AR
OOAER 0006
0OB3R 0132R
00b2R
0034R 4300
0OC2R
00BR 41F0
0122R
33BCR 0036
OOBER 0102R
0023R
0OC2R 41F0
0030F
0OC6R OOOA
00CBR: 719A
0OCAR 0102R
30CCR 0136R
0OCER 0108R
00D3R CA10
0001
0004R 4300
002ER
ORN XHI, ARG2,1
B OR
EORN XHI ARG2,1
a EOR
kr.
SET
PS
BAL 15,SBIT
DC
DC
DS
B
6
At BEAD)
2
REPLAY
RESET BAL: 15,RESBIT
DC
DC
PRE DS
REPLAY BAL
DC
DC
DC
DC
DC
A HI
6
A( BEAD)
2
15,PUTBD
10
IBITF+COMADR
A(BEAD)
A(BEADN)
ACIER)
BN,1
B LOOP
w-"
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DISCDURSE- SUBROUTINES LOPER, SBIT, RESBIT RND TBIT
00D8R D100.
OOE2R
OODCR 4AFF
0000
OEOR 033F
30E2R
0102R
0106R
13-8R
013AR DO8O
0000FE
013ER 4130
015AR
0112R 0589
0114R D2BR
0030
0118R D180
013CR
011CR 4AFF
0000
0120R 030F
0122R D380
011AR
0125R 4180
015AR
012AR C790
00FF
*
DONEl
*
SAVE
BEAD
BEADN
IER
*
SBIT
DONE
*
*
RESBIT
LM 0#SRAVE
AH 15,0(15)
BR 15
DS 32
DS
DS
DS
4
2
2
ST1 8,.CSl
BAL BTWID
OHR BIT,3FIPR
STB BIT,0(ADR)
LM 8,.CSI
RH 15,0(15)
BR 15
STI 8, .CS1
BRL 8,TWID
XHI GPRK'FF'
00A
PAGE 'D
LOPER, SBIT, RESBIT AND IBIT
012ER 04B9
0130R 4330
0114R
3134R D030
0124R
0138R 4180
015AR
013CR 07EE
013ER 04B9
0140R 4330
0148R
0144R C3E0
0001
0148R C890
001C
014ZR 40E9
0136R
0150R D100
014ER
3154R 4AFF
0000
0158R 030F
015AR 48AF
0002
015ER 48BF
0004
0162R 48BB
0000
0166R 08DB
NHR BITGPR
B DONE
*
TBIT ST 1 0o,CS1
BAL 8,TdID
XHR
NHR
BZ
NOT
*
TWI D
14,14
BITGPR
NOT
LHI, 14.1
LHI GPR,28
STr 14,.CS1(GPR)
LM 0,.CSI
AR 15,0(15)
BR 15
LH ADR,2(15)
LH BIT,4(15)
LH BIT,0(BIT)
LHR IR2,BIT
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DISCOURSE - SUBROUTINES LOPER, SBIT, RESBIT AND IBIT
0168R 07CC
015AR 4DCO
0196R
015ER 089C
0170R 4230
0182R.
0174R 08DD
3175R 4330
0182R
317AR CBDO
0001
317ER C890
0008
0182R 4090
018CR
0136R C890
0100
013RR CC90
0000
013CR
018ER OARD
013R D3BA
0000
3194R.0338
0196R 0008
0198R
7000
0000
0033
0178
ON1
XHR IR1,IR1
DH IR1,EIGHT
LHR GPRIR1
BNZ ON1
LHR IR2,IR2
BZ ONl
SHI, IR2,1
LHI GPR,8
STH GPRSHIFr
LHI, GPRX100'
SRHL GPR,0
SHIFT EQU k-2
AHR ADRIR2
LB BIT,0(ADR)
BR 8
*
EIGHT DC 8
END EQU
COMADR EQU'
ORG
DS
IOFFS DS
*
X'7000'
0
X'178
2
c>
. PAGE 8
LDPER, SBIT, RESBIT ND IBIT
017A JOFFS DS 2
017C ILNG DS 2
017E JLNG DS 2
0133 MAXATS DS 2
0182 MAXVAR DS 2
0134 NBITS DS 2
0186 NBDS DS 2
0133 IBITB DS 2
018A IBITF DS 2
013L IBUFF DS 4
0190 IATB DS 2
0132 IATF DS 2
0194 ITOTAT DS 2
0135 INAIMB DS 2
0198 INAMF DS 2
013R ICHARB DS 2
019C ICHARF DS 2
019E NCAR DS 2
01AO NAMEIT DS 16
0133 ITYPE DS 6
0186 ISET DS 12
*
0198R 0RG: END
0198R END
-.S1 0152R
ADR OOOA
AND 3074R
ANDN 0092R
ARGl 0004
ARG2 0006
BEAD 3102R
BEiDN 0106R
- PAGE 9DISCOURSE - SUBROUTINES
DISCOURSE - SUBROUTINES LOPER. SBIT, RESBIT AND IBIT
BIT OOB
BN 0001
COMADR 7000
DOME 0114R
DONEl OOD8R
EIGHr 3196R
END 0198R
EOR 3038R
EOiiN 00A2R
ER 3007
* GETBD 0034R
GPR 0003
IAIB 0190
IAITF 3132
IB 0001
IBIT3: 0189
IBITF 018A
IBJFF 013%
ICHARB 019A
ICHARF 313C
IER 0108R
IL17C
INAMB 0196
INAMF 0198
IOFFS 0178
IRL OOOC.
IR2 0OOD
ISET 01B6
ITOTAT 0194
ITPE 01B0
JLNG 017E
JOFFS 317R
LOOP 002ER
PARGE 13
DISCOURSE - SUBROUTINES LOPER- SBIT, RESBIT %ND TBIT
* LOPER OOOOR
nAXqIS 3180
MAXVAR 0182
IAIEIT 01AO.
NBDS 0186
NaIITS 0134
NCHAR 019E
OT 3148R
ON1 0182R
OR 307ER
ORN 009AR
PRE 30-OR
PS 0OB2R
PUTBD. 30C4R
PUTBIT 0003
REL. 3005
RELA 0066R
REPLAY 302R
* RESBIT 0122R
RESEI 0OB3R.
SAVE OOE2R
SBIT 31AR.
SET OOAAR
SHIFT 013CR
Tl 0050R
T2 305CR
* TBIT 0134R
TWID 015AR
- P AGLE 11
pISCOURSE - COMTABTEST
"ONION CIDOUF,LASTWDNUMBWDTYPEBREAKLBREAK
COMMON COLUMNLCOLMNLLCLMNCHARSFNUM
OMM3N SAVEA,SAVEB,CHRTBL.
REAL CMDBUF(33),LASTWD(8),CHRTBL(32)
INTEGER*-2 NUMBWDTYPE,BREAKLBREAK,COLUN
INTEGER*2 LCOLMN,LLCLMN,CHARS,SAVEA(16),SAVEB(16)
INTE&ER ALSTCBA
REAL BEAD(4)
INTEGER*2 IN
CALL DFREE
C-ALL INITRN
ICBA=CBA(191)
IA=ALST(ICBA,32HDISCOURSECOMMANDS ,18,16,OIER)
IF (IER.NE.1.AND.IER.NE.-2) GOTO 2
CALL GETBD(IABEAD,-1,IER)
4 IF (IER.ME.0) GOTO 2
WRITE (7,3) IN,(BEAD(I),I=l,4)
3 FORIRT (1X,14,4A4)
CALL GETBD (IA,BEADOIER)
J.0TO 4
2 CALL READCM
IF (gDTYPE.NE.1) GOTO 99
CALL MVC (BEADLASTWD,16)
'ALL A193RD
IF (WDTYPE.NE.2) GO TO 99
IN=NJIB
CALL PUTBD(IABEAD,0,IER)
10 2
99 CALL FRBA(ICBAIER)
!ALL DGET
END
I //1
E CMDBUF
E LASTD
E NUMB
0178
0000
084
00A4
dDIYPE
BREAK
LBREAK
COLUMN
LC3Ou3N
LLCLMN
CHARS
FNUM
SAVEAR
SAVEB
CHRT3L
.U u
ALS T
CBA
BEAD
IN
DFiEE
INITAN
ICBA
IA
IE R
2
GEIBD
4
3
@I
I -
READCM
99
MVC
ANi.2RD
PUTBD
FRBR
DGET
.V
00A5
00A8
03AA
OOAC
33AE
0OBO
03B2
00B4
0J83
00DB
03F3
0000
0300
0000
oa8
019A
0000
0000
019C
01A4
01B4
0120
0000
009A
03FE
0000
01CC
0000
0175
0000
0003
0000
0303
0000
0000
ul
326
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