Abstract. One perceived deficiency of interior-point methods in comparison to active set methods is their inability to efficiently re-optimize by solving closely related problems after a warmstart. In this paper, we investigate the use of a primal-dual penalty approach to overcome this problem. We prove exactness and convergence and show encouraging numerical results on a set of linear and mixed integer programming problems.
Introduction
In this paper, we consider the re-optimization of linear programming problems (LPs) of the form
where x ∈ R n are the decision variables, and c ∈ R n , A ∈ R m×n , b ∈ R m are the problem data. The data, especially c and b, are frequently subject to change, so it may be necessary to solve a series of closely related optimization problems. Engineering problems with changing specifications and business problems with changing market prices and demand are examples of such situations. In the context of a branch-and-bound algorithm to solve problems with binary variables, even the lower bound on x can change. Other approaches for mixed integer programming may require the addition of new constraints or variables before resolving a growing master problem.
If the initial problem is large-scale and the solution time considerable, it is reasonable to expect that solving the rest of the problems in the series will require a similar amount of effort. However, it is reasonable to also expect that if the change in the problem data is small enough, the change in the optimal solution will be small. Warmstarting is the use of information obtained during the solution of the initial problem to solve the subsequent perturbed problems. When no such information is used, the new problem is solved from a coldstart.
In this paper, we consider the issue of warmstarting when using an interiorpoint method. We will focus here on the algorithm implemented in the software loqo [22] , but the general deficiency of interior-point methods with respect to warmstarting is well-known and documented. To summarize, the main issue is that the solution of the initial problem is on the boundary and well-centered, but when the problem is perturbed, the old solution can be still close to the boundary but badly centered. Because of its behavior around the boundary, the interior-point method will then take a series of short steps and make slow progress toward the new optimum. Also, numerical problems may arise, requiring the use of iterative refinement techniques and possibly resulting in step calculations moving the iterate to a point much farther away from the new optimum.
Several remedies have been proposed for warmstarting an interior-point method for linear programming. Among them are Freund's shifted barrier method [7] to allow infeasibility of the nonnegative variables, Gondzio and Grothey's [9] and Yildirim and Wright's [23] storage of a nearly optimal, well-centered point, Lustig et.al.'s [16] perturbation of the problem to move the boundary, and Polyak's modified barrier function [19] . Of these papers, only [9] and [16] report numerical results, and only on a few classes of problems. The results show improvement over coldstarts.
Our contribution here is the use of an exact penalty method to aid in warmstarting. We have documented on an ∞ penalty method for mathematical programs with equilibrium constraints (MPECs) in [2] , and in the same paper, discussed possible advantages to using a penalty method to bound optimal sets of Lagrange multipliers, to find nonKKT optimal solutions, and to detect primal infeasibility for general nonlinear programming problems (NLP). Another additional benefit mentioned in that paper is that the 1 penalty method can be used to overcome jamming, which occurs when the algorithm gets stuck at a nonoptimal (possibly infeasible) point. As discussed in [3] , an interior-point method such as loqo can fail to make progress under certain conditions if the slack variables vanish prematurely. We will show that the deficiency of interior-point methods with respect to warmstarting is similar to jamming, and therefore, an 1 penalty method can be used as a remedy.
Another issue is that the standard 1 penalty approach is of a primal nature and can be useful when the perturbation in the problem is due to changes in the constraints. However, its use is only limited to this case, and it has very little, if any, effect when the perturbation in the problem is due to changes in the objective function. Therefore, we introduce here a primal-dual penalty approach, in which both the primal and the dual problems are relaxed and constrained simultaneously. For the resulting model, we will show that it yields an exact penalty approach, which is useful for any type of data perturbation.
In this paper, we have chosen to focus on the case of linear programming and report encouraging numerical results on problems from the Netlib test suite and on some mixed integer linear programming problems. The outline of our paper is as follows: We start with a description of the interior-point method in Section 2. In Section 3, we illustrate how such a method can fail when warmstarting. Then, in Section 4, we introduce the primal-dual penalty approach and demonstrate how it can remedy our problem. Exactness of the penalty problem and convergence analysis for this approach are also provided. In Section 5, we describe the implementation and testing of our warmstart approach and provide numerical results.
An Infeasible Interior-Point Method for Linear Programming
We begin with an overview of the interior-point algorithm implemented in the solver loqo. Although loqo is currently known best as a nonlinear programming solver, it was originally designed to solve LPs. The form of the problem (1) only allows inequality constraints and nonnegative variables, but this simplification is for purely pedagogical reasons. The algorithm described below and the warmstart work to follow is implemented for more general problems, which is also demonstrated in the numerical results. Further details can be found in [21] and [22] .
The dual problem of (1) is given by
and its optimality conditions can be written as
where w and z are the slack variables associated with the primal and dual constraints, respectively. The first set of equations ensures primal feasibility, the second dual feasibility, and the last two complementarity. We start by relaxing the complementarity conditions as
where µ is a nonnegative parameter controlled by the algorithm. µ is referred to as the barrier parameter since the above conditions can also be derived from the logarithmic barrier problem of Fiacco and McCormick [4] . It is started at a (possibly large) positive number and driven to zero as the optimum is approached. This ensures that the iterates are kept away from the boundary until the optimal solution is obtained. At each iteration, we have that (x, w, y, z) > 0, and our goal is to find step directions (∆x, ∆w, ∆y, ∆z) such that the new point (x+∆x, w+∆w, y+∆y, z+∆z) lies on the central path, that is, satisfies the optimality conditions for the current value of µ, which is calculated as
where r is a constant between 0 and 1. Newton's Method is used to obtain the step directions, and it gives the following system to solve at each iteration:
where X, W, Y, and Z denote diagonal matrices with entries from the vectors x, w, y, and z, respectively, and e is a vector of ones of appropriate dimension. This system can be reduced further without providing any additional fill-in. Thus, we factor out ∆z and ∆w to obtain the reduced KKT system:
We also have that
loqo then proceeds to a new estimate of the optimum by
where the superscripts denote the iteration number, γ is a parameter close to but less than 1, the primal steplength, α
and the dual steplength, α
Warmstarting in Interior-Point Methods
In this section, we will examine the potential difficulties for an interior-point method after a warmstart. Consider the following problem:
The optimal primal and dual solutions for this problem are
Therefore, we have that the first constraint is inactive and the second constraint is active at the optimum. Next, we perturb the first constraint as follows:
The optimal primal and dual solutions for the modified problem are
Thus, the first constraint has now become active and the second constraint has become inactive. If we start to solve the modified problem from the initial solution (8), we will run into a range of numerical difficulties. Variable values of initial iterations are provided in Table 1 . First, the only change to the reduced KKT system (5) is to primal infeasibility, ρ, for the inactive constraint. The corresponding entry of the diagonal matrix, E, is on the order of 10 8 (theoretically, it is equal to 1/0). Therefore, a very small value for this constraint's ∆y will allow the system to be satisfied. In fact, in the first several iterations, ∆x and ∆y are both no more than 10 −8 for all components. Second, the barrier parameter, µ, starts at 0, as its computation (4) is not affected by a perturbation to the data. Therefore, the step direction formulas for the slack variables result in ∆z also being close to 0. This also means that primal feasibility can be re-obtained without disturbing the primal variables, and by simply moving the primal slacks. In the first iteration, we have ∆w 1 = −2 to obtain primal feasibility, but the steplength α p will be cut to prevent w 1 + α p ∆w 1 from becoming negative. Therefore, the steplengths will become shortened due to the warmstart.
The numerical trouble occurs when the short steps decrease w 1 to a value sufficiently close to 0. Since y 1 has not moved away from 0, we are now at a degenerate pair. Thus, the Cholesky factorization and the subsequent backsolve start producing numerical errors, and iterative refinement measures are needed. However, such measures provide step directions that move the iterates away from the warmstart solution. In this case, they have the effect of moving the dual variables to values around 1.5 and the dual slack z 1 to around 3.05.
Continuing from this point, the algorithm finds the optimal solution in another 12 iterations, but after losing all the advantage of a warmstart. In fact, the cold start solution of the same problem takes 12 iterations, and the warmstart brings it to 15 iterations.
An appropriate remedy would be to start with a reduced KKT system where the 0's on the diagonal and on the right-hand-side have been perturbed. One way to accomplish this is to shift the values of the primal and dual slack variables. However, suitable shifting values may be hard to determine, and such a shift is somewhat contrary to performing a warmstart. In the next section, we propose the use of an exact penalty approach to provide a suitable perturbation. This penalty approach also relaxes the lower bounds on the slack variables so that steplengths do not get shortened.
An Exact Primal-Dual Penalty Method
The 1 penalty function has received much interest in recent literature, especially in the solution of mathematical programming problems with equilibrium constraints (MPECs). Anitescu [1] , Benson et.al. [2] , and Leyffer et.al. [15] consider using such an approach to resolve the unboundedness of the set of optimal Lagrange multipliers arising in MPECs. The application of this approach to general nonlinear programming problems are discussed in [2] and by Gould et.al. in [11] , and it is shown in [2] that an 1 penalty approach allows an interior-point solver to detect infeasible problems, find nonKKT optima, and resolve jamming.
The penalized problem considered in this paper has the form
where ξ x and ξ w are the relaxation variables for the lower bounds on x and w, respectively, and d x and d w are their corresponding penalty parameters. Since the 1 penalty function is exact, we can find sufficiently large but finite values for the penalty parameters for which the solution of (9) matches that of (1) . The form of the problem (9) is different than the usual penalty approaches in the literature, such as [5] and [18] , in that upper bounds, u z and u y , have also been added to the relaxed variables. Since we assume that the problem (1) has an optimum, setting u z and u y sufficiently large will not impact the solution. Thus, for the primal problem, these bounds will not have any serious consequences. They do, however, play a significant role for the dual problem, which has the form (10)
where ψ y and ψ z are the relaxation variables for the lower bounds on y and z, respectively. The form of the upper bounds in (10) differs slightly from those in (9) , but since the relaxation variables will be driven to zero, the upper bound can be kept sufficiently large. Due to the primal-dual nature exhibited by the relaxingbounding scheme of (9) and (10), we will call our approach a primal-dual penalty. Such an approach is necessary to accommodate perturbations to all data elements of (1), as changes in b impact primal feasibility, changes in c impact dual feasibility, and changes in A impact both primal and dual feasibility. Note that the resulting problem (9) is still an LP. Therefore, the interior-point algorithm described in Section 2 can be applied to solve this problem. Moreover, we can show that the effort required per iteration is not substantially different than solving the original LP. The optimality conditions for the penalty problem are
After relaxing the complementarity constraints and applying Newton's Method, the step directions can be obtained from the corresponding reduced KKT system for this problem. The system has the same form as (5) with (12) 
The step directions for the relaxation variables can be calculated as follows:
In these expressions, Ξ x , Ξ w , Ψ y , and Ψ z are the diagonal matrices with entries from the relaxation variables ξ x , ξ w , ψ y , and ψ z , respectively. Similarly, D x , D w , U z , and U y are the diagonal matrices with entries from the penalty parameters d x , d w , u z , and u y , respectively. The formulas for the step directions for the original slack variables remain in the same form as (7) . The barrier parameter is computed as follows:
Despite the lengthy expressions, it is clear that E and F are diagonal matrices with nonnegative entries for sufficiently large primal and dual penalty parameters. Therefore, the reduced KKT matrix has the same sparsity structure as (5) and it is quasidefinite. Since the factorization of this matrix is the bottleneck of an interior-point method, using the primal-dual penalty approach does not significantly increase the amount of work required per iteration.
The reduced KKT system of (9) achieves the goal of perturbing the diagonal of the matrix and the right hand side of the equation. It also allows the slack variables of the original primal and dual problems to become negative, preventing the excessive shortening of steplengths. Therefore, the interior-point algorithm will not stall when warmstarting if the new variables ξ x , ξ w , ψ y , and ψ z are initialized appropriately.
Establishing the Exactness of the Primal-Dual Penalty Formulation.
We mentioned above that setting the penalty parameters large enough to admit the optimal solutions of (1) and (2) would be beneficial. Let us now formally show the exactness of the primal-dual penalty approach.
be a solution to (1) and let (y * , z * ) be a corresponding solution for its dual (2) . If the following conditions hold
) is a corresponding solution for its dual (10).
Proof. Let (x * , w * ) be a solution to (1) and let (y * , z * ) be a corresponding solution for its dual (2). Letting
we have that (x, w, ξ x , ξ w ) = (x * , w * , 0, 0) is feasible for (9) and (y, z, ψ y , ψ z ) = (y * , z * , 0, 0) is feasible for its dual (10) . Thus, the penalized problem and its dual have feasible solutions, and therefore, they must have optimal solutions. Let a primal optimal solution be denoted by (x,w,ξ x ,ξ w ) and let a corresponding dual optimal solution be denoted by (ȳ,z,ψ y ,ψ z ), and let the following conditions hold
Then, the conditionsψ
of (11e)-(11f) require thatψ y = 0 andψ z = 0. Therefore, we have that
and the conditionsξ
of (11g)-(11h) require thatξ x = 0 andξ w = 0. The remaining conditions, (11a)-(11d), reduce to (3) which are the optimality conditions for (1). Thus, (x,w,ξ x ,ξ w ) = (x * , w * , 0, 0) is a solution to (9) and (ȳ,z,ψ y ,ψ z ) = (y * , z * , 0, 0) is a corresponding solution for its dual (10).
Corollary 2.
Let (x,w,ξ x ,ξ w ) be an optimal solution to (9) , and let (ȳ,z,ψ y ,ψ z ) be a corresponding optimal solution to (10) . Ifξ x ,ξ w ,ψ y ,ψ z all equal 0, then (x,w) is an optimal solution to (1) and (ȳ,z) is a corresponding optimal solution to (2).
Proof. Settingξ x ,ξ w ,ψ y ,ψ z equal to 0 reduces the optimality conditions (11a)-(11h) to the optimality conditions (3) of the original problem.
Note that, for an LP, the sets of optimal primal and dual values are either both empty or both have at least one finitely valued member, and therefore, if an optimal solution exists for the original problem, the penalty parameters can be made sufficiently large for finite values. Therefore, the primal-dual penalty approach is exact.
Also note that the penalized primal and dual problems (9) and (10) will always have optimal solutions. Because the bounds on the primal variables and primal slacks are relaxed, all primal constraints can be satisfied, and therefore the penalized primal problem always has a feasible solution. Since the primal variables and slacks are also bounded above, the penalized primal problem is not unbounded. Thus, the penalized primal problem always has an optimal solution, which means that the penalized dual always has a corresponding optimal solution. As in the proof of Theorem 1, we will refer to the optimal solutions of the penalized primal and dual problems as (x,w,ξ x ,ξ w ) and (ȳ,z,ψ y ,ψ z ), respectively.
Certificates of infeasibility for the original primal and/or dual problems can be obtained by examining the optimal solution of the penalized problem. If any components of ξ x or ξ w cannot be driven to zero even as the corresponding components of d x and d w are driven to ∞, then the problem is primal infeasible. Similarly, if any components of ψ y and ψ z cannot be driven to zero as the corresponding components of u y and u z are increased to ∞, then the problem is dual infeasible. We can get these certificates by repeatedly solving the problem with increasing values of the penalty parameters if
The scheme of updating the penalty parameters and resolving the problem only after an unsatisfactory solution has been obtained is referred to as a static penalty approach. Later in this section, we will also discuss a dynamic penalty approach, where the parameters may be updated from one iteration to the next.
Any provably convergent interior-point method for LP can solve the penalized primal-dual problems (9) and (10) to an optimal solution. The algorithm described in Section 2 is such an algorithm, as proved by Kojima et.al. in [13] . Therefore, it can find solutions to the original primal-dual problems (1) and (2) or provide certificates of infeasibility when coupled with a static approach to updating the penalty parameters.
Computational Issues. Two questions still remain:
(1) How do we initialize the penalty parameters, d x , d w , u y , and u z , and the relaxation variables, ξ x , ξ w , ψ y , and ψ z , in order to reach the new optimum quickly after a warmstart? (2) If necessary, how do we update the penalty parameters in order to obtain the solution to the perturbed LP?
Before answering these questions, we first formally establish some notation and terminology. We will refer to the initial problem as the first LP to be solved and the perturbed problem as any subsequent problem to be solved. We assume that the initial problem has the optimal primal-dual solution pairs (x I , w I ) and (y I , z I ), which we can use to warmstart, and that if the perturbed problem has an optimal solution, such a primal-dual pair is denoted by (x P , w P ) and (y P , z P ). The perturbed problem will be solved using the primal-dual penalty approach outlined in the previous section, and we will refer to that problem as the penalized problem. The penalized problem will have the primal-dual solutions (x,w,ξ x ,ξ w ) and (ȳ,z,ψ y ,ψ z ). The initial values of the relaxation variables in the perturbed problem will be denoted by ξ
z . Also, we will refer to the data elements of the perturbed problem asb,Ã, andc. We will also letl denote the new, possibly nonzero, lower bounds on the variable x.
To determine the best initial values for the relaxation variables, our goal is to allow the nonnegative variables of the perturbed problem to become negative so that progress may be made in the first few iterations. Therefore, we set them proportional to the perturbation, as follows:
where is a small parameter, currently set to 10 −5 M , where M is the greater of 1 and the largest primal or dual slack value. The magnitude has been determined to ensure that the Cholesky factorization remains stable if there is no perturbation to either the primal or the dual, while being small enough to reach the optimal solution in one or two iterations if it has not changed by much. Consideration of the primal and dual slack values also allows for a consideration of scale.
As mentioned in Theorem 1, we need the following conditions to hold to find an optimal solution to the perturbed problem using the primal-dual penalty approach
if the perturbed problem has a solution. Otherwise, we need to increase at least one of the penalty parameters indefinitely to provide a certificate of infeasibility.
In the absence of any information on the magnitudes of the optimal solutions to the perturbed problem, one may consider setting all penalty parameters to very large values. Nevertheless, doing so may cause numerical instability and does not guarantee that the penalty parameters are large enough or that the perturbed problem is not primal and/or dual infeasible.
However, for a warmstart, we can use the solution of the initial problem to set the penalty parameters for the perturbed problem. If the perturbation is small enough, it is reasonable to assume that in most cases the new primal and dual solutions will exist and be of the same order of magnitude as those of the initial problem. Since the active set can change, we use the following initialization scheme for the penalty parameters:
, where δ is a constant set to 100.
For the static penalty approach, we can increase the penalty parameters and resolve the problem if the optimal values of at least one relaxation variable is sufficiently larger than 0. One way to implement this is to multiply the penalty parameters by 10 and resolve the problem.
For the dynamic penalty approach, we need to be able to detect that the penalty parameters are not large enough while the penalized problem is being solved. As shown in (9) and (10), the primal and dual penalty parameters act as upper bounds on the dual and primal variables. If one or more variables among x, w, y, and z are converging to their upper bounds, (11c)-(11h) require that these variables cannot provide a feasible solution to the original problem. Therefore, the corresponding penalty parameters must be increased. Doing so will ensure that the penalty parameters are larger than the optimal values of these variables, which is sufficient for exactness. Supplementing the interior-point algorithm with such an updating scheme retains its convergence properties.
Theorem 3.
If the perturbed problem has an optimal solution, a dynamic penalty update approach will be able to find this solution after a finite number of penalty parameter updates. Otherwise, the dynamic penalty update approach will provide a certificate of infeasibility.
Proof. Let us assume that the perturbed problem has an optimal solution and that at least one of the penalty parameters is not large enough to admit this solution. There still exists an optimal solution to the penalized problem, but at this solution, at least one of the relaxation variables will be nonzero, as shown by Theorem 1. For the relaxation variable that is nonzero, the corresponding decision or slack variable must be equal to its upper bound in order to satisfy the optimality conditions (11e)-(11h). Therefore, the dynamic update approach will not stop at such a solution and will instead update the penalty parameter until it is large enough to admit the solution of the perturbed problem.
Note that there are a finite number of penalty parameters, so the dynamic penalty updating scheme cannot update the penalty parameters indefinitely and must either stop the updates after a finite number of times or have one or more of the penalty parameters approach ∞. If the updates stop after a finite number of times, then according to the above argument, all the penalty parameters must be large enough to admit the solution of the perturbed problem. Then, as shown in [13] , the algorithm described in Section 2 will converge to the optimal solution of the penalized problem, which is the optimal solution of the perturbed problem.
If the penalty parameters are updated an infinite number of times, then at least one of the decision or slack variables must approach infinity. Therefore, the perturbed problem must be infeasible, and a certificate of infeasibility can be issued.
The particular scheme implemented in the code for updating penalty parameters checks each of x, w, y, and z against their upper bounds, which are the corresponding primal or dual penalty parameters. If one of these variables is greater than onetenth of its upper bound, the penalty parameter is increased tenfold. Although this scheme may require an excessive distance between the variable and its bound, it has worked well in practice. The details of the exact primal-dual penalty approach with a dynamic update are provided as Algorithm 1.
Algorithm 1. Initialize the solution
. Initialize the relaxation variables using (15) . Initialize the penalty parameters using (16) . Let k = 1, r = 0.95, τ = 10 −8 .
Step 1: Compute µ (k) using (14).
Step 2:
z ) by solving (5) and (7) with (12) and (13). 
Step 4 (Dynamic Update):
is the optimal dual solution. Otherwise, let k = k + 1 and go to Step 1.
Computationally, it is not possible to update penalty parameters an infinite number of times. Therefore, in the code, we update the penalty parameter three times before discarding the original objective function and minimizing the infeasibility. If the penalty objective is sufficiently close to zero, then the problem continues from the current solution with the largest value of the penalty parameter encountered. Otherwise, a certificate of infeasibility can be issued. Note that this scheme can also be performed to detect dual infeasibility by discarding the objective function on the dual side.
A Simpler Model.
We can achieve the goal of relaxing the primal and dual constraints using a simpler set of models. The primal problem can be expressed as follows: maximize
and the dual problem is
The reduced KKT system for this pair of problems has the same form as (5), with
All the same theoretical results presented above apply to this simpler model. However, the numerical performance of this approach is not stable, as any entry of E corresponding to a former inactive constraint or any entry of F corresponding to a former active bound would start at a very high value. For some problems, this causes numerical difficulties right after the warmstart and increases the number of iterations needed to reach the optimum. Therefore, we have used the formulation (9)-(10) as our approach. In the next section, we provide testing results on the implementation of this approach, coupled with a dynamic updating of the penalty parameters.
Numerical Results
The penalty approach presented in the previous section was able to solve the example of Section 3 in 8 iterations. This is an improvement over the 12 iterations performed with a coldstart and remedies the shortcomings of the original method which resulted in 15 iterations after a warmstart. In this section, we provide further results to illustrate the performance of our approach.
For perturbation of the data, we performed our numerical testing on a selection of 37 problems from the Netlib test suite. The main selection criterion was the size of the problem, in that we considered only those problems with n + m < 1000. We also eliminated all instances where the perturbation did not change the solution significantly or resulted in an infeasible problem. We solved these problems using the solver loqo Version 6.06 [20] which implements the algorithm described in Section 2. The problems, expressed in MPS format, were submitted directly to the solver, and no preprocessing was performed. Table 2 . Summary numerical results for penalty warmstart approach.
The problems were perturbed randomly. The random numbers were obtained using the random number generator Mersenne Twister [17] , and we generated a list of numbers uniformly distributed between -1 and 1. For the case of perturbing the right hand sides of the constraints, two vectors of length m each were read in. The first vector, 1 , determined whether a constraint would be perturbed. Constraint i was perturbed if
which ensures that no more than 10% or 20 constraints (on the average) will be perturbed. The second vector, 2 , was used to determine the magnitude of the perturbation. In order to match the scale of the numbers in the problem, the following scheme was used:
when perturbing constraint i. The parameter δ was varied to observe the effects of different levels of perturbation. A similar scheme was employed to perturb the objective coefficients, c, and constraint coefficients, A. The only difference with the constraint coefficient updates is that the sparsity structure of A was preserved.
For each original problem, we present the numerical results obtained by 5 different perturbations to b, c, and A at three different levels of δ (0.001, 0.01, 0.1). We report on the distance between the optimal solutions to the original and perturbed problems, along with the number of changes to the active set, and compare iteration counts for the warmstart and the coldstart solutions. These results are summarized in Table 2 and presented in detail in the Appendix.
The distance between the solutions is computed as
and the distance between the Lagrange multipliers is computed as
When the distance between the solutions is small, generally 10 −2 or less, the warmstart scheme works very well, as evidenced by the decrease in the number of iterations from solving the perturbed problem with a coldstart. However, when the distance is large, such as e226 in Table 3 of the Appendix, the performance deteriorates. Nonetheless, such a distance represents a significant enough change in the problem that there is no reason to perform a warmstart.
We also implemented a branch-and-bound algorithm to solve mixed-integer linear programming (MILP) problems, using loqo to solve the linear relaxation at each node of the tree. While not being competitive with a MILP solver, we were able to examine the performance of our approach on warmstarting after variable bound perturbations. Table 9 shows the results of this exercise. We chose three small problems, a four-choice version of diet from [6] , hl415 from [12] , and synthes3 originally from [14] and linearly formulated by Hans Mittelman. The results present a comparison of the iteration counts between a coldstart, which goes back to the original initial solution, and a warmstart, which starts the node from the optimal solution of its parent.
We have made several observations during the solution of the MILPs. First, all three problems included binary variables, and for such a problem, changing variable bounds only changes the slacks for the bounds by at most 1. Therefore, letting the initial values of the relaxation variables on the bounds and δ for the corresponding penalty parameters equal 1 worked the best. Second, scaling issues arise which can greatly affect the number of iterations or whether the problem can be solved at all. This behavior is due to the fact that an interior-point method stops when it satisfies the optimality conditions within a small tolerance, and, as in many codes, loqo scales primal and dual infeasibilities and the duality gap by ( b + 1), ( c + 1), and (|c T x| + 1), respectively. When any of these data elements are large, even binary variables which may be fixed at 0 or 1 can take on non-integer "optimal" values. This problem is easy to remedy for the case of a binary variable by preprocessing the fixed variable out of the problem, which we have implemented for the coldstart results shown in this paper. Another related problem, however, is that due to the magnitude of the objective function, penalty parameters may need to be quite large to ensure that the objective function in the original variables will not improve significantly in exchange for a small penalty. Since a dynamic update of the penalty parameter will take several iterations to detect this behavior and increase the penalty parameter sufficiently, scaling issues can greatly affect the performance of the primal-dual penalty approach. While this behavior can occur for any problem, it is especially prevalent in MILPs which involve cost-minimization objectives. The fixed cost portion of such an objective can be quite large (a magnitude of 10 5 is not unusual), and in numerical testing on larger problems not documented in this paper, we have found it beneficial to rescale the objective function. We have employed such an approach to improve the performance of two such models here: we rescaled the range constraints of diet and the objective function of synthes3 by a factor of 1000. The coldstart results are also for these rescaled problems.
As stated above, we do not expect our branch-and-bound code to be competitive with other MILP solvers, but it may be improved by not solving the intermediate subproblems to optimality. In [8] and [10] , Gondzio and Vial present an approach where nearly-optimal well-centered points are obtained for the subproblems, and report substantial improvements in iteration counts when warmstarting. Subsequent work on MILP would benefit from consideration of and comparisons to this approach.
Finally, we provide an example to illustrate the effects of adding variables and/or constraints to the problem. The cutting-stock, or roll-trimming, problem as formulated in [6] provides a column generation approach, implemented using looping Table 10 .
Conclusion
In this paper, we discussed the use of an exact penalty approach to perform warmstarts using an interior-point method. We showed that without such an approach, an interior-point method can stall when starting from the optimal solution of a closely related problem and run into numerical troubles. The penalty approach provides a regularization to prevent this behavior, and by carefully controlling the penalty parameter, we can get fast convergence to the solution of the perturbed problem. The approach is similar to using a shifted barrier approach, except the shift is a variable that is driven to 0. The numerical performance of this approach on the problems from the Netlib test suite and on a group of mixed integer linear programming problems shows an average decrease of 40-50% in the number of iterations, which is quite encouraging. The average decrease is around 65-70% if the primal and the dual solutions change by no more than a scaled difference of 10 −3 . As mentioned in the introduction, the exact penalty approach has been useful for nonlinear programming to handle ill-behaved problems. A natural extension of the work in this paper is to the case of nonlinear programming, and we hope to report on our findings in the near future.
Finally, it should be emphasized that there is a definite lack of test sets for re-optimization purposes. We encourage researchers to submit problem instances with meaningful data perturbations. Such a test set will be especially important for nonlinear programming, where randomly changing the data may not be possible.
6.1. Acknowledgements. The authors would like to thank E. Alper Yildirim for providing valuable insight into the preparation of the test set and Merrill Liechty for sharing with us his expertise on random number generators. Table 3 . Numerical performance of LOQO on the Netlib test suite when warmstarting a problem whose constraint right-hand sides, b, have been modified. Each problem labeled under the column Problem, δ is the perturbation parameter, and #Pert is the number of perturbed constraints. The average iteration counts for the warmstart and coldstart solution of five perturbed problems are given, and the last 3 columns are the scaled Euclidean norm of the distance between the optimal solutions and the Lagrange multipliers of the initial and the perturbed problem and the number of changes to the active set. Table 4 . Numerical performance of LOQO on the Netlib test suite when warmstarting a problem whose constraint right-hand sides, b, have been modified. Each problem labeled under the column Problem, δ is the perturbation parameter, and #Pert is the number of perturbed constraints. The average iteration counts for the warmstart and coldstart solution of five perturbed problems are given, and the last 3 columns are the scaled Euclidean norm of the distance between the optimal solutions and the Lagrange multipliers of the initial and the perturbed problem and the number of changes to the active set. Table 5 . Numerical performance of LOQO on the Netlib test suite when warmstarting a problem whose objective function coefficients, c, have been modified. Each problem labeled under the column Problem, δ is the perturbation parameter, and #Pert is the number of perturbed coefficients. The average iteration counts for the warmstart and coldstart solution of five perturbed problems are given, and the last 3 columns are the scaled Euclidean norm of the distance between the optimal solutions and the Lagrange multipliers of the initial and the perturbed problem and the number of changes to the active set. Table 6 . Numerical performance of LOQO on the Netlib test suite when warmstarting a problem whose objective function coefficients, c, have been modified. Each problem labeled under the column Problem, δ is the perturbation parameter, and #Pert is the number of perturbed coefficients. The average iteration counts for the warmstart and coldstart solution of five perturbed problems are given, and the last 3 columns are the scaled Euclidean norm of the distance between the optimal solutions and the Lagrange multipliers of the initial and the perturbed problem and the number of changes to the active set. Table 7 . Numerical performance of LOQO on the Netlib test suite when warmstarting a problem whose constraint coefficients, A, have been modified. Each problem labeled under the column Problem, δ is the perturbation parameter, and #Pert is the number of perturbed coefficients. The average iteration counts for the warmstart and coldstart solution of five perturbed problems are given, and the last 3 columns are the scaled Euclidean norm of the distance between the optimal solutions and the Lagrange multipliers of the initial and the perturbed problem and the number of changes to the active set. Table 8 . Numerical performance of LOQO on the Netlib test suite when warmstarting a problem whose constraint coefficients, A, have been modified. Each problem labeled under the column Problem, δ is the perturbation parameter, and #Pert is the number of perturbed coefficients. The average iteration counts for the warmstart and coldstart solution of five perturbed problems are given, and the last 3 columns are the scaled Euclidean norm of the distance between the optimal solutions and the Lagrange multipliers of the initial and the perturbed problem and the number of changes to the active set.
