A chromatic-index-critical graph G on n vertices is non-trivial if it has at most b n 2 c edges.
Introduction
A famous theorem of Vizing 20] Critical graphs of odd order are easy to construct while not much is known about critical graphs of even order. One reason for this is that an overfull graph of odd order { that is a graph with more than b jV j 2 c edges { obviously is class 2, since it has too many edges. Thus it is not the speci c structure of the graph which causes its colouring properties. The same holds true for many critical graphs with an odd number of vertices and b jV j 2 c + 1 edges.
We are interested in graphs which are class 2 for structural reasons, and de ne a critical graph with at most b jV j 2 c edges to be non-trivial. Clearly, each critical graph of even order is non-trivial.
Nevertheless the critical graph conjecture, independently formulated by Jakobsen 15 ] and Beineke, Wilson 1], claiming that every critical graph has odd order, is false. Goldberg 12] constructed an in nite family of 3-critical graphs of even order. The smallest graph of this family has 22 vertices. Another counterexample { a 4-critical graph on 18 vertices { was independently found by Chetwynd and Fiol, cf. 14, 21] . Recently Gr unewald and Ste en 13] constructed k-critical graphs of even order for each k 3. It is still of interest which are the smallest k-critical graphs of even order, and Yap 21] posed the problem whether there are k-critical graphs of order 12, 14 or 16.
In 5] the authors showed that the graphs found by Goldberg and by Chetwynd, Fiol are the smallest 3-and 4-critical graphs of even order, respectively.
Based on results of 2] the rst complete list of critical graphs of order n 8 and of even order n 10 was given in 10].
The gap for n = 9 was closed in 6] and hence for all n 10 the critical graphs of order n are known.
It turned out that the Petersen graph minus a vertex is the only non-trivial critical graph on up to 10 vertices.
The aim of this paper is to determine all non-trivial critical graphs of order 11 or 12.
Theorem 1.1 There are precisely two non-trivial critical graphs on 11 vertices.
These two graphs are shown in Figure 1 . Both can be obtained from the Petersen graph minus a vertex by replacing a vertex by a triangle. Using the graph generator makeg ( 16] ), for each maximum degree, we generated all graphs on 11 vertices and edges within the range of possible numbers given by Lemma 2.1.
We ltered out the candidates, which are graphs with at least two vertices of maximum degree k, no vertex of degree 1, and which have 5k edges or adding an edge increases the maximum vertex degree.
{ 3 {
We computed the class 2 graphs among the candidates and checked whether they had critical subgraphs of the same order.
Our results are given in the following Proof. Proof. Since G is obtained from G by adding maximum number of edges 1 is proved.
Each vertex of G is adjacent to at least two vertices of maximum degree and hence 2 and 3 hold true.
Let xy 2 E(G ), v; w 2 V ? and let dist G (x; v); dist G (y; w) 2. Assume that xy 6 2 E(G). Then G 0 with vertex set V (G 0 ) = V (G) and edge set E(G 0 ) = (E(G )?xy) fxv; ywg has G as subgraph, it has maximum vertex degree k and jE(G 0 )j = jE(G )j + 1. This contradicts the fact that G is obtained from G by adding a maximum number of edges.
Thus xy 2 E(G).
Item 5 can be proven similarly. Thus to prove Theorem 1.2 we have to solve the cases k = 5; 6; 7; 8. Our aim was to test as few graphs as possible. So we did not want to test every possibly critical graph, but tried to nd a smaller set of supergraphs containing all these. This set was ltered for class 2 graphs and they were searched for critical subgraphs of the same order. So our aim was to have as few class 2 graphs as possible in the set of supergraphs { in particular we tried to avoid trivial class 2 graphs, that is: graphs containing an overfull subgraph of odd order. We proceeded as follows:
Assume there is a k-critical graph G of order 12. We add edges to G as long as we do not create a vertex of degree more than k, and we do not create a graph having a subgraph on 11 vertices with more than 5k edges. This allows to determine the set of possible degree sequences of such graphs. For k = 5; 6 we generate all possible graphs for these degree sequences and lter out the class 2 graphs. If there are class 2 graphs we look for k-critical subgraphs of order 12.
For k = 7; 8 in some cases the problem can be reduced: By theorem 3.9 these graphs have a hamiltonian cycle and therefore a 1-factor as well. Removing such subgraphs yields graphs having maximum vertex degree k ? 2 or k ? 1 that are class 2 if the original graphs are class 2. So some of the degree sequences can be reduced to sequences that also have to be checked for smaller k. If for these reduced sequences no class 2 graphs exist, the non-reduced sequences need not be tested.
In the following proofs we sometimes refer to the fact that the number of vertices of odd degree in a graph is even. We call this the parity condition. Proof of the Lemma. We check the cases succesively. Lemmas 3.2 and 3.3 imply that there is an edge xy 2 E(G ) n E(G) such that x 6 = v; w.
In the rst case y 6 = v; w and hence we obtain a contradiction to the maximality of G .
In the second case it follows that dist G (v; . This graph contains a 7-critical subgraph of order at most 9.
By the results of 6] there are no 7-critical graphs on less than 9 vertices and those of order 9 Applying Theorem 3.9 we sometimes remove a hamiltonian circuit or a 1-factor from H to obtain the desired result.
Because of Corollary 3.11 V ? is not empty. If V 2 (G) 6 = ;, then { due to Lemma 3.1 { G contains at most four vertices of degree smaller than 8 and hence jV ? j 4 in this case.
If jV ? j = 6 then (G ) = 7 Proof. With a computer aided check we proved that there are no class 2 graphs with degree sequence in the given set. 
An independent proof
For all kinds of results that are obtained with the help of a computer, an independent check is a very useful thing to do. We want to emphasize that we do not think that an error in a computer assisted proof is more likely than in a long proof done by hand and that all the programs used here have been carefully programmed and checked against all data available to us. But since computer programs are very hard to check and even hardware or compiler errors might occur, an independent implementation { or even better: an implementation of a completely independent method { reduces the probability of a wrong result caused by a program error.
We checked Theorem 1.2 using the following method: A graph where every additional edge that can be inserted cannot be contained in a critical graph due to Vizings Adjacency Lemma is called a VAL-maximal graph. Obviously every critical graph is contained in at least one VAL-maximal graph of the same order and with the same maximum degree.
Some informal reasoning lead us to the expectation that there are less VAL-maximal graphs than graphs where no edges at all can be inserted without changing the maximum degree. And in fact in all the cases observed this was the case. Since for 9, 10 and 11 the result follows theoretically and since for 3 and 4 the result is well known 11] 9] 21] 5], we had to generate all graphs on 12 vertices with maximum degree between 5 and 8 and lter them for VAL-maximal graphs. We used the graph generator makeg 16] for this. Since makeg only allows to give an upper bound for the maximum degree, we restricted the generation to graphs with maximum degree at most 8 (there are 112 458 045 313 graphs) and deleted those with maximum degree 3 or 4 (6 800 637 graphs).
The remaining graphs were ltered for VAL-maximal graphs, which is a fast test (in the worst case quadratic in the number of vertices). In all, 74 064 621 graphs ful lled the Vizing criterion, 691 920 of them being VAL-maximal. They had to be tested by the colouring routine, which determined 203 177 graphs to be class 2 graphs. They were tested for critical subgraphs of the same order { without nding any. In fact it turned out that 203 168 of them were class 2 because of an overfull subgraph on 11 vertices, 3 of them because of an overfull subgraph on 9 vertices (maximal valency 8) and 6 of them because of an overfull subgraph on 7 vertices (maximal valency 5).
The generator used was independent of the one used in the previous part and of course the ltering for VAL-maximal graphs also is. In order to keep also the colour testing part independent, in addition we tested the results in the rst part using an independent program for vertex colouring and checking the chromatic number of the edge dual graphs. Since this program was very slow for large vertex degrees, we had to use reduced valency sequences whenever possible, even if the number of graphs for the reduced sequence was much larger. This test was much slower than the one with the special routine for edge colouring, which was astonishingly e cient. In both approaches only a small ratio of the CPU was used for checking colourability. It works as follows:
Suppose a graph with maximal valence k shall be checked for being k-colourable. If it has odd order, we rst check whether it is overfull. If it has even order we check whether deletion of the vertex of minimum degree gives an overfull subgraph. In both cases the graph can of course not be coloured. If the graph has passed these tests, we proceed as follows:
We are looking for a matching that is not contained in a larger one and contains a xed edge (we choose it as one containing vertices with smallest possible degree) and all vertices with maximum degree. In some tests we made, choosing the xed edge in a di erent way decreased the performance of the program. The graph is k-colourable if and only if such a matching exists so that the graph obtained when removing this matching is k ?1 colourable.
This recursive routine turned out to be surprisingly fast and was also used in the critical subgraph determining program for the tests run on these graphs.
So the only program parts not checked independently are some subroutines of the critical subgraph determining program (in the rst approach it was only used for the sequence 4 2 5 10 and k = 5). We tested some cases for both approaches on various operating systems with di erent compilers, but did not do two complete independent runs on di erent machines and operating systems.
Outlook and CPU requirement
The rst approach needed less than 13 hours (accumulated CPU) on a cluster of Alphas, DECs, Suns and 133MHZ Linux Pentium PCs. In this approach only 7 926 900 graphs were generated. So if it would be possible to determine all possible sequences for n = 14, it might also be possible to check the existence of a critical graph of order 14. Nevertheless doing this by hand would be a very hard thing to do and errors can easily occur. So an automatic routine would be needed for this.
The second approach needed an accumulated CPU of 160 days on the same cluster. In this approach 112 458 045 313 graphs were generated, but only 691 920 were tested for colourability. So in spite of the fact that this approach can not be applied for n = 14, a slight variation might be successful: Almost all of the time was used for generating graphs and ltering them for VAL-maximal ones. If this part would be replaced by a graph generation program generating only maximal or VAL-maximal graphs, this approach might also succeed for 14 vertices. This would be another important step on the way to determining the smallest critical graph of even order.
