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1. Introducció 
1.1 Presentació 
Els videojocs han anat evolucionat d'una forma ràpida i continuada des de la seva primera 
aparició comercial en els anys 70. Cada cop s'ofereixen noves possibilitats de joc i experiències 
més realistes que permeten a l'usuari endinsar-se millor en l'entorn virtual creat. 
Aquesta progressió ha estat possible gràcies a grans millores en el hardware sobre el qual 
funcionen aquests jocs, permetent així cada cop l'ús de noves i més complexes tecnologies. En 
els últims 20 anys hem vist com els gràfics en dues dimensions deixaven pas al 3D i com 
melodies monofòniques eren substituïdes per grans bandes sonores i efectes sonors que 
recreen les propietats acústiques del món real. 
Així mateix, també han aparegut sistemes de simulació física que han augmentat en gran mesura 
el realisme en la interacció amb els escenaris. Per la seva banda els algorismes d'intel·ligència 
artificial emprats han crescut en complexitat oferint adversaris cada cop més difícils de vèncer. 
Per últim, no podem oblidar tampoc l'expansió d'Internet i el que ha suposat connectar a milions 
de jugadors entre sí. Avui en dia podem jugar amb contrincants residents a l'altre punta del món 
o entrar en mons virtuals habitats per milers d'usuaris. 
En aquest entorn de tecnologies en continua evolució sorgeixen els motors de videojoc (Game 
Engines). Aquests sistemes agrupen tot un seguit de tecnologies i estan especialment pensats 
per a facilitar el desenvolupament de jocs i altres aplicacions interactives. D'aquesta manera el 
desenvolupador queda lliure de la feina de buscar, construir i facilitar la interacció entre les 
diferents tecnologies. Cal mencionar que existeixen motors especialitzats en un gènere concret i 
d'altres de més generalistes. 
En aquest projecte es pretén estudiar els motors de joc existents així com les tecnologies que 
utilitzen per a la posterior creació d'un Game Engine per a jocs multijugador en 3D d'estratègia 
en temps real. Aquest gènere inclou els jocs que recreen la lluita entre diferents bàndols, oferint 
a l'usuari una perspectiva en tercera persona i donant-li control directe sobre les seves tropes. 
Habitualment compten amb un sistema d’economia i tecnologia que possibiliten la creació de 
noves unitats. 
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Finalment, el bon funcionament del sistema i les seves funcionalitats es demostren amb el 
desenvolupament d’un joc basat en aquesta plataforma. El motor i el joc creats reben el nom de 
F-Engine i Hell Commander respectivament. 
1.2 Motivació 
La gran varietat de tecnologies usades en els motors de videojoc fa que la seva creació 
requereixi coneixements en un gran nombre de matèries diferents. Aquesta és la raó per la qual 
la realització d’aquest projecte resulta un exercici de síntesi de tots els coneixements adquirits 
durant el transcurs de la carrera. 
Així com les múltiples tecnologies usades en els videojocs actuals van condicionar la decisió de 
construir un Game Engine, la tipologia dels motors ja existents va portar a la decisió de crear-ne 
un per a jocs d'estratègia en temps real. Un anàlisi previ dels antecedents ja va posar de 
manifest que la majoria dels motors són dissenyats específicament per a jocs en primera 
persona, i gairebé la totalitat restant són de propòsit general. Addicionalment, els jocs 
d'estratègia en temps real representen una tipologia viable per a construir un motor reutilitzable 
i que fa ús d’un bon nombre de tecnologies d'interès. 
D'aquesta manera es va decidir crear aquest projecte, com un treball que requeria l'ús d'un 
ampli nombre de coneixements i que porta els avantatges en reusabilitat que proporciona un 
Game Engine a un gènere on els esforços en aquesta direcció han estat escassos. 
1.3 Objectius 
L'objectiu del projecte no és tan sols l'estudi de les diferents necessitats tecnològiques dels jocs 
que es desenvolupen actualment sinó que també es pretén construir un motor que n'utilitzi un 
gran nombre d'elles. 
D'aquesta manera dividim el projecte en tres grans etapes: 
1. Anàlisi de les diferents necessitats tecnològiques dels videojocs i de les solucions 
existents per a cadascuna d'elles. 
2. Selecció d'aquestes solucions amb les que es dissenyarà un motor per a jocs 3D 
d'estratègia en temps real. 
3. Implementació del motor. 
4. Disseny i implementació d'un videojoc que corrobori-hi el bon funcionament del marc de 
treball creat. 
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2. Estudi d'antecedents 
En aquest apartat es realitzarà un estudi dels motors de videojoc ja existents amb l’objectiu de 
comparar les seves funcionalitats i facilitar la ubicació d’aquest projecte dins del context 
tecnològic actual. 
El gran nombre de solucions existents en l’actualitat impossibilita que l’estudi s’estengui a tots 
els motors existents i les tecnologies que aquests utilitzen. Concretament, al portal 
DevMaster.net es llisten 316 motors de videojoc diferents, fet que mostra el gran ventall de 
tecnologies actualment disponibles. 
Per tant, la metodologia que es seguirà serà la de seleccionar els sistemes més representatius 
amb l’objectiu de donar una visió amplia de les diferents eines que estan a disposició dels 
desenvolupadors. Aquests són els motors que s’han analitzat i els motius pels quals han estat 
seleccionats. 
Motors generalistes 
 Unreal Engine. Es tracta d’un dels motors comercials més extensament usat en el sector 
dels videojocs. 
 CryEngine. Compta amb el motor gràfic més avançat del mercat a més d’una enorme 
llista de funcionalitats. 
 Unity. És un exemple clar de la creixent rellevància de les plataformes mòbils en el món 
dels videojocs. 
Motors d’estratègia en temps real 
 SAGE. És un motor amb el que s’han publicat un gran nombre de jocs comercial d’èxit i 
que ha demostrat una gran capacitat per a ser reutilitzat al llarg dels anys. 
 Spring. És el projecte de codi lliure amb més semblances al motor que es vol 
desenvolupar en aquest projecte. 
2.1 Motors generalistes 
Començarem per comentar els motors que no estan específicament dissenyats per a cap gènere 
de videojoc en contret. Cal mencionar que tot i que la majoria es presenten com a motors 
generalistes, molt sovint aquests són usats per a la creació de jocs d’acció en primera persona. 
Això fa que s’incloguin moltes eines que resulten útils específicament per a aquests jocs encara 
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que amb els motors sigui possible la creació d’altres tipus de joc, com els d’estratègia en temps 
real. 
Per a cada un dels tres motors comentats en aquest apartat s’ha realitzat una síntesi de les seves 
funcionalitats en forma de llista ordenada per apartats (gràfics, eines, etc.). L’objectiu és 
permetre al lector comparar de forma ràpida els punts forts o les mancances de cada un d’ells. 
2.1.1 Unreal Engine 
El Unreal Engine és un motor pensat per a crear videojocs que aprofitin al màxim les capacitats 
del hardware més nou, portant als jugadors la millor experiència de joc possible. Fent ús 
d’aquest motor s’han publicat un gran nombre de títols de gran èxit. El primer joc que usava 
aquest motor va aparèixer l’any 1998 mentre que la última versió del motor es va publicar en el 
2007 tot i que segueix rebent actualitzacions actualment. Els seus desenvolupadors són Ubisoft i 
estan treballant ja en una nova versió per a la pròxima generació de consoles. 
 
Figura 2.1: Logotip de Unreal Development Kit 
Ubisoft és una companyia francesa dedicada al desenvolupament i la distribució de videojocs. Va 
ser fundada l’any 1986 i actualment té presencia en 17 països. En el 2009 comptava amb una 
plantilla de 5000 treballadors i uns ingressos que superaven un billó d’euros. 
Una de les grans característiques de Unreal Engine (UE) és que compta amb un editor de gran 
potencia que permet treballar amb totes les funcionalitats que ofereix el motor. L’objectiu és 
que es pugui construir la major part del joc fent únicament ús d’aquest editor i es redueixi la 
edició de codi al mínim. 
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Figura 2.2: Captura de pantalla d’Unreal Engine 3 
Les diferents versions de UE han suportat una amplia gama de consoles, a la vegada que es dona 
compatibilitat amb diferents sistemes operatius per ordinador. UE2 donava suport per a 
Playstation 2, Gamecube i Xbox, mentre que UE3 dona suport per a Xbox 360, Playstation 3 i 
DirectX 9 i 10 en la plataforma per ordinador. Recentment s’ha anunciat la pròxima publicació 
d’un joc desenvolupat amb UE3 per a iOS, el sistema operatiu usat en Apple iPhone. Això marca 
doncs l’entrada al mercat dels dispositius mòbils, fins ara desconegut per aquest motor. 
 
Figura 2.3: Detall dels models usats en diferents versions de Unreal Engine 
Per a fer servir qualsevol de les tres versions mencionades del motor UE cal comprar una 
llicencia, el que restringia el seu ús a les grans empreses. Al Novembre del 2009 es va publicar el 
Unreal Development Kit, que va posar fi a aquesta situació. El UDK equival a la tercera versió del 
Unreal Engine amb la diferencia que el seu ús és gratuït per a usos no comercials. 
A més, per als emprenedors és fixa el preu inicial de la llicencia en tant sols 99 $ (74,89 €). A 
canvi, els desenvolupadors hauran de compartir el 25% de tots els seus guanys que superin els 
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5000 $ (3782,43 €). D’aquesta manera es potencia substancialment l’ús del motor en projectes 
que d’altre manera no podrien pagar una llicencia. 
2.1.1.1 Funcionalitats 
El UDK pretén ser un marc complert de treball per a la creació de jocs de qualsevol gènere. Això 
fa que la seva llista de funcionalitats sigui molt extensa. 
En aquest apartat es fa una síntesi de totes les seves característiques a mode d’il·lustrar el gran 
nombre d’eines que el motor posa a l’abast de desenvolupadors i dissenyadors. Notem per 
exemple que s’inclouen tecnologies tant diferents entre si com són el sistema de gràfics, el de 
simulació física o el de xarxa, tot en el mateix framework que és UDK. 
Gràfics 
 Sistema de pintat HDR (High Dynamic Range) de 64 bits de color. El sistema HDR permet 
representar diferents intensitats de llum de forma molt més precisa, des de la llum 
directa del sol a la foscor de la nit. 
 Implementació del sistema gràfic en múltiples threads, optimitzada per a processadors 
amb múltiples nuclis. 
 Avançat sistema d’il·luminació. Ombres toves (soft shadows), il·luminació a nivell de 
píxel (per-pixel lighting) i reflexions de llum. S’inclou també un sistema d’il·luminació 
global anomenat Unreal Lightmass. Aquest sistema permet utilitzar una simple font de 
llum com és el sol i deixar que les d’interreflexions (color bleeding) il·luminin tota la 
escena. 
 Suport de tècniques punteres de generació d’ombres: dynamic stencil shadow volumes, 
ombres toves (soft shadows) per a personatges dinàmics, normal mapping, oclusió 
ambient en espai de pantalla (Screen Space Ambient Occlusion), etc. 
Terreny 
 Eina per a crear i editar el terreny. S’utilitza un mapa d’alçades (height map) i un sistema 
de múltiples capes amb diferents materials que es poden mesclar suaument (smooth 
blending). Permet usar tècniques com displacement maps, normal maps i tessellation 
entre altres. 
 Sistema per a la col·locació de la vegetació amb procediments guiats pel dissenyador. Es 
permet, per exemple, col·locar herba a les zones planes i roques als precipicis de forma 
automàtica. 
Estudi d’antecedents  Estudi i disseny d'un motor de videojoc 
 
7 
 Sistema de generació de plantes i arbres anomenat SpeedTree. Permet la creació en 
temps real de boscos, herba i altres objectes naturals les quals són animats amb 
l’objectiu d’augmentar-ne el realisme. 
 
Figura 2.4: Edició de terreny en UnrealEd 
Efectes especials 
 Suport per a materials complexos independents de la plataforma. Suport per a shaders, 
la seva combinació i la posterior optimització automàtica.  
 Amplia gamma d’efectes de post-pintat: moviments borrosos (motion blur), profunditat 
de visió (depth of field), etc. 
 Sistema de partícules flexible i potent integrat dins de l’editor que permet crear els 
efectes desitjats sense haver de modificar el codi de programa. 
Animació 
 Sistema d’animació mitjançant esquelets potent i flexible. 
 Sistema per a la animació de la gesticulació facial al parlar anomenat FaceFX. Aquest 
sistema permet sincronitzar els moviments dels llavis dels personatges amb qualsevol 
seqüencia d’audio. 
Física 
 Sistema de física basat en Nvidia PhysX que permet la simulació de cossos rígids, tous i 
elàstics. També és permet la creació de vehicles. 
 Suport per a la creació d’entorns destructibles.  
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Joc en xarxa 
 Sistema de xarxa d’alt nivell amb arquitectura client servidor. 
 Suport fins a 64 jugadors. Possibilitat d’usar jugadors controlats per ordinador (bots). 
 Possibilitat d’ampliar les funcionalitats del motor amb un sistema per a la creació de jocs 
multijugador massius (Massive Multiplayer Online Games) anomenat Atlas Technology. 
Es proporciona una arquitectura de servidor escalable que permet mantenir un món 
persistent. 
Sistema de so 
 Compatibilitat amb els formats de so més importants de totes les plataformes. 
 Sistema de so posicional 3D amb suport multicanal (2.0, 4.0, 5.1).  
Intel·ligència artificial 
 Eina per a la creació de navigation meshes que són estructures que es fan servir per a 
guiar eficientment els jugadors controlats per la intel·ligència artificial. 
Eines 
 El Unreal Editor és un sistema d’edició en que veus en tot moment el que estàs editant 
(What You See Is What You Get) i que incorpora les eines necessàries per a modificar 
tots els aspectes d’Unreal Engine. 
 Ús d’un llenguatge de scripting propi orientat a objectes anomenat UnrealScript. També 
s’inclou un editor visual del llenguatge de scripting anomenat Unreal Kismet. 
 
Figura 2.5: Captura de pantalla de UnrealEd 
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Altres 
 Editor d’escenes cinemàtiques que permet usar tota la potencia del motor. 
 Eines de computació distribuïda pensades per a usar-se amb el sistema d’il·luminació 
global Lightmass. 
 Incorporació del còdec Bink Video per a la reproducció de vídeos. 
2.1.2 CryEngine 
CryeEngine és un motor de propòsit general desenvolupat per Crytek que al  igual que Unreal 
Engine pretén aportar la màxima qualitat al jugador fent ús de les tecnologies més avançades del 
mercat. En el cas de CryEngine, la gran potencia del seu sistema gràfic fan que aquest motor 
sigui usat àmpliament com a plataforma per a provar el rendiment del maquinari gràfic. 
 
Figura 2.6: Logotip de CryEngine 3 
Crytek és una companyia francesa dedicada al desenvolupament de videojocs. Va ser fundada 
l’any 1999 i té la seva seu principal a Frankfurt, Alemanya. Actualment compta amb una plantilla 
de 567 desenvolupadors i manté acords de col·laboració amb altres companyies com Electronic 
Arts, Ubisoft, Nvidia, Intel, AMD i Fmod entre altres. 
La primera versió de CryEngine va ser creada com una demostració tecnològica en el camp dels 
gràfics per a Nvidia. Quan la companyia va donar-se compte del potencial de la nova plataforma 
va decidir convertir-ho en el joc d’acció en primera persona anomenat Far Cry. Tot i que la 
primera versió del motor només donava suport per a plataformes Windows, ja va aconseguir 
certa notorietat degut a la seva alta qualitat gràfica. Concretament, és va publicar una 
actualització (1.3) que ja usava gràfics HDR (High Dynamic Range) el que suposava una 
important millora. 
CryEngine 2 va ser també desenvolupat exclusivament per a plataformes Windows i va ser un 
dels primers motors en utilitzar DirectX 10. El primer joc en fer ús de la nova versió va ser Crysis i 
va ser publicat al Novembre de 2007. Es tracta d’un altre joc d’acció en primera persona que 
també va ser desenvolupat per la mateixa companyia i que anys després encara és considerat 
com una fita tecnològica degut al seu alt nivell de detall gràfic. De fet, CryEngine 2 
proporcionava un sistema de pintat tan avançat per la seva època que quan va sortir Crysis al 
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mercat encara no es disposava de maquinari gràfic a l’abast del consumidor que permetés jugar 
amb els detalls gràfics configurats al màxim. 
A la Figura 2.7 es mostra una captura de pantalla de Crysis on s’aprecia la gran qualitat de 
simulació de l’aigua i de la vegetació que ofereix el motor CryEngine 2. 
 
Figura 2.7: Captura de pantalla de Crysis 
La última versió del motor és CryEngine 3 i va ser publicada a l’Octubre del 2009. Tot i que 
encara no s’ha comercialitzat cap joc que utilitzi el nou motor s’espera que el primer en fer-ho 
sigui Crysis 2 al sortir a la venda al Març del 2011. A diferencia de les versions anteriors del 
motor, aquesta serà la primera en funcionar en consoles al ser compatible amb Xbox 360 i 
Playstation 3. A la Figura 2.8 es mostra una captura de pantalla de Crysis 2 que il·lustra el nivell 
de detall gràfic de la última versió del motor. 
Estudi d’antecedents  Estudi i disseny d'un motor de videojoc 
 
11 
 
Figura 2.8: Captura de pantalla de Crysis 2 
Una de les característiques més destacables de CryEngine és que posa a l’abast dels 
desenvolupadors totes les eines necessàries per a la creació d’escenaris, així com per a tota la 
resta de continguts com els efectes de partícules, l’animació dels personatges, les escenes 
cinemàtiques, etc. Aquest editor es capaç de mostrar els canvis realitzats en temps real, i a més 
ho fa de forma simultània en les diferents plataformes. 
Tot i tractar-se d’un motor molt avançat en aspectes gràfics i comptar amb moltes eines per a 
facilitar la tasca dels desenvolupadors, la llista de jocs creada amb CryEngine és molt reduïda 
comparada amb altres solucions com Unreal Engine. Això es deu en gran mesura a que la política 
de llicencies usada per la companyia és molt restrictiva. Concretament, en la seva web s’informa 
que CryEngine només es proporciona a empreses que ja estiguin establertes en el sector i no es 
menciona el preu que aquesta llicencia pot tenir. 
Per a millorar la competitivitat del motor la companyia s’està plantejant oferir opcions de 
llicencia gratuïtes per a ús no comercial i modalitats més flexibles de llicencies professionals. 
Això posaria CryEngine a l’altura d’altres solucions més populars entre les empreses més 
emprenedores. 
2.1.2.1 Funcionalitats 
De manera similar a com s’ha fet amb UDK en aquest apartat es fa una síntesi amb les 
funcionalitats més importants  que CryEngine 3 posa en mans dels creadors de videojocs. 
Cal mencionar que en la informació publicada per Crytek en la seva pàgina web es detallen les 
característiques del motor de forma considerablement desordenada. Per exemple, es parla de 
les eines de creació automàtica de vegetació o de la paral·lelització global del sistema dintre del 
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subapartat de gràfics. La llista que es presenta a continuació és fruit d’un gran exercici de 
reordenació que pretén ser més coherent en descriure el funcionament de CryEngine 3. 
General 
 Implementació de les diferents parts del motor (sistema gràfic, de física, intel·ligència 
artificial, etc.) en múltiples threads optimitzada per a processadors amb múltiples nuclis. 
Gràfics 
 Sistema de pintat HDR (High Dynamic Range). 
 Il·luminació global dinàmica en temps real (Real-time Dynamic Global Illumination) a 
nivell de píxel (per-pixel lighting). Permet el càlcul de reflexions i rebots de la llum en els 
objectes de l’escena en temps real. Es tracta d’un sistema unificat que funciona tant pels 
objectes estàtics com pels dinàmics. 
 Ús de la tècnica de pintat deferrer rendering que permet l’ús simultani d’un gran nombre 
de llums 
 Suport de tècniques punteres de generació d’ombres: ombres toves (soft shadows), 
normal mapping, oclusió ambient en espai de pantalla (Screen Space Ambient 
Occlusion), etc. 
 Simulació de l’efecte d’adaptació dels ulls als canvis bruscos en la intensitat de la llum. 
 Sistema que permet carregar en temps real la informació necessària com geometria i 
textures i que permet la creació de grans escenaris sense haver d’interrompre l’acció 
amb pantalles de càrrega. 
Terreny 
 Eina per a crear i editar el terreny. 
 Generació de vegetació i terreny automàtica que segueix les normes naturals que 
defineixen la densitat de vegetació, la altitud del terreny i el màxim desnivell permès. 
 Eina per a la creació de carreteres i rius. 
Efectes especials 
 Llenguatge de programació d’alt nivell per a la creació de shaders, que permet la 
posterior compilació optimitzada per a cada plataforma especifica. 
 Creació de sistemes de partícules toves (soft shadows) que poden ser afectats per 
col·lisions i forces. 
 Simulació d’efectes de boira, fum i núvols que interactuen amb el sistema d’il·luminació. 
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 Amplia gamma d’efectes: moviments borrosos (motion blur) aplicats a l’escena o a un 
objecte concret, profunditat de visió (depth of field), etc. 
 Simulació dels efectes de reflexió i refracció que es produeixen en materials translúcids 
com la pell humana o les fulles de les plantes.  
 Visualització de rajos de llum volumètrics fruit de la intersecció d’una font de llum amb 
un model geomètric d’alt detall.  
 
Figura 2.9: Simulació dels efectes translúcids de la pell en CryEngine 3 
Animació 
 Sistema d’animació mitjançant esquelets potent i flexible. 
 Animació de la gesticulació facial dels personatges al parlar. Aquest sistema permet 
sincronitzar els moviments dels llavis dels personatges amb qualsevol seqüencia d’audio.  
Física 
 Sistema de física propi que permet afegir models de física a gairebé tots els objectes del 
món, des dels edificis a la vegetació. Això permet que aquests responguin de forma 
realista a efectes de vent, explosions, etc. 
 Suport per a la creació d’entorns destructibles.  
 Simulació de l’aigua en temps real de gran qualitat. 
 Avançat sistema de simulació de la física de cordes.  
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Figura 2.10: Simulació física de cordes en CryEngine 3 
Joc en xarxa 
 Es compta amb un sistema per a jugar en xarxa tot i que no s’especifiquen les seves 
característiques. 
Sistema de so 
 Sistema de so basat en la llibreria comercial Fmod Ex que permet la recreació d’entorns 
sonors d’alt realisme. 
 Sistema de so posicional 3D amb suport multicanal (2.0, 4.0, 5.1, 7.1).  
Intel·ligència artificial 
 Creació de navigation meshes que són estructures que es fan servir per a guiar 
eficientment els jugadors controlats per la intel·ligència artificial.  
 Simulació de la hora del dia (transicions dia i nit) i de les condicions atmosfèriques.  
Eines 
 El Cryengine 3 Sandbox és un sistema d’edició en que veus en tot moment el que estàs 
editant (What You See Is What You Get) que incorpora les eines necessàries per a 
modificar tots els aspectes del motor. 
 El Sandbox permet visualitzar els resultats del que s’està editant en temps real en les 
diferents plataformes. Això permet editar un nivell en un ordinador mentre es comprova 
el resultat final en una Xbox 360 i una Playstation 3, tot al mateix temps. 
 Sistema visual d’edició del comportament dels personatges controlats amb intel·ligència 
artificial. També es permet usar el llenguatge de scripting LUA si es desitja més 
flexibilitat.  
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 Sistema de monitorització de l’ús dels diferents recursos: memòria de sistema, memòria 
de video, velocitat de pintat en pantalla, nombre de canals de so usats, etc. 
 
Figura 2.11: Prova simultània de CryEngine 3 en diferents plataformes 
2.1.3 Unity 
Unity pretén ser una solució unificada per a la creació de jocs en plataformes molt diverses. 
Podria dir-se que Unity és una eina per a la creació de videojocs més que un motor donat que la 
seva interfície d’usuari és el mètode principal per al desenvolupament, per sobre de la 
programació tradicional. 
 
Figura 2.12: Logotip de Unity 
Els creadors d’aquest sistema són Unity Technologies, una petita companyia de 60 treballadors 
fundada l’any 2001 i dedicada exclusivament al desenvolupament d’aquest motor. 
Els sistemes suportats per Unity són Windows, Mac, Wii, Xbox 360, Playstation 3, navegadors 
web i sistemes per a dispositius mòbils iOS i Android. Sorprèn la diferencia en potencia entre els 
diferents sistemes, especialment entre les plataformes mòbils i les consoles de joc o els 
ordinadors tradicionals. 
A més de permetre desenvolupar per a diverses plataformes utilitzant una mateixa eina, Unity 
simplifica en gran mesura la tasca de publicar un mateix joc en diverses plataformes adequant la 
qualitat dels gràfics a la potencia del maquinari disponible. Per exemple, compta amb un sistema 
que permet comprimir les textures amb diferent qualitat depenent de la plataforma. En la Figura 
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2.13 es mostra una captura d’un joc creat amb Unity funcionant en un iPhone on s’aprecia la 
reducció en els detalls gràfics degut a les limitacions del terminal. 
 
Figura 2.13: Captura de Unity funcionant en un iPhone 
Una altra de les característiques poc usuals que ofereix Unity és la seva capacitat per a crear jocs 
que s’executen dintre del navegador. Aquesta funcionalitat funciona gràcies a un complement 
per als navegadors més populars que cal instal·lar prèviament. Aquest complement funciona 
amb Internet Explorer, Firefox, Safari, Mozilla, Netscape, Opera, Google Chrome i Camino, en 
Windows i Mac. 
 
Figura 2.14: Unity en diferents navegadors web 
Es proporcionen dues versions principals: Unity i Unity Pro. La versió Pro té un cost de 1100€ i 
compta amb totes les funcionalitats del motor. La versió normal és gratuïta però no compta amb 
algunes opcions com la capacitat de pintar a textures o els efectes de post-pintat. 
Addicionalment, la capacitat per a publicar jocs per a les plataformes mòbils o per a consoles 
requereix de llicencies especifiques. En el cas de les plataformes mòbils cal sumar 1100€ al preu 
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final (per cadascuna d’elles), mentre que el preu de les consoles es negocia per a cada cas de 
forma individual. 
 
Figura 2.15: Captura de pantalla de Unity 
A diferencia dels altres dos motors que ja s’han comentat, Unity no està enfocat a crear jocs amb 
les màximes prestacions sino que està pensat per a permetre una màxima escalabilitat. 
S’inclouen nombroses optimitzacions que permeten crear jocs que funcionen a la perfecció en 
plataformes mòbils o en ordinadors menys potents. En contraposició, Unity manca algunes 
funcions gràfiques en comparació amb els altres motors. Per exemple, no compta amb un 
sistema de pintat HDR i no permet usar tècniques de normal mapping en les textures del 
terreny. Això fa que els escenaris no tinguin un acabat tant realista com les altres solucions. 
2.1.3.1 Funcionalitats 
Gràfics 
 Ús de la tècnica de pintat deferrer rendering que permet l’ús simultani d’un gran nombre 
de llums 
 Càlcul dels objectes que apareixen a pantalla mitjançant la tecnologia de Umbra 
Software. Aquest sistema permet accelerar substancialment el pintat en pantalla donat 
que no cal tractar els objectes que no són visibles. 
 Suport de les següents tècniques de generació d’ombres: normal mapping, oclusió 
ambient en espai de pantalla (Screen Space Ambient Occlusion), etc. 
 Sistema d’il·luminació basat en lightmaps precalculats. 
Terreny 
 Eina per a crear i editar el terreny que també permet col·locar la vegetació, roques, etc. 
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 Sistema per a la creació d’arbres. Les branques poden crear-se de forma manual o 
automàtica. Al allunyar-se els arbres es substitueixen per imatges planes per a millorar el 
rendiment. 
Efectes especials 
 Amplia gamma d’efectes de post-pintat: moviments borrosos (motion blur), efectes de 
sol (sun shafts), profunditat de visió (depth of field), etc. 
 Sistema de shaders escalable que compila automàticament els shaders escrits en Cg a les 
diverses plataformes suportades. 
 Conjunt de 100 shaders proporcionats per defecte. 
Animació 
 Sistema d’animació de personatges mitjançant esquelets. 
Física 
 Sistema de física basat en Nvidia PhysX que permet la simulació de cossos rígids, tous i 
elàstics. També és permet la creació de vehicles. 
Joc en xarxa 
 Es possibilita la creació de jocs multijugador sense haver de tractar detalls 
d’implementació de baix nivell. 
 Existència de solucions externes que s’integren amb Unity per a la creació de jocs 
multijugador massiu (Massive Multiplayer Online). 
Sistema de so 
 Sistema de so basat en la llibreria comercial Fmod Ex que permet la recreació d’entorns 
sonors d’alt realisme. 
 Sistema de so posicional 3D amb suport multicanal (2.0, 4.0, 5.1, 7.1).  
Intel·ligència artificial 
 El motor no inclou cap sistema per a facilitar la creació d’algorismes d’intel·ligència 
artificial. Tot i així existeixen sistemes externs que s’incorporen a Unity i permeten 
realitzar tasques com la cerca de camins òptims. 
Eines 
 Unity incorpora un entorn de desenvolupament que compta amb un editor en que veus 
en tot moment el que estàs editant (What You See Is What You Get) i que incorpora tot 
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allò necessari per a la creació de jocs usant Unity. A més dels editor del món també 
incorpora editors de text per a la creació de scripts. 
 Ús de tres llenguatges de scripting diferents: JavaScript, C# i un dialecte de Python 
anomenat Boo. Compilació dels scripts a codi màquina per a millorar el rendiment. 
 Suport per a una amplia gama de formats de models i imatges. Es permet carregar 
directament imatges en el format de Photoshop per a ser posteriorment comprimides 
amb diferent qualitat depenent de la plataforma. 
 Sistema per a l’intercanvi de models 3d que inclou un ampli conjunt d’elements gratuïts. 
També es permet als dissenyadors comprar dissenys realitzats per altres modeladors o 
vendre les seves creacions per a treure beneficis addicionals. 
 
Figura 2.16: Desenvolupament amb Unity  
2.2 Motors d’estratègia 
A continuació comentarem solucions especialment dissenyades per a la creació de jocs 
d’estratègia en temps real. Tot i que les solucions generalistes permetrien crear aquests tipus de 
jocs, deixarien moltes tasques especifiques d’aquest gènere a càrrec del desenvolupador del joc. 
Els motors d’estratègia pretén per tant donar solució a problemes comuns dels jocs d’estratègia 
com seria el control i moviment de les unitats, el control de la visibilitat de cada jugador, etc. 
2.2.1 SAGE 
SAGE (Strategy Action Game Engine) és un dels pocs exemples de motors d’estratègia en temps 
real amb els que s’ha desenvolupat un bon nombre de jocs comercials de gran èxit. La primera 
versió del motor s’anomenava Westwood 3D i va ser creada per Electronic Arts i Westwood 
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Studios per a ser usat en el joc Emperor: Battle for Dune. Una versió millorada d’aquest motor va 
ser també usada per a crear Command & Conquer: Renegade. 
Electronic Arts és una companyia internacional dedicada al desenvolupament i la distribució de 
videojocs. Va ser fundada l’any 1982 i va anar creixent progressivament gracies a la compra 
d’altres desenvolupadors d’èxit. Actualment compta amb una plantilla de 8000 treballadors i té 
uns ingressos que superen els 2.6 billons d’euros. 
Per la seva banda, Westwood Studios va ser fundada l’any 1985 i va ser comprada per EA l’any 
1998 per 122,5 milions de dòlars. Aquesta companyia és coneguda per la creació de Dune II l’any 
1992, joc que es considera el primer joc d’estratègia en temps real modern i que va fundar les 
bases d’aquest gènere. A la Figura 2.17 es mostra una captura de pantalla d’aquest joc on 
s’aprecia les semblances en la interfície amb els jocs d’estratègia actuals. 
.  
Figura 2.17: Captura de pantalla de Dune II 
Després de que Westwood Studios fos dissolta per EA l’any 2003 es va renombrar el motor amb 
el nom de SAGE, el qual es va tornar a actualitzar per a la creació de Command & Conquer: 
Generals. En aquesta nova versió es va mantenir gairebé tota la part gràfica del motor mentre 
que la resta va ser reconstruït gairebé en la seva totalitat. A més de tota la sèrie de jocs de 
l’univers de Command & Conquer, SAGE també va ser usat per EA per a crear un joc d’estratègia 
basat en el pel·lícula El Senyor dels Anells. 
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Figura 2.18: Captura de pantalla de The Battle for Middle-earth II 
Finalment es va dur a terme una última millora del motor que va permetre una gran millora en 
l’aspecte gràfic. Aquesta nova versió va ser anomenada RNA i ha sigut usada en Command & 
Conquer: Red Alert 3 i Command & Conquer: Tiberian Twilight. 
 
Figura 2.19: Captura de pantalla de Command & Conquer: Tiberian Twilight 
Cal destacar que tot i que la principal plataforma suportada per el motor és Windows, aquest 
també ha estat usat en jocs que suporten Mac, Xbox 360 i PlayStation 3 en alguns casos. 
El fet de que es tracti d’una solució propietària desenvolupada per a fer-se servir internament 
impossibilita especificar els detalls funcionals d’aquest sistema. Tot i així, SAGE és un exemple 
clar de la viabilitat de la creació d’un motor específic per a jocs d’estratègia en temps real, dels 
avantatges que això comporta i del gran nivell de reusabilitat que es pot aconseguir.  
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2.2.2 Spring 
Spring és un motor de codi lliure per a la creació de jocs d’estratègia en temps real en 3 
dimensions. La primera versió del motor que es va fer publica al 2004 va ser creada amb 
l’objectiu de construir un remake del joc Total Annihilation en tres dimensions. Més endavant 
aquest mateix motor va ser usat en altres projectes gracies a la alliberació del seu codi font. 
Actualment el sistema compta amb 6 desenvolupadors actius de la comunitats que segueixen 
treballant per afegir noves funcionalitats i millorar les ja existents. 
 
Figura 2.20: Logotip de Spring 
Entre els jocs creats es poden trobar alguns sense cap tipus de restricció en el seu ús i d’altres 
que inclouen art (models, textures, etc.) amb llicencia comercial. La majoria d’aquests jocs estan 
pensats per al joc multijugador tot i que la potencia del llenguatge de scripting LUA emprat en 
Spring ha permès la creació d’alguns mapes per un sol jugador. Alternativament, també es 
compta amb un bon nombre de sistemes d’intel·ligència artificial que permeten jugar contra la 
màquina o afegir més jugadors en les partides en xarxa. 
 
Figura 2.21: Captura de pantalla de Spring 
Spring és un motor creat amb el llenguatge C++ que funciona en Windows, Linux i pròximament 
en MacOSX. Entre la col·lecció de llibreries usades destaquen OpenGL per als gràfics, OpenAL per 
al so, DevIL per a la carrega d’imatges, i LUA com a llenguatge de scripting. 
Estudi d’antecedents  Estudi i disseny d'un motor de videojoc 
 
23 
Altres funcionalitats destacables d’aquest motor inclouen la capacitat per a canviar les regles de 
joc i la interfície d’usuari mitjançant el llenguatge de scripting, el suport per a grans batalles de 
fins a 30000 unitats depenent del maquinari disponible i la simulació realista de la trajectòria 
dels projectils. 
El joc multijugador de Spring es basa en un sistema de simulació determinista que permet als 
diferents clients actualitzar l’estat del joc de forma simultània. La comunicació entre els clients 
es limita doncs a enviar les accions del propi jugador a la resta. 
Per a la creació dels escenaris s’utilitza un sistema molt senzill. S’utilitzen tres imatges: la 
primera és la textura que aporta el color al terreny, la segona codifica l’alçada (height map) i la 
última indica les posicions on es troben els recursos. En la Figura 2.22 es mostra una imatge on 
es pot apreciar el resultat aconseguit amb aquest mètode. Les taques blaves en el terreny 
corresponen a minerals, que són els recursos que els jugadors han de recollir. 
 
Figura 2.22: Terrenys en Spring 
Tot i crear resultats visualment atractius aquest sistema té l’inconvenient que els mapes poden 
ocupar molt espai a disc. La textura que codifica el color del terreny ha de tenir una resolució 
enorme doncs es mostra directament a l’escenari. Això fa que per exemple en les extensions de 
terreny cobertes amb una mateixa textura aquesta es repeteixi múltiples cops, multiplicant 
l’espai de disc ocupat. 
Per a resoldre aquest problema Spring compta amb un compilador de mapes que divideix la 
textura en cel·les de 32x32 i evita guardar dos cops les imatges repetides. Tot i així es deixa a 
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càrrec del dissenyador gràfic vigilar que la mida de les textures sigui un múltiple d’aquestes 
dimensions. 
2.3 Tendències 
En aquest apartat s’analitzaran les tendències que es dedueixen que està prenent el mercat 
donades les característiques de les solucions que ja s’han analitzat. Concretament, es donarà 
especial rellevància a les noves funcionalitats que mostren els motors generalistes més moderns 
donat que aquest són els més àmpliament usats. 
2.3.1 Editors integrats 
Una de les conclusions més clares que es pot extreure és la gran importància que estan prenent 
els editors en els motors de joc actuals. Totes les solucions analitzades conten amb editors que 
permeten realitzar un amplíssim nombre de tasques: des de l’edició d’una escena, la seva 
il·luminació, l’animació dels personatges, la creació d’escenes cinematogràfiques, l’assignació de 
sons a les diferents accions i un llarg etcètera més. 
En alguns sistemes com Unity les facilitats aportades per l’editor i el fet que aquest sigui la 
principal eina de desenvolupament converteixen aquesta característica com la més important 
que ofereix el motor. Per tant, els motors moderns no tenen com a únic objectiu facilitar la tasca 
al equip de dissenyadors i programadors informàtics, sinó que també pretenen simplificar la 
tasca dels artistes que creen tots els models i els escenaris del joc. 
L’objectiu final és doncs permetre que els artistes puguin realitzar la seva feina de la forma més 
fàcil i ràpida. Donat el gran volum de personal que cal dedicar per a la realització d’aquestes 
tasques, el fet de comptar amb les eines apropiades significa un gran estalvi de temps i una 
millora substancial en la qualitat final del producte. 
2.3.2 Gràfics 
Des de que van aparèixer els primers videojocs, els sistemes gràfics que els suportaven han anat 
millorant contínuament. Primerament es va fer el pas a les tres dimensions, i posteriorment s’ha 
anat millorant els aspectes visuals per a oferir escenes cada cop més realistes. Segons veiem en 
els motors analitzats el progrés en l’àmbit gràfic no s’atura. 
En aquest apartat analitzarem el funcionament d’algunes de les tècniques gràfiques més 
avançades que s’usen en les solucions comentades i que van adquirint cada cop més rellevància 
en el sector dels videojocs. Això servirà també per a entendre millor les diferencies en 
funcionalitats dels diferents motors. 
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2.3.2.1 High Dinamic Range (HDR) 
El sistema tradicional de pintat guarda el colors de cada píxel en valors que van des de 0.0 al 1.0 
en nombres de coma flotant. HDR és una tècnica de pintat que utilitza un rang de valors molt 
més elevat. Això permet la conservació de detalls que d’altre manera es perdrien per límits de 
contrast, el que es tradueix en escenes més realistes. Els beneficis de HDR és poden resumir en 3 
punts: 
 Els punts brillants es veuen realment brillants. 
 Les zones fosques es veuen realment fosques. 
 Es perceben els detalls en ambdós tipus de zones. 
A la Figura 2.23 es mostren les diferencies entre la tècnica de pintat tradicional (imatge superior) 
i la tècnica HDR (imatge inferior). Es pot veure com es compleixen els tres punts que s’han 
esmentat. Cal notar també el resplendor creat a la part superior de l’escena en el pintat amb la 
tècnica HDR, degut a que els valors en aquesta zona superen els del rang tradicional. 
 
 
Figura 2.23: Sistema de pintat HDR 
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El procés de pintat HDR és més complex que el tradicional i es pot dividir en 4 fases: 
 Pintat de la escena amb els valors HDR (superiors a 1). 
 S’eliminen els valors que queden dintre el rang tradicional (entre 0 i 1) del buffer. 
 S’utilitza un filtre bloom sobre el buffer que escampa el valor d’un píxel als seus 
adjacents. Això fa que els punts més il·luminats afectin als que tenen immediatament al 
costat, creant un efecte de resplendor. 
 Composició de les dues imatges al rang de valors tradicional (tone mapping). La relació 
dels valors no és lineal per a mantenir els detalls en les zones més clares i en les zones 
més fosques. 
En la Figura 2.24 es mostra esquemàticament el funcionament del filtre de bloom utilitzat en el 
pintat HDR. 
 
Figura 2.24: Funcionament del filtre de bloom 
2.3.2.2 Deferred rendering 
La tècnica de pintat clàssica consisteix en pintar cada objecte un cop per cada llum, de manera 
que la contribució de cada una d’elles es sumada per a crear el resultat final. Això significa que 
cada objecte s’ha de pintar tantes vegades com llums tingui l’escena. A la pràctica aquest factor 
limita el nombre de llums que poden usar-se simultàniament per a evitar problemes de 
rendiment en el pintat. 
La tècnica de deferred rendering en contraposició permet afegir més llums a la escena sense que 
això signifiqui una multiplicació en el cost final de pintat. Primerament, es pinta tota la 
informació rellevant per a la il·luminació dels objectes en una textura que s’anomena G-Buffer. 
Això inclou el color, la normal, la profunditat, etc. Finalment es pinta cada llum de la escena com 
1) 
2) 
3) 
1) Difuminat horitzontal del buffer original. 
2) Difuminat vertical del resultat obtingut en el primer pas. 
3) Resultat final. 
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si fos geometria, utilitzant la informació emmagatzemada en el G-Buffer per a determinar la 
contribució de llum de cada píxel. 
Tot i que el procés de pintat pot semblar simple a primera vista, la seva implementació resulta 
una gran tasca ja que cal reproduir tot el sistema de pintat tradicional. La implementació d’un 
sistema de pintat de deferred rendering es duu a terme mitjançant l’ús de shaders i les funcions 
d’il·luminació tradicional presents en les interfícies gràfiques no són de cap utilitat. 
2.3.2.3 Ombres toves (soft shadows) 
Les tècniques de pintat d’ombres toves permeten la correcta visualització de les zones en 
penombra, que són aquelles on es produeix la transició entre les zones il·luminades i les que 
estan a l’ombra. D’aquesta manera es simula millor el comportament de la llum aconseguint 
escenes més realistes. 
 
Figura 2.25: Fenomen que crea les zones en penombra 
A la Figura 2.25 es mostra el comportament del fenomen lumínic que dona lloc a les zones en 
penombra. A continuació es mostra a la Figura 2.26 una mateixa escena pintada utilitzant 
tècniques d’ombres dures i ombres toves per a facilitar-ne la comparació. 
     
Figura 2.26: Comparació entre ombres dures i toves 
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2.3.2.4 Oclusió ambient en espai de pantalla (SSAO) 
L’oclusió ambient es una tècnica usada en gràfics per afegir realisme als models d’il·luminació 
local tenint en compte l’atenuació en llum degut a la oclusió produïda per la geometria propera. 
Es tracta d’un mètode d’il·luminació global donat que la il·luminació d’un punt concret és veu 
afectada per la resta de la geometria de l’escena. Aquest fet fa que es tracti d’una tècnica massa 
costosa per a usar-se en temps real en la seva forma original. 
L’oclusió ambient en espai de pantalla (Screen Space Ambient Occlusion) és una simplificació de 
la tècnica tradicional d’oclusió ambient que funciona fent servir exclusivament la informació de 
profunditat de cada píxel pintat a pantalla. La implementació més simple consisteix en un pixel 
shader que consulta la profunditat de les zones properes a un píxel per a determinar-ne el seu 
factor d’oclusió. 
Cal destacar que es tracta doncs d’un mètode relativament senzill d’implementar i que el seu 
cost és assumit pel maquinari gràfic. En la Figura 2.27 es mostra una escena on l’únic mètode 
d’il·luminació usat és el de la oclusió ambient en espai de pantalla. 
 
Figura 2.27: Aportació en el pintat de la oclusió ambient SSAO 
2.3.2.5 Partícules toves (soft particles) 
Els sistemes de partícules toves pretenen solucionar els problemes de les tècniques tradicionals 
de partícules quan aquestes intersequen la geometria de l’escena. Donat que les partícules 
tradicionals es pinten a pantalla com a simples plans orientats, en molts casos és molt fàcil de 
veure la línia d’intersecció entre la partícula i la geometria, el que resulta en una imatge poc 
realista. 
Per a evitar aquests efectes existeixen diferents sistemes de partícules toves. La implementació 
més senzilla consisteix en transparentar de forma progressiva les parts d’una partícula que 
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queden pròximes a la geometria de l’escena. Per a fer-ho cal pintar primer tota la escena i 
posteriorment pintar les partícules tenint en compte la informació de profunditat 
emmagatzemada. 
 
Figura 2.28: Partícules toves 
En la Figura 2.28 es mostra una comparació entre un sistema de partícules tradicional (esquerra) 
i un sistema de partícules toves (dreta). 
2.3.3 Plataformes mòbils 
En els últims anys han aparegut noves plataformes de joc diferents a les tradicionals consoles o 
als ordinadors. Es tracta dels dispositius mòbils d’última generació, que gràcies a grans millores 
en el seu maquinari poden oferir unes prestacions que fins fa poc només s’associaven als jocs 
d’escriptori. Aquestes inclouen gràfics en tres dimensions, amb efectes especials suficientment 
bons per a ser una alternativa molt interessant als típics dissenys bidimensionals. 
 
Figura 2.29: Unreal Engine funcionant en un iPhone 
Un exemple clar d’aquesta tendència és la recent utilització de motors originalment 
desenvolupats per a les plataformes més potents en dispositius mòbils. Aquest és el cas d’Unreal 
Engine amb la recent aparició del primer joc creat amb aquesta plataforma per a iPhone i iPad. 
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En la Figura 2.29 es mostra una captura de pantalla d’aquest joc, que rep el nom de Infinity 
Blade. 
2.3.4 Joc en xarxa 
El joc en xarxa ha passat a ser una funcionalitat bàsica de molts dels jocs que es publiquen 
actualment. Una prova d’aquest fet és que tots els motors analitzats, tant els generalistes com 
els d’estratègia en temps real ofereixen aquest mode de joc. 
D’entre aquest tipus de jocs cal destacar-ne els multijugador massiu per l’enorme increment en 
popularitat que han experimentat durant els últims anys i pels reptes tecnològics que suposa la 
seva creació. 
2.3.4.1 Multijugador massiu (MMO) 
El gran èxit d’aquest tipus de jocs va començar amb la publicació de World of Warcraft a finals 
de l’any 2004. El nombre de jugadors d’aquest joc segueix batent records amb 12 milions de 
subscriptors a l’Octubre de 2010. 
Els jocs multijugador massiu es caracteritzen per a suportar el joc en xarxa simultani d’un gran 
nombre de jugadors que interactuen dintre d’un mateix món virtual persistent d’enormes 
proporcions. La creació d’aquests mons virtual significa un repte tecnològic degut a la gran 
quantitat d’ample de banda i capacitat de càlcul necessàries. 
Donat que una sola màquina es incapaç de controlar tot el que esdevé en un món virtual 
d’aquesta mida, la solució és crear un sistema distribuït. Per a fer-ho es divideix el món en zones 
molt més petites que són controlades per diferents màquines. Addicionalment, s’assigna a cada 
jugador una zona d’interès amb la intenció que només rebi informació sobre els esdeveniments 
que succeeixen a prop seu. Això redueix dramàticament el volum d’informació que cal enviar per 
la xarxa. 
 
Figura 2.30: Divisió del món virtual 
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A la Figura 2.30 es mostra un esquema de com es pot dividir el món, de forma que cada màquina 
controlaria la zona delimitada per un dels requadres. Les zones d’interès dels jugadors es 
representen com a circumferències al voltant d’aquests. Cal notar que en un moment donat la 
zona d’interès d’un jugador podrà incloure les àrees controlades per dos o més màquines 
diferents. En aquests casos caldrà usar comunicació entre els diferents servidors per a poder 
enviar al jugador tota la informació que li és rellevant. 
Cap dels motors generalistes estudiats inclouen funcionalitats per a crear jocs multijugador 
massius en les seves versions per defecte. Alguna de les solucions ofereix la possibilitat 
d’adquirir aquestes funcionalitats apart, mentre que les altres compten amb sistemes 
desenvolupats per companyies externes. 
Unreal Engine compta amb un sistema anomenat Atlas creat per la mateixa companyia i que 
s’integra a la perfecció amb aquest motor. Per la seva banda existeixen tres solucions diferents 
que permeten crear MMOs amb Unity que són mantenides per companyies externes. En el cas 
de CryEngine no es facilita informació sobre com crear un MMO fent servir aquest motor tot i 
que ja ha sortit un joc d’aquestes característiques al mercat (Aion). Es de suposar, doncs, que els  
desenvolupadors van crear una solució pròpia per a gestionar el seu mon virtual. 
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3. Anàlisi i disseny 
3.1 Anàlisi de requisits 
3.1.1 Requisits funcionals 
Els requisits funcionals defineixen les funcionalitats que ha de tenir el motor i els resultats 
esperats en fer servir cada una d'elles. En el cas del motor que es vol desenvolupar aquestes 
funcionalitats corresponen a les dels videojocs d'estratègia en temps real. 
Els jocs d'estratègia en temps real són jocs on es recrea la lluita entre diferents bàndols, s'ofereix 
a l'usuari una perspectiva en tercera persona i se li dona control directe sobre les seves tropes. 
Habitualment s'inclou un sistema d'economia que ofereix al jugador una forma per aconseguir 
recursos que pot fer servir per adquirir més unitats. També es sol utilitzar un sistema de 
tecnologia que determina quin tipus d'unitats poden ser creades. Així per a crear les unitats més 
poderoses pot ser necessari construir un conjunt d'edificis determinat o gastar una certa 
quantitat de recursos en una millora tecnològica. 
El motor a desenvolupar ha de permetre la creació d'un joc d'estratègia en temps real amb les 
següents característiques. 
 Mons en 3 dimensions. Tant els escenaris com els models dels personatges seran en 3D. 
Els escenaris seran models arbitraris creats i exportats directament des d'un modelador 
de propòsit general. 
 Joc multijugador que permeti a varis usuaris connectats en una xarxa participar en una 
mateixa partida. 
 Sistema de so que permeti al jugador escoltar el que està succeint en tot moment. 
 Creació dinàmica d'unitats. Els jugadors podran construir unitats en qualsevol moment a 
canvi dels seus recursos. Es farà ús d’una única cua de construcció. 
 Es definiran diferents tipus d'unitats, cada una amb propietats específiques (velocitat de 
moviment, atac, cost, etc.). 
 Les unitats tindran una precisió en els atacs a distancia. Un projectil que falli el seu 
objectiu seguirà la seva trajectòria fins a impactar amb una altre unitat o amb algun 
obstacle. 
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 Un jugador només ha de poder veure i escoltar les unitats enemigues que estiguin a la 
vista de les seves tropes. Les zones del món que estiguin fora de les zones de visió seran 
enfosquides. 
 S’oferirà un conjunt d'edificis que siguin controlables pels jugadors. El control d'aquests 
edificis definirà els tipus d'unitats que cada jugador podrà construir. 
 Sistema d'economia basat en la possessió de certs edificis. Es comptarà amb uns 
recursos base per unitat de temps que seran ampliables al controlar alguns edificis. 
3.1.2 Requisits no funcionals 
Els requisits no funcionals defineixen les qualitats generals que ha de tindre el sistema en 
realitzar la seva funció.  
Requisits de qualitat 
 Eficiència. És important que totes les funcionalitats del motor es portin a terme sense un 
consum excessiu de recursos. 
 Canviabilitat. És desitjable un disseny que afavoreixi la futura incorporació de noves 
funcionalitats al motor, expandint així les seves possibilitats d'ús. 
 Robustesa. Les diferents funcionalitats han de funcionar sense produir errors. 
 Usabilitat. Les interfícies del motor han de ser intuïtives i fàcils d'usar per al 
desenvolupador del joc. 
 Cohesió. Les interfícies del motor han de transmetre al desenvolupador del joc que està 
treballant amb una única llibreria cohesionada. 
 Seguretat. S'ha d'oferir una experiència a prova d'usuaris malintencionats. Això és 
especialment important en els jocs multijugador, en els que un usuari pot desitjar saltar-
se les regles de joc per guanyar avantatge sobre el seu rival. 
Requisits de software 
 Sistema operatiu Microsoft Windows XP, Windows Vista o Windows 7. 
 DirectX 9.0c amb totes les actualitzacions publicades fins l’any 2010, aquest inclòs. 
Requisits de hardware 
 Processador de nucli únic a 2.0Ghz o superior. 
 Targeta gràfica compatible amb Shader Model 2.0 (ATI Radeon 9600, Nvidia Geforce FX 
5 series o superior). 
 1 GB de memòria. 
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3.2 Especificació 
3.2.1 Casos d’ús 
A la Figura 3.1 es mostra el diagrama de casos d’ús del motor. 
Seleccionar unitats
Jugar
Unir-se a partida
Atacar unitat
Moure unitats
Conquistar edifici
Construir unitat
Jugador
Crear partida
Acabar partida
Sortir
 
Figura 3.1: Diagrama de casos d’ús 
 Crear partida. Es crea una partida en xarxa a la que altres jugadors poden unir-se. 
 Unir-se a partida. Es connecta a una partida que pot haver estat creada en un altre 
ordinador o en el mateix. 
 Jugar. Curs principal del joc en el que múltiples jugadors participen en una partida amb 
l’objectiu de derrotar als seus contrincants. Aquest cas d’ús inclou totes les accions que 
poden dur a terme els jugadors durant el curs de la partida. Aquestes són: seleccionar 
unitats, moure unitats, atacar unitat, construir unitat i conquistar edifici. 
 Acabar partida. La partida s’acaba perquè un dels jugadors guanya o bé perquè el 
jugador decideix abandonar-la. S’informa del guanyador de la partida. 
 Sortir. Es finalitza l’aplicació. 
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3.2.2 Diagrama de classes 
Donada la magnitud del diagrama de classes s’han omes les variables i els mètodes de manera 
que es pugui tindre una visió global del sistema en sols dos diagrames: el del client (Figura 3.4) i 
el del servidor (Figura 3.3). Addicionalment per a facilitar la comprensió dels diagrames s’han 
organitzat les diferents classes en cinc paquets als que s’ha assignat un codi de colors. En la 
Figura 3.2 es pot veure quins són aquests paquets i quin color s’ha assignat a cadascun d’ells. 
Client i servidor
Objectes replicats 
en xarxa
Sistema de gràfics
Sistema de soLògica de joc
 
Figura 3.2: Paquets en que s’estructura el motor 
Server
PlayerServer
1
*
UnitServer ProjectileServer BuildingServer
1
*
1
*
1
*
Map
Complement
Server
1
*
GameValues
Manager
ObjectManager
Server
ServerApp
1 1
*
1
*
1
1 1
1
1
UnitType
Manager
UnitType
ObjectManager
1
1
1
*
*
1
1
1
 
Figura 3.3: Diagrama de classes del servidor 
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UnitModel
Base
Client
MapClient
Chat
PlayerClient
EntitySounds
FogTexture
SoundManager
1
*
1
1
UnitClient
ProjectileClient
BuildingClient
1
*
1
*
1
*
1 1
ProjectileModel
Base
BuildingModel
Base
1 1
1 1
1
1
1
1
*1
MusicPlayer
1 1
1
1
Map
1 1
1 1
LevelModel
SoundTypes
Manager
SoundTypes
*
1
*
1
1
1 1 *
ModelManager
Base
1
*
1
*
1
*
1
1
*1
Complement
ModelBase
Complement
Client
1 1
1
*
*
1
1
*
1
1
 
Figura 3.4: Diagrama de classes del client 
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PlayerClient
UnitatClient
ProjectileServer
BuildingClient
Projectile
PlayerServer
GameObject
Unitat Building
Player
BuildingServerUnitatServer
ProjectileClient
Complement
Server
Complement
Complement
Client
 
Figura 3.5: Diagrama de classes d’objectes replicats en xarxa 
S’inclou també en la Figura 3.5 un diagrama on es mostra la jerarquia d’herències usada per a la 
replicació automàtica d’objectes en xarxa. Es pot veure com gran part del codi és compartit 
entre el servidor i el client. 
Finalment, es mostren a mode d’exemple la signatura completa de varies de les classes més 
representatives del sistema. Aquests diagrames han estat generats amb Visual Studio 2008 
directament a partir del codi en C++, de manera que mostren amb gran precisió els detalls de la 
implementació. 
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Figura 3.6: Classes més representatives del Client (1) 
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Figura 3.7: Classes més representatives del Client (2) 
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Figura 3.8: Classes més representatives del Servidor 
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3.3 Disseny 
3.3.1 Diagrames de seqüència 
Donat el gran nombre d’operacions de l’aplicació i que el seu estudi no forma part dels objectius 
principals del projecte, no s’inclouen els diagrames de seqüència de cadascuna d’elles. No 
obstant, s’inclouen els diagrames d’alguns dels mètodes més representatius a mode d’exemple. 
La primera funció que mostrarem és l’encarregada d’actualitzar l’estat dels objectes del client, la 
qual es crida abans de la realització de cada actualització de pantalla. Donat la envergadura 
d’aquesta funció la dividim en subrutines que actualitzen els diferents tipus d’objectes com es 
veu a la Figura 3.9. 
opt
:Client
[ gameStarted ]
update(time)
updatePlayers(time)
updateUnits(time)
updateProjectiles(time)
updateBuildings(time)
updateComplements(time)
updateFogOfWar()
 
Figura 3.9: Diagrama de seqüència Client::update() 
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:Client
updateProjectiles(time)
p:ProjectileClient
[ per tot p de projectiles ]loop
[ !delme ]alt
[ delme ]
getDeleteMe()
update(time)
delete
delme
 
Figura 3.10: Diagrama de seqüència Client::updateProjectiles() 
Les actualitzacions dels objectes de joc són molt similars (Players, Units, Projectiles, Buildings i 
Complements) i per tant mostrarem només una d’elles a mode d’exemple. A la Figura 3.10 es 
pot veure el diagrama de seqüència de la funció que actualitza els Projectile. Addicionalment, 
també incloem el mètode encarregat d’actualitzar la ombra que enfosqueix les parts del món 
que el jugador no pot veure a la Figura 3.11. 
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:MapaClient:Client
updateFogOfWar()
u:UnitClient
[ per tot u de unitats ]loop
[ owned ^ vida > 0 ]opt
getOwned()
owned
resetVisibilityMap()
getVida()
vida
getVisibility()
vis
clearVisibility(vis)
FogTexture
update()
 
Figura 3.11: Diagrama de seqüència Client::updateFogOfWar() 
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:ProjectileClient
update(time)
:ProjectileModel
[ !exploded ]opt
setPosition(pos)
processNodeEvents()
Pos += vel * time
:MapaClient
getVisible(pos)
vis
setVisible(vis)
 
Figura 3.12: Diagrama de seqüència ProjectileClient::Update() 
A mode d’exemple de com actualitzen el seu estat els objectes de joc en el client incloem funció 
que realitza aquesta tasca per el cas dels Projectile en la Figura 3.12.  
Per acabar mostrarem el procés que duu a terme el servidor per a crear tots els objectes de joc 
existents al iniciar una partida. La longitud d’aquesta funció ha fet que es dividís en diferents 
parts per a facilitar-ne la seva comprensió en aquest document. El seu funcionament es pot 
veure detallat en els diagrames de la Figura 3.13, Figura 3.14, Figura 3.15, Figura 3.16 i Figura 
3.17. 
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:Server
initializeLevel()
InitializeUnits()
InitializeBuildings()
InitializePlayers()
InitializeComplements()
 
Figura 3.13: Diagrama de seqüència Server::initializeLevel() 
loop
us:UnitServer
(this, mapa, iu.x, iu.y, 0, 0, utype)
buildings.push_back(us)
getInfoUnits()
infoU :UnitTypesManager
getUnitType(iu.typenum)
utype
:ObjectManager:Server
[ per tot iu de infoU ]
initializeUnits()
 
Figura 3.14: Diagrama de seqüència Server::initializeUnits 
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:Server
initializeBuildings()
:ObjectManager
[ per tot ib de infoB ]loop
getInfoBuildings()
infoB
bs:BuildingServer
(this, 0, ib.type, ib.x, ib.y, ib.angle)
buildings.push_back(bs)
 
Figura 3.15: Diagrama de seqüència Server::initializeBuildings() 
loop
pStart
getPlayersStart()
p:PlayerServer
setPlayerStart(start)
start = iterador de pStart
start++
:GameValuesManager
getStartingMoney()
money
setMoney(money)
:Server :ObjectManager
[ per tot p de players ]
initializePlayers()
 
Figura 3.16: Diagrama de seqüència Server::initializePlayers() 
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loop
cs:ComplementServer
(this, ic.x, ic.y, ic.angle, ic.type)
complements.push_back(cs)
getInfoComplements()
infoC :Mapa
setEstatCelda(ic.x, ix.y, notWalkable)
:ObjectManager:Server
[ per tot ic de infoC ]
initializeComplements()
 
Figura 3.17: Diagrama de seqüència Server::initializeComplements 
3.3.2 Diagrames d’estat 
En els següents diagrames es mostren les accions que es duen a terme en el servidor i el client 
durant el transcurs d’una partida. 
Inicialització Procés entrada de xarxa
Procés sortida de xarxa
Actualització estat del mónEspera passiva
 
Figura 3.18: Diagrama d’estats del servidor 
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Inicialització Procés entrada de xarxa
Procés sortida de xarxa
Procés entrada d'usuari
Pintat a pantalla
Actualització posició models
 
Figura 3.19: Diagrama d’estats del client 
Es pot veure com l’actualització de l’estat del món es duu a terme exclusivament en el servidor 
mentre que l’entrada d’usuari i el pintat a pantalla és feina del client. 
Cal destacar la inclusió d’una espera passiva en el bucle del servidor. Això és degut que les 
actualitzacions de l’estat es fan en intervals de temps fixes de 10ms i, per tant, cal esperar que 
es completi aquest interval de temps fins a començar una nova actualització. Addicionalment, el 
fet de fer una espera passiva permet estalviar una gran quantitat de recursos. 
Per contra en el client es desitja actualitzar la pantalla amb la màxima freqüència possible. L’ús 
d’interpolacions permet aconseguir un moviment dels objectes amb una resolució independent 
de la freqüència en que es  produeixen les actualitzacions. 
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4. Tecnologia 
En aquest apartat es presenten les tecnologies que s'han fet servir per al desenvolupament del 
motor de joc. L'objectiu és profunditzar en les seves funcionalitats i la seva arquitectura per a 
entendre millor com funcionen i quina és la seva aportació al conjunt del motor. També 
s'explicaran els motius més importants que han fet que hagin sigut aquestes solucions concretes 
les que s'han triat entre totes les existents. 
Per tant, en aquest capítol de la documentació s'estudiaran les bases sobre les que es basa el 
motor de videojoc. De les eleccions preses en depèn en gran mesura la potencia i la usabilitat del 
motor, així com la qualitat final del joc desenvolupat. 
A continuació es presenten una sèrie de requisits comuns i propietats que s'han avaluat 
positivament a l'hora d'escollir entre les diferents tecnologies. 
 Solucions que facin ús de tecnologies actuals, equiparables en funcionalitats amb les 
usades en els jocs comercials més avançats. 
 Sistemes ben documentats mitjançant manuals, descripcions de la interfície, 
demostracions, etc. 
 Compatibilitat amb els sistemes operatius Windows XP, Windows Vista i Windows 7. A 
més s'ha valorat favorablement la compatibilitat amb sistemes Linux. 
 Productes de codi lliure o amb llicencia gratuïta per a ús no comercial. 
 Productes amb versions estables i una base d'usuaris que ja hagin usat de forma 
satisfactòria el sistema. 
A la Figura 4.1 es mostra un diagrama on es poden veure les diferents tecnologies usades i la 
seva ubicació dins del projecte. Cal notar que es situen dues tecnologies dintre del motor de 
gràfics Ogre3D donat que es tracta de dos complements que depenen d’aquest sistema. 
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Figura 4.1: Diagrama de tecnologies 
4.1 Llenguatge de programació C++ 
Per a començar el desenvolupament tant del motor com del propi joc primer de tot calia escollir 
un llenguatge de programació adient. Una de les primeres opcions que es va considerar va ser 
C++ donat el seu ampli ús en el sector dels videojocs. 
C++ és un llenguatge de propòsit general que combina característiques de llenguatges d'alt i baix 
nivell. La seva base es troba en el llenguatge C amb el qual manté la compatibilitat. La principal 
aportació de C++ és el suport a la programació orientada a objectes. Aquest és un paradigma de 
programació que utilitza objectes (conjunts de dades i funcions) per al disseny i estructuració 
dels programes. C++ proporciona les següents funcionalitats. 
 Herència múltiple. L'herència permet a una classe adquirir les propietats d'una altra. C++ 
suporta l'herència múltiple, que permet que una classe adquireixi les propietats de més 
d'una classe base a la vegada. 
 Encapsulació. És el procés per el qual s'amaga informació amb l'objectiu d'assegurar que 
les estructures de dades i els operadors son usats correctament. C++ aconsegueix aquest 
propòsit amb la declaració de classes i funcions. En una classe els membres es poden 
declarar públics, protegits o privats segons es permeti el seu accés des d'altres classes o 
no. 
  Tecnologia 
  Llenguatge de 
  programació 
Visual C++ 
Lògica de joc F-Engine 
Joc Hell Commander 
   Ogre3D 
Zoidcom 
MyGUI 
Minimal Ogre 
Collisions 
Fmod 
Visual C++ 
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 Polimorfisme. El polimorfisme permet definir una interfície comú per a diferents 
implementacions i que un objecte actuï de diferents maneres depenent de les 
circumstancies. C++ suporta diferents tipus de polimorfismes que es decideixen tant en 
temps de compilació com en temps d'execució. 
 Abstracció. Consisteix en amagar la complexitat existent en un sistema permeten 
tractar-lo al nivell d'abstracció adequat per a cada tasca. 
Cal destacar que C++ és un llenguatge compilat. Això fa que en comparació amb altres 
llenguatges més moderns com Java o C#, aquest tingui l'avantatge de possibilitar la creació de 
programes amb un alt rendiment. En el cas dels jocs aquest és un gran avantatge, ja que aquests 
solen utilitzar una gran part dels recursos del sistema. Per tant, usar altres llenguatges menys 
eficients podria comportar l'exigència d'uns recursos mínims massa elevats. 
En contraposició, el fet d'usar C++ obliga a compilar per a una maquina i un sistema operatiu 
determinat, desavantatge que no tenen Java ni C#. La pèrdua en portabilitat queda justificada 
pel gran increment en rendiment aconseguit a canvi. 
És important destacar que avui en dia el sistema operatiu utilitzat per la extensa majoria de jocs 
comercials és una versió de Microsoft Windows. Per la seva banda, la interfície gràfica més 
utilitzada és DirectX, desenvolupada exclusivament per a aquests sistemes operatius. És per 
aquests motiu que es decideix centrar els esforços en desenvolupar un motor compatible amb el 
sistema de Microsoft. Com a entorn de desenvolupament es decideix usar Visual Studio 2008 per 
oferir un còmode editor i per a facilitar en gran mesura les tasques de depuració. 
4.2 Motor gràfic Ogre3D 
De totes les llibreries que es requerien per a desenvolupar el motor la primera que es va triar va 
ser el motor gràfic. Es va buscar un motor gràfic potent, flexible, que fos fàcil d'usar i que fos 
compatible amb DirectX. La resposta es va trobar en Ogre3D.  
 
Figura 4.2: Logotip d'Ogre3D 
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Com el nom ja deixa a entendre, Object-oriented Graphics Rendering Engine és un motor gràfic 
que es va dissenyar amb l'objectiu d'aprofitar els avantatges de l'orientació a objectes per tal de 
facilitar en tot el possible la tasca del desenvolupador. 
Ogre és una llibreria de codi lliure en la que contribueixen un gran nombre de persones i compta 
amb una gran base d'usuaris. En aquests moments són sis els desenvolupadors principals que es 
consideren actius. Steve Streeting, creador del motor original a l'any 2000, va deixar l'equip de 
programadors actius l'Abril de 2010 per raons de salut. 
4.2.1 Funcionalitats 
A continuació es mostra una llista amb les funcionalitats més importants d'Ogre amb les que es 
pot apreciar la potencia i flexibilitat d'aquest motor. 
Plataforma 
 Suport per a DirectX i OpenGL 
 Sistemes operatius Windows, Linux i Mac OS X 
Materials i shaders 
 Potent llenguatge per a la declaració de materials que permet mantenir les 
característiques dels materials fora del codi de programa. 
 Suport per vertex i fragment programs (shaders) de baix i d'alt nivell (Cg, DirectX9 HLSL i 
GLSL). A més compta amb una llarga llista amb els paràmetres més habituals per a ser 
usats en aquests shaders. 
 Capacitat per a definir diverses tècniques per a un mateix material. Això permet crear 
alternatives per a facilitar la compatibilitat amb targetes gràfiques més antigues. 
 Carrega de textures en format PNG, JPEG, TGA, BMP i DDS. 
 Suport per a textures dinàmiques. 
Models i animació 
 Ús d'un format propi, potent i flexible. 
 Suport per a models amb diferents nivells de detall. Poden ser generats manualment o 
automàticament. 
 Sofisticat sistema d'animació mitjançant esquelets. 
 Sistema d'animacions per transformació (morph animations). 
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Escena 
 Sistema de manegadors d'escenes amb gran flexibilitat i capacitat per a la 
personalització. Es dona la opció d'usar un dels manegadors proporcionats per als tipus 
d'escenes més habituals o la implementació d'un de propi. 
 Escena organitzada com una jerarquia de nodes que segueixen els moviments dels seus 
pares. 
 Diferents tècniques de ombrejat: modulative i additive, basades en stencil i en textures. 
Totes elles es poden configurar a mida i són accelerades segons el hardware disponible. 
Efectes especials 
 Suport per a efectes aplicats després de pintar a pantalla completa (compositor effects). 
 Potent i flexible sistema de partícules. Es proporciona un gran nombre d'emissors i 
modificadors i es possibilita la creació d'altres de personalitzats. 
 Suport per a skyboxes, skyplanes i skydromes. 
 Objectes transparents gestionats automàticament. 
Altres funcionalitats 
 Sistema de recursos per a gestió de memòria i suport per a carga d'arxius comprimits. 
 Sistema de complements que permet expandir les funcionalitats sense necessitat de 
tornar a compilar. 
Una altre factor important és que Ogre compta amb una amplia documentació que cobreix totes 
les classes que formen el motor. També estan disponibles múltiples guies i demostracions que 
faciliten en gran mesura el procés d'aprenentatge. 
Per últim, el seu disseny i la seva potencia han propiciat que aquest motor sigui una de les 
solucions gratuïtes més utilitzades. Això facilita la inclusió de noves funcionalitats al motor, 
doncs són nombrosos els usuaris que l'han fet servir conjuntament amb llibreries de varis 
propòsits i han compartit les seves solucions amb la comunitat. Per exemple són nombrosos els 
complements que faciliten la creació d'interfícies gràfiques, que afegeixen un sistema de 
simulació de física o que aporten funcionalitats gràfiques més avançades. 
4.2.2 Arquitectura 
A la Figura 4.3 es mostra un diagrama amb els objectes que formen el nucli d'Ogre i la posició 
que ocupa cadascun d'ells. Aquest diagrama no pretén incloure totes les classes sinó que es una 
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selecció de les més importants. L'objectiu és permetre al lector fer-se una idea de l'arquitectura 
d'aquest sistema gràfic. 
 
Figura 4.3: Diagrama de l'arquitectura d'Ogre3D 
Segons veiem en el diagrama la majoria de classes d'Ogre poden classificar-se en tres grans 
grups que expliquem a continuació. 
Manegament de la escena (Scene Management) 
Són les classes que tenen com a objectiu definir els continguts de l'escena, estructurar-los i 
definir com aquests han de ser visualitzats. 
Manegament dels recursos (Resource Management) 
El procés de pintat requereix un gran nombre de recursos: imatges, malles de triangles, fonts, 
etc. El propòsit d'aquestes classes és el de permetre la carrega d'aquests recursos, la seva 
reutilització i el seu alliberament de memòria final. 
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Pintat (Rendering) 
Aquest apartat del sistema gràfic s'encarrega dels aspectes de més baix nivell relacionats amb el 
pintat a pantalla. És aquí on trobem els objectes relacionats amb la API de pintat com buffers de 
memòria, estats de pintat, etc. 
4.2.2.1 Objecte Root 
El objecte Root és el punt d'entrada al sistema Ogre. És el primer en ser creat i l'últim en ser 
destruït. Aquest objecte ens permet configurar el sistema gràfic, per exemple cridant el mètode 
showConfigDialog(). Aquesta funció detecta els diferents sistemes de pintat disponibles i mostra 
a l'usuari una finestra on es permet la configuració desitjada (resolució, profunditat de color, 
pantalla completa, opcions d'antialiasing, etc).  
Per últim, Root ens permet obtenir punters a altres objectes essencials com el SceneManager i el 
RenderSystem. 
4.2.2.2 Objecte RenderSystem 
El RenderSystem és una classe abstracta que defineix una interfície amb el sistema de pintat 
(render system) subjacent. S'encarrega d'enviar totes les operacions a la interfície de pintat i 
d'aplicar les diverses opcions de configuració. Es tracta d'una classe abstracta ja que la seva 
implementació depèn del sistema de pintat i existeixen subclasses per a cada un dels sistemes 
suportats. Per exemple, la classe D3DRenderSystem en el cas de DirectX. 
Tot i això, l'aplicació típica no necessita fer ús d'aquest objecte directament. Només cal accedir-
hi per a realitzar algunes tasques avançades com seria la creació de múltiples finestres. 
4.2.2.3 Objecte SceneManager 
Després de Root aquest es probablement l'objecte més important i amb el que l’aplicació durà a 
terme la major part de la interacció. El SceneManager està encarregat de manegar tot el 
contingut de l'escena que hagi de ser pintat a pantalla. És responsable d'organitzar els 
continguts amb la tècnica més adient per a crear i manejar càmeres, objectes mòbils, llums, 
materials, etc. 
Per a crear qualsevol d'aquests objectes l'aplicació ho haurà de demanar directament al 
SceneManager. A més, no és necessari mantenir una llista de tots els objectes creats doncs es 
proporcionen mètodes per obtenir un objecte a partir del seu nom. 
El SceneManager també està al càrrec d'enviar tots els continguts de l'escena al RenderSystem 
cada cop que s'ha de pintar l'escena. Donat que això ja es fa automàticament, la majoria 
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d'interaccions entre l'aplicació i el SceneManager són les utilitzades per a configurar i modificar 
la escena. 
Diferents tipus d'escena requereixen algorismes diferents per decidir quins objectes s'han 
d'enviar a pintar de forma eficient. Per aquest motiu el SceneManager està dissenyat per a ser 
heretat per als diferents tipus d'escena. El SceneManager per defecte funciona bé amb qualsevol 
escena però no aplica gaires optimitzacions. El seu rendiment és, per tant, força limitat. La 
intenció és que es puguin crear especialitzacions que fent supòsits sobre algunes propietats 
especifiques del tipus d'escena puguin aconseguir un major rendiment. Un exemple d'això es el 
BSPSceneManager que optimitza escenes interiors aplicant la tècnica de partició binaria d'espais 
(Binary Space Partition). 
Per altra banda, l'aplicació no ha de saber quines subclasses estan disponibles. Senzillament 
s'utilitza un paràmetre al crear el SceneManager que indica quin tipus d'escena es vol crear, 
permetent al motor escollir quina especialització fer servir entre les disponibles. 
4.2.2.4 Objecte ResourceGroupManager 
El ResourceGroupManager és la classe que actua com a punt comú per a carregar recursos 
reusables com textures i malles de triangles. Permet definir grups de recursos de manera que 
aquests poden ser carregats o alliberats quan sigui necessari. 
El ResourceGroupManager té un conjunt de ResourceManagers que controlen cada un d'ells un 
tipus diferents de recursos. Entenem com a recursos totes aquelles dades que han de ser 
carregades per a proveir Ogre amb tota la informació que necessita. Per exemple, el 
TextureManager s'ocupa de les textures i el MeshManager de les malles de triangles. 
Els ResourceManagers possibiliten que els recursos siguin carregats només un cop i es 
comparteixin entre tots els components del sistema gràfic. A més, també gestionen la memòria 
requerida per a la carrega d'aquests recursos. Finalment, es poden configurar al mateix temps 
diferents carpetes on buscar els recursos, incloent la busca dintre d'arxius comprimits. 
Típicament l'aplicació no necessita accedir als diferents ResourceManagers sinó que aquests ja 
són cridats des de diferents parts d'Ogre. En algunes ocasions però, pot resultar útil.  Un cas, a 
mode d'exemple, és quan es desitja carregar alguns recursos amb antelació per a prevenir 
posteriors accessos a disc. 
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4.2.2.5 Objecte Mesh 
Aquests objectes representen malles de triangles o models 3D que s'assumeix que actuen com a 
objectes mòbils dins l'escena. Els Mesh són un tipus de recursos i són manegats pel 
MeshManager. Normalment són carregats de fitxers amb un format específic d'Ogre (.mesh). 
Per a crear aquest tipus de fitxers es solen fer servir diferents exportadors disponibles per als 
modeladors 3D usats més comunament. 
Per últim, els Mesh també poden incloure animacions a partir d'un esquelet (skeletal animation) 
o fetes per transformació (morph animation). 
 
Figura 4.4: Exemple de malla de triangles 
4.2.2.6 Objecte Entity 
Una Entity és una instancia d'un MovableObject a l'escena. Pot ser un cotxe, una persona, un 
gos, etc, que es pot moure o no dintre de l'escena. 
Les Entity estan basades en malles de triangles representades per un objecte Mesh. En una 
mateixa escena poden haver múltiples Entity basades en el mateix Mesh, doncs és habitual 
utilitzar copies del mateix objecte. Per exemple, podem utilitzar el mateix model d'un arbre 
varies vegades dintre d'un bosc. 
4.2.2.7 Objecte SceneNode 
Per a que es consideri que una Entity formi part de la escena cal enganxar-la a un SceneNode. Els 
SceneNode s'estructuren de forma jeràrquica entre ells de manera que el moviment d'un 
SceneNode pare afecta també a la posició dels seus fills. 
Posarem un exemple per a que aquest concepte quedi clar, doncs és un sistema que facilita 
enormement la bona estructuració de l'escena. Imaginem que tenim una escena amb un cotxe 
enmig d'una carretera. En aquesta situació tindríem un primer SceneNode on volguéssim 
col·locar el vehicle i tot seguit hi enganxaríem el Entity corresponent. Les rodes es mourien a la 
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vegada amb el carrosseria però caldria afegir-hi un moviment de rotació. Per tant crearíem 
quatre SceneNode que dependrien del principal i hi enganxaríem els Entity de les rodes. Cal 
destacar que tot i tenir quatre Entity representant les rodes, aquests podrien estar basats en un 
únic Mesh. D'aquesta manera les quatre rodes compartirien la mateixa geometria que nomes 
caldria carregar un únic cop. 
4.2.2.8 Objecte Material 
Els Material especifiquen com es pinten els objectes a pantalla. Defineixen les propietats 
bàsiques de la superfície, com reflecteix la llum o si brilla per si mateix. També s'especifiquen el 
nombre de textures que cal usar, com s'han d'utilitzar i les imatges que corresponen a cada una 
d'elles. Altres propietats inclouen el mode de culling que s'ha d'utilitzar o com s'han de filtrar les 
textures. En resum, tota la informació sobre l'aparença d'un objecte, exceptuant la geometria, 
queda definida en el Material. 
La manera habitual de carregar un Material és obrint un fitxer en el format que Ogre especifica 
per definir-los (.material). Es tracta d'un llenguatge de scripting senzill però potent. D'aquesta 
manera es separen totes les propietats del material del codi de programa, facilitant així la seva 
edició. 
Al carregar un Mesh aquest porta un conjunt de materials que s'utilitzen per defecte. Cal notar 
que parts diferents de la malla de triangles poden usar materials diferents. Al crear un Entity 
basat en el Mesh automàticament s'assignen els materials per defecte. Si es desitja, aquests es 
poden canviar a nivell del Entity. D'aquesta manera es poden tenir diferents objectes a la escena 
amb la mateixa geometria però amb materials diferents. 
Ogre assigna un SubMesh per a cada part del Mesh que utilitza un Material diferent. D'igual 
manera es crea un SubEntity per a cada SubMesh que ens permet, entre altres coses, canviar el 
material que s'utilitza. 
4.2.2.9 Objecte Light 
Les llums s'afegeixen a l'escena com qualsevol altre objecte. L'objecte Light representa una llum 
que pot ser de diferents tipus i guarda informació sobre les seves propietats (posició, color, 
intensitat, etc.). Per a determinar la posició de la llum hi ha dues possibilitats, sent la més 
senzilla la de definir-la des de l'origen de coordenades. L'alternativa consisteix en enganxar la 
llum a un SceneNode de forma que la llum adquireixi la posició d'aquest. 
Aquests són els tipus de llum disponibles a Ogre: 
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 Point. Són llums que emeten en totes les direccions. 
 Spotlight. Funcionen com la llum d'una llanterna. Tenen una posició d'origen i una 
direcció en la que s'emet la llum. També es defineix un radi interior on la llum s'emet a 
màxima intensitat i un radi exterior que defineix on s'extingeix la llum. 
 Directional. Simulen fonts de llum llunyanes que incideixen sobre tots els objectes de 
l'escena amb un mateix angle, com és el cas de la llum solar. 
4.2.3 Materials 
Ogre utilitza un llenguatge de scripting propi que permet definir materials complexos facilitant el 
seu reaprofitament. L'ús d'aquest llenguatge permet independitzar aquesta informació del codi 
de programa, possibilitant així la seva edició manual o per eines externes (com és per exemple 
un exportador de models). 
En la Figura 4.5 es mostra una definició de material com a exemple del format usat per Ogre. 
Aquest format recorda en certs aspectes la gramàtica de C. Per exemple en l'ús de les claus per 
delimitar les seccions o en el de les dues barres per incloure els comentaris. 
És important destacar que els materials no es carreguen completament en el moment en que 
s'interpreten les definicions. Donat que es comú tindre una llarga llista de materials però usar 
només una part d'ells, les textures i els altres recursos es carreguen només quan realment es 
necessiten. 
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Figura 4.5: Exemple de format de materials 
Tècnica (technique) 
Cada una d'aquestes tècniques (technique) encapsula un mètode per a pintar l'objecte a 
pantalla. Les definicions de material més simples inclouen només una tècnica. Tot i això, donat 
les diferencies de compatibilitat existents en el hardware, això només es pot fer servir quan 
s'està segur que totes funcionalitats són suportades. 
Per a resoldre aquest problema pot ser útil incloure diferents tècniques alternatives amb 
requisits de hardware rebaixats. En altres situacions també pot ser desitjable comptar amb 
tècniques menys intenses per a realitzar simplificacions de nivell de detall (level of detail). 
Aquestes simplificacions s'apliquen només quan l'objecte es troba lluny de l'espectador i per 
tant comporten un augment en el rendiment sense tindre un gran impacte visual. 
A l'hora de decidir la compatibilitat d'una tècnica amb el hardware disponible es comprova: 
 El nombre d'unitats de textura. 
// This is a comment 
material walls/funkywall1 
{ 
    // first, preferred technique 
    technique 
    { 
        // first pass 
        pass 
        { 
            ambient 0.5 0.5 0.5 
            diffuse 1.0 1.0 1.0 
    
            // Texture unit 0 
            texture_unit  
            { 
                texture wibbly.jpg 
                scroll_anim 0.1 0.0 
                wave_xform scale sine 0.0 0.7 0.0 1.0 
            } 
 
            // Texture unit 1 (this is a multitexture pass) 
            texture_unit 
            { 
                texture wobbly.png 
                rotate_anim 0.25 
                colour_op add 
            } 
        } 
    } 
 
    // Second technique, can be used as a fallback or LOD level 
    technique 
    { 
        // .. and so on 
    } 
   
} 
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 El possible ús de vertex, geometry o fragment programs, el llenguatge usat i la seva 
versió. 
 Altres efectes com cube mapping o dot3 blending. 
 Restriccions imposades explícitament per l'usuari. 
Passada (pass) 
Cada passada correspon al pintat d'un cop de la geometria a pantalla, és a dir, a una crida a la 
interfície de pintat amb un conjunt de propietats específiques. Evidentment, a més passades 
tingui una tècnica major serà el seu cost. 
Les passades tenen un gran nombre de propietats que es poden definir. Entre elles les més 
comunament usades són les que especifiquen com afecta la llum al material (ambient, diffuse i 
specular). Altres propietats afecten com es barreja el material amb l'escena (scene blend), si es 
comprova o si s'escriu en el buffer de profunditat (depth check i depth write) o l'algorisme 
d'interpolació usat en l'ombrejat (flat, gourand o phong), per nombrar algunes d'elles. 
Unitat de textura (texture unit) 
En cada una d'aquestes seccions es declara una textura que serà usada en la passada. La 
propietat bàsica que cal declarar és el nom de la imatge que es vol usar, que pot ser d'una, dues 
o tres dimensions. També es permet definir el tipus de filtrat de textura que cal aplicar (nul, 
bilinear, trilinear o anisotropic). 
Una opció a destacar és la capacitat per triar el format (nombre de bits per canal de color i 
nombre de canals) amb que es carregarà la imatge, podent aquest  diferir del seu format 
original. Altres propietats addicionals permeten definir animacions, definir el conjunt de 
coordenades de textura que cal usar o aplicar funcions de transformació. 
4.2.4 Ombres 
Les ombres són una part molt important del pintat d'una escena doncs proporcionen una 
aparença molt més realista als objectes i ajuden a l'observador a fer-se una idea de la posició de 
cada un d’ells. Les tècniques d'ombrejat són un dels aspectes més complexos de la representació 
d'escenes en tres dimensions i són una àrea en la que encara s'investiga actualment. 
Mentre que hi ha un gran nombre d'algorismes d'ombrejat diferents, cap d'ells és perfecte i 
cadascun té els seus avantatges i els seus inconvenients. És per aquesta raó que Ogre 
proporciona diferents implementacions d'ombrejat, totes elles amb un gran nombre d'opcions. 
L'objectiu és permetre escollir el mètode que més s'adapti a cada projecte. 
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En la Figura 4.6 es presenta una comparació visual entre tres tècniques de pintat diferents, 
ordenades de menys a més costoses. Tot i tractar-se d'una escena amb múltiples llums de 
diferents colors, a la imatge superior només s'aprecia la ombra d'una de les llums. A la segona 
imatge podem veure les ombres creades per cada llum. Finalment, la última tècnica és la única 
que dona el color corresponent a cada ombra depenent de la llum que queda tapada en aquella 
zona. En totes elles, però, podem veure els marges de les ombres clarament marcats (es tracta 
de hard shadows). 
 
 
 
Figura 4.6: Comparació de tres tècniques d'ombrejat diferents 
Els diferents algorismes d'ombrejat s'agrupen en dos categories segons com generen la forma de 
les ombres: per una banda estan els que es basen en l'ús del buffer de stencil (stencil shadows) i 
per l'altre els basats en l'ús de textures (texture-based shadows). A més, hi ha dos mètodes 
diferents per a pintar aquestes ombres a l'escena: enfosquint les zones que queden a la ombra 
(Modulative Shadows) o per el contrari sumant la contribució de cada llum a les zones que no 
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queden en penombra (Additive Light Masking). A continuació explicarem el funcionament i les 
propietats bàsiques de cada tècnica. 
4.2.4.1 Stencil shadows 
Aquest algorisme es basa en la creació d'una mascara de pantalla usant una funcionalitat de les 
targetes gràfiques anomenada stencil buffer. Aquesta màscara pot ser usada per a excloure 
zones de la pantalla al pintar l'escena de manera que es poden diferenciar les zones que estan 
afectades per les ombres de les que no ho estan. Donat que el buffer de stencil només es pot 
usar per a marcar zones de pantalla on no es pot pintar, les ombres aconseguides tenen sempre 
els marges molt marcats (hard shadows). 
Per a calcular les zones que queden a la ombra s'utilitzen volums d'ombra (shadow volumes). 
Aquests volums corresponen a la extrusió de la forma dels objectes en la direcció oposada a la 
de la llum. Allà on els volums d'ombra intersequen amb altres objectes és on estan les ombres. 
En la Figura 4.7 es pot veure una escena amb ombrejat per stencil (esquerra) i la mateixa escena 
amb els volums d'ombra representats amb filferros (dreta). 
     
Figura 4.7: Representació gràfica de volums d'ombra 
Un dels avantatges d'usar aquesta tècnica és la possibilitat de realitzar ombres pròpies (una part 
d'un objecte es fa ombra a si mateix) sense augmentar gaire el cost. Aconseguir aquest tipus 
d'ombres amb tècniques basades en textures requereix hardware més modern. 
Per contra, els desavantatges són nombrosos, especialment en hardware modern. Això és degut 
a que el rendiment es veu fortament penalitzat al augmentar el nombre de polígons a pintar, 
cosa que tendeixen a fer les aplicacions cada cop més. La penalització en rendiment afecta al 
càlcul dels volums d'ombra, que es calculen en la CPU. Això pot provocar que aquest càlcul sigui 
massa costós en temps i alenteixi tot el sistema gràfic. 
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Finalment, les ombres aconseguides tenen una aparença força primitiva doncs no es pot evitar la 
clara divisió de les zones d'ombra de les il·luminades (soft shadows). Això no es pot arreglar 
tampoc mitjançant l'ús de shaders, doncs aquests no tenen accés al stencil buffer. 
4.2.4.2 Texture-based shadows 
Com a alternativa a les stencil shadows existeixen els algorismes basats en la projecció de 
textures per a realitzar l'ombrejat. Aquests mètodes consisteixen en pintar els objectes que 
projecten ombra en una textura, tal com són vistos des de la posició de cada llum. Per acabar, 
aquesta textura és projectada als receptors de la ombra. 
El principal avantatge d'aquesta tècnica és que l'augment del cost al augmentar la quantitat de 
polígons és substancialment menor ja que no s'han de realitzar càlculs per a cada polígon. La 
major part de la feina per aconseguir textures d'ombra és realitzada per la targeta gràfica. El que 
això significa és que la tècnica permet aprofitar la capacitat del hardware gràfic més modern, 
que cada cop supera més en potencia als processadors tradicionals. Un avantatge addicional és 
la capacitat per a modificar el resultat final mitjançant la utilització de shaders. Això permet, per 
exemple, la creació d’ombres toves (soft shadows) resolent la clara divisió de les zones d'ombra 
produïdes amb les tècniques que fan ús del stencil buffer. 
L'únic desavantatge principal d'utilitzar aquest mètode és que les ombres són representades 
senzillament com una textura amb una resolució fixa. Això pot resultar en marges en forma 
d'escala si la textura queda massa estirada o té una resolució massa baixa. 
 
Figura 4.8: Ombrejat amb textures de molt baixa resolució 
En la Figura 4.8 es pot veure el resultat d'utilitzar ombres basades en textures amb resolucions 
massa reduïdes. Els efectes d'aquests punts dèbils es poden minimitzar amb una correcta 
configuració de la resolució i mitjançant l'ús de filtres. 
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4.2.4.3 Modulative shadows 
Aquesta tècnica de pintat de les ombres consisteix en enfosquir les parts de l'escena queden en 
penombra. Primerament es pinta l'escena de la forma habitual i a continuació es realitza una 
passada per cada llum que enfosqueix les parts que corresponen a les ombres. Finalment es 
pinten els objectes que no es veuen afectats per les ombres. 
Les modulative shadows són un mètode poc realista doncs enfosqueixen totes les zones d'igual 
manera, indistintament de la quantitat i el color de llum que les zones haurien rebut de no estar 
en penombra. Això comporta que en escenes on hi hagi diferents llums el resultat sigui massa 
fosc i  sobrecarregat d'ombres. 
4.2.4.4 Additive Light Masking 
Additive Light Masking és un mètode que consisteix en pintar l'escena varies vegades, cada cop 
representant la contribució d'una de les llums. Cada passada s'afegeix a l'anterior acabant amb 
un resultat on la contribució de totes les llums s'ha acumulat correctament a totes les zones de 
l'escena i on es diferencien les penombres produïdes per cada llum. 
Es tracta doncs d'una tècnica més realista que les modulative shadows, però a canvi d'un cost 
més alt. La raó està en que es necessiten (n_llums + 2) passades per a pintar l'escena. A la Figura 
4.6 es pot veure clarament la diferencia en el resultat obtingut entre aquestes dues tècniques. 
4.2.5 Sistemes de partícules 
Els sistemes de partícules són una tècnica usada per a simular fenòmens de materials borrosos, 
en moviment, etc. Exemples de fenòmens típicament simulats amb aquests sistemes inclouen el 
foc, explosions, fum, neu, aigua en moviment, núvols i altres efectes abstractes com encanteris 
màgics. 
Per a simular fenòmens com el foc o el fum el que es fa servir són les partícules (particles), que 
són objectes normalment molt simples com plans o cubs. Normalment s'utilitzen plans  que es 
mantenen orientats cap a l'observador i textures especialment dissenyades per al efecte que es 
vol simular. Grans conjunt d'aquestes partícules posicionades i animades de la forma correcta 
permeten simular una gran quantitat de fenòmens que podrien ser molt costosos de recrear 
d'altres maneres. 
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Figura 4.9: Simulació d'explosions i foc mitjançant un sistema de partícules 
Per a definir les posicions de les partícules i els seus moviments els sistemes de partícules 
compten amb dos tipus d'elements: els emissors (emiters) i els modificadors (affectors). 
Ogre permet carregar la definició d'un sistema de partícules directament d'un fitxer en un 
format propi semblant al usat per a definir els materials. Com en el cas dels materials, la 
separació d'aquestes propietats del codi de programa facilita la seva edició manual o bé 
mitjançant l'ús d'eines externes especialitzades. A la Figura 4.10 es pot veure un exemple de 
sistema de partícules definit usant aquest llenguatge. 
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Figura 4.10: Exemple del format dels sistemes de partícules 
Emissors (emiters) 
Els emissors determinen l'espai on es creen les partícules. Un emissor pot ser un únic punt, una 
capsa, una esfera, etc. En ells també es defineixen tot un seguit de propietats que controlen el 
nombre de partícules que es creen i les seves propietats inicials. Aquestes propietats inclouen el 
nombre de partícules que es generen per unitat de temps, la direcció inicial de les partícules, la 
seva velocitat, el temps que seran visibles, etc. 
Es important destacar que donat que els efectes que es solen simular amb aquests sistemes 
tenen un alt grau d'aleatorietat la majoria dels paràmetres no es defineixen com un valor fix, 
sinó com un rang de valors. Per a cada partícula es dona aleatòriament un valor que pertany a 
aquest rang. 
// A sparkly purple fountain 
particle_system Examples/PurpleFountain 
{ 
    material Examples/Flare2 
    particle_width 20 
    particle_height 20 
    cull_each false 
    quota 10000 
    billboard_type oriented_self 
 
    // Area emitter 
    emitter Point 
    { 
        angle 15 
        emission_rate 75 
        time_to_live 3 
        direction 0 1 0 
        velocity_min 250 
        velocity_max 300 
        colour_range_start 1 0 0 
        colour_range_end 0 0 1 
    } 
 
    // Gravity 
    affector LinearForce 
    { 
        force_vector 0 -100 0 
        force_application add 
    } 
 
    // Fader 
    affector ColourFader 
    { 
        red -0.25 
        green -0.25 
        blue -0.25 
    } 
} 
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Modificadors (affectors) 
Es tracta d'elements que modifiquen l'estat de les partícules a través del temps. Els exemples 
més comuns són forces lineals (per a simular per exemple efectes de gravetat), modificadors del 
color, modificadors de les dimensions, rodadors, etc. 
4.3 Interfície gràfica MyGUI 
Realitzar una interfície d'usuari atractiva i fàcil d'utilitzar no és una feina trivial. Es per això que 
existeixen diferents complements d'Ogre que en faciliten la seva creació. Un dels més complerts 
és MyGUI, un sistema que permet crear interfícies d'usuari amb els elements més comuns de 
forma fàcil i ràpida. Les seves interfícies estan composades per widgets, que s'estructuren de 
forma jeràrquica a pantalla. 
Un widget és qualsevol element que es mostra per pantalla o n'estructura el seu contingut. A 
més de tindre un conjunt de característiques pròpies, l'estructuració jeràrquica permet que 
algunes d'aquestes característiques com la posició o la visibilitat depenguin dels widgets pare. 
Això permet, per exemple, que un text contingut dins d'una finestra es mogui amb aquesta. 
MyGUI compta amb una amplia diversitat de widgets però també permet a l'usuari crear-ne els 
seus de propis, el que suposa una gran flexibilitat. Aquests són alguns exemples de widgets 
inclosos per defecte: un botó, un camp de text editable, un menú desplegable i una finestra. 
Per a separar la definició de les interfícies del codi de programa MyGUI permet carregar 
aquestes definicions des d'un fitxer de forma similar a com fa Ogre amb la definició de materials 
i sistemes de partícules. En aquest cas, però, s'utilitza un llenguatge XML. A més es compta amb 
un editor que permet editar interfícies de forma visual i salvar-les posteriorment en aquest 
format (veure apartat 4.8.3). En la Figura 4.11 es mostra un exemple del llenguatge usat. 
Figura 4.11: Exemple de format d'interfícies de MyGUI 
<?xml version="1.0" encoding="utf-8"?> 
 
<MyGUI type="Layout"> 
 <Widget type="Window" skin="Window" position="200 202 494 344" Layer="Back"> 
  <Property key="Widget_Caption" value="Example window"/> 
  <Widget type="Button" skin="Button" position="166 125 164 40" 
layer="Back"> 
   <Property key="Widget_Caption" value="Click me!"/> 
  </Widget> 
 </Widget> 
</MyGUI> 
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4.4 Física amb Minimal Ogre Collisions 
Ogre proporciona funcionalitats que permeten calcular si un raig interseca algun objecte (traçat 
de raigs o ray casting) simplificant el càlcul per la intersecció amb la seva caixa envoltant. Per a 
possibilitar el càlcul de la intersecció al nivell de polígon es va crear Minimal Ogre Collisions. Es 
tracta d'un lleuger complement d'Ogre que permet realitzar aquests càlculs aprofitant les 
funcionalitats ja proporcionades per Ogre i expandint-les. 
El càlcul de la intersecció entre un raig i un objecte és molt útil com a sistema per a detectar 
col·lisions, motiu que dona nom a la llibreria. Per altra banda també permet la selecció 
d'objectes amb el cursor de forma molt precisa. 
 
Figura 4.12: Traçat de raigs a nivell de polígon 
4.5 Sistema de xarxa Zoidcom 
Zoidcom és una llibreria de xarxa basada en UDP d'alt nivell que proporciona funcionalitats per a 
la replicació per a la replicació dels objectes de joc (gameobjects) així com la posterior 
sincronització dels seus estats. Tot això es duu a terme a traves de la xarxa amb una gran 
eficiència en l'ús de l'ample de banda. Per a aconseguir-ho s'empaqueta tota la informació en 
cadenes de bits, el que evita enviar informació redundant. Per exemple, els booleans només 
ocupen un bit i els enters són reduïts al nombre de bits estrictament necessari. 
 
Figura 4.13: Logotip de Zoidcom 
L'autor d'aquest sistema és Jörg Rüppel, un estudiant d'informàtica de la universitat de 
Dortmund, Alemanya. En un principi, la llibreria va ser desenvolupada per a la creació d'un 
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videojoc fins que la seva potencia i l'alta flexibilitat de la solució desenvolupada es van fer 
patents i van permetre el naixement de Zoidcom com un projecte independent. En aquest 
moments el sistema s'ofereix amb llicencia gratuïta per a usos no comercials. 
4.5.1 Funcionalitats 
Gran part de la feina que comporta desenvolupar un protocol de xarxa eficient és feta per 
Zoidcom. Per exemple, s'encarrega de decidir quines dades s'envien a cada client, com enviar-les 
de forma eficient i segura, com reaccionar en cas de pèrdua de paquets, etc. A continuació es 
presenta una llista amb les funcionalitats més importants que ofereix aquesta llibreria. 
Senzill i flexible 
 Interfície C++ clara i senzilla. 
 Extensa documentació. 
 Molts programes d'exemple. 
 Manegament de memòria propi. 
Connectivitat 
 Ràpid protocol de xarxa basat en UDP. Poc ample de banda perdut en control. 
 Tot el sistema funciona amb un sol port. 
 Automàtic empaquetament de les dades en paquets de xarxa de la grandària desitjada. 
 Distribució dinàmica i limitació del ample de banda usat. 
Utilitats 
 Interfície no bloquejant. 
 Mesurament acurat del ping. 
 Simulació de demores i de pèrdues de paquets en la xarxa. 
 Transferència d'arxius en segon pla. 
 Descobriment de sessions en xarxa local. 
 Extenses estadístiques de connexió. 
Avançat sistema de replicació d'objectes 
 Delegació de la propietat dels objectes a clients arbitraris. 
 Definició de dependències entre els objectes per definir l'ordre de replicació. 
 Prioritat dels objectes modificable. 
 Rellevància de cada objecte modificable per a cada client. 
 Subscripció d'objectes a diferents grups. 
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Esdeveniments d'objectes 
 Comunicació directa entre l'autoritat i els objectes replicats. 
 Control total per a facilitar la depuració de codi. 
Sincronització automàtica del estat dels objectes replicats 
 Sincronització de tipus natius com booleans, enters, nombres en coma flotant i cadenes 
de caràcters. 
 Interpolació automàtica entre actualitzacions del estat. 
 Possibilitat d'implementar replicadors per a tipus de dades propis. 
 Enviament a través de la xarxa només de les dades que han sigut modificades. 
 Sistema de sincronització entre l'entrada d'usuari i el moviment dels objectes. Predicció 
de posicions mitjançant interpolacions i extrapolacions. 
 Màxim control. Possibilitat per implementar un sistema d'interpolació propi. 
4.5.2 Arquitectura 
Zoidcom està conceptualment dividit en 4 capes diferents, tal i com es mostra a la Figura 4.14 
extreta del Manual de la llibreria. 
 
Figura 4.14: Arquitectura de Zoidcom 
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4.5.2.1 Objecte Zoidcom 
És l'objecte arrel del sistema, el primer en ser creat i l'últim en ser destruït. El seu objectiu 
principal és el de manegar totes les instancies de ZCom_Control, a més d'oferir opcions de 
configuració bàsiques. 
4.5.2.2 Objecte ZCom_Control 
Cada instancia de ZCom_Control representa un node en la xarxa, client o servidor. Aquest 
objecte s'encarrega d'inicialitzar i tancar les connexions, d'enviar les dades a traves de la xarxa, 
de controlar els paràmetres de la connexió i de buscar altres ZCom_Control en les xarxes d'àrea 
local. 
Addicionalment, els ZCom_Control també maneguen els ZCom_Node, encaminant totes les 
actualitzacions rebudes als nodes on estan dirigides i recollint les actualitzacions produïdes als 
nodes locals per a que puguin ser enviades als altres ZCom_Control. 
Un ZCom_Control pot actuar com a servidor i client a la vegada. També és possible tindre 
diferents instancies en un mateix programa, una d'elles actuant de servidor i les altres com a 
client. Una última possibilitat consisteix en diversos servidors efectuant tasques diferents. 
És important mencionar que es tracta d'una classe pensada per a ser heretada, doncs la 
informació sobre els esdeveniments i les funcions que defineixen el comportament específic 
d'un ZCom_Control estan definides com a funcions virtuals pures (pure virtual functions). 
4.5.2.3 Objecte ZCom_Node 
El ZCom_Node és l'objecte que connecta els objectes de joc (gameobjects) amb el sistema 
Zoidcom. Aquesta classe manega la sincronització de la informació dels objectes de joc i controla 
la comunicació entre les instancies del client i del servidor. Cada node ha d'estar registrat a un 
objecte de tipus ZCom_Control. 
Tots els objectes que formin part del joc (com podrien ser un cotxe, una nau, un projectil, un 
interruptor, etc.) han de tenir una instancia de ZCom_Node pròpia. Quan un client connecta amb 
un servidor, tots els nodes rellevants són enviats al client. En aquest client, es cridarà una funció 
de callback per cada un d'aquests objectes. En aquesta funció caldrà crear un objecte del tipus 
especificat. A partir d'aquest punt la sincronització entre l'objecte original del servidor i l'objecte 
clonat en el client es durà a terme de forma automàtica pel ZCom_Node. 
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4.5.2.4 Objecte ZCom_Replicator 
Cada dada d'informació d'un objecte és manegada per una instancia de ZCom_Replicator. 
Existeixen diferents tipus de replicadors per a diferents tipus de dades. Per defecte es compta 
amb replicadors per als tipus de dades bàsics com booleans, enters, nombres en coma flotant i 
cadenes de caràcters, tot i que també es permet la possibilitat d'implementar replicadors propis 
per a tipus de dades més complexes. Cal destacar que els ZCom_Replicators són manegats per 
els ZCom_Node. 
4.5.3 Replicació d'objectes 
Zoidcom està dissenyat per a facilitar la replicació d'objectes en una arquitectura de tipus client 
servidor i la actualització del seu estat com una de les seves funcionalitats bàsiques. Com s'ha 
comentat, aquesta funcionalitat és controlada per les classes ZCom_Control i Zcom_Node. 
En l'escenari general cada objecte està replicat en N clients, on N és el nombre de clients 
interessats en aquell objecte. Al objecte original del servidor se li assigna el rol authority, mentre 
que les copies reben en un principi el rol de proxy. Addicionalment, des del servidor es pot 
promoure una copia a un rol superior anomenat owner. Normalment, les actualitzacions d'estat i 
els missatges són enviats des del authority a tots els proxy i owner. Els owner tenen la possibilitat 
afegida d'enviar actualitzacions al authority. 
 Authority. És el rol que posseeixen els objectes del servidor. Qualsevol actualització 
realitzada en aquest objecte sobreescriu les realitzades pels clients. Les actualitzacions 
rebudes dels owner poden ser o no acceptades. 
 Owner. S'assigna al client del jugador que controla l'objecte. Aquest node pot enviar 
actualitzacions al servidor amb les accions portades a terme per l'usuari o altre 
informació rellevant. 
 Proxy. És el rol que s'assigna a objectes que el jugador ha de veure però sobre els quals 
no en té cap control. Aquests objectes reben totes les actualitzacions del authority. 
Un concepte utilitzat en la replicació d'objectes és el dels Zoidlevels. Tots els objectes estan per 
defecte al Zoidlevel 0, i poden formar part d'altres a petició del authority. Els clients poden 
demanar l'entrada a més d'un Zoidlevel a la vegada, i només podran veure els objectes que 
estiguin en aquests nivells. Aquest sistema serveix per limitar la informació que reben els clients 
ja sigui per estalviar ample de banda o per a impedir que un client vegi informació que no li 
pertoca (per exemple el que fan altres jugadors). 
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Per a sincronitzar els estats dels objectes entre el servidor i el client, Zoidcom permet actualitzar 
els valors de les variables dels clients de forma automàtica i a més ho aconsegueix de forma molt 
eficient. Per aconseguir aprofitar al màxim l'ample de banda usat es defineix un sistema de 
prioritats. Cada tipus d'objectes té una prioritat base i a més cada una de les seves instancies 
posseeix una rellevància diferent per a cada client. Això dona lloc a situacions com "els míssils 
són més prioritaris que els arbres, però per aquest jugador l'arbre és més important perquè està 
molt més a prop". 
Alternativament a les actualitzacions automàtiques també s'ofereix la possibilitat de notificar 
esdeveniments que succeeixen en un objecte. Normalment els esdeveniments són originats en 
el node authority i poden tenir els proxy i els owner com a destí. Alternativament, també es 
poden enviar esdeveniments d'un owner al authority. Aquest sistema facilita l'enviament 
d'informació directe entre els objectes i les seves copies i lliura al programador de la feina de 
recollir i encaminar cada esdeveniment al seu destinatari. Com a avantatge addicional, aquest 
sistema d'esdeveniments també es veu afectat pel sistema de prioritats descrit anteriorment. 
Finalment, existeixen tres formes diferents de dur a terme la replicació d'una classe d'objectes: 
 Unique Replication. Serveix per a replicar objectes del tipus Singleton que són únics per 
a cada ZCom_Control. Han de ser creats abans d'establir la connexió. 
 Dynamic Replication. És el mètode de replicació usat en la majoria dels objectes del 
món. Són creats de forma dinàmica pel servidor i anunciats als clients interessats. Quan 
el node del servidor és destruït, els clients són notificats per a fer el mateix. No pot 
existir cap objecte d'aquest tipus en els clients abans d'establir la connexió. 
 Tag Replication. Permet crear un conjunt d'objectes del mateix tipus amb un 
identificador propi per a cada un d'ells. En aquest mode els objectes poden ser creats en 
el client abans o després d'establir la connexió. 
4.5.4 Moviment del jugador 
En els jocs en els que el jugador controla el moviment d'un personatge o algun objecte 
directament és molt important reduir al mínim el retràs entre els controls de l'usuari i els efectes 
que aquests provoquen. Si per exemple un jugador decideix desplaçar el seu personatge 
endavant en un joc en primera persona, s'espera que aquest ho faci immediatament després de 
polsar la tecla. 
A més d'aquest requeriment bàsic també és molt desitjable que el control sobre el moviment 
final el tingui el servidor. D'aquesta manera s'evita que usuaris amb clients modificats puguin fer 
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trampes, com seria per exemple travessar una paret amb el seu personatge. Finalment, també 
és important que la resta de jugadors vegin com els moviments es duen a terme d'una manera 
progressiva i continuada tot i que la freqüència en que rebin les actualitzacions no sigui elevada. 
Zoidcom proporciona un ZCom_Replicator especial per a resoldre aquesta problemàtica, 
anomenat ZCom_Replicate_Movement. Aquesta classe implementa les següents tècniques: 
 Prediccions en el client. Permeten als jugadors moure els seus personatges sense haver 
d'esperar confirmacions per part del servidor, amagant totalment la demora de la xarxa. 
 Extrapolació de posicions. Es prediu la probable posició d'un jugador tenint en compte 
les últimes actualitzacions rebudes. 
 Interpolació. Es calculen valors entremitjos entre dues actualitzacions per a que el 
moviment dels personatges sigui continu i sense salts. 
 Correcció de moviments. Permet al servidor corregir la posició d'un jugador. 
 Correccions locals. Permet als clients sobreescriure la posició i velocitat dels objectes 
temporalment. Això és necessari per a evitar que els objectes siguin extrapolats a través 
de les parets. 
Per a poder utilitzar les funcionalitats d'aquest replicador cal que l'aplicació compleixi uns 
requisits. Primerament, tots els objectes han de poder actualitzar el seu estat físic de forma 
independent. A més, també han de ser capaços de processar els controls d'usuari sense 
actualitzar el seu estat. 
4.6 Sistema de so FMOD Ex 
FMOD Ex és un sistema de so pensat per a desenvolupadors de videojocs, dissenyadors i 
enginyers de so. Pretén ser un motor de la màxima potencia a la vegada que manté un disseny 
escalable i que redueix l'ús de recursos al mínim. 
 
Figura 4.15: Logotip de FMOD 
Un dels principals avantatges de FMOD Ex és que funciona en una gran varietat de plataformes i 
de hardware. Les plataformes suportades són les següents: Microsoft Windows 32/64 bit, Linux 
32/64 bit, Macintosh OSX, Playstation 2, Playstation Portable, Playstation 3, Microsoft Xbox 360, 
Nintendo Wii, Solaris i Apple iPhone. 
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FMOD és una llibreria que compta amb una llicencia gratuïta per a ús no comercial. Una llicencia 
per a usar la llibreria en un únic producte comercial i en una única plataforma costa 6.000 $, el 
que equival actualment a 4.318 €. Si el producte es publica en diferents plataformes s'haurà 
d'afegir 3.000 $ (2.159 €) per a cada plataforma addicional. 
4.6.1 Funcionalitats 
Un dels objectius principals de FMOD és oferir un sistema de gran potencia i flexibilitat per a 
permetre el seu ús en un gran nombre d'aplicacions diferents. A continuació es presenta una 
llista amb les funcionalitats més importants que ofereix aquesta llibreria. 
General 
 Suport per una amplia gamma de formats de so (22 en total). 
 Suport per una amplia gamma de plataformes. 
 Sistema de canals virtuals que permet escollir els que cal reproduir en cas de  limitacions 
de hardware. La selecció es fa tenint en compte la distancia i la prioritat assignada a 
cada canal. 
 Interfícies per a C, C++, C# i Visual Basic. 
 Sistema per a la reproducció de sons MIDI independent de la plataforma. 
 Sistema de grups de canals per a facilitar-ne la configuració. 
Mixing Engine 
 Mesclat per a qualsevol nombre de canals de sortida. Les opcions estèreo i 5.1 conten 
amb implementació pròpia per a millorar l'eficiència. 
 Sistema DSP (processat digital de senyal) basat en nodes flexible i potent. 
 Sistema de mesclat (mixing) d'alta qualitat. 
3D Sound 
 Diferents mètodes d'atenuació de sons disponibles: logarítmic, lineal o personalitzat. 
 Motor de geometria. Permet enviar la geometria de la escena en forma de malla de 
triangles a FMOD per a calcular les obstruccions i oclusions automàticament. 
 Suport per a múltiples receptors de so, especialment útil en jocs amb multijugador de 
pantalla partida. 
 Posicionament de sons estèreo i multicanal en 3D. 
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4.7 Scripting amb TinyXML 
TinyXML és una llibreria petita i simple que permet interpretar documents escrits en llenguatges 
XML. Està dissenyada per a ser fàcil i ràpida d'aprendre a usar. TinyXML llegeix documents XML a 
partir dels quals en construeix una jerarquia d'objectes (Document Object Model) amb tota la 
seva informació. Aquests objectes poden ser llegits, modificats i guardats a disc. També és 
possible construir una d'aquestes estructures des de zero amb objectes de C++ per a 
posteriorment guardar-la a disc. 
XML, de l'anglès eXtensible Markup Language (llenguatge de marques extensible), és un 
metallenguatge extensible d'etiquetes, desenvolupat pel World Wide Web Consortium (W3C) 
que permet definir la gramàtica de llenguatges específics. Per tant, XML no és realment un 
llenguatge en particular, sinó una manera de definir llenguatges per a diferents necessitats. Es 
pot utilitzar per a bases de dades, editors de text, fulls de càlcul i per moltes altres aplicacions 
diverses. XML és una tecnologia relativament senzilla que té al seu voltant altres que la 
complementen i la fan notablement més extensa, a més de proporcionar-li unes possibilitats 
molt més grans. A l'actualitat té un paper molt important, ja que permet la compatibilitat entre 
sistemes, fent possible la compartició d’informació d'una manera segura, fiable i fàcil. 
La simplicitat de TinyXML comporta algunes limitacions. Per exemple, no permet usar DTD 
(Document Type Definiton) ni XSL (eXstensive Stylesheet Language). En la Figura 4.16 es mostra 
un exemple de document XML que pot ser processat per TinyXML. 
Figura 4.16: Exemple de llenguatge XML interpretat per TinyXML 
4.8 Eines 
Tot i la potencia i flexibilitat del sistema gràfic Ogre es necessiten una sèrie d'eines que 
possibiliten aprofitar totes les seves funcionalitats de la forma més intuïtiva possible. 
<?xml version="1.0" ?> 
<MyApp> 
 <!-- Settings for MyApp --> 
 <Messages> 
  <Welcome>Welcome to MyApp</Welcome> 
  <Farewell>Thank you for using MyApp</Farewell> 
 </Messages> 
 <Windows> 
  <Window name="MainFrame" x="5" y="15" w="400" h="250" /> 
 </Windows> 
 <Connection ip="192.168.0.1" timeout="123.456000" /> 
</MyApp> 
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4.8.1 Exportadors de models 
Com ja hem comentat, Ogre fa servir un sistema propi per a guardar la geometria i les 
característiques dels materials a disc. Per tant, per aconseguir models en aquests formats 
necessitem exportadors que tradueixin el format original del model al que entén el sistema 
gràfic. La majoria d'ells són solucions que s'integren amb els sistemes de modelat 3D permetent 
guardar en aquest format. 
Actualment es disposa d'exportadors per als següents sistemes: 3D Studio Max, Maya, Softimage 
XSI, Blender, Wings 3D, Cinema 4D, DeleD, Gile[s], FSRad, VRML, MilkShape 3D, LightWave, 
TrueSpace, AC3D, RenderMonkey, Google Sketchup i Bioware. 
Com es pot veure, el gran nombre d'exportadors disponibles facilita la compatibilitat amb 
models creats amb gairebé qualsevol format. A la Figura 4.17 es mostra la captura de pantalla 
d'un dels exportadors disponibles per a Softimage XSI. 
 
Figura 4.17: Exportador de models per a Softimage XSI 
4.8.2 Editors de sistemes de partícules 
L'edició dels sistemes de partícules de forma manual pot ser una tasca enrevessada. A més 
d'haver un gran nombre d'opcions de configuració, cal engegar l'aplicació per a veure els canvis 
que provoca cada modificació. Per a agilitzar aquest procés, usuaris de la comunitat d'Ogre han 
desenvolupat eines que permeten crear i editar sistemes de partícules sense haver d'usar cap 
editor de text. A més aquestes solucions permeten visualitzar els canvis realitzats de forma 
immediata. 
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Figura 4.18: Editor de sistemes de partícules 
4.8.3 Editor de la interfície d'usuari 
D'igual manera que succeeix amb els sistemes de partícules, la creació i edició d'interfícies 
d'usuari pot ser una feina molt pesada si no comptem amb cap ajuda. Per això conjuntament 
amb MyGUI es proporciona una eina que permet editar visualment la interfície. D'aquesta forma 
es pot col·locar cada element al seu lloc i definir-ne les seves propietats de forma molt senzilla. 
Com a curiositat es pot destacar que el mateix editor utilitza MyGUI per a pintar els seus propis 
menús, finestres i opcions. 
 
Figura 4.19: Editor d'interfícies d'usuari de MyGUI 
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5. El motor F-Engine 
El motor desenvolupat en aquest projecte rep el nom de F-Engine i, com ja hem comentat en 
apartats anteriors, és un motor per a videojocs multijugador d’estratègia en temps real. La 
creació d’aquest sistema ha plantejat una sèrie de problemes que han requerit decisions de gran 
complexitat tècnica per a resoldre’ls. En aquest apartat s’explica quins han estat aquests reptes i 
es raona sobre el bon funcionament de les solucions utilitzades. 
5.1 Representació del món 
Un dels objectius principals per als escenaris era donar total llibertat al dissenyador 3D per a que 
realitzés la seva tasca sense cap tipus de restriccions. D’aquesta manera es considera un nivell 
com un model 3D arbitrari, és a dir sense cap restricció en la seva forma. Això permet que 
escenaris realitzats amb modeladors de propòsit general puguin ser utilitzats pel motor. 
Per a simplificar els algorismes de cerca de camins òptims es va discretitzar el món en cel·les de 
la grandària d’una unitat. D’aquesta manera el problema de la cerca de camins en un món 
tridimensional es redueix a una cerca en dues dimensions. El que faltava per concretar era com 
s’aconseguiria fer aquesta conversió. 
Primerament es necessitava tenir la altura de totes les cel·les per a poder col·locar correctament 
els models de les unitats i els altres objectes en el client. A més, calia saber quines cel·les eren 
transitables i quines no (el walkability map). Aquesta informació serveix, entre altres, per a 
evitar que les unitats traspassin les parets o es pugin a elles. 
La solució aplicada utilitza el traçat de rajos (raytracing) proporcionat per la llibreria Minimal 
Ogre Col·lisions. Per aconseguir l’altura de qualsevol punt del món només cal traçar un raig des 
d’una posició elevada en direcció al terra. La distancia a que es produeix la col·lisió amb el terra 
ens permet obtenir la alçada del món en aquella posició. La Figura 5.1 il·lustra el funcionament 
d’aquesta tècnica. 
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Figura 5.1: Traçat de rajos en la mesura d’alçades 
Fent servir el mapa d’altures es pot inferir quines cel·les són transitables i quines no. Definim 
com a cel·la transitable aquella en la que la seva superfície no presenta un desnivell superior a 
una constant definida. L’objectiu és que les cel·les en les que part de la seva superfície estigui 
ocupada per una paret no siguin transitables mentre que es permeti el transit per cel·les en les 
que hi hagin escales o tinguin un desnivell reduït. 
 
Figura 5.2: Càlcul de les cel·les transitables 
Com que aquest càlcul és costós i necessita de la informació dels models 3D no disponible en el 
servidor, es va decidir calcular-la un sol cop i guardar-la a disc. D’aquesta manera es crea un 
mapa d’altures (en forma de taula de dues dimensions) que pot ser usat tant pel servidor com 
pel client. 
La resolució d’aquest mapa és del doble que el de les cel·les en les que es divideix el món com es 
mostra a la Figura 5.3. Aquesta resolució resulta adequada perquè compleix els requisits 
següents: 
 S’aconsegueix l’altura del punt central de les cel·les. Això permet que les unitats que 
estan quietes (i per tant, centrades en una cel·la) puguin ser situades exactament a la 
posició correcta. 
      
      
      
Cel·la transitable   
  Cel·la no transitable 
 
Paret o elevació 
del terreny 
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 S’obtenen diferents mesures en els límits de la cel·la, incloent-ne els vèrtexs. D’aquesta 
manera es pot detectar si hi ha forts desnivells d’un costat a l’altre de la cel·la, necessari 
per a saber si una cel·la és transitable o no. 
 
Figura 5.3: Resolució del mapa d’alçada 
El cost de construir el mapa d’altures d’aquesta resolució és elevat. En un mapa quadrat de 
500x500 cel·les caldrà traçar un total de (2x500) x (2x500) = 1.000.000 rajos. El càlcul de les 
interseccions de tots aquests rajos tarda entre 2 i 3 minuts en una màquina actual, tot i que varia 
depenent del nombre de polígons total de l’escenari. Això va condicionar la decisió de 
desenvolupar una petita eina especialment pensada per a dur a terme aquesta tasca i desar 
posteriorment els resultats a disc. D’aquesta manera s’aconsegueix amagar totalment el cost de 
l’algorisme a l’usuari final doncs només caldrà executar-lo en acabar el disseny d’un nou nivell. 
Una última decisió que es va prendre es que aquesta eina carregués el model de l’escenari junt 
amb els edificis definits en el nivell. D’aquesta manera no cal fer un tractament especial per a 
evitar que les unitats o els projectils traspassin aquestes estructures. 
Finalment cal mencionar que es va valorar l’ús de tècniques menys costoses que el traçat de 
rajos per a calcular el mapa d’altures. Una d’elles consistia en realitzar el pintat de l’escena amb 
una càmera ortogonal situada a sobre del món enfocant cap baix. El mapa d’altures equivaldria 
en aquestes condicions al buffer de profunditat. Aquesta solució es va descartar, però, per la 
dificultat a accedir a aquest buffer des del motor gràfic usat i perquè s’obtindria un resultat amb 
menys precisió ja que aquesta dependria del hardware gràfic disponible. 
5.2 Cerca de camins òptims 
Un dels problemes d’intel·ligència artificial més comuns en els videojocs és el de cerca de camins 
mínims per a moure les unitats. Aquest problema és present no tant sols en els jocs d’estratègia 
en temps real sinó també en jocs de gèneres molt diferents com els jocs d’acció en primera 
persona (First Person Shooters). 
   
    
  
  
  Cel·la 
Punt de mesura 
de l’alçada 
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Donada la seva importància es va decidir realitzar una solució pròpia d’aquest problema com un 
exercici per a posar a prova els coneixements en aquesta matèria. El benefici addicional és una 
implementació optimitzada per l’ús que en fa el motor F-Engine. 
5.2.1 Plantejament del problema 
 
Figura 5.4: Exemple de cerca del camí òptim 
El primer que es va fer va ser definir el problema com una cerca en un espai d’estats. 
 Conjunt d’estats: El conjunt de posicions del mapa. 
 Estat inicial: La posició origen en que es troba la unitat. 
 Estat final: La posició destí on s’ha de moure la unitat. 
 Operadors de canvi: Moure a la cel·la adjacent 
o Condicions: La cel·la adjacent és transitable. 
o Transformació: Es canvia la posició per l’adjacent. 
o Cost: Els moviments en creu tenen un cost unitari i els moviments en diagonal 
tenen un cost de √  . 
 Tipus de solució requerida: Camí amb el mínim cost. 
5.2.2 Algorisme A* 
L’algorisme escollit per a solucionar el problema és el A* (A-estrella o A-star). Es tracta d’un 
algorisme de cerca heurística doncs utilitza una estimació del cost de la solució per a guiar la 
cerca. L’ús d’aquest tipus d’algorismes ens permet solucionar problemes de forma molt més 
eficient que els algorismes de cerca a cegues. L’algorisme A* utilitza una funció de valuació per 
estimar el cost de la solució final que consta de dos components. 
 El cost mínim per anar des de l’estat inicial fins a l’estat actual. L’anomenem g’(n). 
 El cost mínim estimat per anar des de l’estat actual fins a una solució. L’anomenem h’(n). 
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La funció de valuació que guia la cerca és f’(n) = g’(n) + h’(n). La preferència és sempre per al 
node amb menor f’ i en cas d’empat pel node amb menor h’. 
Una de les raons per les que es va escollir aquest algorisme és que permet obtenir el camí mínim 
per arribar a l’estat final. Concretament està demostrat que si h’(n) és sempre menor o igual que 
el cost real h(n), s’aconseguirà trobar aquest camí òptim. 
El component heurístic h’(n) utilitzat en el cas de la cerca de camins mínims és la distancia de la 
línia recta que uneix la cel·la amb l’objectiu. Com que aquesta distancia sempre és menor a la 
que s’ha de recórrer tenint en compte els obstacles podem afirmar que els camins obtinguts 
sempre són els més curts possibles. 
A la Figura 5.5 es mostra el pseudocodi de l’algorisme A*. Cal tenir en compte que estats_oberts 
és una llista de prioritats que utilitza la funció de valuació explicada anteriorment per a ordenar 
els seus elements. 
Figura 5.5: Pseudocodi de l’algorisme A* 
5.2.3 Moviments de grup 
El moviment conjunt d’un grup d’unitats planteja nous problemes que cal resoldre. Si 
ordenéssim a varies unitats moure’s a la mateixa posició aquestes intentarien ocupar totes la 
mateixa cel·la. El resultat seria que la primera unitat en arribar ocuparia aquesta cel·la i la resta 
d’unitats quedarien parades, doncs l’algorisme de cerca de camins no podria trobar cap solució 
donat que aquestes no existirien. 
La solució a aquest problema és enviar a cada unitat a posicions properes però diferents. A més, 
per a evitar bloquejar el pas de les unitats es decideix usar un posicionament en forma de reixa. 
D’aquesta manera es permet que altres unitats passin a traves del grup a la vegada que és 
maximitza l’ús de l’espai, doncs s’ocupa un 50% de les cel·les. A la Figura 5.6 s’il·lustra el 
funcionament d’aquest sistema. 
estats_oberts.inserta( estat_inicial ) 
actual = estats_oberts.primer() 
mentres no final( actual ) ^ no estats_oberts.buida() fer 
 estats_oberts.eliminar_primer() 
 estats_tancats.inserta( actual ) 
 fills = generar_successors( actual ) 
 fills = tractar_repetits( fills, estats_tancats, estats_oberts ) 
 estats_oberts.inserta( fills ) 
fimentres 
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Figura 5.6: Posicionament de grups d’unitats 
Al col·locar les unitats no només s’ha de tindre en compte les cel·les no transitables sinó que 
s’han d’evitar també les posicions en que ja hi ha unitats aturades. 
5.2.4 Recol·locació 
Tot i usar el sistema de posicionament explicat anteriorment és possible que abans que una 
unitat arribi al seu destí aquest sigui ocupat per una altra unitat per diferents circumstancies. 
Aquests casos inclouen el moviment d’unitats enemigues o ordres explicites de l’usuari. En 
aquest cas es buscarà una nova posició per a la unitat, respectant sempre la formació en forma 
de reixa inicial. 
5.3 Comportament de les unitats 
En aquest apartat es comenta el funcionament dels diferents sistemes que permeten que les 
unitats decideixin el comportament que han de tenir en cada moment. Començarem per 
analitzar els diferents estats en que es pot trobar una unitat i com es realitzen les transicions 
entre ells. Posteriorment, comentarem els diferents problemes que cal resoldre per a decidir 
quan cal realitzar aquestes transicions. 
5.3.1 Diagrama d’estats 
Quan una unitat és creada aquesta es troba inicialment en l’estat Idle. Aquest es un estat de 
repòs en que la unitat es manté quieta sense realitzar cap acció en concret. Una característica a 
destacar de l’estat Idle és que partint d’ell es pot accedir a la resta d’estats servint així de 
connexió entre ells. L’objectiu és que la resta d’estats efectuïn la unitat mínima d’acció que els 
correspongui i retornin immediatament a l’estat Idle. Un cop es torni a aquest estat es decidirà si 
és necessari continuar realitzant la mateixa acció, o si pel contrari se’n escull una de nova o es 
manté la unitat en repòs. Aquest disseny permet centralitzar el codi que decideix quina acció 
s’ha de dur a terme en un sol estat. 
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A la Figura 5.7 es mostra el diagrama que inclou tots els estats que defineixen el comportament 
de les unitats del motor F-Engine. 
Idle
Dead
Walk Attack
Possess Building
vida = 0
vida = 0
vida = 0
 
Figura 5.7: Diagrama d’estats del comportament de les unitats 
L’estat de Walk representa l’acció en que una unitat es desplaça pel mapa. La duració d’aquest 
estat correspon únicament al desplaçament d’una sola cel·la, tornant a l’estat d’Idle en acabar. 
Els atacs a unitats enemigues es duen a terme en l’estat Attack. Aquest estat té una duració que 
es defineix segons el tipus d’unitat durant la qual es reprodueix l’animació d’atac en el client. Es 
defineix un temps mínim que s’ha de complir entre dues entrades a aquest estat, el que defineix 
la velocitat d’atac de la unitat. 
La ultima acció que pot realitzar una unitat és la de conquistar un edifici, que correspon a l’estat 
Possess Building. Aquest estat té la particularitat que no retorna a Idle, doncs un cop 
aconseguida la possessió de l’edifici la unitat és sacrificada. La duració d’aquest estat és bastant 
prolongada per a permetre que el jugador que actualment controla l’edifici pugui eliminar-la 
abans que acabi l‘acció. 
Des de qualsevol estat es canviarà a l’estat de Dead si la vida de la unitat es redueix a zero. Això 
representarà la mort d’aquesta unitat, que ja no podrà realitzar cap acció. Aquest estat es 
mantindrà un cert temps en el que es reproduirà l’animació de mort en el client i la posterior 
desaparició del cadàver. Un cop passat aquest període de temps l’objecte de xarxa serà destruït. 
5.3.2 Visió 
En els jocs d’estratègia el coneixement del que estan realitzant els adversaris és un gran 
avantatge. Interessa recrear la situació en que un jugador només coneix la situació de les seves 
unitats i el que aquestes són capaces de veure. D’aquesta manera es desitja denotar quines 
parts del mapa són les que estan sent observades per les unitats d’un jugador. Evidentment, tot 
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el que succeeixi fora d’aquestes cel·les no serà mostrat al jugador, ja que estarà fora del seu 
camp de visió. 
 
Figura 5.8: Visió limitada del jugador 
La visió que aporta una unitat ve definida per totes aquelles cel·les que estan a menys de certa 
distancia de la posició de la unitat i que a més poden ser vistes des d’aquesta. Dit d’una altre 
manera, no es permetrà que una unitat pugui veure el que hi ha darrera d’una paret, donat que 
la línia de visió entre la unitat i la cel·la interseca aquesta paret. El mètode encarregat de decidir 
si una cel·la és o no visible utilitza també el mapa d’altures per a poder realitzar aquesta tasca de 
forma eficient. 
Cal tenir en compte que la línia de visió no equival a comprovar si les cel·les entre les dues 
unitats són transitables. Concretament, pot haver una o més cel·les que no siguin transitables 
per una depressió en el terreny, el que no obstaculitzaria la visió. Aquest cas es pot observar en 
l’exemple de la Figura 5.9. 
 
Figura 5.9: Visió d’una unitat 
Per a calcular el camp de visió del jugador el primer pas consisteix en obtenir la visió que 
correspon a cada una de les seves unitats. Aquesta visió només haurà de ser actualitzada quan la 
unitat canviï de posició, de manera que s’aprofiten els recursos de càlcul adequadament. 
Finalment només caldrà fer una unió del que veuen totes les unitats d’un mateix bàndol per 
aconseguir la visió global d’aquest jugador. 
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5.3.3 Projectils 
A diferencia del que succeeix en altres jocs d’estratègia en temps real, F-Engine no tracta els 
atacs com a simples esdeveniments en que una unitat treu vida a una altre d’enemiga. 
Per contra, quan una unitat decideix realitzar un atac a distancia es crea un objecte totalment 
independent d’aquesta, el projectil, el qual és representat en la xarxa mitjançant la classe 
Projectile. La unitat crea el projectil en la direcció en la que es troba el seu objectiu amb un cert 
marge d’error. Aquest error serà major o menor segons tipus d’unitat i s’inclou en el càlcul per a 
donar un major realisme a l’acció. 
El projectil avançarà en la direcció i velocitat en que s’ha originat fins a col·lidir amb una unitat o 
amb el terreny. En el cas de col·lidir amb una unitat, aquesta pot o no ser a la que anava 
destinada. Això crea situacions en les que un jugador prou hàbil pot esquivar evadir els impactes 
dels projectils enemics movent les seves unitats amb velocitat. 
 
Figura 5.10: Exemple d’evasió d’un projectil 
Per a aconseguir un moviment uniforme dels projectils aquests es mouen pel món sense tindre 
en compte les divisions en cel·les existents. Les col·lisions amb les unitats es detecten assignant 
a les unitats el volum d’un cilindre envoltant. Quan un projectil entri dins d’aquest cilindre es 
produirà una col·lisió. Addicionalment, les col·lisions amb el terreny es detectaran fent ús altre 
cop del mapa d’alçades. 
Cal notar que per a representar dispars instantanis com els produïts per una pistola només farà 
falta assignar una velocitat de moviment elevada al projectil, de manera que la col·lisió es 
detectarà en la primera actualització de la posició. 
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5.3.4 Línia de dispar 
En el càlcul de la visió d’una unitat no es té en compte la posició d’altres unitats que puguin 
obstaculitzar aquesta visió. En contraposició si caldrà distingir aquest cas a l’hora de realitzar un 
atac a distancia. Això és degut a que si alguna unitat estigués posicionada en la línia de dispar 
seria aquesta i no l’objectiu la que probablement rebria l’impacte del projectil. 
 
Figura 5.11: Línia de dispar d’una unitat 
En cas que una unitat no tingui línia de visió amb el seu objectiu aquesta intentarà moure’s 
automàticament a una posició on sí sigui possible realitzar l’atac. Concretament, aquest 
moviment tindrà com a destí la posició on es troba la unitat enemiga i acabarà quan s’arribi a 
una posició de dispar correcta. 
5.4 Visualització de moviments 
Les fluctuacions de les demores de la xarxa compliquen la representació dels moviments de les 
unitats per part del client. Per a cada moviment unitari que realitza una unitat es crea un 
esdeveniment en l’objecte de xarxa que reben tots els clients. El problema resideix en que tot i 
que Zoidcom garanteix que els esdeveniments es rebin en l’ordre que s’han creat, és possible 
que les demores en la xarxa facin que el temps que transcorre en el servidor entre aquests 
esdeveniments no sigui el mateix que el que transcorre en el client. 
Això comporta que es pot rebre un esdeveniment de moviment abans que s’hagi acabat de 
realitzar el moviment anterior. Una altra situació problemàtica és en la que queda un espai de 
temps entre dos moviments que haurien de ser seguits. Tot això provoca que la unitat es mogui 
de forma erràtica, amb parades i petits salts en la seva posició. 
El primer pas per a solucionar aquests problemes és crear una cua FIFO (First In First Out) de 
moviments pendents en el client. D’aquesta manera si es rep un moviment abans que finalitzi 
l’actual l’únic que cal fer és afegir-lo a la cua, evitant així que la unitat faci un salt a la nova 
posició. 
Tot i això si es produeix una demora momentània en la xarxa, la cua FIFO fa que aquest retràs 
s’arrossegui en els moviments consecutius fins que la unitat s’aturi. Per a solucionar aquest 
Unitat pròpia 
 
Unitat enemiga 
sense línia de dispar 
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problema és decideix accelerar la velocitat en que la unitat es mou en el client quan la cua de 
moviments té masses elements i es porta, per tant, un retràs significatiu respecte del servidor. 
Finalment cal evitar situacions en que una unitat en moviment s’atura un breu període de temps 
abans de rebre un nou moviment. Amb aquest objectiu es decideix alentir la velocitat de la 
unitat quan s’està realitzant la part final de l’últim moviment en la cua. D’aquesta manera 
s’incrementen les possibilitats de rebre un nou moviment just abans que la unitat s’aturi. 
De no utilitzar aquesta última millora el resultat es que en molts casos s’atura l’animació de 
caminar de la unitat per tornar-la a començar des de la posició inicial en molt poc espaï de 
temps. Això resulta en molestos salts en els moviments de la unitat. 
 
Figura 5.12: Diagrama de xarxa dels moviments d’una unitat 
En la Figura 5.12 es mostra un diagrama de xarxa que il·lustra una situació on es produeix un 
petit retràs en la xarxa mentre una unitat està efectuant un seguit de moviments. En aquest 
escenari es mostra el comportament d’un client simple que implementa una cua FIFO i un altre 
que a més inclou les correccions de velocitat. S’aprecia com el client que inclou les correccions 
de velocitat és capaç de recuperar un estat més pròxim al del servidor mentre que l’altre 
arrastra el retràs fins al final. 
Finalment, les modificacions de velocitat concretes que s’han implementat en F-Engine poden 
veure’s a la Figura 5.13. Es pot apreciar com s’intenta mantenir el nombre de moviments en la 
cua entre 0,5 i 1,5. Cal mencionar també que com a regla general, el multiplicador equival al 
nombre de moviments en la cua sempre que aquest sigui superior a 2. 
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Figura 5.13: Multiplicador de velocitat dels moviments 
5.5 Shaders d’ombrejat 
És important permetre a l’usuari conèixer en tot moment quina és la seva àrea de visió. Com 
s’ha explicat anteriorment, aquesta correspon a la zona del mapa on el jugador és capaç de 
veure les unitats y les accions que hi succeeixen. 
El mètode utilitzat habitualment en els jocs d’estratègia en temps real consisteix en enfosquir les 
zones que queden fora d’aquesta àrea de visió. Per a realitzar aquesta funcionalitat en F-Engine 
es va decidir implementar un shader. Per a mantenir la compatibilitat que ofereix Ogre amb les 
diferents API de pintat es va realitzar aquesta tasca usant dos llenguatges diferents: GLSL per a 
OpenGL i HLSL per a DirectX. 
A la Figura 5.14 es mostren dos imatges on s’aprecia l’efecte dels shaders implementats. S’hi pot 
veure també com les parets bloquegen la visió de la unitat com s’ha descrit en apartats 
anteriors. Les imatges corresponen a Hell Commander, joc que utilitza el motor F-Engine i que 
comentarem en profunditat posteriorment. 
    
Figura 5.14: Exemple d’ús del shader d’ombrejat de la visió 
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El funcionament del shader és el següent. Per a començar necessitem un sistema per a codificar 
quines cel·les del mapa són visibles per el jugador i quines no. Això ho aconseguim mitjançant 
l’ús d’una textura dinàmica on cada píxel representa una posició del mapa. Per a reduir l’espai 
en memòria que aquesta textura ocupa s’utilitza exclusivament un canal alpha de 8 bits. La 
construcció i actualització d’aquesta textura es du a terme en la classe FogTexture del motor. 
Un cop construïda aquesta textura, l’objectiu del shader consisteix en ombrejar els fragments de 
pantalla segons la codificació usada en aquesta textura. El primer pas consistirà en aconseguir la 
posició en coordenades de món de cada vèrtex que s’envia a pintat. Això es realitza en el vertex 
shader multiplicant les coordenades del vèrtex per la matriu worldMatrix proporcionada per 
Ogre. 
Les coordenades de món dels vèrtexs arriben interpolades al fragment shader de manera que 
s’obtenen les coordenades de món de cada fragment pintat a pantalla. Aquestes coordenades 
són usades per a calcular la cel·la del mapa a la que pertany el fragment. A continuació es 
consulta el color de la textura d’ombrejat en la posició que correspon a la cel·la. Finalment, 
s’utilitza aquest valor per a determinar el color final assignat al fragment, que serà enfosquit de 
trobar-se fora del camp de visió del jugador. 
A la Figura 5.15 i la Figura 5.16 es mostra el codi del vertex shader i del fragment shader usats. 
S’ha preferit mostrar la implementació en GLSL per la seva millor claredat. A més s’han obviat 
alguns càlculs realitzats per a representar la llum difusa i ambient, ja que equivalen als de la 
funció fixa de pintat. 
Figura 5.15: Vertex Shader d’ombrejat en GLSL 
uniform mat4 worldMatrix; 
varying vec2 pos; 
 
void main() 
{ 
 ... Calcul de NdotL, diffuse, globalAmbient i ambient ... 
 
 gl_FrontColor =  NdotL * diffuse + globalAmbient + ambient; 
 
 pos = (worldMatrix * gl_Vertex).xz; 
 
 gl_TexCoord[0] = gl_MultiTexCoord0; 
 gl_Position = gl_ModelViewProjectionMatrix * gl_Vertex; 
} 
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Figura 5.16: Fragment Shader d’ombrejat en GLSL 
5.6 Sistema de so 
El motor F-Engine proporciona un sistema de so amb posicionament 3D. El que això significa és 
que la posició en que es produeix un so respecte a la posició que ocupa el jugador afecta el que 
l’usuari escolta. Per exemple, si es disposa d’un sistema de so 5.1 es pot apreciar clarament de 
quina direcció procedeix cada un dels sons. Addicionalment també s’utilitzen tècniques que fan 
que els sons més llunyans s’escoltin més dèbils que els que succeeixen a prop del usuari. 
L’objectiu final és aconseguir submergir el jugador al màxim en el món virtual creat pel videojoc. 
Per aconseguir el posicionament 3D cal informar a la llibreria de so sobre la posició en que es 
troba la càmera en tot moment així com de la posició de tots els sons que s’estan reproduint. 
Per a facilitar aquesta tasca es va implementar un sistema que permet enganxar un so a un dels 
nodes d’Ogre de manera que el so es mou amb aquest node. Aquest sistema simplifica 
enormement la feina d’actualització de les posicions, fent ús del sistema ja disponible en Ogre. 
Arribant a un nivell d’abstracció més alt també es va implementar una classe (EntitySounds) que 
permet reproduir els diferents sons creats per una mateixa entitat (una unitat, un projectil, etc.). 
Aquest sons tindran la particularitat que s’enganxaran tots al mateix node i es mouran a la  
vegada. A més és vol implementar un sistema que permeti disposar de diferents variants d’un 
mateix so de manera que es redueixi la monotonia d’aquests. 
Aquesta última funcionalitat s’aconsegueix amb l’ajuda d’un altre classe anomenada 
SoundTypes. Aquesta classe s’encarrega de mantenir una llista de possibles sons per a 
cadascuna de les accions que la entitat pot realitzar. Exemples d’aquestes accions seria la 
col·lisió d’un projectil o la mort d’una unitat. 
Com a curiositat, destaquem es va haver de desactivar el sistema que simula l’efecte Doppler 
proporcionat per la llibreria de so. La raó d’això es que mentre es mou la càmera la distancia 
uniform sampler2D mainTexture; 
uniform sampler2D fogTexture; 
varying vec2 pos; 
 
void main() 
{ 
 float val = texture2D(fogTexture, pos / (50*128)).a; 
 vec4 fogColor = val * vec4(0.2, 0.2, 0.2, 0.0); 
 vec4 textureColor = texture2D(mainTexture, gl_TexCoord[0].st); 
 gl_FragColor = gl_Color * textureColor - fogColor; 
} 
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amb els sons varia molt ràpidament. La conseqüència és que els sons passaven a escoltar-se 
molt aguts o molt greus mentre es produïa aquest moviment, el que resultava molt molest.  
5.7 Scripting 
Per a la configuració de moltes característiques del motor s’utilitza un llenguatge de scripting en 
llenguatges XML. Per a interpretar aquests fitxers s’utilitza la llibreria TinyXML ja comentada en 
l’apartat de tecnologia. 
L’ús d’aquest llenguatge de scripting permet independitzar la feina de configuració de molts dels 
valors de joc del codi de programa. D’aquesta manera es poden crear nous nivells, modificar les 
propietats d’un tipus d’unitats o canviar-ne els sons sense haver de modificar el codi del joc. 
5.7.1 Tipus d’unitats 
La definició dels tipus d’unitats és un dels punts crítics a l’hora de crear un joc divertit i amb una 
gran jugabilitat. Aquí és on es defineixen tots els personatges que podran crear els jugadors i la 
totalitat de propietats que aquests tindran. Entre la multitud de camps que es poden definir, 
destaquem els que defineixen la vida, el cost, la velocitat de moviment i totes les 
característiques de l’atac de la unitat. 
Aconseguir un joc ben equilibrat on totes les unitats tinguin la seva utilitat o especialitat no és 
una feina trivial. Per això resulta d’especial importància que aquesta  tasca pugui ser realitzada 
d’una forma fàcil i independent del codi. La persona encarregada de dur-la a terme haurà de 
provar el joc extensament i és possible que no tingui amplis coneixements de programació. 
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Figura 5.17: Definició dels tipus d’unitats 
La definició dels tipus d’unitats és llegida únicament en el servidor, doncs els clients no hauran 
de poder modificar cap d’aquests valors. A la Figura 5.17 es mostra un exemple del llenguatge 
que utilitza F-Engine per a definir les propietats de les unitats. 
5.7.2 Sons 
A l’hora de definir els sons que produeix cada tipus d’unitats es desitja poder definir més d’una 
variant per a cada tipus d’acció. Al realitzar una acció el sistema triarà aleatòriament un so entre 
tots els disponibles, de manera que redueix la monotonia de reproduir sempre el mateix so al 
realitzar un tipus d’acció. 
Els sons es defineixen en dos arxius diferents: un serveix per a la definició dels sons de les unitats 
i un altre per als sons dels projectils. El format dels dos arxius és molt semblant. 
Els fitxers on es defineixen els sons són llegits únicament pel client, doncs el sistema de so és 
totalment transparent per al servidor. A la Figura 5.18 es mostra un exemple del llenguatge que 
utilitza F-Engine per definir els sons que cal reproduir en cada situació. 
<?xml version="1.0" ?> 
 
<UnitTypes> 
  
 <!-- MANCUBUS --> 
 <UnitType 
  typeNum="4" 
  movementSpeed="0.020" 
  maxHealth="1200" 
  walkCD="75" 
  cost="250" 
  buildTime="1400" 
 
  height="60" 
  radius="25" 
 
  rangedAttack="true" 
  rangedDmg="77" 
  rangedCD="300" 
  rangedAttackTime="50" 
  rangedPrecision="0.001" 
  rangedProjectileSpeed="6.0" 
  rangedProjectileModel="3" 
  rangedConsecutiveAttacks="2" 
  rangedConsecutiveAttacksTime="75" 
 > 
  <needsBuilding> 
   <building type="2"/> 
  </needsBuilding> 
  <needsBuildingTime> 
   <building type="3" time="150"/> 
  </needsBuildingTime> 
 </UnitType> 
 
</UnitTypes> 
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Figura 5.18: Definició de sons de les unitats 
5.7.3 Nivells 
Per a definir un nivell el primer que cal especificar és per a quants jugadors és i quina és la 
posició en la que surt cadascun d’ells. Tot seguit caldrà definir els edificis i les unitats neutrals 
controlades per la màquina que hi haurà en el nivell al començar la partida. Finalment es 
definiran els complements a mode de decoració que formaran part de l’escenari. 
Figura 5.19: Definició de nivells 
<?xml version="1.0" ?> 
 
<UnitTypes> 
 <!-- IMP --> 
 <UnitType typeNum="2"> 
  <melee> 
   <sound file="dsclaw.wav"/> 
  </melee> 
  <pain> 
   <sound file="dspopain.wav"/> 
  </pain> 
  <die> 
   <sound file="dsbgdth1.wav"/> 
   <sound file="dsbgdth2.wav"/> 
  </die> 
  <alert> 
   <sound file="dsbgsit1.wav"/> 
   <sound file="dsbgsit2.wav"/> 
  </alert> 
  <action> 
   <sound file="dsbgact.wav"/> 
  </action> 
 </UnitType> 
</UnitTypes> 
<?xml version="1.0" ?> 
 
<map> 
 <players> 
  <player x="22" y="7"/> 
  <player x="57" y="63"/> 
 </players> 
 
 <buildings> 
  <building x="8" y="19" angle="-67" type="1"/> 
  <building x="8" y="23" angle="-67" type="0"/> 
 </buildings> 
 
 <units> 
  <unit x="9" y="19" type="6"/> 
  <unit x="10" y="21" type="6"/> 
  <unit x="10" y="23" type="6"/> 
 </units> 
 
 <complements> 
  <complement x="22" y="7" type="4" angle="0"/> 
  <complement x="21" y="7" type="5" angle="0"/> 
  <complement x="20" y="7" type="6" angle="0"/> 
 </complements> 
</map> 
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La definició dels nivells serà usada únicament pel servidor, que crearà i configurarà tots els 
objectes adequadament al començar una nova partida. A la Figura 5.19 es mostra un exemple 
del llenguatge utilitzat per a definir els diferents objectes i propietats d’un nivell. 
5.8 Seguretat 
Durant el disseny de F-Engine s’ha tingut en compte en tot moment la seguretat del sistema com 
un requisit de gran importància. En els jocs multijugador de tots els gèneres és habitual que 
alguns jugadors malintencionats intentin guanyar avantatge sobre el contrincant mitjançant l’ús 
d’eines externes o de clients modificats. És per tant de vital importància construir el motor de 
manera que possibles modificacions en el codi del client no permetin al jugador modificar les 
regles del joc. 
La manera d’assolir aquest objectiu és limitant el client a la única tasca d’enviar al servidor les 
accions que du a terme l’usuari. Totes la informació necessària per a dur a terme aquestes 
accions serà calculada en el servidor, de manera que no es podrà modificar el comportament pel 
jugador. Addicionalment és validarà tota la informació rebuda del client per a comprovar que 
aquesta és correcta. A continuació es comenten alguns escenaris en que s’ha aplicat aquest 
criteri a mode d’exemple. 
 Moviment d’un grup d’unitats. El client calcula únicament la cel·la destí de cada unitat i 
ho envia al servidor. El servidor és l’encarregat de calcular el camí òptim i decidir la 
velocitat de moviment depenent del tipus d’unitat que es tracti en cada cas. Això 
garanteix que les unitats es mouen a la velocitat adequada i que el camí no travessa cap 
cel·la intransitable. 
 Construcció d’una unitat. El client envia el tipus d’unitat que es vol construir. El servidor 
comprova que el jugador pot construir aquesta unitat i que disposa de suficients 
recursos. De ser tot correcte s’afegeix la unitat a la cua de producció del jugador. 
 Projectils. Els projectils són creats pel servidor, el qual configura la seva direcció i 
velocitat. La detecció de col·lisions es realitza en el servidor, així com la quantitat de vida 
que s’ha de sostreure a les unitats. El client es limita a mostrar el moviment del projectil 
i la seva explosió quan aquesta es produeix. 
 Possessió d’un edifici. El client envia al servidor l’ordre de posseir l’edifici per una unitat. 
El servidor s’encarrega de moure la unitat posseïdora fins a l’edifici i, d’aconseguir 
aquesta arribar-hi, el temps que tarda en guanyar-ne control. Un cop finalitzada la 
possessió, el servidor és també l’encarregat de canviar el propietari de l’edifici. Per la 
El motor F-Engine  Estudi i disseny d'un motor de videojoc 
 
101 
seva banda, el client es limita a mostrar tots els esdeveniments que succeeixen en el 
procés. 
5.9 Possibles millores 
La creació d’un motor de joc versàtil, fàcil d’utilitzar i amb un gran nombre de funcionalitats és 
una tasca de gran complexitat. En aquest projecte s’ha desenvolupat un motor que incorpora les 
funcionalitats bàsiques necessàries per a crear un joc d’estratègia en temps real. Durant el 
procés de desenvolupament s’han identificat, però, diferents millores que es podrien afegir i que 
aportarien encara més funcionalitats i versatilitat al motor. Algunes d’elles s’han incorporat a F-
Engine, mentre que altres han hagut de deixar-se com a possibles millores degut a que suposen 
una carrega de treball que està fora dels àmbits d’aquest projecte. 
5.9.1 Construcció d’edificis 
Els edificis de F-Engine són tractats com estructures que estan des d’un principi en el nivell i que 
són impossibles de destruir. En molts jocs d’estratègia en temps real els edificis es poden 
construir pels jugadors i poden ser atacats i destruïts pels adversaris. 
Per a suportar aquest tipus d’edificis caldria crear un nou objecte de xarxa. A més, caldria 
implementar un sistema que permetés actualitzar el mapa d’altures del nivell al crear o destruir 
aquestes estructures. Per a realitzar aquesta tasca es podria crear un petit mapa d’alçades de 
cada edifici amb el qual s’actualitzarien les posicions ocupades amb els nous valors. 
5.9.2 Optimització de la cerca de camins 
La majoria dels recursos usats pel servidor es gasten en l’execució de l’algorisme de cerca de 
camins. Mentre que en escenaris de grandària limitada no s’observen problemes de rendiment, 
el cost podria augmentar bastant al usar nivells dissenyats per a més jugadors. Aquesta 
optimització guanya encara més importància si pensem en crear màquines de servidor 
dedicades a la execució de partides, on es desitjaria que cada màquina pugui controlar el màxim 
de partides possibles per a estalviar costos. 
Una de les maneres de millorar l’eficiència en la cerca de camins consisteix en utilitzar un 
algorisme de cerca en dos nivells. Es tracta de crear un nou nivell de discretització de l’escenari 
en cel·les més grans, de manera que les cerques es realitzarien en ell de forma molt més ràpida 
degut al seu reduït nombre de divisions. Cal notar que per mantenir la qualitat dels resultats 
caldria calcular el cost de moure’s des de cada una d’aquestes cel·les als seus veïns fent ús del 
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nivell amb més resolució. A la Figura 3.1 es mostra un exemple de com es crearia el segon nivell 
d’abstracció i com es calcularia el cost de moure’s entre els nodes d’aquest. 
 
Figura 5.20: Algorisme de cerca de camins en dos nivells 
Per aconseguir resultats acurats a la vegada que s’optimitza la cerca de camins es combinaria 
l’ús dels dos nivells d’abstracció. Per a cerques a posicions properes es seguiria utilitzant el 
mateix model d’alta resolució. En cerques a més distancia es podria usar aquest mateix nivell 
fins a travessar un cert nombre de cel·les del segon nivell, a partir d’on es passaria a aprofitar els 
avantatges en rendiment d’aquest. 
5.9.3 Editor de nivells 
Com ja s’ha comentat, la geometria dels nivells de Hell Commander pot crear-se amb qualsevol 
modelador 3D de propòsit general. Tot i això, la col·locació de les posicions inicials dels jugadors, 
les unitats controlades per la màquina i la resta d’objectes cal fer-la usant el format de scripting 
en XML que s’ha descrit. 
Aquesta tasca pot resultar tediosa, doncs no resulta fàcil endevinar les coordenades d’una 
posició concreta sense cap mena d’ajuda. A més, cal executar el joc cada cop per a provar els 
resultats. Per a facilitar aquest procés es podria construir un petit editor que permetés realitzar 
aquesta col·locació d’objectes de forma visual i interactiva. En acabar la tasca el mateix 
programa guardaria el resultat en format XML per a que fos interpretat directament per F-
Engine. 
5.9.4 Servidor al Cloud 
En molts jocs multijugador es desitja disposar d’un servidor central on s’executen les partides de 
tots els jugadors. Tot i que la solució implementada a F-Engine dona una màxima flexibilitat als 
usuaris, l’arquitectura de servidor centralitzat aporta certs avantatges: 
 Es contribueix a crear una comunitat d’usuaris. 
 Es facilita la cerca d’adversaris. 
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 Es permet mantenir les estadístiques de cada usuari. S’obre les portes a sistemes 
d’emparellament intel·ligent de jugadors. 
 Es garanteix la esportivitat en el joc gràcies a que les partides es duen a terme en un 
entorn controlat. 
 S’eviten problemes de connectivitat entre els clients a causa de NAT, tallafocs, etc. 
A la Figura 5.21 es mostra l’arquitectura bàsica que es podria fer servir per a implementar un 
servidor centralitzat. Com es pot veure es divideix la feina entre diferents màquines amb la 
intenció d’aconseguir una màxima escalabilitat del sistema. 
 
Figura 5.21: Arquitectura de servidor centralitzat 
La funcionalitat més clarament paral·lelitzable a la vegada que costosa és la de la execució de les 
múltiples instancies de les partides que estan en curs. Per tant, es disposa de múltiples 
màquines per a realitzar únicament aquesta tasca. Per altra banda, es podria usar una màquina 
especialment dedicada per a la resta de funcionalitats més centralitzades i menys costoses com 
seria la gestió dels usuaris, la cerca de partides o la gestió d’estadístiques. Aquestes 
funcionalitats, però, podrien ser repartides en més d’una màquina si fos necessari. 
Donada l’arquitectura distribuïda del servidor i la dificultat en dimensionar el sistema una opció 
molt interessant seria fer ús de serveis en el núvol (Cloud Computing) com Amazon EC2 (Elastic 
Compute Cloud). Aquests serveis permeten alquilar màquines virtuals on executar qualsevol 
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aplicació que l’usuari desitgi. El principal avantatge sobre els serveis tradicionals és que es 
permet demanar i alliberar màquines directament des del codi de programa, de manera que es 
pot ajustar els recursos usats a la demanda. 
Aplicant aquesta idea al cas del servidor centralitzat per a F-Engine veiem que seria fàcil 
mantenir el nombre de màquines usades per a executar les instancies de les partides al mínim 
tenint en compte la demanda puntual. D’aquesta manera s’aconseguiria evitar els costos en 
maquinari de posar en marxa un sistema d’aquesta grandària a la vegada que és maximitzaria 
l’aprofitament dels recursos en tot moment. 
Cal destacar que tot i les noves funcionalitats que s’haurien de desenvolupar, la implementació 
actual s’aprofitaria gairebé en la seva totalitat. Concretament, cada instancia de la partida 
correspondria a la tasca que actualment realitza el servidor de F-Engine. Per la seva banda, el 
client es mantindria pràcticament igual, i només caldria afegir-li les noves funcionalitats 
(identificació d’usuari, cerca de partides, visualització d’estadístiques, etc.). 
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6. El joc Hell Commander 
6.1 Introducció 
Hell Commander és un joc d’estratègia en temps real on el jugador assumeix el rol d’un 
comandant demoníac amb l’objectiu de controlar a la raça humana. Es tracta d’un joc 
multijugador, de manera que el major repte consisteix en superar els exercits infernals dels 
adversaris en la lluita per a fer-se amb el control de les infraestructures humanes. 
 
Figura 6.1: Logotip de Hell Commander 
L’ambientació de Hell Commander està basada en el famós joc Doom i la seva seqüela Doom II, 
que van marcar l’evolució del gènere d’acció en primera persona en els anys 90. Aquests jocs 
encara són considerats com uns dels més influents en tota la historia dels videojocs pels 
professionals del sector. Hell Commander aprofita tot l’univers creat per aquests jocs, fent ús de 
múltiples personatges que hi apareixen així com utilitzant escenaris de semblant temàtica. 
El codi font de Doom es va fer públic l’any 1997 amb una llicencia per a ús no comercial. Més 
endavant a l’any 1999 es va donar permís per a alliberar-lo amb una llicencia GNU GPL. Això va 
propiciar l’aparició de molts ports del joc a diferents plataformes. Degut a la gran popularitat del 
joc va crear-se una gran comunitat d’usuaris que han fet un gran nombre de modificacions. Les 
més noves fan ús d’un motor totalment en 3D i utilitzen també models tridimensionals realitzats 
per la comunitat. 
    
Figura 6.2: Captures de pantalla de Doom 
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El gran nombre de recursos creats per la comunitat (models, textures, sons, etc.) basats en 
l’univers de Doom van donar la possibilitat de dissenyar un videojoc amb uns gràfics atraients en 
3 dimensions sense haver de dedicar una carrega de treball massa elevada en la realització de 
tasques artístiques. Aquest va ser un factor determinant a l’hora de decidir ambientar el joc en 
aquest univers de ficció. 
 
Figura 6.3: Captura de pantalla de Hell Commander 
D’aquesta manera va néixer la idea de crear Hell Commander, un joc que permet al jugador 
reviure un gran clàssic en una perspectiva totalment diferent: l’estratègia en temps real. A més, 
s’ha volgut mantenir algunes de les mecàniques del joc original adaptant-les al nou gènere. Un 
exemple és el sistema de projectils dissenyat per a imitar el comportament típic d’un joc d’acció 
en primera persona en que la punteria dels personatges no és perfecte i les boles de foc es 
poden esquivar. 
Part del èxit de Doom es va deure a la gran conjunt de monstres que ofereixen una gran 
diversitats de característiques i armes ben diferenciades entre elles. En Hell Commander s’ha 
volgut mantenir aquest aspecte fent ús d’un gran nombre d’enemics que apareixien en els jocs 
originals, mantenint gairebé tots els seus aspectes característics. La única modificació important 
realitzada va ser la decisió de duplicar la vida a totes les unitats. Així es va aconseguir allargar la 
duració de les lluites, que d’altre manera resultaven massa curtes. 
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6.2 Regles del joc 
Al començar la partida cada jugador compta amb un objecte anomenat Icon of Sin en una 
posició especifica del mapa i una petita quantitat de recursos. Aquest objecte dota al jugador 
d’un mínim increment de recursos per segon a la vegada que li permet crear noves unitats. 
Distribuïts per tot el mapa es troben un conjunt d’edificis humans que els jugadors hauran de 
posseir, doncs el que aconsegueixi controlar-los tots guanyarà la partida. La realització d’aquesta 
tasca no serà tant fàcil, donat que les forces humanes defensaran cadascun d’ells. A la vegada 
que els jugadors van posseint noves estructures els jugadors també hauran de defendre-les per 
a evitar que els seus adversaris els hi prenguin el control. 
A més de ser un objectiu per a guanyar la partida, el control de cada edifici portarà uns beneficis 
al jugador que el controla. Existeixen edificis que augmenten el nombre de recursos que el 
jugador rep per unitat de temps. Els altres permeten al jugador construir els tipus d’unitats més 
poderoses. Per construir alguns d’aquests tipus d’unitats caldrà mantenir el control d’un edifici 
concret, mentre que per a altres tipus es requerirà addicionalment que aquest control es 
prolongui durant un cert període de temps. 
6.3 Models 3D 
El procés de modelització de les unitats en tres dimensions, la texturització i la seva final 
animació comporta una carrega de treball enorme que queda fora de les competències d’un 
Enginyer en Informàtica. Per tant, es va optar per aprofitar tot allò que la comunitat d’usuaris 
havia creat per a facilitar aquesta part del projecte. 
Cal destacar que tot i que els models existents havien estat dissenyats majoritàriament per 
dissenyadors aficionats, el seu limitat nombre de polígons els feia idonis per a ser usats en una 
perspectiva més allunyada on els detalls són molt més difícils d’apreciar. En la Figura 6.4 es 
mostren molts dels models utilitzats a Hell Commander. 
 
Figura 6.4: Diferents models d’unitat 
El joc Hell Commander  Estudi i disseny d'un motor de videojoc 
 
108 
Tots aquests models estaven disponibles en format MD2, que és el que utilitzava el motor de 
Quake II. Per a fer-los servir en Hell Commander calia primer transformar-los al format utilitzat 
per Ogre. Aquesta tasca es va realitzar amb la ajuda d’un modelador de codi lliure anomenat 
Blender que permet importar aquest tipus de models i per al que a més es disposa d’exportador 
de models d’Ogre. Aquest procediment es va utilitzar també amb altres objectes decoratius com 
pilars i torxes. 
Per a la realització dels nivells es va haver de recórrer a una metodologia totalment diferent, 
doncs aquests havien de ser construïts expressament tenint en compte els requeriments 
específics d’un joc d’estratègia. Per aquesta raó es va optar per a usar el modelador Softimage 
XSI per a dissenyar els nivells. Tot i no ser software lliure, aquest modelador es va preferir a 
altres opcions disponibles degut a la seva potencia, facilitat d’ús i a que ja es tenia experiència 
prèvia en el seu funcionament. 
 
Figura 6.5: Creació de nivells amb Softimage XSI 
Cal mencionar que totes les textures usades en els nivells corresponen a recreacions en alta 
resolució de les textures originals de Doom, que han estat realitzades per un gran nombre de 
contribuïdors de la comunitat. 
Finalment, tots els sistemes de partícules que s’ha utilitzat per a representar majoritàriament els 
efectes de foc de molts projectils s’han creat expressament per al joc utilitzant l’editor d’Ogre 
discutit en l’apartat de Tecnologia. 
6.4 Música i sons 
A l’hora d’afegir els sons a Hell Commander es va seguir una política semblant a la aplicada en el 
cas dels models i es va intentar aprofitar tot allò que la comunitat aportava. D’aquesta manera 
es va decidir fer servir una col·lecció de sons creada per Per Kristian Risvik, un aficionat a la 
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musica i l’edició de sons noruec. La col·lecció esta formada per sons que recreen els originals de 
Doom però amb una qualitat molt major. 
Després de veure un video d’una versió en desenvolupament del joc, Tenebrae Aeternus, un 
music aficionat, es va oferir a crear una banda sonora per a Hell Commander. Després d’escoltar 
alguns dels seus treballs previs es va decidir acceptar la seva generosa oferta, que proporciona al 
joc música de gran qualitat i totalment original. En aquest moment, la seva aportació és de tres 
cançons pensades per a ser reproduïdes mentre s’està jugant més una tercera utilitzada en el 
menú. 
El gest de Tenebrae Aeternus és un exemple clar de la gran comunitat d’usuaris que encara 
contribueixen de forma regular a crear modificacions de Doom, 17 anys després que aquest 
aparegués en el mercat. Aquest fet reflecteix la gran influencia que va tenir el joc sobre tota la 
industria dels videojocs i la comunitat de jugadors en general. 
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7. Planificació i costos 
7.1 Planificació 
A l’inici del projecte es va realitzar una planificació amb totes les tasques que calia realitzar i la 
duració estimada de cadascuna d’elles. En aquest apartat comparem aquestes estimacions 
inicials amb la duració final. 
La planificació de les tasques s’ha realitzat com si aquest fos un projecte empresarial. Amb 
aquest objectiu s’han repartit les diferents tasques a realitzar entre 4 perfils professionals 
diferents. 
 Cap de projecte. Definirà l’àmbit del projecte i velarà pel compliment dels terminis i la 
qualitat dels resultats obtinguts. 
 Analista. S’encarregarà de les tasques d’especificació i disseny. També serà l’encarregat 
de realitzar l’estudi previ dels diferents motors i tecnologies existents. 
 Programador. Realitzarà les tasques d’implementació. 
 Artista. Crearà els continguts artístics necessaris. 
7.1.1 Llista de tasques 
Primerament es va decidir elaborar la taula de la Figura 7.1 on s’inclou la duració de cada tasca i 
el rol professional que aquestes tenen assignat. Cal tindre en compte que el projecte s’ha 
realitzat a jornada parcial i que per tant la carrega de treball assignada a cada dia és de 4h. Un 
cop finalitzat el projecte s’ha afegit la informació del temps final emprat en cada tasca per a 
facilitar-ne la comparació amb la previsió inicial. 
Tasca Rol 
Duració 
planificada 
Duració 
real 
Definició del projecte Cap projecte 5 dies 5 dies 
Estudi previ 
Estudi motors 
Estudi tecnologia 
 
Analista 
Analista 
12 dies 
6 dies 
6 dies 
16 dies 
10 dies 
6 dies 
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Sistema gràfic 
Selecció tecnològica 
Disseny 
Implementació 
Shaders 
 
Analista 
Analista 
Programador 
Programador 
32 dies 
4 dies 
5 dies 
17 dies 
6 dies 
40 dies 
3 dies 
5 dies 
18 dies 
14 dies 
Sistema de xarxa 
Selecció tecnològica 
Disseny 
Implementació 
 
Analista 
Analista 
Programador 
20 dies 
4 dies 
4 dies 
12 dies 
23 dies 
5 dies 
4 dies 
14 dies 
Lògica de joc 
Disseny 
Implementació 
 
Analista 
Programador 
15 dies 
3 dies 
12 dies 
17 dies 
4 dies 
13 dies 
Intel·ligència artificial 
Disseny 
Implementació 
 
Analista 
Programador 
25 dies 
5 dies 
20 dies 
29 dies 
5 dies 
24 dies 
Interfície gràfica 
Selecció tecnològica 
Disseny 
Implementació 
 
Analista 
Analista 
Programador 
10 dies 
1 dia 
2 dies 
7 dies 
12 dies 
1 dia 
2 dies 
9 dies 
Sistema de so 
Selecció tecnològica 
Disseny 
Implementació 
 
Analista 
Analista 
Programador 
12 dies 
2 dies 
2 dies 
8 dies 
9 dies 
1 dia 
2 dies 
6 dies 
Llenguatge de scripting 
Selecció tecnològica 
Disseny 
Implementació 
 
Analista 
Analista 
Programador 
11 dies 
2 dies 
2 dies 
7 dies 
11 dies 
1 dia 
2 dies 
8 dies 
Material artístic 
Escenaris 
Unitats 
Edificis i altres objectes 
 
Artista 
Artista 
Artista 
16 dies 
6 dies 
6 dies 
4 dies 
21 dies 
8 dies 
8 dies 
5 dies 
Supervisió resultats Cap projecte 10 dies 10 dies 
Documentació Analista 20 dies 22 dies 
Preparació presentació Cap projecte 5 dies 5 dies 
Total  193 dies 220 dies 
  
Figura 7.1: Planificació de tasques 
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7.1.2 Distribució del temps 
A la Figura 7.2 es mostra un gràfic on es representa visualment la carrega de treball emprada en 
cada una de les diferents seccions del projecte. També s’hi aprecia la diferencia entre el temps 
inicialment estimat i el temps finalment emprat. 
 
Figura 7.2: Gràfic de temps per seccions 
Finalment a la Figura 7.3 es mostra la distribució temporal aproximada en que s’han realitzat les 
diferents tasques. L’eix horitzontal representa el temps i les seves unitats són els mesos des de 
l’inici del projecte. S’ha de tenir en compte que la longitud de les barres no representa la carrega 
de treball d’una tasca, sinó l’espai de temps en el que s’ha estat treballant en ella. 
 
Figura 7.3: Distribució temporal de les tasques 
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7.2 Costos 
En aquest apartat es detalla el cost de cada un dels recursos emprats durant el 
desenvolupament del projecte amb l’objectiu d’obtenir-ne el seu cost final. 
7.2.1 Cost dels recursos humans 
El cost dels recursos humans inclou el cost de tot el treball realitzat pels treballadors. A partir de 
la llista de tasques s’assigna un cost a l’hora per cada un dels rols professionals i s’obté un cost 
inicial estimat de 27,720 €. Els càlculs es desglossen a la Figura 7.4. 
Rol Dies Hores Preu / hora Preu 
Cap projecte 20 dies 80 h 65 €/h 5,200 € 
Analista 64 dies 256 h 40 €/h 10,240 € 
Programador 89 dies 356 h 30 €/h 10,680 € 
Artista 16 dies 64 h 25 €/h 1,600 € 
Total    27,720 € 
 
Figura 7.4: Cost estimat 
En acabar el projecte es va repetir el procediment amb la informació real amb el que es va 
obtenir el cost del projecte final, que és de 31,700 €. Els càlculs es mostren a la Figura 7.5. 
Rol Dies Hores Preu / hora Preu 
Cap projecte 20 dies 80 h 65 €/h 5,200 € 
Analista 73 dies 292 h 40 €/h 11,680 € 
Programador 106 dies 424 h 30 €/h 12,720 € 
Artista 21 dies 84 h 25 €/h 2,100 € 
Total    31,700 € 
 
Figura 7.5: Cost final 
7.2.2 Cost dels materials 
El cost dels materials inclou els costos derivats de les llicencies del software utilitzat en el 
projecte així com el maquinari que ha calgut emprar durant el seu desenvolupament. Aquest 
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cost ascendeix a 1400 €. Els diferents conceptes que s’han tingut en compte en la seva 
comptabilització es mostren a la Figura 7.6. 
Concepte Preu 
Visual Studio 2008 550 € 
Motor gràfic Ogre3D 0 € 
Interfície gràfica MyGUI 0 € 
Sistema de física Minimal Ogre Collisions 0 € 
Sistema de xarxa Zoidcom (ús no comercial) 0 € 
Sistema de so Fmod Ex (ús no comercial) 0 € 
Llibreria TinyXML 0 € 
Modelador Blender 0 € 
Modelador Softimage XSI (versió de prova) 0 € 
Maquinari per al desenvolupament 850 € 
Total 1400 € 
 
Figura 7.6: Cost dels recursos materials 
7.2.3 Cost total 
El cost total és el cost de tots els recursos emprats durant el desenvolupament del projecte i 
equival a la suma del cost real en recursos humans més el cost dels recursos materials. Aquesta 
xifra ascendeix a 33,100 €. 
7.3 Divergències en la planificació 
Les demores respecte a la planificació realitzada inicialment es deuen principalment a una 
subestimació del temps necessari per a dur a terme les tasques d’implementació i de creació del 
material artístic. 
Entre tots els problemes que s’han trobat durant la implementació del motor cal destacar-ne un 
que va sorgir durant la implementació dels shaders d’ombrejat a causa de la mala especificació 
d’una de les funcions d’Ogre. Les tasques de depuració i localització d’aquest error van causar 
que el temps invertit en la programació d’aquesta funcionalitat superés el doble del planificat. 
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8. Conclusions 
8.1 Resultats 
El primer punt que cal destacar és que s’han cobert tots els objectius que es van marcar en 
iniciar el projecte. 
8.1.1 Estudi previ 
Primerament s’ha fet un anàlisi dels diferents motors de videojoc disponibles en el mercat, tant 
els de propòsit general com els específicament dissenyats per a crear jocs d’estratègia en temps 
real. Per a fer-ho s’han analitzat algunes de les solucions més representatives de les que s’ha 
extret un conjunt de conclusions sobre les tendències que els motors moderns estan prenent. 
Aquestes tendències són: 
 Un continu avanç en els sistemes gràfics amb la inclusió de noves tècniques de pintat 
(High Dynamic Range, Deferred rendering, soft shadows, etc.). 
 Gran rellevància d’eines per a crear escenaris i modificar el funcionament del joc d’una 
forma visual (editors What You See Is What You Get). 
 Suport per a noves plataformes mòbils. Alguns dels motors més avançats no són només 
compatibles amb les consoles d’última generació sino que també funcionen en sistemes 
més limitats com els smartphones. 
 Creixent rellevància dels jocs multijugador. Entre ells cal destacar la recent 
popularització dels jocs en xarxa massius (Massive Multiplayer Online) i els reptes 
tecnològics que aquests comporten. 
8.1.2 El motor F-Engine 
Seguidament s’ha dissenyat un motor de videojoc per a jocs multijugador d’estratègia en temps 
real en tres dimensions. Per a crear aquest sistema s’ha escollit un conjunt de tecnologies ja 
existents, les quals s’han integrat per a crear el motor anomenat F-Engine. 
F-Engine ha estat dissenyat per a ser un motor senzill, flexible i fàcilment ampliable. En 
comparació amb els motors d’estratègia analitzats en l’estudi previ, F-Engine ha demostrat que 
la utilització de llibreries com Ogre o Zoidcom possibilita la creació d’un motor de gran 
funcionalitat amb recursos molt reduïts. Cal mencionar que les solucions analitzades (SAGE i 
Spring) van ser creades, una per una companyia establerta en el sector, i l’altre per un equip de 
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15 desenvolupadors. Això contrasta amb el fet que F-Engine hagi estat desenvolupat per una 
sola persona. 
Respecte a les tecnologies usades, Ogre ha resultat ser un motor gràfic de gran facilitat d’ús que 
ha proporcionat tot allò necessari per a pintar els escenaris en F-Engine. Tot i que algunes de les 
tècniques de pintat més avançades com les ombres toves (soft shadows) encara no són 
suportades per defecte, cal destacar que ja es dona suport per altres tècniques com el pintat 
HDR o l’oclusió ambient en espai de pantalla (SSAO). És d’esperar doncs que la llista de 
funcionalitats segueixi augmentant en el futur. 
D’igual manera, els complements d’Ogre utilitzats (la interfície gràfica MyGUI i el sistema de 
física Minimal Ogre Collisions) s’han integrat sense problemes, aportant noves funcionalitats i 
mantenint la facilitat i robustesa d’aquest sistema gràfic. 
Per la seva banda, Zoidcom ha facilitat enormement la creació de les funcionalitats mutijugador 
del motor. L’ús d’aquesta llibreria ha permès utilitzar un protocol fiable basat en UDP de baixa 
latència sense haver de preocupar-se per detalls d’implementació de baix nivell. A més aquesta 
llibreria inclou un gran nombre de funcionalitats específicament pensades per a ser usades en la 
creació de jocs que han reduït en gran mesura el temps de desenvolupament emprat en aquesta 
part del motor. 
Finalment, el sistema de so Fmod Ex ha demostrat també ser una solució de gran qualitat al 
proporcionar una abstracció d’alt nivell del sistema de so. Aquesta llibreria ha permès afegir so 
posicional a F-Engine d’una forma relativament senzilla i independent del maquinari disponible. 
8.1.3 El joc Hell Commander 
Amb l’objectiu de provar la plataforma de desenvolupament creada es va decidir implementar 
un joc que s’anomenaria Hell Commander. La decisió de basar aquest joc en l’univers de Doom 
ha fet possible l’utilització d’un gran nombre de material artístic creat per la comunitat (models, 
textures, sons, etc.). D’aquesta manera s’ha complert amb l’objectiu de crear un joc visualment 
atraient sense haver de dedicar un volum de treball excessiu en la creació de tot aquest 
material. 
Del satisfactori resultat final en concloem la viabilitat de crear un motor de joc tecnològicament 
avançat fent ús de tecnologies gratuïtes per a ús no comercial. Cal destacar especialment el bon 
funcionament del motor gràfic de codi lliure Ogre, que de fet ja s’utilitza en diferents jocs 
comercials de baix pressupost. 
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8.2 Perspectives de futur 
En el paradigma actual de les grans produccions comercials de videojocs la possibilitat que les 
solucions creades es facin un lloc en el mercat són gairebé nul·les. Com ja s’ha comentat F-
Engine és un motor simple que ofereix les funcionalitats bàsiques per a la creació de jocs 
d’estratègia en temps real. Per a obtenir un motor realment flexible i potent faltarien per 
implementar certes funcionalitats com les que ja s’han explicat en l’apartat de possibles 
millores. 
Hell Commander per la seva banda és un joc que pot tindre èxit entre la comunitat d’aficionats a 
Doom, joc en que aquest està basat. Per a fer-ho, però, també necessitaria comptar amb més 
contingut. Per exemple, només s’ha pogut crear un nivell per a dos jugadors degut a la gran 
quantitat de temps requerida per a crear aquest material. 
Una possible via per a mantenir el desenvolupament de F-Engine i Hell Commander passaria per 
a la publicació d’aquests sistemes sota una llicencia de codi lliure. Això permetria a altres 
desenvolupadors crear nous jocs fent ús del motor i afegir-hi noves funcionalitats que poguessin 
ser requerides. Addicionalment, també permetria a la comunitat expandir les funcionalitats de 
Hell Commander i afegir-hi nou contingut. 
8.3 Síntesi dels estudis 
Al llarg del desenvolupament del motor s'han hagut de fer servir els coneixements adquirits en 
múltiples assignatures cursades a la facultat, incloent-ne algunes d'optatives. És per això 
possible afirmar que la realització d’aquest Projecte Final de Carrera ha servit com una síntesi 
d’una gran part dels coneixements adquirits al llarg de la Enginyeria en Informàtica. 
Tots els coneixements obtinguts en assignatures com Visualització i Interfícies Gràfiques (VIG) i 
Visualització Avançada (VA) han estat d'enorme utilitat a l'hora d'estudiar la part gràfica dels 
diferents motors comercials i dissenyar-la posteriorment en F-Engine. D'igual manera han estat 
imprescindibles tots els coneixements apresos en Xarxes de Computadors (XC) i Sistemes 
Operatius Distribuïts en Xarxa (SODX) per a desenvolupar totes les funcionalitats en xarxa que 
requereixen els jocs multijugador. 
Una altra assignatura que ha resultat de gran utilitat ha estat Intel·ligència Artificial (IA) per al 
disseny dels algoritmes que controlen el comportament de les unitats i, especialment, en la 
resolució del problema de busca de camins òptims (path finding). 
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Indubtablement també s'han aplicat els conceptes apresos en les assignatures d'Enginyeria del 
Software (ES1 i ES2), imprescindibles per a dur a terme un projecte amb l'envergadura d'un 
game engine. 
Finalment, de la realització de l'assignatura de lliure elecció de Videojocs (VJ) s'han fet servir un 
gran nombre de coneixements bàsics en la matèria dels jocs. També va contribuir en gran 
mesura com una experiència en la que es va explorar la complexitat existent en els videojocs i va 
donar lloc a la idea de realitzar un Projecte Final de Carrera basat en aquesta temàtica. 
8.4 Valoració personal 
Com aficionat a la creació de videojocs des de molts anys enrere he de valorar molt positivament 
aquest projecte. M’ha permès analitzar totes les necessitats tecnològiques d’un joc i estudiar els 
motors més potents disponibles actualment en el mercat. A la vegada m’ha servit per a 
desenvolupar un sistema amb totes les funcionalitats que poden requerir els jocs comercials, 
disposant d’un espai de temps relativament extens per a fer-ho. 
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Annex A: Manual d'usuari 
En aquest apartat s’inclou el manual d’usuari de Hell Commander. Donat que el joc està en 
angles s’ha escrit el manual d’usuari també en aquest idioma. 
9.1 Game overview 
Players play the role of an Evil Commander with the objective to possess all human 
infrastructures. They will win the game whenever they manage to control all UAC buildings. 
These buildings will be of different kinds and will be distributed across the map. They will also be 
defended by UAC human forces that will fight against all players that try to possess them. That 
possession will be done using Lost Souls. That action will take a few seconds and the unit will 
have to survive in order for it to succeed. 
Every player will start with an Icon of Sin placed in a different spot in the map, and some little 
cash in the form of energy. All units of that player will be summoned in the Icon of Sin. Also, the 
Icon of Sin won't be destructible by other players and will keep providing energy. 
Apart from being a mere objective to win the game, UAC buildings will provide advantages to 
the ones controlling them. To start with, there will be power plants that will provide extra 
energy to summon more units. The rest of the buildings will be required in order to summon 
specific types of units. For example, a player may need to control a Barracks in order to make 
shotgun soldiers. In the same fashion, a Spaceport and a Laboratory may be required to summon 
Mancubus demons. 
To keep things balanced, some buildings will have stronger UAC forces defending them. Also, a 
minimum time controlling some types of buildings will be required to make the most powerful 
units such as the Cyberdemon. Finally, there won't be enough buildings in the map to allow all 
players to make all types of units, so once the UAC forces are defeated players will still need to 
fight each other for their control. 
9.2 Installation 
To install the game you just need to execute the installer and follow the on-screen instructions. 
Make sure to let DirectX update when prompted to avoid version problems. 
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Once the game is installed you can run the configuration dialog to set up the graphics settings to 
your preferences. You will find a shortcut to do so in the Start menu. 
9.3 Starting a game 
These are the steps you need to follow in order to create a game. 
1. Start a server instance on one machine. Don’t close the console until the game finishes. 
2. Start a client on the same or another computer. 
3. Select “Join Game” and enter the IP address of the host’s machine. 
4. Repeat steps 2 and 3 for each player. 
5. The game will start once all players have clicked on “Ready”. 
Note that while Hell Commander is a multiplayer game it will still let you play alone for testing 
purposes. Also, you can leave the default IP when connecting to a server in the same machine. 
9.4 Buildings 
Here’s a list of all the buildings that can be found in the game along with a brief description of 
their main characteristics. When the game starts, all structures will be under human control and 
will show the UAC symbol on their roof. Once a player possesses them, that symbol will change 
for a demonic symbol of the player’s colour. 
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Power plant 
These buildings function as the power source for all the 
other human structures. They will keep providing energy 
to the one controlling them. 
 
 
Barracks 
The main refuge for human marines. Evil forces are able 
to transform its inhabitants into deadly zombies. 
 
 
Spaceport 
Used by humans as a landing spot, it also contains a good 
amount of hardware made for their ships. There may be 
a way to use these pieces to create tougher demons. 
 
 
Laboratory 
A research laboratory that can be used to perform all 
kinds of cybernetic experiments. It keeps a lot of 
information in human technology. 
9.5 Units 
Here’s a list of all the units that can be found in the game along with a brief description of their 
main characteristics. 
 
Lost Soul 
A floating, flaming skull that can rush quickly to gore at an 
opponent. It can be used to possess buildings. 
 
 
Imp 
A brown, human-sized humanoid demon that throws round 
fireballs and claws opponents at close range. 
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Sergeant 
A bald human in black armour with a shotgun. It has a tough 
attack but is not hard to kill. 
 
 
Hero 
A fully armoured human marine with a combat rifle. They can’t 
be built by evil forces. 
 
 
Commando 
A tough, corpulent human with a big chain gun. It shoots bullets 
at a very high rate. 
 
 
Cacodemon 
A large flying head-like monster with red scales, horns, and one 
eye. It has strong jaws and spits out lightning balls from a 
distance. 
 
 
Demon 
Slightly larger than a human, this muscular pink brute runs 
quickly on its two hind legs to bite opponents. 
 
 
Revenant 
A tall, skeletal demon wearing armour that can launch missiles 
and punch opponents when at close quarters. These are the 
results of recycled demon combatants. 
 
 
Arachnotron 
It appears as a large brain with eyes, a mouth, and 
comparatively small arms, atop a four-legged metal chassis that 
shoots green plasma at a very fast rate. 
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Baron of hell 
It can hurl streaming balls of green flame and employs a 
powerful clawing attack at close range. 
 
 
Arch-vile 
A yellowish, emaciated humanoid demon that is quite tough for 
its size. It can summon bright yellow flames to engulf and blast 
targets. It also is the fastest moving unit. Something seems 
wrong with them lately as they can’t resurrect dead monsters 
as they used to do. 
 
 
Mancubus 
A grotesquely bloated humanoid with flamethrowers instead of 
forearms. It moves slowly, but takes a fair amount of ordnance 
to bring down. 
 
 
Cyberdemon 
A monstrous humanoid cyborg as tall as two men that can 
absorb more damage than any other monster and moves at a 
relatively rapid rate for its size, pausing only to fire rockets from 
its mechanic arm at anything foolish enough to oppose it. 
9.6 Controls 
Camera controls 
Placing the cursor near the screen borders will make the camera move in that direction. Scrolling 
the mouse wheel will make the camera move closer or further away from the ground. 
Key bindings 
The list of key bindings is shown in the table below. 
Ctrl + <num> Create group 
Shift + <num> Add units to group 
Hold alt Show unit health bars 
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A Attack or aggressive movement 
Enter Write chat message 
S Open summon panel 
D Show/hide debug stats 
Esc Cancel action 
F10 Leave game 
9.7 Troubleshooting 
Getting your IP 
You can easily obtain your public IP by using online services such as the one offered at 
www.showmyip.com. 
Connection problems 
If you are unable to connect to the server it may be due to some of these causes. 
 Wrong host IP. Please check that the server address is correct. 
 Host or client is behind a Firewall. Please configure your firewalls to allow 
communications between the server and the client. 
Host is behind a NAT. Please open the port 8899 on the host machine. You may need to refer to 
your router’s manual for instructions on how to do so. 
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Annex B: Continguts CD 
En aquest apartat es detalla el contingut del CD que s’entregarà juntament amb aquest 
document i que inclourà tot el software creat durant el desenvolupament del projecte. A 
continuació es detalla el contingut de cada una de les carpetes en les que s’organitza aquest CD. 
 Codi font. En aquesta carpeta s’inclou tot el codi font de F-Engine i Hell Commander així 
com els arxius de projecte de Microsoft Visual Studio 2008. 
 Dependències. Inclou totes les dependències necessàries per a compilar el projecte 
organitzades en carpetes. Cal mencionar que aquestes carpetes hauran d’estar 
referenciades mitjançant l’ús de variables d’entorn per a permetre la seva localització 
per Visual Studio. 
 Instal·lador.  En aquesta carpeta hi ha el programa que permet instal·lar el joc 
mitjançant una interfície d’usuari gràfica. 
