ABSTRACT
INTRODUCTION
This document provides an analytical study on the performance of Oil Paint Image Filter Algorithm. There are various popular linear image filters are available. One of the very popular and interesting image filters is Oil Paint image effect. This algorithm, being heavy in terms of processing it is investigated in this study.
There related studies are detailed in the Section 7.
BACKGROUND
Modern days, human beings have hands full of digital companions, e.g. Digital Camera, Smart Phones, Tablets and laptops so on. Most of these are having built-in camera, which are widely used compared to traditional cameras. The usage of these has started a new stream of applications, which include various categories e.g. image editing, image enhancement, camera extension application and so on. Almost all of these applications include applying different kinds of image filters.
Image filters are of different kinds, with respect their nature of processing or mathematical model. The execution time of any image filter is a very important aspect, which specifies whether the filter is acceptable for an application with respect to its acceptable execution performance in a given environment. E.g. The exaction time of any image filter, clearly specifies, whether the filter can be used for pre-processing or post-processing. Oil Paint is one of the very popular linear image filters, which is very heavy in terms of execution time. The due course of this paper portrays the investigation of the performance of oil paint image filter.
INVESTIGATION METHOD
A simple Win32 windows application is developed for simulation to analyse different types of image filters. The purpose of this windows application is to accept different JPG image files as an input, and apply different kinds of image filters on to it. In the process of applying image filters the application keeps log of processing time. The overall operation of the application is explained here.
Operational Overview
The application is realised with two primary inputs: input jpg image files and configuration of image filter parameters. The application is designed with three major components: user interface (UI), jpeg image encoder-decoder and image filter algorithm.
The UI is developed using Microsoft's Win32 APIs. For this sub-module I have written approximately 300 LOC in C.
The image encoder and decoder component is designed with WIC (Windows Imaging Component), provided by Microsoft and developed with approximately 100 LOC in C.
The following flowchart diagram shows the operational overview of the test environment. During this process of testing, the processing time is logged and analysed for the study. The Oil paint image filter algorithm is developed using the approach as mentioned in reference [3] . This algorithm and its subsequent improvements are in developed with C language, in approximated 300 LOC. 
Implementation Overview
Considering the above workflow diagram, main focus of the current study is done with the application of image filter (marked as "Apply Image Filter" operation). Other operations are considered to be well known and do not affect the study. The code snippet below will provide the clear view of implementation. The user interface can be designed in various ways; even this experiment can be performed without a GUI also. That is why the main operational point of interests can be realized with the following way.
Decoder
The interface for decoding is exposed as shown here.
/* ********************************************************************************* * Function Name : Decode * Description: The function decodes an image file and gets the decoded buffer. * * *********************************************************************************/ HRESULT Decode(LPCWSTR imageFilename, PUINT pWidth, PUINT pHeight, PBYTE* ppDecodedBuffer, PUINT pStride, PUINT pBufferSize, WICPixelFormatGUID* pWicPixelFormatGUID);
The implementation of the decoder interface is provided here. 
Encoder
The interface for encoding is exposed as shown here.
/* ********************************************************************************* * Function Name : Encode * * Description: The function encodes a decoded buffer into an image file. * * *********************************************************************************/ HRESULT Encode(LPCWSTR outFilename, UINT imageWidth, UINT imageHeight, PBYTE pDecodedBuffer, UINT cbStride, UINT cbBbufferSize, WICPixelFormatGUID* pWicPixelFormatGUID);
The implementation of the encoder interface is provided here. pFactory->Release(); return hr; } /* ********************************************************************************* * Utility Macros * *********************************************************************************/ #define BREAK_IF_FAILED(X) hr = X; \ if(FAILED(hr)) { break; } \
Application of Image Filter
The image processing algorithm is the subject of study in current experiment. Details of the algorithms are explained later. Following code snippet used to capture performances for any simple filter (e.g. oil paint). For time measurement standard windows API GetTickCount is used. This API retrieves the number of milliseconds that have elapsed since the system was started.
OIL PAINT IMAGE FILTER IN RGB COLOUR MODEL
During this study, the input images are considered to be in RGB model. In this model, an image consists of two dimensional arrays of pixels. Each pixel of a 2D array contains data of red, green and blue colour channel respectively.
The Image Filters are basically algorithm for changing the values of Red, Green and Blue component of a pixel to a certain value. Depending upon the amount of access to neighbouring pixels in spatial domain, the performance of image filters is affected.
Histogram based algorithm for Oil Paint
This approach is mentioned in the reference [3] . For pixel at position (x, y), find the most frequently occurring intensity value in its neighbourhood. And set it as the new colour value at position (x, y). The interface for the oil paint algorithm is exposed as follows.
/* ********************************************************************************* * Function Name : ApplyOilPaintOnBuffer * Description: Apply oil paint effect on decoded buffer. * * *********************************************************************************/ HRESULT ApplyOilPaintOnBuffer(PBYTE pInBuffer, UINT width, UINT height, const UINT intensity_level, const int radius, PBYTE pOutBuffer);
Just mentioned oil paint algorithm is implemented as follows. 
Experimental Results
The experimental is conducted with images of different size and application of oil paint with different radius. The following data shows the time of execution with different parameters.
Input image of VGA (640x480) resolution.
The image is resized for the purpose of documentation only.
After application of oil paint algorithm with radius of 2. Output image resolution is VGA 640x480. The image is resized for the purpose of documentation only.
After application of oil paint algorithm with radius of 4. Output image resolution is VGA 640x480. The image is resized for the purpose of documentation only.
After application of oil paint algorithm with radius of 6. Output image resolution is VGA 640x480. The image is resized for the purpose of documentation only.
After application of oil paint algorithm with radius of 8. Output image resolution is VGA 640x480. The image is resized for the purpose of documentation only.
In due course of our investigation, I have observed that the performance of oil paint image filter increases in greater degree with increasing width, height and radius (i.e. usage of neighbouring pixel).
More importantly, I have observed most of the high resolution images are captured by more powerful camera. For these kinds of higher resolution photos, kernel size needs to be increased to generate Oil Paint effect of an acceptable quality .
OIL PAINT IMAGE FILTER BY PARALLEL ALGORITHM APPROACH
I tried to improve the oil paint algorithm by Parallel Algorithm approach. I have used Microsoft Parallel Patterns Library for this purpose.
Parallel Patterns Library
The Parallel Patterns Library (PPL) is a Microsoft library designed for use by native C++ developers. PPL provides an imperative programming model that promotes scalability and easeof-use for developing concurrent applications. The PPL builds on the scheduling and resource management components of the Concurrency Runtime. It raises the level of abstraction between your application code and the underlying threading mechanism by providing generic, type-safe algorithms and containers that act on data in parallel.
The PPL provides the following features: 
Experimental Results
The experiment is conducted with same set of images, used for the experiment, mentioned in the section above. Better execution performance is achieved with same quality, achieved in the previous stage of experiment.
CPU & Thread Usage:
I have used 'Microsoft Resource Monitor' tool to analyse the CPU and Thread utilization of the system. 
REFERENCES STUDIED
From reference [3] the histogram based oil paint image filter algorithm has been studied. The algorithm (mentioned in reference [3] , section 'Oil-paint Effect') is implemented, as explained in the section 4 of this paper. The achieved performance of the algorithm is examined and captured in the section 4 (sub-section: Experimental Result) here. The result shows high growth of the processing time with respect to kernel-size. Reference [4] is another reference, where algorithm similar reference [3] is proposed for implementation. The reference [1] and [2] are used for way of analysis and follow the broadened scope in this arena of image processing. Reference [5] also proposes algorithm which are similar in nature with reference [3] . So we can clearly depict algorithms similar to reference [3] and [5] , will face similar performance problem.
CONCLUSIONS
As in section 4 & 7, obtained result depicts huge growth in processing time with respect to the increase in kernel size. The current paper conducts study on improving execution time of oil paint image filter algorithm using the Microsoft technology.
As shown in section 6, I conclude Microsoft Parallel Pattern library yielded 71.6% (average) performance improvement for Oil Paint Algorithm in given environment.
Applicability:
There are various similar image filter algorithm, where processing depends on neighbouring pixels. The image filters, face similar performance issues, as oil paint. The approach mentioned in this paper can be applied for similar issues.
In future, more well-known or new techniques in conjunction with the current idea can be used for betterment. Not only in image processing in other dimensions of signal processing as well similar approach can be tried.
Limitations and Areas of improvement:
The library for parallel execution depends on multi-core processing architecture. The result may differ on different processing architecture. More importantly, parallel pattern library may not be available for various operating systems (mainly, embedded devices). In those areas, the current approach may not be effective. Other programming techniques can be incorporated in those areas.
