SUMMARY In recent years, a horizontal table wwwith a large number of attributes is widely used in OLAP or e-business applications to analyze multidimensional data efficiently. For efficient storing and querying of horizontal tables, recent works have tried to transform a horizontal table to a traditional vertical table. Existing works, however, have the drawback of not considering an optimized PIVOT operation provided (or to be provided) in recent commercial RDBMSs. In this paper we propose a formal approach that exploits the optimized PIVOT operation of commercial RDBMSs for storing and querying of horizontal tables. To achieve this goal, we first provide an overall framework that stores and queries a horizontal table using an equivalent vertical table. Under the proposed framework, we then formally define 1) a method that stores a horizontal table in an equivalent vertical table and 2) a PIVOT operation that converts a stored vertical table to an equivalent horizontal view. Next, we propose a novel method that transforms a user-specified query on horizontal tables to an equivalent PIVOT-included query on vertical tables. In particular, by providing transformation rules for all five elementary operations in relational algebra as theorems, we prove our method is theoretically applicable to commercial RDBMSs. Experimental results show that, compared with the earlier work, our method reduces storage space significantly and also improves average performance by several orders of magnitude. These results indicate that our method provides an excellent framework to maximize performance in handling horizontal tables by exploiting the optimized PIVOT operation in commercial RDBMSs. key words: PIVOT, horizontal tables, relational algebra, query transformation, OLAP
Introduction
On-Line Analytical Processing (OLAP) provides a multidimensional analysis method to extract a variety of useful information from a large amount of data stored in data warehouses [3] , [6] , [11] . To analyze these multidimensional data efficiently, we generally store or represent the original data as various forms of transformed data [13] . One of these representation methods is a horizontal , and we use this optimized PIVOT operation to improve performance. Experimental results show that, compared with the earlier work, our method reduces storage space significantly and also improves performance by several orders of magnitude. The rest of this paper is organized as follows. Section 2 describes related work. Section 3 explains an overall framework for storing and querying of horizontal tables. Section 4 presents query transformation rules for all five elementary operations in relational algebra. Section 5 shows the results of performance evaluation. Section 6 summarizes and concludes the paper.
Related Work
Several previous researches identified usefulness of horizontal tables in OLAP or e-business applications [ [2] argued that the proper way to handle sparse data was not to use vertical tables, but rather to extend the RDBMS tuple storage format to allow the representation of sparse attributes as interpreted fields. To use their approach in a commercial RDBMS, however, we have to modify major functions of its internal engine, which is not feasible in practice. Thus, we do not consider this storage format modification approach, but focus on Agrawal et al. ' 
Performance Results
In this section we explain the performance evaluation results for 1) the projection, 2) the selection, and 3) the mixed operation of projection and selection. Among the five transformation rules presented in Sect. 4, we focus on projection and selection, but exclude set operations. It is because selection and projection are very often used in real query environment while the set operations are hardly used. Also, the performance difference among three methods for set operations is similar to that for selection and projection. Thus, we focus on selection and projection only in the experiments. Figure 6 shows the experimental results of three methods for the projection queries. Figure 6 (a) shows the case where the null density is 90%, and Fig. 6 (b) the case where the null density is 95%. For each table, we measure the elapsed time by varying the number of attributes to 5, 10, 20, and 40. As shown in Fig. 6 (a is much larger than that in Fig. 6 (a) In summary of the results in Fig. 6 (b) , our V-Method improves performance 8.0 times over H-Method and 3.6 times over ASX on the average. Figure  7 shows the experimental results for the selection queries. Fig. 7 (a) shows the case where the null density is 90%, and Fig. 7 (b) to 5, 10, 20, and 40 in Fig. 8 (b) . In Fig. 8 (b Figure  9 shows the TPC-H benchmark results of three meth-
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We performed this TPC-H benchmark in order to evaluate three methods in a more objective manner and to confirm the superiority of our approach in a well known environment. Figure  9 (a) shows the experimental results of Q1, the pricing summary report query, and Fig. 9 (b) those of Q6, (a) The pricing susmary report query (Q1) (b) The forecasting revenue change query (Q6) Fig. 9 Experiment results on the TPC-H benchmark.
the forecasting revenue change query. In this benchmark, we used the same data sets and null densities with the previous experiments. As shown in Fig. 9 , our V-Method still outperforms ASX and H-Method in all cases. In summary of the TPC-benchmark, V-Method improves performance 8.8 times over H-Method and 3.0 times over ASX on the average. In conclusion, our V-Method significantly improves average performance over ASX as well as HHH-Method even in the TPC-H benchmark, which simulates a realistic query environment.
Connlusions
In OLAP or e-business applications, a horizontal in an equivalent vertical table  and 2) a PIVOT operation that provides a horizontal view for the stored vertical table. Third, we have proposed a novel method that transforms the given queries on horizontal tables to the equivalent PIVOT-included queries on vertical tables. In particular, by providing transformation rules for all five elementary operations in relational algebra as theorems, we have proven our method is theoretically applicable to commercial RDBMSs. Fourth, we have presented that our method reduces storage space significantly, by up to 1/10 compared with the naive method. Fifth, through extensive experiments, we have shown our method improves average performance by several orders of magnitude compared with earlier ones.
These results indicate that our method provides an excellent framework to maximize performance in handling horizontal tables by exploiting the PIVOT operation optimized in commercial RDBMSs. As future works, we will extend the transformation rules to supporting join or aggregate operations and show superiority of the proposed method for these join or aggregate operations through experiments. 3), and this completes the proof.
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