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Tato bakala´rˇska´ pra´ce se zaby´va´ metodami u´tok˚u na operacˇn´ı syste´m MS Windows a prˇi-
blizˇuje techniky skry´va´n´ı vy´pocˇetn´ıch prostrˇedk˚u pouzˇ´ıvane´ existuj´ıc´ımi rootkity. Pra´ce je
rozdeˇlena na teoretickou a praktickou cˇa´st. Prvn´ı cˇa´st pojedna´va´ o klasifikaci rootkit˚u,
prˇedstavuje strukturu ja´dra syste´mu a na´sledneˇ popisuje jednotlive´ techniky napaden´ı ope-
racˇn´ıho syste´mu. V prakticke´ cˇa´sti je prezentova´na implementace a testova´n´ı vlastn´ıho
rootkitu.
Abstract
This bachelor’s thesis deals with methods of attack on MS Windows operating system
and maps techniques of resources hiding used by existing rootkits. The thesis consists of a
theoretical and a practical part. The first part covers classification of the rootkits, introduces
the structure of the system kernel and then describes various techniques of attacking the
system. In the practical part is described implementation and testing of my own rootkit.
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U´vod
Bezpecˇnost informacˇn´ıch technologi´ı je v posledn´ı dobeˇ hodneˇ diskutovany´m te´matem.
Dnesˇn´ı pocˇ´ıtacˇe jsou vystaveny velke´mu mnozˇstv´ı hrozeb a u´tok˚u v podobeˇ sˇkodlive´ho
softwaru, mezi neˇjzˇ patrˇ´ı i rootkity. C´ılem te´to pra´ce je uka´zat zp˚usoby, jaky´mi je mozˇne´
vytvorˇit rootkit pro operacˇn´ı syste´m MS Windows a prˇedve´st tyto techniky v praxi.
Pra´ce se skla´da´ ze sˇesti kapitol. Prvn´ı se zaby´va´ vyuzˇit´ım rootkit˚u prˇi tvorbeˇ sˇkodlive´ho
softwaru a klasifikuje je do peˇti skupin podle u´rovneˇ beˇhu. U jednotlivy´ch typ˚u rootkit˚u jsou
popsa´ny jejich specificke´ vlastnosti vcˇetneˇ diskuze nad jejich vy´hodami a nevy´hodami. Da´le
je poda´n kra´tky´ prˇehled o neˇkolika nejzaj´ımaveˇjˇs´ıch soucˇasny´ch rootkitech pro Windows.
Druha´ kapitola se veˇnuje operacˇn´ımu syste´mu Windows a prˇedstavuje tak nutny´ za´klad
k pochopen´ı dalˇs´ıho textu. Jsou zde vysveˇtleny rozd´ıly mezi uzˇivatelsky´m a ja´drovy´m rezˇi-
mem a jejich vazba na procesorove´ mo´dy architektury IA-32. Da´le jsou popsa´ny mozˇnosti
prˇechod˚u mezi teˇmito dveˇma rezˇimy, mechanizmus vykona´n´ı syste´movy´ch vola´n´ı a spra´va
pameˇti.
Ve trˇet´ı kapitole je demonstrova´no neˇkolik zp˚usob˚u, jaky´mi mu˚zˇe rootkit z´ıskat kontrolu
nad operacˇn´ım syste´mem. Je prˇedvedeno vytvorˇen´ı ovladacˇe a jeho na´sledne´ zaveden´ı do
ja´dra. Zby´vaj´ıc´ı cˇa´st kapitoly ukazuje jednotlive´ metody u´toku na syste´m a to nejdrˇ´ıve
v uzˇivatelske´m a pote´ i v ja´drove´m rezˇimu. Navazuj´ıc´ı cˇtvrta´ kapitola ukazuje, jak s pomoc´ı
teˇchto metod dosa´hnout ukryt´ı proces˚u, soubor˚u, slozˇek a polozˇek v registrech. Kapitola se
take´ lehce doty´ka´ skry´va´n´ı s´ıt’ovy´ch prostrˇedk˚u.
Pa´ta´ kapitola je ryze implementacˇn´ı. Shrnuje informace z prˇedchoz´ıch kapitol, na jejichzˇ
za´kladech jsem implementoval ja´drovy´ rootkit, ktery´ jsem pojmenoval Trutkit. Jeho vy´ho-
dou je snadna´ obsluha, nebot’ je tvorˇen jen jedn´ım souborem a k jeho zaveden´ı nen´ı potrˇeba
zˇa´dny´ch dalˇs´ıch programu˚. Umı´ skry´vat beˇzˇ´ıc´ı procesy, soubory a slozˇky na disku a u´daje
v registrech. Prˇi implementaci byl take´ kladen d˚uraz na minima´ln´ı vyuzˇit´ı syste´movy´ch
prostrˇedk˚u a na kompatibilitu se vsˇemi 32bitovy´mi OS Windows od verze XP.
V posledn´ı kapitole je popsa´no testova´n´ı Trutkitu na r˚uzny´ch pocˇ´ıtacˇ´ıch s OS Windows.
Je oveˇrˇena jeho funkcˇnost v odliˇsny´ch prostrˇed´ıch a jeho ukryt´ı prˇed uzˇivateli. Na za´veˇr je
vyhodnocen vliv Trutkitu na vy´kon syste´mu a jsou navrhnuty mozˇnosti vylepsˇen´ı a rozsˇ´ıˇren´ı.
Prˇi psan´ı te´to pra´ce mi byly velkou pomoc´ı prˇedevsˇ´ım publikace [1, 2, 3, 4, 5] a oficia´ln´ı




U´vodn´ı kapitola je rozdeˇlena na trˇi cˇa´sti. Prvn´ı cˇa´st se zaby´va´ vztahem rootkit˚u ke sˇkod-
live´mu softwaru. Druha´ klasifikuje rootkity do skupin podle u´rovneˇ, na ktere´ beˇzˇ´ı. U kazˇde´
kategorie jsou uka´za´ny jej´ı charakteristicke´ vlastnosti, je diskutova´no vyuzˇit´ı zdroj˚u a jsou
porovna´ny vy´hody a nevy´hody. Posledn´ı cˇa´st poda´va´ kra´tky´ prˇehled o nejzaj´ımaveˇjˇs´ıch
rootkitech.
Ze vsˇeho nejdrˇ´ıve je nutno polozˇit si za´kladn´ı ota´zku: co je to rootkit? Rootkit je program
nebo sada programu˚, ktera´ umozˇnˇuje trvalou a nedetekovatelnou prˇ´ıtomnost v pocˇ´ıtacˇi [2].
Rootkit aktivneˇ skry´va´ prˇ´ıtomnost sebe a jiny´ch programu˚ v syste´mu.
1.1 Rootkity a malware
Rootkity by´vaj´ı cˇasto spojova´ny se sˇkodlivy´m softwarem (oznacˇova´n take´ jako mal-
ware), jehozˇ prˇ´ıtomnost v pocˇ´ıtacˇi se snazˇ´ı ukry´t [1, 7]. Typicky´ u´tok prob´ıha´ zpocˇa´tku na
uzˇivatelske´ u´rovni, kdy za pouzˇit´ı neˇjake´ bezpecˇnostn´ı chyby nebo naivity uzˇivatele dojde
k z´ıska´n´ı pra´v administra´tora. Pote´ se nainstaluje rootkit a sˇkodlivy´ software mu˚zˇe zacˇ´ıt
prova´deˇt nerusˇeneˇ svou cˇinnost. Pra´veˇ rootkity zde hraj´ı kl´ıcˇovou roli, nebot’ umozˇnˇuj´ı
malwaru setrvat v napadene´m pocˇ´ıtacˇi dlouho bez povsˇimnut´ı.
Pu˚vodneˇ vy´raz rootkit oznacˇoval program pro z´ıska´n´ı pra´v roota v operacˇn´ım syste´mu
UNIX. Odtud take´ pocha´z´ı slovo rootkit, ktere´ je slozˇeninou dvou anglicky´ch slov — root
(na´zev administra´torske´ho u´cˇtu v UNIXu) a kit (sada programu˚). V dnesˇn´ı dobeˇ je vy´znam
slova rootkit trochu jiny´ a oznacˇuje skutecˇneˇ jen programy se schopnostmi skry´vat vy´pocˇetn´ı
prostrˇedky. Programy, ktere´ mu˚zˇou pro rootkit z´ıskat potrˇebny´ administra´torsky´ prˇ´ıstup,
se nazy´vaj´ı exploity.
1.2 Klasifikace rootkit˚u
Podle u´rovneˇ, na ktere´ rootkity beˇzˇ´ı, je mu˚zˇeme rozdeˇlit do peˇti kategori´ı [3], ktere´ jsou
popsa´ny v na´sleduj´ıc´ıch podkapitola´ch 1.2.1 azˇ 1.2.5.
1.2.1 Uzˇivatelske´ rootkity
Rootkity tohoto typu pracuj´ı na nejnizˇsˇ´ı u´rovni opra´vneˇn´ı. Chova´n´ı syste´mu ovlivnˇuj´ı
za´sahy do pameˇti jednotlivy´ch proces˚u, zneuzˇ´ıvaj´ıce k tomu syste´move´ API. Protozˇe kazˇdy´
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proces beˇzˇ´ı ve sve´m vlastn´ım pameˇt’ove´m prostoru, je potrˇeba injektovat ko´d rootkitu do
vsˇech beˇzˇ´ıc´ıch aplikac´ı a monitorovat vznik novy´ch proces˚u.
Techniky pouzˇ´ıvane´ teˇmito rootkity jsou vesmeˇs primitivn´ı, snadno odhalitelne´ a ne-
prˇ´ıliˇs spolehlive´. Vyuzˇit´ı zdroj˚u (pameˇt’, procesor) je o neˇco veˇtsˇ´ı nezˇ u jiny´ch typ˚u, cozˇ
je zaprˇ´ıcˇineˇno nutnost´ı kontrolovat kazˇdy´ proces v syste´mu zvla´sˇt’. Pra´va administra´tora
nejsou pro jejich beˇh nezbytna´ (nicme´neˇ i tak je veˇtsˇina rootkit˚u vyzˇaduje).
1.2.2 Ja´drove´ rootkity
Ja´drove´ rootkity funguj´ı jako modul ja´dra operacˇn´ıho syste´mu a beˇzˇ´ı tak v mo´du s nej-
vysˇsˇ´ımi opra´vneˇn´ımi. Dı´ky tomu, zˇe ja´dro je centrem vesˇkere´ho deˇn´ı v syste´mu, je pro
rootkity idea´ln´ım mı´stem. Ty zde mu˚zˇou prove´st libovolne´ zmeˇny a informace poskyto-
vane´ syste´mem se tak stanou ned˚uveˇryhodne´. Odhalen´ı a odstraneˇn´ı ja´drovy´ch rootkit˚u je
pomeˇrneˇ obt´ızˇne´. Oproti prˇedchoz´ı skupineˇ jsou na´rocˇneˇjˇs´ı na implementaci a na vy´skyt
kriticky´ch chyb. Mezi pouzˇ´ıvane´ metody u´toku patrˇ´ı una´sˇen´ı syste´movy´ch vola´n´ı, patcho-
va´n´ı ko´du syste´movy´ch funkc´ı a prova´deˇn´ı prˇ´ımy´ch zmeˇn v pameˇti ja´dra. Ja´drove´ rootkity
jsou hlavn´ım te´matem te´to pra´ce.
1.2.3 Hardwarove´ rootkity
Skupina hardwarovy´ch rootkit˚u [8, 9] pracuje na nejnizˇsˇ´ı mozˇne´ u´rovni — na u´rovni
hardwaru pocˇ´ıtacˇe. Jejich ko´d je ukryty´ v napadene´m zarˇ´ızen´ı ve formeˇ firmwaru. Firmware
je program, ktery´ je trvale ulozˇen v hardwarove´m zarˇ´ızen´ı a stara´ se o jeho chod. Nahra´n´ım
upravene´ho firmwaru dosa´hneme vlozˇen´ı rootkitu prˇ´ımo do zvolene´ komponenty pocˇ´ıtacˇe,
a zmeˇn´ıme tak jej´ı funkci. Takto lze napadnout naprˇ. BIOS pocˇ´ıtacˇe nebo firmware s´ıt’ove´
karty; dokonce je mozˇne´ meˇnit i mikroko´d CPU.
Odhalen´ı hardwarovy´ch rootkit˚u je velmi na´rocˇne´, nebot’ beˇzˇ´ı jesˇteˇ na nizˇsˇ´ı u´rovni nezˇ
samotny´ operacˇn´ı syste´m. Vy´robci hardwaru nezverˇejnˇuj´ı vnitrˇn´ı specifikaci hardwaru ani
zdrojove´ ko´dy firmwaru, a proto je napsa´n´ı takove´ho rootkitu extre´mneˇ na´rocˇne´. Hardwa-
rove´ rootkity mohou by´t prˇenosne´ mezi r˚uzny´mi operacˇn´ımi syste´my, naopak vzˇdy budou
za´visle´ na jednom konkre´tn´ım typu zarˇ´ızen´ı.
1.2.4 Virtua´ln´ı rootkity
Virtua´ln´ı rootkity zneuzˇ´ıvaj´ı hardwarove´ virtualizacˇn´ı technologie jako naprˇ´ıklad Intel
VT nebo AMD–V. Aplikace, ktera´ jednotlivy´m virtua´ln´ım pocˇ´ıtacˇ˚um prˇideˇluje prostrˇedky
a dohl´ızˇ´ı na jejich beˇh, se nazy´va´ hypervisor. Pro sv˚uj beˇh vyuzˇ´ıva´ specia´ln´ı procesorovy´
mo´d opra´vneˇn´ı −1.
Virtua´ln´ı rootkity v sobeˇ obsahuj´ı jednoduchy´ hypervisor. Po spusˇteˇn´ı v hostitelske´m
syste´mu se pokus´ı hypervisor nainstalovat a cely´ napadeny´ syste´m za beˇhu prˇemı´stit do
virtua´ln´ıho stroje. Uveˇzneˇn´ım syste´mu do virtua´ln´ıho PC nad n´ım rootkit z´ıska´ plnou
kontrolu.
Tyto rootkity jsou velmi teˇzˇce detekovatelne´ a napadeny´ pocˇ´ıtacˇ nemus´ı mı´t v˚ubec
tusˇen´ı, zˇe beˇzˇ´ı ve virtua´ln´ım prostrˇed´ı. Typicke´ je pro neˇ veˇtsˇ´ı vyuzˇit´ı pameˇti a mı´sta na
disku [10], nebot’ i jednoduchy´ hypervisor spotrˇebuje spoustu prostrˇedk˚u. Docha´z´ı take´ ke
znacˇne´mu na´r˚ustu doby spusˇteˇn´ı syste´mu, protozˇe je nutne´ nejdrˇ´ıve spustit hypervisor a
teprve ten pak rˇ´ıd´ı beˇh p˚uvodn´ıho operacˇn´ıho syste´mu.
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1.2.5 Rootkity rˇ´ızene´ho ko´du
Rootkity rˇ´ızene´ho ko´du podle [11] prˇedstavuj´ı v˚ubec nejnoveˇjˇs´ı skupinu a v praxi se
zat´ım nevyskytuj´ı. Jejich c´ılem je beˇhove´ prostrˇed´ı a virtua´ln´ı stroj pro vykona´va´n´ı rˇ´ıze-
ne´ho ko´du. Kazˇdy´ program, ktery´ je na tomto prostrˇed´ı za´visly´, bude rootkitem ovlivneˇn.
Z pohledu operacˇn´ıho syste´mu se jedna´ o rootkity na uzˇivatelske´ u´rovni, ale napadene´mu
virtua´ln´ımu pocˇ´ıtacˇi se jev´ı jako ja´drove´ rootkity.
Mezi programovac´ı jazyky, ktere´ pro sv˚uj beˇh vyuzˇ´ıvaj´ı virtua´ln´ı pocˇ´ıtacˇ, a tedy jsou
t´ımto zp˚usobem napadnutelne´, patrˇ´ı naprˇ. C#, Java nebo Python. Veˇtsˇina knihoven a
modul˚u pro tyto jazyky je napsa´na prˇ´ımo v jazyce same´m. Tyto knihovny jsou dostupne´
bud’ ve formeˇ zdrojove´ho ko´du nebo prˇedkompilovane´ho byteko´du. Vzhledem k tomu, zˇe
byteko´d neby´va´ prakticky optimalizova´n (optimalizace se prova´d´ı azˇ za beˇhu), existuj´ı po-
meˇrneˇ spolehlive´ zp˚usoby, jak jej prˇeve´st zpeˇt do zdrojove´ho ko´du. U´pravou ko´du knihoven
lze dosa´hnout zmeˇny chova´n´ı dane´ho programovac´ıho jazyka. U´tocˇn´ıkovi stacˇ´ı k vytvo-
rˇen´ı rootkitu jen dobra´ znalost zvolene´ho beˇhove´ho prostrˇed´ı, nemus´ı v˚ubec prˇij´ıt do styku
s n´ızkou´rovnˇovy´mi jazyky jako assembler a C.
Nejveˇtsˇ´ı nevy´hodou tohoto typu rootkit˚u je, zˇe jsou sva´za´ny pouze s konkre´tn´ım pro-
gramovac´ım jazykem. Pokud je vsˇak tento jazyk prˇenosny´ na v´ıce platforem, je prˇenosny´ i
rootkit. V soucˇasne´ dobeˇ neexistuj´ı na´stroje, ktere´ by je umeˇly detekovat.
Dopady teˇchto rootkit˚u na vy´kon pocˇ´ıtacˇe jsou vysˇsˇ´ı nezˇ u jiny´ch kategori´ı. Je to da´no
t´ım, zˇe jsou napsa´ny ve vysokou´rovnˇovy´ch jazyc´ıch a beˇzˇ´ı ve virtua´ln´ım stroji. Pro proveden´ı
zmeˇn v beˇhove´m prostrˇed´ı je potrˇeba prˇ´ıstup k soubor˚um virtua´ln´ıho pocˇ´ıtacˇe (veˇtsˇinou
vyzˇaduje pra´va administra´tora).
1.3 Srovna´n´ı existuj´ıc´ıch rootkit˚u
Pro srovna´n´ı bylo vybra´no 8 nejzaj´ımaveˇjˇs´ıch rootkit˚u. Ke kazˇde´mu je uveden strucˇny´
popis, nejd˚ulezˇiteˇjˇs´ı u´daje jsou pak shrnuty v tabulce 1.1. Informace byly cˇerpa´ny prˇedevsˇ´ım
ze zdroj˚u [3, 9].
Na´zev U´rovenˇ Autor
NTRootkit ja´dro Greg Hoglund
Hacker Defender uzˇivatelska´ Holy Father
FU, FUTo ja´dro James Butler, C.H.A.O.S.
Vanquish uzˇivatelska´ XShadow
SubVirt virtua´ln´ı Samuel T. King, Peter M. Chen a dalˇs´ı
Shadow Walker ja´dro Sherri Sparks, James Butler
Blue Pill virtua´ln´ı Joanna Rutkowska
Extended Copy Protection ja´dro Sony BMG
Tabulka 1.1: Prˇehled vybrany´ch rootkit˚u
1.3.1 NTRootkit
NTRootkit [12] se v roce 1999 stal prvn´ım rootkitem pro Windows NT. Pouzˇ´ıva´ metodu
napaden´ı tabulky SSDT a tabulky prˇerusˇen´ı. Pu˚vodn´ı funkc´ı rootkitu byla schopnost zvy´sˇit
uzˇivateli aktua´ln´ı opra´vneˇn´ı, podobneˇ jako to v UNIXu umı´ prˇ´ıkaz su. Pozdeˇji byl obohacen
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i o dalˇs´ı schopnosti, takzˇe umı´ skry´vat soubory a procesy, mu˚zˇe logovat stisknute´ kla´vesy a
umozˇnˇuje vzda´lene´ prˇipojen´ı prˇes Telnet. Autorem je Greg Hoglund.
1.3.2 Hacker Defender
Hacker Defender [13] pocha´z´ı od cˇeske´ho autora s prˇezd´ıvkou Holy Father. Jedna´ se
o plneˇ vybaveny´ rootkit s velky´m mnozˇstv´ım nastaven´ı. Umı´ skry´vat soubory, slozˇky, pro-
cesy, ovladacˇe, za´znamy v registrech a s´ıt’ove´ porty. Da´le umı´ falˇsovat u´daj o volne´m mı´stu
na prˇipojeny´ch disc´ıch. Poskytuje take´ mozˇnost ovla´dat syste´m vzda´leneˇ prˇes prˇ´ıkazovy´
rˇa´dek.
1.3.3 Fu, FUTo
Autorem p˚uvodn´ı verze rootkitu FU je James Butler. Na jeho za´kladech byla pote´
vystaveˇna skupinou C.H.A.O.S vylepsˇena´ verze nazvana´ FUTo. Mezi funkce rootkitu patrˇ´ı
zvy´sˇen´ı u´rovneˇ uzˇivatelsky´ch opra´vneˇn´ı, skry´va´n´ı soubor˚u, proces˚u a ovladacˇ˚u za pouzˇit´ı
metody prˇ´ıme´ manipulace s objekty ja´dra.
1.3.4 Vanquish
Vanquish pouzˇ´ıva´ metodu injekce DLL, pomoc´ı n´ızˇ doka´zˇe skry´vat slozˇky, soubory,
sluzˇby a za´znamy v registrech. Ma´ schopnost logovat hesla a chra´nit vybrane´ soubory prˇed
smaza´n´ım.
1.3.5 SubVirt
SubVirt [10] modifikuje bootovac´ı sekvenci infikova´n´ım bootovac´ıho sektoru. Po zapnut´ı
PC se nejprve spust´ı hypervisor a teprve v neˇm p˚uvodn´ı operacˇn´ı syste´m (at’ uzˇ Windows
nebo Linux). Nepouzˇ´ıva´ hardwarovou virtualizaci, takzˇe je snadneˇji detekovatelny´. Mezi
jeho funkce patrˇ´ı odposlech kla´ves a sbeˇr dalˇs´ıch citlivy´ch informac´ı. SubVirt take´ zachyta´va´
pozˇadavky virtua´ln´ıho pocˇ´ıtacˇe na restart a vypnut´ı a vytva´rˇ´ı iluzi, zˇe byly vykona´ny.
Rootkit tak neztra´c´ı nad pocˇ´ıtacˇem kontrolu ani beˇhem restartu napadene´ho syste´mu.
1.3.6 Shadow Walker
Shadow Walker [14] od dvojice autor˚u Sherri Sparks a James Butler dosahuje sve´ho
ukryt´ı vytva´rˇen´ım falesˇny´ch pohled˚u na pameˇt’ syste´mu. Vyuzˇ´ıva´ triku desynchronizace
TLB, kdy prˇi pokusu o prˇ´ıstup ke stra´nce dojde k vy´jimce, v jej´ızˇ obsluze vlozˇ´ı rootkit do
pameˇt’ove´ stra´nky podvrzˇena´ data.
1.3.7 Blue Pill
C´ılem Blue Pill [15] bylo ve sve´ dobeˇ uka´zat, zˇe lze zneuzˇ´ıt hardwarovy´ch virtualizacˇn´ıch
technologii k ovla´dnut´ı OS a vytvorˇit tak te´meˇrˇ nedetekovatelny´ rootkit. Blue Pill doka´zˇe za
beˇhu prˇene´st napadeny´ syste´m do virtua´ln´ıho prostrˇed´ı a dostat jej tak pod svou kontrolu.
Proti sve´mu odhalen´ı se bra´n´ı mimo jine´ i d˚ukladny´m falˇsova´n´ım procesorovy´ch cˇ´ıtacˇ˚u a
cˇasovacˇ˚u, ze ktery´ch by se dalo vycˇ´ıst zpomalen´ı vznikle´ vykona´va´n´ım instrukc´ı hypervisoru.
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1.3.8 Extended Copy Protection
Asi nejv´ıce vstoupily rootkity v poveˇdomı´ v roce 2005, kdy firma Sony BMG uvedla
hudebn´ı CD s ochranou proti kop´ırova´n´ı [9]. Tyto hudebn´ı nosicˇe obsahovaly komercˇn´ı
rootkit nazvany´ Extended Copy Protection, ktery´ se bez veˇdomı´ uzˇivatele nainstaloval
do pocˇ´ıtacˇe. Jeho c´ılem bylo vynutit dodrzˇova´n´ı autorsky´ch pra´v k hudebn´ım disk˚um a
zamezen´ı jejich kop´ırova´n´ı. Pro svou ochranu skry´val vsˇechny soubory, slozˇky, procesy a





Operacˇn´ı syste´m MS Windows
V te´to kapitole se zaby´va´m strukturou operacˇn´ıho syste´mu MS Windows a jeho vazbou
na architekturu IA-32. Jsou zde vysveˇtleny rozd´ıly mezi uzˇivatelsky´m a ja´drovy´m rezˇimem,
procesorove´ mo´dy a mechanizmus syste´movy´ch vola´n´ı. V za´veˇru kapitoly se zaby´va´m spra´-
vou pameˇti. Informace v te´to kapitole byly cˇerpa´ny prˇedevsˇ´ım ze zdroj˚u [4, 16, 2].
2.1 Uzˇivatelsky´ a ja´drovy´ rezˇim
V operacˇn´ım syste´mu Windows existuj´ı dveˇ za´kladn´ı u´rovneˇ opra´vneˇn´ı: uzˇivatelsky´ a
ja´drovy´ rezˇim [4]. V ja´drove´m rezˇimu beˇzˇ´ı ja´dro operacˇn´ıho syste´mu a syste´move´ ovladacˇe.
Program v ja´drove´m rezˇimu mu˚zˇe vykona´vat privilegovane´ instrukce CPU, ma´ neomezeny´
prˇ´ıstup do pameˇti a mu˚zˇe prˇ´ımo prˇistupovat k hardware pocˇ´ıtacˇe. Jaka´koliv programa´torska´
chyba mu˚zˇe snadno skoncˇit pa´dem cele´ho syste´mu. Naproti tomu programy beˇzˇ´ıc´ı v uzˇi-
vatelske´m rezˇimu maj´ı omezenou instrukcˇn´ı sadu a omezeny´ prˇ´ıstup do pameˇti. S ja´drem
komunikuj´ı pomoc´ı syste´movy´ch vola´n´ı.
2.1.1 Procesorove´ mo´dy
Pro vynucen´ı omezen´ı platny´ch v uzˇivatelske´m rezˇimu existuje na architekturˇe IA-32
hardwarova´ podpora. Ta rozliˇsuje 4 u´rovneˇ opra´vneˇn´ı zvane´ ring mo´dy [16, 17]:
• ring 0 – ja´dro OS (ja´drovy´ rezˇim)
• ring 1 – ovladacˇe OS
• ring 2 – sluzˇby a ovladacˇe
• ring 3 – uzˇivatelske´ aplikace (uzˇivatelsky´ rezˇim)
Pouze v mo´du nejvysˇsˇ´ıho opra´vneˇn´ı — ring 0 — lze neomezeneˇ prˇistupovat do pameˇti
a registr˚u procesoru, vykona´vat libovolne´ instrukce a prova´deˇt IO operace. Procesy beˇzˇ´ıc´ı
s nizˇsˇ´ım opra´vneˇn´ım nemu˚zˇou prˇistupovat do kruh˚u s nizˇsˇ´ım cˇ´ıslem. Prˇi pokusu o porusˇen´ı
tohoto pravidla vyvola´ CPU vy´jimku.
Operacˇn´ı syste´my Windows pro sv˚uj beˇh vyuzˇ´ıvaj´ı pouze ring 0 a ring 3, ostatn´ı z˚usta´-
vaj´ı nevyuzˇity. Neomezeny´ kruh 0 je vyhrazen pro beˇh ko´du v ja´drove´m rezˇimu. Aplikace
uzˇivatelske´ho rezˇimu beˇzˇ´ı v kruhu 3. Mapova´n´ı mezi mo´dy procesoru a Windows je zna´zor-
neˇno na obra´zku 2.1. Procesory s podporou hardwarove´ virtualizace maj´ı nav´ıc ring −1, ve












Obra´zek 2.1: U´rovneˇ opra´vneˇn´ı
Prˇechod z uzˇivatelske´ho do ja´drove´ho rezˇimu mus´ı by´t d˚usledneˇ kontrolova´n ja´drem OS.
Mu˚zˇe k tomu doj´ıt na´sleduj´ıc´ımi zp˚usoby [1]:
1. Vyvola´n´ım prˇerusˇen´ı. Po vyvola´n´ı prˇerusˇen´ı vyhleda´ procesor v tabulce obsluzˇnou
rutinu (ISR) a prˇeda´ j´ı rˇ´ızen´ı. Po dokoncˇen´ı obsluhy se rˇ´ızen´ı vrac´ı zpeˇt p˚uvodn´ımu
procesu.
2. Pomoc´ı bra´ny pro prˇeda´n´ı rˇ´ızen´ı. Bra´na prˇeda´n´ı rˇ´ızen´ı (call gate) je specia´ln´ı
adresa v pameˇti. Pokud se provede vzda´lene´ vola´n´ı te´to adresy, dojde k prˇepnut´ı do
rezˇimu ja´dra.
3. Vykona´n´ım instrukce SYSENTER. Instrukce SYSENTER slouzˇ´ı k rychle´mu proveden´ı
syste´move´ho vola´n´ı. Nahrazuje drˇ´ıve pouzˇ´ıvany´ zp˚usob, kdy bylo nutne´ vyvolat prˇe-
rusˇen´ı.
2.2 Syste´move´ vola´n´ı
Jediny´m komunikacˇn´ım prostrˇedkem mezi uzˇivatelsky´mi procesy a ja´drem OS jsou sys-
te´mova´ vola´n´ı [4, 18]. Syste´mova´ vola´n´ı tvorˇ´ı sada sluzˇeb ja´dra s definovany´m rozhran´ım,
ktere´ je nazva´no jako nativn´ı API. Po spusˇteˇn´ı syste´move´ho vola´n´ı dojde k bezpecˇne´mu
prˇechodu do rezˇimu ja´dra. Na´sledneˇ je vykona´va´n ja´drovy´ ko´d ve prospeˇch beˇzˇ´ıc´ıho procesu
a po jeho dokoncˇen´ı je proveden na´vrat zpeˇt do uzˇivatelske´ho rezˇimu.
Uzˇivatelske´ programy veˇtsˇinou nekomunikuj´ı s ja´drem prˇ´ımo, ale za pouzˇit´ı knihovn´ıch
funkc´ı, ktere´ samy rozhodnou o zp˚usobu proveden´ı pozˇadavku. Mu˚zˇe tak doj´ıt k jednomu,
zˇa´dne´mu nebo i v´ıce syste´movy´m vola´n´ım. Windows poskytuj´ı neˇkolik r˚uzny´ch knihovn´ıch
rozhran´ı tzv. podsyste´m˚u. Nejd˚ulezˇiteˇjˇs´ım podsyste´mem je Win32, ostatn´ı slouzˇ´ı zejme´na
pro zachova´n´ı kompatibility s jiny´mi operacˇn´ımi syste´my. Mezi tyto podsyste´my patrˇ´ı naprˇ.
Win16, MS-DOS, OS/2 a POSIX.
2.2.1 Proveden´ı syste´move´ho vola´n´ı
Syste´move´ vola´n´ı lze prove´st dveˇma zp˚usoby: vyvola´n´ım prˇerusˇen´ı INT 2E nebo vyko-
na´n´ım instrukce SYSENTER. Modern´ım a rychlejˇs´ım zp˚usobem je instrukce SYSENTER. V ta-
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kove´mto prˇ´ıpadeˇ se pouzˇij´ı obsahy trˇ´ı specia´ln´ıch procesorovy´ch registr˚u, ktere´ urcˇuj´ı prˇ´ımo
adresu rutiny pro obsluhu syste´movy´ch vola´n´ı (KiSystemService) a adresu za´sobn´ıku ja´dra.
Druhy´m me´neˇ pouzˇ´ıvany´m zp˚usobem je vyvola´n´ı softwarove´ho prˇerusˇen´ı, v jehozˇ obsluze
dojde k zavola´n´ı rutiny KiSystemService.
Kazˇde´ syste´move´ vola´n´ı je identifikova´no svy´m jednoznacˇny´m cˇ´ıslem, ktere´ se spolu
s dalˇs´ımi prˇ´ıznaky prˇeda´va´ v registru EAX. Obsluzˇna´ rutina KiSystemService podle neˇj
vyhleda´ v tabulce syste´movy´ch vola´n´ı (System Service Dispatch Table, SSDT) adresu prˇ´ı-
slusˇne´ funkce, zkop´ıruje parametry na za´sobn´ık ja´dra a funkci zavola´. K na´vratu z rezˇimu
ja´dra se pouzˇ´ıva´ instrukce SYSEXIT respektive IRET v prˇ´ıpadeˇ vola´n´ı prˇes prˇerusˇen´ı.
Za´kladn´ı strukturou, ve ktere´ prob´ıha´ vyhleda´n´ı syste´move´ho vola´n´ı, je tabulka popiso-
vacˇ˚u syste´movy´ch sluzˇeb, z ja´dra exportovana´ jako KeServiceDescriptorTable. Ta obsa-
huje ukazatel jednak na tabulku SSDT, tabulku parametr˚u a da´le u´daj o pocˇtu za´znamu˚
v teˇchto tabulka´ch. Tabulka parametr˚u uda´va´ souhrnnou de´lku vsˇech parametr˚u vola´n´ı
v bajtech. V SSDT jsou ulozˇeny adresy funkc´ı pro obsluhu konkre´tn´ıch syste´movy´ch sluzˇeb.
V dokumentaci jsou tyto funkce oznacˇeny jako NtXxx, nebot’ jejich jme´no zacˇ´ına´ prefixem
Nt*. Indexem do tabulky je identifikacˇn´ı cˇ´ıslo sluzˇby, de´lka jednoho za´znamu je 32 bit˚u.
Struktura tabulky popisovacˇ˚u syste´movy´ch sluzˇeb je zna´zorneˇna na obra´zku 2.2.
KeServiceDescriptorTable System Service Dispatch Table Parameter Table
Obra´zek 2.2: Tabulka popisovacˇ˚u syste´movy´ch sluzˇeb
2.2.2 NtXxx a ZwXxx funkce
Ke kazˇde´ funkci NtXxx lze ve Windows prˇiˇradit podobnou funkci s prefixem Zw* [19].
Naprˇ´ıklad k funkci NtWriteFile existuje i odpov´ıdaj´ıc´ı funkce ZwWriteFile. Prˇi vola´n´ı
z uzˇivatelske´ho rezˇimu nen´ı mezi funkcemi zˇa´dny´ rozd´ıl, obeˇ skoncˇ´ı vykona´n´ım stejne´ho
ko´du. Rozd´ıl je vsˇak prˇi vola´n´ı z ja´dra. Adresy NtXxx funkc´ı jsou uvedeny prˇ´ımo v tabulce
SSDT. Pokud zavola´me neˇkterou NtXxx funkci, skocˇ´ıme rovnou na zacˇa´tek syste´move´ho
vola´n´ı a prˇeskocˇ´ıme tak vesˇkere´ obsluzˇne´ rutiny s n´ım spojene´. Naproti tomu prˇi pouzˇit´ı
funkce ZwXxx dojde k vyvola´n´ı rutiny KiSystemService a vyhleda´n´ı odpov´ıdaj´ıc´ı NtXxx
funkce v SSDT. Syste´move´ vola´n´ı tak postupuje oficia´ln´ı cestou vcˇetneˇ kontroly parametr˚u.
Vola´n´ı funkc´ı Zw* je v rezˇimu ja´dra preferovanou mozˇnost´ı.
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2.3 Spra´va pameˇti
Windows vytva´rˇ´ı pro beˇzˇ´ıc´ı procesy iluzi, jakoby kazˇdy´ z nich beˇzˇel ve sve´m vlastn´ım pa-
meˇt’ove´m prostoru [1]. Toho je dosa´hnuto zaveden´ım virtua´ln´ı pameˇti a rozdeˇlen´ım pameˇti
na stra´nky.
Ve Windows je pouzˇita jak segmentovana´, tak stra´nkovana´ pameˇt’. Segmentace je na ar-
chitekturˇe IA-32 povinna´, acˇkoliv prˇi zapnute´m stra´nkova´n´ı neprˇina´sˇ´ı zˇa´dne´ dalˇs´ı vy´hody1.
Z tohoto d˚uvodu se datove´ i ko´dove´ segmenty vsˇech proces˚u plneˇ prˇekry´vaj´ı.
Virtua´ln´ı adresovy´ prostor kazˇde´ho procesu je rozdeˇlen na stra´nky [16], typicky o ve-
likosti 4 kB. Fyzicky´ adresovy´ prostor je rozdeˇlen na ra´mce stejne´ velikosti. Prˇi kazˇde´m
prˇ´ıstupu k virtua´ln´ı adrese, mus´ı by´t tato adresa prˇelozˇena na skutecˇnou fyzickou adresu
v pameˇti. K tomuto prˇekladu docha´z´ı velice cˇasto, a proto je pro neˇj nutna´ hardwarova´
podpora — jednotka MMU a TLB.
Mapova´n´ı pameˇt’ovy´ch stra´nek na fyzicke´ ra´mce prob´ıha´ prˇes tabulku adresa´rˇ˚u stra´-
nek. Ukazatel na zacˇa´tek te´to tabulky je ulozˇen v procesorove´m registru CR3. Tento registr
ukazuje na pole 32bitovy´ch hodnot zvany´ch adresa´rˇe stra´nky. Kazˇda´ hodnota ukazuje na
fyzickou adresu zacˇa´tku tabulky stra´nek. Z te´ se da´ z´ıskat adresa zacˇa´tku stra´nky a na´-
sledneˇ vypocˇ´ıtat prˇesna´ fyzicka´ adresa. Za´znam v tabulce stra´nek obsahuje nav´ıc prˇ´ıznaky,
pomoc´ı ktery´ch lze nastavit naprˇ´ıklad prˇ´ıstup jen pro cˇten´ı nebo zaka´zat vykona´va´n´ı ko´du.




































Obra´zek 2.3: Prˇeklad na fyzicke´ adresy pameˇti
Aby mohl beˇzˇet kazˇdy´ proces ve sve´m pameˇt’ove´m prostoru, mus´ı mı´t svoji vlastn´ı
tabulku adresa´rˇ˚u stra´nek. Hodnota registru CR3 je tak pro kazˇdy´ proces unika´tn´ı. I prˇesto
je pameˇt’ nad adresou 0x7FFFFFFF2 namapova´na stejneˇ vsˇem proces˚um. Tento rozsah je
vyhrazen ja´dru a obsah jeho pameˇti je stejny´ pro vsˇechny procesy.
1Segmentace prˇetrva´va´ na 32bitove´ architekturˇe prˇeva´zˇneˇ z historicky´ch d˚uvod˚u. Na modern´ı architekturˇe
Intel 64 je proto prakticky vypnuta [17].
2Tuto hodnotu lze zmeˇnit prˇ´ıkazem BCDEDIT.EXE /Set IncreaseUserVa <value>
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Kapitola 3
Metody u´tok˚u na operacˇn´ı syste´m
MS Windows
C´ılem te´to kapitoly je ozrˇejmit cˇtena´rˇi techniky, ktere´ mohou rootkity pouzˇ´ıt pro ovliv-
neˇn´ı beˇhu syste´mu. Prvn´ı cˇa´st se zaby´va´ vytvorˇen´ım ovladacˇe zarˇ´ızen´ı a nahra´n´ım rootkitu
do ja´dra. Ve druhe´ cˇa´sti jsou prˇedstaveny techniky pouzˇ´ıvane´ rootkity uzˇivatelske´ u´rovneˇ a
uka´za´ny jejich vy´hody a nevy´hody v porovna´n´ı s ja´drovy´mi rootkity. Zbyla´ cˇa´st se jizˇ plneˇ
veˇnuje jednotlivy´m technika´m u´tok˚u na ja´dro syste´mu. Informace uvedene´ v te´to kapitole
byly cˇerpa´ny zejme´na z [1, 2, 14, 20, 8].
3.1 Vstup do ja´dra
Ja´drove´ rootkity, ktere´ jsou steˇzˇejn´ım te´matem te´to kapitoly, mus´ı beˇzˇet v ja´drove´m
rezˇimu. Pro nahra´n´ı vlastn´ıho ko´du do ja´dra lze ve Windows pouzˇ´ıt zaveditelny´ch ja´drovy´ch
modul˚u, ktere´ jsou zna´my sp´ıˇse jako ovladacˇe zarˇ´ızen´ı. Ovladacˇ zarˇ´ızen´ı slouzˇ´ı prima´rneˇ ke
komunikaci s hardware, ale obecneˇ mu˚zˇe by´t pouzˇit pro vykona´n´ı libovolne´ho ko´du. Du˚lezˇite´
je, zˇe vyuzˇ´ıva´ v procesorovy´ mo´d ring 0, a je tedy na stejne´ u´rovni opra´vneˇn´ı jako samotne´
ja´dro.
3.1.1 Vytvorˇen´ı ovladacˇe
Kazˇdy´ ovladacˇ mus´ı obsahovat vstupn´ı bod — funkci, ktera´ bude zavola´na po jeho
zaveden´ı. Ovladacˇ mu˚zˇe mı´t funkci, ktera´ bude zavola´na prˇi zˇa´dosti o jeho odstraneˇn´ı.
Pokud ji neobsahuje, ja´dro nemu˚zˇe odstranit modul za beˇhu a rootkit tak z˚ustane v pameˇti
azˇ do restartu syste´mu. Minima´ln´ı ko´d ovladacˇe by mohl vypadat na´sledovneˇ [21, 5]:
#include <ntddk.h>
DRIVER_INITIALIZE DriverEntry; //vstupnı´ bod ovladacˇe
void Unload(PDRIVER_OBJECT DriverObject) {
//zde je mozˇne´ prove´st akce prˇed odstraneˇnı´m ovladacˇe z ja´dra
}
NTSTATUS DriverEntry(PDRIVER_OBJECT driver, PUNICODE_STRING reg_path) {
driver->DriverUnload = Unload; //nastavenı´ funkce pro ukoncˇenı´
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//zde bude dalsˇı´ ko´d pro spra´vnou inicializace ovladacˇe
return STATUS_SUCCESS;
}
Ovladacˇe lze do ja´dra zave´st pomoc´ı spra´vce sluzˇeb ve Windows. Pro automaticke´ na-
hra´n´ı je mozˇne´ napsat si jednoduchy´ zavadeˇcˇ za pouzˇit´ı API. K nahra´n´ı ko´du do ja´dra je
nutny´ prˇ´ıstup administra´tora.
3.1.2 Znovuspusˇteˇn´ı
Pro prˇezˇit´ı rootkitu v c´ılove´m syste´mu je nutne´ nejenom jeho dobre´ ukryt´ı, ale take´
schopnost spustit se po restartu pocˇ´ıtacˇe. Nejjednodusˇsˇ´ım zp˚usobem je vytvorˇen´ı spousˇteˇ-
c´ıho kl´ıcˇe v registrech, ktery´ vyuzˇ´ıva´ veˇtsˇina automaticky spousˇteˇny´ch programu˚ ve Win-
dows. Jedna´ se o pomeˇrneˇ na´padny´ zp˚usob, nicme´neˇ rootkit mu˚zˇe tento kl´ıcˇ skry´t. Dalˇs´ı
mozˇnost´ı je zaregistrovat rootkit jako platny´ ovladacˇ zarˇ´ızen´ı, ktery´ bude nahra´n prˇi spusˇ-
teˇn´ı syste´mu. I t´ımto zp˚usobem dojde k vytvorˇen´ı kl´ıcˇe v registrech.
3.1.3 Prˇekona´n´ı ochrany pameˇti
Ja´dro operacˇn´ıho syste´mu se snazˇ´ı chra´nit prˇed nedovoleny´mi zmeˇnami pameˇti, a proto
lze k neˇktery´m pameˇt’ovy´m stra´nka´m prˇistupovat jen pro cˇten´ı. Pokus o za´pis do takove´to
stra´nky skoncˇ´ı kritickou chybou Blue Screen of Death. Pro prˇevzet´ı kompletn´ı kontroly nad
OS je nutne´ tuto ochranu obej´ıt. Lze pouzˇ´ıt jeden ze zp˚usob˚u [1]:
1. U´prava registr˚u. Trvale´ho vypnut´ı ochrany pameˇti se da´ doc´ılit nastaven´ım na´sle-





Zmeˇna se projev´ı po restartu syste´mu.
2. Pouzˇit´ı rˇ´ıd´ıc´ıch registr˚u CPU. Vynulova´n´ı bitu write protect v procesorove´m
registru CR0 povol´ı CPU zapisovat i do stra´nek oznacˇeny´ch pouze pro cˇten´ı. U´pravu
registru je vhodne´ prove´st azˇ teˇsˇneˇ prˇed pozˇadovany´m za´pisem do pameˇti a pote´ jej







3.2 U´nos funkc´ı v uzˇivatelske´m prostoru
Una´sˇen´ı funkc´ı (anglicky hooking) je tradicˇn´ı technikou pozmeˇnˇova´n´ı toku programu.
Vyuzˇ´ıva´ se zde toho, zˇe vesˇkera´ komunikace s ja´drem prob´ıha´ prˇes rozhran´ı syste´movy´ch
vola´n´ı. Typicky´ u´tok prob´ıha´ tak, zˇe jsou prˇepsa´ny adresy funkc´ı v neˇktere´ ze syste´movy´ch
tabulek, aby odkazovaly na ko´d rootkitu. Prˇi pokusu o vyvola´n´ı unesene´ funkce se mı´sto
toho zavola´ ko´d podvrzˇeny´ rootkitem. Ten veˇtsˇinou prˇeda´ rˇ´ızen´ı p˚uvodn´ı funkci, vyfiltruje
jej´ı vy´sledky a vra´t´ı je aplikaci.
Una´sˇen´ı funkc´ı mu˚zˇe by´t rozdeˇleno podle toho, zda je prova´deˇno na u´rovni ja´dra nebo
uzˇivatelske´ho rezˇimu. U´tok na uzˇivatelsky´ rezˇim zasahuje jen do pameˇti patrˇ´ıc´ı dane´mu
procesu. Abychom ovlivnili vsˇechny procesy v syste´mu, mus´ıme injektovat sˇkodlivy´ ko´d do
kazˇde´ho z nich zvla´sˇt’.
3.2.1 Injekce DLL pomoc´ı Windows hooks
Metoda injekce DLL slouzˇ´ı k zaveden´ı ko´du rootkitu do pameˇti jine´ho procesu, a je tak
vstupem pro proveden´ı dalˇs´ıch zmeˇn v jeho pameˇt’ove´m prostoru. Vyuzˇ´ıva´ se zde rozhran´ı
Windows hooks [22]. Jedna´ se o mechanizmus, kdy aplikace mu˚zˇe nastavit proceduru ke
sledova´n´ı uda´lost´ı vznikaj´ıc´ıch v syste´mu a zpracovat je jesˇteˇ drˇ´ıve, nezˇ uda´lost doraz´ı
k c´ılove´mu programu.
K nastaven´ı obsluhy je urcˇena funkce SetWindowsHookEx se cˇtyrˇmi parametry. Typ
zachyta´vane´ uda´losti je specifikova´n prvn´ım parametrem. Jedna´ se o neˇkterou z prˇeddefi-
novany´ch konstant, naprˇ. WH_MOUSE pro monitorova´n´ı pohybu mysˇi nebo WH_KEYBOARD pro
detekci stisknuty´ch kla´ves. Pro u´cˇely rootkitu na typu uda´losti neza´lezˇ´ı — d˚ulezˇite´ je, aby
s velkou pravdeˇpodobnost´ı nastala. Druhy´ parametr je ukazatel na knihovn´ı funkci, kterou
chceme zavolat, kdyzˇ uda´lost nastane. Handle knihovny obsahuj´ıc´ı tuto funkci je prˇeda´no
jako trˇet´ı. Posledn´ı parametr identifikuje vla´kno, jehozˇ uda´losti obsluhujeme. Pokud je 0,
jsou zachyta´va´ny vsˇechny uda´losti na aktivn´ı plosˇe.
Mus´ıme tedy vytvorˇit jednoduchou knihovnu s obsluzˇnou funkc´ı a nastavit zachyta´va´n´ı
uda´lost´ı pro vsˇechny procesy. Pokud se v syste´mu objev´ı uda´lost, OS prˇilinkuje k procesu,
jenzˇ ma´ uda´lost obdrzˇet, DLL knihovnu zadanou trˇet´ım parametrem a na´sledneˇ v n´ı zavola´
obsluzˇnou funkci. T´ım dosa´hneme vlozˇen´ı ko´du rootkitu do adresove´ho prostoru ciz´ıho
procesu. Ihned po prˇipojen´ı knihovny se nav´ıc automaticky zavola´ funkce DllMain, ktera´
je jej´ım vstupn´ım bodem. V n´ı lze prove´st libovolne´ zmeˇny pameˇti c´ılove´ho procesu.
Nevy´hodou te´to metody je, zˇe neˇktere´ konzolove´ aplikace neprˇij´ımaj´ı zˇa´dne´ uda´losti, a
tedy se do nich nepodarˇ´ı injektovat ko´d rootkitu.
3.2.2 U´nos tabulky import˚u adres
U´nosem tabulky import˚u adres lze dosa´hnout prˇesmeˇrova´n´ı vola´n´ı knihovn´ıch funkc´ı [8].
Kdyzˇ chce aplikace pouzˇ´ıt neˇjakou funkci z extern´ı knihovny, mus´ı nejdrˇ´ıve importovat jej´ı
adresu. K tomuto u´cˇelu ma´ kazˇdy´ proces tabulku import˚u adres — Import Address Table,
ve ktere´ jsou za´znamy pro vsˇechny pouzˇite´ extern´ı funkce. V okamzˇiku prˇipojen´ı knihovny
k programu je tato tabulka naplneˇna virtua´ln´ımi adresami funkc´ı v knihovneˇ. Prˇi zavola´n´ı
extern´ı funkce docha´z´ı k neprˇ´ıme´mu vola´n´ı skrze prˇ´ıslusˇnou adresu v IAT.
Pokud se na´m podarˇ´ı ko´d rootkitu injektovat do neˇjake´ho procesu, mu˚zˇeme analyzovat
obsah jeho pameˇti a prˇepsat vybranou hodnotu v IAT adresou sve´ vlastn´ı funkce. Po za-
vola´n´ı extern´ı funkce tak dojde k prˇeda´n´ı rˇ´ızen´ı rootkitu mı´sto p˚uvodn´ı funkci. Pozmeˇneˇny´
tok programu je zna´zorneˇn na obra´zku 3.1.
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Obra´zek 3.1: U´nos funkc´ı prˇes tabulku import˚u adres
Na rozd´ıl od dalˇs´ıch pokrocˇilejˇs´ıch technik nen´ı potrˇeba vytva´rˇet ovladacˇ zarˇ´ızen´ı a cely´
ko´d mu˚zˇe beˇzˇet v uzˇivatelske´m rezˇimu. Dı´ky tomu je tato technika pomeˇrneˇ jednoducha´. Ma´
ale neˇkolik velky´ch nevy´hod. Je celkem snadne´ ji objevit a nen´ı prˇ´ıliˇs spolehliva´. Proble´mem
jsou take´ procesy, ktere´ nahra´vaj´ı knihovny azˇ za beˇhu pomoc´ı LoadLibrary a adresy
knihovn´ıch funkc´ı z´ıska´vaj´ı vola´n´ım GetProcAddress. Takove´to funkce pak nejsou uvedeny
v IAT a nemohou by´t uneseny touto metodou.
3.3 U´nos funkc´ı v prostoru ja´dra
Jak bylo nast´ıneˇno drˇ´ıve, una´sˇen´ı funkc´ı v uzˇivatelske´m prostoru patrˇ´ı mezi nejme´neˇ
spolehlive´ metody. Mnohem u´cˇinneˇjˇs´ı je prove´st zmeˇny prˇ´ımo na straneˇ ja´dra. U´nosy v ja´drˇe
jsou globa´ln´ı pro vsˇechny procesy (nen´ı nutne´ do kazˇde´ho zvla´sˇt’ injektovat sv˚uj ko´d) a jsou
h˚urˇe odhalitelne´.
3.3.1 U´tok na tabulku SSDT
V kapitole 2.2 byl popsa´n mechanizmus syste´movy´ch vola´n´ı, jenzˇ je c´ılem tohoto u´toku.
Kriticky´m mı´stem vola´n´ı ja´dra je vyhleda´n´ı funkce v tabulce SSDT, nebot’ rootkit mu˚zˇe
ukazatele v te´to tabulce upravit tak, aby odkazovaly na jine´ mı´sto v pameˇti. Ve vy´sledku
tak mu˚zˇe rootkit podvrhnout svou vlastn´ı verzi syste´move´ho vola´n´ı.
K proveden´ı u´toku je potrˇeba vytvorˇit si strukturu pro tabulku popisovacˇ˚u syste´movy´ch
sluzˇeb a skutecˇnou tabulku KeServiceDescriptorTable do n´ı namapovat [1]:
#pragma pack(1) //ovlivnˇuje zarovna´nı´ struktur v pameˇti
typedef struct ServiceDescriptorTable {
unsigned int *ServiceTable; //ukazatel na zacˇa´tek SSDT
unsigned int *unused; //nepouzˇito
unsigned int ServicesCount; //pocˇet za´znamu˚ v SSDT
unsigned char *ParamTable; //ukazatel na tabulku parametru˚
} ServiceDescriptorT;
//import a mapova´nı´ tabulky na typ ServiceDescriptorT
__declspec(dllimport) ServiceDescriptorT KeServiceDescriptorTable;
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Jakmile ma´me k dispozici prˇ´ıstup do SSDT, mus´ıme vyhledat, na jake´m indexu se na-
cha´z´ı funkce, kterou chceme une´st. Nejjednodusˇsˇ´ım rˇesˇen´ım je postupneˇ procha´zet za´znamy
v SSDT a porovna´vat je s adresou una´sˇene´ syste´move´ funkce.
unsigned int SyscallIndexNt(unsigned int NtFunction) {
for (unsigned int i = 0; i < KeServiceDescriptorTable.ServicesCount; i++) {






Tento postup funguje pouze pro neˇktera´ syste´mova´ vola´n´ı. Proble´m nasta´va´ v okamzˇiku,
kdy nen´ı una´sˇena´ NtXxx funkce exportova´na z ja´dra a nezna´me tak jej´ı adresu. Pro vola´n´ı
z ja´dra jsou urcˇeny funkce ZwXxx a ty jsou z neˇj take´ exportova´ny. U´cˇelem ZwXxx funkc´ı je
naplnit registr EAX cˇ´ıslem sluzˇby a zavolat rutinu pro obsluhu syste´movy´ch vola´n´ı. To take´
prova´d´ı hned prvn´ı instrukce a naprˇ. pro funkci ZwWriteFile vypada´ takto:
e082a2a4 b812010000 mov eax,112h
Vid´ıme, zˇe syste´move´ vola´n´ı NtWriteFile ma´ cˇ´ıslo 112h. Toto cˇ´ıslo se nacha´z´ı na druhe´m
bajtu vola´n´ı ZwXxx. Vy´sˇe uvedenou funkci SyscallIndexNt jsme proto schopni modifikovat
na´sledovneˇ:
unsigned int SyscallIndexZw(unsigned int ZwFunction) {
return *(unsigned int *) (ZwFunction + 1);
}
Prˇed proveden´ım zmeˇn v SSDT je nutne´ zajistit si prˇ´ıstup pro za´pis, cozˇ bylo diskuto-
va´no na zacˇa´tku te´to kapitoly. Samotny´ u´nos funkce provedeme atomickou za´meˇnou adresy
v SSDT za adresu vlastn´ı funkce.
unsigned int index = SyscallIndexZw(ZwHookedFunction);
NtOriginalFunction = (PVOID) InterlockedExchange(
(PLONG) &KeServiceDescriptorTable.ServiceTable[index],
(LONG) HookingFunction);
3.3.2 U´tok na tabulku prˇerusˇen´ı
Obsluha prˇerusˇen´ı procesorem prob´ıha´ prˇes tzv. tabulku prˇerusˇen´ı [3]. V okamzˇiku prˇ´ı-
chodu prˇerusˇen´ı dojde k ulozˇen´ı kontextu procesoru na za´sobn´ık a vyhleda´n´ı obsluzˇne´ rutiny
v tabulce prˇerusˇen´ı. Po dokoncˇen´ı obsluhy se procesor obnov´ı do stavu prˇed prˇ´ıchodem prˇe-
rusˇen´ı.
Tabulka prˇerusˇen´ı obsahuje 256 osmibajtovy´ch za´znamu˚ s adresami obsluzˇny´ch rutin
a dalˇs´ımi prˇ´ıznaky. Adresa zacˇa´tku tabulky prˇerusˇen´ı je ulozˇena v procesorove´m registru
IDTR. Pro cˇten´ı a za´pis do registru IDTR slouzˇ´ı instrukce LIDT respektive SIDT. U v´ıcepro-
cesorovy´ch syste´mu˚ je situace o neˇco komplikovaneˇjˇs´ı, nebot’ kazˇdy´ procesor ma´ vlastn´ı
tabulku prˇerusˇen´ı a vlastn´ı registr IDTR. Prˇi manipulaci s prˇerusˇen´ımi je nutne´ prove´st
zmeˇny u vsˇech CPU v syste´mu.
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Vytvorˇen´ım vlastn´ıch obsluzˇny´ch rutin a nahrazen´ım prˇ´ıslusˇny´ch adres v tabulce prˇe-
rusˇen´ı lze z´ıskat kontrolu nad prˇ´ıchody prˇerusˇen´ı. Nevy´hodou je, zˇe obsluha prˇerusˇen´ı se
po dokoncˇen´ı vrac´ı prˇ´ımo do uzˇivatelske´ho rezˇimu, cˇ´ımzˇ efektivneˇ zabranˇuje vyfiltrova´n´ı
vy´stupu. Prˇed uveden´ım instrukce SYSENTER byla nejcˇasteˇjˇs´ım c´ılem obsluha prˇerusˇen´ı INT
2E, ktere´ slouzˇilo pro vola´n´ı funkc´ı ja´dra.
3.4 Patchova´n´ı za beˇhu
Una´sˇen´ı funkc´ı, popsane´ v prˇedchoz´ı kapitole, bylo zalozˇeno na prˇepsa´n´ı adresy v neˇ-
ktere´ ze syste´movy´ch tabulek. Prˇestozˇe je tato technika dostatecˇneˇ u´cˇinna´ a spolehliva´, je
relativneˇ snadne´ j´ı odhalit. Stejne´ho vy´sledku lze doc´ılit i mnohem nena´padneˇji, pokud se
zmeˇny v toku rˇ´ızen´ı provedou prˇ´ımo uvnitrˇ c´ılove´ funkce. Tato skupina metod, nazvana´
patchova´n´ı za beˇhu, prˇina´sˇ´ı rozumny´ kompromis mezi klasicky´m u´nosem funkc´ı a prˇ´ımou
manipulac´ı s ja´drem, co se ukryt´ı a implementacˇn´ı na´rocˇnosti ty´cˇe.
3.4.1 Detour patching
Jedn´ım ze zp˚usob˚u patchova´n´ı funkc´ı je vlozˇit na vhodne´ mı´sto instrukci skoku, ktera´
prˇesmeˇruje rˇ´ızen´ı na ko´d rootkitu. Tato technika je zna´ma jako detour patching (prˇesmeˇro-
va´n´ı rˇ´ızen´ı oklikou) [2, 20].
Vlozˇen´ım skoku do p˚uvodn´ı funkce dojde k nena´vratne´mu prˇepsa´n´ı neˇkolika instrukc´ı.
Protozˇe nechceme ohrozit spra´vne´ vykona´n´ı funkce, je potrˇeba si odstraneˇne´ instrukce neˇ-
kam ulozˇit a vykonat je pozdeˇji. Na architekturˇe IA-32 je de´lka instrukc´ı r˚uzna´ a nemu˚zˇeme
obecneˇ rˇ´ıci, kolik instrukc´ı prˇep´ıˇseme. Je potrˇeba da´t si pozor zvla´sˇteˇ na to, aby nedosˇlo
k rozdeˇlen´ı neˇktere´ z nich na dveˇ cˇa´st´ı. U´sek ko´du, slouzˇ´ıc´ı k vykona´n´ı uschovany´ch in-
strukc´ı a skoku zpeˇt do p˚uvodn´ı funkce, se nazy´va´ trampol´ına. Sche´ma u´toku je zobrazeno
na obra´zku 3.2.








Obra´zek 3.2: Sche´ma u´toku metodou detour patching
Skok je mozˇne´ vlozˇit na r˚uzna´ mı´sta v c´ılove´ funkci. Cˇ´ım hloubeˇji jej vlozˇ´ıme, t´ım v´ıce
znesnadn´ıme detekci rootkitu. Vlozˇen´ı ko´du doprostrˇed funkce vyzˇaduje hluboke´ znalosti
programova´n´ı v assembleru a vyhleda´n´ı vhodne´ho mı´sta pro modifikaci mu˚zˇe by´t cˇasoveˇ
velmi na´rocˇne´. Typicky se proto skok vkla´da´ na zacˇa´tek nebo na konec, cˇ´ımzˇ odpada´ potrˇeba
analyzovat celou napadenou funkci. Prˇi injekci ko´du na konec mu˚zˇe by´t proble´m v tom, zˇe
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se funkce v neˇktery´ch prˇ´ıpadech nevykona´ cela´ a ukoncˇ´ı se drˇ´ıve (naprˇ. z d˚uvodu vy´skytu
chyby), anizˇ by dosˇlo k prˇesmeˇrova´n´ı. Drobny´m plusem je naopak to, zˇe nen´ı nutne´ prova´deˇt
skok zpeˇt za patchovane´ mı´sto (nebot’ za n´ım uzˇ stejneˇ funkce koncˇ´ı) a mu˚zˇeme z n´ı rovnou
vyskocˇit instrukc´ı RET. Dalˇs´ı mozˇnost´ı je vyuzˇ´ıt toho, zˇe prˇed zacˇa´tkem a za koncem funkce
je obvykle neˇkolik bajt˚u neuzˇitecˇny´ch instrukc´ı jako vy´plnˇ. Typicky se jedna´ o instrukce
NOP nebo INT 3 (breakpoint), ktere´ lze bez obav prˇepsat a vyuzˇ´ıt vznikle´ mı´sto ke svy´m
u´cˇel˚um.
Vy´sˇe uvedeny´ postup lze demonstrovat na jednoduche´m prˇ´ıkladu, kdy zkus´ıme modifi-
kovat syste´move´ vola´n´ı NtQuerySystemInformation. Disassemblova´n´ın zjist´ıme, zˇe zacˇ´ına´
na´sleduj´ıc´ımi instrukcemi:
8057bc36 6810020000 push 210h
8057bc3b 6840a44e80 push offset nt!ExTraceAllTables+0x1eb
8057bc40 e8f667f6ff call nt!_SEH_prolog
...
Vid´ıme, zˇe prvn´ı instrukc´ı je vlozˇen´ı konstanty na za´sobn´ık. De´lka instrukce PUSH je 5
bajt˚u, cozˇ je stejneˇ jako je de´lka instrukce relativn´ıho bl´ızke´ho skoku. Nyn´ı mu˚zˇeme vytvorˇit
jednoduchou funkci, na kterou prˇesmeˇrujeme rˇ´ızen´ı:




PUSH 210h ;odstraneˇna´ instrukce
JMP NEAR [jumpback] ;skok zpeˇt do pu˚vodnı´ funkce
}
}
Adresa mı´sta, na ktere´ se ma´ prove´st na´vrat z trampol´ıny, nen´ı zna´ma v dobeˇ prˇekladu.
Jedn´ım z mozˇny´ch rˇesˇen´ı je vytvorˇit si globa´ln´ı promeˇnnou, kterou napln´ıme konkre´tn´ı
adresou v okamzˇiku zaveden´ı ovladacˇe. Jej´ı hodnota se bude odv´ıjet od adresy symbolu
NtQuerySystemInformation zvy´sˇene´ o de´lku vlozˇene´ho skoku (5 bajt˚u), nebot’ se mus´ıme
vra´tit azˇ za upravene´ mı´sto:
jumpback = (unsigned int) NtQuerySystemInformation + 5;
Na´sledneˇ mu˚zˇeme prˇistoupit k aplikova´n´ı patche. Instrukce JMP NEAR bere jako prˇ´ımy´
operand 32bitove´ posunut´ı oproti aktua´ln´ı pozici. Posunut´ı spocˇ´ıta´me jednodusˇe odecˇten´ım
adres funkc´ı NtQuerySystemInformation a na´mi vlozˇene´ Detour. Cely´ offset se mus´ı jesˇteˇ
o 5 sn´ızˇit, nebot’ se pocˇ´ıta´ azˇ od konce instrukce JMP.
char *patchaddr = (char *) NtQuerySystemInformation;
patchaddr[0] = 0xE9; //operacˇnı´ ko´d JMP NEAR je 0xE9
unsigned int *addr = (unsigned int *) &patchaddr[1]; //uk. na operand JMP
*addr = (unsigned int) Detour - (unsigned int) NtQuerySystemInformation - 5;
S potrˇebou napsat a analyzovat cˇa´st ko´du v assembleru souvis´ı i horsˇ´ı prˇenositelnost
mezi r˚uzny´mi verzemi operacˇn´ıho syste´mu MS Windows. Prˇed aplikova´n´ım patche je vhodne´
zkontrolovat funkci na vy´skyt charakteristicke´ sekvence bajt˚u a ujistit se, zˇe je to skutecˇneˇ
ona. T´ım prˇedejdeme nechteˇny´ch pa´d˚um syste´mu.
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3.5 Vrstvene´ ovladacˇe
Ovladacˇe ve Windows lze propojovat do rˇeteˇzc˚u tak, zˇe vy´stup jednoho se stane vstu-
pem druhe´ho [23]. Ovladacˇe nejnizˇsˇ´ı u´rovneˇ prova´deˇj´ı manipulaci s hardware, zat´ımco ty
na vysˇsˇ´ı u´rovni se mu˚zˇou zaby´vat konverz´ı a forma´tova´n´ım dat bez ohledu na hardwa-
rovou reprezentaci. V praxi to mu˚zˇe vypadat tak, zˇe nad ovladacˇem pro prˇ´ıstup k disku
mu˚zˇou pracovat ovladacˇe pro jednotlive´ souborove´ syste´my a nad nimi jesˇteˇ prob´ıhat sˇifro-
va´n´ı disku. Vy´sledkem je, zˇe kazˇdy´ ovladacˇ mu˚zˇe by´t specializova´n jen na jednu konkre´tn´ı
cˇinnost.
Konceptu vrstveny´ch ovladacˇ˚u se da´ dobrˇe zneuzˇ´ıt rootkity. Zapojen´ım rootkitu na
vhodne´ mı´sto rˇeteˇzce lze kontrolovat a meˇnit tok dat. Takto lze naprˇ´ıklad nad ovladacˇi
souborovy´ch syste´mu vytvorˇit jednotny´ filtr pro skry´va´n´ı soubor˚u.
Implementacˇneˇ je tato technika na´rocˇneˇjˇs´ı nezˇ una´sˇen´ı obsluhy funkc´ı. Jedna´ se vsˇak
o spolehlivou a elegantn´ı metodu.
3.6 Prˇ´ıma´ manipulace s objekty ja´dra
Jednou z nejna´rocˇneˇjˇs´ıch a nejobt´ızˇneˇji odhalitelny´ch technik je prˇ´ıma´ manipulace s ob-
jekty ja´dra [8]. Tato metoda se nespole´ha´ na u´nosy syste´movy´ch funkc´ı, mı´sto toho prˇ´ımo
meˇn´ı pameˇt’ ja´dra tak, aby syste´mova´ vola´n´ı sama nacˇetla podvrzˇene´ hodnoty.
Metoda prˇedpokla´da´, zˇe si ja´dro pro sve´ potrˇeby udrzˇuje v pameˇti seznamy r˚uzny´ch
objekt˚u. Odstran´ıme-li objekt ze seznamu, dosa´hneme jeho zmizen´ı. Tento postup lze pouzˇ´ıt
pouze proti objekt˚um, ktere´ si OS drzˇ´ı v pameˇti, nelze j´ım naprˇ´ıklad skry´vat soubory.
Na´rocˇnost metody spocˇ´ıva´ v tom, zˇe vnitrˇn´ı struktury ja´dra nejsou dokumentova´ny a
ani z neˇj nejsou exportova´ny. Pro vyhleda´n´ı objektu v pameˇti je potrˇeba pouzˇ´ıt heuristik
a cˇasto nema´me 100% jistotu, zˇe upravujeme to, co chceme. Pouzˇite´ struktury ja´dra se
mohou meˇnit mezi r˚uzny´mi verzemi operacˇn´ıho syste´mu.
3.7 Srovna´n´ı metod
Informace o metoda´ch u´toku na syste´m, uvedene´ v te´to kapitole, jsou shrnuty v tabulce
3.1 a porovna´ny z hlediska vy´pocˇetn´ı, pameˇt’ove´ a implementacˇn´ı na´rocˇnosti. Srovna´na je














U´nos IAT vysˇsˇ´ı vysˇsˇ´ı n´ızka´ ne vysoke´ dobra´
U´nos SSDT n´ızka´ n´ızka´ strˇedn´ı nutna´ strˇedn´ı dobra´
U´nos prˇerusˇen´ı n´ızka´ n´ızka´ vysoka´ nutna´ strˇedn´ı n´ızka´
Patchova´n´ı za beˇhu n´ızka´ n´ızka´ vysoka´ nutna´ n´ızke´ n´ızka´












V te´to kapitole jsou prˇedstaveny zp˚usoby skry´va´n´ı vy´pocˇetn´ıch prostrˇedk˚u. Postupneˇ
je zde uka´za´no filtrova´n´ı beˇzˇ´ıc´ıch proces˚u, skry´va´n´ı soubor˚u a slozˇek, maskova´n´ı hodnot
v registrech a ukry´va´n´ı s´ıt’ove´ komunikace.
4.1 Skry´va´n´ı proces˚u
Aplikace pro spra´vu proces˚u (naprˇ. spra´vce u´loh) z´ıska´vaj´ı data syste´movy´m vola´n´ım
NtQuerySystemInformation [13]. Tato funkce, jak jizˇ napov´ıda´ na´zev, slouzˇ´ı k z´ıska´va´n´ı
nejr˚uzneˇjˇs´ıch informac´ı o syste´mu. Typ z´ıskane´ informace je urcˇen prvn´ım parametrem.
Pokud je nastaven na SystemProcessInformation, bude vra´cen linea´rn´ı seznam s popisem
beˇzˇ´ıc´ıch proces˚u. Provedeme-li u´nos te´to funkce (at’ uzˇ prˇes tabulku SSDT nebo patcho-
va´n´ım jej´ıho ko´du), mu˚zˇeme ze z´ıskany´ch dat vypustit nechteˇne´ procesy. Aplikace, ktera´
funkci zavolala, tak dostane neu´plna´ data.
Funkce jako vy´sledek napln´ı zvoleny´ buffer strukturami SYSTEM_PROCESS_INFORMATION.
Protozˇe se jedna´ o struktury promeˇnne´ de´lky, obsahuje kazˇda´ relativn´ı offset na zacˇa´tek dalˇs´ı
z nich. Posledn´ı prvek ma´ zde nulu. Struktura mimo jine´ obsahuje i PID a jme´no procesu
a vypada´ na´sledovneˇ:
typedef struct _SYSTEM_PROCESS_INFORMATION {







Skryt´ı procesu dosa´hneme pouhou modifikac´ı cˇlenske´ promeˇnne´ NextEntryOffset. Jej´ı
hodnotu mus´ıme zveˇtsˇit o hodnotu stejne´ promeˇnne´ ve skryte´m procesu, jak je zna´zorneˇno
na obra´zku 4.1. Programoveˇ toho dosa´hneme naprˇ´ıklad na´sleduj´ıc´ım u´sekem ko´du:
//pokud zacˇı´na´ jme´no procesu prefixem _root_, tak ho skryjeme
if (memcmp(CurrProc->ProcessName.Buffer, L"_root_" 12) == 0) {
if(CurrProc->NextEntryOffset == 0) {





//zveˇtsˇenı´ offsetu u prˇedchozı´ho procesu
PrevProc->NextEntryOffset += CurrProc->NextEntryOffset;
CurrProc = (SYSTEM_PROCESS_INFORMATION *)




Ko´d prˇedpokla´da´, zˇe je vykona´va´n v cyklu pro kazˇdy´ prvek seznamu. Promeˇnna´
CurrProc je ukazatel na aktua´ln´ı proces v seznamu, PrevProc ukazuje na prˇedchoz´ı ne-
skryty´ proces. Nen´ı nutne´ testovat, jestli je obsah PrevProc r˚uzny´ od NULL. Takovy´ prˇ´ıpad










Obra´zek 4.1: Skry´va´n´ı proces˚u
4.2 Skry´va´n´ı soubor˚u a slozˇek
Ve Windows se pro vy´pis vsˇech soubor˚u v adresa´rˇi pouzˇ´ıva´ funkce FindFirstFile
vracej´ıc´ı handle, ktere´ se na´sledneˇ pouzˇije k opakovane´mu vola´n´ı FindNextFile a iteraci
prˇes jednotlive´ soubory ve slozˇce [24, 8]. Interneˇ obeˇ funkce pouzˇ´ıvaj´ı syste´move´ vola´n´ı
NtQueryDirectoryFile. Vsˇechny pozˇadavky na informace o obsahu slozˇky procha´zej´ı prˇes
toto vola´n´ı, a je tedy vhodny´m c´ılem pro u´nos.
Mechanizmus z´ıska´va´n´ı informac´ı o souborech pomoc´ı NtQueryDirectoryFile je velmi
podobny´ tomu, ktery´ je pouzˇit k vy´pisu proces˚u a ktery´ byl popsa´n v kapitole 4.1. I v tomto
prˇ´ıpadeˇ je vy´sledek vra´cen ve formeˇ linea´rn´ıho seznamu s informacemi o jednotlivy´ch soubo-
rech a algoritmus skry´va´n´ı tak bude velice podobny´ — liˇsit se budou hlavneˇ pouzˇite´ datove´
struktury.
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Funkce NtQueryDirectoryFile ocˇeka´va´ celkem 11 parametr˚u [6]. Na´s nejv´ıce zaj´ıma´
osmy´ z nich — FileInformationClass, ktery´ urcˇuje typ pozˇadovane´ informace a forma´t
struktury, ve ktere´ data z´ıska´me. Mu˚zˇe naby´vat jedne´ z osmi hodnot, z nichzˇ ma´me za´jem
pouze o na´sleduj´ıc´ı:







Kazˇda´ z vy´sˇe uvedeny´ch datovy´ch struktur obsahuje minima´lneˇ na´sleduj´ıc´ı u´daje:
typedef struct _FILE_BOTH_DIR_INFORMATION {
ULONG NextEntryOffset; //posunutı´ na dalsˇı´ za´znam
...
ULONG FileNameLength; //de´lka jme´na
WCHAR FileName[1]; //jme´no souboru/slozˇky
} FILE_BOTH_DIR_INFORMATION;
Opeˇt zde vyuzˇijeme algoritmu zalozˇene´ho na zmeˇneˇ promeˇnne´ NextEntryOffset. Oproti
skry´va´n´ı proces˚u je potrˇeba nav´ıc uvazˇovat skryt´ı hned prvn´ıho souboru v seznamu. V ta-
kove´mto prˇ´ıpadeˇ je potrˇeba prˇekop´ırovat obsah pameˇti s informacemi o druhe´m souboru na
zacˇa´tek seznamu funkc´ı RtlMoveMemory. Tato funkce zvla´da´ prˇesun dat v pameˇti, i kdyzˇ se
zdrojova´ a c´ılova´ oblast cˇa´stecˇneˇ prˇekry´vaj´ı.
T´ımto zp˚usobem lze skry´vat soubory i slozˇky. Dojde vsˇak jen ke zmizen´ı souboru (slozˇky)
ze vsˇech vy´pis˚u, sta´le bude mozˇne´ otevrˇ´ıt soubor naprˇ. v textove´m editoru rucˇn´ım zada´n´ım
cesty a vstoupit do skryte´ slozˇky naprˇ. prˇ´ıkazem cd. Pro kompletn´ı kontrolu pra´ce se sou-
bory je potrˇeba une´st i funkce NtOpenFile, NtCreateFile, NtDeleteFile, NtWriteFile,
NtReadFile a NtSetInformationFile.
4.3 Skry´va´n´ı kl´ıcˇ˚u v registrech
Registry jsou rozsa´hlou hierarchickou informacˇn´ı databa´z´ı obsahuj´ıc´ı konfiguraci a na-
staven´ı operacˇn´ıho syste´mu. Registry se skla´daj´ı z kl´ıcˇ˚u, ktere´ mohou obsahovat hodnoty
nebo dalˇs´ı podkl´ıcˇe.
Pro vy´pis vsˇech hodnot v kl´ıcˇi se pouzˇ´ıva´ syste´move´ vola´n´ı NtEnumerateValueKey, pro
vy´pis vsˇech podkl´ıcˇ˚u slouzˇ´ı NtEnumerateKey [13]. Chova´n´ı i parametry obou funkc´ı jsou
prakticky identicke´, a proto zde bude popsa´no pouze skry´va´n´ı kl´ıcˇ˚u. Pro zjiˇsteˇn´ı vsˇech
podkl´ıcˇ˚u mus´ıme toto vola´n´ı opakovat postupneˇ se zvysˇuj´ıc´ım se indexem, ktery´ se zada´va´
jako druhy´ parametr. Pokud index prˇesa´hne skutecˇny´ pocˇet kl´ıcˇ˚u, funkce vrac´ı chybovy´ ko´d
STATUS_NO_MORE_ENTRIES. Forma´t datove´ struktury, ve ktere´ obdrzˇ´ıme data, specifikuje
trˇet´ı parametr.
Pro skryt´ı kl´ıcˇe registru mus´ıme prove´st u´nos NtEnumerateKey a tuto p˚uvodn´ı funkci
pote´ zavolat. Podle na´zvu kl´ıcˇe (urcˇeno cˇleny struktury Name a NameLength ve vy´stupn´ım
bufferu) se rozhodneme, zda ho chceme skry´t. Vzhledem k tomu, zˇe pocˇet podkl´ıcˇ˚u v kl´ıcˇi lze
take´ zjistit vola´n´ım NtQueryKey a neˇktere´ programy na takto z´ıskanou hodnotu spole´haj´ı,
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meˇl by pocˇet podkl´ıcˇ˚u i po proveden´ı ukryt´ı z˚ustat pokud mozˇno stejny´. Je jasne´, zˇe pokud
neˇjake´ za´znamy skryjeme a prˇitom budeme trvat na zachova´n´ı jejich pocˇtu, mus´ıme mı´sto
nich neˇkde vz´ıt na´hradu. Lze se ub´ırat teˇmito cestami:
• Pouzˇit´ı existuj´ıc´ıho za´znamu. Mı´sto skryte´ho za´znamu vra´t´ıme jiny´ existuj´ıc´ı kl´ıcˇ,
ktery´ bude t´ım pa´dem ve vy´sledku zobrazen v´ıcekra´t.
• Vytvorˇen´ı nove´ho za´znamu. Jme´no skryte´ho kl´ıcˇe v bufferu prˇep´ıˇseme na jine´
(naprˇ. obsahuj´ıc´ı same´ mezery), cˇ´ımzˇ dojde k vytvorˇen´ı falesˇne´ho za´znamu v re-
gistrech. Pokus o prˇ´ıstup k ve skutecˇnosti neexistuj´ıc´ımu kl´ıcˇi vyvola´ chybu.
Jako vhodneˇjˇs´ı se jev´ı prva´ varianta, protozˇe nedocha´z´ı k zˇa´dny´m chyba´m, ktere´ by
mohly ovlivnit jine´ programy. Takto lze naprˇ´ıklad mı´sto skryte´ho kl´ıcˇe vra´tit kl´ıcˇ s inde-
xem o jedna vysˇsˇ´ım. Pokud by meˇl index prˇesa´hnout maxima´ln´ı hodnotu, pak je mozˇno
pokracˇovat znova od nuly. Spra´vneˇ je nutne´ osˇetrˇit situaci, kdy by dosˇlo ke skryt´ı vsˇech
podkl´ıcˇ˚u v kl´ıcˇi a vra´tit chybovy´ ko´d STATUS_NO_MORE_ENTRIES (v takove´m prˇ´ıpadeˇ bude
porusˇen prˇedpoklad o zachova´n´ı pocˇtu kl´ıcˇ˚u, takzˇe neˇktere´ nevhodneˇ napsane´ programy
nemus´ı pracovat zcela korektneˇ).
4.4 Skry´va´n´ı s´ıt’ovy´ch prostrˇedk˚u
Skry´va´n´ı s´ıt’ovy´ch prostrˇedk˚u patrˇ´ı mezi nejslozˇiteˇjˇs´ı cˇinnosti, ktere´ mu˚zˇe rootkit pro-
va´deˇt, nebot’ pra´ce se s´ıt´ı je komplexn´ı za´lezˇitost´ı [1]. Dobry´ rootkit by meˇl umeˇt maskovat
otevrˇene´ porty a spojen´ı a da´le pak ukry´vat samotne´ pakety proud´ıc´ı prˇes s´ıt’ove´ rozhran´ı.
Co cˇin´ı pra´ci se s´ıt´ı jesˇteˇ slozˇiteˇjˇs´ı, je mozˇnost odhalen´ı ze strany spra´vce s´ıteˇ. I sebelepsˇ´ı
rootkit jen teˇzˇko ucˇin´ı pakety neviditelne´ pro vsˇechny routery a smeˇrovacˇe po cesteˇ.
Pra´veˇ mozˇnost odhalen´ı paket˚u beˇhem jejich cesty po s´ıti vedla rootkity k tomu, zˇe snazˇ´ı
vyuzˇ´ıt metod steganografie — ukryt´ı zpra´vy do beˇzˇny´ch dat tak, aby si nikdo neuveˇdomil,
zˇe prob´ıha´ neˇjaka´ tajna´ komunikace. Lze tak naprˇ´ıklad ukry´t data do protokolu DNS,
ktery´ veˇtsˇinou neby´va´ na firewallech blokova´n. Du˚lezˇite´ je snazˇit se nevybocˇovat z beˇzˇne´
komunikace, ktera´ po s´ıti prob´ıha´. Zvla´sˇteˇ nadmeˇrne´ vyuzˇ´ıva´n´ı prˇenosove´ kapacity mu˚zˇe
upoutat pozornost administra´tora.
Mezi dalˇs´ı techniky patrˇ´ı pouzˇit´ı raw socket˚u pro prˇ´ıstup na linkovou vrstvu. Rootkit
se tak mu˚zˇe pokusit falˇsovat zdrojovou MAC a IP adresu. Bohuzˇel operacˇn´ı syste´m zde
vytva´rˇ´ı jista´ omezen´ı, co se ty´cˇe komunikace protokoly TCP a UDP prˇes raw sockety [2].
Zp˚usobem, jak tato omezen´ı obej´ıt, je pouze napsa´n´ı vlastn´ıho s´ıt’ove´ho ovladacˇe. Falˇsova´n´ı
adres mu˚zˇe by´t v dobrˇe zabezpecˇeny´ch s´ıt´ıch jen na sˇkodu — neˇktera´ s´ıt’ova´ zarˇ´ızen´ı mu˚zˇou
kontrolovat rozsah IP adres a MAC adres prˇipojeny´ch ke konkre´tn´ımu portu.
K ukryt´ı otevrˇeny´ch port˚u v napadene´m pocˇ´ıtacˇi lze une´st obsluhu vola´n´ı




Na za´kladeˇ poznatk˚u z´ıskany´ch v prˇedchoz´ıch kapitola´ch bude v te´to cˇa´sti podrobneˇ
popsa´na implementace ja´drove´ho rootkitu vyuzˇ´ıvaj´ıc´ıho metodu detour patching [2, 20]
u´tocˇ´ıc´ı na rozhran´ı syste´movy´ch vola´n´ı. Tato metoda byla zvolena prˇedevsˇ´ım z d˚uvodu
lepsˇ´ıho ukryt´ı rootkitu prˇed detekcˇn´ımi na´stroji a minima´ln´ımu vyuzˇit´ı syste´movy´ch pro-
strˇedk˚u. Oproti proste´mu u´nosu tabulky SSDT je o neˇco na´rocˇneˇjˇs´ı na implementaci, ale
riziko odhalen´ı je zde mnohem nizˇsˇ´ı, nebot’ zmeˇny provedene´ v syste´movy´ch vola´n´ıch jsou
me´neˇ pr˚uhledne´. Tato technika upravuje jejich ko´d na u´rovni jednotlivy´ch instrukc´ı CPU,
kv˚uli cˇemu je h˚urˇe prˇenosna´ mezi r˚uzny´mi verzemi operacˇn´ıho syste´mu, a proto bude v te´to
kapitole uka´za´no, jak tuto nevy´hodu eliminovat.
Nyn´ı stanovme pozˇadavky, ktere´ by meˇl rootkit splnˇovat. Mezi za´kladn´ı funkce lze zcela
jisteˇ zarˇadit skry´va´n´ı beˇzˇ´ıc´ıch proces˚u, soubor˚u a slozˇek. Pro u´tocˇn´ıka mu˚zˇe by´t rovneˇzˇ
zaj´ımave´ maskova´n´ı kl´ıcˇ˚u a hodnot v registrech, nebot’ tak mu˚zˇe zakry´t neˇktere´ zmeˇny
v nastaven´ı syste´mu nebo schovat automaticky spousˇteˇne´ programy. Manipulace s registry
je take´ nutna´ pro zahlazen´ı vlastn´ıch stop — zakryt´ım vybrany´ch kl´ıcˇ˚u dosa´hneme toho,
aby se rootkit nezobrazil mezi ostatn´ımi ovladacˇi ve spra´vci zarˇ´ızen´ı. Vzhledem k vysoke´
implementacˇn´ı na´rocˇnosti nebudeme uvazˇovat skry´va´n´ı s´ıt’ovy´ch prostrˇedk˚u. Rootkit mus´ı
by´t mozˇno ze syste´mu kdykoliv a bez na´sledk˚u odstranit a mus´ı take´ spra´vneˇ fungovat na
nejpouzˇ´ıvaneˇjˇs´ıch verz´ıch operacˇn´ıho syste´mu MS Windows.
Trutkit, jak byl rootkit pojmenova´n, se sesta´va´ ze dvou samostatny´ch programu˚ —
vlastn´ıho rootkitu ve formeˇ ovladacˇe zarˇ´ızen´ı (soubor s prˇ´ıponou *.sys) a jeho zavadeˇcˇe.
Zavadeˇcˇ je obycˇejny´ spustitelny´ soubor beˇzˇ´ıc´ı v uzˇivatelske´m rezˇimu, jehozˇ u´kolem je pouze
nahra´t ovladacˇ do ja´dra. Pro usnadneˇn´ı manipulace s programem je ovladacˇ rootkitu za-
balen prˇ´ımo do zavadeˇcˇe jako tzv. vlozˇeny´ zdroj (embedded resource). Ve vy´sledku je tak
Trutkit tvorˇen jen jedn´ım spustitelny´m souborem.
5.1 Zavadeˇcˇ rootkitu
Po spusˇteˇn´ı zavadeˇcˇe je nejdrˇ´ıve vybalen vestaveˇny´ soubor s ovladacˇem na disk do sys-
te´move´ slozˇky, ve ktere´ by meˇl by´t v bezpecˇ´ı prˇed na´hodny´m smaza´n´ım. Po kompletn´ım
zaveden´ı bude tento soubor rootkitem skryt. K nalezen´ı vlozˇene´ho zdroje je postupneˇ po-
uzˇito funkc´ı FindResource, LoadResource a LockResource [6]. Posledn´ı jmenovana´ vrac´ı
ukazatel prˇ´ımo na jeho obsah. Na´sledneˇ je beˇzˇny´m zp˚usobem vytvorˇen pra´zdny´ soubor a
obsah zdroje do neˇj prˇekop´ırova´n.
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Ve druhe´ fa´zi je zaveden modul do ja´dra pomoc´ı spra´vce sluzˇeb [24], ke ktere´mu je nutno
se nejdrˇ´ıve prˇipojit funkc´ı OpenSCManager. Pote´ jizˇ lze pokracˇovat vytvorˇen´ım nove´ sluzˇby
vola´n´ım CreateService. Du˚lezˇite´ jsou prˇedevsˇ´ım jej´ı pa´ty´ a sˇesty´ parametr — meˇly by by´t
nastaveny na SERVICE_KERNEL_DRIVER a SERVICE_SYSTEM_START. T´ım rˇ´ıka´me syste´mu, zˇe
nasˇe sluzˇba bude ovladacˇ zarˇ´ızen´ı, ktery´ bude do pameˇti nahra´n automaticky po spusˇteˇn´ı
syste´mu. Osmy´ parametr specifikuje absolutn´ı cestu k souboru ovladacˇe. Tato funkce vytvorˇ´ı
v registrech neˇkolik kl´ıcˇ˚u, ktere´ OS vyzˇaduje a ktere´ je nutno pozdeˇji skry´t. Vytvorˇenou
sluzˇbu je potrˇeba nakonec jesˇteˇ spustit vola´n´ım StartService a rootkit se tak nahraje do
ja´dra. K te´to posloupnosti krok˚u jsou vyzˇadova´na pra´va administra´tora.
Zavadeˇcˇ mus´ı by´t spusˇteˇn s jedn´ım z parametr˚u -l nebo -u; v ostatn´ıch prˇ´ıpadech tiskne
na´poveˇdu. Parametr -l zavede uvedeny´m zp˚usobem rootkit do ja´dra. Druhy´ parametr
naopak rootkit z ja´dra odstran´ı (byl-li prˇedt´ım zaveden) a smazˇe soubor s ovladacˇem z disku.
5.2 Rootkit
Rootkit pouzˇ´ıva´ techniku detour patching, ktera´ byla popsa´na v kapitole 3.4.1. Je pro-
va´deˇn u´nos na´sleduj´ıc´ıch syste´movy´ch vola´n´ı:
• NtQuerySystemInformation – skry´va´n´ı proces˚u
• NtQueryDirectoryFile – skry´va´n´ı soubor˚u a slozˇek
• NtEnumerateKey – skry´va´n´ı kl´ıcˇ˚u v registrech
• NtEnumerateValueKey – skry´va´n´ı hodnot v registrech
C´ılem rootkitu bude vlozˇit instrukci skoku na zacˇa´tek kazˇde´ho z teˇchto vola´n´ı, ktera´
prˇenese rˇ´ızen´ı na vlastn´ı funkci. Tyto funkce jsem se rozhodl oznacˇit prefixem New* a na´zvem
prˇ´ıslusˇne´ho syste´move´ho vola´n´ı (naprˇ. NewQuerySystemInformation). Kazˇda´ z nich mus´ı
zavolat p˚uvodn´ı syste´move´ vola´n´ı. To vsˇak nelze prove´st prˇ´ımo, nebot’ je jizˇ posˇkozene´
instrukc´ı skoku. K tomuto u´cˇelu slouzˇ´ı funkce s prefixem Old*, ktere´ obsahuj´ı odstraneˇne´
instrukce a na´sledny´ skok zpeˇt za prˇerusˇene´ mı´sto. Tyto funkce jsou oznacˇova´ny take´ jako
trampol´ına. Po u´speˇsˇne´m proveden´ı p˚uvodn´ıho vola´n´ı se rˇ´ızen´ı vra´t´ı opeˇt do nove´ funkce
NewXxx, ktera´ vyfiltruje z´ıskane´ vy´sledky a vra´t´ı je volaj´ıc´ımu programu. NewXxx funkce tak
tvorˇ´ı jen jakousi oba´lku nad p˚uvodn´ımi syste´movy´mi vola´n´ımi. Sche´ma vola´n´ı jednotlivy´ch

















Obra´zek 5.1: Sche´ma prova´deˇn´ı upraveny´ch syste´movy´ch vola´n´ı
5.2.1 Zajiˇsteˇn´ı prˇenositelnosti
Disassemblova´n´ım ko´du syste´move´ho vola´n´ı NtQuerySystemInformation zjist´ıme, zˇe
se podstatneˇ liˇs´ı mezi verzemi operacˇn´ıho syste´mu MS Windows:
Windows XP Windows Vista Windows 7
6810020000 push 210h 6878030000 push 378h 8bff mov edi,edi
6840a44e80 push 804ea440 6850958881 push 81889550 55 push ebp
e8f667f6ff call 804e243b e89dbce6ff call 8187e208 8bec mov ebp,esp
... ... ...
Kazˇde´ syste´move´ vola´n´ı je jine´ a kazˇde´ take´ vyzˇaduje trochu jiny´ prˇ´ıstup k vlozˇen´ı
patche. Plneˇ automaticky´ u´nos znesnadnˇuj´ı na´sleduj´ıc´ı charakteristiky architektury IA-32:
• Pocˇet prˇepsany´ch instrukc´ı i jejich de´lka v bajtech mu˚zˇe by´t obecneˇ r˚uzna´ — je nutne´
da´t si pozor, aby nedosˇlo k rozdeˇlen´ı instrukce na dveˇ cˇa´sti.
• Neˇktere´ instrukce nelze jednodusˇe v ko´du prˇemı´stit na jine´ mı´sto (naprˇ. relativn´ı
skoky).
Pro dosazˇen´ı potrˇebne´ prˇenositelnosti rootkitu, je potrˇeba nejdrˇ´ıve porovnat zacˇa´tek
kazˇde´ho vola´n´ı, zda zapada´ do neˇktere´ ze sady prˇeddefinovany´ch sˇablon, nazvany´ch jako
signatury. Vid´ıme take´, zˇe rozd´ıl mezi Windows XP a Windows Vista je jenom v hodnoteˇ
operandu instrukce PUSH. Vzhledem k tomu, zˇe konkre´tn´ı hodnota prˇ´ımy´ch operand˚u nen´ı
rozhoduj´ıc´ı pro to, zda lze patch aplikovat, je mozˇno porovna´n´ı signatur v´ıce zobecnit a
tyto operandy neporovna´vat.
Signaturou budeme rozumeˇt kra´tkou posloupnost bajt˚u, ktery´mi mus´ı syste´move´ vola´n´ı
zacˇ´ınat. Bajt signatury s hodnotou 0x00 je nav´ıc povazˇova´n za za´stupny´ znak pro libovol-
nou hodnotu. V prˇ´ıpadeˇ, zˇe nebude syste´move´ vola´n´ı odpov´ıdat zˇa´dne´ ze signatur, nebude




Za´kladn´ım pouzˇity´m datovy´m typem je struktura SyscallPatch, ktera´ slouzˇ´ı k ucho-
va´n´ı vesˇkery´ch informac´ı o una´sˇene´m syste´move´m vola´n´ı a je definova´na na´sledovneˇ:
typedef struct {
PWCHAR prefix[PREFIX_COUNT]; //prefixy skry´vany´ch polozˇek
unsigned int prefix_count; //pocˇet prefixu˚ k porovna´nı´
unsigned int prefix_len[PREFIX_COUNT]; //de´lky prefixu˚
int signature_id; //cˇı´slo signatury syste´move´ho vola´nı´
unsigned int ZwSyscall; //adresa ZwXxx syste´move´ho vola´nı´
unsigned int NtSyscall; //adresa NtXxx syste´move´ho vola´nı´
unsigned int OldSyscall; //funkce pro zavola´nı´ pu˚v. sys. vola´nı´ (trampolı´na)
unsigned int NewSyscall; //adresa nove´ho syste´move´ho vola´nı´
} SyscallPatch;
Struktura obsahuje seznam polozˇek, ktere´ maj´ı by´t filtrova´ny, ID pouzˇite´ signatury a
adresy NtXxx a ZwXxx syste´movy´ch vola´n´ı. Da´le uchova´va´ adresu rootkitem dodane´ho no-
ve´ho vola´n´ı (NewSyscall) a adresu trampol´ıny do p˚uvodn´ıho vola´n´ı (OldSyscall). OldXxx
funkce jsou definova´ny v ko´du rootkitu a prˇi prˇekladu obsahuj´ı pouze volne´ mı´sto ve formeˇ
instrukc´ı NOP. Ty jsou prˇi aplikaci patche prˇepsa´ny instrukcemi odstraneˇny´mi z p˚uvodn´ıho
syste´move´ho vola´n´ı a skokem do neˇj.
Vstupn´ım bodem rootkitu je funkce DriverEntry. V te´ je nejdrˇ´ıve nastavena ukoncˇovac´ı
funkce DriverUnload, takzˇe je mozˇne´ rootkit odstranit z ja´dra bez restartu syste´mu. Da´le
je pro kazˇde´ syste´move´ vola´n´ı naplneˇna struktura SyscallPatch. Tyto struktury jsou pak
kazˇda´ zvla´sˇt’ prˇeda´ny funkci Patch k proveden´ı zmeˇn. Definova´na je rovneˇzˇ i komplemen-
ta´rn´ı funkce UnPatch, ktera´ je vola´na z DriverUnload a ktera´ postupneˇ uvede syste´mova´
vola´n´ı do p˚uvodn´ıho stavu.
Vlozˇen´ı patche
Funkce Patch bere jako jediny´ parametr patch strukturu SyscallPatch. K prove-
den´ı u´nosu je potrˇeba zna´t adresy NtXxx funkc´ı, ktere´ ale nejsou vzˇdy z ja´dra expor-
tova´ny, a proto je potrˇeba je nejdrˇ´ıve vypocˇ´ıtat z adres odpov´ıdaj´ıc´ıch ZwXxx vola´n´ı za
pouzˇit´ı triku uvedene´ho v kapitole 3.3.1. K tomu je nutny´ prˇ´ıstup pro cˇten´ı do tabulky
SSDT. De´lky prefix˚u skry´vany´ch polozˇek (patch->prefix_len) jsou prˇedpocˇ´ıta´ny funkc´ı
CalculatePrefixLen. Pote´ je mozˇno k syste´move´mu vola´n´ı vyhledat odpov´ıdaj´ıc´ı signa-
turu funkc´ı MatchSignature, jej´ızˇ ID je ulozˇeno do prvku struktury signature_id.
patch->NtSyscall = SyscallAddress((unsigned int) patch->ZwSyscall);
CalculatePrefixLen(patch);
MatchSignature(patch);




V dalˇs´ım kroku je potrˇeba prˇipravit prˇ´ıslusˇnou OldXxx funkci, t´ım zˇe do n´ı nakop´ırujeme
instrukce ze zacˇa´tku syste´move´ho vola´n´ı v de´lce zvolene´ pouzˇite´ signatury:
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NtPatchaddr = (unsigned char *) patch->NtSyscall;
OldPatchaddr = (unsigned char *) patch->OldSyscall;
for (i = 0; i < signatures_len[patch->signature_id]; i++) {
OldPatchaddr[i] = NtPatchaddr[i];
}
K dokoncˇen´ı ko´du trampol´ıny je za zkop´ırovane´ instrukce vlozˇen skok do p˚uvodn´ıho
syste´move´ho vola´n´ı. Adresa relativn´ıho skoku je spocˇtena jako rozd´ıl adres funkc´ı NtXxx a
OldXxx navy´sˇena´ o de´lku instrukce samotne´.
//vlozˇenı´ operacˇnı´ho ko´du instrukce JMP NEAR za zkopı´rovane´ instrukce
OldPatchaddr[signatures_len[patch->signature_id]] = 0xe9;
//ukazatel na operand prˇedchozı´ instrukce
addr = (unsigned int *) &OldPatchaddr[signatures_len[patch->signature_id] + 1];
//vypocˇtenı´ a ulozˇenı´ adresy skoku
*addr = (unsigned int) patch->NtSyscall - (unsigned int) patch->OldSyscall + 5;
V posledn´ı fa´zi je podobny´m zp˚usobem vlozˇen skok do syste´move´ho vola´n´ı. Beˇhem te´to
operace se mu˚zˇe syste´m na okamzˇik nacha´zet v nekonzistentn´ım stavu, a proto je nutne´
prove´st zmeˇny v co mozˇna´ nejkratsˇ´ım cˇase. Riziko je da´le mozˇne´ minimalizovat docˇasny´m
zaka´za´n´ım prˇerusˇen´ı. Prˇedt´ım je ale potrˇeba odstranit ochranu pameˇti, o cozˇ se stara´ funkce
MemoryUnProtect; tato ochrana je po proveden´ı zmeˇn opeˇt zapnuta komplementa´rn´ı funkc´ı
MemoryProtect. Vypnut´ı ochrany je dosa´hnuto shozen´ım bitu write protect procesorove´ho
registru CR0, o cˇem se bl´ızˇe zminˇuje kapitola 3.1.3.
MemoryUnProtect();
NtPatchaddr[0] = 0xe9;
addr = (unsigned int *) &NtPatchaddr[1];
*addr = (unsigned int) patch->NewSyscall - ((unsigned int) patch->NtSyscall + 5);
MemoryProtect();
Odstraneˇn´ı patche
U´kolem funkce UnPatch je prˇi odstranˇova´n´ı rootkitu navra´tit provedene´ zmeˇny do p˚u-
vodn´ıho stavu. Nejdrˇ´ıve se oveˇrˇ´ı, zˇe syste´move´ vola´n´ı bylo skutecˇneˇ patchnuto, t´ım zˇe je ID
pouzˇite´ signatury r˚uzne´ od −1. Pote´ jsou zkop´ırova´ny instrukce z odpov´ıdaj´ıc´ıho OldXxx
syste´move´ho vola´n´ı (obsahuje odstraneˇne´ instrukce) do NtXxx vola´n´ı v de´lce 5 bajt˚u (de´lka
instrukce skoku):
NtPatchaddr = (unsigned char *) patch->NtSyscall;
OldPatchaddr = (unsigned char *) patch->OldSyscall;
//obnovenı´ pu˚vodnı´ch instrukcı´
MemoryUnProtect();





I po uveden´ı vsˇech syste´movy´ch vola´n´ı do p˚uvodn´ıho stavu vsˇak sta´le nen´ı mozˇne´ rootkit
odstranit z ja´dra. Prˇestozˇe kazˇde´ noveˇ zavolane´ vola´n´ı jizˇ procha´z´ı norma´ln´ı cestou, sta´le
jesˇteˇ se mu˚zˇe v syste´mu nacha´zet neˇjake´ nedokoncˇene´ vola´n´ı zavolane´ p˚uvodn´ım zp˚usobem.
V takove´mto prˇ´ıpadeˇ by odstraneˇn´ı rootkitu vedlo k fata´ln´ı chybeˇ, nebot’ ko´d rootkitu je
potrˇeba k jeho dokoncˇen´ı. Existuj´ı dva zp˚usoby rˇesˇen´ı tohoto proble´mu:
• Pouzˇit´ı cˇ´ıtacˇe – prˇi kazˇde´m syste´move´m vola´n´ı inkrementovat cˇ´ıtacˇ, prˇi jeho do-
koncˇen´ı ho dekrementovat. Jakmile bude hodnota cˇ´ıtacˇe nula, lze rootkit bezpecˇneˇ
odstranit.
• Cˇeka´n´ı – doba cˇeka´n´ı by meˇla by´t dostatecˇneˇ dlouha´ k dokoncˇen´ı vsˇech drˇ´ıve zapocˇa-
ty´ch vola´n´ı. Vzhledem k tomu, zˇe prodlouzˇen´ı cˇekac´ı doby nijak negativneˇ neovlivnˇuje
vy´kon syste´mu, nen´ı proble´m ji zvolit delˇs´ı, naprˇ. 10 sekund.
Acˇkoliv je prvn´ı varianta velmi spolehliva´, jej´ı nevy´hodou je nutnost pouzˇ´ıt synchroni-
zacˇn´ı mechanismy k prˇ´ıstupu k cˇ´ıtacˇi, cozˇ by mohlo mı´t negativn´ı vliv na dobu vykona´va´n´ı
syste´movy´ch vola´n´ı. Zvolil jsem proto druhou variantu. Cˇeka´n´ı je provedeno jako posledn´ı
akce ve funkci DriverUnload za pouzˇit´ı KeDelayExecutionThread.
Filtrova´n´ı vy´sledk˚u
Upravena´ syste´mova´ vola´n´ı, oznacˇena´ prefixem New*, jsou implementova´na jako oba´lka
nad p˚uvodn´ımi vola´n´ımi. Vy´sledky origina´ln´ıho vola´n´ı jsou filtrova´ny na za´kladeˇ poznatk˚u
z´ıskany´ch v kapitola´ch 4.1 azˇ 4.3. Jednotlive´ polozˇky (procesy, soubory, slozˇky, kl´ıcˇe a
hodnoty v registrech) jsou skry´va´ny na za´kladeˇ prefix˚u — zacˇ´ına´-li jme´no neˇktere´ z nich
zvoleny´m rˇeteˇzcem, je skryta. O porovna´n´ı na´zvu skry´vane´ polozˇky se sadou prefix˚u se
stara´ funkce ComparePrefix. Ta postupneˇ procha´z´ı pole prefix˚u pro skry´va´n´ı ve strukturˇe
SyscallPatch a porovna´va´ je funkc´ı RtlCompareMemory na shodu v zacˇa´tku.
Protozˇe syste´mova´ vola´n´ı vracej´ı sve´ vy´sledky v neˇkolika r˚uzny´ch struktura´ch podle
mnozˇstv´ı informac´ı, o ktere´ je zˇa´da´me, byly vytvorˇeny pomocne´ funkce pro z´ıska´n´ı
jme´na polozˇky z teˇchto struktur. Tyto funkce na za´kladeˇ trˇ´ıdy pozˇadovany´ch informac´ı
(FileInformationClass, KeyInformationClass nebo KeyValueInformationClass) prˇe-
typuj´ı ukazatel void* na prˇ´ıslusˇny´ typ a vra´t´ı ukazatel na jme´no polozˇky v te´to strukturˇe.
Funkce jsou pojmenova´ny getDirFileName, getRegKeyName a getRegValName pro z´ıska´n´ı
jme´na souboru, na´zvu kl´ıcˇe v registru resp. na´zvu hodnoty v registru. K nim existuj´ı i
odpov´ıdaj´ıc´ı funkce getDirFileNameLen, getRegNameLen a getRegValNameLen k z´ıska´n´ı
de´lky jme´na te´to polozˇky. Pro z´ıska´n´ı na´zvu procesu a jeho de´lky nejsou tyto funkce po-
trˇeba, nebot’ v tomto prˇ´ıpadeˇ syste´move´ vola´n´ı vrac´ı jejich seznam vzˇdy jen v jednom typu
struktury a na jme´no se tak lze prˇ´ımo odka´zat.
5.2.3 Konfigurace
Konfigurace rootkitu se nacha´z´ı v souborech config.c a config.h. Hlavicˇkovy´ soubor
obsahuje pouze definici konstant preprocesoru a deklaraci extern´ıch promeˇnny´ch:
#define DEBUG_PRINT 0 //zapne vy´pis ladı´cı´ch informacı´ a skry´vany´ch polozˇek
#define PREFIX_COUNT 3 //velikost tabulky skry´vany´ch prefixu˚
#define SIGNATURES_COUNT 3 //pocˇet signatur syste´movy´ch vola´nı´
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//tabulka signatur syste´movy´ch vola´nı´
extern unsigned char signatures[SIGNATURES_COUNT][10];
//tabulka de´lky signatur
extern unsigned char signatures_len[SIGNATURES_COUNT];
Uvedene´ extern´ı promeˇnne´ jsou inicializova´ny v souboru config.c. V neˇm je nastavena
tabulka signatur syste´movy´ch vola´n´ı. De´lka jedne´ signatury je limitova´na na 10 bajt˚u, cozˇ
by meˇlo by´t vzhledem k beˇzˇne´ de´lce instrukc´ı dostatecˇne´. K zajiˇsteˇn´ı kompatibility na
operacˇn´ıch syste´mech Windows 7, Vista a XP stacˇ´ı pro zmı´neˇna´ 4 syste´mova´ vola´n´ı jen 3
signatury:
unsigned char signatures[SIGNATURES_COUNT][10] = {
{0x8b, 0xff, 0x55, 0x8b, 0xec}, //MOV EDI, EDI; PUSH EBP; MOV EBP, ESP
{0x68, 0x00, 0x00, 0x00, 0x00}, //PUSH ?
{0x6a, 0x00, 0x68, 0x00, 0x00, 0x00, 0x00}, //PUSH ?; PUSH ?
};
//de´lka jednotlivy´ch signatur
unsigned char signatures_len[SIGNATURES_COUNT] = {5, 5, 7};
V druhe´ cˇa´sti je inicializova´no pole struktur SyscallPatch. Prvn´ı prvek struk-
tury je pole prefix˚u skry´vany´ch polozˇek, jehozˇ velikost je omezena hodnotou konstanty
PREFIX_COUNT. Z d˚uvodu optimalizace algoritmu porovna´va´n´ı by meˇly by´t jednotlive´
polozˇky v poli serˇazeny podle de´lky. Vyuzˇita´ de´lka pole mus´ı by´t nastavena do prvku
prefix_count (druhy´ prvek struktury). Zbytek mu˚zˇe z˚ustat nevyplneˇn a bude nastaven azˇ
za beˇhu. Ve vy´choz´ım nastaven´ı jsou skry´va´ny vsˇechny procesy, soubory, slozˇky a polozˇky
v registru, jejichzˇ jme´no zacˇ´ına´ rˇeteˇzcem _root_ a nav´ıc kl´ıcˇe registru, ktere´ souvis´ı se
zobrazen´ım rootkitu ve spra´vci zarˇ´ızen´ı.
SyscallPatch patches[4] = {
{ {L"_root_"}, 1 }, //skryte´ procesy
{ {L"_root_"}, 1}, //skryte´ soubory a slozˇky
{ {L"_root_", L"LEGACY__ROOT_TRUTKIT.SYS"}, 2}, //klı´cˇe registru





Posledn´ı kapitola pra´ce se veˇnuje testova´n´ı vytvorˇene´ho rootkitu. Rootkit Trutkit bude
otestova´n na peˇti r˚uzny´ch pocˇ´ıtacˇ´ıch s r˚uzneˇ nastaveny´m operacˇn´ım syste´mem Windows.
C´ılem test˚u bude odhalit funkcˇnost v r˚uzny´ch prostrˇed´ıch a oveˇrˇit ukryt´ı rootkitu prˇed
uzˇivateli. Na za´veˇr bude vyhodnocen vliv Trutkitu na vy´kon syste´mu a nast´ıneˇny mozˇnosti
rozsˇ´ıˇren´ı a vylepsˇen´ı.
Testy budou provedeny na na´sleduj´ıc´ıch kombinac´ıch syste´mu˚ a nastaven´ı uzˇivatelsky´ch
u´cˇt˚u:
1. Windows XP SP3 – u´cˇet administra´tora
2. Windows Vista SP2 – u´cˇet s administra´torsky´mi pra´vy a vypnutou funkc´ı UAC1
3. Windows 7 SP1 – u´cˇet s administra´torsky´mi pra´vy a vypnutou funkc´ı UAC
4. Windows XP SP3 – administra´torsky´ u´cˇet, antivirovy´ software ESET NOD32
5. Windows 8 Consumer Preview – u´cˇet uzˇivatele s administra´torsky´mi pra´vy a
zapnuty´m UAC
6.1 Pr˚ubeˇh test˚u
Pro u´cˇely testova´n´ı byl ovladacˇ rootkitu prˇelozˇen s nastaven´ım DEBUG_PRINT 1, ktere´
zapne vy´pis informac´ı o skry´vany´ch polozˇka´ch2. Ladic´ı vy´pisy lze zachyta´vat programem
DebugView. Trutkit byl nastaven tak, aby skry´val vsˇechny polozˇky zacˇ´ınaj´ıc´ı rˇeteˇzcem
_root_.
Na kazˇde´m pocˇ´ıtacˇi byl vytvorˇen testovac´ı adresa´rˇ C:\test\. Do neˇj byl nakop´ıro-
va´n spustitelny´ soubor s Trutkitem a program s na´zvem _root_sleep.exe (mu˚zˇe se
jednat o libovolnou aplikaci, ktera´ se po spusˇteˇn´ı ihned neukoncˇ´ı). Da´le byl vytvorˇen
pra´zdny´ podadresa´rˇ _root_hidden. Pro testova´n´ı pra´ce s registry byla v korˇenove´m kl´ıcˇi
HKEY_CURRENT_CONFIG vytvorˇena na´sleduj´ıc´ı struktura:
1UAC neboli na´stroj pro rˇ´ızen´ı uzˇivatelsky´ch u´cˇt˚u. Pokud je zapnut a uzˇivatel spust´ı program, ktery´
by mohl ovlivnit stabilitu a bezpecˇnost operacˇn´ıho syste´mu, je uzˇivatel nejdrˇ´ıve pozˇa´da´n o udeˇlen´ı svolen´ı
k proveden´ı te´to akce.







Zacˇneˇme zaveden´ım Trutkitu do pocˇ´ıtacˇe 1 s Windows XP:
C:\test>trutkit.exe -l
Loaded C:\WINDOWS\system32\_root_trutkit.sys
Jedina´ informace, kterou zavadeˇcˇ vypsal, je na´zev souboru, do ktere´ho byl vykop´ırova´n
ovladacˇ rootkitu. Zaj´ımaveˇjˇs´ı je prohle´dnout si ladic´ı vy´pisy. Na nich je videˇt, zˇe rootkit














_root_sleep.exe nenı´ na´zvem vnitrˇnı´ho ani vneˇjsˇı´ho prˇı´kazu,
spustitelne´ho programu nebo da´vkove´ho souboru.
C:\test>start _root_sleep.exe
Test uka´zal, zˇe rootkit u´speˇsˇneˇ vymaskoval skryte´ soubory a slozˇky v prˇ´ıkazu dir.
Pokud vsˇak zna´me prˇesne´ jme´no skryte´ slozˇky, mu˚zˇeme s n´ı sta´le pracovat — v testu to
bylo uka´za´no na mozˇnosti vstoupit do n´ı prˇ´ıkazem cd. Podobneˇ je to i prˇi pra´ci se soubory.
Prˇ´ıkazovy´ rˇa´dek sice nebyl schopny´ spustit aplikaci ze skryte´ho souboru prˇ´ımo, ale toto
omezen´ı jsme schopni obej´ıt pouzˇit´ım prˇ´ıkazu start. Pohledem do spra´vce u´loh zjist´ıme,
zˇe zde nen´ı zˇa´dny´ proces s na´zvem _root_sleep.exe, a tedy funguje i skry´va´n´ı proces˚u.
Pokracˇujme proto oveˇrˇen´ım pra´ce s registry:
C:\test>reg query HKEY_CURRENT_CONFIG









! REG.EXE VERSION 3.0
HKEY_CURRENT_CONFIG\_root_hiddenkey
value2 REG_SZ 0
Skry´va´n´ı registr˚u bylo oveˇrˇeno sadou prˇ´ıkaz˚u reg query. V prvn´ım prˇ´ıpadeˇ byl u´speˇsˇneˇ
skryt podkl´ıcˇ _root_hiddenkey, mı´sto ktere´ho je zobrazen dvakra´t podkl´ıcˇ Software. Po-
dobny´m zp˚usobem je skryta i hodnota _root_hiddenvalue. Ve druhe´m testu je videˇt
u´speˇsˇna´ snaha o vy´pis obsahu skryte´ho kl´ıcˇe.
Da´le bylo nahle´dnuto do spra´vce zarˇ´ızen´ı3 a oveˇrˇeno, zˇe zde ovladacˇ rootkitu nen´ı uve-
den. Posledn´ım testem je restart syste´mu. Po proveden´ı restartu stacˇ´ı jen zbeˇzˇneˇ zkontro-
lovat, zˇe je rootkit sta´le aktivn´ı a na´sledneˇ jej odstranit ze syste´mu.
Testy na ostatn´ıch pocˇ´ıtacˇ´ıch probeˇhly obdobny´m zp˚usobem. Odliˇsnosti, ktere´ nastaly,
shrnuj´ı na´sleduj´ıc´ı komenta´rˇe:
• Na operacˇn´ıch syste´mech Windows Vista a noveˇjˇs´ıch je nutno pro spusˇteˇn´ı procesu
ze skryte´ho souboru prˇ´ıkazem start zadat jako parametr u´plnou absolutn´ı cestu ke
skryte´mu souboru.
• Na pocˇ´ıtacˇi 5 s Windows 8 bylo nutne´ spustit prˇ´ıkazovy´ rˇa´dek s opra´vneˇn´ım spra´vce
kv˚uli zapnute´ funkci UAC.
• Na pocˇ´ıtacˇi 4 s aktua´ln´ı verz´ı antivirove´ho softwaru ESET NOD32 nebyly zazna-
mena´ny zˇa´dne´ proble´my. Rezidentn´ı sˇt´ıt antiviru a ani na´sledna´ kontrola pocˇ´ıtacˇe
nezaznamenala zˇa´dne´ podezrˇele´ aktivity rootkitu.
Trutkit tedy pracuje v souladu se vsˇemi prˇedpoklady a skry´va´n´ı syste´movy´ch prostrˇedk˚u
funguje na vsˇech testovany´ch syste´mech. Bylo uka´za´no, zˇe rootkit je prˇenosny´ na operacˇn´ı
syste´my Windows XP, Windows Vista, Windows 7 a Windows 8. Podporu pro jine´ verze
OS Windows by meˇlo by´t snadne´ prˇidat doplneˇn´ım dalˇs´ıch signatur syste´movy´ch vola´n´ı do
konfiguracˇn´ıho souboru.
6.2 Vliv na vy´kon syste´mu
K posouzen´ı vlivu rootkitu na vy´konnost syste´mu byl vytvorˇen jednoduchy´ program
speedtest, ktery´ meˇrˇ´ı cˇas proveden´ı syste´move´ho vola´n´ı NtQuerySystemInformation. Toto
3Pro zobrazen´ı vsˇech zarˇ´ızen´ı je nutno zatrhnout Zobrazit skryta´ zarˇ´ızen´ı v menu Zobrazit.
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vola´n´ı bylo zvoleno z d˚uvodu, zˇe jeho vykona´n´ı nen´ı ovlivneˇno rychlost´ı IO operac´ı. K meˇrˇen´ı
ja´drove´ho cˇasu je pouzˇito funkce GetProcessTimes.
Test byl proveden 100 kra´t na kazˇde´m pocˇ´ıtacˇi ve varianta´ch s rootkitem a bez neˇj.
Vy´sledky kazˇde´ sady test˚u pak byly zpr˚umeˇrova´ny. V pocˇ´ıtacˇi byl spusˇteˇn kromeˇ beˇzˇ-
ny´ch proces˚u i jeden skryty´. Nameˇrˇene´ hodnoty lze nale´zt na prˇilozˇene´m CD ve slozˇce
\testy\vysledky\, souhrnne´ vy´sledky jsou pak uvedeny v tabulce 6.1.
PC 1 PC 2 PC 3 PC 4 PC 5
Pr˚umeˇrny´ cˇas bez rootkitu [s] 0,0244 0,1900 0,0266 0,0563 0,0212
Pr˚umeˇrny´ cˇas s rootkitem [s] 0,0260 0,1910 0,0270 0,0591 0,0217
Zpomalen´ı [%] 6,15 0,47 1,48 4,76 2,16
Tabulka 6.1: Vliv rootkitu na vy´kon syste´mu
Rezˇie zp˚usobena´ rootkitem neprˇesahovala v nejhorsˇ´ım prˇ´ıpadeˇ 7 %, cozˇ je v souladu
s pozˇadavkem na minima´ln´ı za´teˇzˇ napadene´ stanice. Na tomto zpomalen´ı se nejveˇtsˇ´ı meˇrou
pod´ıl´ı filtrova´n´ı vy´sledk˚u syste´movy´ch vola´n´ı, kdy je potrˇeba kazˇdou jednotlivou polozˇku
porovnat, zda nezacˇ´ına´ zvoleny´m prefixem, a prˇ´ıpadneˇ ji skry´t.
6.3 Mozˇnosti vylepsˇen´ı Trutkitu
Budouc´ı vy´voj Trutkitu by se mohl ub´ırat v neˇkolika smeˇrech. Urcˇiteˇ by bylo mozˇne´
usnadnit konfiguraci, ktera´ je zat´ım pevnou soucˇa´st´ı zdrojovy´ch ko´d˚u. Pro prakticke´ vy-
uzˇit´ı by bylo vhodneˇjˇs´ı nacˇ´ıtat ji ze zvla´sˇtn´ıho skryte´ho souboru za beˇhu a mı´t mozˇnost
okamzˇite´ho aplikova´n´ı zmeˇn. Alternativneˇ by mohl by´t rootkit schopen komunikovat s uzˇi-
vatelsky´m rezˇimem a by´t tak ovla´da´n z prˇ´ıkazove´ho rˇa´dku. Pro u´tocˇn´ıka mu˚zˇe by´t rovneˇzˇ
uzˇitecˇnou funkc´ı zachyta´va´n´ı stisknuty´ch kla´ves nebo mozˇnost se vzda´leneˇ prˇipojit k napa-
dene´ stanici pomoc´ı skryte´ho komunikacˇn´ıho kana´lu.
Druhou mozˇnost´ı vy´voje je rozsˇ´ıˇrit rootkit o podporu pro 64bitove´ syste´my MS Win-
dows, na ktery´ch je nutne´ cˇelit hned neˇkolika zcela novy´m proble´mu˚m [4, 25]. Prvn´ı prˇe-
ka´zˇkou, kterou vyzˇaduj´ı 64bitova´ Windows, je povinnost sv˚uj ovladacˇ digita´lneˇ podepsat
neˇkterou z uzna´vany´ch certifikacˇn´ıch autorit. Tyto Windows take´ obsahuj´ı specia´ln´ı ochranu
Kernel Patch Protection (neˇkdy nazy´va´no take´ PatchGuard), ktera´ zabranˇuje ovladacˇ˚um
sve´volneˇ modifikovat struktury ja´dra v pameˇti. Kv˚uli te´to ochraneˇ jizˇ nen´ı mozˇne´ naprˇ´ıklad
meˇnit obsah tabulky SSDT nebo upravovat ko´d syste´movy´ch vola´n´ı. Vzhledem k tomu, zˇe
pod´ıl 64bitovy´ch verz´ı Windows bude neusta´le nar˚ustat a penetrace rootkit˚u na te´to plat-
formeˇ je zat´ım n´ızka´, mohlo by by´t vytvorˇen´ı takove´ho rootkitu prˇ´ınosem.
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Za´veˇr
Ve sve´ pra´ci jsem klasifikoval rootkity do peˇti skupin podle u´rovneˇ, na ktere´ beˇzˇ´ı. U jed-
notlivy´ch kategori´ı jsem uvedl jejich specifika, porovnal implementacˇn´ı na´rocˇnost a opra´v-
neˇn´ı nutna´ ke spusˇteˇn´ı. Da´le jsem vytvorˇil prˇehled neˇkolika nejzaj´ımaveˇjˇs´ıch soucˇasny´ch
rootkit˚u pro Windows, srovnal jejich vlastnosti a ke kazˇde´mu uvedl strucˇnou charakteris-
tiku.
V dalˇs´ı cˇa´sti pra´ce jsem se zaby´val technikami, ktere´ jsou rootkity pouzˇ´ıva´ny k napaden´ı
operacˇn´ıho syste´mu MS Windows, a zp˚usoby skry´va´n´ı vy´pocˇetn´ıch prostrˇedk˚u. Jednotlive´
metody u´toku v uzˇivatelske´m i v ja´drove´m rezˇimu jsem prˇedstavil a diskutoval jejich vy´-
hody, nevy´hody a omezen´ı. Porovnal jsem take´ jejich implementacˇn´ı na´rocˇnost, vyuzˇit´ı
vy´pocˇetn´ıch prostrˇedk˚u a riziko odhalen´ı. Jednu metodu jsem si vybral a implementoval ji
do vlastn´ıho rootkitu.
Rootkit Trutkit realizuje skry´va´n´ı proces˚u, soubor˚u, slozˇek a polozˇek v registrech na
u´rovni ja´dra. Rootkit jsem navrhl s ohledem na prˇenositelnost na nejpouzˇ´ıvaneˇjˇs´ı verze
syste´mu Windows a s d˚urazem na co nejmensˇ´ı za´teˇzˇ napadene´ stanice. Za prˇedpokladu,
zˇe programy z´ıska´vaj´ı informace o stavu syste´mu vy´hradneˇ pomoc´ı syste´movy´ch vola´n´ı,
prova´d´ım v rootkitu u´nos 4 vola´n´ı metodou detour patching, ktera´ cˇa´stecˇneˇ prˇepisuje jejich
ko´d. S t´ım take´ souvisela nutnost rˇesˇit proble´m prˇenositelnosti, nebot’ ko´d syste´movy´ch
vola´n´ı se mezi r˚uzny´mi verzemi Windows liˇs´ı. Samotne´ho skry´va´n´ı jsem dosa´hl filtrova´n´ım
vy´sledk˚u uneseny´ch vola´n´ı. Dalˇs´ı obt´ızˇ´ı, kterou jsem musel vyrˇesˇit, bylo, jak zjistit adresy
una´sˇeny´ch syste´movy´ch vola´n´ı, protozˇe neˇktera´ z nich nejsou urcˇena pro pouzˇit´ı prˇ´ımo
v ja´drˇe a jejich adresy z neˇj nejsou tedy ani exportova´ny. Podobneˇ jsem se musel vyporˇa´dat
s ochranou pameˇti, nebot’ kl´ıcˇove´ ja´drove´ struktury jsou chra´neˇny pro za´pis. Cely´ Trutkit
je tvorˇen jen jedn´ım spustitelny´m souborem, cozˇ velmi usnadnˇuje jeho ovla´da´n´ı.
V posledn´ı fa´zi jsem Trutkit otestoval na peˇti pocˇ´ıtacˇ´ıch s MS Windows. Testy potvrdily
funkcˇnost rootkitu v r˚uzny´ch prostrˇed´ıch a na r˚uzny´ch verz´ıch syste´mu Windows (XP, Vista,
7 a 8). K meˇrˇen´ı cˇasu potrˇebne´ho k proveden´ı vybrane´ho syste´move´ho vola´n´ı jsem vytvorˇil
vlastn´ı program. Pomoc´ı neˇho jsem zjistil, zˇe rezˇie zp˚usobena´ rootkitem se pohybuje pod
7 %, cozˇ je za´teˇzˇ minima´ln´ı.
Budouc´ı vy´voj pra´ce by se mohl ub´ırat v neˇkolika smeˇrech. Jednou z mozˇnost´ı je doplnit
do Trutkitu dalˇs´ı rozsˇiˇruj´ıc´ı funkce. V soucˇasne´ dobeˇ Trutkit po sve´m zaveden´ı nijak ne-
komunikuje s uzˇivatelsky´m rezˇimem, takzˇe nen´ı naprˇ´ıklad mozˇne´ meˇnit jeho konfiguraci za
beˇhu. Uzˇitecˇnou mozˇnost´ı by take´ mohla by´t realizace jednoduche´ho odposlechu stisknuty´ch
kla´ves. Druhou alternativou vy´voje je rozsˇ´ıˇrit rootkit o podporu pro 64bitove´ syste´my Win-
dows, ktere´ obsahuj´ı hned neˇkolik novy´ch bezpecˇnostn´ıch prvk˚u (naprˇ´ıklad jizˇ nen´ı mozˇne´
libovolneˇ zapisovat do pameˇti ja´dra). Vzhledem k tomu, zˇe rootkit˚u pro 64bitova´ Windows
existuje zat´ım jen neˇkolik a uvedene´ ochrany prˇekona´vaj´ı rozd´ılny´mi zp˚usoby, mohlo by by´t
zaj´ımave´ tyto techniky zmapovat a podrobneˇ prozkoumat.
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Seznam pouzˇity´ch zkratek a
symbol˚u
zkratka cely´ na´zev vysveˇtlen´ı
API Application Programming Interface Rozhran´ı pro programova´n´ı aplikac´ı.
BIOS Basic Input–Output System Za´kladn´ı vstupneˇ–vy´stupn´ı syste´m v pocˇ´ı-
tacˇi.
CPU Central Processing Unit Centra´ln´ı vy´pocˇetn´ı jednotka (procesor).
DLL Dynamic Link Library Dynamicky prˇipojitelna´ knihovna.
DNS Domain Name System Hierarchicky´ syste´m dome´novy´ch jmen.
IA-32 Intel Architecture, 32-bit Intel architektura, 32-bit.
IAT Import Address Table Tabulka import˚u adres.
IO Input/Output Vstup/vy´stup.
IP Internet Protocol Protokol pro komunikaci v Internetu.
IDT Interrupt Descriptor Table Tabulka prˇerusˇen´ı.
ISR Interrupt Service Routine Rutina pro obsluhu prˇerusˇen´ı.
MAC Media Access Control Fyzicka´ adresa s´ıt’ove´ karty.
MMU Memory Management Unit Jednotka pro spra´vu pameˇti.
OS Operating system Operacˇn´ı syste´m.
PID Process Identifier Unika´tn´ı identifika´tor procesu.
SDT Service Descriptor Table Tabulka popisovacˇ˚u syste´movy´ch sluzˇeb.
SSDT System Service Dispatch Table Tabulka syste´movy´ch vola´n´ı.
TCP Transmission Control Protocol Protokol pro spolehlivou komunikaci v In-
ternetu.
TLB Translation Lookaside Buffer Rychla´ vyrovna´vac´ı pameˇt’ pro prˇeklad
adres.
UAC User Account Control Rˇ´ızen´ı uzˇivatelsky´ch u´cˇt˚u.








Prˇilozˇene´ CD obsahuje na´sleduj´ıc´ı adresa´rˇovou strukturu:
• \technicka_zprava\ – zdrojove´ soubory te´to pra´ce
• \testy\speedtest\ – implementace programu speedtest pro meˇrˇen´ı vlivu Trutkitu
na vy´kon syste´mu
• \testy\vysledky\ – vy´sledky test˚u na jednotlivy´ch pocˇ´ıtacˇ´ıch
• \trutkit\loader\ – zdrojove´ ko´dy zavadeˇcˇe Trutkitu
• \trutkit\rootkit\ – zdrojove´ ko´dy ovladacˇe Trutkitu
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