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ラフ理論を用いて定式化され，解かれている．グラフG = (V,E)は，点集合 V と
V の 2点を結ぶ辺からなる辺集合Eとで構成される抽象的な構造である．図 1.1は















































グラフG = (V,E)は，点集合 V と辺集合Eからなる順序対である．（図 1.1参照.）





e = (u, v)がGの辺であるとき，辺 eは点 uと点 vを結ぶといい，uおよび vを辺
eの端点と呼ぶ．点 u, v ∈ V を両端点とする辺が複数あるとき，それらの辺は多重
辺と呼ばれる．グラフGが多重辺を持たないとき，Gは単純グラフと呼ばれる．本
文で扱うグラフは全て単純グラフである．
グラフG = (V,E)とG′ = (V ′, E ′)に対し V ′ ⊆ V かつE ′ ⊆ Eであるとき，G′は
Gの部分グラフであるという．E ′ = {(u, v) ∈ E | u, v ∈ V ′}であるとき，G′は V 0





点 v0から点 vlへの歩道W とは，連続した点と辺の列 v0, e1, v1, e2, · · · , vl−1, el, vl
である．ここで 1 ≤ i ≤ lなる各整数 iに対し ei = (vi−1, vi)である．また v0から vl
への歩道を v0, vl-歩道と呼ぶこともある．
u = vであるときを除き，u, v-歩道の点が全て異なるとき，u, v-歩道は u, v-道と
呼ばれる．単に道もしくはパスと呼ぶこともある．また u, u-道は閉路と呼ばれる．






































見ると，点 aから点 bに有向辺が引かれているため点 bの作業をする前に必ず点 aの
作業をしなければならない．また，点 bと点 cの間には道がないため，この 2点は
どちらから作業しても問題ない．しかし，点 aと点 eの間には辺はないが，点 a→














図 3.2の (1)では有向辺が入ってきていない点は点 aと点 cの 2点である．ここで，
点 aを辿ると図 3.2の (2)のように制約グラフから点 aと点 aに接続している辺を消
去する．この次に辿る点を選択する際には，図 3.2の (2)の制約グラフで有向辺が
入ってきていない点から次に移動する点を選択する．このため，次に辿れる点は有
向辺が入ってきていない点 b，点 c，点 dの 3点である．























































が 0の点にダミー点 tをつける．図 3.1の例では，点 aと点 cにダミー点 sを，点 d
と点 eにダミー点 tをつける (図 3.4)．この時距離グラフでも制約グラフと同じ点に




























めに全ての辺の重みをソートし，中央の値を 1つ目の閾値とする (図 3.5 (1))．次に
下半分の範囲の中央の値，つまり全体の 1/4の位置にある値を次の閾値とする (図
3.5 (2))．その次以降は 2分探索の要領で初めの結果よりも 2番目の結果がよければ
さらに下半分の中央の値を閾値とし，そうでなければ上半分の範囲の中央の値を閾

















図 3.5: ソートされた辺の (1) 全体の 2分の 1の位置の閾値 (2) 全体の 4分の 1の位
































実験に使用したパソコンの CPUは AMD Opterm 2.6GHz× 2で，メモリは 2Gで
ある．
実験は 87個の実際の板金加工のデータに基づいたサンプルデータに対して行った．


















4.2より，現行システムと比べて解が 4割以上向上したのが 4サンプル，2割から 4
割向上したのが 7サンプル，2割未満向上したのが 54サンプルだった．計算時間を
優先したため現行システムと比べて解が大きく低下しているサンプルもあるが，そ











番号 点数 制約数 本アルゴリズムの解 現行システムの解 計算時間 (ミリ秒)
1 5 8 2.39 2.39 1.56
2 20 100 13.25 19.01 2.5
3 18 60 4.92 6.84 0.62
4 71 272 3.91 3.86 14.68
5 175 9800 20.44 23.88 85.02
6 100 2500 31.75 47.64 24.06
7 81 0 0.92 0.9 15.62
8 162 0 1.85 2.47 73.46
9 243 0 2.8 2.88 155.32
10 405 0 4.69 4.85 525.68
11 486 0 5.63 6.43 756.56
12 567 0 6.59 6.83 1115.22
13 648 0 7.52 8.4 1562.16
14 729 0 8.47 8.81 1950.6
15 810 0 9.43 9.75 2397.22
16 162 0 1.81 2.39 53.7
17 324 0 3.63 4.21 259.08
18 486 0 5.46 6.03 682.52
19 648 0 7.28 7.85 1260.62
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番号 点数 制約数 本アルゴリズムの解 現行システムの解 計算時間 (ミリ秒)
20 810 0 9.12 9.67 1979.7
21 972 0 10.94 11.49 2966.62
22 1134 0 12.77 13.31 4684.04
23 1296 0 14.6 14.14 6252.94
24 7 0 0.07 0.07 0
25 19 0 0.2 0.2 0.62
26 37 0 0.41 0.44 2.2
27 61 0 0.69 0.71 5.96
28 91 0 1.01 1.07 13.76
29 127 0 1.42 1.47 29.4
30 169 0 1.89 1.97 49.7
31 217 0 2.43 2.43 98.16
32 271 0 3.04 3.04 152.5
33 331 0 3.71 3.71 233.44
34 33 198 10.07 10.1 2.46
35 66 792 12.62 12.54 11.54
36 99 1782 18.84 14.92 21.84
37 132 3168 23.09 17.36 48.14
38 165 4950 25.66 19.77 86.54
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番号 点数 制約数 本アルゴリズムの解 現行システムの解 計算時間 (ミリ秒)
39 198 7128 45.84 26.76 109.4
40 231 9702 39.05 29.41 197.84
41 264 12672 42.47 31.81 250.64
42 297 16038 41.35 34.25 354
43 330 19800 42.11 36.67 444.38
44 24 0 0.46 0.46 0.94
45 48 0 1.42 1.55 5.94
46 48 0 1.71 1.75 4.7
47 72 0 2.49 3 12.48
48 96 0 3.45 3.82 22.5
49 120 0 4.03 4.52 39.38
50 216 0 5.8 6.36 129.02
51 66 792 17.61 17.55 10.94
52 66 792 20.18 20.02 11.56
53 99 1782 24.51 27.68 27.48
54 132 3168 54.88 32.44 40.36
55 165 4950 55.72 36.14 74.7
56 297 16038 48.57 42.59 345.34
57 48 14 1.48 7.3 5.02
20
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番号 点数 制約数 本アルゴリズムの解 現行システムの解 計算時間 (ミリ秒)
58 22 40 2.2 3.47 0.64
59 17 16 1.72 2.67 1.24
60 12 14 1.39 2.35 0.64
61 159 158 9.92 11.69 54.72
62 147 432 10 12.1 38.16
63 153 450 11.75 12.62 49.98
64 93 182 7.92 9.49 24.68
65 6 8 3.16 3.08 0
66 140 184 8.19 22.95 43.5
67 28 52 4.43 4.55 1.9
68 18 32 3.64 4.47 0.94
69 128 0 13.23 43.28 29.38
70 26 25 24.21 24.21 0.94
71 25 0 3.84 4.49 0.62
72 22 108 8.52 9.25 1.56
73 147 5188 48.52 57.38 63.16
74 95 2444 25.53 28.98 30.64
75 128 4097 42.77 49.69 38.74
76 170 9355 46.5 50.71 83.74
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番号 点数 制約数 本アルゴリズムの解 現行システムの解 計算時間 (ミリ秒)
77 337 28388 52.83 57.83 430.04
78 246 17136 36.78 43.05 204.06
79 238 4456 39.57 44.29 257.84
80 392 62208 59.15 60.11 522.44
81 222 22401 39.19 46.9 124.68
82 168 10512 28.3 26.33 80
83 87 2971 26.81 26.68 17.2
84 231 15246 12 11.24 125.34
85 366 37881 59.14 58.62 471.22
86 540 110700 87.55 67.51 832.2
87 248 26624 49.87 55.22 137.78
表 4.1: 計算時間を優先した場合の全サンプルの解と計算時間
0～2割 2割～4割 4割以上 計
解が向上 54 サンプル 7 サンプル 4 サンプル 65 サンプル



















番号 点数 制約数 本アルゴリズムの解 現行システムの解 計算時間 (ミリ秒)
1 5 8 2.39 2.39 11.84
2 20 100 12.85 19.01 110.6
3 18 60 4.92 6.84 59.68
4 71 272 3.89 3.86 1162.82
5 175 9800 18.55 23.88 11283.74
6 100 2500 22.6 47.64 3139.36
7 81 0 0.9 0.9 1745.98
8 162 0 1.84 2.47 9958.72
9 243 0 2.77 2.88 27744.08
10 405 0 4.64 4.85 108090.6
11 486 0 5.58 6.43 153513
12 567 0 6.52 6.83 253569.38
13 648 0 7.45 8.4 375312.2
14 729 0 8.39 8.81 478514.42
15 810 0 9.33 9.75 635050.32
16 162 0 2.24 2.39 5943.14
17 324 0 4.23 4.21 29666.24
18 486 0 6.32 6.03 75115.6
19 648 0 8.43 7.85 141386.84
24
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番号 点数 制約数 本アルゴリズムの解 現行システムの解 計算時間 (ミリ秒)
20 810 0 10.53 9.67 216156.96
21 972 0 12.69 11.49 316722.8
22 1134 0 14.79 13.31 513661
23 1296 0 16.91 14.14 661852.46
24 7 0 0.07 0.07 3.72
25 19 0 0.2 0.2 48.1
26 37 0 0.41 0.44 172.52
27 61 0 0.69 0.71 684.38
28 91 0 1.06 1.07 1699.38
29 127 0 1.51 1.47 3576.24
30 169 0 2.04 1.97 6180.66
31 217 0 2.65 2.43 12099.34
32 271 0 3.34 3.04 18437.52
33 331 0 4.1 3.71 29210
34 33 198 10.06 10.1 281.58
35 66 792 12.42 12.54 1246.28
36 99 1782 14.88 14.92 2561.28
37 132 3168 17.38 17.36 5630
38 165 4950 19.98 19.77 9186.86
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番号 点数 制約数 本アルゴリズムの解 現行システムの解 計算時間 (ミリ秒)
39 198 7128 27.38 26.76 13431.24
40 231 9702 29.71 29.41 19954.38
41 264 12672 32.06 31.81 28134.08
42 297 16038 34.42 34.25 37085.32
43 330 19800 36.74 36.67 47414.38
44 24 0 0.46 0.46 115.94
45 48 0 1.42 1.55 524.34
46 48 0 1.7 1.75 498.76
47 72 0 2.47 3 1400.94
48 96 0 3.43 3.82 2517.84
49 120 0 4.01 4.52 5885.62
50 216 0 5.75 6.36 19720.94
51 66 792 17.43 17.55 1244.06
52 66 792 19.79 20.02 1260.9
53 99 1782 24.39 27.68 2901.22
54 132 3168 31.1 32.44 5897.2
55 165 4950 34.59 36.14 9383.76
56 297 16038 40.69 42.59 39046.56
57 48 14 1.33 7.3 39.38
26
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番号 点数 制約数 本アルゴリズムの解 現行システムの解 計算時間 (ミリ秒)
58 22 40 2.2 3.47 86.56
59 17 16 1.66 2.67 45.6
60 12 14 1.39 2.35 39.4
61 159 158 10.44 11.69 4403.72
62 147 432 10.33 12.1 4151.86
63 153 450 11.96 12.62 4156.26
64 93 182 7.53 9.49 1661.26
65 6 8 2.68 3.08 15.94
66 140 184 8.24 22.95 1190.02
67 28 52 4.34 4.55 139.08
68 18 32 3.6 4.47 117.18
69 128 0 13.04 43.28 1591.24
70 26 25 24.21 24.21 53.16
71 25 0 3.6 4.49 84.68
72 22 108 8.51 9.25 175.3
73 147 5188 47.93 57.38 7400.34
74 95 2444 24.4 28.98 3075.62
75 128 4097 40.15 49.69 5553.48
76 170 9355 44.68 50.71 9064.38
27
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番号 点数 制約数 本アルゴリズムの解 現行システムの解 計算時間 (ミリ秒)
77 337 28388 51.99 57.83 58079.04
78 246 17136 35.16 43.05 26752.2
79 238 4456 37.26 44.29 25387.76
80 392 62208 57.37 60.11 62308.44
81 222 22401 37.59 46.9 13115.62
82 168 10512 23.84 26.33 9405.6
83 87 2971 26.63 26.68 1772.2
84 231 15246 10.81 11.24 19545.92
85 366 37881 55.52 58.62 73188.74
86 540 110700 60.53 67.51 95897.16
87 248 26624 47.57 55.22 14815.62
表 4.3: 解の精度を優先した場合の全サンプルの解と計算時間
0～2割 2割～4割 4割以上 計
解が向上 57 サンプル 9 サンプル 5 サンプル 71 サンプル






























































時間を優先した場合には 87サンプル中 75%の 65サンプルで現行システムよりも解

































public class jikanyuusen { //閾値だけを使う
public static void main(String[] args) {
for(int sample=3;sample<4;sample++){
if(sample!=7 &&sample!=8 && sample!=9 &&sample!=10&&sample!=14 && sample!=29
&& sample!=30
&&sample!=58 && sample!=82 &&sample!=83 &&sample!=90&&sample!=95 && sample!=97){
System.out.println("sample = "+sample);
Date start = new Date();//開始時間
Scanner sc;
float aaa,bbb;
int sagyo, sta, sto,numichi=0,n=0;
try{






















System.out.println("読み込みエラー開始: " + e);
System.exit(1);
}
int numjun=0, junkazu,so=0,bigflag=0,midflag=0,nowso; //n=点数
float kyori[][]= new float[numichi+2][numichi+2];
float kouguchange[][]= new float[numichi+2][numichi+2];
float ido[][]= new float[numichi+2][numichi+2];
int seihozon[][] = new int[n+2][n+2];
int node[] = new int[numichi+2]; //位置がどの作業に含まれるか
int gyakunode[][] = new int[n][numichi+2]; //作業に含まれる位置
int kougu[] = new int[n]; //工具番号
int num[] = new int[n+2]; //その作業に位置がいくつ入っているか
int ichilist[] = new int[numichi+2]; //作業内での終点
float sortyo[] = new float[((numichi+1)*numichi)/2];
int sortyo2[] = new int[((numichi+1)*numichi)/2];
int x=0;
float sumkyori, totyunumichi,minkyori = numichi*1000,minkyori2 = n*1000,shikii=0;
int seiyaku[][] = new int[n+2][n+2];//各点間の制約
int seitotyu[][] = new int[n+2][n+2];//各点間の制約
int seikazuhozon[] = new int[n+2];//各点の制約の数
int seikazutotyu[] = new int[n+2];//途中段階での各点の制約の数
int seikazu[] = new int[n+2];//各点の制約の数
int idojun[] = new int[numichi+2]; //移動順
int saitekijun[] = new int[numichi+2]; //最適な移動順
int check[] = new int[n+2]; //通過した印
int kari[] = new int[(2*numichi)+2]; //その点から行ける未到達点のリスト
int kari2[] = new int[(2*numichi)+2];
//その点から行ける未到達点のリストのうち距離が閾値以下の点
int kari3[] = new int[(2*numichi)+2];
//kari[x]の点に含まれる位置の中で距離が閾値以下の位置




























































































System.out.println("読み込みエラー 3: " + e);
System.exit(1);
}
Date yend = new Date();//終了時間
System.out.println("読み込み経過時間" + (yend.getTime() - start.getTime()) + "
ミリ秒");//経過時間
double sf = 1.3;
int gap = so;
boolean flagg = true;
int jjj = 0;
39
付録
while (flagg || (gap > 1)) {
gap = (int) Math.floor(gap / sf);
if (gap == 9 || gap == 10){
gap = 11;
}
if (gap < 1)
gap = 1;
flagg = false;
for (int i = 0; i < so - gap; i++) {
jjj = i + gap;
















System.out.println("First shikii = " + shikii);
System.out.println("nowso = " + nowso);
for(int i = 0; i < n; i++){
seikazutotyu[i]=seikazuhozon[i];











minkyori = n * 1000;
minkyori2 = n * 1000;
bigflag=0;
int count = 0;
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int mincount = 0;
Date mid = new Date();//中間地点









int flag = 0;
sumkyori = 0;
totyunumichi=0;
for(int i = 0; i < numichi; i++){
idojun[i]=0;
}
for(int i = 0; i < (2*numichi); i++){
kari[i] = 0;
}
for(int i = 0; i < n; i++){
check[i] = 0;
seikazu[i]=seikazuhozon[i];











for(int i = 0; i < n; i++){
int k = 0, k2=0, k3=0, k4=0, k5=0, k6=0,j2=0,numtotyu=0;
float totyumin = numichi*1000;
if(i>0){ //閾値未満の行ける点をチェック
numkari2=0;
for(int j = 0; j < x; j++){
41
付録






















































































































































































































for(int j = 0; j < n; j++){
if(check[j]==0&&seiyaku[node[idojun[numjun -1]]][j]==1){
seiyaku[node[idojun[numjun -1]]][j] = 0;


















for(int j = 0; j < junkazu; j++){
saitekijun[j]=idojun[j];
}}

















System.out.println("nowso = " + nowso);
















System.out.println("nowso = " + nowso);
System.out.println("shikii = " + shikii);
}}}}
System.out.println("Last shikii = "+shikii);
System.out.print(count + " " + mincount + " ");
System.out.println(minkyori);
Date end = new Date();//終了時間
System.out.println("経過時間" +








public class kaiyuusen { //閾値，点を固定する手法の両方をを使う
public static void main(String[] args) {
//サンプル番号
for(int sample=2;sample<3;sample++){
if(sample!=7 &&sample!=8 && sample!=9 &&sample!=10&&sample!=14 && sample!=29
&& sample!=30 &&sample!=58 && sample!=82 &&sample!=83 &&sample!=90
&&sample!=95 && sample!=97){
System.out.println("sample = "+sample);
Date start = new Date();//開始時間
Scanner sc;
float aaa,bbb;
int sagyo, sta, sto,numichi=0,n=0;
try{




















System.out.println("読み込みエラー開始: " + e);
System.exit(1);
}




float kyori[][]= new float[numichi+2][numichi+2];
float kouguchange[][]= new float[numichi+2][numichi+2];
float ido[][]= new float[numichi+2][numichi+2];
int seihozon[][] = new int[n+2][n+2];
int node[] = new int[numichi+2]; //位置がどの作業に含まれるか
int gyakunode[][] = new int[n][numichi+2]; //作業に含まれる位置
int kougu[] = new int[n]; //工具番号
int num[] = new int[n+2]; //その作業に位置がいくつ入っているか
float sortyo[] = new float[((numichi+1)*numichi)/2];//辺の長さのソート








int seiyaku[][] = new int[n+2][n+2];//各点間の制約
int seitotyu[][] = new int[n+2][n+2];//各点間の制約
int seikazuhozon[] = new int[n+2];//各点の制約の数
int seikazutotyu[] = new int[n+2];//途中段階での各点の制約の数
int seikazu[] = new int[n+2];//各点の制約の数
int idojun[] = new int[n*2]; //移動順
int seikazuderuhozon[] = new int[n+2];//各点の制約の数
int saitekijun[] = new int[numichi+2]; //最適な移動順
int seilist[][] = new int[n+2][n+2];
int check[] = new int[n+2]; //通過した印
int kari[] = new int[(2*numichi)+2]; //その点から行ける未到達点のリスト
int kari2[] = new int[(2*numichi)+2];
//その点から行ける未到達点のリストのうち距離が閾値以下の点
int kari3[] = new int[(2*numichi)+2];
//kari[x]の点に含まれる位置の中で距離が閾値以下の位置




int ikoulist[] = new int[numrank];//抜き出す作業順
int ikoujun[] = new int[numichi+2];//抜き出す作業順
int kakuidojun[] = new int[numichi+2]; //確定した移動順
int kakucheck[] = new int[n+2]; //決定した印




int rankcheck[] = new int[numichi+2]; //移動順の出現頻度チェック

































































































System.out.println("読み込みエラー 3: " + e);
System.exit(1);
}
Date yend = new Date();//読み込み終了時間
System.out.println("読み込み経過時間" +
(yend.getTime() - start.getTime()) + "ミリ秒");//経過時間
//辺を重みでソート
//コムソート
double sf = 1.3;
int gap = so;
boolean flagg = true;
int jjj = 0;
while (flagg || (gap > 1)) {
gap = (int) Math.floor(gap / sf);
if (gap == 9 || gap == 10){
gap = 11;
}
if (gap < 1)
gap = 1;
flagg = false;
for (int i = 0; i < so - gap; i++) {
jjj = i + gap;


















for(int i = 0; i < n; i++){
seikazutotyu[i]=seikazuhozon[i];











minkyori = n * 1000;
minkyori2 = n * 1000;
bigflag=0;
int count = 0;









int flag = 0;
sumkyori = 0;
totyunumichi=0;
for(int i = 0; i < numichi; i++){
idojun[i]=0;
}
for(int i = 0; i < (2*numichi); i++){
kari[i] = 0;
}
for(int i = 0; i < n; i++){
check[i] = 0;
seikazu[i]=seikazuhozon[i];













for(int i = 0; i < n; i++){
int k = 0, k2=0, k3=0, k4=0,numtotyu=0;
float totyumin = numichi*1000;
if(i>0){ //閾値未満の行ける点をチェック
numkari2=0;
for(int j = 0; j < x; j++){



















































































































































































































for(int j = 0; j < seikazuderuhozon[node[idojun[numjun-1]]]; j++){
seiyaku[node[idojun[numjun -1]]][seilist[node[idojun[numjun-1]]][j]] = 0;



















if((flag==0 )&& minkyori > sumkyori){
minkyori = sumkyori;
gshikii=shikii;






























































for(int i = 0; i < numrank; i++){
ikoulist[i] = 0;
}
for(int i = 0; i < n+2; i++){








for(int i = 0; i < numrank; i++){
goukei[i]=n*1000;
for(int j = 0; j < numichi; j++){
rankidojun[i][j]=0;
}}










for(int i = 0; i < n; i++){
check[i] = kakucheck[i];
seikazu[i]=seikazutotyu[i];
for(int j = 0; j < n; j++){
seiyaku[i][j] = seitotyu[i][j];
}}





for(int i = 0; i < numichi*2; i++){
kari[i] = 0;
}






for(int i = i2; i < n; i++){
miss=0;
int k = 0, k2=0, k3=0, k4=0,numtotyu=0;;








for(int j = 0; j < x; j++){




















































































































































































































for(int j = 0; j < seikazuderuhozon[node[idojun[numjun-1]]]; j++){
seiyaku[node[idojun[numjun -1]]][seilist[node[idojun[numjun-1]]][j]] = 0;


















for(int i=numrank-1; i>=0; i--){
if(goukei[i]>sumkyori){
if(i==numrank-1){





























for(int i = 0; i < numichi; i++){
rankcheck[i]=0;
}
for(int j = 0; j < numrank; j++){
flag=0;
rankcheck[rankidojun[j][totyunumichi]]++;





































































kyori[kakuidojun[totyunumichi - 2]][kakuidojun[totyunumichi - 1]];
if(i2!=0){
totyukyori=totyukyori +












Date end = new Date();//終了時間
System.out.println("経過時間" +
(end.getTime() - mid.getTime()) + "ミリ秒");//経過時間
System.out.println();
}}}}}
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