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Resum 
 
El objetivo de este Trabajo de Fin de Carrera es servir de referencia para una 
práctica de la asignatura de Sistemas Electrónicos Digitales. Se diseñará el 
hardware y el software necesario para que, paso a paso, los alumnos de esta 
asignatura entren en contacto con el mundo de los microcontrolador, y más 
concretamente con el PIC16F87XA. 
 
Mediante pasos sencillos el alumno tomará contacto con los periféricos más 
importantes de este microcontrolador, formándose una base consistente para 
la aplicación de estos conocimientos en futuros proyectos, ya sean propuestos 
por el profesor o a desarrollar completamente por el alumno. 
 
Este proyecto ha sido llevado a cabo con la colaboración de la Factoría de 
Recursos Docentes de esta escuela entre los meses de marzo y julio del 2006.
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Overview 
 
The aim of this Final project is to be a reference for a practice of    Electronic 
Digital Systems. Hardware and software will be designed so, this subject's 
pupils start to manage microcontroller's field, and more specifically, with 
PIC16F87XA. 
 
Easily, the student will get to know most important peripheral devices of this 
microcontroller, achieving a good basis for the appliance of these 
knowledgements in future projects. These projects would be offered by the 
teacher or completely developed by the student.  
 
This project has been carried out with the help of "Factoría de Recursos 
Docentes" belonging to this school between March and July 2006. 
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INTRODUCCIÓN 
 
 
Este TFC va a servir de referencia a los alumnos de la asignatura de SED para 
la realización de una completa práctica utilizando el microprocesador PIC. 
 
Mediante la realización de esta práctica y de forma progresiva el alumno 
tomará contacto con el mundo de los microprocesadores, se estudiará y se 
pondrá en práctica los conocimientos adquiridos de los diferentes periféricos y 
una parte de las funcionalidades de la familia de los PICs tales como, el modulo 
A/D, USART, configuración de puertos. Todo ello mediante la utilización de los 
programas MPlab para la definición del código, Proteus para la simulación del 
PIC, IcProg para el grabado del chip… 
 
En los anexos se encuentra información detallada de todo lo que se va a utilizar 
en el desarrollo del proyecto, siendo necesario su lectura y comprensión para 
poder desarrollar este ejercicio. 
 
En el  
CAPÍTULO 1. MICROCONTROLADORES, se hará una introducción al objetivo 
de este trabajo, y será una primera toma de contacto del alumno con los 
microcontroladores, en especial con el que es objeto de este proyecto, el 
PIC16F877A. 
 
El CAPÍTULO 2. SOFTWARE, es un pequeño manual sobre la instalación y 
uso de los programas necesarios para el desarrollo de este proyecto. 
 
En el CAPÍTULO 3. SENSOR Y CIRCUITO ACONDICIONADOR, se realizará 
la parte analógica de la práctica, con estudio de las funciones de las rectas que 
describen el funcionamiento del sensor, y cuales son los pasos necesarios para 
poder llevar la información que nos proporciona el sensor hasta nuestro 
microcontrolador. 
 
En el  
CAPÍTULO 4. PIC. MÓDULO CONVERSOR AD empezaremos por fin a 
trabajar con el PIC, siendo la primera toma de contacto con el periférico 
encargado de convertir la información analógica en bytes, para permitir al PIC 
que trabaje con estos datos. 
 
En el siguiente capítulo, el  
CAPÍTULO 5. PIC, simularemos por primera vez un circuito con un PIC, 
mediante el software Proteus, y ya estaremos en posición de implementar este 
diseño en una placa Millenium Board. 
 
El CAPÍTULO 6. PIC. USART, será donde aprendamos a utilizar la 
comunicación a través del puerto serie que nos permite este microcontrolador, 
con la realización de diferentes ejemplos. 
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En el CAPÍTULO 7.PIC. Simulación, juntaremos todas las piezas diseñadas 
hasta ahora para conseguir un termómetro con conexión serie a PC. 
 
El último capítulo, el CAPÍTULO 8. LABVIEW, será el final del viaje. En el 
modificaremos el programa que hemos diseñado en el capítulo anterior, para 
transferir el valor de la temperatura, a una aplicación realizada con este 
programa. En el que una interfaz gráfica nos mostrará la temperatura registrada 
por el sensor en la placa Millenium Board. 
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CAPÍTULO 1. MICROCONTROLADORES 
 
 
1.1 Introducción 
 
El título de este TFC es, Aplicación de los microcontroladores a la docencia de 
sistemas digitales: “Termómetro digital a tiempo real y conexión serie a PC”.  
 
 
Pero, ¿Que es un microcontrolador? Un microcontrolador es un circuito 
integrado, o chip que incluye las tres unidades funcionales de un ordenador: la 
CPU, la memoria y unidades de E/S, es decir, se trata de un computador 
completo en un solo circuito integrado. 
 
¿Y todo esto para qué? Un microcontrolador es un microprocesador optimizado 
para ser utilizado en el control de equipos electrónicos. Mientras podemos 
encontrar uno o dos microprocesadores de propósito general en cualquier 
hogar, podemos llegar a convivir con una o dos docenas de 
microcontroladores. Pueden estar en casi cualquier dispositivo eléctrico como 
en lavadores, hornos-microondas, teléfonos, automóviles, etc.  
 
Un microcontrolador se diferencia de una CPU normal en que es más fácil 
convertirlo en un ordenador en funcionamiento, con un número mínimo de 
chips de apoyo. La idea es que este chip se coloque en el dispositivo, se le 
proporcione la energía y la información que necesite y ya está. Un 
microprocesador tradicional no permitiría hacer esto, ya que espera que todas 
estas tareas sean manejadas por otros chips especializados. 
 
Por ejemplo, un microcontrolador típico tendrá un generador de reloj integrado, 
y una pequeña cantidad de memoria RAM y ROM/EPROM/EEPROM, es decir, 
que para hacerlo funcionar todo lo que se necesita son unos pocos programas 
de control y un cristal de sincronización. Los microcontroladores disponen 
también generalmente de una gran variedad de dispositivos de entrada /salida, 
como convertidores analógico a digital, temporizadores, USART... Estos 
dispositivos integrados, normalmente pueden ser controlados por instrucciones 
de procesadores especializados. 
 
En el mercado se encuentran una gran variedad de fabricantes nosotros vamos 
a trabajar con un microcontrolador fabricado por Microchip, el PIC 16F877A. 
 
Este capítulo es una introducción al proyecto que vamos a realizar. En el 
se explican los conceptos básicos de los microcontroladores y el 
proyecto en si.. 
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1.2 PIC 
 
Los PIC son una familia de microcontroladores tipo RISC fabricados por 
Microchip Technology Inc. y derivados del PIC1650, originalmente desarrollado 
por la división de microelectrónica de General Instruments. 
 
En la siguiente Fig. 1.1 se muestra el diagrama de bloques del PIC16F877A, 
que con que vamos a trabajar, este diagrama está en el datasheet de 
Microchip, disponible en su página Web [1]. 
 
 
 
 
Fig. 1.1  Diagrama de bloques de un microprocesador  
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1.3 Enunciado del Proyecto 
 
Se desea realizar mediante un microcontrolador PIC, el diseño de un 
termómetro. Este debe ser capaz de medir temperaturas desde -10ºC hasta los 
40ºC. Esta temperatura deberá mostrarse a través de cuatro displays led de 7 
segmentos y también se desea la posibilidad de enviar y recibir esta 
temperatura, mediante la conexión serie, a un PC cualquiera. En este PC 
deberá de estar ejecutándose una aplicación que recoja la temperatura y la 
muestre a través de una interfaz de usuario. 
 
 
1.3.1 Diagrama de bloques del proyecto 
 
El diagrama de bloques de nuestro proyecto es el siguiente: 
 
 
 
 
Fig. 1.2 Diagrama de bloques del termómetro. 
 
 
Cada parte de este proyecto será diseñado con detalle en los próximos 
capítulos
Sensor 
Circuito 
Condicionador 
de señal 
PIC 
Tratamiento 
datos
Modulo A/D 
Periférico del 
PIC
Modulo USART
Periférico del 
PIC
 
PC 
Displays de 7 
segmentos 
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CAPÍTULO 2. SOFTWARE 
 
 
 
 
 
2.1 Programas a utilizar 
 
2.1.1 Proteus 
 
2.1.1.1 Introducción 
 
Proteus es un software mediante el cual simularemos el circuito con el PIC. 
Gracias a el podremos comprobar si el programa que vamos a almacenar en el 
PIC hará que el proyecto funcione tal como esperábamos. 
 
2.1.1.2 Instalación 
 
Vamos a instalar la versión 6.9 del programa Proteus. La pantalla de inicio de la 
instalación es la siguiente: 
 
 
 
 
Fig. 2. 1 Pantalla de instalación de Proteus Profesional 
 
 
Seleccionamos Install Proteus y se iniciará el asistente para la instalación. 
Dejamos todas las opciones por defecto, y el Proteus se instala. 
 
En este capítulo vamos a aprender a instalar los programas que vamos 
a necesitar a lo largo de este proyecto, así como el funcionamiento 
básico de los mismos. 
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En el proceso de elaboración de este proyecto, nos encontramos con 
problemas para la simulación de ciertos componentes, y la aparición de errores 
tales como los de la Fig. 2. 2 que nos impedían la ejecución de la simulación.  
 
 
 
 
Fig. 2. 2 Error en la simulación. 
 
 
Para solucionarlo la única opción que encontramos fue instalar las librerías de 
la versión anterior del Proteus, la 6.8. Para ello iniciamos el asistente de la 
instalación del Proteus v6.8. 
 
 
 
 
Fig. 2. 3 Ventana inicial del asistente de la instalación de Proteus v6.8 
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Fig. 2. 4 Seleccionamos las librerías a instalar. 
 
 
Una vez realizado este pequeño ajuste ya estamos preparados para utilizar el 
Proteus. 
 
 
2.1.2 MPLAB 
 
2.1.2.1 Introducción 
 
Este programa lo utilizaremos para desarrollar la parte software del proyecto y 
para programar el PIC insertándolo en el grabador PICSTART, conectado al 
puerto serie del PC. 
 
2.1.2.2 Instalación 
 
Ejecutamos el asistente de la instalación de MPLAB. Una vez instalado el 
programa es necesario instalar el compilador HI-TECH, que es mediante el cual 
vamos a compilar nuestro software, y el que generará los ficheros .hex 
necesarios para grabar el PIC. Una vez instalado el HI-TECH deberemos 
indicar en el MPLAB que es este el compilador que vamos a utilizar y lo 
haremos en Project->Select Language Toolsuite: 
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Fig. 2. 5 Configuración para utilizar el compilador HI-TECH.  
 
 
Una vez realizado esto ya estamos preparados para utilizar este programa para 
diseñar el código que almacenaremos en el PIC. 
 
 
2.1.2.3 Creación de un proyecto 
 
Para crear un nuevo proyecto vamos al menú Project -> Project Wizard. Con 
ayuda de este asistente creamos un nuevo proyecto. Nos pedirá que 
seleccionemos el dispositivo, el PIC 16F877A, y también tendremos que 
seleccionar el HI-TECH como nuestro compilador, por último le daremos 
nombre y un directorio donde almacenarlo, después nos dará la posibilidad de 
añadirle algún archivo, esto de momento no lo vamos a hacer, porque todavía 
no lo tenemos.  
 
Una vez hecho esto nos aparecerá la siguiente ventana Fig. 2. 6: 
 
 
 
 
Fig. 2. 6 Entorno de un nuevo proyecto en MPLAB. 
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Ahora en el menú File -> New, creamos un nuevo archivo, lo salvamos como 
*.c y lo añadimos a los archivos fuente del proyecto. 
 
En este archivo es donde vamos a implementar nuestro código, que será el que 
marque la configuración y el funcionamiento del PIC. 
 
2.1.2.4 Compilación de un proyecto 
 
Una vez que hayamos escrito nuestro código en c, tendremos que compilarlo 
para que de esta forma se puedan depurar los errores y una vez esté todo 
correcto se generen los archivos que más tarde grabaremos en el PIC (o 
configuraremos al componente del Proteus para que lo simule).  
 
Para ello, y aunque al crear el programa lo hayamos indicado así, podemos 
comprobar que en el menú Configure -> Select Device, se encuentra el modelo 
de microcontrolador que nos interesa. En el menú Programmer->Select 
Programmer indicaremos None ya que de momento no vamos a programar el 
PIC, y elegiremos en Debugger->Select Tool ->MPLAB SIM. Una vez hecho 
esto estaremos listos para compilar el programa Project->Built All. 
 
 
 
 
Fig. 2. 7 Compilación correcta en MPLAB. 
 
 
Una vez compilado el programa con el software MPLAB, este nos indica si todo 
se ha realizado correctamente, en la ventana Build veremos los archivos que 
han sido creados, lo que nuestro programa va a ocupar en la memoria del 
microcontrolador y el mensaje de que la compilación se ha realizado con éxito.  
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2.1.2.5 Grabación del PIC con el PICSTART PLUS 
 
Para programar el PIC podemos optar entre la grabación con el programa IC- 
Prog y con el PICSTART PLUS.  
 
Para grabar el PIC con el PICSTART PLUS lo haremos a través del MPLAB. 
Primero hay que comprobar que el PIC soporta la herramienta del PICSTART 
Plus, para ello vamos a Configure-> Select Device, aquí seleccionamos el PIC 
que vamos a programar, en nuestro caso el 16F877A. 
 
 
 
 
Fig. 2. 8 Seleccionamos el chip que queremos utilizar. 
 
 
Una vez que seleccionamos el dispositivo nos muestra las herramientas de 
programación que soporta, comprobamos que el PICSTART Plus está entre 
ellas (indicador en verde) y proseguimos. 
 
Antes de grabar el PIC deberemos comprobar que los bits de configuración 
tienen las opciones correctas Fig. 2. 9: 
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Fig. 2. 9 Bits de configuración. 
 
 
Ahora tenemos que seleccionar a PICSTART Plus como nuestro programador, 
para ello seleccionamos en el menú Programmer-> Select Programmer-> 
PICSTART Plus: 
 
 
 
 
Fig. 2. 10 Menú para seleccionar el programador PICSTART Plus 
 
 
Después de haber seleccionado el PICSTART Plus, se generarán una serie de 
cambios en el menú: 
 
• El menú de la pestaña Programmer cambiará para incluir el Menú 
PICSTART Plus. 
• Aparecerá una nueva barra de Programmer. 
• El nombre del programador aparecerá en la barra de status. 
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Fig. 2. 11 Cambios al seleccionar el programador PICSTART Plus 
 
 
El programador usa por defecto el COM1 como puerto serie de 
comunicaciones, si lo queremos modificar podemos ir  a Programmer-
>Settings, y seleccionar pestaña de Communications: 
 
 
 
 
Fig. 2. 12 Menú para seleccionar el programador PICSTART Plus 
 
 
Para habilitar el programador PICSTART Plus, seleccionamos Programmer-
>Enable Programmer. 
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Fig. 2. 13 Menú Programmer una vez habilitado el PICSTART Plus 
 
 
Una vez habilitado se activarán las opciones del nuevo menú, y ya podremos 
programar nuestro PIC. Podemos usar el menú de Programmer, o los iconos 
que se han generado al seleccionar el PISTART Plus, de esta forma podemos 
borrar el PIC (Erase Flash Device), comprobar que el chip está vacío (Blank 
Check All), programar el PIC (Program) y/o verificar que se ha grabado 
correctamente (Verify). 
 
 
2.1.3 Grabación del PIC con el IC-Prog 
 
Otra forma de grabar el chip es utilizando el programa IC-Prog, que mediante 
una sencilla placa es capaz de leer, borrar y programar el PIC. 
 
El primer paso es descargar el programa de la página http://www.ic-
prog.com/download.html. 
 
Procedemos a la instalación del programa. Durante la instalación aparece la 
siguiente ventana: 
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Fig. 2. 14 Configuración del Hardware al instalar el programa IC-Prog. 
 
 
En ella podemos configurar a través de que puerto vamos a conectar la tarjeta 
grabadora, en nuestro caso será por el COM1, así que no modificamos eso. El 
programador es JDM Programmer, y la interfaz tiene que ser Direct I/O, así que 
no es necesario modificar nada de esta ventana, se podrá volver a acceder a 
ella desde el programa (Menú Ajustes-> Tipo Hardware, o F3). 
 
Una vez instalado el programa podemos ver la pantalla principal. 
 
 
 
Fig. 2. 15 Pantalla principal del programa IC-Prog 
 
 
Para trabajar con más comodidad seleccionamos el español como lenguaje del 
programa: 
 
 
 
Fig. 2. 16 Seleccionamos el idioma del programa. 
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Al abrir el programa nos da error, la página 
http://autric.com/Microbotica%20y%20Mecatronica/icprog.htm nos aclara que el 
problema puede ser por utilizar Windows XP así que, tal como se nos indica, va 
a ser necesario realizar unos ajustes antes de poder utilizar el programa. 
  
Lo primero que tenemos que hacer es descargarnos el archivo icprog.sys, 
podemos descargarlo desde 
http://www.mercaelectronica.com/descargas/index.htm, y copiarlo en la misma 
carpeta donde tengamos el programa. Después vamos al menú Opciones -
>Miscelánea y seleccionamos la opción Habilitar Driver NT/2000/XP. 
 
 
 
 
Fig. 2. 17 Ajustes para utilizar el IC-Prog con el Windows XP. 
 
 
A partir de este momento el programa se resetea y está preparado para 
programar nuestro PIC.  
 
El primer paso es seleccionar el PIC que vamos a utilizar, en este caso 
16F873A. 
 
 
 
 
Fig. 2. 18 Selección del chip a grabar. 
28                                                                      Aplicación de los microcontroladores a la docencia de sistemas digitales: 
  “Termómetro digital a tiempo real y conexión serie a PC” 
 
 
Una vez el PIC está insertado en la tarjeta la conectamos mediante un cable 
serie con conectores DB9 hembra – hembra. Desde este momento podemos 
leer el PIC, borrarlo y/o programarlo. 
 
Para ello podemos utilizar los iconos que se encuentran en la barra de tareas 
del programa: 
 
 Con este icono podremos leer el contenido del chip. 
 
 Este icono nos permitirá borrar el chip. 
 
 Este es el icono que utilizaremos para grabarlo. 
 
Antes de grabar el chip es necesario seleccionar un archivo .hex. Utilizaremos 
el que nos ha generado el MPLAB. 
 
 Este es el icono que nos permite abrir un fichero para grabarlo en 
el chip. 
 
 
 
Fig. 2. 19 Seleccionamos el archivo .hex para grabarlo en el PIC. 
 
 
En la siguiente ventana podemos seleccionar que se verifiquen los bytes que 
se van a graban. Esto aumentará algo el tiempo de programación pero nos 
dará más seguridad. 
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Fig. 2. 20 Verificamos los datos que se graban en el PIC. 
 
 
Y ya estamos listos para grabar el PIC 
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CAPÍTULO 3. SENSOR Y CIRCUITO 
ACONDICIONADOR 
 
 
 
 
 
 
 
 
 
3.1 Sensor de temperatura LM35A 
 
3.1.1 Función característica del sensor 
 
Nuestro sensor de temperatura va a ofrecernos un valor de tensión en función 
de la temperatura que esté registrando. 
 
 
 
 
Fig. 3. 1 Diagrama de bloques del funcionamiento del sensor. 
 
Pero, ¿que tensión nos ofrece el sensor? ¿Como varía en función de la 
temperatura? Para contestar a estas preguntas debemos de buscar la 
información necesaria en su datasheet (página 75). De todas las características 
eléctricas que contiene el datasheet ¿Cuáles son las que más nos interesan? 
 
Sabiendo que forma tiene su recta característica podremos saber que valor de 
tensión nos dará con cada temperatura. Por esto necesitamos saber cuanto 
aumenta la tensión por cada grado centígrado (ganancia de tensión): 
 
• La ganancia media del sensor es de 10mV/ºC. 
 
Según el datasheet el sensor sigue una función lineal, de tal forma que su recta 
característica se podrá expresar de la siguiente forma: 
 
LM35A Temperatura (ºC)  Tensión (Vd) 
En este capítulo vamos a encontrar la función característica del sensor y 
a diseñar el circuito de acondicionamiento necesario para proporcionar 
una señal correcta al módulo A/D del PIC 
. 
En el ANEXO 1 Datasheet del sensor LM35A se encuentra la 
documentación necesaria para esta parte del trabajo. 
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Vd= Ss Tª [3. 1]
 
 
Y sabiendo que aumenta 10 mv con cada grado Centígrado, podremos deducir 
que su función característica mostrada en la Fig. 3. 2 sigue la siguiente 
ecuación: 
 
 
Vd(v)= 0,01 (v/ºC) x Tª(ºC) [3. 2]
 
 
Sensor
 Relación Tª (ºC) con Vd
-0,2
-0,1
0
0,1
0,2
0,3
0,4
0,5
-10 -5 0 5 10 15 20 25 30 35 40
Tª( ºC)
Vd (v)
 
 
Fig. 3. 2 Relación entre la temperatura y la tensión de salida del sensor LM35A 
 
 
3.1.2 Simulación en el Proteus 
 
La simulación del sensor LM35A en Proteus la realizaremos mediante el 
siguiente circuito, variando la tensión de la batería conseguiremos la tensión 
que nos ofrecería el sensor en función de la temperatura. 
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Fig. 3. 3 Circuito equivalente a sensor LM35A para su simulación. 
 
 
Para poder trabajar con una alimentación única en todo el circuito, y con el 
rango de temperaturas previsto (-10ºC < =Tª<= +40ºC), obtenemos una señal 
diferencial a través de  del siguiente circuito: 
 
 
 
 
Fig. 3. 4 Circuito para obtener señal diferencial. 
 
 
Si colocásemos un voltímetro que midiese la tensión que nos ofrece el sensor, 
podríamos saber la temperatura que está registrando en ese momento. En 
nuestro caso utilizaremos un PIC para que procese la información. 
 
 
3.2 Acondicionador de señal. 
 
3.2.1 Objetivo del acondicionador de señal 
 
En el siguiente capítulo, el  
CAPÍTULO 4. PIC. MÓDULO CONVERSOR AD, hablaremos del periférico del 
PIC destinatario de la señal producida por este circuito acondicionador, de 
momento lo único que necesitamos saber, a parte de que su función es 
convertir una señal analógica en un valor digital, es que admite valores de 
tensión de entre 0 y 5 v.  
 
Como acabamos de ver en la Fig. 3. 2 los valores de tensión que nos va a 
ofrecer el termómetro en el rango de temperaturas que necesitamos (-10ºC  / 
+40ºC) va desde -100 mv y 400mv. Esta es la razón por la cual necesitamos 
este circuito acondicionador de tensión, debemos  
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Fig. 3. 5 Diagrama de bloques de la función del acondicionador de señal.  
 
 
Este circuito amplificará la señal recibida del sensor, y la adaptará al rango de 
tensiones que necesitamos. El objetivo de este circuito se muestra en la 
siguiente gráfica: 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Fig. 3. 6 Relación entre tensión de entrada y tensión de salida del acondicionador de 
tensión. 
 
 
En la que Vo sigue esta función: 
 
 
VO= So Tª + VA [3. 3]
 
 
Donde So es la pendiente de la recta y tiene un valor de 100mV/ºC, y VA vale 
1v. 
 
 
VO(v)= 0,100(V/ºC) Tª + 1 V [3. 4]
 
 
Función de acondicionador de señal
0
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3.2.2 Diseño del acondicionador de señal 
 
Para este circuito vamos a utilizar un amplificador operacional, el AD8631  que 
tiene su modelo SPICE, en configuración Rail-to-Rail Fig. 3. 7: 
 
 
 
Fig. 3. 7 Configuración del AD8631 en Rail-to-Rail. 
 
 
Teniendo en cuenta que un amplificador operacional como el del circuito 
mostrado en la Fig. 3. 7 tiene una función de transferencia tal que: 
 
 
VO= KD VD + VA [3. 5]
 
 
Y que la función que necesitamos implementar es la siguiente: 
 
 
VO= So Tª + VA [3. 6]
 
 
Vamos a realizar los cálculos necesarios para saber cuales son los valores de 
las resistencias del circuito. 
 
Asignamos a So el valor de KD* Ss, de esta forma podemos describir 
definitivamente la función en los siguientes términos:  
 
 
VO = KD Ss Tª (ºC) + VA  [3. 7]
 
 
Donde KD= R1/R2. Para hallar el valor de las resistencias conociendo el valor 
que debemos de asignar a KD: 
 
 
KD= 100mv/ºV / 10mV/ºC = 10 [3. 8]
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Como referencia de tensión VA (VREF en el circuito) tendremos un valor de 
1,00v. 
 
Las resistencias tendrán el valor de 50KΩ y 500k Ω. 
 
Una vez diseñado el circuito acondicionador de señal, nos hace falta diseñar el 
circuito que nos ofrezca la referencia de tensión. Utilizaremos de nuevo el 
amplificador operacional AD8631 en la siguiente configuración: 
 
 
 
 
Fig. 3. 8 Circuito para la tensión de referencia. 
 
 
3.2.3 Simulación en el Proteus. 
 
Ahora es el momento de simular los circuitos que hemos diseñado, y 
comprobar como el funcionamiento es el esperado, y los valores de tensión se 
corresponden con los descritos en la ecuación [3. 4]: 
 
 
 
Fig. 3. 9 Sensor y circuito acondicionador. 
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CAPÍTULO 4. PIC. MÓDULO CONVERSOR AD 
 
 
 
 
4.1 Introducción 
 
Según lo que se explica en el ANEXO 2, en la página 96, para realizar una 
conversión hay que seguir dos pasos principales, en el primero configurar el 
módulo y en el segundo las interrupciones necesarias. 
 
 
 
 
Fig. 4. 1 Diagrama de bloques del sensor-circuito acondicionador-módulo A/D. 
 
 
4.2 Configuración del conversor ADC 
 
 
La configuración del módulo ADC, podría seguir el siguiente diagrama de flujo: 
 
 
En este capitulo vamos a configurar el módulo AD del PIC. Para ello es 
necesario comprender y haber revisado la documentación del ANEXO 2
 Módulo A/D. Y del ANEXO 3 Interrupciones. 
 
Para seguir esta parte tenemos que conocer los distintos registros de 
configuración de este periférico del PIC, y el funcionamiento básico. Así 
como entender el concepto de interrupción y como se programan estas en 
HI-TECH. 
Sensor Circuito 
acondicionador 
Módulo ADC
(Periférico 
del PIC) 
Tª 
(ºC) 
Vd  
(v) 
Vo 
 (v) 
 
PIC 
Byte 
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Fig. 4. 2 Diagrama de flujo de la función Configurar módulo A/D 
 
 
4.2.1 Configuración de los pines analógicos/digitales y la tensión de 
referencia 
 
La señal de entrada a nuestro conversor AD va a ser, como es lógico, la 
tensión de salida del circuito acondicionador de señal.  
 
La configuración de los pines del puerto A, como analógicos o digitales y la 
tensión de referencia se realiza en el registro el ADCON1 Fig. 7.  
 
De entre las posibles configuraciones Fig. 12 ¿Que configuración creéis que es 
la adecuada para este caso? Para saber cual es el correcto pensemos en 
nuestras necesidades. Tenemos una única señal a convertir, y nos interesa que 
la tensión de referencia sea la de alimentación del PIC. Así que casualmente 
este es uno de los casos que se nos permite configurar, dando a los bits 
PCFG[3:0] los valores 1110 lograremos que todas los pines del puerto A sean 
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digitales, menos el A0, que será analógico, y como tensión de referencia 
tendremos la de alimentación del PIC. 
 
 
4.2.2 Seleccionar el canal analógico 
 
El puerto A consta de 8 entradas, que  para el módulo ADC serán canales, la 
selección del canal que convertirá este periférico la haremos utilizando el 
registro ADCON0 Fig. 10.  
 
La entrada de la señal será a través de AN0, así que según la Fig. 11 los bits 
CHS2:CHS0 serán 000. 
 
 
4.2.3 Seleccionar el reloj de la conversión 
 
El registro ADCON1 también nos permite configurar la frecuencia con la que se 
realizará la conversión, esto se selecciona mediante los bits ADCS1:ADCS0( 
ADCON0[7:6]) Fig. 12. Elegimos Fosc /8. 
 
 
4.2.4 Activar el módulo AD 
 
Una vez que el canal ADC, las tensiones de referencia, el reloj de conversión 
han sido configurados, el PIC está preparado para convertir una tensión 
analógica en un número binario sin signo de 10 bits. El proceso de conversión 
empezará cuando activemos el bit GO/DONE (ADCON0[2]). Este bit también 
sirve para comunicar que la conversión se ha realizado, el bit GO/DONE estará 
a nivel alto hasta que el ADC termine su ciclo de conversión. Cuando el bit 
GO/DONE esté a ‘1’, el valor de 10 bits estará en los registros 
ADRESH:ADRESL representando el valor de tensión existente en el pin de 
entrada al ADC. 
 
 
4.3 Configuración de las interrupciones 
 
Otra forma de determinar cuando se ha realizado la conversión completa es 
usando las interrupciones del ADC. Este método permite al PIC continuar con 
otros procesos hasta que la conversión del ADC haya finalizado y se genere 
automáticamente una interrupción.  
 
Para ello habrá que resetear el bit ADIF que indica que la interrupción se ha 
realizado por el módulo AD, habilitar las interrupciones por este periférico 
(ADIE=1), habilitar las interrupciones provocadas por los periféricos (PEIE=1), 
habilitar las interrupciones (GIE=1), y por fin, después de un par de ciclos de 
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instrucción empezar con la conversión (ADGO=1). Todo esto se muestra en el 
siguiente diagrama de flujo: 
 
 
 
 
Fig. 4. 3 Diagrama de flujo de la función Configurar interrupciones A/D. 
 
 
4.3.1 Código de la ISR 
 
Esta parte del programa se ejecuta cuando el conversor A/D ha realizado una 
conversión, y se lo indica al PIC activando un bit (ADIF) que informa de que se 
ha producido una interrupción y que esta ha sido emitida por el conversor A/D, 
es decir, el módulo AD ha realizado una conversión y tiene el resultado 
almacenado. Lo primero que se hace es copiar el resultado del ADC de 
ADRESH:ADRESL para ser usado por el mismo ISR o por otra parte del 
programa,  
 
Este valor procedente de la conversión, será posteriormente analizado y se 
hallará la temperatura que ha captado el sensor.  
 
Después se resetea el bit que ha indicado que se ha producido una interrupción 
en el conversor A/D, para de esta forma poder saber cuando se va a producir la 
próxima conversión. Después volvemos a configurar las interrupciones. Si la 
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siguiente conversión ADC se tiene que realizar en otro canal de entrada, el 
nuevo canal de entrada deberá seleccionarse mediante los bits CHS2:CHS0. Si 
la siguiente conversión ADC se realiza en el mismo canal, no es necesario 
modificar estos bits. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Fig. 4. 4 Diagrama de flujo del código que se realizará cuando se produzca una 
interrupción.
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CAPÍTULO 5. PIC 
 
 
 
5.1 Introducción 
 
En este momento tenemos almacenado en un registro del PIC el valor devuelto 
por el módulo ADC, y ahora ¿que hacemos con él?, vamos a utilizar el Proteus 
y a programar el PIC con el MPLAB para que muestre esa temperatura a través 
de 4 displays led de 7 segmentos.  
 
 
5.2 Conexión del PIC 
 
La forma de conectar el PIC con el resto de los componentes será la siguiente: 
 
 
 
 
Fig. 5. 1 Circuito del termómetro. 
 
 
En este capitulo vamos a programar el PIC, y podremos realizar la 
primera simulación en el Proteus del circuito. Más tarde ya estaremos 
preparados para implementar el circuito en una placa Millenium Board. 
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5.3 Código del PIC 
 
5.3.1 Programa principal 
 
El PIC podría ejecutar un programa que siguiese los siguientes diagramas de 
flujo. Como programa principal: 
 
 
 
 
Fig. 5. 2  Diagrama de flujo del programa principal. 
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La función principal de este programa, es llamar a las funciones encargadas de 
la configuración de los diferentes elementos necesarios para que el circuito 
funcione, como por ejemplo puertos, interrupciones, modulo A/D. Así como 
capturar el valor de la temperatura, transformar ese valor y mostrarlo mediante 
los displays. 
 
La configuración del módulo AD sigue el diagrama de flujo ya visto en la Fig. 4. 
2, y las interrupciones seguirán el de la Fig. 4. 3 con un ISR igual al de la Fig. 4. 
4. 
 
 
5.3.2 Configurar puertos 
 
Configuraremos el puerto B como salida por donde sacar el valor con el 
formato necesario para que los displays de 7 segmentos muestren la 
temperatura correcta.  
 
La configuración como entrada o salida de los puertos A y B se realiza 
mediante los registros TRISA y TRISB respectivamente.  
 
Para nuestro diseño, deseamos que el pin 0 de nuestro PIC sea entrada (en la 
configuración del modulo A/D ya hemos hecho que sea analógica) y el resto 
salidas, los pines [1-3,5] del puerto A serán los encargado de activar cada 
display cuando el valor a visualizar esté en el puerto B se configuran como 
salida. 
 
 
Fig.5. 3  Diagrama de flujo de la función configurar puertos 
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5.3.3 Calcular signo y valor 
 
Para poder visualizar la temperatura debemos trabajar con el valor que nos 
ofrece el módulo conversor A/D, y asociar a cada uno el correspondiente a 
mostrar por los displays. Para calcular el valor a partir de lo que nos ofrece el 
convertidor A/D hay que realizar los siguientes cálculos. 
 
Si suponemos que nos movemos entre los valores de -10,0 ºC y 40,0 ºC, 
asociamos los valores máximos y mínimos del conversor y estudiamos el valor 
de la función de la recta que describe este funcionamiento: 
 
 
Conversor A/D
-200
-100
0
100
200
300
400
500
0 20 40 60 80 100 120 140 160 180 200 220 240 255
Valor conversor (decimal)
Tª
 x
 1
0 
 .
 
 
Fig.5. 4  Valor de la temperatura en función del resultado de la conversión. 
 
 
Cálculo del valor de la recta: 
 
 
y = k1x+k2 [2. 1]
 
 
k1 = 500 /256 = 1,96078 [2. 2]
 
 
Cuando el valor que nos devuelva el conversor A/D sea 0, será porque está 
registrando el valor de temperatura mínimo: 
 
 
x = 0 [2. 3]
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y = -100 = k2 [2. 4]
   
 
De esta forma deducimos el valor que nos devuelve el conversor cuando la 
temperatura registrada es de 0ºC. 
 
 
x(0º)=(0+100)/1,96078=51,02 
(aprox.51d=0x33=0b00110011) 
[2. 5]
 
 
Cuando el convertidor nos ofrezca su valor máximo la temperatura que estará 
midiendo el sensor será de:  
 
 
y (x=255) = 400 => 40,0ºC [2. 6]
 
 
Supondremos el número decimal en las decenas de la conversión. 
 
Para poder mostrar los números negativos modificamos la curva anterior. La 
ecuación de la recta, para los valores de temperatura negativos, que 
propondremos en la programación del circuito va a ser la siguiente: 
 
 
y = -1, 96078 x +100 [2. 7]
 
 
De esta forma cuando el valor de x sea menor de 51,02 (la temperatura que 
mida el sensor sea inferior a 0ºC), la curva será la misma que la calculada 
anteriormente, pero en el intervalo de x = [0-51,02) con la pendiente de signo 
contrario: 
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Fig. 5. 5  Valor de la temperatura en función del de la conversión 
(modificada para incluir la representación de los números negativos) 
 
 
El siguiente diagrama de flujo muestra como programaremos esto: 
 
 
 
 
Fig.5. 6  Diagrama de flujo de la función Calcular signo y valor 
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5.4 Convierte a 7 segmentos 
 
Hasta ahora lo que tenemos es la temperatura almacenada como un valor 
binario (unsigned int). Los displays de 7 segmentos, tienen 7 entradas, 
correspondientes a cada led, de forma que somos nosotros los que tendremos 
que hacer las operaciones necesarias para que este valor se convierta en 3 
dígitos independientes. Y más tarde encontrar el valor del byte que se 
corresponderá con su representación en el display. 
 
Una forma de hacerlo, es almacenar en 3 variables diferentes las decenas, 
unidades y decimales, para más tarde enviar este valor a una subrutina, que 
nos devuelva el valor necesario para mostrar el dígito en el display de 7 
segmentos. 
 
 
 
 
Fig.5. 7  Diagrama de flujo de la función Convierte a 7 segmentos. 
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5.5  A pantalla 
 
Con los valores correctos para enviar a los displays, ahora habrá que crear una 
subrutina (A pantalla) que se encargue de poner el valor correcto en el 
puerto y encender el display durante un periodo de tiempo, esto se debe de 
realizar con cada uno de los displays. 
 
Esta función es la encargada de activar los pines del puerto B correspondientes 
para iluminar los displays mostrando la temperatura. Se irán deseleccionando 
los displays, sacando el valor correcto a través del puerto B, seleccionando el 
display que corresponde, apagándolo y empezando con el led siguiente. 
 
 
 
 
Fig.5. 8  Diagrama de flujo de la subrutina que envía los datos a los displays. 
 
 
5.4 Montaje 
 
Utilizando la placa Millenium Board podremos implementar el diseño realizado 
en el Proteus.  
 
 
 
Fig.5. 9  Placa Millenium Board, con el termómetro funcionando.
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CAPÍTULO 6. PIC. USART 
 
 
 
 
6.1 Introducción 
 
Un objetivo importante de este proyecto es conseguir el envío de datos a través 
del puerto serie. En nuestro caso enviaremos el valor devuelto por el modulo 
ADC. El destino, como explicaremos en el CAPÍTULO 8. LABVIEW, será una 
aplicación programada en Labview, que mostrará a través de una interfaz de 
usuario la temperatura recibida. De momento aprenderemos a usar el periférico 
USART para más tarde por primera vez aplicar este periférico a nuestro 
termómetro en el CAPÍTULO 7.PIC. Simulación. 
 
6.2 Configuración 
 
Tal y como hemos visto en el ANEXO 4 USART para configurar el periférico 
USART debemos darle un valor a SPBRG, para 9600 baudios, que es la 
velocidad que vamos a utilizar, y utilizando un reloj de 4 Mhz siguiendo la 
ecuación [A4. 5] almacenaremos el valor 25 en el SPBRG. Para configurar el 
USART seguiremos el diagrama de flujo mostrado en la siguiente figura, Fig. 6. 
1: 
 
En este capítulo vamos a trabajar con otro periférico del PIC, la USART, 
encargada de la transmisión por el puerto serie. 
Para ello es necesario revisar la documentación del ANEXO 4
 USART.  
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Fig. 6. 1 Diagrama de flujo para configurar el módulo USART 
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6.3 Proteus 
 
Para trabajar con el módulo USART la mejor forma es practicar con él, 
realizando diferentes simulaciones en el Proteus, y viendo las posibilidades que 
nos ofrece este programa. 
 
Para la realización de las siguientes simulaciones se tienen que utilizar 
principalmente dos componentes: 
 
- VTERM 
- COMPIM 
 
El primero (VTERM) lo usaremos para simular la ventana del Hyperterminal, 
tan solo con conectarlo a las patillas de RX y TX del PIC. Programando el PIC 
de forma adecuada en la ventana del Hyperterminal (VTERM) aparecerá lo que 
el PIC envíe, y tecleando en ella podré enviar caracteres al PIC. 
 
Con el COMPIM emularemos el puerto COM de nuestro PC, de tal forma, que 
las señales que estén activas en este componente lo estarán en el puerto COM 
de nuestro ordenador. De esta forma podremos realizar una comunicación 
entre un PC (utilizando el programa Hyperterminal) y el PC donde se esté 
simulando el circuito con el PIC. 
 
Los pasos que vamos a seguir para estudiar y adaptar la comunicación entre el 
PIC y un PC, vía comunicación RS232, al proyecto final son los siguientes: 
 
1º Programar un eco (echo). Todos los caracteres tecleados en el VTERM 
son devueltos por el PIC y mostrados en la misma pantalla del VTERM. 
 
2º Realizar el mismo ejercicio utilizando el componente compim. 
 
6.3.1 Simulación de eco con vterm 
 
Este esquema hará que lo tecleado en el VTERM sea enviado al PIC y este lo 
retransmita. El resultado se puede ver en la ventana de VTERM. 
 
6.3.1.1 Esquema de conexión 
II.1.1.1   
El esquema de conexión entre el PIC y el componente VTERM es el siguiente: 
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Fig. 6. 2 Esquema de conexión del PIC con el componente terminal virtual. 
 
 
Para ello únicamente tendremos que conectar los pines RC6/TX y RC7/RX a 
los correspondientes pines de recepción y transmisión en el componente del 
Proteus que simulara un terminal virtual (VTERM). 
 
6.3.1.2 Software 
 
Utilizando el compilador HI-TECH la configuración del puerto serie es bastante 
poco intuitiva. Como se ha explicado en  
ANEXO 4 USART, es necesario especificar el baud rate asignando valores a 
los registros SPBRG y BRGH [A4. 4] [A4. 5]. Teniendo en cuenta que la 
frecuencia de oscilación de nuestro PIC es de 4 MHz, que queremos conseguir 
una velocidad de 9600 baudios, aplicando las fórmulas anteriores  y estando en 
modo de alta velocidad (BRGH =1) tendremos que almacenar en el registro 
SPBRG el valor 25. 
 
El programa que ejecutará el PIC seguirá estos diagramas de flujo. Como 
programa principal: 
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Fig. 6. 3 Diagrama de flujo del programa principal. 
 
La configuración del puerto serie se hará según lo visto en la Fig. 6. 1. 
 
Para capturar un carácter tendremos que realizar los pasos descritos en el 
siguiente diagrama de flujo: 
 
 
 
 
Si 
No 
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Fig. 6. 4 Diagrama de flujo de la subrutina para capturar un carácter recibido en el 
puerto serie. 
 
Para enviar un carácter por el puerto serie programaremos lo siguiente: 
 
 
 
 
Fig. 6. 5 Diagrama de flujo de la subrutina para enviar un carácter a través del 
puerto serie. 
 
 
6.3.1.3 Simulación en el Proteus 
 
Una vez programado el código le indicamos al PIC del Proteus cual va a ser el 
programa que ha de ejecutar. Una vez hecho esto hacemos empezamos a 
simular. 
 
 
Si 
No 
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Fig. 6. 6 Simulación del eco con el vterm. 
 
 
6.3.2 Simulación de eco con compim 
 
El principal problema que podemos tener en esta parte puede ser las librerías. 
Pero si se ha realizado la instalación como hemos indicado en la página 17 no 
debería de haber ningún problema.  
 
Lo único que debemos hacer es colocar el componente COMPIM donde antes 
se encontraba el vterm. Es importante quitar el vterm, ya que el esquema no 
funciona con los dos componentes. 
 
 
 
 
Fig. 6. 7 Esquema de conexión del componente compim. 
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6.3.2.1 Simulación entre PC-s 
 
Seguimos el siguiente esquema de conexión, Fig. 6. 8, en el que en un PC se 
estará simulando el funcionamiento del PIC (con el Proteus), y en el otro se 
estará ejecutando el  Hyperterminal, ambos PCs estarán conectados mediante 
un cable no-modem a sus respectivos puertos serie: 
 
 
 
 
Fig. 6. 8 Esquema de conexión de los PCs. 
 
 
Una vez que en el Proteus se empiece a simular el circuito, todo lo tecleado en 
el Hyperterminal aparecerá dos veces, una la que tecleamos en él (si tenemos 
activa la opción de mostrar en el Hyperterminal lo que escribamos), la otra será 
la que nos devuelva el PIC. 
 
 
 
 
Fig. 7. 1 Simulación con los dos PCs, y detalle de la ventana del Hyperterminal.
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CAPÍTULO 7.PIC. Simulación 
 
 
 
 
 
7.1 Introducción 
 
Estamos apunto de terminar este proyecto. En este punto lo que vamos a hacer 
es unir todas las piezas. En el Proteus ya hemos diseñado un esquema en el 
que el PIC pueda transformar la temperatura registrada por un sensor y 
mostrarla en los displays (Página 43). El siguiente paso será hacer que al 
mismo tiempo enviemos datos por el puerto serie. 
 
Deberemos añadir al programa, codificado en el MPLAB, que convertía la señal 
recibida del sensor (mas bien, del circuito acondicionador de señal), la 
transformaba y la mostraba por los displays, un menú que se enviará al 
Hyperterminal del otro PC, mediante el cual podremos seleccionar la opción de 
mostrar temperatura. En ese momento el PIC enviará la temperatura que esté 
registrando el sensor en ese momento. Para esta parte será necesario 
modificar la configuración de las interrupciones, añadiendo la recepción de un 
carácter por el puerto serie como una interrupción a tener en cuenta, y el 
código ISR que ahora almacenará el valor recibido por la USART en una 
variable. 
 
El envío del menú y la recogida de la opción seleccionada lo haremos primero 
a través del componente vterm, comprobando que funciona correctamente, y 
más tarde pasaremos a emular el puerto com de nuestro PC con el 
componente compim. De esta forma aplicamos lo visto en el punto anterior 
(CAPÍTULO 6. PIC. USART) a este proyecto.  
 
7.2 Conexión del PIC 
 
Cuando simulemos nuestro circuito con el vterm será el siguiente: 
 
 
En este capítulo conectaremos todo lo diseñado hasta ahora, usando el 
módulo ADC, el USART y las interrupciones. 
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Fig. 7. 2 Conexión del circuito con vterm 
 
 
Cuando lo simulemos con el compim solo tendremos que quitar el vterm y 
conectar correctamente el compim. 
 
 
 
 
Fig. 7. 3 Conexión del circuito con el compim. 
 
7.3 Código del PIC 
 
Lo primero que hay que tener claro es lo que va a hacer el PIC, para ello se 
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desarrolla los diagramas de flujo correspondientes al programa en C que 
ejecutará el microcontrolador (este funcionará según la versión en 
ensamblador). 
 
Menos la configuración de las interrupciones, en las que habrá que añadir la 
recepción de un carácter como algo a tener en cuenta, y el código que se 
ejecutará cuando una interrupción sea recibida, el ISR, el resto de las funciones 
llamadas por el programa principal se han visto con anterioridad en el  
CAPÍTULO 5. PIC o en el CAPÍTULO 6. PIC. USART. 
 
El programa principal que debe ejecutar el PIC puede seguir el siguiente 
diagrama de flujo: 
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Fig. 7. 4 Diagrama de flujo del programa principal 
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Sabremos si se ha recibido algún carácter por el puerto serie porque si es así, 
se producirá una interrupción y se pasará a ejecutar el siguiente diagrama de 
flujo: 
 
 
 
 
Fig. 7. 5 Diagrama de flujo del ISR 
 
 
Para ello hemos tenido que cambiar la configuración de las interrupciones y 
habilitar la interrupción por recepción de carácter RCIE. 
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Fig. 7. 6 Diagrama de flujo de la configuración de las interrupciones. 
 
 
7.4 Simulaciones 
 
Una vez realizados todos los pasos anteriores al ejecutarlo este es el resultado. 
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Fig. 7. 7 Simulación con el vterm. 
 
 
 
 
Fig. 7. 8 Detalle de la pantalla del Hyperterminal del PC. 
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CAPÍTULO 8. LABVIEW 
 
 
 
 
 
8.1 Introducción 
 
Vamos a utilizar este programa para crear una aplicación que recoja el valor 
devuelto por el módulo conversor ad, y lo envíe por el puerto serie.  
 
 
8.2 Código 
 
Este programa es relativamente distinto al anterior, y aunque se seguirá 
mostrando la temperatura por los displays, el programa principal será diferente: 
 
 
 
 
Fig. 8. 1 Diagrama de flujo del programa principal final. 
En este capítulo vamos a diseñar una aplicación en el LABVIEW y a 
modificar el programa principal para usar la nueva interfaz de usuario 
omitiendo la parte en el que el PIC transmitía un menú... 
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En las interrupciones eliminaremos la interrupción por la recepción de un 
carácter, utilizando la programada ya en Fig. 4. 3 y como ISR nos vale el de la 
Fig. 4. 4. Al Labview enviaremos el valor del sensor sin realizar ninguna 
conversión, esta la haremos en la aplicación.  
 
 
8.3 Conexión 
 
Utilizaremos el circuito de la Fig. 7. 3. Ya que queremos enviar información a 
través del puerto serie.  
 
 
8.4 Labview 
 
Primero crearemos la interfaz gráfica para el usuario. En ella un termómetro 
indicará la temperatura, podremos elegir en que puerto tendremos conectado el 
PIC, y para tener una información mas precisa, también se mostrará la 
temperatura en un cuadro de texto. 
 
 
 
 
Fig. 8. 2 Diagrama de flujo del programa principal final. 
 
 
Uniendo los distintos componentes que nos aporta este completo programa, 
podremos recoger del puerto serie el byte. Para evitar el solapamiento, y los 
posibles problemas derivados de una falta de sincronización de la 
comunicación. El componente VISA SERIAL tiene como configuración por 
defecto, la transmisión a 9600 baudios, tramas de 8 bits, 1 bit de stop, y sin bit 
de paridad, tal y como lo necesitamos.  
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Fig. 8. 3 Esquema de sincronización de la recepción por el puerto serie. 
 
 
Una vez recibido el byte se lee y se le transforma del valor ASCII a un valor 
entero, al que poder aplicarle la fórmula que nos devuelve la temperatura 
registrada por el termómetro, y mostrarla a través de la interfaz gráfica que 
hemos diseñado anteriormente, Fig. 8. 1. 
 
 
 
 
Fig. 8. 4 Esquema de recepción del byte, transformación a entero, aplicación de la 
fórmula y envío a interfaz gráfica. 
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Fig. 8. 5 Fotografía del proyecto completo funcionando. 
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ANEXO 1 Datasheet del sensor LM35A 
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ANEXO 2 Módulo A/D 
 
 
2.1 Introducción 
 
Como podemos observar en nuestro día a día el mundo real todavía es y 
siempre será fundamentalmente un lugar analógico. Para poder aprovechar los 
beneficios del procesado de los PIC y llevar sus beneficios a aplicaciones para 
el mundo real, las señales analógicas deberán de ser traducidas a un formato 
que el PIC pueda entender. Esta es la función del módulo conversor analógico 
digital (ADC). Después de procesarlas por el PIC, el resultado será una ristra 
de bits de información que deberá de ser devuelta a si forma analógica gracias 
al módulo DAC.  
 
 
 
 
Fig. 1 Uso típico de la interfaz de un PIC con el mundo “analógico”. 
 
 
Los ADC y DAC están en prácticamente todos los sistemas electrónicos, como 
reproductores de compact disk, mp3, móviles, módem, tarjetas de sonido, que 
pueden contener uno de ellos o ambos. Como la arquitectura de los ADCs es 
tan útil y es requerida por muchas pequeñas aplicaciones de 
microprocesadores, las arquitecturas de los microprocesadores a menudo 
incluyen un ADC como un periférico incorporado, y los diseñadores del PIC 
hicieron eso mismo. 
Desde el punto de vista de los programadores los módulos ADCs y DACs 
pueden verse como cajas negras. El ADC acepta la entrada de una cantidad 
analógica, normalmente tensión, y proporciona a su salida un código digital de 
n-bits cada fs segundos que representa esa entrada analógica. Al número fs se 
le denomina frecuencia de muestreo (sampling frequency). La caja negra del 
DAC acepta una palabra de un código digital de n-bits cada fs segundos y 
genera una salida analógica equivalente, normalmente tensión. Esto puede ser 
una interpretación suficiente de los convertidores, pero el entender como se 
realiza la conversión de datos puede ayudarnos a entender las limitaciones de 
las operaciones de los módulos ADC y DAC, y puede ayudarnos en la 
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selección de conversores de datos para la aplicación en la que estemos 
trabajando. 
 
 
2.2 Conversión analógica digital 
 
Los métodos a través de los cuales se genera un código digital dentro de un 
ADC son varios. Mientras que los ADCs pueden tener recibir casi cualquier 
medida analógica (corriente, carga, voltaje, temperatura, presión acústica, etc.) 
como entrada, lo más común es que el módulo ADC convierta un valor de 
tensión analógico en un número digital. Normalmente, los sistemas que pueden 
convertir una amplia variedad de valores primero convierten esas señales en 
tensiones, y después usando el ADC en modo-tensión convierten el valor en un 
número digital. El número digital que genera el ADC puede codificarse en 
cualquier sistema, pero lo más común es que se represente como un número 
binario con o sin signo. 
 
Los ADCs y sus capacidades se pueden describir mediante un amplísimo 
número de parámetros. Pero con solo unos pocos parámetros básicos y 
bastante descriptivos del ADC se puede entender como seleccionar y hacer un 
buen uso de él. 
 
La velocidad de un ADC se medida a través del mínimo periodo de muestreo 
Tmin; que se refiere al mínimo tiempo necesario para convertir la entrada de una 
tensión a un número digital. El mínimo periodo de muestreo es equivalente a la 
máxima frecuencia de muestreo, el número máximo de muestreos que el ADC 
puede convertir en un segundo. La máxima frecuencia de muestreo fmax se 
calcula como [A2. 1]: 
 
 
fmax = 1 / Tmin [A2. 1]
 
 
Antes de entrar en más detalles existen ciertos conceptos que tienen que 
quedar claros, algunos de ellos ya los he mencionado: 
• ADC (Analog-to-Digital Converter): convierte una señal 
analógica (tensión/corriente) en un valor digital 
• DAC (Digital-to-Analog Converter): convierte un valor digital en  
un valor analógico (tensión/corriente) 
• Periodo de muestreo: para el ADC, es el tiempo entre 
conversiones 
? Normalmente, los muestreos se realizan a una velocidad 
fija. 
• Vref (Voltaje de referencia): las señales analógicas varían 
entre 0 y Vref, o entre +/-Vref 
• Resolución: es el número de bits usados en la conversión (8 
bits, 10 bits, 12 bits, 16 bits, etc.). 
• Tiempo de conversión: es el tiempo que se necesita para la 
conversión analógica-digital. 
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En la Fig. 2 se muestra como se realizaría la conversión de 1 bit mediante un 
comparador de tensión. 
 
 
 
 
Fig. 2 Una conversión ADC de 1 bit. 
 
 
La resolución de un ADC es el mínimo cambio en la entrada analógica que se 
detecta en la salida, normalmente es un cambio de +-1 en el número de la 
salida. En otras palabras, la resolución representa el cambio en la entrada 
analógica que corresponde al cambio de 1 Lsb en la salida o también para un 
ADC de N bits: 
 
  
Resolución = 1 /2 N(VREF+ - VREF-) [A2. 2]
 
 
Donde VREF+ es el nivel de tensión de referencia positivo, y VREF- el nivel de 
tensión de referencia negativo. Aunque como normalmente vamos a usar VREF-
= 0V: 
 
 
Resolución = 1 /2 N * VREF+  [A2. 3]
 
 
 La precisión ADC es el número de niveles que el ADC puede distinguir. 
Algunas veces, la precisión se define con el número de bits que se necesitan 
para codificar el número de niveles. 
 
 
Código salida = VIN/ VREF *  2 N [A2. 4]
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El rango del ADC es la diferencia entre el valor máximo y mínimo de entradas 
que puede aceptar para realizar la conversión. Normalmente el rango se 
encuentra entre VREF + y VREF - en el caso de conversión de tensiones, y se 
proporcionan como entradas al ADC. 
 
 
2.3 Arquitecturas ADC 
 
2.3.1 ADC de rampa digital 
 
La lógica de control emplea un contador cuya salida sirve de 
entrada a un DAC (Digital-to-Analog Converter) hasta que la 
salida del DAC es más grande que VIN. Este es un método muy 
lento, y tiene el peor tiempo de conversión, 2N ciclos d reloj 
para un ADC de N bits. 
 
 
  
 
Fig. 3 Estructura y representación del ciclo de conversión del ADC de rampa digital. 
 
 
2.3.2 ADC de aproximaciones sucesivas 
 
Inicialmente el valor de VDAC será ½ de VREF, después se comprueba si VIN es 
mayor o menor que VDAC. Si es mayor, VDAC estará entre VREF y  ½ VREF, sino 
entre ½ VREF y GND. Haciendo esto para cada bit. Necesita N ciclos de reloj 
para una conversión ADC de N bits, 1 ciclo de reloj por bit. Es un conversor de 
alta precisión, existen conversores de aproximaciones sucesivas de 16 bits. 
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Fig. 4 Estructura y representación del ciclo de conversión del ADC de rampa digital. 
 
 
2.3.3 ADC Flash 
 
Este es el conversor más rápido, y su tiempo de conversión solo depende de 
los comparadores y de la lógica digital. Pero requiere más transistores que 
cualquier otra arquitectura. Una conversión de N bits, necesita 2N-1 
comparadores. Este tipo de conversores están comercialmente disponibles, y la 
conversión se puede realizar en un solo ciclo de reloj. 
El valor de la tensión hará que haya tensión en una, dos o las tres entradas, y 
en función del número de entradas con tensión se generará un código a la 
salida. 
 
 
 
 
 
 
Fig. 5 Estructura del conversor ADC flash. 
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2.4 Conversor analógico digital del PIC 
 
Los PIC 16f87X tienen un módulo ADC de 10-bits. Y es compatible con los 
ADC de 8 bits de los PIC16C7X.  
 
El módulo ADC como otros periféricos del PIC es controlado por un número de 
registros de configuración, habilitación y flags. Las conexiones externas de 
entrada al ADC están restringidas a unos pines específicos (el puerto A). 
 
 
 
 
Fig. 6 Diagrama de bloques del ADC del PIC   
 
 
2.4.1 Configuración de ADC 
 
El módulo ADC tiene diversos canales de entrada, como se puede ver en la 
Fig. 6. Por supuesto que no es necesario utilizar todos los canales, se puede 
seleccionar usar desde ninguno a todos. El número de canales del ADC que se 
usan se selecciona en el primer registro de control del ADC, el ADCON1. 
 
 
 
 
Fig. 7 Registro ADCON1  
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Los bits ADCON1[3:0], PCFG[3:0], determina el número de ADC y canales 
digitales disponibles en el puerto A. En la Fig. 8, se puede ver los tipos de 
configuración para cada combinación de bits PCFG[3:0]. 
 
 
 
 
Fig. 8 Bits de configuración del puerto ADC 
 
 
ADCON1 también selecciona las fuentes de referencia, VREF + y VREF -. Estas 
tensiones de referencia especifican entre que valores el ADC espera que se 
sitúen la señal de entrada. El ADC divide el rango (VREF+ -  VREF- ) en 210=1024 
niveles.  
 
La salida del PIC será un número de 10 bits, y se representará en el par de 
registros ARDES:ADRESL, es decir, 16 bits. El módulo ADC proporciona la 
flexibilidad de justificar a la derecha o izquierda el resultado de 10 bits, en el 
registro resultante de 16 bits. El bit de selección de formato del ADC (ADFM- 
A/D Format Select bit) controla esta justificación. En la Fig. 9 se explica la 
operación de justificación del ADC. Los bits extras son cargados con ‘0’s. 
Cuando el modulo ADC no va a sobrescribir estos registros (ADC 
deshabilitado), estos registros se pueden usar como registros de propósito 
general de 8 bits. 
 
 
94                                                                    Aplicación de los microcontroladores a la docencia de sistemas digitales: 
  “Termómetro digital a tiempo real y conexión serie a PC” 
  
 
 
Fig. 9 Justificación del resultado 
 
 
Mientras que los bits  PCFG[3:0] del ADCON1 permiten al PIC tener habilitados 
diferentes canales, el PIC no puede convertir más de un canal al mismo tiempo. 
El canal a convertir, se seleccionará a través de los bits CHS2:CHS1, Fig. 10. 
Los tres bits son la representación del canal seleccionado por el ADC en ese 
preciso instante. 
 
 
 
 
Fig. 10 Registro ADCON0 
 
 
 
Fig. 11 Bits de selección de canales analógicos 
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El registro ADCON0 también contiene otro bit importante para la configuración, 
ADON ADCON0[0]. Cuando ADON =1, el modulo ADC es habilitado, 
encendido, y consume corriente. Cuando ADON = 0 el modulo estará 
deshabilitado y no consumirá corriente. Si el módulo ADC no está siendo usado 
debería apagarse mediante ADON=0, que es el valor que se le da después de 
un reset. 
 
El módulo ADC del PIC utiliza el método de las aproximaciones sucesivas para 
generar el resultado de 10 bits, y tal como hemos visto en ADC de 
aproximaciones sucesivas, se necesita un ciclo de reloj por bit como tiempo de 
conversión, es decir 10 ciclos de reloj. 
 
El datasheet del PIC especifica el que el conversor ADC necesita 12 TAD para 
tener un resultado exacto de la conversión, donde TAD es por lo menos 1,6µs. 
El PIC usa un periodo TAD extra para preparar el ADC y otro para copiar el 
resultado en los registros ADRESH:ADRESL después de la conversión. Para 
garantizar que el TAD es mayor de 1,6µs el PIC proporciona 4 opciones para 
seleccionar el reloj del ADC mediante los bits ADCS1:ADCS0, ADCON0[7:6]. 
Las frecuencias que se pueden seleccionar son las resultantes de dividir a la 
frecuencia del reloj FOSC entre 2, 8 ó 32, también se puede seleccionar la 
frecuencia del oscilador RC interno. Si el ADC es controlado por una frecuencia 
relacionada con la FOSC se debe seleccionar el divisor de forma que el TAD sea 
mayor de 1, 6µs, o la conversión del ADC no será exacta.  
 
 
 
 
Fig. 12 Tabla de posibles configuraciones para la configuración del reloj de conversión. 
 
 
La última opción del ADC para configurar antes de poder usar el ADC son las 
fuentes de interrupciones ADC. El ADC del PIC genera una interrupción cuando 
la conversión de 10 bits se ha completado. Para activar las interrupciones del 
ADC primero debemos poner a ‘0’ el bit ADIF (ADC Interrupt Flag, PIR1[6]) 
para prevenir una solicitud de interrupción falsa cuando habilitemos las 
interrupciones. También necesitamos configurar el bit ADIE (ADC Interrupt 
Enable, PIE1[6]) para hacer del ADC una fuente de interrupciones. La 
interrupción ADC es activada completamente mediante los bits de GIE/GIEH y 
PEIE/GIEL.  
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2.4.2 Operando con el ADC 
 
 
Estos son los pasos que hay que seguir para realizar una conversión ADC: 
 
1 Configurar el módulo ADC: 
• Configurar los pis analógicos/tensiones de referencia/y /O 
digitales (ADCON1) 
• Seleccionar el canal de entrada del ADC (ADCON0) 
• Seleccionar el reloj de conversión (ADCON0) 
• Activar el módulo ADC (ADCON0) 
2 Configurar las interrupciones ADC  
• Poner el bit ADIF a ‘0’ 
• Poner a ‘1’ el bit ADIE 
• Poner a ‘1’ el bit GIE 
• Esperar el tiempo requerido 
• Iniciar la conversión: 
? Activar el bit GO/DONE (ADCON0) 
• Esperar a que el ciclo de conversión ADC se complete: 
? Chequeando si el bit GO/DONE está a ‘0’ o el bit ADIF está 
a ‘1’. 
? Esperando a que se produzca una interrupción ADC  
• Leer el resultado del par de registros (ADRESH:ADRESL), 
resetea el bit ADIF si es necesario 
• Para realizar la siguiente conversión ir al paso 1 o al 2 si es 
necesario.
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ANEXO 3 Interrupciones 
 
 
3.1 Introducción 
 
Una interrupción es una señal que recibe el microprocesador, indicando que 
debe interrumpir el flujo normal del programa debido a que ha ocurrido un 
evento externo o interno, y pasar a ejecutar un código específico para tratar 
esa situación. 
 
Las interrupciones surgen de las necesidades que tienen los dispositivos 
periféricos de enviar información al microprocesador. La primera técnica que se 
empleó fue que el propio procesador se encargara de sondear (polling) el 
dispositivo cada cierto tiempo para averiguar si tenía pendiente alguna 
comunicación para él. Este método presentaba el inconveniente de ser muy 
ineficiente, ya que el procesador constantemente consumía tiempo en realizar 
todas las instrucciones del sondeo. Y la frecuencia del chequeo no sea la 
adecuada, tanto por exceso como por defecto.  
 
El mecanismo de interrupciones fue la solución que permitió al procesador 
desentenderse de esta problemática, y delegar en el dispositivo la 
responsabilidad de comunicarse con el procesador cuando lo necesitaba. El 
procesador, en este caso, no sondea a ningún dispositivo, sino que queda a la 
espera de que estos le avisen (le “interrumpan”) cuando tengan algo que 
comunicarle, ya sea un evento , una transferencia de información, una 
condición de error, etc.).  
 
Durante el flujo normal de un programa, se pueden recibir alguna interrupción 
de algún evento externo o interno. Después de que finalice la instrucción que 
se esté ejecutando en el microprocesador en ese momento, los registros BSR, 
W y STATUS son almacenados. La dirección de la siguiente instrucción a 
ejecutar se almacena en la pila o stack  y el contador de programa (PC) 
indicará la dirección predeterminada denominada vector de interrupción, 
provocando que el procesador ejecute las instrucciones a partir de ese punto. 
Para volver a la ejecución normal del programa se necesita la instrucción retfie 
(return from interrupt).  
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Fig. 13 Flujo del programa con interrupción. 
 
 
El código que se ejecuta cuando ocurre una interrupción se denomina rutina de 
atención a servicio (interrupt service routine ISR). Las funciones ISR sirven 
para responder al evento que disparó la interrupción. Por ejemplo, si la 
interrupción la ha producido la llegada de un dato serie asíncrono, las funciones 
ISR podrían leer el registro RCREG de la USART, salvar el dato y regresar al 
programa principal. 
 
Como se puede ver en la Fig. 13, se puede pensar en las ISR como una 
subrutina llamada por el programa principal. Aunque, las ISR nunca son 
manualmente llamadas como una función normal en C, sino que, las ISR son 
invocadas automáticamente por el hardware de interrupciones del PIC. Se 
suele decir que las ISR se ejecutan en background, mientras el flujo normal del 
programa se ejecuta en foreground.  
 
Existen muchas fuentes de interrupciones en el PIC: 
- Cuando se recibe un carácter en el puerto serie. 
- Cuando se termina la transmisión de un carácter por el puerto serie. 
- Cuando se ha terminado una conversión A/D. 
- Cuando existe un flanco de bajada en el pin RB0 
- ... 
 
En lo visto anteriormente sobre las transferencias por el puerto serie asíncrono, 
se usaba la técnica denominada polling, donde el estado del flag que nos decía 
si había algún dato disponible se chequeaba repetidamente. Esta técnica es un 
método muy ineficiente para implementar operaciones de IO. Sería mucho más 
eficiente que cuando ocurra un evento, como por ejemplo la llegada de un dato 
por el puerto serie se generase una interrupción, cada interrupción estará 
asociada a un bit de flag de interrupción, que se pondrá a ‘1’ cuando esto 
ocurra. estos bits, están en dos registros especiales llamados PIR1 (Peripheral 
Interrupt Request Flag Register 1) y PIR2 (Peripherl Interrupt Request Flag 
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Register 2).Incluyendo el bit que nos indica si ha habido interrupción o no, 
existen los siguientes bits relacionados con las interrupciones: 
 
- Cada fuente de interrupción tiene un bit habilitador, que permite que 
se genere una interrupción si se dan las condiciones necesarias. Por 
defecto las interrupciones NO están habilitadas. 
- Cada fuente de interrupción tiene también un flag que indica si una 
interrupción ha ocurrido. 
 
Si el bit habilitador esta a ‘0’ la interrupción será enmascarada o deshabilitada, 
esto no quiere decir que no se produzca, solo que no se ejecutaran las 
funciones de la ISR. 
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ANEXO 4 USART 
 
4.1 Características básicas del puerto IO. 
 
Un puerto de E/S paralelo utiliza un grupo de señales por donde se transmitirán 
los datos y una señal de reloj para realizar un control de la transferencia. En las 
siguientes figuras se muestra una conexión E/S paralela de 16 bits entre 
CPU_a y CPU_b, con una señal de reloj usada para señalar el instante en el 
que los datos situados en el bus son validos. 
 
 
 
 
Fig. 14  Ejemplo de puerto paralelo. 
 
 
El ancho de banda del canal de comunicaciones se expresa normalmente 
como el número de bytes transferidos por segundo (B/s), o el numero de bits 
transferidos por segundo (b/s). Los Bps y bps están relacionados de la 
siguiente forma [A4. 1]: 
 
 
Bps= bps/8 [A4. 1]
 
 
Para conocer el ancho de banda del canal de comunicaciones [A4. 2]: 
 
 
Ancho de banda (bps)=n_bytes* 1/Fosc [A4. 2]
 
 
Cuando se envía un bit por cada tiempo de bit, la comunicación se define como 
transferencia de datos serie. La señal de reloj puede usarse para la 
sincronización de la transferencia pero no es necesario.  
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Fig. 15 Ejemplo de puerto serie. 
 
 
Otra característica de los puertos de comunicaciones IO es en que sentido/s se 
puede/n realizar las comunicación. En referencia a esta característica un puerto 
se puede definir como simplex, half-duplex o duplex. Un canal simplex permite 
la transferencia de datos en un solo sentido. Un canal half-duplex soporta 
transferencias de datos en cualquier sentido, pero utilizando solo uno de ellos 
en cada comunicación. Un canal duplex (también llamado full-duplex) soporta 
transferencias en ambos sentidos simultáneamente. 
 
 
 
Fig. 16 Comunicación simplex. 
 
 
 
 
Fig. 17 Comunicación half-duplex. 
 
 
 
 
Fig. 18 Comunicación duplex. 
 
 
Una conexión física entre dos sistemas puede ser un mediante un cable 
unidireccional (transferencia solo en una dirección) o bidireccional 
(transferencia en cualquier dirección). Un cable unidireccional puede 
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implementar una conexión simplex, mientras que un cable bidireccional puede 
implementar un canal half-duplex. Mediante dos cables unidireccionales se 
puede obtener un canal duplex, transportando por cada cable información en 
un solo sentido. Estos conceptos se pueden observar en los siguientes 
diagramas. 
 
 
 
Fig. 19 Comunicación simplex con cable unidireccional. 
 
 
 
 
Fig. 20 Comunicación half-duplex con un cable bidireccional. 
 
 
La principal ventaja de una comunicación serie es que su implementación es 
mucho mas barata que un puerto paralelo. El puerto serie es usado 
normalmente para la transferencia entre dispositivos que requieren cableado 
externo como por ejemplo, entre un teclado y un ordenador. Como la 
comunicación serie requiere muchos menos cables que el cable paralelo, el 
coste se reduce considerablemente.  
 
 
4.2 Puerto serie síncrono 
 
En la comunicación serie síncrona se envía la señal de reloj como una señal 
aparte, que puede estar en la codificación de los datos o puede enviarse como 
una señal separada. Esta última opción es la más intuitiva para una 
comunicación síncrona, pero a altas velocidades, el retardo que produce el 
cable puede ser significativo, especialmente en cableado externo. Si los 
retardos producidos por el cable de datos y la señal de reloj son significativos, 
puede ser que el flanco de reloj no se active en el momento correcto, y que el 
bit que se recoja en el receptor no sea el adecuado. 
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Así que otra opción es la de codificar la señal de reloj en los datos, de forma 
que el receptor pueda extraerla.  
 
En un primer momento se puede pensar que si el transmisor y receptor se 
ponen de acuerdo en la velocidad de reloj a utilizar en la transmisión, no sería 
necesario transmitirla, simplificando en gran medida la comunicación. El 
problema de no transmitir la señal de reloj es que al generar el emisor y el 
receptor la señal de reloj de forma independiente, si el ratio de los relojes no es 
idéntico no se puede garantizar que los relojes estén en fase. Por otra parte, no 
es posible generar relojes idénticos utilizando diferentes fuentes.  
 
 
 
Fig. 21 Canal de comunicación serie síncrono. 
 
 
4.3 Puerto serie asíncrono 
 
En la comunicación serie asíncrona no tiene ninguno de los métodos de la 
comunicación síncrona usados para sincronizar la comunicación. En lugar de 
eso, el emisor y el receptor acuerdan un ratio de velocidad en la transmisión de 
los datos, y el emisor envía los datos al receptor en formato NRZ. Las ventajas 
de la comunicación asíncrona con respecto a la síncrona es que requiere un 
hardware mucho más simple, sacrificando ancho de banda.  
Para conectar el PIC a un PC externo, vamos a utilizar el interfaz serie 
asíncrono de tres hilos. Este interfaz es conocido como RS-232. 
 
 
 
 
Fig. 22 Interfaz serie síncrono de tres hilos. 
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En la Fig. 23 muestra las diferencias de fase y frecuencia entre el receptor y el 
reloj del receptor. A un ratio de datos de γ bps, el reloj usado en el 
emisor/receptor para acceder a los datos es múltiplo de esta velocidad, 
normalmente 16x o 64x. Suponiendo un reloj 16x cuando el receptor detecta el 
bit start (flanco de bajada), cuenta 8 periodos de reloj y es entonces cuando 
captura el valor de entrada. Después de este punto el receptor muestrea la 
línea de entrada cada 16 periodos de reloj, situando el punto de muestreo 
cerca del medio del tiempo de bit, dando el receptor la máxima tolerancia 
posible para los posibles desajustes entre relojes del emisor y receptor. Esto 
otorga para una trama de 10 bits una tolerancia frente al error de sincronismo 
entre relojes de entre un 3% y un 5%. Esta tolerancia disminuye de forma lineal 
con respecto al número de bits transferidos en cada trama. Es por esta razón 
que las tramas de una transmisión asíncrona se limitan normalmente a 10 bits. 
 
 
 
 
Fig. 23 Transmisión de datos en canal serie y asíncrona. 
 
 
Un término comúnmente usado para referirse a la velocidad de los ratos en un 
canal asíncrono es el baud rate, cuya definición es el número de tiempos de bit 
por unidad de tiempo. La velocidad del puerto (Baud rate) es la velocidad a la 
que se envían los bits. Los bits por segundo (bps) es el numero de bits 
transferidos por segundo (cualquier tipo de bits, datos o señalización).  
 
Data Rate (bps) = 1/ bit_time [A4. 3]
 
 
Si solo se envía un bit por cada intervalo de señalización, el ratio en baudios 
serán bps. Pero si se usa un protocolo de señalización que transfiera múltiples 
bits por cada intervalo de señalización, por ejemplo, enviando en 4 niveles de 
tensión diferentes dos bits de datos, el bit rate será el doble que el baud rate. 
La velocidad efectiva de los datos es a la cual los datos son transferidos, 
exceptuando los bits de cabecera (bits de start y stop). 
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4.4 PIC. USART 
 
El módulo del PIC que implementa el puerto IO serie síncrono y asíncrono es el 
llamado USART (Universal Synchronous Asynchronous Receiver 
TansmitterHardware). 
 
En este proyecto vamos a usarlo en modo asíncrono. Este módulo libera al 
procesador de tener que realizar las operaciones necesarias para recibir y 
transmitir información, delegando este trabajo a la USART el procesador puede 
realizar otras tareas. 
 
 
 
 
Fig. 24  Modulo USART del PIC. 
 
 
El módulo USART dispone de una serie de registros, que son los siguientes: 
 
• RCREG: es el registro que almacena el carácter recibido, para 
capturarlo tendremos que leer este registro. 
• TXREG: es donde tendremos que escribir el carácter que 
queremos enviar. 
• RCSTA: Registro de estado y control de recepción de datos. 
• SPBRG y TXSTA  controla la velocidad de transmisión: 
o Mediante los bits de estado del registro TXSTA  se puede 
seleccionar transmisión síncrona/asíncrona, activar la 
transmisión. 
• PIR1 contiene bits de estado: 
o TXIF (flag de interrupción por transmisión): se pondrá a ‘1’ 
cuando el registro TXREG este vacío y pueda aceptar 
nuevos caracteres, mientras no se haya enviado el 
carácter se mantendrá con valor ‘0’. 
o RCIF (flag de interrupción por recepción): se pondrá a ‘1’ 
cuando el registro RCREG esté lleno. 
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Fig. 25  Diagrama de bloques del modulo de transmisión de la USART del PIC. 
 
 
El registro TXREG es un registro “buffer”. Cuando el TSR está vacío, el TXREG 
transfiere el valor almacenado al TSR, entonces TXREG se vaciará (TXIF=1) y 
será el valor del TSR el que se envíe. De esta forma el modulo USART no tiene 
que esperar a que el último carácter sea enviado antes de escribir un nuevo 
carácter. 
 
Una escritura en el TXREG pone a ‘0’ el bit TXIF en el segundo ciclo de 
instrucción después de la operación de escritura. El bit TXIF es un bit de solo 
lectura que solo se resetea al realizar una escritura en TXREG. Si los registros 
TXREG y TSR están vacíos, una escritura en el registro TXREG resetea el bit 
TXIF que es rápidamente puesto a ‘1’ en cuanto el contenido de TXREG sea 
transferido al TSR vacío. En ese momento se podrá escribir el siguiente 
carácter en el TXREG. De esta forma ambos caracteres se podrán escribir de 
forma rápida en el bloque de transmisión de la USART si este está vacío. Un 
tercer valor deberá esperar a que se transmita el valor del TSR para que el 
TXREG se vacíe. Algunos USART en otros microprocesadores pueden 
almacenar hasta 16 datos en sus bloques de transmisión. El USART de nuestro 
PIC no soporta el formato de 7 bits, con paridad, así que en las transmisiones 
se utilizará siempre datos en formato de 8 bits, que es formato soportado por 
las comunicaciones RS232, la forma más común en las comunicaciones a 
través del puerto serie asíncrono.  
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Fig. 26  Diagrama de bloques del módulo de recepción de la USART del PIC. 
 
 
La Fig. 26 muestra el diagrama de bloques del módulo de recepción de la 
USART. Los datos entran en serie a través del pin RX y se almacenan en el 
registro RSR una vez recibido el bit de start. El CREN (Continuous Receive 
Enable, RCSTA [4]) debe ponerse a ‘1’ para activar el bloque de recepción de 
la USART. El contenido del RSR se transfiere al registro RCREG después de la 
recepción del bit de stop. Esto hace que el bit RCIF se active (‘1’) indicando 
que el RCREG tiene disponible un dato. El RCIF será reseteado (‘0’) después 
de la lectura del RCREG. Si el RSR y el RCREG están llenos, la detección del 
bit de start del siguiente carácter disparará un error de overrun activando el bit 
de estado OERR (‘1’). El bit OERR es de solo lectura, para resetearlo es 
necesario poner a ‘0’ el bit CREN. Cuando ocurre un error de overrun no se 
transfiere ningún valor desde el RSR al RCREG hasta que el bit de error OERR 
sea reseteado.  
 
En la programación del PIC para la transmisión de información rescribiremos 
las funciones putch()/getch(). La función putch() esperará a que el 
registro TXREG se vacíe mediante el bucle while(!TXIF){} del que podrá 
salir cuando el valor de TXIF sea ‘1’, entonces escribirá el valor de una variable 
c en el TXREG. La función getch() espera a que haya un dato disponible 
mediante el bucle while(!RCIF){}, que se ejecutará hasta que el valor del 
bit RXIF sea ‘1’, entonces devolverá el valor de RCREG. Las funciones 
printf() y scanf() proporcionadas por el compilador HI-TECH PICC, usan 
las funciones putch() y getch() en cada carácter. 
 
La velocidad de transmisión de la interfaz serie es controlada mediante el reloj 
generador de la velocidad de transmisión, y se calcula mediante la ecuación 
[A4. 4]. El registro SPBRG es un registro de 8 bits, así que permite valores 
entre 0 y 255. EL modo de alta o baja velocidad se selecciona mediante el bit 
de configuración BRGH (High Baud Rate Select Bit, TXSTA(2)), con BRGH = 1 
se selecciona el modo de alta velocidad. 
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BR = FOSC/(S*(SPBRG+1)) [A4. 4]
 
 
S=64 (baja velocidad) 
S=16 (alta velocidad) 
 
Modificando la anterior fórmula se puede calcular el valor de SPBRG [A4. 5]: 
 
 
SPBRG = [FOSC/ ( S * BR) ] – 1 [A4. 5]
 
 
Redondeando al entero más próximo. 
 
Los pasos necesarios para habilitar el puerto serie asíncrono del PIC son los 
siguientes: 
 
1 Configurar los pines del puerto (RC6/TX, RC7/RX) a través del bit 
SPEN (RCSTA:7=1). También hay que activar  TRISC7, (RC7 como 
entrada), TRISB6=0 (RC6 como salida). 
2 Seleccionar el modo alta o baja velocidad a través del bit BRGH 
(TXSTA:2). 
3 Seleccionar el modo asíncrono a través del bit SYNC (TXSTA:4=0). 
4 Seleccionar el modo de transmisión de 8 bits a través del bit TX9 
(TXSTA:6=0). 
5 Seleccionar el modo de recepción de 8 bits mediante el bit RX9 
(RCSTA:6=0). 
6 Habilitar el puerto de transmisión activando el bit TXEN (TXSTA:5 
=1). 
7 Activar el puerto de recepción poniendo a 1 el bit CREN 
(RCSTA:4=1). 
 
 
4.5 El estándar RS232 
 
El estándar EIA-RS232 es un estándar originalmente usado para conectar el 
módem al PC. Este estándar define los niveles de tensión, longitud de 
cableados, conexiones, etc. Además de las señales de TX, RX y Gnd, existen 
otras señales usadas para el control del módem (Data Carrier Detect, Indicador 
de llamada, etc.), y control de flujo ( las señales de control de flujo se usan para 
determinar si el dispositivo esta preparado o no para aceptar datos). 
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Fig. 27  Conexión RS232 PIC-PC. 
 
 
En el esquema de la Fig. 27 se muestra la mínima conexión posible, aunque 
existen muchas otras señales definidas en el estándar RS232 que se usan para 
el control externo del módem y el control de flujo. Esta conexión no tiene en 
cuenta la disponibilidad de los dispositivos para recibir datos, el emisor asume 
que el receptor puede aceptar siempre nuevos datos. Los pines CTS (Clear To 
Send, pin 8 del DB9) y RTS  (Request To Send) puede usarse para gestionar 
un control de flujo hardware. La señal RTS es una salida del PC (entrada del 
PIC), mientras que la señal CTS es una salida del PIC (entrada del PC) y 
ambas señales funcionan con lógica negativa (activas a ‘0’). El control de flujo 
hardware significa que  el PC activará su salida RTS, solicitando permiso para 
enviar datos. El PIC activará su CTS comunicando al PC que está preparado 
para recibir datos, para parar el flujo de datos del PC lo único que hay que 
hacer es negar la salida CTS. Este control de flujo de datos es únicamente en 
un sentido, del PC al PIC. Esto es porque el estándar RS232 fue diseñado para 
la comunicación entre un terminal DTE(Data Terminal Equip, PC) y un módem 
DCE(Data Communication Equipment, PIC). Se presupone que el DTE (PC) 
siempre está preparado para aceptar datos del DCE (el módem). 
 
Windows incluye un programa el Hyperterminal que es necesario para la 
comunicación RS232. La configuración del programa se muestra en la Fig. 28 
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Fig. 28  Configuración del Hyperterminal. 
 
 
Un PC tiene múltiples puertos serie, llamados COM1, COM2... Cuando se abre 
una ventana del programa Hyperterminal, se debe de especificar el puerto 
COM que se va a usar, así como la velocidad de transferencia (baud rate). 
Para la conexión del interfaz RS232 PIC, se necesita, formato de datos serie de 
8 bits, no paridad, 1 bit de stop y sin control de flujo. En algunos PCs no se 
incluye un puerto serie, sino un Universal Serial Bus (USB) como el nuevo 
estándar de comunicaciones. Pero existen unos adaptadores USB-RS232 que 
permiten al puerto USB usarse como un puerto serie RS232. Hay que tener 
especial cuidado, porque ciertos adaptadores no permiten el funcionamiento 
con la conexión mínima (TX, RX, Gnd) Fig. 27, y requieren la conexión del 
resto de señales del RS232,Fig. 29.  
 
 
 
 
Fig. 29  Conexión del interfaz RS232 con el PIC.
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ANEXO 5 Códigos 
 
5.1 Código del termómetro con displays. 
 
/*  ================================================================================= 
  Descripción inicial 
  
 Se recogerá una muestra de la señal analógica de la entrada AN0 (RA0) y el valor 
 se mostrara en cuatro pantallas led de 7 segmentos conectadas al puerto B. 
  
================================================================================= */ 
     
/*  ================================================================================= 
  Algunas directivas de configuración para el programador 
__CONFIG(DEBUGEN & WDTDIS & LVPDIS); 
 
    ================================================================================= */ 
 
/*  ================================================================================= 
 Ficheros cabecera con las definiciones básicas del PIC 
    ================================================================================= */ 
 
#include  <pic.h> 
#include <stdio.h> 
#include "delay.c" 
 
/*  ================================================================================= 
 Declaración inicial de todas las funciones usadas 
    ================================================================================= */ 
 
void configurar_modulo_A_D(void); 
void configurar_int_A_D(void); 
void configurar_puertos(void); 
static void interrupt atencion_int(void); 
unsigned char convierte_7s (unsigned char); 
void a_pantalla_7(void); 
void calcular_signo_y_valor(void); 
 
/*  ================================================================================= 
 Variables globales   
   ================================================================================= */ 
 
char valor_BCD_unidades, valor_BCD_decenas, valor_BCD_centenas; ; // en esta variable se almacenará el valor de la 
temperatura en BCD 
unsigned char valor_7s_signo;  
unsigned char valor_sensor; 
short valor; 
int i; 
/*  ================================================================================= 
 Definición de funciones 
   ================================================================================= */ 
 
/*  --------------------------------------------------------------------------------- 
    Función de inicialización del convertidor A/D 
 --------------------------------------------------------------------------------- */ 
void configurar_modulo_A_D(void){ 
 
/*    ADCON1 REGISTER (ADDRESS 9Fh)    
*    ADCON1<3:0> PCFG3-PCFG0: A/D Port Configuration Control bits:  
*    Configurar los pines/voltajes de referencia y I/O digitales 
*    Si PCFG3-PCFG0 = "1110" todas las entradas del PORTA  
*    configuran como digitales menos la primera 
*    ADCON1<7> ADFM: A/D Result Format Select bit 
*    Si es "1" = Right justified. Los 6 MSB del ADRESH son "0"  
*    Si es "0" = Left justified. Los 6 LSB del ADRESL son "0"  
*    De esta forma, ADRESH contendrá los 8 bits mas significativos de la conversión 
*    de 10 bits 
 
 ADCON1 = 0X0E;  
/*     ADCON0 REGISTER (ADDRESS: 1Fh)  
     Este es el registro que controla el funcionamiento de A/D 
    Los bits 7-6 ADCS1:ADCS0: A/D Conversión Clock Select bits 
    Si los bits valen 01 se selecciona Fosc/8 como la frecuencia del convertidor 
*/    
 ADCON0 = 0X40;  
 ADON=1; //Se arranca el convertidor A/D 
 
} 
 
/*  --------------------------------------------------------------------------------- 
    Función de configuración de las interrupciones del modulo A/D 
   void configurar_int_A_D(void); 
 --------------------------------------------------------------------------------- */ 
 
void configurar_int_A_D(void) 
{ 
 ADIF=0;  //Se resetea el bit indicador de interrupción producida por el módulo ADC 
 ADIE=1;  //Se habilitan las interrupciones por el módulo ADC 
 PEIE=1;  //Se habilitan las interrupciones producidas por los periféricos 
 GIE=1;  //Se habilitan las interrupciones 
 for (i=0; i<2;i++); //Se introduce un retardo para 
 ADGO=1;  //Iniciar la conversión 
 
} 
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/*  --------------------------------------------------------------------------------- 
    Función de configuración de los puertos 
   void configurar_puertos(void); 
 --------------------------------------------------------------------------------- */ 
 
void configurar_puertos(void) 
{ 
 TRISB=0x00; //Todos los bits del puerto B se usarán como salida 
 TRISA=0x01; //El PORTA<0> será entrada analógica (sensor) mientras el resto serán salidas digitales 
} 
 
/*  --------------------------------------------------------------------------------- 
    ISR, el código que se ejecutará cuando se produzca una interrupción 
   void configurar_int_A_D(void); 
 --------------------------------------------------------------------------------- */ 
 
static void interrupt atencion_int(void) 
{ 
  valor_sensor= ADRESH;  //Se almacena el valor de la muestra recibida por el convertidor 
  ADIF=0;   //Se resetea el bit indicador de interrupción por el módulo ADC 
  configurar_int_A_D(); //Se vuelven a configurar las interrupciones 
   
} 
 
/*  --------------------------------------------------------------------------------- 
    Función que calcula el valor de la temperatura en función del valor devuelto 
  por el módulo ADC 
   void calcular_signo_y_valor(void); 
 --------------------------------------------------------------------------------- */ 
 
void calcular_signo_y_valor(void) 
{ 
 
//Si la temperatura es positiva, después de hallar su valor se deja en blanco el símbolo del signo 
 
 if(valor_sensor>=51) 
 { 
  valor = valor_sensor * 1.96078 - 100; 
  valor_7s_signo = 0x00; 
   
 } 
 
//En cambio si la temperatura no es positiva, después de hallar su valor se almacena el símbolo preparado para el 
//display 7 segmentos 
 
 else 
 { 
  valor = 100 - valor_sensor * 1.953125; 
  valor_7s_signo = 0x40; 
 } 
} 
 
 
/*  --------------------------------------------------------------------------------- 
  Función que convierte BCD a 7 segmentos, devuelve el valor en 7 segmentos 
  void convierte_7(unsigned char valor); 
 --------------------------------------------------------------------------------- */ 
 
unsigned char convierte_7s(unsigned char valor) 
{ 
 
unsigned char valor_7s; //Hache se almacenará el valor BCD equivalente a el que el programa principal 
//envía como parámetro a esta función 
 
switch (valor)    
  { 
  case 0: 
   valor_7s = 0x3F; 
   break; 
  case 1: 
   valor_7s = 0x06; 
   break; 
  case 2: 
   valor_7s = 0x5B; 
   break; 
  case 3: 
   valor_7s = 0x4F; 
   break; 
  case 4: 
   valor_7s = 0x66; 
   break; 
  case 5: 
   valor_7s = 0x6D; 
   break; 
  case 6: 
   valor_7s = 0x7D; 
   break; 
  case 7: 
   valor_7s = 0x07; 
   break; 
  case 8: 
   valor_7s = 0x7F; 
   break; 
  case 9: 
   valor_7s = 0x67; 
  default: 
   break; 
 } 
return (valor_7s);   //Se devuelve el valor a la función principal 
}  
 
/*  --------------------------------------------------------------------------------- 
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  Función que muestra por pantalla la temperatura 
  void a_pantalla_7(void); 
 --------------------------------------------------------------------------------- */ 
 
 void a_pantalla_7(void) 
{ 
 
PORTA=0x00;   //Para evitar que aparezca en el display un dígito que no le corresponde 
PORTB= convierte_7s(valor_BCD_unidades);//Antes de situar el dato en el puerto B se deseleccionan los displays 
PORTA= 0x02;//Solo después de que el dato correcto se encuentre en el puerto B se activa el display correspondiente 
DelayUs(60);   //El dato se mantendrá en el display durante 60 microsegundos 
 
PORTA=0x00; 
PORTB= convierte_7s(valor_BCD_decenas) + 0x80; 
PORTA= 0x04; 
DelayUs(60); 
 
PORTA=0x00; 
PORTB= convierte_7s(valor_BCD_centenas); 
PORTA= 0x08; 
DelayUs(60); 
 
PORTA=0x00; 
PORTB= valor_7s_signo; 
PORTA= 0x20; 
DelayUs(60); 
 
} 
 
/*  ================================================================================= 
 Función principal  
   ================================================================================= */ 
 
void main(void){ 
 
 
 
 int prim=0; 
 configurar_modulo_A_D();  //Configura el modulo A/D 
 configurar_int_A_D();   //Configura las interrupciones 
 configurar_puertos();  //Configura los puertos del PIC 
 
 while(1) 
 { 
calcular_signo_y_valor(); //Se calcula y almacena la temperatura y su signo, a partir del 
//valor devuelto por el módulo ADC 
 valor_BCD_unidades= valor%10;  //Se almacena en variables independientes el valor de las unidades 
 valor_BCD_decenas =valor/10%10; //Las decenas  
 valor_BCD_centenas=valor/100;  //Y centenas 
 a_pantalla_7();   //Se muestra por los displays el valor de la temperatura 
 } 
5.2 Código del eco. 
 
/*  ================================================================================= 
  Descripción inicial 
 Se recibirá un carácter por el puerto serie y se devolverá el mismo, para poder  
 realizar un eco. 
    ================================================================================= */ 
 
/*  ================================================================================= 
 Ficheros cabecera con las definiciones básicas del PIC 
    ================================================================================= */ 
#include  <pic.h> 
#include <stdio.h> 
 
/*  ================================================================================= 
 Declaración inicial de todas las funciones usadas 
    ================================================================================= */ 
 
unsigned char getch(); 
void putch(unsigned char); 
void serial_inic(char); 
 
/*  ================================================================================= 
 Definición de funciones 
   ================================================================================= */ 
 
/*  --------------------------------------------------------------------------------- 
    Función de recepción de carácter por el puerto serie 
 --------------------------------------------------------------------------------- */ 
 
unsigned char getch () 
{ 
 while (!RCIF);  //Cuando haya algo en el registro de recepción de la USART 
  return(RCREG);  //Devuélvelo a la función principal 
} 
 
/*  --------------------------------------------------------------------------------- 
    Función de transmisión del carácter por el puerto serie 
 --------------------------------------------------------------------------------- */ 
 
void putch (unsigned char c)//La función principal envía a través de una variable el carácter a enviar 
{  
  while (!TXIF);//Cuando el registro de transmisión se vacíe 
  TXREG = c; //Se almacena en él el nuevo carácter a enviar 
} 
/*  --------------------------------------------------------------------------------- 
    Función de configuración del puerto serie asíncrono 
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 --------------------------------------------------------------------------------- */ 
 
void serial_inic(char hi_speed) 
{ 
   
  TX9 = 0;   //La transmisión será de 8 bits 
  TXEN = 1;    //Se habilita la transmisión 
  SYNC = 0;    //Se configura como modo asíncrono  
  if (hi_speed)   BRGH = 1;   //Modo de alta velocidad  
  else BRGH = 0;    //Si se indica lo contrario baja velocidad  
  SPBRG = 25;     //La transmisión será de 9600 baudios 
  TRISC=0x80;   //Se configuran los pines RC7 como entrada y RC8 como salida del puerto 
  RX9 = 0;     //La recepción será de  8 bits  
  SPEN = 1;    //Se habilita el puerto serie   
  CREN = 0;    //Primero se resetea  
  CREN = 1;    //Y después se habilita la transmisión  
 
} 
 
/*  --------------------------------------------------------------------------------- 
    Función principal 
 --------------------------------------------------------------------------------- */ 
 
main(void) 
{ 
 
 
  unsigned char c;  //Variable donde se almacenará el carácter recibido para transmitirlo 
   
  serial_inic(1);    //Se inicializa el puerto serie 
  while(1) {   //En un bucle infinito 
 
c=getch();  //Se almacena el carácter recibido 
     putch(c);   //Y se envía de nuevo por el puerto serie  
  } 
 
} 
 
 
 
 
5.3 Código del termómetro que envía un menú por el puerto 
serie. 
/*  ================================================================================= 
  Descripción inicial 
 
 Se recogerá una muestra de la señal analógica de la entrada AN0 (RA0) y el valor 
 se mostrara en cuatro pantallas led de 7 segmentos conectadas al puerto B. 
 Se enviará un menú a través del puerto serie con la opción de mostrar la temperatura 
  
    ================================================================================= */ 
     
/*  ================================================================================= 
  Algunas directivas de configuración para el programador 
__CONFIG(DEBUGEN & WDTDIS & LVPDIS); 
 
    ================================================================================= */ 
 
/*  ================================================================================= 
 Ficheros cabecera con las definiciones básicas del PIC 
    ================================================================================= */ 
#include  <pic.h> 
#include <stdio.h> 
#include "delay.c" 
 
/*  ================================================================================= 
 Declaración inicial de todas las funciones usadas 
    ================================================================================= */ 
 
void configurar_modulo_A_D(void); 
void configurar_int_A_D(void); 
void configurar_puertos(void); 
static void interrupt atencion_int(void); 
unsigned char convierte_7s (unsigned char); 
void a_pantalla_7(void); 
void calcular_signo_y_valor(void); 
 
/*  ================================================================================= 
 Variables globales   
   ================================================================================= */ 
 
volatile unsigned char caracter_rx; 
volatile unsigned int existe_caracter; 
char valor_BCD_unidades, valor_BCD_decenas, valor_BCD_centenas;  
unsigned char valor_7s_signo;  
unsigned char valor_sensor; 
short valor; 
int i; 
 
/*  ================================================================================= 
 Definición de funciona 
   ================================================================================= */ 
 
/*  --------------------------------------------------------------------------------- 
    Función de inicialización del convertidor A/D 
 --------------------------------------------------------------------------------- */ 
Anexo 5   117 
void configurar_modulo_A_D(void){ 
 
/*    ADCON1 REGISTER (ADDRESS 9Fh)    
*    ADCON1<3:0> PCFG3-PCFG0: A/D Port Configuration Control bits:  
*    Configurar los pines/voltajes de referencia y I/O digitales 
*    Si PCFG3-PCFG0 = "1110" todas las entradas del PORTA  
*    configuran como digitales menos la primera 
*    ADCON1<7> ADFM: A/D Result Format Select bit 
*    Si es "1" = Right justified. Los 6 MSB del ADRESH son "0"  
*    Si es "0" = Left justified. Los 6 LSB del ADRESL son "0"  
*    De esta forma, ADRESH contendrá los 8 bits mas significativos de la conversión 
*    de 10 bits 
*/ 
    
 ADCON0 = 0X40;  
 
 ADON=1; //Se arranca el convertidor A/D 
 
} 
 
/*  --------------------------------------------------------------------------------- 
    Función de configuración de las interrupciones del modulo A/D 
   void configurar_int_A_D(void); 
 --------------------------------------------------------------------------------- */ 
void configurar_int_A_D(void) 
{ 
 ADIF=0;  //Se resetea el bit indicador de interrupción producida por el módulo ADC 
 ADIE=1;  //Se habilitan las interrupciones por el módulo ADC 
 PEIE=1;  //Se habilitan las interrupciones producidas por los periféricos 
 RCIE=1;  //Se habilita la interrupción por recepción de carácter 
 GIE=1;  //Se habilitan las interrupciones 
 for (i=0; i<2;i++); //Se introduce un retardo para 
 ADGO=1;  //Iniciar la conversión 
} 
/*  --------------------------------------------------------------------------------- 
    Función de configuración de los puertos 
   void configurar_puertos(void); 
 --------------------------------------------------------------------------------- */ 
void configurar_puertos(void) 
{ 
 TRISB=0x00; //Todos los bits del puerto B se usarán como salida 
 TRISA=0x01; //El PORTA<0> será entrada analógica (sensor) mientras el resto serán salidas digitales 
} 
 
/*  --------------------------------------------------------------------------------- 
  Función de configuración del rs232 
  void configurars232(char hi_speed); 
 --------------------------------------------------------------------------------- */ 
 
void serial_inic(char hi_speed) 
{ 
   
  TX9 = 0;   //La transmisión será de 8 bits 
  TXEN = 1;    //Se habilita la transmisión 
  SYNC = 0;    //Se configura como modo asíncrono  
  if (hi_speed)   BRGH = 1;   //Modo de alta velocidad  
  else BRGH = 0;    //Si se indica lo contrario baja velocidad  
  SPBRG = 25;     //La transmisión será de 9600 baudios 
  TRISC=0x80;   //Se configuran los pines RC7 como entrada y RC8 como salida del puerto 
  RX9 = 0;     //La recepción será de  8 bits  
  SPEN = 1;    //Se habilita el puerto serie   
  CREN = 0;    //Primero se resetea  
  CREN = 1;    //Y después se habilita la transmisión  
 
} 
 
/*  --------------------------------------------------------------------------------- 
  Función para enviar por el puerto serie el contenido de una variable 
 void putch (unsigned char c) 
 --------------------------------------------------------------------------------- */ 
 
void putch (unsigned char c)//La función principal envía a través de una variable el carácter a enviar 
{  
  while (!TXIF);//Cuando el registro de transmisión se vacíe 
  TXREG = c; //Se almacena en él el nuevo carácter a enviar 
} 
 
 
/*  --------------------------------------------------------------------------------- 
  Función de atención a la interrupción 
  static void interrupt atencion_int(void); 
 --------------------------------------------------------------------------------- */ 
static void interrupt atencion_int(void) 
{ 
 if(ADIF)    //Si la interrupción la ha producido el módulo ADC 
 { 
  valor_sensor= ADRESH;  //Se almacena el valor de la muestra recibida por el convertidor 
  ADIF=0;   //Se resetea el bit indicador de interrupción del módulo ADC 
  configurar_int_A_D(); //Se vuelven a configurar las interrupciones 
 } 
else if(RCIF) //Si la interrupción la ha producido la recepción de un carácter a través del 
//puerto serie 
 { 
  caracter_rx= RCREG;  //Se almacena el carácter recibido en una variable 
RCIF=0; //Se resetea el bit indicador de interrupción por recepción de 
//carácter 
  existe_caracter=1;  //Se comunica que se ha recibido un carácter 
   
 } 
   
} 
 
/*  --------------------------------------------------------------------------------- 
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  Función de atención a la interrupción 
  void calcular_signo_y_valor(void); 
 --------------------------------------------------------------------------------- */ 
 
void calcular_signo_y_valor(void) 
{ 
//Si la temperatura es positiva, después de hallar su valor se deja en blanco el símbolo del signo 
  
if(valor_sensor>=51) 
{ 
 valor = valor_sensor * 1.96078 - 100; 
 valor_7s_signo = 0x00; 
   
} 
//En cambio si la temperatura no es positiva, después de hallar su valor se almacena el símbolo preparado para el 
display 7 segmentos 
else 
{ 
 valor = 100 - valor_sensor * 1.953125; 
 valor_7s_signo = 0x40; 
} 
} 
 
/*  --------------------------------------------------------------------------------- 
  Función que convierte BCD a 7 segmentos, devuelve el valor en 7 segmentos 
  void convierte_7(unsigned char valor); 
 --------------------------------------------------------------------------------- */ 
 
unsigned char convierte_7s(unsigned char valor) 
{ 
unsigned char valor_7s; //Aquí se almacenará el valor BCD equivalente a el que el programa principal  
//envía como parámetro a esta función 
  
 switch (valor) 
 { 
   case 0: 
    valor_7s = 0x3F; 
    break; 
   case 1: 
    valor_7s = 0x06; 
    break; 
   case 2: 
    valor_7s = 0x5B; 
    break; 
   case 3: 
    valor_7s = 0x4F; 
    break; 
   case 4: 
    valor_7s = 0x66; 
    break; 
   case 5: 
    valor_7s = 0x6D; 
 
    break; 
   case 6: 
    valor_7s = 0x7D; 
    break; 
   case 7: 
    valor_7s = 0x07; 
    break; 
   case 8: 
    valor_7s = 0x7F; 
    break; 
   case 9: 
    valor_7s = 0x67; 
   default: 
    break; 
 } 
 return (valor_7s);  //Se devuelve el valor a la función principal 
}  
 
/*  --------------------------------------------------------------------------------- 
  Función que muestra por pantalla la temperatura 
  void a_pantalla_7(void); 
 --------------------------------------------------------------------------------- */ 
void a_pantalla_7(void) 
{ 
  
 PORTA=0x00;  //Para evitar que aparezca en el display un dígito que no le corresponde 
 PORTB= convierte_7s(valor_BCD_unidades); //Antes de situar el dato en el puerto B se deseleccionan  
//los displays 
 PORTA= 0x02;  //Solo después de que el dato correcto se encuentre en el puerto B se activa  
//el display correspondiente 
 DelayUs(60);  //El dato se mantendrá en el display durante 60 microsegundos 
  
  
 PORTA=0x00; 
 PORTB= convierte_7s(valor_BCD_decenas) + 0x80; 
 PORTA= 0x04; 
 DelayUs(60);         
  
 PORTA=0x00; 
 PORTB= convierte_7s(valor_BCD_centenas); 
 PORTA= 0x08; 
 DelayUs(60);         
  
 PORTA=0x00; 
 PORTB= valor_7s_signo; 
 PORTA= 0x20; 
 DelayUs(60);         
 
} 
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/*  ================================================================================= 
 Función principal  
   ================================================================================= */ 
 
void main(void){ 
 
 
 
int prim=0;    //Se resetea la variable que indicará si el menú se ha mostrado ya 
configurar_modulo_A_D();   //Configura el modulo A/D 
configurar_int_A_D();    //Configura las interrupciones 
configurar_puertos();   //Configura los puertos 
serial_inic(1);    //Configura el puerto serie asíncrono 
existe_caracter=0;    //Se resetea la variable que indicará si se ha recibido un carácter 
 
while(1)     //En un bucle infinito 
{ 
while(!existe_caracter)  //Mientras no se reciba un carácter 
 { 
  calcular_signo_y_valor(); //Se calcula y almacena la temperatura y su signo 
  valor_BCD_unidades= valor%10; //Se almacena en variables independientes el valor de las unidades 
  valor_BCD_decenas =valor/10%10;//De las decenas 
  valor_BCD_centenas=valor/100; //Y de las centenas 
  a_pantalla_7();  //Se muestra por los displays el valor de la temperatura 
 
  if(!prim)   //Si nunca se ha enviado el menú por el puerto serie, se envía 
  { 
   printf("Aplicación termometro PIC\n\r"); 
   printf("\n\r"); 
   printf("Opciones:\n\r\t"); 
   printf("1 \t Mostrar temperatura.\n\r\r"); 
   prim=1; 
  } 
 } 
 existe_caracter=0;   //Cuando se recibe un carácter se resetea la variable que lo indica 
   
if (caracter_rx=='1')  //Si el carácter recibido es 1 se muestra la temperatura en pantalla 
 { 
  printf("La temperatura registrada por el termómetro es:\n\r\t "); 
  if(!valor_7s_signo) 
   putch('+');      
  else 
   putch('-'); 
   
  printf("%d%d%,%d\n\r",valor_BCD_centenas,valor_BCD_decenas,valor_BCD_unidades);} 
 } 
 
} 
5.4 Código del termómetro que envía la temperatura por el  
puerto serie. 
 
/*  ================================================================================= 
  
 Se recogerá una muestra de la señal analógica de la entrada AN0 (RA0) y el valor 
 se mostrara en cuatro pantallas led de 7 segmentos conectadas al puerto B y se  
 enviará a través de la USART. 
  
    ================================================================================= */ 
     
/*  ================================================================================= 
  Algunas directivas de configuración para el programador 
__CONFIG(DEBUGEN & WDTDIS & LVPDIS); 
 
    ================================================================================= */ 
 
/*  ================================================================================= 
 Ficheros cabecera con las definiciones básicas del PIC 
    ================================================================================= */ 
#include  <pic.h> 
#include <stdio.h> 
#include "delay.c" 
 
/*  ================================================================================= 
 Declaración inicial de todas las funciones usadas 
    ================================================================================= */ 
void configurar_modulo_A_D(void); 
void configurar_int_A_D(void); 
void configurar_puertos(void); 
static void interrupt atencion_int(void); 
unsigned char convierte_7s (unsigned char); 
void a_pantalla_7(void); 
void calcular_signo_y_valor(void); 
 
/*  ================================================================================= 
 Variables globales   
   ================================================================================= */ 
 
volatile unsigned char caracter_rx; 
volatile unsigned int existe_caracter; 
char valor_BCD_unidades, valor_BCD_decenas, valor_BCD_centenas; 
unsigned char valor_7s_signo;  
unsigned char valor_sensor; 
short valor; 
int i; 
 
/*  ================================================================================= 
 Definición de funciones 
   ================================================================================= */ 
120                                                                 Aplicación de los microcontroladores a la docencia de sistemas digitales: 
  “Termómetro digital a tiempo real y conexión serie a PC” 
  
 
/*  --------------------------------------------------------------------------------- 
    Función de inicialización del convertidor A/D 
 --------------------------------------------------------------------------------- */ 
 
void configurar_modulo_A_D(void){ 
 
/*    ADCON1 REGISTER (ADDRESS 9Fh)    
*    ADCON1<3:0> PCFG3-PCFG0: A/D Port Configuration Control bits:  
*    Configurar los pines/voltajes de referencia y I/O digitales 
*    Si PCFG3-PCFG0 = "1110" todas las entradas del PORTA  
*    configuran como digitales menos la primera 
*    ADCON1<7> ADFM: A/D Result Format Select bit 
*    Si es "1" = Right justified. Los 6 MSB del ADRESH son "0"  
*    Si es "0" = Left justified. Los 6 LSB del ADRESL son "0"  
*    De esta forma, ADRESH contendrá los 8 bits mas significativos de la conversión 
*    de 10 bits 
*/ 
 
 ADCON1 = 0X0E;  
/*     ADCON0 REGISTER (ADDRESS: 1Fh)  
     Este es el registro que controla el funcionamiento de A/D 
    Los bits 7-6 ADCS1:ADCS0: A/D Conversión Clock Select bits 
    Si los bits valen 01 se selecciona Fosc/8 como la frecuencia del convertidor 
*/ 
    
 ADCON0 = 0X40;  
 
 ADON=1;  //Se arranca el convertidor A/D 
 
} 
 
/*  --------------------------------------------------------------------------------- 
    Función de configuración de las interrupciones del modulo A/D 
   void configurar_int_A_D(void); 
 --------------------------------------------------------------------------------- */ 
 
void configurar_int_A_D(void) 
{ 
 ADIF=0; //Se resetea el bit indicador de interrupción por el módulo ADC 
 ADIE=1; //Se habilitan las  interrupciones por el módulo ADC 
 PEIE=1; //Se habilitan las interrupciones producidas por periféricos del PIC 
 GIE=1; //Se habilitan las interrupciones 
 ADGO=1; //Comienza la conversión 
 
} 
 
/*  --------------------------------------------------------------------------------- 
    Función de configuración de los puertos 
   void configurar_puertos(void); 
 --------------------------------------------------------------------------------- */ 
 
void configurar_puertos(void) 
{ 
 TRISB=0x00; //Todos los bits del puerto B se usarán como salida 
 TRISA=0x01; //El PORTA<0> será entrada analógica (sensor) mientras el resto serán salidas digitales 
} 
 
/*  --------------------------------------------------------------------------------- 
   Función de configuración del rs232 
  void configurars232(char hi_speed); 
 --------------------------------------------------------------------------------- */ 
 
void configura_rs232() 
{ 
  TX9 = 0;   //La transmisión será de 8 bits 
  TXEN = 1;    //Se habilita la transmisión 
  SYNC = 0;    //Se configura como modo asíncrono  
  BRGH = 1;    //Modo de alta velocidad  
  SPBRG = 25;     //La transmisión será de 9600 baudios 
  TRISC=0x80;   //Se configuran los pines RC7 como entrada y RC8 como salida del puerto 
  RX9 = 0;     //La recepción será de  8 bits  
  SPEN = 1;    //Se habilita el puerto serie   
  CREN = 0;    //Primero se resetea  
  CREN = 1;    //Y después se habilita la transmisión  
 
} 
 
 
/*  --------------------------------------------------------------------------------- 
  Función para enviar al Hyperterminal el contenido de una variable 
 void putch (unsigned char c) 
 --------------------------------------------------------------------------------- */ 
 
void putch (unsigned char c) //La función principal envía a través de una variable el carácter a enviar 
{  
  while (!TXIF);  //Cuando el registro de transmisión se vacíe 
  TXREG = c;  //Se almacena en él el nuevo carácter a enviar 
} 
 
/*  --------------------------------------------------------------------------------- 
  Función de atención a la interrupción 
  static void interrupt atencion_int(void); 
 --------------------------------------------------------------------------------- */ 
 
static void interrupt atencion_int(void) 
{ 
 if(ADIF)    //Si la interrupción la ha producido el módulo ADC  
 { 
  valor_sensor= ADRESH;  //Se almacena el valor de la muestra recibida por el convertidor 
  ADIF=0;   //Se resetea el flag indicador de interrupción por el módulo ADC 
  configurar_int_A_D(); //Se configuran las interrupciones 
 } 
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} 
 
/*  --------------------------------------------------------------------------------- 
  Función de atención a la interrupción 
  static void interrupt atencion_int(void); 
 --------------------------------------------------------------------------------- */ 
 
void calcular_signo_y_valor(void) 
{ 
 
//Si la temperatura es positiva, después de hallar su valor se deja en blanco el símbolo del signo 
 if(valor_sensor>=51) 
 { 
  valor = valor_sensor * 1.96078431 - 100; 
  valor_7s_signo = 0x00; 
   
 } 
//En cambio si la temperatura no es positiva, después de hallar su valor se almacena el símbolo preparado para el 
display 7 segmentos 
 else 
 { 
  valor = 100 - valor_sensor * 1.96078431; 
  valor_7s_signo = 0x40; 
 } 
} 
 
 
/*  --------------------------------------------------------------------------------- 
  Función que convierte BCD a 7 segmentos, devuelve el valor en 7 segmentos 
  void convierte_7(unsigned char valor); 
 --------------------------------------------------------------------------------- */ 
 
unsigned char convierte_7s(unsigned char valor) 
 { 
 unsigned char valor_7s; //Aquí se almacenará el valor BCD equivalente a el que el programa principal  
//envía como parámetro a esta función 
  
 switch (valor) 
 { 
   case 0: 
    valor_7s = 0x3F; 
    break; 
   case 1: 
    valor_7s = 0x06; 
    break; 
   case 2: 
    valor_7s = 0x5B; 
    break; 
   case 3: 
    valor_7s = 0x4F; 
    break; 
   case 4: 
    valor_7s = 0x66; 
    break; 
   case 5: 
    valor_7s = 0x6D; 
    break; 
   case 6: 
    valor_7s = 0x7D; 
    break; 
   case 7: 
    valor_7s = 0x07; 
    break; 
   case 8: 
    valor_7s = 0x7F; 
    break; 
   case 9: 
    valor_7s = 0x67; 
   default: 
    break; 
 } 
 return (valor_7s);  //Se devuelve el valor a la función principal 
}  
 
 
/*  --------------------------------------------------------------------------------- 
  Función que muestra por pantalla la temperatura 
  void a_pantalla_7(void); 
 --------------------------------------------------------------------------------- */ 
void a_pantalla_7(void) 
{   
PORTA=0x00;  //Para evitar que aparezca en el display un dígito que no le corresponde 
 PORTB= convierte_7s(valor_BCD_unidades); //Antes de situar el dato en el puerto B se deseleccionan  
//los displays 
 PORTA= 0x02;  //Solo después de que el dato correcto se encuentre en el puerto B se activa  
//el display correspondiente 
 DelayUs(60);  //El dato se mantendrá en el display durante 60 microsegundos 
  
 
  
 PORTA=0x00; 
 PORTB= convierte_7s(valor_BCD_decenas) + 0x80; 
 PORTA= 0x04; 
 DelayUs(60);         
  
 PORTA=0x00; 
 PORTB= convierte_7s(valor_BCD_centenas); 
 PORTA= 0x08; 
 DelayUs(60);         
  
 PORTA=0x00; 
 PORTB= valor_7s_signo; 
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 PORTA= 0x20; 
 DelayUs(60);         
 
} 
 
 
/*  ================================================================================= 
 Función principal  
   ================================================================================= */ 
 
void main(void){ 
 
 
 int i;   //Variable que se utilizará en el retardo 
 configurar_modulo_A_D(); //Configura el modulo A/D 
 configurar_int_A_D();  //Configura las interrupciones 
 configurar_puertos(); //Configura los puertos 
 configura_rs232();  //Configura el puerto serie asíncrono 
 
 while(1) 
 { 
  calcular_signo_y_valor();  //Se calcula y almacena la temperatura y su signo 
  valor_BCD_unidades= valor%10; //Se almacena en variables independientes el valor de las unidades 
  valor_BCD_decenas =valor/10%10; //De las decenas     
  valor_BCD_centenas=valor/100;  //Y de las centenas 
  a_pantalla_7();   //Se muestra por los displays el valor de la temperatura 
 
  for(i=0;i<265;i++)   //Durante cierto tiempo 
  { 
   a_pantalla_7();  //Se muestra por los displays el valor de la temperatura 
  } 
    
  putch(valor_sensor);       //Después se envía a través del puerto serie el valor del  
//sensor  
 } 
 
} 
