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1 Úvod
Mobilní zařízení jsou dnes velmi populární a rozšířené, obzvláště pak chytré telefony, jenž aktuální
vývoj elektroniky dostal na úroveň výkonu pouze několik let starých průměrných domácích počítačů
a díky tomu mohou nahradit velké množství jiných zařízení. Například GPS navigaci, multimediální
přehrávač a nebo herní konzoli.
V roce 2008 se mi  dostal  do ruky první  chytrý telefon,  jednalo se o zařízení  s operačním
systémem Windows  Mobile  6.0  a  později  s  verzí  6.5.  Již  v  té  době mě  lákalo  vytvořit  nějakou
aplikaci pro chytrý telefon, ale nikdy jsem se k tomu nedostal, protože programování pro Windows
Mobile, jakožto brzo mrtvou platformu, mě moc nelákalo. Tento chytrý telefon měl oproti klasickým
mobilním  telefonům  navíc pouze  odporovou  dotykovou  obrazovku,  Wi-Fi  a  plnohodnotnou
hardwarovou klávesnici.  I přesto nabízel spoustu prostoru pro  všemožné využití  i pro hraní velmi
jednoduchých her.
Již v této době se začala objevovat  nová zařízení  postavené na nové a neznámé platformě
Android. Díky podpoře Googlu se ovšem velmi rychle dostala do povědomí veřejnosti v průběhu
roku 2009, o což se nejvíce postarala společnost HTC. Tento výrobce doposud produkoval chytré
telefony  převážně  s  operačním systémem  Windows  Mobile.  Hlavním konkurentem Androidu  je
společnost Apple s jejich iPhonem, který byl opravdovou revolucí ve světe chytrých telefonů. Jelikož
android stále rostl na úkor právě iPhonu, tak si ho všimly i další velcí výrobci mobilních zařízení a
přidali tak na rychlosti rozšiřování této platformy. [1]
Mimo to, že si lidé pořizují chytré telefony pro usnadnění běžného života, jsou často používány
i jako herní zařízení. Téměř každý současný chytrý telefon má dotykovou obrazovku, senzor polohy,
digitální kompas nebo GPS modul. Pomocí těchto senzorů mohou tvůrci her získávat vstupní data od
uživatele  odlišným  způsobem,  což  ve  výsledku  přináší  další  rozměr  do  hry  než  pouhé  ovládání
pomocí tlačítek na klávesnici. Uživatel si pak může hru více užít, například automobilové závody se
mnohem  lépe  ovládají  pomocí  herního  volantu  než  na  klávesnici  a  senzor  polohy  je  dobrou
náhražkou.
Tyto  zařízení  jsou  většinou  již  osazeny  grafickou  kartu  podporující  3D  akceleraci,  velké
množství nových chytrých telefonů má více-vláknové procesory a některé 3D obrazovky. Nemusí se
vyvíjet pouze různé plošinovky, logické hry nebo 2D hry, ale lze využít pro vývoj her  3D animace
obohacené o realistické chování fyziky ve hrách.
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2 Android – mobilní platforma Google
Hru budu implementovat pro mobilní zařízení běžící na operačním systému Android. Tento operační
systém jsem si vybral protože je založený na Open Source idei,  která je mi  velice blízká, a protože
sám vlastním mobilní zařízení s Androidem. Dále pak proto, že bych se chtěl naučil tvořit aplikace a
hry pro tuto platformu jelikož v ní vidím potenciál do budoucna a taktéž se rád učím nové technologie
převážně založené právě na Open Source.
2.1 Operační systém Android
Základem Androidu je  Linuxové jádro,  které  se  stará  o správu veškerého hardware.  Nad jádrem
operačního systému leží podpůrné knihovny pro práci s grafikou, multimédii, databází a hlavně pak
běhové prostředí Androidu  Dalvik Virtual Machine podporující programovací jazyk Java. Nad tím
vším je postaven aplikační rámec, který je napsaný v Javě, využívá systémové knihovny a poskytuje
aplikační rozhraní pro vývojáře k tvorbě jejich programů nebo her. [2]
Obrázek 2.1: schéma operačního systému Android [2]
3
2.2 Struktura aplikací Androidu
Dalvik Virtual Machine je virtualizační server, který pro každou aplikaci vytvoří virtuální stroj,
jenž má v rámci Linuxu přiřazen vlastní jedinečné uživatelské ID. Je možné nastavit dvěma aplikacím
stejné  uživatelské ID,  pokud jsou  podepsány stejným certifikátem.  Při  instalaci  aplikace uživatel
potvrzuje  povolení  k  systémovým  prostředkům a  přístup  k  datům ostatních  aplikací,  ke  zbylým
částem systému pak aplikace nemá žádný přístup. [3]
2.2.1 Aplikační komponenty
Programy v rámci Androidu se skládají ze čtyř základních komponent, aktivity, služby, poskytovatel
obsahu a tzv. rozhlasového přijímače. Každá tato komponenta má svojí vlastní úlohu v systému a je
vstupním bodem programů.
Aktivita reprezentuje  v  systému  Android jednotlivou obrazovku s  uživatelským rozhraním.
Program se pak skládá z několika aktivit plnící určitou úlohu v rámci aplikace. Služba je komponenta,
která je spuštěná v pozadí pro dlouhodobější úlohy bez uživatelského rozhraní. Pomocí poskytovatele
obsahu může aplikace přistupovat ke sdílenému obsahu, který byl schválen při instalaci. Díky němu
má  k  dispozici sdílené data ostatních  aplikací,  jako  jsou  například  kontakty  nebo  SMS zprávy.
Poskytovatel  obsahu  se  ale  taktéž  používá k přístupu k  vlastním nesdíleným datům.  Rozhlasový
přijímač  slouží  aplikaci  k  reakci  na  zprávy oznámené  v  rámci  celého systému.  Samotný systém
nejčastěji vysílá zprávy aplikacím, jako je např. nízký stav baterie. [3]
Každý  program  v  Androidu  je  schopen  spustit  pomocí  systémové  žádosti  kteroukoli
komponentu jiného programu a tím získat funkce a schopnosti ostatních již nainstalovaných aplikací.
Když programátor potřebuje ve své aplikaci otevřít nějaký obsah na internetu, nemusí vyvíjet svůj
vlastní  prohlížeč.  Stačí  poslat  žádost  pomocí  systému  a  dostupné  internetové  prohlížeče  budou
uživateli nabídnuty pro přístup ke zvolenému obsahu. [3]
2.2.2 Definice aplikace
Základem aplikace musí být její definice, která je uložena v souboru AndroidManifest.xml. Zde jsou
deklarovány přístupové  práva  aplikace  ke  sdíleným  prostředkům systému,  všechny komponenty,
minimální  požadavky  programu  na  verzi  Android  systému,  potřebný hardware  a  další  nutné
informace pro správný běh aplikace. [4]
Právě  na  tomto  místě  Android  pozná,  jaké  komponenty  jednotlivé  aplikace  poskytují.  Na
základě těchto informací pak uživateli, jenž má spuštěný program, který si po systému vyžádá určitou
komponentu,  dostane  nabídku  všech  dostupných  komponent  a  nebo  v  případě  jediné  dostupné
komponenty se tato spustí.
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2.2.3 Životní cyklus aktivity
Při vytváření her si nejčastěji vystačíme pouze s komponentou aktivita a v rámci této práce tomu
nebude jinak, proto bude stačit  pro správné chování hry znát životní cyklus aktivity.  Programy v
systému Android jsou takzvané událostmi řízené programy. Existují tři základní stavy aktivity,  ve
kterých  se  může  aplikace  nacházet,  a  pro každou událost,  která  je přechodem mezi  jednotlivými
stavy, je vytvořená patřičná metoda.
Hlavní stav  je  Resumed nebo  taky  Running a  jedná  se  o  stav,  kdy  je  aktivita  aktuálně
zobrazována uživateli,  tzn. že je právě aktivní.  Další  častý stav je  Paused a  ten nastane pouze v
případě,  že  se  do  popředí  dostane  jiná  aktivita,  ale  původní  aktivita  je  stále  viditelná,  nebo při
uzamknutí  obrazovky.  Pokud  by  nová  aktivita  zakryla  celou  předchozí  aktivitu,  tak  se  původní
dostane do posledního stavu a to Stopped. Při návrhu hry je třeba si dát velký pozor na to, že aktivita
ve stavu  Paused může být  v situaci,  kdy systém má extrémní  nedostatek paměti,  bez upozornění
„zabita“. Stejně je to tak i u stavu  Stopped,  ale k „zabití“ aplikace může dojit kdykoli  je potřeba
paměť pro cokoli jiného,  tzn. že první jsou ukončeny aplikace ve stavu Stopped a pak následně ve
stavu Paused. [5]
Při spouštění  aktivity je první  stav  Created po kterém  hned následuje stav  Started,  jenž je
mezikrokem před hlavním stavem. Do tohoto stavu se aplikace dostává při obnovení ze stavu Stopped
a nebo již při zmíněném startu a je vhodný pro načtení např. posledního dění v aplikaci. [5]
Jednotlivé  přechodové  metody  znázorněné  na  obrázku  2.2  jsou  ty,  které  nás  informují  že
aplikace přechází  do určitého stavu a slouží  pro inicializaci  aplikace,  obnovení  posledního stavu
aplikace, uvolnění použitých prostředků, uložení dat, atd.
Obrázek 2.2: schéma životního cyklu aplikace [6]
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2.3 Dostupné senzory v Androidu
Téměř každý  současný mobilní  telefon je vybaven senzorem zrychlení  a většina  z nich obsahuje
senzor přiblížení nebo GPS modul. Další možné jsou senzor magnetického pole, který může sloužit
jako digitální kompas, senzor rychlosti otáčení, senzor okolního světla, který se používá převážně na
automatickou úpravu jasu obrazovky, senzor  tlaku vzduchu, senzor vlhkosti vzduchu a senzor teploty
vzduchu. [7]
2.3.1 Senzor zrychlení
Nejčastěji  používaný senzor  pro ovládání her či ovlivnění dění ve hře je senzor měření  zrychlení
mobilního telefonu.  Důvodem pro jeho časté použití je právě jeho dostupnost ve většině mobilních
zařízení. Výstupem jsou tři hodnoty, každá pro jednu z os, a jednotka výstupní hodnoty je m/s2 [7]. V
klidové poloze jsou všechny hodnoty nulové až na hodnotu Z, která se rovná cca -9,823 m/s2, což je
gravitační zrychlení.
Obrázek 2.3: znázornění os telefonu [7]
2.3.2 Využití ostatních senzorů
Zbylé senzory prozatím nemají takové uplatnění ve hrách. Výjimkou by mohli být hry z rozšířenou
realitou kde se určitě bude hodit GPS modul nebo senzory magnetického pole, okolního světla, okolní
teploty atd.
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3 LibGDX – multiplatformní knihovna 
pro vývoj her
Pro tvorbu her v prostředí Androidu lze využít již existující aplikační rozhraní přímo v systému nebo
je možné použít  některou z existující knihoven.  Tyto knihovny mají již většinou vyřešené obvyklé
problémy či situace, se kterými by se musel potýkat téměř každý vývojář her. Dnes existuje mnoho
různých knihoven nebo komplexních nástrojů pro zjednodušení tvorby her. Nejpoužívanější jsou tyto:
AndEngine, Cocos2D-X, LibGDX a Unity. Každá má své přednosti a nevýhody. 
Unity  je  jediný  ze  zmíněných  komplexní  nastroj  umožňující  tvorbu  na  téměř  všech  dnes
rozšířených platformách přičemž  se programuje v   jazyce C++, ale je placený  [8]. Cocos2D-X je
knihovna taktéž psaná v jazyce C++, podporuje stejně jak Unity velké množství platforem a navíc je
dostupná zdarma [9]. Předposlední knihovna AndEngine již ze svého názvu napovídá, že je vytvořená
specificky pro operační systém Android  a je psaná v jazyce Java  [10].  Poslední a mnou vybraná
knihovna LibGDX podporuje taktéž velké množství platforem a je psaná v Javě, což je její výhoda
ale zároveň nevýhoda oproti Cocos2D-X. Její spojení s Androidem je jednoduší, bohužel oproti C++
je pomalejší, ale kriticky náročné operace jsou psané v C/C++. [11]
Hlavním  důvodem  proč  jsem  si  vybral  právě  LibGDX je,  že  některé  knihy  popisující
programovaní her pro Android, které jsem použil jako zdroj informací, jsou vytvořené autory právě
této knihovny a taky proto, že je dostupná zdarma, je multiplatformní a je psaná přímo v Javě.
3.1 Životní cyklus aplikace
Knihovna LibGDX kopíruje chování Android aplikací. Hlavní metoda  render(), která reprezentuje
stav Running, je volána v nekonečné smyčce a slouží jako hlavní metoda ve které se volají funkce pro
vykreslení dat na obrazovku a taky funkce pro aktualizaci dění ve hře. [12]
Při startu aplikace je zavolána metoda  create(),  reprezentující stav  Started, a je vhodná pro
vytvoření  všech potřených objektů a nastavení  například zámku obrazovky.  Jako další  je  metoda
resize() informující o změně velikosti obrazovky. Tato metoda je volána hned po metodě created() a
taky  při  změně  velikosti  obrazovky,  například  při  přetočení  telefonu  z  horizontální  polohy  do
vertikální. [12]
Když  je  běžící  aplikace přerušena  ať z  důvodu jejího  ukončení  nebo přesunutí  do pozadí,
zavolá se metoda pause() reprezentující stav Paused. V této metodě by melo dojít k uložení například
7
aktuálního stavu hry.  Hlavně se musí uvolnit sdílené prostředky, například fotoaparát, a pozastavit
výpočetně náročné úlohy aby pozastavená aplikace zbytečně nebrzdila ostatní běžící aplikace.
Pozastavená aplikace, která byla jen přesunuta do pozadí, se může kdykoli obnovit. O tom nás
informuje zavolání metody resume(). Tady můžeme opět zabrat sdílené prostředky a spustit náročné
úlohy. Aplikace která má být ukončená vždy projde metodou pause() a následně je zavolána metoda
dispose(), kde se musí uvolnit úplně všechny použité prostředky, protože po ukončení aplikace se k
ním ztratí přístup. [12]
Obrázek 3.1: životní cyklus aplikace v LibGDX [12]
3.2 Příprava aplikace
Pro vytvoření  Android aplikace s použitím knihovny LibGDX je potřeba použít několik souborů ze
staženého archivu aktuální  verze knihovny.  V adresářové struktuře  projektu Android aplikace do
8
složky libs musíme nakopírovat adresáře armeabi a  armeabi-v7a a soubory gdx.jar a  gdx-backend-
android.jar. [13]
V hlavní třídě, kterou máme nadefinovanou jako hlavni Aktivitu, pak v metodě  onCreate()
nastavíme a inicializujeme naši hru, která se následně bude řídit životním cyklem knihovny LibGDX
a interně samozřejmě životním cyklem aktivity.
3.3 Dostupné nástroje
V rámci knihovny máme dostupné velké množství nástrojů, které ulehčují práci s 2D a 3D grafikou,
zvukem,  soubory,  fyzikou  ve  hře  a  další.  Jsou  to  obecné  nástroje,  které  použije  téměř  každý
programátor her a aplikací.
3.3.1 Práce se soubory a grafikou
Ve hrách se často používají různé textury, obrázky, zvuky a další zdroje, které je potřeba načíst do
paměti a následně s nimi pracovat. Pro načítání těchto souborů je připravená třída  AssetManager,
která zajistí neblokující načtení všech potřebných souborů do paměti. [14]
K vykreslení informací na obrazovku a k práci s grafikou jsou dostupné nástroje pro zpracování
a modifikaci textur, klasických obrázků, komunikaci s OpenGL ES verze 1.1 a 2.0. Dále pak různé
transformace objektu a tvarů v rámci 2D i 3D, pro práci s modely a jejich povrchem.  S grafikou
souvisí i zobrazování textu, což je použitím knihovny velmi jednoduché, stačí mít předem připravené
soubory s vybraným fontem.
3.3.2 Box2D – knihovna implementující výpočet fyziky
Poslední  zajímavou  a  velmi  užitečnou  pro  některé  hry  je  dostupnost  fyziky  Box2D,  která  je
naprogramovaná v jazyce C++. V knihovně LibGDX je vytvořené pouze rozhraní pro její použití v
Javě. Tím pádem jsou veškeré náročné výpočty týkající se fyziky prováděny v nativním kódu a jsou
velice rychlé.
Základem je virtuální  svět  optimalizovaná při  použití  jednotek metr,  kilogram a sekunda a
objekty, kterým se definují vlastnosti stejné jako jsou v reálném světě. Při vytváření virtuálního světa
pro simulaci fyziky se nastavuje vektor  gravitačního zrychlení, podle kterého se pak celý  virtuální
svět řídí.  Je zde samozřejmě vyřešená kolize objektů, ale bez jejich deformace. Simulace je volána
jedinou metodou z objektu reprezentující svět, kde se nastavuje časový krok a jak přesný má být
výpočet kolize objektu a jejich pohyb. [15]
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4 Návrh hry Tilt City on Android
Inspirací k vytvoření této hry mi byla již existující stejně pojmenovaná hra pro herní konzoli
Nintendo Wii. Hra se ovládá pomocí herního ovladače a tak zvané balanční podložky, na které hráč
stojí. Nakláněním ovladače se naklání vrchní plošina a přenášením váhy z jedné nohy na druhou se
naklání dvě spodní plošiny.
Napadlo  mě,  jelikož  mobilní  zařízení obsahují  všemožné  senzory,  že  bych  mohl  tuto  hru
naprogramovat pro Android. Rozdíl mezi hrou pro Nintendo Wii a mou hrou pro Android je ten, že
místo časového omezení bude mít hráč v mé hře určitý počet životů a bude moct hrát dokud nepřijde
o všechny životy. Navíc originální hra má trochu složitější systém počítání bodů díky různé velikosti
kuliček, které se v ní objevují po skupinách jedné až několika kuliček. Hra pro android bude mít tento
systém značně zjednodušený a jednoznačný. [16]
Obrázek 4.1: ukázka hry TiltCity z Nintendo Wii [17]
Účelem hry by mělo být  hlavně pobavení hráče a případně vyzkoušení a zlepšení postřehu.
Hráči si můžou navzájem porovnávat své výsledky a motivovat se ke zlepšení dovedností. Jedná se o
tzv. příležitostní hru (anglicky casual game), jejíchž typickým rysem je nenáročnost samotné hry,




Hra je velice jednoduchá ale přitom náročná na ovládání. Základem jsou tři nebo čtyři různě barevné
roury na spodní straně obrazovky, již zmíněné dvě menší plošiny nad těmito  rourami, další plošina
ještě výš a úplně na hoře je nepohyblivá rampa. Na tuto rampu po určitém časovém intervalu dopadají
kuličky s barvou náhodně vybranou právě podle barev spodních rour.
Kulička se po dopadu začne  koulet po rampě, následně spadne na první plošinu a pokračuje
takto dál až spadne do některého potrubí. Cílem hry je pomocí naklánění plošin dopravit kuličku do
stejně barevné  roury, za což se získávají body.  Za špatně dopravenou kuličku se ztrácí život a po
ztrátě pěti životů hra končí.
Čím více kuliček po sobě správně nasměrujeme, tím více bodů se za jednu kuličku dostane,
maximálně však 10 bodů. Každých dvacet kuliček se zkrátí čas objevení nové kuličky o 0,2 sekundy.
Časová mezera mezi  objevením kuličky na začátku hry jsou tři sekundy a klesá až na minimální
hodnotu půl sekundy.
Hra bude mít dvě úrovně obtížnosti. Lehčí úroveň bude mít jen tři roury a tím pádem i tři různé
barvy kuliček. Jednoduší je to v tom smyslu, že do prostřední roury se dá dostat dvěma cestami. Těžší
úroveň má navíc další rouru a už není tak snadné správně nasměrovat kuličku.
Naklápěcí plošiny se budou ovládat nakláněním mobilního zařízení. K tomuto budu používat
senzor  zrychlení,  pomocí  kterého  budu  uvažovat  pouze  gravitační  zrychlení  jako  referenční
konstantu. Nakloněním telefonu v rámci osy Y (viz obrázek 2.3) nakloním zároveň obě dvě spodní
plošiny. Nulová poloha pro spodní plošiny je pevně stanovená a to když hodnota senzoru pro osu Y je
taktéž nulová. Pro ovládání vrchní plošiny použiji hodnoty os X a Z a nulová hodnota se vždy nastaví
při startu samotné hry po zvolení obtížnosti na aktuální polohu mobilního zařízení. Tímto se docílí
možnosti hrát hru například v leže na zádech nebo v sedě, kdy mobilní zařízení bude pokaždé jinak
natočené.
Bude zde i  možnost  zapnout a vypnou vibrace a  zvukové efekty a toto nastavení  se bude
ukládat do paměti zařízení a při dalším spuštění hry se obnoví  do stavu před vypnutím. Vibrace se
bude týkat odezvy při dotyku na tlačítka a při vypnutém zvuku se nebude přehrávat hudba na pozadí a
ani zvukové efekty správně či špatně nasměrované kuličky.
Hra bude lokalizována do dvou jazyků a to češtiny a angličtiny.  Základním jazykem bude
angličtina, ale pokud bude lokalizace systému nastavená na český jazyk, tak se taktéž použije ve hře.
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4.2 Struktura a rozdělení hry
Před samotným programováním je vhodné si rozmyslet,  jak se bude celá aplikace ovládat. Dobrý
důvod, proč si předem připravit nějaký návrh je ten, že při programování pak nemusíme myslet co
všechno jsme chtěli ve hře mít a co všechno ještě musíme udělat a jak to musíme udělat. Při návrhu
hry je taky rozumné první prozkoumat co použité nástroje umožňují případně co vyžadují.
Nejen  při  použití  knihovny LibGDX je  rozumné  si  rozvrhnout  hru  na několik  částí  podle
významu, což znamená že si v mém případě celou aplikaci rozdělím podle různých typů obrazovek.
Pod pojmem typ obrazovky myslím to, co uživatel uvidí na display svého mobilního zařízení v jeden
okamžik.  Každá  obrazovka  by  měla  zastřešovat  stejný  tip  informací,  případně  nějakou  úroveň
možností. [19]
4.2.1 Hlavní menu, nápověda a nejvyšší skóre
Základní obrazovkou bude hlavní menu sloužící pro spuštění samotné hry, zobrazení nápovědy nebo
nejvyššího skóre, vypnutí/zapnutí zvuku a vibrací nebo pro ukončení hry. Obrazovce s hlavním menu
bude předcházet jednorázová tzv. spouštěcí obrazovka, v rámci níž se otevřou a zpracují soubory s
texturou pro herní objekty,  obrázek pozadí celé hry,  font písma, hudba  a připraví všechny ostatní
obrazovky.
Obrázek 4.2: návrh – hlavní menu
Nápověda a nejvyšší skóre budou jednoduché informativní obrazovky s jedním tlačítkem zpět
pro návrat na hlavní obrazovku. Tento návrat bude možný i pomocí hardwarového nebo softwarového
tlačítka zpět.
Obrázek 4.3: návrh – nápověda a nejvyšší skóre
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4.2.2 Herní obrazovka
Hlavní částí celé aplikace je herní obrazovka, kterou si rozdělím na čtyři stavy. Tato úprava je možná
a hlavně vhodnější než mít  pro každý stav samostatnou obrazovku, protože jednotlivé stavy jsou
navzájem blízké a propojené. Prvním stavem bude výběr obtížnosti hry kdy po kliknutí na zvolenou
obtížnost se hra spustí.
Obrázek 4.4: návrh – herní obrazovka – výběr obtížnosti
Spuštěná hra je druhý a hlavní stav této obrazovky.  Při přechodu do toho stavu se vynulují
jakékoli  předchozí hodnoty,  skóre z poslední  hry  a vymažou všechny kuličky  z virtuálního světa
fyziky. Zároveň se nastaví nulová pozice pro ovládání vrchní plošiny a spustí se počítání fyziky pro
jednotlivé objekty.
Obrázek 4.5: návrh – herní obrazovka – lehká a těžká úroveň
Jak již bylo řečeno, hra bude mít dvě úrovně obtížnosti, lehčí obtížnost má pouze tři roury a tři
různé barvy kuliček, těžší má o jednu rouru a barvu kuličky navíc.
Předposledním stavem je pozastavená hra, kdy se pozastaví celé dění a hráč má možnost se
rozhodnout pokračovat ve hře nebo se vzdát. K pozastavení může dojít buď na přání hráče kliknutím
na tlačítko na obrazovce nebo kliknutím na systémové  tlačítko zpět.  Hra se  taktéž  pozastaví  při
vypnutí obrazovky, při přepnutí na domovskou obrazovku nebo při překrytí jinou aplikací. Hráč by si
však měl dávat pozor na toto chování, protože nedojde k uložení skóre a sytém může pozastavenou
aplikaci, která není v popředí, kdykoli ukončit.
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Obrázek 4.6: návrh – herní obrazovka – pozastavená hra
Při pozastavení hry se nadále bude její poslední stav pořád vykreslovat ale mírně ztmavený pro
pocit, že hra není aktivní a že je přesunuta do pozadí, přičemž se samozřejmě nebude aktualizovat její
dění. Přes takto ztmavenou a pozastavenou hru se pak vykreslí nabídka podle obrázku 4.6. 
Posledním stav je konec hry kdy je zobrazené dosažené skóre hry. Při přechodu do tohoto stavu
dojde taky k aktualizace nejvyššího skóre ve hře a zároveň k jeho uložení do paměti telefonu. Ze
stavu konce hry bude možné spustit novou hru a tím přejít k výběru obtížnosti, a nebo se vrátit do
hlavního menu.
Obrázek 4.7: návrh – herní obrazovka – konec hry
4.3 Správné postupy psaní her pro Android
Při programování her pro platformu Android je vhodné si uvědomit že hra je vytvořená v jazyce Java
a že program neběží přímo na zvolené architektuře ale je  spouštěn ve virtuálním stroji což přináší
řadu výhod ale i některé nevýhody a komplikace.
4.3.1 Vyhnout se tvorbě zbytečných objektů
Vytvoření  každého objektu zabere  určitý čas  a samozřejmě i  část  paměti.  Už samotné  vytvoření
nějakého objektu není zadarmo. Problém ovšem nastává, když vývojář často objekty vytváří a pak je
nepoužívá. Nejen že zbytečně zatěžuje mobilní telefon tvorbou nesmyslnými objekty ale hlavně pak
znepříjemňuje  uživateli  prožitek  ze  hry,  protože  garbage  collector  se  bude  snažit  tyto  nepoužité
objekty vymazat z paměti a tím vždy na malý okamžik hra zamrzne. [20]
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Abych  zbytečně  garbage  collector  nedráždil,  tak  si  již  při  načítání  hry  vytvořím  většinu
potřebných objektů, a budu je udržovat v rámci celé hry, aby mi je garbage collector nemusel mazat a
tím zbytečně nezamrzával hru.
4.3.2 Použití modifikátorů static a final
Dobrý programátor by měl považovat za samozřejmost v rámci třídy definovat metody jako static ty,
které nepoužívají žádné další metody či atributy ze své vlastní třídy či nadřazených tříd kromě těch,
které již jsou static.  Zaprvé tím dá vědět dalším lidem, co budou číst jeho kód že se jedná právě o
takovou metodu a navíc se tímto zrychlí zavolání takové metody o cca 15% až 20%. [20]
Modifikátor final značí, že atribut již nemůže být dále upraven a může být nadefinován pouze
při  inicializaci  nebo v rámci  konstruktoru třídy.  Takže například pro definici  konstant  je vhodné
použít oba modifikátory static a final. [20]
4.3.3 Vyhnout se použití metod getters a setters
Ve velkém množství  programovacích  jazyků  se  používají  takzvané  getters a  setters metody  pro
získávání či upravování atributů objektu. V jazyce Java ale tento přístup není doporučený protože je
proti  přímému  přístupu  k  atributu  několikanásobně  pomalejší.  Od  verze  Androidu  2.2  se  začal
používat JIT (Jus-In-Time kompilátor,  který překládá části Java kódu do strojového kódu) je přímí
přístup cca 7krát rychlejší, bez použití této optimalizační techniky cca 3x rychlejší. [20]
Výjimkou pro použití těchto metod jsou případy, kdy je nutné dodatečné upravení jednotlivých
konstant před změnou nebo před načtením. Další výjimkou je použití nástroje  ProGuard který při
kompilaci  zkracuje  a  upravuje  názvy  proměnných,  tříd,  metod,  atributů,  atd  a  zároveň  provádí
všemožné optimalizace, kdy jedna z nich je právě optimalizace těchto dvou typů metod. [20]
4.3.4 Použití vhodné implementace cyklu for
Procházení pole hodnot je velmi časté v programech a nejinak je tomu i v Javě v Androidu při psaní
her.  Existují  v  podstatě  tři  základní  a  nejpoužívanější  způsoby jak procházet  pole  hodnot.  První
způsob je intuitivní a v různých programovacích jazycích doporučený ale v Javě pro Android bohužel
nejpomalejší [20]. Příklad použití:
int[] array = ...
for (int i = 0; i < array.length; i++)
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Problém této varianty je, že při každé iteraci se musí získávat hodnota délky z objektu pole což
zabere určitý čas. Možné vylepšení je si vytvořit lokální proměnnou, do které si před začátkem cyklu
uložíme hodnotu délky pole [20]. Příklad použití:
int len =  array.length;
for (int i = 0; i < len; i++)
Poslední možností a zároveň doporučenou je využití tzv. vylepšeného cyklu for pro třídy, které
mají  implementované  rozhraní  Iterable,  kromě  třídy  ArrayList,  a  taky  pro  pole.  Jeho  použití  je
nejrychlejší  pro zařízení  bez JIT oproti  předchozímu příkladu,  běh na zařízení  používající  JIT je
nerozeznatelně rychlí oproti předchozímu příkladu [20]. Příklad použití:
for (int item : array)
Z  toho  vyplývá  že  použití  této  vylepšené  implementace  cyklu  for je  ve  většině  případů
nejvýhodnější a tudíž by si ho měl programátor zafixovat jako základní. Výjimkou je psaní cyklů pro
již zmíněnou třídu  ArrayList a  nebo když  je potřeba indexační  proměnnou dále nějak upravovat.
Tehdy se použije druhá možnost. [20]
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5 Implementace
V této  kapitole mé práce se budu věnovat popisu různých částí  hry,  proč jsem zvolil  právě onen
způsob  řešení  problému  a s  jakými  záludnostmi  jsem  se  setkal.  Taktéž  popíši  některé  použité
komponenty knihovny LibGDX a příklad konkretního použití těchto komponent ve hře TiltCity on
Android.
Pro  implementaci  jsem  si  zvolil  vývojové  prostředí  Eclipse,  do  něhož  se  dají  integrovat
vývojové nástroje pro Android. Následné vytvoření aplikace a nastavení parametrů potřebných pro
správné  vytvoření  apk balíčku  je  otázkou  chvilky.  Další  výhodou  použití  Eclipse je  možnost
kliknutím na jedno tlačítko  celou  aplikaci  zkompilovat  a zároveň pustit  na  připojeném mobilním
zařízení pomocí USB kabelu a nebo na připraveném a zapnutém virtuálním mobilním zařízením.
5.1 Struktura zdrojového kódu
Celý zdrojový kód jsem si rozdělil na tři balíčky. Hlavní balíček obsahuje kromě třídy pro aktivitu
další pomocné a sdílené třídy použité v aplikaci. Druhým balíčkem je skupina tříd popisující všechny
herní objekty, jejich chování a zároveň funkce pro vykreslení na obrazovku. Posledním balíčkem jsou
třídy reprezentující všechny použité obrazovky v rámci hry.
Základním stavebním prvkem knihovny LibGDX pro psaní her je třída  Screen. Každý objekt
této třídy reprezentuje jednu obrazovku ve hře, například hlavní menu.  Při vytváření vlastní třídy je
nutné definovat základní funkce respektující životní cyklus aktivity. 
Abych zamezil zbytečnému duplikování kódu, tak jsem si  rozšířil již existující třídu  Screen
vlastní abstraktní třídou TiltCityScreen, na kterou budou navazovat všechny ostatní třídy jednotlivých
obrazovek.
5.2 Textury, pozadí, zvukové soubory a font
Při spuštění hry jako první provedu načtení obrázku pozadí a souborů potřebných pro mnou zvolený
font písma. Toto načtení proběhne již v konstruktoru třídy LoadingScreen, abych mohl při samotném
načítání ostatních souborů a vytváření potřebných objektů vykreslovat pozadí s informativním textem
„Spouštění ...“.
Všechny textury budu mít v jediném souboru, který načtu jen jednou do operační paměti a pak
následně již přímo z této paměti si  namapuji jednotlivé textury. Tímto způsobem nepatrně urychlím
načítání  textur  než  kdybych  každou  texturu  načítal  zvlášť  ze  souboru.  Velký  význam  by  tato
optimalizace měla pro hru s mnohonásobně vetším počtem textur.
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Soubory s texturou musí splňovat základní podmínku a to že obě strany musí mít  rozlišení
velikosti  mocniny  čísla  2,  každá  strana  však  může  mít  jinou  velikost  [21].  Následující  obrázek
naznačuje soubor s texturami s tím rozdílem, že ikony pro vypnutí/zapnutí zvuku nebo vibrací jsou ve
hře bílé.
Obrázek 5.1: textury objektů
Zvukové soubory jsou dalším aspektem většiny her. V rámci použití  knihovny LibGDX se
zvuky  ve  hře  rozdělí  na  dvě  kategorie.  První  skupinou  jsou  zvukové  efekty.  Velikost  souborů
zvukových efektu by měla být malá a délka zvukové stopy jen několik sekund. Tyto soubory jsou
totiž  celé  načtené  do  operační  paměti  aby  byly  okamžitě  dostupné  a  přehrané  bez  jakéhokoli
zpoždění. [22]
Druhou skupinou je hudba na pozadí. Ta je většinou zastoupená větším souborem se zvukovou
stopou v řádu minut a její načtení do operační paměti není vhodné, jelikož by úplné načtení zabralo
velké množství operační paměti. Hudba na pozadí je tak přehrávaná přímo ze souboru, přičemž se
načítá pouze část  do zásobníku, aby nedošlo k přerušení  přehrávání.  Načtení  zvukových efektu a
připravení hudby na pozadí je taky udělané v rámci načítající obrazovky. [23]
Použití  nestandardních  fontů  je  podporované  pomocí  rozšíření  dostupného  v  knihovně
LibGDX. Stačí si pouze opatřit soubor TTF požadovaného fontu, pomocí  FreeTypeFontGeneratoru
vygenerovat potřebný BitmapFont a následně pak již jen volat funkci pro vykreslení s textem.  Pro
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přidání tohoto rozšíření je nutné nakopírovat ze staženého archívu aktuální verze knihovny z složky
extensions/gdx-freetype do složky libs následující: armeabi, armeabi-v7a a gdx-freetype.jar. [24]
5.3 Gravitace a kolize objektů pomocí Box2D
Logiku  hry  si  představíme  z  pohledu  kuličky.  Na  začátku  je  vytvořené  pole  20-ti  použitelných
objektů kuliček. Každá kulička je v určitém čase hry zobrazena na vrchním okraji obrazovky s tím, že
začne padat v důsledku gravitace. Při pádu je její směr pohybu ovlivňován objekty jak už pevnými
nebo pohyblivými. Implementovat tedy musím nějakou základní fyziku. Místo vlastní implementace
jsem se rozhodl použít již existující komponentu Box2D v rámci knihovny LibGDX, která tuto fyziku
počítá.
5.3.1 Gravitace
Jako první jsem chtěl použít doporučený přístup, kdy velikost světa oddělíme od rozlišení obrazovky.
Po  vyzkoušení  a  různých  dalších  úpravách  jsem  nedospěl  k  nějakému  rozumnému  výsledku.
Nepodařilo se mi vyřešit případ, kdy je kulička již na okraji naklápěcí plošiny a náhle se celá plošina
rychle pootočí a rychle zastaví. Kulička mi vždy odletěla pryč jak vystřelená z katapultu. Proto jsem
použil  větší  velikost  světa  s  tím že jsem nastavil  místo  hodnoty gravitačního zrychlení  -10  m/s2
hodnotu -1000 m/s2, čímž jsem zamezil odstřelování kuličky. Hodnotu jsem získal metodou pokusu a
omylu.
5.3.2 Vytvoření objektu
K vytvoření objektu a jeho vložení do světa je potřeba provést několik kroků. Nejdříve si musíme
připravit proměnnou,  kam se uloží definice tvaru zvoleného objektu. Knihovna LibGDX podporuje
tyto následující tvary: kruh (CircleShape), mnohoúhelník (PolygonShape), hrana (EdgeShape) a řetěz
(ChainShape). Při definici tvaru se zároveň nastavuje jeho velikost.
Dalším krokem je vytvoření  definice objektu.  Objekt  může  být  jeden ze  tří  typů:  statický,
kinematický  a  dynamický.  Každý typ  má  své  specifické  vlastnosti  a  využití.  Statický  objekt  se
používá pro pevné nepohyblivé překážky jako je například země. Na statický objekt nepůsobí žádná
gravitace a při simulaci se vůbec nehýbe a kolize může vzniknout pouze vůči dynamickému objektu.
Kinematický objekt  je  statickému  podobný,  jediný rozdíl  je  ten,  že  se  může  pohybovat  předem
definovaným způsobem. Např. konstantní rychlostí od strany ke straně.
Posledním a jako jediným objektem,  kterého pohyb  je simulovaný a ovlivněný fyzikálními
zákony, je již zmíněný dynamický.  Tento typ slouží pro volně se pohybující objekty v rámci světa,
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ale taky pro objekty ovládané uživatelem. Při definici typu objektu se taktéž dá upravit gravitační
zrychlení, velikost tření, směrová nebo kruhová rychlost a další parametry.
Jako poslední krok je  vložení objektu pomocí jeho definice  do virtuálního světa a přiřazení
tvaru tomuto objektu. Vložený objekt se automaticky aktivuje a při simulaci se s ním již počítá. Dá se
lehce deaktivovat nebo případně upravit jeho vlastnosti nastavené při definici.
Ve hře jsem  tedy definoval  rampu jako statický objekt,  jednotlivé kuličky jako dynamické
objekty.  Naklápěcí  rampy  jsou  taktéž  dynamické  objekty  ale  jsou  mírně  upravené  aby  na  ně
nepůsobila gravitace a daly se ovládat.
5.4 Naklápěcí plošiny
Jak jsem již načal, vytvořit naklápěcí plošiny nebylo zrovna jednoduché. Tyto plošiny jsou základním
a nejdůležitějším prvkem celé hry, protože jsou to jediné možné objekty, které muže hráč ovládat a
které ovlivňují dění ve hře.
5.4.1 Stavba plošin
Pro každou plošinu jsou potřebné dva objekty. Objekt reprezentující samotnou plošinu je dynamický,
aby bylo jednoduché s ním manipulovat. Jenže samotný objekt by začal padat, což nechceme a proto
vytvoříme ještě jeden pomocný objekt.
Tento pomocný objekt je velice malý, aby ve výsledné simulaci nepřekážel, a navíc je statický.
Dále  využijeme  další  funkci  z  knihovny Box2D a  to  tzv.  spojení  objektů.  Dostupných  je  deset
různých typů spojení, ale nás bude zajímat pouze jeden a to RevoluteJoint. Tímto spojíme dva různé
objekty, každý v jednom bodě, a dosáhneme toho, že samotná plošina nespadne. RevoluteJoint navíc
ještě obsahuje tzv. motor, pomocí kterého můžeme druhým objektem otáčet.
K vytvoření spojení je tedy nutné nadefinovat a přidat do světa velmi malý staticky objekt, dále
nadefinovat spojení, u kterého musíme nastavit maximální a minimální úhel natočení a musíme tento
limit zároveň povolit, dále pak nastavit počáteční nulovou rychlost motoru a maximální sílu motoru  a
nakonec toto spojeni přidat taky do světa.
5.4.2 Ovládání plošin
Plošiny budou řízené pomocí senzoru zrychlení. Jak již bylo popsané, tak výstupem z tohoto
senzoru jsou tři hodnoty, každá pro jednu osu a jednotka této hodnoty je m/s2. Úhel naklonění plošin
bude  ovládán pomocí  motoru  spojení,  kterému  se  bude  upravovat  potřebná  rychlost  na  základě
rozdílu úhlu naklonění plošiny a úhlu přepočítaného z hodnoty senzoru zrychlení.
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Nejdříve  si  vysvětlíme  ovládání  dvou  spodních plošin,  jelikož  je  jednodušší.  K  dosažení
přirozenějšího ovládání  je použita osa Y (viz obrázek 2.3). Nakloněním telefonu na levou stranu se
nakloní obě spodní plošiny taktéž na levou stranu a obráceně. 
Úhel spojení odpovídá úhlu natočení plošiny a jeho velikost je udávána v radiánech. Každá
plošina má maximální  možný úhel  natočení  30°,  což je cca 0,52 rad.  Hodnota senzoru zrychlení
odpovídá přibližně 10x větší hodnotě úhlu natočení v radiánech, toto platí do maximálního natočení o
45°. Konkrétně tedy pro úhel 0,79 rad je hodnota senzoru přibližně 7,62 m/s2 a pro ovládání nám tato
přesnost  postačí.  Není  potřeba  hodnotu  přepočítávat  pomocí  funkce  arsin()  na  přesný  úhel  což
zjednoduší a zrychlí výpočet potřebné rychlosti motoru. Aby se hra lépe a jednodušeji ovládala, tak
hodnotu ze senzoru nebudeme násobit  pouze číslem 0,1 ale číslem  0,4.  Díky tomu bude stačit  k
plnému naklonění plošiny na 30° naklonit telefon o  cca 7,5°,  což znamená zvýšit či snížit hodnotu
senzoru o 1,31.m/s2. Vzorec pro výpočet:
r=a∗−0,4
kde: r je výsledný úhel, a je hodnota senzoru
Naprogramovat ovládání vrchní plošiny je složitější. Pro výpočet se použijí zbývající dvě osy
X a Z, které jsou navzájem pootočené o 90°.  Nejdříve je však nutné si stanovit, jak budeme tyto
hodnoty používat a jak se bude nastavovat nulová poloha.
Obrázek 5.2: graf hodnot senzoru pro osu X a Z
Z grafu  je  patrné,  že  pro  náklon  telefon  od  315°  do  45°  lze  považovat  část  funkce  sinus
reprezentující osu X jako přímku, to samé platí i pro úsek od 135° do 225° a zároveň pro úseky od
45° do 135° a od 225° do 315° funkce cosinus reprezentující osu Z. Díky tomuto poznatku můžeme
konstatovat v rámci potřebné přesnosti, že pro hodnotu senzoru osy X od cca -7,62 m/s2  až po 7,62
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m/s2, a pro to stejné rozmezí hodnot na ose Z, je změna  hodnot senzoru přímo úměrná změně úhlu
natočení telefonu.
Při určování nulové polohy se prvně určí primární osa podle toho, která z nich bude mít menší
absolutní hodnotu, a následně hodnota primární osy bude určená jako nulová pozice. Nejhorší možný
případ je, kdy se nulová hodnota nastaví těsně kolem +-7,62  m/s2.  Na jednu stranu bude ovládání
citlivější  než na  druhou stranu,  při  hraní  ale  uživatel  tento problém vůbec  nezpozoruje  a  hru  to
žádným zásadním způsobem neovlivní.
Metodou pokusu a omylu jsem přišel na z mého pohledu nejvhodnější konstantu šest, kterou se
bude násobit rozdíl požadovaného úhlu natočení a skutečného úhlu natočení, aby se získala potřebná
rychlost  motoru.  Rychlost  však nikdy nebude vetší  než právě tato konstanta.  Vzorec pro výpočet
rychlosti motoru:
v=(r−rs)∗6
kde: v je výsledná rychlost, r je požadovaný úhel a rs je aktuální úhel naklonění plošiny
5.5 Výsledná hra a reakce uživatelů
Podle mého mínění se mi hru podařilo dokončit přesně takovou, jakou jsem ji očekával, přičemž při
vývoji jsem ještě nepatrně upravil pár drobností v návrhu k lepšímu. K těmto úpravám mi pomohlo
několik lidí z mého okolí, kterých jsem se průběžně ptal na názor a připomínky.
První nástin hry používal jiný font, jenž se podobal psacímu písmu a bylo mi doporučeno zvolit
font spíše tiskací. Taktéž jsem např. upravil název hry v hlavním menu tak, aby byl větším písmem a
žlutou barvou.
Obrázek 5.3: hlavní nabídka
V hlavní nabídce jsou navíc oproti návrhu dvě ikony pro zapnutí/vypnutí vibrací a zvuků.
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Obrázek 5.4: herní obrazovka – lehká a těžká úroveň
Herní  obrazovka  má  taky  jednu  změnu  oproti  návrhu.  Vypustil  jsem  zde  tlačítko  pro
pozastavení hry, protože si myslím že není potřeba a nikomu nechybělo. Pozastavit hru jde pomocí
systémového tlačítka zpět.
Obrázek 5.5: obrazovka nápovědy
Reakce uživatelů byla  většinou stejná. Na hře se jim líbilo že je docela zábavná, zvláště v
pozdější fázi, kdy se kuličky objevují rychleji než na začátku a zároveň se shodli že ovládání je hodně
náročné a vyžaduje velké soustředění. Jako další možné rozšíření mi bylo doporučeno přidat nějaký
průvodce, který seznámí uživatele s ovládáním, dále pak možnost nastavení většího kroku zkracování
intervalu mezi kuličkami.
Někteří  uživatelé  také  zmínili  pár  nedostatků  ve  hře,  které  bych  mohl  vylepšit.  Menším
prohřeškem je fakt, že zvolené pozadí ztěžuje čitelnost textu nápovědy, viz obrázek 5.5. A druhým
problém je nehratelnost na málo výkonných zařízeních. Hra by potřebovala další optimalizace nebo
přepis do nativního kódu.
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6 Závěr
Zadání  mé  bakalářské  práce  bylo  vytvořit  hru  pro  mobilní  zařízení  využívající  jejich  senzory  k
ovládání či jinému ovlivnění děje ve hře. Neměl jsem specifikovanou žádnou platformu, typ hry či
nutnost použití konkrétních senzorů. Platformu jsem si zvolil Android, protože je mi velice blízká.
Na  začátku  této  práce  je  základní  popis  operačního  systému  Android, spouštějící  aplikace
napsané primárně v jazyce Java. Dále následuje přiblížení tvorby a struktury aplikací, kde se zmiňuji
o nutných náležitostech pro zhotovení validního instalačního balíčku aplikace a následně  popisuji
jednotlivé možné komponenty. Použitou komponentu Aktivitu následně  více rozebírám, hlavně její
životní cyklus.  Nakonec seznámím čtenáře o dostupných senzorech a hlavně o zvoleném senzoru
zrychlení, který je použit pro ovládání hry.
V  další  kapitole popisuji vybranou knihovnu LibGDX pro  vývoj  her  nejen  pro  platformu
Android. Na základě porovnání s několika používanými knihovnami uvádím argumenty proč jsem si
vybral  právě tuto.  Dále  zmiňuji náležitosti  tvorby hry pomocí této knihovny,  způsob napojení na
strukturu Android aplikací a některé dostupné nástroje použité ve hře TiltCity on Android.
Hra je  odvozená od již  existující  hry pro herní  konzoli  Nintendo Wii,  přičemž její  logika
ovládání, chování a bodování je mírně upravená a zjednodušená. Základní princip hry je stejný a to
nasměrovat  barevnou  kuličku  do  stejně  barevné  roury pomocí  naklánění  plošin.  Možný  počet
barevných  rour jsou  tři  nebo  čtyři.  Při  popisu  návrhu  hry  jsem rozebral rozložení  jednotlivých
obrazovek  a  celkové  chování  ovládacích  nabídek  a  přechodů  mezi  jednotlivými  obrazovkami.
Nakonec ještě přidávám doporučené postupy při programování nejen her pro platformu Android.
Poslední kapitola ukazuje implementaci některých vybraných prvků ze hry a způsob vyřešení
jednotlivých problémů a  samozřejmě  způsob  použití  senzoru  zrychlení  pro  ovládání  naklápěcích
plošin. Závěrem kapitoly je zhodnocení výsledné hry a několik náhledu obrazovek přímo ze hry.
Hra by do budoucna mohla mít vylepšenou grafickou reprezentaci herních objektů a výsledky
by se mohli nahrávat na internet pro porovnání s ostatními hráči v rámci celého světa což by mohlo
nalákat více soutěživých uživatelů. Dále bych mohl implementovat některé z navržených rozšíření od
uživatelů. Do  budoucna  bych  chtěl  hru  publikovat  v  obchodě  Google  Play  pokud  možno  již  s
uvedenými rozšířeními.
Hra  se  mi  podle  mého  názoru  i  zpětné  vazby mého  okolí  podařila  vyrobit  tak,  aby  byla
zajímavá hlavně co se týče ovládání, aby vzbudila soutěživého ducha v uživatelích a byla dobrým
společníkem pro krácení dlouhých chvil při čekání třeba na autobus.
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Příloha A – Obsah CD
Přiložené CD je rozdělené následujícím způsobem:
aplikace/
apk/ – obsahuje instalační balíček hotové hry
TiltCity/ – obsahuje zdrojové soubory a vše další potřebné k sestavení APK balíčku
plakat/ – obsahuje obrázek plakátu
technicka_zprava/ – obsahuje dva dokumenty technické zprávy ve formátu PDF a ODT
README –  základní  popis  způsobu  instalace  a  zprovoznění  aplikace,  vytvoření  aplikace  ze
zdrojových souborů a popis jejího ovládání
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