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Dizertačńı práce se zabývá analýzou č́ıslicových obvod̊u popsaných na úrovni meziregis-
trových přenos̊u. Je v ńı zahrnuta pouze problematika souvisej́ıćı s testovatelnost́ı obvo-
dových datových cest, řadičem ovládaj́ıćım tok dat těmito cestami se nezabývá. Stěžejńı
část́ı práce je návrh konceptu testovatelného bloku (TB), pomoćı něhož se obvod rozděĺı na
části, jež jsou plně testovatelné přes jejich vstupy a výstupy, přes takzvané hraničńı regis-
try bloku nebo primárńı vstupy/výstupy. Př́ınosem nové metodiky je také redukce počtu
registr̊u v řetězci scan, do něhož jsou zařazeny pouze hraničńı registry. Segmentaćı obvodu
dosáhneme také zjednodušeńı generováńı testu rozděleńım tohoto problému na v́ıce menš́ıch
část́ı. Navržená metodika pro identifikaci TB v č́ıslicovém obvodu využ́ıvá dvou vybraných
evolučńıch algoritmů operuj́ıćıch na formálńım modelu obvodu na úrovni RT.
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Abstract
The PhD thesis deals with the analysis of digital systems described on RT level. The
methodology of data paths analysis is decribed, the data path controller analysis is not
solved in the thesis. The methodology is built on the concept of Testable Block (TB) which
allows to divide digital component to such segments which can be tested through their
inputs/outputs, border registers and primary inputs/outputs are used for this purpose. As
a result, lower number of registers is needed to be included into scan chain - border registers
are the only ones which are scanned. The segmentation allows also to reduce the volume of
test vectors, tests are generated for segments, not for the complete component. To identify
TBs, two evolutionary algorithms are used, they operate on TB formal model which is also
defined in the thesis.
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jsem čerpal.
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c© Tomáš Herrman, 2010.
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Obsah
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2.4 Diagnostika č́ıslicových obvod̊u . . . . . . . . . . . . . . . . . . . . . . . . . 8
2.5 Detekce a lokalizace poruch . . . . . . . . . . . . . . . . . . . . . . . . . . . 9
2.6 Obvody se snadnou testovatelnost́ı a jejich návrh . . . . . . . . . . . . . . . 9
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5.3 Rozš́ı̌reńı modelu . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 31
6 Testovatelný blok 33
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Už při výrobě elektronické komponenty mohou vzniknout závady, které je nutné co nejdř́ıve
odhalit. Proto je nutné vybavit obvody diagnostickými prvky, se kterými se muśı poč́ıtat již
při návrhu integrovaného obvodu. Tyto prvky pak umožńı testováńı obvodu jak při výrobě,
tak při ověřováńı funkčnosti obvodu v praktickém použit́ı.
Menš́ı obvody se dř́ıve mohly testovat př́ımo při výrobě a nebylo nutné při návrhu poč́ıtat
s nutnost́ı zavedeńı podp̊urných prostředk̊u pro test, což bylo možné d́ıky jednoduchosti
jejich struktury. Obvod většinou představoval jeden logický celek se vstupy a výstupy, bylo
tak možné vkládat testovaćı vektory př́ımo na vstup a analyzovat výstup.
Dnes dosahuj́ı integrované obvody takových složitost́ı, že je nutné zařadit do etapy
návrhu i úvahy o tom, jak bude navrhovaný obvod testován. Složitost obvodu t́ım sa-
mozřejmě nar̊ustá, proto úvahy o zp̊usobu implementace těchto princip̊u do výsledné ob-
vodové struktury jsou d̊uležitým krokem a mohou (i výrazným zp̊usobem) ovlivnit cenu.
K tomuto účelu se použ́ıvaj́ı r̊uzné metody, které se pak využ́ıvaj́ı při syntéze obvodu.
Syntéza obvodu je proces, při němž je obvod navrhován pomoćı CAD nástroj̊u tak, aby
plnil požadovanou funkci a přitom vyhovoval r̊uzným kriteríım. Z hlediska diagnostiky je
d̊uležitým kriteriem testovatelnost obvodu.
Nefunkčnost́ı obvodu zp̊usobenou chybným návrhem se zabývá samostatná discipĺına
zvaná verifikace návrhu. Toto pojednáńı se však zabývá principy aplikace testu, konkrétně
zp̊usobem aplikace testu na úrovni RT (Register Transfer - meziregistrové přenosy). Pro
zvýšeńı testovatelnosti jsou jednotlivé registry zřetězeny do registru scan, což je v podstatě
propojeńı registr̊u do posuvného registru, který má jeden sériový datový vstup a jeden
sériový datový výstup. Jedna z možnost́ı spoč́ıvá v použit́ı metody úplný scan, při ńıž
jsou při aplikaci testu všechny registry (klopné obvody) propojeny do posuvného registru,
přes který se vkládaj́ı na vstupy testovaných vnitřńıch prvk̊u testovaćı vektory, resp. přes
který se sńımaj́ı odezvy na tyto vektory. Metoda úplný scan má dvě zásadńı nevýhody:
doba potřebná pro aplikaci testu je dlouhá (veškeré přesuny diagnostických dat se realizuj́ı
sériově) a náklady na realizaci obvodu jsou vysoké (konstrukce klopného obvodu je složitěǰśı
než u běžného typu klopného obvodu). Tomu se chceme vyhnout a redukovat počet registr̊u
zapojených do posuvného registru. Touto technikou se zabývá např. [7, 12, 20, 37, 39, 41,
42, 56]. Snahou této práce je využit́ı formálńıho př́ıstupu k řešeńı zmı́něného problému.
V práci bude navrhnut koncept testovatelného bloku (TB), pomoćı něhož se obvod
rozděĺı na části, jež jsou plně testovatelné přes jejich vstupy a výstupy, přes takzvané
hraničńı registry bloku nebo primárńı vstupy/výstupy. Př́ınosem nové metodiky je také
redukce počtu registr̊u v řetězci scan, do něhož jsou zařazeny pouze hraničńı registry. Seg-
mentaćı obvodu dosáhneme také zjednodušeńı generováńı testu rozděleńım tohoto problému
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na v́ıce menš́ıch část́ı. V práci je prezentována metodika pro identifikaci TB v č́ıslicovém
obvodu, jež využ́ıvá evolučńı algoritmus operuj́ıćı na formálńım modelu obvodu na úrovni
RT.
1.1 Struktura dizertačńı práce
Struktura dizertačńı práce je volena tak, aby reflektovala současný stav věděńı v tématu
dizertačńı práce a obsahovala všechny d̊uležité informace popisuj́ıćı výzkumnou činnost
realizovanou v rámci dizertačńı práce a jej́ı výsledky.
Po úvodu následuje druhá kapitola, ve které jsou uvedeny základńı pojmy, jež bylo nutné
nastudovat. Stručně jsou zmı́něny možné úrovně popisu č́ıslicového obvodu, výrazně větš́ı
část je věnována popisu na úrovni meziregistrových přenos̊u, protože s t́ımto typem obvodu
se v práci pracuje - pro tuto úroveň je v práci vytvořen formálńı model analyzovaného
obvodu. Daľśı část je proto věnována právě této úrovni popisu. Následuje popis základńıch
pojmů z oblasti diagnostiky č́ıslicových obvod̊u. V posledńı části kapitoly je uveden základńı
princip genetického algoritmu a simulovaného ž́ıháńı.
Třet́ı kapitola se věnuje současnému stavu řešené problematiky a technikami bĺızce sou-
visej́ıćımi s problematikou řešenou v této práci. Jsou v ńı uvedeny základńı principy návrhu
obvod̊u pro snadnou testovatelnost a existuj́ıćı metodiky, jež jsou bĺızké analyzovanému
problému.
Ve čtvrté kapitole jsou popsány ćıle práce spolu s motivaćı pro takto definované ćıle.
Pátá kapitola je věnována základńımu formálńımu modelu založeném na koncepci i−cest,
na němž je řešeńı vystavěno. Model je konstruován pomoćı definic a vět a doprovázen
př́ıklady, jež je bĺıže osvětluj́ı. Daľśı část je věnována přenosu diagnostických informaćı
obvodem s využit́ım transparentńıch mód̊u prvk̊u. V posledńı části je navrženo rozš́ı̌reńı
modelu o podporu invertovaných i-cest.
V šesté kapitole je představen formálńı model TB, s ńımž zde prezentovaná metodika
pracuje a př́ıklady vysvětluj́ıćı dané definice. Poté následuje popis a definice metodiky iden-
tifikace TB, jej́ımž ćılem je uplatněńı tohoto pojmu při analýze č́ıslicového obvodu. Jsou
zde uvedeny stěžejńı algoritmy a postup řešeńı při rozděleńı obvodu na TB. Následně je
prezentován problém smyček v obvodu a navrhnut postup pro identifikaci smyček a jejich
následnou eliminaci. Následuje část zabývaj́ıćı se implementaćı popsané metodiky. Zde je
zd̊uvodněna volba genetického algoritmu a simulovaného ž́ıháńı, popsán a vývojovým di-
agramem znázorněn zp̊usob výpočtu fitness funkce pro genetický algoritmus a simulované
ž́ıháńı. Dále je popsána implementace metodiky detekce zpětnovazebńıch smyček a jejich
přerušeńı. V posledńı části této kapitoly je shrnuta implementace a postup zavedené meto-
diky.
Sedmá kapitola shrnuje experimentálńı výsledky a porovnáńı s profesionálně použ́ıvaným
návrhovým systémem.




V této kapitole budou uvedeny základńı informace, na nichž je metodika vystavěna nebo
je použ́ıvá. Bude objasněn pojem logický obvod. Dále budou uvedeny úrovně popisu lo-
gického obvodu, pozornost bude zaměřena na obvody na úrovni meziregistrových přenos̊u
(RT). V následuj́ıćı sekci bude diskutován pojem diagnostika, následuj́ı pak obvody se snad-
nou testovatelnost́ı a generátory testu. V posledńı části budou představeny dva algoritmy:
genetický algoritmus a simulované ž́ıháńı, které jsou využity v metodice, jež rozděluje obvod
na TB.
2.1 Logické obvody
V [10] je signál definován jako booleovská proměnná, která může mı́t pouze dvě hodnoty re-
prezentované symboly 0 a 1. Dále definuje hradlo, což je jednoduchý elektrický prvek, který
provede logickou operaci s jedńım nebo v́ıce vstupńımi signály a vytvoř́ı výstupńı signál.
Typická hradla použ́ıvaná v logických obvodech jsou AND (konjunkce), OR (disjunkce),
NAND (negovaná konjunkce), NOR (negovaná disjunkce) a NOT (negace vstupu). Daľśı
použ́ıvaná hradla jsou XOR (exclusive-OR) a XNOR (exclusive-NOR).
Základńı logický obvod je pak modelován jako propojeńı několika hradel. V pokročileǰśıch
logických obvodech pak vystupuj́ı složitěǰśı komponenty1 jako jsou: klopný obvod, mul-
tiplexor, registr, č́ıtač, dekodér, kodér, ap.
2.2 Úrovně popisu obvodu
Za současného stavu technologie neńı možné při návrhu složitých obvod̊u postupovat ručně.
Proto vzniká řada automatizovaných návrhových systémů a nástroj̊u podporuj́ıćıch návrh
č́ıslicových obvod̊u. Návrhář pak neńı nucen zabývat se detailně strukturou jednotlivých
komponent obvodu, soustřed́ı se na korektńı a přesnou specifikaci funkce obvodu a rutinńı
činnosti přenechá návrhovému systému. Proces, kterým systém tvoř́ı obvod ze specifikace
návrháře, se nazývá syntéza.
Návrhář poṕı̌se chováńı navrhovaného obvodu (behaviorálńı popis), návrhový systém
pak vygeneruje strukturu obvodu. Forma popisu obvodu bývá zpravidla textová, pak lze
hovořit o jazyce pro popis obvod̊u. Typickými představiteli těchto jazyk̊u jsou např. VHDL,
Verilog a Abel. V menš́ı mı́̌re se už́ıvá grafická forma popisu chováńı, např. stavový diagram
konečného automatu. Od specifikace obvodu např. schématem se dnes ustupuje zejména
1lze je modelovat převedeńım na základńı hradla, např. RS klopný obvod pomoćı dvou hradel NAND
5
proto, že taková forma jednak nut́ı návrháře zamýšlet se nad strukturou (což při komplex-
nosti dnešńıch obvod̊u představuje značný problém), hlavně však komplikuje automatizo-
vané zpracováńı, verifikaci návrhu a jiné činnosti souvisej́ıćı s návrhem.
Daľśı rozděleńı můžeme odvodit od úrovně abstrakce popisu systému, pak můžeme
rozlǐsit několik úrovńı popisu systému - počet a pojmenováńı těchto úrovńı neńı jednotné
a často se v literatuře lǐśı. V [13] jsou rozlǐseny následuj́ıćı úrovně popisu č́ıslicových systémů:
1. Systémová úroveň (System Level - SYL) - na této úrovni je systém modelován po-
moćı tzv. zdroj̊u (sběrnice, procesory, paměti, ...) např. za účelem analýzy efektivnosti
systému s ohledem na využit́ı zdroj̊u při r̊uzných úlohách nebo definováńı komu-
nikačńıho protokolu mezi zdroji a algoritmem činnost́ı jednotlivých zdroj̊u.
2. Úroveň instrukčńı sady (Instruction Set Level - ISL) - tato úroveň popisu je vhodná
zejména k definici a simulaci instrukćı procesoru. Instrukce jsou v simulaci vyb́ırány
a dekódovány s ohledem na jejich formát. K simulaci prováděńı instrukćı je obvykle
použito aritmetických a logických operaćı.
3. Strukturálńı úroveň (Structural Level - STL) - tato úroveň popisuje systém pomoćı
vzájemně propojených komponent. Každá komponenta může být tvořena několika
menš́ımi, vzájemně propojenými podkomponentami, ty zase podrobněǰśımi podkom-
ponentami.
4. Úroveň meziregistrových přenos̊u (Register-Transfer Level - RTL) - pro systém na této
úrovni je typické, že je složen ze dvou část́ı a to datových cest a obvodového řadiče
ovládaj́ıćıho tok dat těmito cestami. Datová část pak obvykle sestává z funkčńıch
blok̊u oddělených registry nebo pamět’mi a z propojovaćıch prvk̊u - obvykle mul-
tiplexor̊u a sběrnic. Obvodový řadič bývá realizován stavovým automatem. Velmi
často je tento typ popisu použ́ıván jako vstup logické syntézy [50]. Protože zp̊usob
propojeńı funkčńıch blok̊u, pamět’ových prvk̊u a propojovaćıch prvk̊u je znám, lze
popis na této úrovni chápat jako strukturálńı popis.
5. Úroveň hradel (Gate Level - GAL) - jedná se o daľśı speciálńı př́ıpad strukturálńıho
popisu. Návrh je tvořen vzájemným propojeńım prvk̊u ńızké úrovně - obvykle lo-
gických hradel nebo klopných obvod̊u. Tento popis bývá výstupem logické syntézy
nebo nástroje prováděj́ıćıho rozmı́stěńı a je použit bud’ jako doprovodný popis k se-
znamu spoj̊u nebo jako model struktury návrhu pro účely simulace.
6. Úroveň tranzistor̊u (Transistor Level - TRL) - opět se jedná o speciálńı př́ıpad struk-
turálńıho popisu - návrh je tentokrát tvořen vzájemným propojeńım tranzistor̊u (např.
unipolárńı technologie CMOS). Na této úrovni popisu nebývaj́ı obvody současných
složitost́ı a rozměr̊u navrhovány př́ımo návrhářem - tento popis je obvykle součást́ı au-
tomatizované implementace systému, jej́ımž hlavńım ćılem je př́ıprava masky k výrobě
čipu. I na této velmi ńızké úrovni popisu je však někdy prováděna (implementačně
velmi přesná, avšak také výpočetně náročná) simulace a i pro tuto úroveň existuj́ı
modely poruch.
2.3 Obvod na úrovni RT
Model na úrovni RT (meziregistrových přenos̊u) se źıskává při syntéze obvodu na vyšš́ı
úrovni popisu. K syntéze se použ́ıvaj́ı automatizované prostředky. Zde už má smysl uplatňovat
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úvahy o diagnostice navrhovaného obvodu, respektive o testovatelnosti vznikaj́ıćı struktury.
Je třeba podotknout, že výsledkem syntézy obvodu na vyšš́ı úrovni popisu (High-Level
Synthesis - HLS) je struktura datových cest obvodu a dále pak ř́ıdićı jednotka (řadič - ob-
vykle reprezentován jako stavový automat), která ř́ıd́ı výpočet – tok dat datovými cestami.
Vzhledem k tomu, že se práce zabývá testovatelnost́ı datových cest, bude nadále zmiňována
pouze datová část. V návrhovém systému pak pokračuje syntéza obvodu přes úroveň hradel,
př́ıpadně úroveň tranzistor̊u až do fáze generováńı rozvržeńı čipu.
Jedná se o abstraktńı úroveň modelováńı integrovaného č́ıslicového obvodu, která nese
informaci o struktuře obvodu a z ńıž je možné zjǐst’ovat souběžné cesty, jejichž existence
může ovlivnit testovatelnost obvodu. Obvod na úrovni RT se skládá z funkčńıch jednotek,
pamět’ových prvk̊u (jsou to registry nebo pamět’ové moduly), propojovaćıch prvk̊u (sběrnice,
multiplexory) a v́ıcebitových spoj̊u [47]. Registry nesou stavovou informaci obvodu a jsou
d̊uležitým prvkem při testováńı. Dále jsou ještě na úrovni RT zahrnuty ř́ıdićı vodiče (cesty),
které slouž́ı k adresováńı pamět’ových prvk̊u, přeṕınáńı multiplexor̊u nebo budič̊u sběrnice
a přivád́ı operačńı kódy k aritmeticko-logickým jednotkám. Obvod na úrovni RT pracuje
v diskrétńım čase (nezávisle na implementaci hodin).
Pro propojováńı se nejv́ıce použ́ıvaj́ı dvě strategie: multiplexové datové cesty a obousměrné
sběrnice [55].
Pro multiplexové datové cesty je typické (viz. obrázek 2.1):
• aritmetickologické operace jsou realizovány čistě kombinačńımi obvody,
• pro uložeńı dat se použ́ıvaj́ı registry,
• přeṕınáńı spoj̊u je realizováno multiplexory (vytvořeńı datové cesty),
• všechny registry jsou ř́ızeny jedńım společným synchronizačńım signálem.
Obrázek 2.1: Př́ıklad obvodu na úrovni RT s multiplexovými datovými cestami
Pro strategii s obousměrnými sběrnicemi jsou typické tyto skutečnosti (viz. obrázek 2.2):
• funkčńı jednotky maj́ı pamět’ové schopnosti, na jejich vstupech a výstupech jsou
záchytné registry,
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• většinou se už́ıvaj́ı registrová pole s jedńım výstupem a vstupem pro všechny registry,
• je možné použ́ıt dvoufázové hodiny.
Obrázek 2.2: Př́ıklad obvodu na úrovni RT s obousměrnými sběrnicemi
2.4 Diagnostika č́ıslicových obvod̊u
Diagnostika se zabývá analýzou technického stavu č́ıslicového obvodu či systému (systémem
může být např. deska), jej́ım ćılem je zjistit na základě odezev systému na vstupńı sti-
muly (tzv. testovaćı vektory), zda je, či neńı v systému porucha, popř. i ve které části
systému tato porucha nastala. V této formulaci jsou obsaženy dvě základńı úlohy diagnos-
tiky, a to detekce poruchy a jej́ı lokalizace. Původńı snahou bylo použ́ıvat postup̊u, při
nichž neńı nutná demontáž součástek a vystačit si pouze s př́ıstupem k vývod̊um čipu, tzv.
primárńım vstup̊um a primárńım výstup̊um. Brzy se však ukázalo, že s t́ımto omezeńım neńı
možné vždy vystačit2 a že je nutné si tuto úlohu usnadnit př́ıstupem k některým vnitřńım
bod̊um obvodu, k tzv. testovaćım bod̊um. Tento př́ıstup je obvykle podmı́něn zásahem do
p̊uvodńıho návrhu. Z tohoto pohledu pak už nehovoř́ıme pouze o návrhu, ale o návrhu pro
snadnou testovatelnost3 (viz. kapitola 2.6), ten je vykoupen změnou parametr̊u obvodu, jako
jsou: dynamické parametry, nár̊ust plochy či počtu vývod̊u obvodu. Daľśı formou aktivńıho
diagnostického př́ıstupu je navrhováńı bezpečných obvod̊u, na které navazuje navrhováńı
systémů odolných proti poruchám.
Při testováńı č́ıslicového obvodu je nutné vytvořit (vygenerovat) posloupnost testovaćıch
vektor̊u a zároveň je nutné definovat zp̊usob aplikace testu. Testovaćı vektory a odezvy na
ně budeme označovat jako diagnostická data. Manuálńı př́ıstup se dnes již téměř nepouž́ıvá,
mı́sto toho se použ́ıvaj́ı automatizované prostředky, tzv. generátory testu (GT). Tyto se děĺı
na generátory testu pro kombinačńı obvody (GTKO) a generátory testu pro sekvenčńı obvody
(GTSO). My budeme pracovat s generováńım deterministického tzv. hierarchického testu
2skupinou obvod̊u, jejichž testováńı silně záviśı na nastaveńı a zjǐstěńı jejich vnitřńıho stavu, jsou sek-
venčńı obvody
3anglicky Design for Testability DfT
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pro obvod na úrovni RT založeném na generováńı d́ılč́ıch lokálńıch test̊u pro komponenty
obvodu a jejich transformaci na globálńı test, jak je uvedeno v [2, 45, 51, 53, 54].
Principy diagnostiky se klasifikuj́ı podle několika hledisek. Prvńı klasifikace se odvozuje
od zp̊usobu źıskáváńı testovaćıch vektor̊u a druhá od zp̊usobu vyhodnocováńı správnosti
odezev. Generováńı vstupńı testovaćı posloupnosti prob́ıhá bud’ předem (off-line) nebo
v pr̊uběhu testu (on-line), a to bud’ programovými, nebo technickými prostředky. Vyhod-
nocováńı správnosti odezev prob́ıhá bud’ srovnáváńım se správnými odezvami, čtenými
z paměti, nebo srovnáváńım s kombinacemi źıskanými z etalonu, který se testuje současně.
Tento zp̊usob je označován jako tzv. komparačńı (srovnávaćı) test. Nejčastěǰśı klasifikace
forem diagnostiky vycháźı z časového uspořádáńı testováńı, kdy rozlǐsujeme diagnostiku
periodickou a pr̊uběžnou. Dále pak rozeznáváme diagnostiku vněǰśı a vnitřńı.
2.5 Detekce a lokalizace poruch
Diagnostické testy prováděj́ı bud’ detekci poruchy nebo jej́ı lokalizaci. Tyto testy se podle
toho nazývaj́ı detekčńı nebo lokalizačńı testy. Snahou je nalézt co nejpřesněǰśı model poruch,
který bude ovšem stále svým rozsahem použitelný pro daľśı práci. Mezi přesnost́ı a velikost́ı
modelu je nutné nalézt vhodný kompromis.
Snaž́ıme se nalézt test, který je úplný, což znamená že pokrývá 100% poruch4 a také se
snaž́ıme nalézt test minimálńı, jež by byl tvořen minimálńım počtem testovaćıch vektor̊u.
Opět je zde nutné naj́ıt kompromis, který bere v potaz i cenu takového testu.
2.6 Obvody se snadnou testovatelnost́ı a jejich návrh
S rostoućı složitost́ı navrhovaných obvod̊u a se zvyšuj́ıćım se tlakem na zkráceńı procesu
návrhu a př́ıpravy sériové výroby vystupuje do popřed́ı požadavek, aby navrhované ob-
vody bylo možné co nejsnáze testovat. Dále tu jsou d̊uvody ekonomické: v procesu návrhu
i výroby je žádoućı detekovat každou př́ıpadnou poruchu co nejdř́ıve. Později nalezená po-
rucha znamená značně zvýšené náklady na jej́ı odstraněńı. Ćılem návrhu a hlavně syntézy
je, aby jej́ım výstupem byl obvod plńıćı požadovanou funkci, který by zároveň vyhovoval
r̊uzným návrhovým kritéríım. Mezi ně patř́ı např. cena obvodu, počet vývod̊u, dynamické
parametry a plocha na křemı́kovém plátku.
Z hlediska uplatněńı požadavku diagnostiky je daľśım kritériem testovatelnost obvodu.
Tu je možno chápat předevš́ım jako snahu o zvýšeńı řiditelnosti/pozorovatelnosti vnitřńıch
uzl̊u obvodu. Bez využit́ı metod návrhu pro snadnou testovatelnost [3, 6, 14, 46] si žádný
složitěǰśı návrh nelze představit. Tato discipĺına proĺıná všemi etapami návrhu poč́ınaje
systémovým návrhem až po testováńı vyrobených produkt̊u. Testovatelnost́ı na úrovni RT
se zabývá např. [29, 40, 53, 54].
2.7 Nástroje pro automatické generováńı testu (GT)
Pod pojmem GT budeme v tomto textu rozumět programový baĺık, v němž je implemen-
tována konkrétńı metodika, nebo v́ıce metodik pro generováńı testovaćıch vektor̊u. Jeho
úkolem je nalézt vstupńı (testovaćı) posloupnost tak, aby při aplikaci této sekvence na
obvod bylo možné testerem rozhodnout, je-li tento obvod v pořádku nebo vykazuje poru-
chy. Vygenerované testovaćı vektory jsou využ́ıvány již při výrobě polovodičových čip̊u, pro
4pokryt́ı poruch vyjadřuje v procentech, jak velká část poruch ze všech možných je testována
9
jejich otestováńı před expedićı. Efektivnost GT je měřena pokryt́ım poruch na počet ge-
nerovaných testovaćıch vektor̊u, efektivněǰśı GT se snaž́ı generovat co nejméně testovaćıch
vektor̊u a pokrýt co nejv́ıce poruch. Tato metrika pak dává větš́ı č́ıslo při vyšš́ım pokryt́ı
poruch a nižš́ım počtu testovaćıch vektor̊u. Doba potřebná pro ručńı generováńı testovaćıch
vektor̊u bývá dlouhá, [15] uvád́ı p̊ul roku až rok a p̊ul. Použit́ı GT zkrát́ı tuto dobu na dny
až týdny.
2.7.1 GT pro kombinačńı obvody (GTKO)
Standartně sestává proces generováńı testovaćıch vektor̊u pomoćı GTKO5 z následuj́ıćıch
tř́ı činnost́ı. Prvńı činnost je výběr poruchy z předem daného seznamu poruch, jež je nutné
detekovat. Pro tuto poruchu budeme vytvářet testovaćı vektor. Tato volba má veliký vliv
na dobu potřebnou pro generováńı testu, je proto nutné výběr provádět ve vhodném pořad́ı.
Vliv tohoto výběru je značný a může představovat až padesátiprocentńı pokles doby nutné
pro generováńı testu [15]. Při výběru poruch ze seznamu je také vhodné poč́ıtat s t́ım, že
nastaveńı detekčńı cesty představuje mnohem náročněǰśı problém než nastaveńı cesty, jež
aktivuje poruchu. Doporučuje se proto nejprve detekovat poruchy co nejbĺıže primárńım
výstup̊um obvodu.
Druhým krokem je aktivace poruchy. Aktivaćı poruchy rozumı́me nastaveńı signálu
v bodě s poruchou na opačnou hodnotu než představuje porucha, kterou chceme dete-
kovat. Pokud např́ıklad chceme aktivovat poruchu trvalá 0 v bodě a, znamená to nasta-
vit hodnotu logická 1 v bodě a. Nastaveńı logické hodnoty v daném mı́stě představuje
procházeńı struktury obvodu a vyhledáńı vhodné kombinace vstup̊u, kterou dosáhneme,
nastaveńı požadované hodnoty signálu v daném mı́stě.
Posledńım krokem je sestaveńı detekčńı cesty, přes kterou je možné detekovat poruchu
na primárńım výstupu obvodu. Pro sestaveńı této cesty je nutné uvést prvky po cestě z bodu
s aktivovanou poruchou k primárńımu výstupu do transparentńıho režimu.
T́ımto zp̊usobem lze detekovat všechny poruchy typu trvalá 0, trvalá 1. Postup detekce
je považován za vyřešený [30, 59, 61].
2.7.2 GT pro sekvenčńı obvody (GTSO)
Generováńı testovaćıch vektor̊u pro sekvenčńı obvody je mnohem obt́ıžněǰśı úloha, protože
výstup sekvenčńıho obvodu je dán nejen kombinaćı vstupńıch hodnot, ale i aktuálńım sta-
vem obvodu, jež je uchováván v jednotlivých pamět’ových prvćıch obvodu. Úloha vygene-
rováńı testu pro sekvenčńı obvody představuje NP-úplný problém, což bylo dokázáno v
[17].
Většina sekvenčńıch generátor̊u pracuje na úrovni hradel. I když máme dnes k dispo-
zici obrovskou výpočetńı śılu, vytvářeńı testu pro složité obvody na úrovni hradel je stále
nevyřešenou otázkou. Jednou z možnost́ı řešeńı tohoto problému je použ́ıt některou z tech-
nik pro snadnou testovatelnost např́ıklad techniku úplný scan, viz. kapitola 3.2. Obecně
už́ıvaná zkratka pro generováńı/generátor testu pro sekvenčńı č́ıslicové obvody je GTSO6.
GTSO pro složitěǰśı obvody využ́ıvaj́ıćı techniky scan je popsán např. v [63].
5anglicky ATPG (
”
Automatic Test Pattern Generation“ nebo
”
Automatic Test Pattern Generator“ -
automatické generováńı testovaćıch vektor̊u nebo automatický generátor testovaćıch vektor̊u)
6anglicky SATPG (
”
Sequential Automatic Test Pattern Generation/Generator“)
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2.8 Genetické algoritmy (GA)
V metodice, která je v této práci prezentována, je využit genetický algoritmus, proto je zde
uvedena stručná informace o této technice.
Evolučńı algoritmy [9, 18, 43, 16] jsou založeny na formalizaci Darwinovy evolučńı teorie,
která byla převzata do informatiky z biologie. Genetický algoritmus je jeden druh evolučńıho
algoritmu.
Evolučńı algoritmy byly představeny v roce 1960 I. Rechenbergem a publikovány v jeho
knize nazvané ”Evolučńı strategie“ (v originále Evolutionsstrategie) v roce 1973 [57]. Jeho
myšlenka byla později rozv́ıjena daľśımi výzkumńıky. Genetický algoritmus byl vytvořen
Johnem Hollandem a implementován společně s jeho studenty a kolegy. Publikován pak byl
v knize ”Adaption in Natural and Artificial Systems“ v roce 1975 [28].
Genetické algoritmy představuj́ı univerzálńı výpočetńı prostředek, který je velmi ro-
bustńı a dokáže zpracovat velké množstv́ı parametr̊u, vztah̊u a druh̊u závislost́ı. Rozsah
řešitelnosti problémů pomoćı genetických algoritmů je oproti klasickým metodám mnohem
větš́ı. Důvodem takové výkonnosti je fakt, že řešeńı systému se postupně vyv́ıj́ı a výpočet
se d́ıky zpětné vazbě źıskané z velikosti hodnoty fitness funkce jednotlivých jedinc̊u dokáže
přizp̊usobit. Genetické algoritmy se použ́ıvaj́ı k nalézáńı pr̊uchodných řešeńı r̊uzně složitých
systémů, nebo k hledáńı suboptimálńıch a optimálńıch řešeńı. Stávaj́ı se tak mocným
nástrojem v oblasti, která je velmi populárńı a zároveň problematická.
V nauce o GA se vyskytuj́ı následuj́ıćı pojmy:
Chromozom (kolekce gen̊u v genotypu) je řetězec pevné délky a představuje kandidátńı
řešeńı problému. Chromozomy jsou uspořádány v populaci. Darwinova evolučńı teorie se
zakládá na tezi přirozeného výběru, podle které přež́ıvaj́ı nejpřizp̊usobivěǰśı jedinci po-
pulace. Reprodukćı (jinak zvané kř́ıžeńı, rekombinace) dvou jedinc̊u s vysokým fitness
dostáváme potomky, kteř́ı budou s vysokou pravděpodobnost́ı dobře přizp̊usobeni k přežit́ı.
Samotná reprodukce však neńı dostatečně efektivńı pro vznik dobře přizp̊usobených jedinc̊u,
a proto je nutné zapojit mutace, které náhodně ovlivňuj́ı genetický materiál populace. V bi-
ologii je fitness definována jako relativńı schopnost přežit́ı a reprodukce genotypu v daném
prostřed́ı. V evolučńıch algoritmech fitness funkce reprezentuje prostřed́ı a přǐrazuje chro-
mozomu (obvykle kladné) reálné č́ıslo, které vyjadřuje jeho kvalitu (č́ım vyšš́ı č́ıslo, t́ım
je jedinec lepš́ı). Evolučńı algoritmus produkuje posloupnost populaćı (každou jako sadu
jedinc̊u) a konč́ı nalezeńım dostatečně kvalitńıho řešeńı (chromozomu) nebo vyčerpáńım
dovoleného počtu populaćı. V př́ıpadě genetického algoritmu se ještě před výpočtem fitness
obvykle aplikuje zobrazeńı, které vytvář́ı z genotypu (zakódovaného řešeńı) fenotyp (vlastńı
řešeńı).
Algoritmus 2.8.1. Genetický algoritmus
1. [Start] Generuj náhodnou populaci n chromozomů.
2. [Fitness] Vypoč́ıtej fitness f(x) každého chromozomu x v populaci.
3. [Nová populace] Vytvoř novou populaci opakováńım následuj́ıćıch krok̊u, dokud neńı
nová populace kompletńı.
(a) [Selekce] Vyber dva rodičovské chromozomy z populace vzhledem k jejich hod-
notě fitness (chromozomy s vyšš́ı hodnotou maj́ı větš́ı šanci výběru).
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(b) [Kř́ıžeńı] S určitou pravděpodobnost́ı kř́ıžeńı proved’ kř́ıžeńı vybraných rodič̊u,
t́ım vzniknou dva potomci. Pokud kř́ıžeńı neproběhne, jsou potomci kopíı rodič̊u.
(c) [Mutace] S určitou pravděpodobnost́ı pro mutaci zmutuj oba potomky.
(d) [Přijet́ı] Vlož nové potomky do populace.
4. [Nahrazeńı] Použij novou populaci k daľśımu běhu programu.
5. [Test] Pokud je splněna podmı́nka ukončeńı, zastav a vrat’ nejlepš́ı řešeńı z populace.
6. [Smyčka] Vrat’ se do bodu 2.
Někdy je při nahrazováńı použit takzvaný elitizmus, kdy jsou z nové populace do po-
pulace vkládána pouze lepš́ı řešeńı.
Proces selekce lze provést takzvanou ruletou, kdy je každému chromozomu přidělena
určitá výseč v kruhu. Velikost výseče záviśı na velikosti fitness. Nebo lze použ́ıt výběr podle
pořad́ı, kdy je velikost výseče závislá na pořad́ı chromozomu při tř́ıděńı podle fitness.
Daľśı základńı informace jsou též v [52].
2.9 Simulované ž́ıháńı
Simulované ž́ıháńı je jednou z heuristických metod použ́ıvaných k nalezeńı globálně op-
timálńıho, př́ıpadně suboptimálńıho řešeńı složitých kombinatorických úloh. Tyto úlohy
jsou většinou NP-úplné. To znamená, že maj́ı velmi rozsáhlý prostor př́ıpustných řešeńı
a neńı možné v rozumném čase všechna řešeńı otestovat a naj́ıt nejlepš́ı řešeńı (globálńı op-
timum). Metoda simulovaného ž́ıháńı má fyzikálńı základ a inspiruje se tzv. horolezeckým
algoritmem, který systematicky prohledává stavový prostor všech řešeńı a snaž́ı se naj́ıt
řešeńı nejoptimálněǰśı. Jde vlastně o variantu gradientové metody bez gradientu, kdy se
směr nejprudš́ıho spádu urč́ı prohledáńım okoĺı.
Aby bylo možné posoudit, jak je určité řešeńı kvalitńı, muśı existovat funkce, která je
schopna ohodnotit jakékoliv řešeńı patř́ıćı do prostoru všech řešeńı. Tato funkce se nazývá
účelová funkce, nebo též cenová funkce (v př́ıpadě GA fitness funkce). Tato funkce je zob-
razeńım z množiny všech řešeńı X do množiny reálných č́ısel.
Definice 2.9.1. Necht’ X je množina všech řešeńı, pak
f(x) : X −→ R je účelová funkce.

Základńı myšlenka horolezeckého algoritmu je v tom, že k určitému řešeńı sestroj́ıme
daný počet nových řešeńı tak, že na zvolené řešeńı použijeme konečný počet transformaćı.
V př́ıpadě bitového vektoru ve zvoleném řešeńı náhodně změńıme některé bity. Ř́ıkáme, že
zvolené řešeńı je středem oblasti z něho generovaných řešeńı. Z takové oblasti vybereme
nejlepš́ı řešeńı, to znamená řešeńı s minimálńı funkčńı hodnotou a toto řešeńı použijeme
v následuj́ıćım interakčńım kroku jako střed nové oblasti. Tento algoritmus opakujeme
předem zvoleným počtem iteraćı. Uchováváme si nejlepš́ı řešeńı, které se v pr̊uběhu výpočtu
našlo.
Nevýhodou tohoto př́ıstupu je, že během celého výpočtu se akceptuj́ı bud’ stejně dobrá
nebo lepš́ı řešeńı, než bylo řešeńı výchoźı. Dı́ky tomu se může stát, že se metoda dostane k
nevýraznému lokálńımu minimu bĺızko od počátečńıho náhodně vygenerovaného řešeńı a již
nikdy nedosáhne optimálńıho řešeńı. Tento nedostatek je možné odstranit tak, že se algorit-
mus opakovaně spoušt́ı a t́ım se náhodně voĺı počátečńı řešeńı úlohy. Za výsledné řešeńı se
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přijme nejlepš́ı nalezený výsledek. Stochastičnost této metody spoč́ıvá pouze v náhodném
výběru počátečńıho řešeńı, nebot’ následně použitý optimalizačńı algoritmus postupuje sys-
tematicky bez jakékoliv náhodnosti.
Uváznut́ı v lokálńım minimu úspěšně řeš́ı metoda simulovaného ž́ıháńı, která využ́ıvá
stochastické operátory a na rozd́ıl od horolezeckého algoritmu přij́ımá s jistou pravděpodobnost́ı
(danou Metropolisovým kritériem) i řešeńı horš́ı, než bylo výchoźı řešeńı x. Tuto metodu
již lze právem nazývat stochastickou, nebot’ vzorkuje po celém prostoru řešeńı. Daľśım
rozd́ılem je, že se negeneruje okoĺı a nevyb́ırá se nejlepš́ı řešeńı, ale určitým operátorem se
stochasticky transformuje výchoźı řešeńı x na nové x′. T́ım se zajist́ı rozptýleńı po celém
prostoru a nikoliv pouze v jeho malé části.
Metoda simulovaného ž́ıháńı patř́ı mezi stochastické optimalizačńı algoritmy, jež maj́ı
sv̊uj základ ve fyzice. Tento algoritmus je založený na analogii mezi ž́ıháńım tuhých těles
a optimalizačńım problémem. Ž́ıháńım se ve fyzice označuje takový proces, ve kterém je
těleso umı́stěné do pece, zahřáto na vysokou teplotu a postupným pomalým snižováńım
teploty se odstraňuj́ı vnitřńı defekty tělesa. Na myšlenku, že by se jevu prob́ıhaj́ıćıho při
ž́ıháńı tuhého tělesa mohlo využ́ıt k hledáńı globálńıho minima, přǐsli začátkem osmdesátých
let Kirkpatrick, Gelatt a Vecchi z výzkumného centra IBM (Watson Research Center of the
IBM, USA).
Nejdř́ıve bylo zapotřeb́ı nahradit fyzikálńı realizaci ž́ıháńı numerickou simulaćı. Inspirace
byla nalezena v algoritmu z padesátých let, kdy použil Metropolis a jeho spolupracovńıci
numerickou simulačńı metodu Monte Carlo pro výpočet termodynamických konstant plynu.
Simulovali vývoj fyzikálńıho systému směrem k tepelné rovnováze pro určitou konstantńı
teplotu T . Metodu Monte Carlo, která simuluje evoluci, lze popsat následuj́ıćım zp̊usobem:
necht’ je dán aktuálńı stav systému, potom se malá náhodná porucha generuje tak, že jsou
částice mı́rně posunuté. Porucha muśı být symetrická, tj. pravděpodobnost toho, že malou
poruchou se stav A změńı na stav B, muśı být stejná jako při změně stavu B na stav A.
Pokud je rozd́ıl energie mezi porušeným stavem a aktuálńım stavem negativńı (E′ < E),
potom proces pokračuje s novým porušeným stavem. V opačném př́ıpadě pravděpodobnost
přijet́ı porušeného stavu určuje exponenciála.
Definice 2.9.2. Necht’ f je účelová funkce, x je aktuálńı stav systému a x′ je nový stav pak
P (x→ x′) =
{
1 pro f(x′) ≤ f(x)
e
f(x′)−f(x)
T pro f(x′) > f(x)
je pravděpodobnost přijet́ı nového stavu.

Parametr T je teplota systému. V př́ıpadě, že nový stav x′ má menš́ı nebo stejnou
funkčńı hodnotu jako p̊uvodńı stav x, potom se stav x změńı na x′. V opačném př́ıpadě je
nový stav akceptován s pravděpodobnost́ı v rozmeźı 0 < P (x→ x′) ≤ 1.
Toto pravidlo přijet́ı porušeného stavu se nazývá Metropolisovo kritérium. Podle to-
hoto kriteria aplikováńım velkého počtu poruch a jejich přijet́ım do daľśıho procesu s
pravděpodobnost́ı P dostáváme systém v tepelné rovnováze. Distribuce pravděpodobnosti
rozložeńı stav̊u se asymptoticky bĺıž́ı k Boltzmannové distribuci. Tento tvar metody Monte
Carlo se ve statistické fyzice nazývá Metropolis̊uv algoritmus.
Metropolis̊uv algoritmus je možné použ́ıt pro poč́ıtačovou simulaci ž́ıháńı. V tomto
př́ıstupu se simulované ž́ıháńı chápe jako posloupnost Metropolisových algoritmů realizo-
vaných pro posloupnost vhodně se snižuj́ıćıch teplot, přičemž výstupńı stav z posledńı
aplikace Metropolisova algoritmu slouž́ı jako vstupńı stav pro následuj́ıćı běh Metropoli-
sova algoritmu. Teplota se inicializuje na maximálńı a algoritmus se aplikuje tak dlouho, až
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dokud se nedosáhne tepelné rovnováhy. Potom se teplota sńıž́ı (nejčastěji vynásobeńım tep-
loty konstantou menš́ı než 1) a algoritmus se znovu aplikuje. Celý proces konč́ı při dosažeńı
minimálńı hodnoty teploty. Tento postup je demonstrován algoritmem 2.9.1, kde na řádku
6 je ve vzorci zaměněno x a x′. Tato úprava zajist́ı hledáńı maxima účelové funkce, mı́sto
minima.
Algoritmus 2.9.1. Simulované ž́ıháńı (upravené pro hledáńı maxima)
1 T=Tmax;
2 while (T>Tmin) {
3 // METROPOLIS begin
4 for(k=0; k<kmax; k++) {
5 x‘= mutation(x);
6 Pr=exp(-(f(x)-f(x‘))/T);
7 if(Pr >1) Pr=1;




12 // METROPOLIS end
13 T=ALPHA*T;
14 }
Simulované ž́ıháńı a genetický algoritmus jsou v této práci použité pro hledáńı globálńıho
maxima fitness funkce, jež je součást́ı metodiky pro rozděleńı obvodu na TB.
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Kapitola 3
Současný stav řešeného problému
V této kapitole budou zmı́něny některé existuj́ıćı metodiky a techniky návrhu obvod̊u pro
snadnou testovatelnost. Výčet neńı určitě úplný, jsou zde uvedeny takové př́ıklady technik,
s nimiž zde prezentovaná metodika souviśı (např. metody pro úplný a částečný scan).
3.1 Techniky návrhu obvod̊u pro snadnou testovatelnost
Ćılem algoritmu pro generováńı testu je vygenerovat pro daný č́ıslicový obvod test vyho-
vuj́ıćı konkrétńım kritéríım, např. co nejkratš́ı sekvenci testovaćıch vzork̊u s co největš́ım
pokryt́ım poruch v daném obvodu. Kromě pokryt́ı poruch, které je významným ukazatelem
kvality testu, použ́ıvaj́ı se i ukazatele náklad̊u spojených s testem - mezi ně patř́ı zejména
náklady na generováńı testovaćıch vzork̊u, náklady na simulaci poruch a generováńı infor-
mace o lokalizaci poruch, náklady na vybaveńı nutné pro test a náklady na samotný proces
testováńı, jehož ukazatelem je např. doba aplikace testu. Protože náklady spojené s tes-
továńım prvk̊u mohou být vysoké tak, že mohou přesáhnout i nejvyšš́ı př́ıpustné náklady
na návrh a výrobu obvodu, je d̊uležité, abychom byli schopni uchovat je v rozumných
meźıch. T́ımto problémem se zabývaj́ı techniky návrhu pro snadnou testovatelnost.
Techniky snadno testovatelného návrhu maj́ı kromě pozitivńıho dopadu (zvýšeńı řiditelnosti
a pozorovatelnosti) také negativńı d̊usledky. Mezi ně patř́ı zvětšeńı plochy na čipu, zvýšeńı
počtu vývod̊u obvodu a zhoršeńı dynamických vlastnost́ı obvodu. Při každém návrhu je
proto nutné volit jistý kompromis mezi těmito aspekty. Jde vlastně o kompromis mezi
požadavky návrháře a diagnostika.
Zvětšeńı potřebné plochy čipu má tyto negativńı dopady:




Sńıžeńı výtěžnosti souviśı bezprostředně s nár̊ustem obvodu jako výsledek doplněńı obvodu
o diagnostické prvky, je proto nutné právě zde usilovat o účelný kompromis. Použit́ım
princip̊u snadno testovatelného návrhu můžeme dosáhnout:
• sńıžeńı doby potřebné pro generováńı testu,
• zvýšeńı kvality testu (zvýšeńım pokryt́ı poruch),
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• zkráceńı testu,
• zkráceńı doby aplikace testu.
3.1.1 Metoda snadno testovatelného návrhu využ́ıvaj́ıćı rozděleńı obvodu
a využit́ı multiplexor̊u
Tato metoda je popsána v [29]. Obvod je rozdělen na bloky, kde každý blok je izolovaný
pomoćı primárńıch vstup̊u a výstup̊u a přidaných multiplexor̊u. Tak je možné generovat
test pro každý blok zvlášt’. Testovaćı vektory jsou pak přiváděny přes multiplexory, jež jsou
ř́ızeny vnitřńım řadičem testu.
Obrázek 3.1: Izolace blok̊u použit́ım multiplexor̊u
Na obrázku 3.1 vid́ıme obvod rozdělený na tři bloky A, B, C. Po rozděleńı obvodu jsou
přidány dvouvstupové multiplexory (C-MUX) mezi primárńı vstupy a vstupy blok̊u, což
umožńı nezávislé ř́ızeńı bloku. Daľśı multiplexory (O-MUX) jsou přidány mezi primárńı
výstupy a výstupy blok̊u, tyto multiplexory dovoluj́ı pozorovat výstupy blok̊u. Vstup pro
přepnut́ı do módu testu pak uvede konečný automat do výchoźıho stavu a ten pak s ho-
dinovým taktem nastavuje multiplexory tak, že postupně připojuje každý blok zvlášt’ na
primárńı vstup a výstup.
Pro rozděleńı obvodu je využito metody PINS1. Obvod reprezentovaný klasickými prvky
obvodu na úrovni RT je převeden na orientovaný graf. Uzly reprezentuj́ı prvky obvodu,
hrany reprezentuj́ı datové spoje mezi prvky obvodu. Metodika pracuje s pojmem ”sesku-
peńı“, což jsou takové části analyzovaného obvodu, které jsou samostatně testovatelné.
Metoda PINS nejprve vybere základńı uzel2 seskupeńı. Preferovány jsou uzly reprezentuj́ıćı
primárńı vstupy/výstupy, prvky s mnoha vstupy/výstupy a prvky modeluj́ıćı konstantu.
Dále pak seskupeńı roste přib́ıráńım okolńıch připojených uzl̊u s jednou podmı́nkou, že se-
skupeńı má lineárńı strukturu (př́ıklad lineárńı struktury je na obrázku 3.2) a počet vstup̊u
a výstup̊u je menš́ı než kolik má celý obvod. Seskupeńı přestane r̊ust, pokud už nelze přidat
daľśı uzel. Pak se znovu vybere základńı uzel a tvoř́ı se nové seskupeńı. Proces konč́ı, až
jsou všechny uzly zařazeny do seskupeńı, které reprezentuj́ı jednotlivé bloky.
1DFT using Partitioning and Isolation with Non Scan design
2uzel v této metodě představuje prvky obvodu a primárńı vstupy a výstupy
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Existuje také metoda PIPS3. Metoda PINS rozděluje obvod na př́ılǐs mnoho blok̊u, po-
kud obvod obsahuje mnoho vlastńıch smyček (obrázek 3.2), jež jsou netestovatelné, protože
obvodový prvek i registr muśı být každý v jiném bloku. Metoda PIPS tedy kombinuje
metodu PINS s metodou částečný scan. Registry ve vlastńı smyčce a registry konečného
stavového ř́ızeńı (FSM) jsou zařazeny do scan řetězce před rozděleńım. Zbytek rozděleńı
je prováděn stejně jako u PINS. Registry zařazené do scanu pak nejsou v metodě PINS
považovány za registry. Struktura řetězce scan pak v metodě PIPS má tu vlastnost, že scan
řetězec může být rozdělen bez použit́ı daľśıch vstup̊u a výstup̊u pro každý blok, což vid́ıme
na obrázku 3.3. Počet testovaćıch vektor̊u je pak redukován d́ıky rozděleńı řetězc̊u scan.
3.2 Metoda úplný a částečný scan
Jak již bylo zmı́něno v kapitole 2.7.2, vytvořeńı testovaćı posloupnosti pro sekvenčńı ob-
vody je obecně složitěǰśı problém než pro kombinačńı obvody. Existence vnitřńıho stavu
určuj́ıćıho hodnotu výstupu v následuj́ıćım taktu komplikuje detekci i lokalizaci poruchy,
protože jej́ı projev na výstupu se může zpozdit o několik takt̊u. Proces vytvořeńı testu je
také časově náročněǰśı, což vyžaduje deľśı strojové časy a t́ım pádem představuje zvýšeńı
ceny navrhovaných obvod̊u.
Jako jedno z řešeńı testováńı sekvenčńıch obvod̊u se nab́ıźı použit́ı metod typu úplný
scan obvodu. V režimu testu jsou všechny klopné obvody propojeny do posuvného registru,
takže jsou snadno řiditelné/pozorovatelné. Při aplikaci testu pak můžeme na takový obvod
pohĺıžet jako na obvod sestávaj́ıćı z posuvného registru a kombinačńı logiky. Pro vygene-
rováńı testu takového obvodu je možné využ́ıt GTKO pro kombinačńı obvody. Nevýhodou
této metody je ovšem:
• prodloužeńı doby potřebné pro aplikaci testu,
• zvětšeńı plochy čipu.
Zvýšeńı doby potřebné pro aplikaci testu je zp̊usobeno t́ım, že veškeré diagnostické
údaje jsou v testovaném obvodě přenášeny sériově. Toto je možné demonstrovat na př́ıkladě
obvodu, který obsahuje 64 klopných obvod̊u. Znamená to, že pro vložeńı jednoho testovaćıho
vektoru do posuvného registru muśı být nejprve generováno 64 synchronizačńıch impuls̊u
a pak jeden puls, j́ımž je tento testovaćı vektor aplikován. Jestliže test tvoř́ı 200 testovaćıch
vektor̊u, pak pro jeho aplikaci muśı být generováno 200 ∗ 65 = 13000 puls̊u, pro přenos
odezvy na posledńı vektor na primárńı výstup pak daľśıch 64 impuls̊u.
Počet synchronizačńıch puls̊u, které je potřeba generovat, pokud je použita metoda
úplný scan, je možné určit podle vztahu:
spúplný scan = v ∗ (a+ 1) + a,
kde v je počet testovaćıch vektor̊u, a je počet klopných obvod̊u zařazených do posuvného
registru.
Dobu aplikace testu je možné sńıžit změnou zapojeńı posuvného registru. Spoč́ıvá
v rozděleńı registru na v́ıce segment̊u, které jsou pak samostatně ovládány [37]. Toto řešeńı
představuje nár̊ust logiky ř́ızeńı aplikace testu. Naopak zvětšeńı plochy na čipu souviśı
s konstrukćı klopného obvodu, který je u těchto metod použ́ıván. Jeho struktura je obecně
složitěǰśı, než je struktura běžného klopného obvodu, např. typu D.
Řešeńım zmı́něných negativńıch dopad̊u uplatněńı metody úplný scan je využit́ı metod
označovaných jako částečný scan, kdy nejsou do posuvného registru zařazeny všechny klopné
3DFT using Partitioning and Isolation with Partial Scan design
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Obrázek 3.2: Př́ıklad lineárńı struktury obvodu
Obrázek 3.3: Př́ıklad vlastńı smyčky
Obrázek 3.4: Struktura řetězce scan u metody PIPS
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obvody, obvod má však požadované vlastnosti z hlediska jeho testovatelnosti. Testovatelnost
je přitom vyjádřena např. pomoćı pokryt́ı poruch, jehož se použit́ım konkrétńı metody
dosáhne nebo řiditelnost́ı/pozorovatelnost́ı prvk̊u v obvodě.
Výběr klopných obvod̊u je možné realizovat v obvodě na úrovni hradel nebo na úrovni
RT. Pro výběr prvk̊u do registru jsou použ́ıvána r̊uzná kriteria. Podle tohoto kriteria je
možné je dělit následuj́ıćım zp̊usobem:
• metody založené na analýze testovatelnosti (řiditelnosti/pozorovatelnosti),
• metody využ́ıvaj́ıćı generátor testovaćıch vektor̊u,
• metody využ́ıvaj́ıćı výsledky analýzy struktury obvodu.
Prvńı skupina metod je založena na analytickém př́ıstupu k řešenému problému. Je
stanoven zp̊usob (funkce), j́ımž se vypočte globálńı testovatelnost analyzovaného obvodu.
Hodnota této funkce je ovlivněna řiditelnost́ı/pozorovatelnost́ı jednotlivých prvk̊u obvodu.
V obvodu jsou pak prováděny změny (např. zařazeńı klopného obvodu do registru scan)
a vyhodnocuje se vliv těchto změn na globálńı testovatelnost obvodu. Výsledkem uplatněńı
takové metodiky je doporučeńı, které klopné obvody maj́ı být zařazeny do posuvného re-
gistru. [11, 44]
Druhou skupinou jsou metody využ́ıvaj́ıćı generátor testovaćıch vektor̊u, které pracuj́ı
se strukturou obvodu na úrovni hradel. [4, 5] Jeden z možných př́ıstup̊u spoč́ıvá ve výpočtu
pokryt́ı poruch pro př́ıpad, kdy jsou do posuvného registru zařazeny všechny klopné ob-
vody. Toto pokryt́ı poruch je pak považováno za maximálńı dosažitelné pokryt́ı. Pak se
počet klopných obvod̊u sńıž́ı (podle konkrétńıho kritéria) a znovu se vypočte pokryt́ı po-
ruch. Tento proces se pak opakuje tak dlouho, dokud je pokryt́ı poruch vyšš́ı nebo shodné
s požadovaným. Nevýhodou tohoto př́ıstupu je doba potřebná pro tento proces, zp̊usobená
t́ım, že se opakovaně pomoćı GTSO poč́ıtá pokryt́ı poruch. V závislosti na složitosti obvodu
a na použitém sekvenčńım generátoru to může být proces značně časově náročný. Do této
skupiny patř́ı např́ıklad jedna z metod programu FastScan firmy Mentor Graphics R©.
Metody založené na analýze struktury jsou dvoj́ı:
• metody založené na identifikaci zpětných vazeb,
• metody založené na identifikaci paralelńıch i-cest4.
Je uznávanou skutečnost́ı, že existence zpětnovazebńıch smyček výrazně ovlivňuje výsledek
použit́ı GTSO a potřebný strojový čas pro vygenerováńı testu [12]. Naopak u metod
založených na identifikaci i-cest je ćılem nalezeńı alternativy k metodám strukturovaného
návrhu. Je založena na analýze struktury navrhovaného obvodu a hledáńı cest, po nichž
by bylo možné přenášet diagnostická data, tzn. testovaćı vektory z primárńıch vstup̊u na
vstupy testovaných prvk̊u a odezvy jejich výstupu na primárńı výstupy. Výsledky takové
analýzy jsou pak předmětem daľśıch úvah o možnosti uplatněńı metody částečný scan.
Je také možné, aby se při analýze testovatelnosti zohledňovala libovolná kombinace
těchto hledisek.
Optimalizovat je také možné vkládáńı testovaćıch vektor̊u přes scan registry. T́ımto
se zabývá [62]. Technika se snaž́ı nahradit malé množstv́ı (max 2%) skenovatelných regist̊u
rozš́ı̌renými skenovatelnými registry, jež jsou schopny uchovávat dva bity. Tyto registry jsou
4i-cesta viz. kapitola 3.2.2
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ř́ızeny signály generovanými uvnitř obvodu. Tyto rozš́ı̌rené registry pak zvyšuj́ı pod́ıl bit̊u
v testovaćım vektoru, které nejsou významové5. Tyto bity pak zvyšuj́ı účinnost kompresńıch
algoritmů a snižuj́ı dobu testu. V článku je navržena metodika pro výběr těchto registr̊u
a využ́ıvá ohodnoceńı řiditelnosti a sńıžeńı množstv́ı testovaćıch vektor̊u v d̊usledku záměny.
3.2.1 Metoda částečný scan Indického institutu technologie
Metoda demonstrovaná v [7] kombinuje 3 r̊uzné metody do jedné a využ́ıvá genetický algo-
ritmus při optimalizaci.
Prvńı část metody se zabývá analýzou testovatelnosti a je založená na metodě SCOAP
[19]. Tato metoda funguje tak, že jsou všechny registry seřazeny podle mı́ry testovatelnosti.
Ty s největš́ı mı́rou testovatelnosti jsou vybrány jako kandidáti do řetězce scan. Tento
zp̊usob však neuvažuje s př́ımo soused́ıćımi registry. Vliv soused́ıćıch registr̊u je v této
metodě zohledněn takto: Ze sekvenčńıho obvodu je vytvořen s-graf [12]. Mějme dva uzly
n1 a n2 a necht’ výstupní stupeň(n1) > výstupní stupeň(n2), tzn., že n1 je připojen k v́ıce
registr̊um než n2. Pak pokud je testovatelnost n2 větš́ı než n1, může být n2 vybrán do
řetězce scan na úkor n1 i přesto, že n1 může ovlivnit větš́ı část obvodu. Podobně je tomu
i u vstupńıch stupň̊u. I když je vstupńı stupeň n1 větš́ı než n2, n1 může být také vhodným
kandidátem na zařazeńı do řetězce scan.
Druhá část metody zkoumá strukturu obvodu. Je zkoumán počet zpětných vazeb procházej́ıćıch
daným registrem. Každému registru je pak přǐrazeno č́ıslo (CN) reprezentuj́ıćı počet zpětných
vazeb. Č́ım větš́ı je toto č́ıslo, t́ım větš́ı je pravděpodobnost, že registr bude vybrán do
řetězce scan.
Posledńı část zohledňuje spotřebu energie. Jako mı́ra spotřeby energie se zde využ́ıvá
počet překlopeńı na signálových vodič́ıch obvodu při aplikaci testu.
power = 0.5 ∗ V 2dd ∗ fclock ∗ ΣCfD(f)
Cf je kapacita brány/uzlu f, D(f) je počet překlopeńı. Vdd a fclock jsou konstantńı. Je třeba
optimalizovat ΣCfD(f), což je obecně označováno jako počet překlopeńı (NTC - Node
Transition Count).
Pro optimalizaci je použit genetický algoritmus. Jednotlivé bity chromozomu určuj́ı,
zda jde o klasický registr nebo o registr scan. Fitness funkce je vypočtena podle tř́ı výše
uvedených hledisek. Dále pak je použito jednobodové kř́ıžeńı, mutace s pravděpodobnost́ı
0.05. Počet iteraćı algoritmu je rovný N ∗N , kde N je počet registr̊u, nejméně však 500.
3.2.2 Metodika pro výběr registr̊u do řetězce scan založená na analýze
i-cest
Tato práce využ́ıvá pojmů: ”režim identity dat“ (režim i) a ”identická přenosová cesta“ (i-
cesta). Tyto pojmy vyjadřuj́ı schopnost prvku přenést data z jeho vstupu na výstup př́ıp. z
výstupu jednoho prvku na vstup jiného prvku tak, že tato data nejsou modifikována, viz de-
finice 5.2.1. Pojem i-cesta byl zaveden v [1], vlastńı metodika postavená na tomto pojmu byla
vyvinuta na Ústavu poč́ıtačových systémů, Fakulty informačńıch technologíı, VUT v Brně
[38] a dále rozv́ıjena v [58]. Jej́ı základńı myšlenkou je v co největš́ı mı́̌re využ́ıt možnost́ı,
které nab́ıźı navržený obvod, pro aplikaci testu. Snahou je tedy nalézt co nejv́ıce i-cest, po
kterých bude možné ř́ıdit vstupńı registry testu (vrt[38], tir[58]) z primárńıch vstup̊u a co
nejv́ıce i-cest, které by zaručily pozorovatelnost výstupńıch registr̊u testu (vyrt[38], tor[58])
na primárńıch výstupech.
5tzv. don’t care bity
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V praxi neńı možné vždy nalézt v obvodu i-cestu, po ńıž lze z primárńıch vstup̊u přenést
testovaćı vektory na vstup každého registru tir a i-cestu z každého výstupu registru tor na
primárńı výstupy obvodu. Pro ty př́ıpady, kdy to možné neńı, se začne uvažovat o modifikaci
registru tak, aby bylo možné jej z vněǰsku ř́ıdit, či pozorovat, např. úpravě registru na skeno-
vatelný registr. Tato koncepce nav́ıc umožňuje sd́ıleńı vstupńıho či výstupńıho registru testu
pro v́ıce prvk̊u. Pro zajǐstěńı plné testovatelnosti obvodu je třeba zajistit řiditelnost všech
vstupńıch bran každého prvku a pozorovatelnost všech výstupńıch bran každého prvku. Z
toho plyne, že je třeba nalézt alespoň jeden registr pro každou vstupńı bránu, z něhož je
možné přivést testovaćı vektory na tuto bránu, tzv. vyśılač testovaćıch vektor̊u (vtv[38],
tdr[58]). Obdobně je třeba nalézt alespoň jeden registr pro každou výstupńı bránu, z nějž je
možné pozorovat výstupy z této brány tzv. přij́ımač odezev na testovaćı vektory (potv[38],
trv[58]).
Obrázek 3.5: Vysvětleńı pojmu registru tir/tor
Dále se budeme držet značeńı zavedeného v [58]. Na obrázku 3.5 vid́ıme př́ıklad obvodu,
v němž je zobrazen registr tir (R1), který je spojený nějakou i-cestou s v́ıce registry tdr
(R2, R3, R4) a podobně v́ıce registr̊u trv (R5, R6) je propojeno do jednoho registru tor (R7).
Sd́ıleńı jediného registru tir v́ıce registry tdr má výhodu v tom, že stač́ı zajistit řiditelnost
pouze registru tir. Obdobně je tomu na výstupu, kdy stač́ı zajistit pozorovatelnost registru
tor.
Pro každý registr tdr, je třeba nalézt vhodný registr tir. Stejně tak pro každý registr
trv se hledá vhodný registr tor. Poté je třeba určit množinu takových registr̊u, které mohou
hrát roli vstupńıho registru testu, ale nejsou řiditelné z žádného primárńıho vstupu (pomoćı
i-cest), ty budou kandidáty pro zařazeńı do registru scan. Dále je třeba určit systém množin
=, jež obsahuje všechny tř́ıdy TIRtdr pro všechny registry tdr. Každá jednotlivá množina
TIRtdr je množina všech vstupńıch registr̊u tir, použitelných jako vstupńı registr pro tdr.
Obdobně systém množin ℵ obsahuje všechny tř́ıdy TORtrv, kde každá jednotlivá množina
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TORtrv je množina všech výstupńıch registr̊u tor, použitelných jako výstupńı registr pro trv.
Ze systému množin = se urč́ı systém =NC , jež je systémem množin registr̊u tir pro takové
registry tdr, které nemaj́ı zajǐstěnou řiditelnost žádným řiditelným6 registrem tir. Pokud
je množina =NC neprázdná, bude třeba některé registry upravit tak, aby byly řiditelné
(zařadit do řetězce scan). Je třeba zajistit řiditelnost alespoň jednoho registru z každé tř́ıdy
TIRtdr. Protože však tř́ıdy z =NC nemuśı být disjunktńı, lze vybrat registry právě z pr̊uniku
dvou tř́ıd a sńıžit tak počet registr̊u k úpravě (zařazeńı do scanu). Obdobně postupujeme
u výstupu, tzn. urč́ıme systém množin ℵNO, jež je systémem množin registr̊u tor, pro takové
registry trv, které nemaj́ı zajǐstěnou pozorovatelnost žádným pozorovatelným7 registrem
tor. Pokud je systém množin ℵNO neprázdný, bude třeba některé registry upravit tak,
aby byly pozorovatelné (zařadit do řetězce scan). Je třeba zajistit pozorovatelnost alespoň
jednoho registru z každé tř́ıdy TORtrv, protože však tř́ıdy z ℵNO nemuśı být disjunktńı, lze
vybrat registry k úpravě právě z pr̊uniku těchto tř́ıd a sńıžit tak počet registr̊u k úpravě (k
zařazeńı do scanu).
3.3 Daľśı metodiky pro rozděleńı obvodu
V [8] je navržen paralelńı evolučńı algoritmus pro rozděleńı obvodu na části. Toto rozděleńı
se využ́ıvá pro snadněǰśı zpracováńı obvodu v návrhových systémech na paralelńıch poč́ıtač́ıch.
Metodika prezentovaná v článku si klade za ćıl rozdělit obvod na nepřekrývaj́ıćı se bloky
obsahuj́ıćı minimálně jedno hradlo. Algoritmus se snaž́ı minimalizovat cenu komunikace
mezi procesory tak, že bude přerušen co nejmenš́ı počet spoj̊u. A dále se snaž́ı rovnoměrně
rozdělit práci mezi procesory t́ım, že jednotlivé části budou přibližně stejně velké. Pro
výpočet využ́ıvá orientovaného acyklického grafu. Řešeńı je reprezentováno řetězcem č́ısel,
které přǐrazuj́ı každému hradlu označeńı bloku, do kterého patř́ı. Kř́ıžeńı pak spoč́ıvá
v přesunu hradel mezi sousedńımi bloky. Mutace je založena na přesunu hraničńıch hradel
do přilehlých blok̊u. Výchoźı rozděleńı je náhodné. Paralelizace algoritmu je pak provedena
rozděleńım populace na jednotlivé procesory. Každý procesor provede sekvenčńı genetický
algoritmus a informace o fitness je shromažd’ována v hlavńım procesoru. Hlavńı procesor
provád́ı distribuci nejlepš́ıch mezivýsledk̊u do jednotlivých procesor̊u. Mezi jednotlivými
procesory prob́ıhá ř́ızená migrace řešeńı, jej́ımiž parametry jsou topologie, počet migruj́ıćıch
individúı a interval mezi migracemi (obr. 3.6). Nakonec se jednotlivé populace spoj́ı a proces
se opakuje.
6řiditelným z primárńıch vstup̊u př́ımo nebo přes i-cesty
7pozorovatelným na primárńıch výstupech př́ımo nebo přes i-cesty
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Obrázek 3.6: Pr̊uběh paralelńıho algoritmu
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Kapitola 4
Motivace a ćıle práce
Na Ústavu poč́ıtačových systémů, Fakulty informačńıch technologíı, VUT v Brně byl vy-
vinut formálńı model obvodu na úrovni RT s ćılem ověřit možnost využit́ı matematického
aparátu pro diagnostické účely. Existence tohoto modelu byla impulzem pro daľśı využit́ı
a rozšǐrováńı modelu s ćılem ukázat, že je možné využ́ıt tento formálńı aparát k definováńı
a implementaci metodik analýzy testovatelnosti.
V profesionálńıch nástroj́ıch pro generováńı testovaćıch sekvenćı č́ıslicového obvodu jsou
využ́ıvány tyto př́ıstupy:
1. Generátor testu pro sekvenčńı obvody předpokládá, že test bude aplikován přes jeho
primárńı vstupy/výstupy. Znamená to, že na jeho primárńı vstupy jsou vkládány
testovaćı vektory, odezvy na ně jsou vyhodnocovány na jeho primárńıch výstupech.
Proces vygenerováńı takového testu je časově náročný a objem testovaćıch vektor̊u je
značný.
2. Generátor testu předpokládá, že č́ıslicový obvod je navržen s využit́ım metody úplný
scan. Celý obvod je tak rozdělen na řadu d́ılč́ıch kombinačńıch obvod̊u, pro než vyge-
nerováńı testu je proces jednodušš́ı než v předcházej́ıćım př́ıpadě.
3. Generátor testu předpokládá, že č́ıslicový obvod je navržen s využit́ım metody částečný
scan. Celý obvod je opět rozdělen na řadu d́ılč́ıch kombinačńıch obvod̊u, pro něž vy-
generováńı testu je proces jednodušš́ı než v př́ıpadě 1. Nav́ıc počet registr̊u využitých
pro aplikaci testu je nižš́ı než v př́ıpadě 2.
Všechny výše uvedené principy jsou využity např. v nástroji FlexTest fy Mentor Gra-
phics. V návaznosti na výše popsané principy využ́ıvané v profesionálńıch nástroj́ıch pro
generováńı testu a jeho aplikaci byly ćıle práce stanoveny takto:
1. Definovat ćıle metodiky pro rozděleńı obvodu na testovatelné bloky (TB). Tyto prin-
cipy definovat tak, aby výsledkem implementace bylo rozděleńı analyzovaného obvodu
na menš́ı celky a možnost aplikovat test kombinováńım výše uvedených př́ıstup̊u. Kri-
teriem rozděleńı budou konkrétńı strukturálńı vlastnosti, nikoliv vlastnosti funkčńı.
2. Definovat strukturálńı vlastnosti, které budou identifikovány při analýze č́ıslicové
komponenty s ćılem rozdělit ji na jistý počet TB.
3. Definovat strukturálńı vlastnosti, které muśı splňovat TB tak, aby bylo možné apli-
kovat test přes rozhrańı TB.
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4. Vytvořit formálńı model analyzovaného obvodu tak, aby umožňoval realizaci bod̊u 2.
a 3.
5. Implementovat principy definované v bodech 2. - 4. Demonstrovat možnost využit́ı
formálńıho matematického modelu pro diagnostické účely.
6. Navrženou a implementovanou metodiku vyhodnotit. Vytvořit a ověřit experimenty,
výsledky využ́ıt pro srovnáńı metodiky s existuj́ıćım metodikami použ́ıvanými v dia-
gnostických systémech. (počet registr̊u vybraných do částečného scanu, počet testo-
vaćıch vektor̊u, pokryt́ı poruch, objem př́ıdavné elektroniky a doba generováńı testu).




Metodika prezentovaná v této práci pracuje s obvody na úrovni RT. Na této úrovni existuj́ı
r̊uzné formálńı modely, jeden z nich byl vyvinut na Ústavu poč́ıtačových systémů, Fakulty
informačńıch technologíı, VUT v Brně [38, 58]. Prezentovaná metodika předpokládá, že
pro přenos diagnostických dat je využita strategie multiplexovaných datových cest (obvod
neobsahuje obousměrné sběrnice). Výše zmı́něný formálńı model bylo nutno pro účely zde
prezentované metodiky dále rozš́ı̌rit.
Zvolený formálńı model obvodu chápeme jako pětici množin, které reprezentuj́ı statickou
strukturu obvodu (viz. definice 5.1.1). Tato základńı definice je pak doplněna o daľśı definice,
které přǐrazuj́ı prvk̊um modely chováńı a daľśı vztahy. Ćılem činnost́ı realizovaných při
tvorbě modelu bylo co nejlépe vystihnout strukturu skutečných obvod̊u spolu s vlastnostmi
d̊uležitými pro vytvořenou metodiku.
5.1 Existuj́ıćı model
Model obvodu zmı́něný v úvodu kapitoly popisuje č́ıslicový obvod na úrovni RT, který může
vzniknout např́ıklad syntézou z vyšš́ı úrovně popisu nebo z popisu chováńı. Model obvodu
je zaměřen na popis obvodu s využit́ım strategie multiplexovaných datových cest. Model
celého obvodu je tvořen uspořádanou pětićı množin a dále umožňuje hierarchický popis.
Je zavedena základńı klasifikace obvodových prvk̊u s ohledem na jejich chováńı a roli v
obvodě a také s ohledem na skutečnosti, které plynou z použit́ı strategie syntézy s využit́ım
multiplexovaných datových cest. Jedna z množin základńı pětice modeluj́ıćı obvod je vlastně
relace. Je to relace spoj̊u mezi branami obvodových prvk̊u.
Nyńı budou uvedeny definice, které jsou dále v práci použity a jsou převzaty z [58].
Definice 5.1.1. Necht’ E je množina obvodových prvk̊u,
P je množina jejich bran (vstup̊u a výstup̊u),
C je množina spoj̊u mezi branami prvk̊u obvodu,
PI je množina primárńıch vstup̊u obvodu a
PO je množina primárńıch výstup̊u obvodu,
pak UUA = (E,P,C, PI, PO) je uspořádaná pětice reflektuj́ıćı model struktury č́ıslicového
obvodu na úrovni RT.

Model obvodu, popsaný v definici 5.1.1, vycháźı z tradičńıho pohledu na strukturu
č́ıslicového obvodu na úrovni RT. Celý testovaný obvod UUA lze také chápat jako část
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nějakého větš́ıho celku, o které je známo jej́ı chováńı vyjádřené v tomto př́ıpadě chováńım
jeho prvk̊u z množiny E propojených prostřednictv́ım svých bran P , PI, PO spoji z množiny
C. Lze na něj tedy nahĺıžet jako na prvek se strukturou (E,P,C) a branami (PI, PO).
Stejně tak každý prvek E obvodu UUA může být pro daľśı analýzu dekomponován na svou
strukturu a na své (při pohledu na strukturu prvku) primárńı brány. Podobně hierarchický
model je též v [49].
Množinu obvodových prvk̊u E lze rozdělit podle následuj́ıćı definice:
Definice 5.1.2. Necht’ R je konečná množina registr̊u,
FU je konečná množina funkčńıch jednotek,
MX je konečná množina multiplexor̊u,
pak E = (R ∪MX ∪ FU) je množina obvodových prvk̊u.

Definice 5.1.2 pokrývá všechny druhy prvk̊u, které se mohou vyskytnout ve struktuře
obvodu na úrovni RT. Jsou to registry, funkčńı jednotky a multiplexory.
Toto rozděleńı je d̊uležité pro účely analýzy testovatelnosti. Množina registr̊uR představuje
všechny prvky s pamět’ovým charakterem, jež jsou nositelem sekvenčńıho chováńı obvodu.
Prvky množiny MX ř́ıd́ı datový tok a prvky množiny FU maj́ı vlastnosti kombinačńıch
śıt́ı.
Věta 5.1.1. Podmnožiny R, FU a MX tvoř́ı rozklad množiny E podle relace ekvivalence
”být prvkem stejného druhu“, jsou tedy navzájem disjunktńı a jejich sjednoceńı dává právě
množinu E.
Důkaz věty je jednoduchý. Relace ”být prvkem stejného druhu“ je relaćı vylučuj́ıćı, aby
jeden prvek byl v́ıce než jednoho druhu, proto je relaćı ekvivalence.
Pro účely strukturńı analýzy je také d̊uležité definovat množinu všech bran (port̊u), jež
představuj́ı body, přes něž bude přenášena informace. Každý prvek má brány, přes něž je
propojen s branami daľśıch prvk̊u nebo s primárńımi vstupy či výstupy.
Definice 5.1.3. Necht’ IN je konečná množina vstupńıch bran obvodových prvk̊u,
OUT je konečná množina výstupńıch bran obvodových prvk̊u,
CI je konečná množina ř́ıdićıch a synchronizačńıch vstup̊u obvodových prvk̊u,
pak P = (IN ∪OUT ∪ CI) je množina bran obvodových prvk̊u.

Př́ıklad 5.1.1. Užit́ı předcházej́ıćıch definic bude nyńı demonstrováno na multiplexoru se
dvěma vstupy a jedńım výstupem (obrázek 5.1):
Pro multiplexor {MX1} ⊆ E, se dvěma datovými vstupy a a b, jedńım výstupem y
a jedńım bitem pro výběr adresy sel pak plat́ı {a, b, y, sel} ⊆ P , {a, b} ⊆ IN , {y} ⊆ OUT
a {sel} ⊆ CI.
Definice 5.1.4. Necht’ existuje funkce: ψ : E → 2P , která přǐrazuje množinu bran obvo-
dovému prvku (E je množina obvodových prvk̊u a P je množina bran viz. definice 5.1.1),
pak muśı platit:
1. ψ(e) = {p|p ∈ P ∧ p je brána prvku e}.








Obrázek 5.1: Dvouvstupový multiplexor
3. Muśı platit: e1 6= e2 ⇔ ψ(e1) ∩ ψ(e2) = ∅

Funkce ψ tvoř́ı vazbu mezi množinou prvk̊u a množinou bran. Tato funkce určuje, která
brána z množiny bran př́ısluš́ı konkrétńımu prvku. Z fyzikálńıho významu funkce ψ plyne
nutnost podmı́nky 2 a podmı́nky 3. Podmı́nka 2 zajǐst’uje, že v obvodě se nevyskytne prvek,
u kterého by nebylo možné identifikovat jeho brány. Podmı́nka 3 ř́ıká, že každý prvek
z množiny P je funkćı ψ vázán k jedinému (obvodovému) prvku e ∈ E.
Př́ıklad 5.1.2. Pro multiplexor z př́ıkladu 5.1.1 a obrázku 5.1 bude platit: ψ(MX1) =
{a, b, y, sel}.
Prvky jsou mezi sebou propojeny pomoćı spoj̊u. Koncept propojeńı je definován takto:
Definice 5.1.5. Necht’ P je množina jejich bran (vstup̊u a výstup̊u),
PI je množina primárńıch vstup̊u obvodu,
PO je množina primárńıch výstup̊u obvodu,
pak C ⊂ (PO ∪ PI ∪ P )× (PO ∪ PI ∪ P ) je množina spoj̊u mezi branami prvk̊u obvodu.

Jde vlastně o binárńı relaci v množině bran P a též mezi primárńımi vstupy a branami
prvk̊u a branami prvk̊u a primárńımi výstupy. Obsahuje uspořádané dvojice bran, mezi
kterými existuje v obvodě spoj (i-cesta délky 0 - viz kapitola 5.2)
C je relace, která je reflexivńı, symetrická a tranzitivńı, tud́ıž je relaćı ekvivalence. [58].
Prvky množiny C modeluj́ı galvanické spoje, které samy o sobě nemohou mı́t orientaci. To,
co jim později dodává orientaci, je směr toku dat branami, které spojuj́ı.
Může nastat situace, kdy jsou mezi sebou navzájem propojeny v́ıce než dva body v ob-
vodě. Pak je logické, že všechny tyto body jsou spolu (vždy po dvojićıch) navzájem v relaci.
Lze též ř́ıci, že v každém okamžiku maj́ı všechny tyto body (a též spoj) stejnou hodnotu.
Množina bod̊u obvodu, které jsou navzájem galvanicky propojeny spojem (jsou v relaci C),
se bude dále nazývat uzel, viz definice 5.1.6.




Obrázek 5.2: Př́ıklad obvodu
Následuj́ıćı dvě definice se týkaj́ı hodnot, kterých mohou brány nabývat a jsou základem
pro definici 5.2.1:
Definice 5.1.7. Necht’ č́ıslo m udává š́ı̌rku datových cest obvodu a {0, 1}m je množina
všech m-bitových binárńıch slov, pak D = {0, 1, ↑, ↓}∪ {0, 1}m je množina hodnot, které se
na bráně mohou vyskytovat. Symboly ↑ a ↓ maj́ı význam nástupné resp. sestupné hrany.

Definice 5.1.8. Necht’ existuje zobrazeńı ν : P → D, pak zápis ν(p) = w znamená, že na
bráně p ∈ P se vyskytuje hodnota w ∈ D.

Na obrázku 5.2 je př́ıklad obvodu, jehož strukturu je možné reprezentovat podle výše
uvedených definic takto:
E = {R1, R2,MX,R3}, R = {R1, R2, R3}, MX = {MX}, FU = {}, PI = {1, 2, 3, 4},
PO = {5}, IN = {6, 9, 12, 13, 16}, OUT = {8, 11, 15, 18}, CI = {7, 10, 14, 17}, C =
{(1, 1), (1, 6), (2, 2), (2, 9), (3, 3), (3, 7), (3, 10), (3, 17), (4, 4), (4, 14), (5, 5), (5, 18), (6, 1),
(6, 6), (7, 3), (7, 7), (7, 10), (7, 17), (8, 8), (8, 12), (9, 2), (9, 9), (10, 3), (10, 7), (10, 10),
(10, 17), (11, 11), (11, 13), (12, 8), (12, 12), (13, 11), (13, 13), (14, 4), (14, 14), (15, 15), (15, 16),
(16, 15), (16, 16), (17, 3), (17, 7), (17, 10), (17, 17), (18, 5), (18, 18)}
5.2 Přenos diagnostických informaćı obvodem s využit́ım transpa-
rentńıch mód̊u prvk̊u
Aplikace testu na obvod spoč́ıvá v přivedeńı množiny testovaćıch vektor̊u na vstupy testo-
vané komponenty, źıskáńı odezev komponenty a jejich vyhodnoceńı. Právě řešeńı problému,
jak přivést testovaćı vektory až do bodu, kde je připojen testovaný prvek (který je často
někde hluboko ve struktuře obvodu, běžně zvněǰsku nedostupný) a vyvedeńı odezvy do
bodu, kam lze připojit analyzátor odezev, vede často k dodatečným zásah̊um do struk-
tury obvodu a jej́ı větš́ı složitosti. Ve struktuře obvodu jsou takové části, které je možné
využ́ıt i v režimu testu obvodu k přenosu diagnostické informace. Podobnými vlastnostmi
se zabýval tým z výzkumných laboratoř́ı firmy Philips v Eindhovenu [48].
Těchto vlastnost́ı využijeme, proto zde uvád́ıme následuj́ıćı definice, jež popisuj́ı transpa-
rentńı vlastnosti prvk̊u a jejich použit́ı. Následuj́ıćı definice jsou převzaty z [58] a jsou
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představeny pouze ty, které budou dále využ́ıvány. Transparentnost́ı se mysĺı taková schop-
nost přenosu dat mezi dvěma body obvodu, kdy data vložená do jednoho bodu jsou
přenesena beze změny do jiného bodu.
Definice 5.2.1. Necht’ je možné za určitých podmı́nek (nastaveńım transparentńıch režimů
prvk̊u po cestě) z bodu p1 do bodu p2, kde p1 ∈ P, p2 ∈ P , v UUA přenést data beze změny,
pak ř́ıkáme, že mezi body p1 a p2 existuje i-cesta.
Množina I = {(p1, p2)|p1 ∈ P ∧ p2 ∈ P ∧ ∀d ∈ {0, 1}m : ν(p1) = d∧ ν(p2) = d} je množinou
všech možných i-cest v analyzovaném obvodě.

Pokud se tyto dva body nacháźı na jediném spoji (jsou součást́ı jednoho uzlu), neńı
většinou s transparentnost́ı problém. Problém je ovšem s i-cestami, jejichž počátečńı a kon-
cový bod nelež́ı ve stejném uzlu. Pak se na i-cestě jistě objev́ı i obvodové prvky (obrázek
5.3). U těch transparentnost neńı z principu zajǐstěna, nebot’ se předpokládá, že obvodové
prvky data určitým zp̊usobem transformuj́ı, prováděj́ı s nimi potřebné operace. U některých
prvk̊u však lze nalézt režim činnosti, kdy je prvek pro data transparentńı, data přivedená
na jeho vstup se objev́ı na jeho výstupu v nezměněné podobě. Tento režim činnosti bude
dále (podle [1] a též podle [41]) nazýván i-režim (i jako identita). V tomto režimu je pak
prvek využ́ıván jen jako transportér dat. Toho lze s výhodou využ́ıt při aplikaci testu na
obvod, kdy by bylo jinak nutno netransparentńı prvek obej́ıt např́ıklad úpravou obvodu.
Obrázek 5.3: Př́ıklad i-cesty při využit́ı vlastnost́ı obvodových prvk̊u
Posledńı využ́ıvanou definićı je definice relace ρ:
Definice 5.2.2. Necht’ je dána relace:
ρ : I ×Π(IN ∪OUT ∪ PI ∪ PO) takto:
(a, b)ρ(a, p1, p2, ..., b), kde ∀i ∈ {1, ..., k} : pi ∈ (IN ∪OUT ),
pak v relaci ρ s i-cestou (specifikovanou počátečńım a koncovým bodem) je vždy posloupnost
(k-tice) bran (včetně vstupńıho a koncového bodu), přes které i-cesta vede.

Symbol Π v definici 5.2.2 znamená n-násobný kartézský součin. Pro zápis relace (a, b)ρ(a, p1, p2, ..., b)
bude dále použ́ıvána notace ρ(a, b) = (a, p1, p2, ..., b) a zápis ρ(a, b) bude znamenat některou
z posloupnost́ı (a, p1, p2, ..., b), která je s i-cestou (a, b) v relaci ρ, i když v př́ıpadě relace ρ
nejde o zobrazeńı. Pro jedinou i-cestu (a, b) totiž může obecně existovat v́ıce posloupnost́ı
(a, p1, p2, ..., b), tedy mezi dvěma body v obvodě může existovat i v́ıce než jedna jediná
varianta posloupnosti bran, přes které i-cesta procháźı.
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Př́ıklad 5.2.1. Pro př́ıklad obvodu na obrázku 5.2 podle definic 5.2.1 a 5.2.2 existuj́ı tyto
množiny (z d̊uvodu velikosti je uvedena pouze jejich část):
I = {(1, 1), (1, 5), (1, 6), (1, 8), (1, 12), (1, 15), (1, 16), (1, 18), (2, 2), (2, 5), (2, 9), (2, 11),
(2, 13), (2, 15), (2, 16), (2, 18), (3, 3), (3, 7), (3, 10), (3, 17), (4, 4), . . . }
ρ = {((1, 1), (1, 1)), ((1, 5), (1, 6, 8, 12, 15, 16, 18, 5)), ((1, 6), (1, 6)), ((1, 8), (1, 6, 8)),
((1, 12), (1, 6, 8, 12)), ((1, 15), (1, 6, 8, 12, 15)), . . . }
5.3 Rozš́ı̌reńı modelu
Pro účely metodiky, která je prezentována v této dizertačńı práci, byl tento model dále
rozš́ı̌ren. Pokud je v datové cestě invertor, za ńımž jsou data invertována, pak to nemuśı
znamenat, že takovou cestu nelze pro přenos diagnostických dat použ́ıt. Při generováńı
testovaćı posloupnosti pro daný prvek je třeba zohlednit, že data vložená na začátek cesty
budou přivedena na testovaný prvek v invertované podobě. Takovou cestu nazveme ii-
cesta (invertuj́ıćı i-cesta). Dále je pak možné složeńım dvou ii-cest vytvořit neinvertuj́ıćı
i-cestu. Tohoto rozš́ı̌reńı využ́ıvá metodika pro identifikaci TB. Daľśı pomocná rozš́ı̌reńı
jsou uvedena v kapitole 6.2 a 6.3.
Pro definováńı množiny ii-cest definice 5.3.3 je nutné zavést negaci bitové hodnoty na
bráně. Negaci hodnoty na bráně zavád́ıme definićı 5.3.2, jež využ́ıvá definice 5.3.1, která
zavád́ı jednobitovou negaci.
Definice 5.3.1. Necht’ x ∈ {0, 1, ↑, ↓}, pak ¬x =

0, x = 1




Definice 5.3.2. Necht’ m je š́ı̌rka datové cesty, posloupnost w = (d1, ...dm) ∈ D je hodnota,
jež se vyskytuje na bráně, pak ¬w = (¬d1, ...,¬dm) je negace hodnoty na bráně.

Definice 5.3.3. Necht’ je možné za určitých podmı́nek (nastaveńı transparentńıch režimů
prvk̊u po cestě a pr̊uchodem přes inventory) z brány p1 do brány p2, kde p1 ∈ P, p2 ∈ P , v
UUA přenést data invertovaně, pak ř́ıkáme, že mezi body p1 a p2 existuje ii-cesta.
Množina I = {(p1, p2)|p1 ∈ P ∧p2 ∈ P ∧∀d ∈ {0, 1}m : ν(p1) = d∧ν(p2) = ¬d} je množinou
všech možných ii-cest v obvodě UUA.

Na obrázku 5.4 existuje i-cesta z uzlu 1 do uzlu 4. Je tedy možné přivést beze změny
testovaćı data ze vstupu 1 k testovanému prvku X. Pokud chceme testovat prvek ADD1
je patrné, že na jeho vstup, který je připojený do uzlu 2, neexistuje žádná transparentńı
cesta (i-cesta) pro přivedeńı testovaćıch dat. Pokud ale při generováńı testu budeme poč́ıtat
s t́ım, že testovaćı vektory budou do uzlu 2 přivedeny ze vstupu invertovaně, můžeme test
vygenerovat. Ř́ıkáme tedy, že mezi uzly 1 a 2 existuje invertuj́ıćı i-cesta, tedy ii-cesta. Daľśı
ii-cesta je na obrázku vidět mezi uzly 6 a 4.
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Metodika prezentovaná v této práci je založena na pojmu TB. Metodika je vystavěna na
formálńım modelu popsaném v předcházej́ıćı kapitole. Pro účely zde prezentované metodiky
je formálńı model v této kapitole dále rozš́ı̌ren. Ćılem metodiky založené na identifikaci TB
v analyzovaném obvodě je zjednodušeńı aplikace testu celého obvodu na problém aplikace
testu menš́ıch komponent, na něž je analyzovaný obvod s využit́ım princip̊u definovaných
v této metodice rozdělen. Pro takto identifikované bloky je pak možné vygenerovat testovaćı
posloupnosti sestávaj́ıćı z menš́ıho počtu testovaćıch vektor̊u než by tomu bylo pro celý ana-
lyzovaný obvod. Daľśım problémem souvisej́ıćım s aplikaćı testu je rozhodnut́ı o tom, jak
budou testovaćı vektory a odezvy na ně přenášeny analyzovaným obvodem. V metodice zde
prezentované je využita technika registr̊u scan. Do registru scan nejsou zařazeny všechny re-
gistry analyzovaného obvodu, proto zde použitou metodu řad́ıme mezi tzv. metody částečný
scan. Jiné metody scan jsou např. v [7, 12, 37, 41, 42].
6.1 Formálńı model TB
V této části bude definován formálńı model, který byl využit pro definováńı princip̊u me-
todiky. Tento model muśı reflektovat diagnostické a strukturálńı vlastnosti analyzovaného
obvodu. Model pak bude využit pro implementaci metodiky.
6.1.1 Vymezeńı obvodových prvk̊u TB
Každý prvek z množiny obvodových prvk̊u E vyskytuj́ıćı se v analyzovaném obvodě se
pod́ıĺı na chováńı celého obvodu jako celku. Totéž plat́ı, pokud rozděĺıme obvod na TB.
Důležitou charakteristikou je také vzájemné propojeńı prvk̊u analyzovaného obvodu, resp.
TB (struktura obvodu).
Plat́ı, že TB je část́ı analyzovaného obvodu. Tato skutečnost je reflektována v následuj́ıćı
definici 6.1.1. Je postavena na faktu, že množina prvk̊u TB je podmnožinou prvk̊u analy-
zovaného obvodu.
Definice 6.1.1. Necht’ E je množina obvodových prvk̊u, pak ETB je množina obvodových
prvk̊u, jež patř́ı do TB, pro niž plat́ı ETB ⊆ E.

Př́ıklad 6.1.1. Pro př́ıpad obvodu na obrázku 6.1 plat́ı:
E = {R1, INV 1, ADD2, ADD3, R2, R4,M1, R3, R5, ADD1}
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Obrázek 6.1: Př́ıklad obvodu
Při vymezeńı TB podle obrázku 6.2 plat́ı:
ETB = {R2, R4,M1, R3, R5}
Obrázek 6.2: Př́ıklad obvodu s vyznačeńım TB
6.1.2 Rozhrańı obvodových prvk̊u v TB
Každý obvodový prvek má jednoznačně definované rozhrańı. Zde prezentovaná metodika
předpokládá, že toto rozhrańı neslouž́ı pouze k realizaci patřičné funkce, ale také k aplikaci
testu prvku. Obecně plat́ı, že pro účely testováńı může být toto rozhrańı vybaveno do-
datečnými vstupy/výstupy, které jsou využ́ıvány pouze v režimu aplikace testu. Metodika
založená na využit́ı pojmu TB se však zaměřuje na analýzu struktury obvodu s ćılem neza-
sahovat do vybaveńı analyzovaného obvodu a využ́ıvat pro účely testováńı rozhrańı vzniklé
v etapě návrhu obvodu. Je tedy zřejmé, že budou využ́ıvány brány prvk̊u, přes něž jsou
realizovány jejich požadované funkce. Brány mohou být vstupńı, výstupńı nebo ř́ıdićı.
V definici 6.1.2 je definována množina všech bran, které patř́ı prvk̊um zařazeným do
TB. Je zřejmé, že pro účely této metodiky je nutné tuto množinu jednoznačně identifikovat,
protože role těchto bran je v metodice zásadńı a nezastupitelná. Množina je definována jako
sjednoceńı množin bran všech prvk̊u z množiny ETB. Je zřejmé, že takto identifikovaná
množina je podmnožinou množiny všech bran obvodu.
Definice 6.1.2. Necht’ ETB je množina obvodových prvk̊u, jež patř́ı do TB, P je množina
bran obvodových prvk̊u a ψ(e) je funkce, která přǐrazuje množinu bran obvodovému prvku
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e, pak PTB =
⋃
e∈ETB
ψ(e) ⊆ P je množina bran obvodových prvk̊u patř́ıćıch do TB.

Př́ıklad 6.1.2. Pro obvod na obrázku 6.1 plat́ı:
P = {R1.ck,R1.d, R1.q, R2.ck,R2.d, R2.q, R3.ck,R3.d, R3.q, R4.ck,R4.d, R4.q, R5.ck,R5.d,
R5.q, INV 1.a, INV 1.q, ADD1.a1, ADD1.a2, ADD1.cl, ADD1.o1, ADD2.a1, ADD2.a2,
ADD2.cl, ADD2.o1, ADD3.a1, ADD3.a2, ADD3.cl, ADD3.o1,M1.a,M1.b,M1.sel,M1.q}
Pro př́ıpad obvodu na obrázku 6.2 s vymezeńım TB plat́ı:
PTB = {R2.ck,R2.d, R2.q, R3.ck,R3.d, R3.q, R4.ck,R4.d, R4.q, R5.ck,R5.d, R5.q,M1.a,
M1.b,M1.sel,M1.q}
6.1.3 Propojeńı TB s primárńımi vstupy/výstupy
Metodika předpokládá, že test konkrétńıho TB bude realizován přes primárńı vstupy a primárńı
výstupy analyzovaného obvodu a přes hraničńı registry TB. Mohou nastat situace, kdy bude
využita pouze jedna ze zmı́něných alternativ, či obě. Předpokládá se, že hraničńı registry
TB budou při aplikaci testu propojeny do posuvného registru scan (viz. definice 6.1.8). Pro
účely metodiky je tedy nutné rozpoznat, které primárńı vstupy a výstupy analyzovaného
obvodu jsou propojeny se vstupy a výstupy jednotlivých TB. Tato informace je obsažena v
množinách POTB a PITB. Role primárńıch vstup̊u resp. primárńıch výstup̊u analyzovaného
obvodu je v této definici chápána takto: přes primárńı vstupy jsou vkládány testovaćı vek-
tory, na primárńıch výstupech je naopak možné sńımat odezvy na tyto testovaćı vektory.
Důležitým principem zde prezentované metodiky je to, že tok diagnostických dat vnitřńı
strukturou TB je realizován paralelně přes i-cesty.
Definice 6.1.3. Necht’ PO je množina primárńıch výstup̊u analyzovaného obvodu, P je
množina bran obvodových prvk̊u a C je množina spoj̊u obvodu, pak POTB = {po|po ∈
PO ∧ (∃p ∈ PTB : ((p, po) ∈ C))} ⊆ PO je podmnožina primárńıch výstup̊u obvodu, jež
jsou př́ımo vyvedeny z TB.

Definice 6.1.3 ř́ıká, že POTB je podmnožina primárńıch výstup̊u obvodu, pro které
plat́ı, že existuje brána obvodového prvku patř́ıćıho do TB, která je s primárńım výstupem
propojena.
Definice 6.1.4. Necht’ PI je množina primárńıch vstup̊u obvodu, P je množina bran
obvodových prvk̊u a C je množina spoj̊u obvodu, pak PITB = {pi|pi ∈ PI ∧ (∃p ∈ PTB :
((p, pi) ∈ C))} ⊆ PI
je podmnožina primárńıch vstup̊u obvodu, jež jsou př́ımo přivedeny do TB.

Definice 6.1.4 ř́ıká, že PITB je podmnožina primárńıch vstup̊u obvodu, pro které plat́ı,
že existuje brána obvodového prvku z TB, která je s primárńım vstupem spojena.
Př́ıklad 6.1.3. Pro př́ıpad obvodu na obrázku 6.3 s vymezeńım TB plat́ı:
PI = {i1, i2, i3, i4}, PO = {o1}
PITB = {i3, i4}, POTB = {o1}
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Obrázek 6.3: Daľśı př́ıklad obvodu s vyznačeńım TB
6.1.4 Sekvenčńı obvodové prvky v TB
V sekvenčńım č́ıslicovém obvodě plńı registry roli pamět’ových obvodových prvk̊u. Exis-
tence pamět’ových prvk̊u v konkrétńı struktuře odlǐsuje sekvenčńı č́ıslicové obvody od kom-
binačńıch. Role registr̊u při aplikaci testu je d̊uležitá, přes ně jsou testovaćı vektory vkládány
na vstupy testovaných prvk̊u. Stejně tak odezvy na testovaćı vektory jsou z výstup̊u tes-
tovaných prvk̊u vkládány do registr̊u, ze kterých jsou sńımány. Pro rozlǐseńı registr̊u od
ostatńıch kombinačńıch prvk̊u v TB je zavedena množina RTB.
Definice 6.1.5. Necht’ ETB je množina obvodových prvk̊u, jež patř́ı do TB a R je množina
registr̊u obvodu, pak RTB = {r|r ∈ R ∧ r ∈ ETB} je množina registr̊u TB.

Definićı 6.1.5 je vymezena množina registr̊u patř́ıćıch do TB. Tato množina je dále
použita v definici hraničńıch registr̊u.
6.1.5 Rozhranńı TB
Daľśımi významnými prvky, které jsou d̊uležité pro proces aplikace testu a muśı být proto
jednoznačně v TB identifikovány, jsou hraničńı registry. Tyto představuj́ı jednu ze dvou1
možnost́ı pro přivedeńı testovaćıch vektor̊u a sńımáńı odezev na testovaćı vektory. Hraničńı
registry tvoř́ı také rozhrańı, přes něž jsou jednotlivé TB propojeny do jednoho celku.
Rozlǐsujeme dva typy hraničńıch registr̊u: výstupńı hraničńı registry a vstupńı hraničńı
registry.
Definice 6.1.6. Necht’ RTB je množina registr̊u TB, C je množina spoj̊u obvodu, P je
množina bran obvodových prvk̊u, ψ(e) je funkce, která přǐrazuje množinu bran obvodovému
prvku e a PTB je množina bran obvodových prvk̊u uvnitř TB, pak BROTB = {r|r ∈
RTB ∧ ∃(p1, p2) ∈ C : (p1 ∈ ψ(r) ∧ p2 ∈ (P\PTB))} je množina výstupńıch hraničńıch
registr̊u TB.

1Druhou možnost́ı je existence př́ımého propojeńı prvku uvnitř TB na PI/PO. (Kapitola 6.1.3)
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BROTB je podle definice 6.1.6 podmnožina registr̊u TB pro něž plat́ı, že existuj́ı spoje,
zařazené do množiny spoj̊u obvodu, které zač́ınaj́ı v bráně těchto registr̊u a konč́ı v bráně
prvku, který nepatř́ı do TB (př́ıklad 6.1.4).
Definice 6.1.7. Necht’ RTB je množina registr̊u TB, C je množina spoj̊u analyzovaného
obvodu, P je množina bran obvodových prvk̊u, ψ(e) je funkce, která přǐrazuje množinu bran
obvodovému prvku e a PTB je množina bran obvodových prvk̊u uvnitř TB, pak BRITB =
{r|r ∈ RTB ∧ ∃(p1, p2) ∈ C : (p1 ∈ (P\PTB))∧ p2 ∈ ψ(r)} je množina vstupńıch hraničńıch
registr̊u TB.

BRITB je podle definice 6.1.7 podmnožina registr̊u TB pro něž plat́ı, že existuj́ı spoje,
zařazené množiny spoj̊u obvodu, které zač́ınaj́ı v bráně prvku, který nepatř́ı do TB a konč́ı
v bráně těchto registr̊u (př́ıklad 6.1.4).
Definice 6.1.8. Necht’ BROTB je množina výstupńıch hraničńıch registr̊u TB a BRITB
je množina vstupńıch hraničńıch registr̊u TB, pak BRTB = BROTB ∪ BRITB je množina
hraničńıch registr̊u TB.

Obrázek 6.4: Př́ıklad obvodu s vyznačeńım hraničńıch registr̊u TB
Př́ıklad 6.1.4. Pro obvod na obrázku 6.4 s vymezeńım TB plat́ı:
RTB = {R1, R2, R3, R4, R5}, BRITB = {R1}, BROTB = {R3, R5}, BRTB = {R1, R3, R5}
6.1.6 Struktura TB
Výsledkem návrhu obvodu, který je následně předmětem naš́ı analýzy, jej́ımž ćılem je jeho
rozděleńı na TB, je kromě jiného jeho přesně definovaná struktura. Pro účely této analýzy
je nutné toto propojeńı rozpoznat a patřičně je reprezentovat ve formálńım modelu. Pro
tuto reprezentaci byla zvolena reprezentace formou množiny uspořádaných dvojic - tuto
množinu označujeme termı́nem množina spoj̊u. Přes spoje jsou vedeny jak testovaćı tak
provozńı data a mohou být jednobitové nebo v́ıcebitové.
Definice 6.1.9. Necht’ C je množina spoj̊u obvodu, PTB je množina bran obvodových prvk̊u
uvnitř TB, POTB je podmnožina primárńıch výstup̊u obvodu, jež jsou připojeny do TB,
P je množina všech bran obvodových prvk̊u analyzovaného obvodu, ψ(e) je funkce, která
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přǐrazuje množinu bran obvodovému prvku e, BROTB je množina výstupńıch hraničńıch
registr̊u TB a BRITB je množina vstupńıch hraničńıch registr̊u TB, pak CTB = C∩[(PTB×
(POTB ∪ PTB)) ∪ ((POTB ∪ PTB)× PTB) ∪ ((
⋃
e∈BROTB




je množina spoj̊u TB.

Definice 6.1.9 ř́ıká, že množina spoj̊u TB je podmnožinou množiny spoj̊u celého obvodu
a zároveň do této množiny patř́ı pouze spoje uvnitř TB, spoje z PI do TB, spoje z TB do
PO a spoje z/do hraničńıch registr̊u TB.
Obrázek 6.5: Př́ıklad obvodu s vyznačeńım spoj̊u TB
Př́ıklad 6.1.5. Pro obvod na obrázku 6.5 s vymezeńım TB plat́ı:
CTB = {(i1, R1.d), (R1.d, INV 1.a), . . .} (červené spoje)
6.1.7 Formálńı model TB
Konečná formálńı reprezentace TB je tedy shrnuta do následuj́ıćı definice 6.1.10.
Definice 6.1.10. Necht’ ETB je množina obvodových prvk̊u, jež patř́ı do TB, PTB je
množina bran obvodových prvk̊u uvnitř TB, POTB je podmnožina primárńıch výstup̊u ob-
vodu, jež jsou připojeny do TB, CTB je množina spoj̊u TB, PITB je podmnožina primárńıch
vstup̊u obvodu, jež jsou připojeny do TB a necht’ plat́ı ∀e ∈ ETB, ∀p ∈ ψ(e), ∃(p1, p2) ∈ I :
(((p1 ∈ PITB) ∨ (p1 ∈ BRTB)) ∧ p2 = p) ∨ (p1 = p ∧ (p2 ∈ POTB) ∨ (p2 ∈ BRTB)), pak
TB = (ETB, PTB, CTB, P ITB, POTB) představuje formálńı model TB.

Reprezentace vytvořená podle definice 6.1.10 reprezentuje formálńı model TB. Část de-
finice [∀e ∈ ETB, ∀p ∈ ψ(e), ∃(p1, p2) ∈ I : (((p1 ∈ PITB) ∨ (p1 ∈ BRTB)) ∧ p2 = p) ∨ (p1 =
p ∧ (p2 ∈ POTB) ∨ (p2 ∈ BRTB))] ř́ıká, že všechny obvodové prvky, z nichž je TB složen,
muśı být př́ıstupné přes i-cesty. Všechny i-cesty určené pro přenos testovaćıch vektor̊u, muśı
zač́ınat ve vstupńım hraničńım registru TB nebo na primárńım vstupu analyzovaného ob-
vodu, zat́ımco i-cesta, přes niž jsou přenášeny odezvy, muśı končit ve výstupńım hraničńım
registru TB nebo na primárńım výstupu analyzovaného obvodu.
Tyto skutečnosti je možné vyjádřit také těmito dvěma konstatováńımi:
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1. vstupńı brány vnitřńıch prvk̊u TB muśı být řiditelné z hraničńıch registr̊u TB nebo
primárńıch vstup̊u analyzovaného obvodu,
2. výstupńı brány vnitřńıch prvk̊u TB muśı být pozorovatelné v hraničńıch registrech
TB nebo na primárńıch výstupech analyzovaného obvodu.
6.1.8 Nutné podmı́nky pro existenci TB
Dále muśı být splněny následuj́ıćı tvrzeńı, jež představuj́ı ned́ılnou součást definice TB:
Tvrzeńı 6.1.1. Žádné dva TB se nesmı́ překrývat:
Pro každé dva r̊uzné testovatelné bloky TBx a TBy muśı platit:
∀e ∈ (ETBx\BRTBx) : e /∈ ETBy
Překrýváńı množin PTB a CTB pak neńı možné d́ıky platnosti předchoźıch definic.
Tvrzeńı 6.1.2. Pouze hraničńı registry mohou být zapojeny do řetězce scan:
∀r ∈ (RTB\BRTB) : r /∈ SCAN
Tvrzeńı 6.1.1 ř́ıká, že všechny obvodové prvky testovatelného bloku TBx, mimo hraničńıch
registr̊uBRTBx , nesmı́ být součást́ı jiného testovatelného bloku TBy. Jinak řečeno, množiny,
které reprezentuj́ı strukturu TB, muśı být disjunktńı.
Tvrzeńı 6.1.2 ř́ıká, že žádný registr, který patř́ı do množiny registr̊u TB a nepatř́ı do
množiny hraničńıch registr̊u TB, nebude zařazen do množiny registr̊u scan. Je to d̊usledek
již zmı́něného principu - diagnostická data jsou strukturou TB přenášena paralelně,
d́ıky čemuž neńı nutné jejich vnitřńı registry vkládat do registru scan.
6.2 Metodika identifikace TB
Metodika, jej́ımž ćılem je rozděleńı analyzovaného obvodu na TB, je implementována na
výše definované reprezentaci. Na této reprezentaci jsou identifikovány všechny prvky a
spoje, př́ıp. daľśı vlastnosti analyzovaného obvodu. Vytvořené algoritmy nepracuj́ı tud́ıž
s reprezentaćı např. na úrovni jazyka VHDL, ale s formálńı reprezentaćı definovanou v této
práci. Základńı princip spoč́ıvá v rozděleńı analyzovaného obvodu na jistý počet TB, které
jsou navzájem odděleny registry2. Počet TB může ovlivnit např. počet testovaćıch vektor̊u
a dobu trváńı aplikace testu celého obvodu. Jednotlivé TB jsou pak plně testovatelné přes
tyto registry a primárńı vstupy a výstupy analyzovaného obvodu.
Jádrem této části je popis metodiky pro rozděleńı obvodu na TB na základě iden-
tifikováńı některých registr̊u jako hraničńıch. Daľśı část́ı metodiky pak jsou: postup pro
určeńı počtu synchronizačńıch puls̊u nutných k pr̊uchodu testovaćıch dat přes TB a detekce
smyček. Všechny zmı́něné techniky jsou implementovány na formálńım modelu definovaném
v této práci. Součást́ı implementace je pak optimalizačńı algoritmus hledaj́ıćı nejvhodněǰśı




6.2.1 Metodika pro rozděleńı obvodu na TB
V této části bude popsán postup rozděleńı analyzovaného obvodu na TB. S konkrétńım
rozděleńım velmi úzce souviśı identifikace registr̊u, které budou při aplikaci testu plnit
funkci registr̊u hraničńıch. Vstupem tohoto algoritmu bude formálńı model obvodu vy-
tvořený podle zde definovaných definic a princip̊u. Vývojový diagram algoritmu bude uve-
den a popsán v kapitole 6.3 o implementaci, nebot’ s ńı bezprostředně souviśı.
Vstupem formálńıho algoritmu je formálńı model analyzovaného obvodu podle definice
v kapitole 5 a konečný bitový vektor (viz. definice 6.2.1) v, jež má délku stejnou, jako
je počet registr̊u. Jednotlivé bity vektoru pak určuj́ı, zda je registr hraničńı (ve vektoru
označen 1) nebo neńı hraničńı (ve vektoru označen 0).
Definice 6.2.1. Necht’ existuje kladné přirozené č́ıslo n a necht’ existuje funkce, jej́ımž
definičńım oborem D jsou přirozená č́ısla 1 až n (D = {1, 2, 3, 4, ...n}) a oborem hodnot je
dvojice č́ıslic 0 a 1 (H = {0, 1}). Pak se tato funkce nazývá konečný bitový vektor4 a č́ıslo
n se nazývá délka vektoru.

Značeńı: Je zvykem prvky z definičńıho oboru vektoru označovat n (př́ıpadně k, l, i, ...)
a funkčńı hodnoty vektoru označovat an (př́ıpadně bn, ak, ...) a nazývat je členy vektoru.
Funkčńı hodnoty vektoru (členy vektoru) v je také možné označovat v[n], v[n] = an. My se
budeme držet tohoto posledńıho zmı́něného značeńı.
Výstupem formálńıho algoritmu je dvojice množin E TB a R TB, které určuj́ı zařazeńı
jednotlivých obvodových prvk̊u do TB.
Věta 6.2.1. Množina uspořádaných dvojic, která každému obvodovému prvku mimo re-
gistr̊u přǐrazuje právě jedno celé kladné č́ıslo, nebo jedno č́ıslo z množiny {-1, 0} bude
označena:
E TB = {(e, t) : e ∈ (E/R), t ∈ (N ∪ {−1, 0})}.
Význam hodnot t je pak následuj́ıćı:
Je-li t > 0, pak t označuje TB, do kterého patř́ı.
Je-li t = 0, pak prvek nepatř́ı do žádného TB.
Je-li t = −1, pak je prvek připojen př́ımo na primárńı vstup nebo primárńı výstup.
Věta 6.2.2. Množina uspořádaných dvojic, která každému registru přǐrazuje právě jednu
dvojici přirozených č́ısel rozš́ı̌rených o 0 a −1 bude označena:
R TB = {(r, (ti, to)) : r ∈ R, ti ∈ (N ∪ {−1, 0}), to ∈ (N ∪ {−1, 0})}.
Význam hodnot ti a to je pak následuj́ıćı:
Je-li ti > 0, pak to označuje TB, do kterého patř́ı vstup registru.
Je-li ti = 0, pak vstup registru nepatř́ı do žádného TB.
Je-li ti = −1, pak je vstup registru připojen př́ımo na primárńı vstup.
Je-li to > 0, pak to označuje TB, do kterého patř́ı výstup registru.
Je-li to = 0, pak výstup registru nepatř́ı do žádného TB.
Je-li to = −1, pak je výstup registru připojen př́ımo na primárńı výstup.
Užit́ı předcházej́ıćıch množin bude nyńı demonstrováno na obvodu z obrázku 6.6.
Př́ıklad 6.2.1. Obrázek 6.6 ukazuje př́ıklad pro chromozom: 10111
R TB={[R1,(-1,1)], [R2,(1,1)], [R3,(-1,1)], [R4,(1,2)], [R5,(-1,2)]}, E TB={(MX1,1), (ADD1,1)}
4př́ıpadně konečná bitová posloupnost
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Obrázek 6.6: Př́ıklad rozděleńı na TB
V následuj́ıćım algoritmu je uveden formálńı postup určeńı R TB, E TB z bitového
vektoru v:
Algoritmus 6.2.1.
1. E TB = {(e, 0)|e ∈ (E/R)}
2. R TB = {(r, (0, 0))|r ∈ R}
3. BR = {r|v[r] = 1}
4. Tbnum = 1
5. ∀r ∈ BR :
(a) (∀p ∈ ψ(r) : (
i. (p ∈ IN) ∨ (∃x : ((r, (0, x)) ∈ R TB)) ∨ (∃(p, b) ∈ C : b ∈ PI) : E TB =
E TB/{(r, (0, x))} ∪ {(r, (−1, x))}
ii. (p ∈ OUT ) ∨ (∃x : ((r, (x, 0)) ∈ R TB)) ∨ (∃(b, p) ∈ C : b ∈ PO) : E TB =
E TB/{(r, (x, 0))} ∪ {(r, (x,−1))}
iii. (p ∈ IN) ∨ (∃x : ((r, (0, x)) ∈ R TB)) ∨ ¬(∃(p, b) ∈ C : b ∈ PI) : (
• (∀x : (x, p) ∈ I) :




ψ(ri) ∨ (∃e : aj ∈ ψ(e)) ∨ (e, 0) ∈ E TB : E TB =




ψ(ri) ∨ ri /∈ BR ∨ (ri(0, 0)) ∈ R TB ∨ (∃e : aj ∈ ψ(e)) :




ψ(ri) ∨ ri ∈ BR ∨ ∃y : (ri, (y, 0)) ∈ R TB ∨ (∃e : aj ∈
ψ(e)) : R TB = R TB/(ri, (y, 0)) ∪ (ri, (y, T bnum))
)
iv. (p ∈ OUT ) ∨ (∃x : ((r, (x, 0)) ∈ R TB)) ∨ ¬(∃(b, p) ∈ C : b ∈ PI) : (
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• (∀x : (p, x) ∈ I) :




ψ(ro) ∨ (∃e : aj ∈ ψ(e)) ∨ (e, 0) ∈ E TB : E TB =




ψ(ro)∨ro /∈ BR∨(ro, (0, 0)) ∈ R TB∨(∃e : aj ∈ ψ(e)) :




ψ(ro) ∨ ro ∈ BR ∨ ∃y : (ro, (0, y)) ∈ R TB ∨ (∃e : aj ∈
ψ(e)) : R TB = R TB/(ro, (0, y)) ∪ (ri, (Tbnum, y))
)
)
Vstupem algorimu 6.2.1 je bitový vektor v a formálńı model obvodu. Výstupem jsou
množiny R TB a E TB. Uvedený algoritmus lze slovně vyjádřit takto (č́ıslováńı odpov́ıdá
algoritmu):
1. Množina E TB je naplněna prvky určuj́ıćımi, že všem obvodovým prvk̊um je přǐrazena
hodnota t = 0. To znač́ı, že dosud nebylo rozhodnuto o přǐrazeńı obvodového prvku
do některého TB.
2. Množina R TB je naplněna prvky určuj́ıćımi, že všem registr̊um je přǐrazena dvojice
hodnot ti = to = 0. To znač́ı, že dosud nebylo rozhodnuto o přǐrazeńı vstupu a výstupu
registru do některého TB.
3. Je vytvořena množina hraničńıch registr̊u BR podle vektoru v tak, že jsou do množiny
BR vloženy všechny registry, u nichž odpov́ıdaj́ıćı člen vektoru v je roven 1.
4. Poč́ıtadlo je uvedeno do výchoźı hodnoty 1.
5. Dále se provád́ı pro všechny hraničńı registry r následuj́ıćı postup:
(a) pro všechny brány5 p každého hraničńıho registru r se dále zkoumá:
i. Je-li brána p vstupńı, vstup registru r, jemuž brána patř́ı, neńı zařazen do
žádného TB a tato brána je propojena na primárńı vstup. Vstup registru r
je označen ”-1“ (což znamená: připojen př́ımo na PI).
ii. Je-li brána p výstupńı, výstup registru r, jemuž brána patř́ı, neńı zařazen do
žádného TB a tato brána je propojena na primárńı výstup. Výstup registru
r je označen ”-1“ (což znamená: připojen př́ımo na PO).
iii. Je-li brána p vstupńı, vstup registru r, jemuž brána patř́ı, neńı zařazen do
žádného TB a tato brána neńı propojena na primárńı vstup. Pokračuje se
následuj́ıćım postupem:
• U všech i-cest vedoućıch do zkoumané brány p, jejichž výchoźı bod je
označen x, se procháźı všechny brány na i-cestě a pro každou bránu se
zjǐst’uje toto:
5množina bran je dána funkćı ψ(r), kde r je aktuálně zpracovávaný registr a ψ(r) představuje množinu
jeho bran
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A. Nepatř́ı-li brána registru, ale nějakému prvku e, který neńı přǐrazen
do žádného TB, je prvku e přǐrazeno6 č́ıslo TB.
B. Patř́ı-li brána registru, který neńı hraničńı a kterému neńı přǐrazeno
č́ıslo TB, je vstupu i výstupu tohoto registru přǐrazeno7 stejné č́ıslo
TB.
C. Patř́ı-li brána registru, který je hraničńı a kterému neńı přǐrazeno č́ıslo
TB, je výstupu tohoto registru přǐrazeno8 č́ıslo TB a pokračuje se daľśı
i-cestou.
iv. Je-li brána p výstupńı, výstup registru r, jemuž brána patř́ı, neńı zařazen
do žádného TB a tato brána neńı propojena na primárńı výstup. Pokračuje
se následuj́ıćım postupem:
• U všech i-cest vedoućıch ze zkoumané brány p, jejichž koncový bod je
označen x, se procháźı všechny brány na i-cestě a pro každou bránu se
zjǐst’uje toto:
A. Nepatř́ı-li brána registru, ale nějakému prvku e, který neńı přǐrazen
do žádného TB, je prvku e přǐrazeno č́ıslo TB.
B. Patř́ı-li brána registru, který neńı hraničńı a kterému neńı přǐrazeno
č́ıslo TB, je vstupu i výstupu tohoto registru přǐrazeno č́ıslo TB.
C. Patř́ı-li brána registru, který je hraničńı a kterému neńı přǐrazeno č́ıslo
TB, je vstupu tohoto registru přǐrazeno č́ıslo TB a pokračuje se daľśı
i-cestou.
6.2.2 Počet puls̊u potřebných pro pr̊uchod dat i-cestou
Jedńım z kritéríı, jež se použ́ıvaj́ı při výpočtu kvality rozděleńı obvodu na TB, je stejný
počet synchronizačńıch pulz̊u jednotlivých TB potřebných k jejich otestováńı. Pro tyto
účely je v definici 6.2.2 definován počet pulz̊u potřebných k pr̊uchodu diagnostických dat
přes testovatelný blok (sTB).
Definice 6.2.2. Necht’ je dána funkce σ : E → N, která každému prvku z množiny prvk̊u E
přǐrazuje celé nezáporné č́ıslo určuj́ıćı počet synchronizačńıch puls̊u potřebných pro pr̊uchod
dat přes tento prvek. Prvk̊um, které nejsou synchronizovány (jsou prvky podmnožin MX
a FU) je přǐrazena 0. Dále necht’ existuje posloupnost (cesta ze vstupu TB na výstup TB)
v TB: (a, x1, x2, x3, . . . , xn, b), pro niž plat́ı:
• ∀i ∈ {1..n} : xi ∈ PTB ∧ ((xi ∈ OUTTB ∧ (i je liché)) ∨ ((xi ∈ INTB ∧ (i je sudé))
• a ∈ PITB ∨ (a ∈ OUTTB ∧ ψ−1(a ∈ BRTB))
• b ∈ POTB ∨ (b ∈ OUTTB ∧ ψ−1(a ∈ BRTB))




σ(ψ−1(xi)). Maximálńı hodnota s je pak rovna sTB.

6zápisem do množiny E TB
7zápisem do množiny R TB
8zápisem do množiny R TB
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6.2.3 Vliv smyček v obvodu rozděleného na TB
Při testováńı metodiky se ukázalo, že některé obvody jsou rozdělovány velmi nerovnoměrně9.
Touto skutečnost́ı bylo nutno se zabývat. Bylo zjǐstěno, že se v obvodech vyskytuj́ı r̊uzné
typy propojeńı obvodových prvk̊u, které znemožňuj́ı použit́ı metody TB. Hlavńım problémem
jsou r̊uzné typy smyček. Tyto části obvodu p̊usob́ı problémy při použit́ı navržené metodiky,
proto je nutné je detekovat. K tomuto účelu byla vyvinuta metodika, jež je schopna tyto kon-
strukce odhalit a vložit do obvodu podp̊urný testovaćı prvek. V této kapitole bude popsána
metoda, pomoćı niž jsou smyčky detekovány a je realizováno základńı rozděleńı smyček na
př́ımé a nepř́ımé. Dále bude naznačen zp̊usob přerušeńı smyček vložeńım testovaćıho prvku.
Výsledky této úpravy jsou pak diskutovány v kapitole 7.
V tabulce 6.1 je uveden př́ıklad nerovnoměrného rozděleńı obvodu. TB1 je neúměrně
rozsáhlý. Je to zp̊usobeno t́ım, že mnoho registr̊u nelze použ́ıt jako hraničńı. Tento rys je
demonstrován na obrázku 6.7, kde jsou elipsou označeny dva registry a tučnou čarou spoje,
jež vytvář́ı př́ımou smyčku. Př́ımou smyčkou je tedy nazývána datová cesta, jež konč́ı
a zač́ıná ve stejném obvodovém prvku. U levého registru jsou dvě smyčky. Daľśı část obvodu
se smyčkami je na obrázku 6.8 a část řadiče ISA sběrnice je na obrázku 6.9. Tato skutečnost
znemožňuje použit́ı označených registr̊u jako hraničńıch.
Označeńı Hraničńıch reg. Vnitřńıch reg. Funkčńıch jedn. Uzl̊u Test. vektor̊u
TB1 28 86 222 241 139
TB2 3 3 8 7 22
TB3 3 3 8 7 22
TB4 3 3 8 7 22
TB5 5 1 6 3 9
TB6 5 1 6 3 9
Tabulka 6.1: Př́ıklad rozděleńı obvodu FIFO2 na TB
Daľśı obvodovou strukturou, která komplikuje aplikaci testu, je existence nepř́ımých
smyček. Takto je označena smyčka, jež se uzav́ırá i mezi dvěma vstupy nebo výstupy jed-
noho prvku (obrázek 6.10). Smyčka prob́ıhá registrem 2, pokračuje na vstup a multiplexoru
a vraćı se ze vstupu b na vstup registru d. Protože toto zapojeńı odporuje definici 6.1.9,
neńı možné registr použ́ıt jako hraničńı. Reálný př́ıklad nepř́ımé smyčky vid́ıme na obrázku
6.11.
Řešeńım problému by mohlo být přerušeńı smyček ”diagnostickými registry“ (DR).
DR je speciálńı prvek, jež je transparentńı ve funkčńım režimu, v režimu test je zařazen do
řetězce scan. V odborné literatuře bývá tento problém označován jako ”eliminace zpětnovazebńıch
smyček zařazeńım registru scan“. Kvalita řešeńı tohoto problému se odv́ıj́ı od rozhodnut́ı,
kam v obvodové struktuře DR umı́st́ıme. Byly ověřeny tyto dvě možnosti: a/ náhodné
umı́stěńı DR, b/ umı́stěńı tak, aby bylo přerušeno co nejv́ıce smyček. Druhá alternativa
vyžaduje detailńı analýzu obvodu, což může být časově náročné.
Smyčky jsou vyhledávány ve dvou fáźıch. V prvńı fázi jsou vyhledávány nepřerušitelné
smyčky (což jsou smyčky, které neobsahuj́ı registr, kterým by se dala smyčka přerušit).
Zkoumaj́ı se datové cesty v obvodu, jež konč́ı i zač́ınaj́ı v témže registru, obsahuj́ı-li daľśı
registr. Pokud neobsahuj́ı takový registr, je cesta uložena k pozděǰśımu doplněńı DR. Vy-
hledáváńı nepř́ımých smyček je mnohem složitěǰśı. Je třeba procházet obvod s ohledem na
možnost uzavřeńı smyčky mezi jednotlivými vstupy nebo výstupy téhož prvku. Je třeba
9Některý TB byl neúměrně velký proti ostatńım. Nebo byly některé bloky př́ılǐs malé.
44
Obrázek 6.7: Př́ıklad obvodu s vyznačeńım registr̊u a smyček
45
Obrázek 6.8: Př́ıklad obvodu s vyznačeńım smyček
Obrázek 6.9: Př́ıklad obvodu řadiče sběrnice ISA s vyznačeńım registr̊u a smyček
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Obrázek 6.10: TB1 neńı TB. Nesplňuje podmı́nku odděleńı registry.
Obrázek 6.11: Př́ıklad reálného obvodu s vyznačeńım nepř́ımé smyčky a registru
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rozvětvovat cestu na každém procházeném prvku a pokud je nalezena smyčka, je nutné
zjistit, zda se v ńı vyskytuje registr. Nakonec jsou označené smyčky přerušeny registrem
DR, který se vlož́ı do smyčky. Je nutné aktualizovat všechny množiny modelu. Výsledný
model (s DR) se rozděĺı na TB. Po rozděleńı obvodu je nutné odstranit DR, jež nebudou
využity jako hraničńı, což se provád́ı automaticky v modulu pro rozděleńı na TB.
Obrázek 6.12: Př́ıklad umı́stěńı ”diagnostického registru“
Podrobněǰśı funkčńı popis je uveden v kapitole 6.3.3 Implementace.
6.3 Implementace
6.3.1 Volba algoritmu
Protože velikost prohledávaného prostoru exponenciálně roste v závislosti na počtu registr̊u
v obvodu, byl pro řešeńı problému zvolen genetický algoritmus a simulované ž́ıháńı.
Genetické algoritmy nálež́ı do kategorie alternativńıch metod, kam patř́ı např. metoda
Monte Carlo, fuzzy logika, neuronové śıtě, metoda simulovaného ž́ıháńı apod. Důvodem
vzniku a rozš́ı̌reńı těchto metod byla stále nar̊ustaj́ıćı složitost řešených úloh. V praktických
problémech se objevila nelinearita, náhodnost, velké množstv́ı vzájemných vztah̊u a začaly
chybět metody, které by dokázaly tyto problémy vyřešit. Klasické matematické metody,
jako jsou např. lineárńı programováńı, statistika nebo regresńı a korelačńı analýza, jsou
omezené r̊uznými požadavky, jako linearita, počet vzájemných vztah̊u, rozsah hodnot apod.
Nav́ıc existuj́ı problémy, kde v̊ubec neńı možné tyto metody použ́ıt, protože je nelze popsat
tradičńımi zp̊usoby. Existence zpětných vazeb, skokové závislosti, náhodné rozhodováńı, to
vše jsou aspekty, které naplňuj́ı praktické problémy stále v́ıce, a které zp̊usobuj́ı selháńı
klasických metod.
Jelikož v C zabudovaný kongruentńı generátor náhodných hodnot rand() je pro gene-
rováńı reálných č́ısel nepoužitelný, byl použit generátor náhodných č́ısel ”Mersenne Twis-
ter“ publikovaný v [60] , který je cca 4x rychleǰśı a poskytuje kvalitněǰśı posloupnost.
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6.3.2 Fitness funkce
Důležitou součást́ı genetického algoritmu a simulovaného ž́ıháńı je ohodnoceńı každého
jedince. Tento problém je řešen s využit́ım fitness funkce. Jej́ım úkolem je rozdělit obvod
podle daného chromozomu a určit kvalitu rozděleńı na TB. Princip rozděleńı analyzovaného
obvodu na TB využ́ıvaj́ıćı fitness funkce má tuto podobu:
Jsou identifikovány množiny R TB a E TB z binárńıho vektoru (chromozomu).
Jednička na dané pozici ve vektoru určuje, že bude registr brán jako hraničńı.
Postup výpočtu je následuj́ıćı:
V množinách R TB a E TB se pro všechny prvky polož́ı t = 0, což určuje, že dosud nebylo
rozhodnuto o přǐrazeńı k některému TB. Dále se pro všechny registry provád́ı následuj́ıćı
postup:
Pokud nemá být registr hraničńım (ve vektoru označen 0), pokračuje se daľśım registrem.
Pokud ano, začne se procházet množina ψ(r), kde r je aktuálně zkoumaný registr a ψ(r)
představuje množinu jeho bran. Výpočet se dále větv́ı podle toho, zda je brána vstupńı či
výstupńı.
Je-li brána vstupńı:
Zjist́ı se, zda je již přǐrazena vstupńı část10 registru k nějakému TB. Pokud ano, pokračuje
se daľśı branou. Pokud ne, zjǐst’uje se dále, zda je brána připojena na primárńı vstup (PI).
Pokud ano, je označen speciálńı značkou a pokračuje se daľśı branou. Pokud neńı připojen
na PI, začne se procházet množina i-cest ρ, u kterých je analyzovaná brána koncem i-cesty.
I-cesta se procháźı od konce (od analyzované brány) a pro každou bránu na této i-cestě se
provád́ı tato analýza:
1. Nepatř́ı-li brána registru zjǐst’ujeme, zda už nemá přǐrazeno č́ıslo TB, do kterého patř́ı.
Pokud nemá, přǐrad́ı se mu nové č́ıslo právě vytvářeného TB. Pokud již má č́ıslo TB,
dosavadńı tvorba rozděleńı na TB se zastav́ı, zruš́ı se nové značeńı a zač́ıná znovu
s č́ıslem, jež měl obvodový prvek.
2. Patř́ı-li brána registru, dále rozlǐsujeme, zda je tento registr označen jako hraničńı
nebo ne.
(a) Neńı-li označen jako hraničńı, je s ńım postupováno stejně jako v bodu 1. S t́ım,
že se zkoumá vstup i výstup.
(b) Je-li označen jako hraničńı, zkoumá se pouze výstup.
i. Patř́ı-li k nějakému jinému TB, dosavadńı přǐrazováńı prvk̊u do nově vzni-
kaj́ıćıho TB se zastav́ı, značeńı se zruš́ı a zač́ıná se znovu s č́ıslem, jež měla
výstupńı část registru.
ii. Nepatř́ı-li k nějakému TB, přǐrad́ı se mu č́ıslo právě vytvářeného TB a pr̊uchod
i-cesty se ukonč́ı (pokračuje se daľśı i-cestou).
Je-li brána výstupńı:
Zjist́ı se, zda je již přǐrazena výstupńı část registru k nějakému TB. Pokud ano, pokračuje
se daľśı branou. Pokud ne, zjǐst’uje se dále, zda je brána připojena na primárńı výstup (PO).
10jak již bylo zmı́něno dř́ıve, vstup registru může patřit do jiného TB než výstup v př́ıpadě hraničńıho
registru, proto se vstupńı a výstupńı část každého registru analyzuj́ı odděleně
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Pokud ano, je označen speciálńı značkou a pokračuje se daľśı bránou. Pokud neńı připojen
na PO, začne se procházet množina i-cest ρ, kde analyzovaná brána je začátkem i-cesty.
I-cesta se procháźı od začátku (od analyzované brány) a pro každou bránu na této i-cestě
se provád́ı tato analýza:
1. Nepatř́ı-li brána registru, zjǐst’ujeme, zda už nemá přǐrazeno č́ıslo TB, do kterého
patř́ı. Pokud nemá, přǐrad́ı se mu nové č́ıslo právě vytvářeného TB. Pokud již má
č́ıslo jiného TB, dosavadńı tvorba nového TB se zastav́ı, zruš́ı se značeńı a zač́ıná se
znovu s č́ıslem, jež měl obvodový prvek.
2. Patř́ı-li brána registru, dále rozlǐsujeme, zda je tento registr označen jako hraničńı
nebo ne.
(a) Neńı-li označen jako hraničńı, je s ńım postupováno stejně jako v bodu 1. S t́ım,
že se zkoumá vstup i výstup.
(b) Je-li označen jako hraničńı, zkoumá se pouze vstup.
i. Patř́ı-li k nějakému TB, dosavadńı tvorba TB se zastav́ı, zruš́ı a zač́ıná znovu
s č́ıslem, jež měla vstupńı část registru.
ii. Nepatř́ı-li k nějakému TB, přǐrad́ı se mu č́ıslo právě vytvářeného TB a pr̊uchod
i-cesty se ukonč́ı (pokračuje se daľśı i-cestou).
Výpočet hodnoty fitness funkce:
Hodnota fitness funkce je složena z těchto část́ı:
1. část : určuje, kolik procent registr̊u je součást́ı nebo hraničńım registrem některého TB.
2. část : stanovuje, kolik procent obvodových prvk̊u a vnitřńıch registr̊u je součást́ı některého
TB. Hodnota menš́ı jak 100 procent indikuje, že některé prvky z̊ustaly mimo TB a nelze je
do žádného TB zařadit.
3. část : udává, kolik procent registr̊u neńı zařazeno do řetězce scan.
4. část : určuje, kolik procent TB obsahuje alespoň jeden vnitřńı prvek.
5. část : zohledňuje středńı odchylku synchronizačńı vzdálenosti11 jednotlivých TB.
6. část : je středńı odchylka velikosti TB. Hodnota je největš́ı když je velikost jednotlivých
TB stejná.
Výsledná fitness funkce je pak rovna váženému součtu jednotlivých část́ı.
6.3.3 Implementace metody pro detekci smyček
V kapitole 6.2.3 byla zavedena metoda, jež umožňuje detekci a přerušováńı př́ımých a nepř́ımých
smyček. Nyńı bude popsána jej́ı implementace.
Detekce odstraňováńı smyček je realizována na formálńım modelu. V prvńı části pro-
gramu jsou vyhledávány př́ımé smyčky. Procházej́ı se všechny registry v obvodu a pro
každou bránu jednotlivých registr̊u se v množině ρ hledá i-cesta, jež v dané bráně zač́ıná
a konč́ı ve stejném obvodovém prvku. Tato i-cesta se poté procháźı, aby se zjistilo, zda
obsahuje registr, j́ımž by tato smyčka mohla být přerušena. Pokud takový registr i-cesta
neobsahuje, je tato i-cesta uložena pro pozděǰśı doplněńı DR12.
Daľśı část́ı je vyhledáńı nepř́ımých smyček. Z každého registru se zkoumaj́ı i-cesty, které
v tomto registru zač́ınaj́ı a zároveň nekonč́ı ve stejné bráně, ze které vycházej́ı a nejsou
11synchronizačńı vzdálenost je počet hodinových pulz̊u nutných k pr̊uchodu testovaćıch vektor̊u TB
12Pojem Diagnostický Registr byl zaveden v kapitole 6.2.3.
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Obrázek 6.13: Vývojový diagram výpočtu R TB, E TB z bitového vektoru v
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Obrázek 6.14: Vývojový diagram výpočtu R TB, E TB z bitového vektoru v pokračováńı
52
Obrázek 6.15: Vývojový diagram výpočtu R TB, E TB z bitového vektoru v pokračováńı
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Obrázek 6.16: Vývojový diagram výpočtu R TB, E TB z bitového vektoru v pokračováńı
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Obrázek 6.17: Poddiagram 2
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to smyčky, které spojuj́ı př́ımo výstup se vstupem. I-cesta se procháźı a pokud v ńı neńı
registr, zkoumáme, zdali konč́ı v registru, který je právě zpracováván. Pokud ne, je i-cesta
k prvku, ve kterém konč́ı, uložena a prvek je uložen i s i-cestou ze zkoumaného registru
k němu pro daľśı rozšǐrováńı i-cesty. Pokud konč́ı v registru, který je právě zpracováván,
ale v jiné bráně než zač́ıná, je nalezena smyčka. Tato smyčka se ulož́ı pro pozděǰśı přerušeńı
”diagnostickým registrem“. Podobný postup se provád́ı pro i-cesty, jež konč́ı ve zkoumaném
registru.
Z každého prvku obvodu, do kterého se lze dostat nějakou i-cestou ze zkoumaného
registru, jež neobsahuje registry, se procháźı všechny i-cesty a ty jsou zkoumány stejným
zp̊usobem, jak je uvedeno v předchoźım odstavci.
T́ım je identifikována množina všech smyček v obvodu včetně i-cesty, kterou smyčky
procházej́ı. Každou z těchto smyček je třeba přerušit registrem DR. Je vybráno náhodné
mı́sto ve smyčce, kde bude umı́stěn DR. Je třeba aktualizovat všech 19 množin, což sestává
z činnost́ı:
1. vytvořeńı nového obvodového prvku,
2. přerušeńı vybraného mı́sta smyčky,
3. připojeńı brány nového prvku DR,
4. nastaveńı správné š́ı̌rky spoj̊u,
5. prodloužeńı i-cesty,
6. aktualizace množiny uzl̊u a bran.
Výsledný modifikovaný formálńı model se ulož́ı na disk a je možné jej zpracovat programem
pro rozděleńı obvod̊u na TB. Tento program má v sobě zabudován algoritmus, jež
DR, které nevyužil jako hraničńı, z obvodu reverzńım postupem odstrańı.
6.3.4 Implementace metodiky pro rozděleńı obvodu na TB
1. krok
Prvńım krokem je analýza VHDL (př́ıpadně verilogu) kódu (reprezentuj́ıćıho analyzovaný
obvod) a jeho převedeńı do formálńıho modelu, jež je popsán v kapitole 5. K tomuto účelu je
využita aplikace, jež vznikla v rámci diplomové práce [31]. Vstupem je strukturálńı13 VHDL
kód popisuj́ıćı analyzovaný obvod na úrovni RT. Dále je třeba připojit soubor *.VHC,
který slouž́ı pro popis i-režimů prvk̊u, které se nacházej́ı v obvodu. Ke každému prvku je
zde určeno, jakým zp̊usobem je možné jej uvést do transparentńıho režimu a mezi kterými
branami je to možné. Nakonec je třeba specifikovat, které brány jsou ř́ıdićı, seznam těchto
bran je uveden v souboru *.EXC.
Výstupem aplikace je soubor množin formálńıho modelu popsaného v kapitole 5. Součást́ı
výstupu je i seznam všech i-cest a ii-cest14 v obvodu, jež je vypočten pomoćı modifikovaného
Dijkstrova algoritmu.
Protože je aplikace časově náročná, bylo při implementaci přistoupeno k paralelizaci
Dijkstrova algoritmu, jež je v ńı implementován, aby bylo možné ji provozovat na v́ıceprocesorových
výpočetńıch stroj́ıch. K tomuto účelu bylo využito rozš́ı̌reńı jazyka c++ s názvem OpenMP.
13Behaviorálńı VHDL je třeba předsyntetizovat pomoćı některého nástroje a namapovat např́ıklad na




Daľśım krokem je rozděleńı obvodu na TB. V tomto kroku je použit genetický algoritmus
nebo simulované ž́ıháńı. Chromozom je tvořen posloupnost́ı 0 a 1 a jeho délka je rovna počtu
registr̊u v obvodu. Každá pozice v chromozomu odpov́ıdá jednomu registru. Hodnota ”0“
znamená, že registr neńı hraničńı (bude tedy vnitřńım registrem TB a nebude zařazen do
registru scan), hodnota ”1“ znamená, že registr je hraničńım registrem TB (bude zařazen
do registru scan). V př́ıpadě genetického algoritmu se pro výběr rodič̊u ke kř́ıžeńı použ́ıvá
rulety, jedinci s vyšš́ı hodnotou fitness funkce zauj́ımaj́ı větš́ı část rulety a t́ım je i vyšš́ı
pravděpodobnost jejich výběru. Po výběru prvńıho rodiče se tento z rulety vyřad́ı a vybere
se druhý. S danou pravděpodobnost́ı se pak provád́ı jednobodové kř́ıžeńı vybraných rodič̊u.
Dále se s jistou pravděpodobnost́ı provád́ı mutace určeného počtu bit̊u. Takto vznikĺı jedinci
jsou zařazeni do populace. Dva jedinci s nejnižš́ı hodnotou fitness funkce jsou z populace
vyřazeni. V př́ıpadě simulovaného ž́ıháńı se osvědčila jednobitová mutace.
Nejv́ıce časově náročný je výpočet fitness funkce každého jedince populace. Součást́ı
výpočtu je rozděleńı obvodu na TB podle chromozomů s využit́ım formálńıho modelu TB.
K tomu je použit algoritmus detailně popsaný v části zabývaj́ıćı se fitness funkćı. Tento
algoritmus procháźı obvod z každého registru označeného jako hraničńı a označuje prvky
po i-cestě č́ıslem TB tak dlouho, až se dostane k daľśımu registru označenému jako hraničńı.
Po té pokračuje procházeńım obvodu a označuje prvky daľśım č́ıslem TB. Označeńı jed-
notlivých prvk̊u obvodu se ukládá do množin E TB a R TB. Definice těchto množin je
uvedena v kapitole 6.2.1.
3. krok
V této fázi je obvod rozdělen na TB a je možné vyč́ıslit hodnotu fitness funkce. Tento
výpočet se provád́ı zp̊usobem popsaným na konci kapitoly 6.3.2.
Genetický algoritmus tedy optimalizuje rozděleńı na TB tak, aby byla hodnota fitness
funkce co největš́ı. Po ukončeńı genetického algoritmu je vybrán jedinec (tzn. rozděleńı ob-
vodu na TB) s největš́ı fitness funkćı. V př́ıpadě simulovaného ž́ıháńı je tento jedinec př́ımo
výsledkem výpočtu. Jsou uloženy množiny E TB a R TB a přicháźı na řadu algoritmus,
jež ulož́ı rozdělený obvod tak, že každý TB je uložen v samostatném souboru. Tyto soubory
jsou pak spojeny v celý obvod v hlavńım souboru. Výstupńım formátem je Verilog.
Algoritmus 6.3.1. Uložeńı rozděleného obvodu
• Vygeneruje se soubor, jež obsahuje seznam základńıch prvk̊u obvodu.
• Pro každý TB se provád́ı tento postup:
– Projdou se všechny uzly obvodu, zjist́ı se, zda je uzel v TB v̊uči zbytku obvodu
vstupńı, výstupńı, vnitřńı, vněǰśı (postup dále).
– Generuje se rozhrańı, jež se urč́ı na základě uzl̊u označených jako exterńı.
– Urč́ı a označ́ı se signály jako vstupńı a výstupńı.
– Pro vnitřńı uzly se definuj́ı vodiče.
– Naleznou se vnitřńı registry TB a zaṕı̌se se zapojeńı jejich rozhrańı.
– Naleznou se vnitřńı prvky TB a zaṕı̌se se zapojeńı jejich rozhrańı.
• Vygeneruje se rozhrańı (PO, PI) hlavńıho obvodu spojuj́ıćıho jednotlivé TB do jed-
noho celku.
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• Urč́ı se vstupńı a výstupńı signály rozhrańı a zaṕı̌śı se do hlavńıho souboru.
• Vlož́ı se jednotlivé TB a zapoj́ı se jejich rozhrańı (pomocné vodiče, které budou sloužit
k propojeńı, se ukládaj́ı do pomocné množiny).
• Vkládaj́ı se prvky TB, které nejsou v žádném TB a zaṕı̌se se zapojeńı jejich rozhrańı
(pomocné vodiče se opět ukládaj́ı do pomocné množiny).
• Zaṕı̌śı se hraničńı a nezařazené prvky a ulož́ı se zapojeńı jejich rozhrańı (pomocné
vodiče se ukládaj́ı do pomocné množiny).
• Na závěr se zaṕı̌se seznam pomocných vodič̊u, jež jsou uloženy v pomocné množině.
Výstupem metodiky je tedy obvod rozdělený na TB, popsaný ve Verilogu a množiny
E TB a R TB, jež přǐrazuj́ı jednotlivým prvk̊um obvodu č́ısla TB, do kterých patř́ı.
V daľśım kroku je možné jednoduše vygenerovat generátorem testu soubor testovaćıch




V této kapitole je uvedena analýza experimentálńıch výsledk̊u źıskaných použit́ım algoritmů
prezentovaných v kapitole 6. Nejdř́ıve jsou uvedeny výsledky test̊u, prováděných na testovaćı
sadě obvod̊u vyvinuté na Ústavu poč́ıtačových systémů, Fakulty informačńıch technologíı,
VUT v Brně s použit́ım genetického algoritmu a simulovaného ž́ıháńı. Důvodem pro použit́ı
této sady byla neexistence vhodné testovaćı sady, jež by obsahovala obvody s větš́ım počtem
registr̊u. Dále je uvedeno porovnáńı těchto výsledk̊u. Následuje popis experiment̊u źıskaných
na daľśıch obvodech při aplikaci algoritmu pro odstraněńı smyček. V závěru jsou shrnuty
výsledky experiment̊u.
7.1 Experimenty na testovaćıch obvodech
V tabulkách 7.1 až 7.12 jsou základńı informace o každém konkrétńım obvodě, doba potřebná
pro převod do formálńıho modelu a doba potřebná k rozděleńı na TB pomoćı tř́ı r̊uzných me-
tod. Řádek 1 informuje o počtu obvodových prvk̊u v obvodu. V tomto počtu jsou zahrnuty
kombinačńı prvky, registry i multiplexory (tento údaj odpov́ıdá velikosti množiny E). Údaj
na řádku 2 udává celkový počet spoj̊u v obvodu (množina C). Spoj je vždy veden pouze mezi
dvěmi branami. Bránou se rozumı́ vstup/výstup obvodového prvku, ř́ıdićı vstup/výstup ob-
vodového prvku nebo primárńı vstup/výstup obvodu. Počet registr̊u na řádku 3 odpov́ıdá
velikosti množiny R. Řádky 4 až 8 udávaj́ı velikost množin PI, PO, IN,OUT,CI. Na řádku
9 je uveden celkový počet bran, jež je tvořen součtem řádk̊u 4 až 8. Pokryt́ı poruch uvedené
na řádku 10 bylo určeno generátorem testu Flextest, generátor byl aplikován v základńım
nastaveńı na obvod bez použit́ı řetězce scan. Řádek 11 udává celkový počet i-cest nalezených
v obvodu, tzn. dvojic bran, mezi kterými existuje i-cesta. Na řádku 12 je velikost množiny
ρ, jež přǐrazuje každé dvojici bran, mezi kterými existuje i-cesta, posloupnost bran, jimiž
tato i-cesta procháźı. Toto č́ıslo je větš́ı než počet i-cest, protože mezi dvěmi branami může
existovat v́ıce r̊uzných i-cest. Všechny časy uvedené na řádćıch 13, 15, 16, 20, 21 a 25 jsou
pr̊uměrné hodnoty z 10 opakovaných měřeńı. Řádek 18, 23 a 27 udává počet registr̊u, jež
byly označeny jako hraničńı. Některé registry jsou však dosažitelné př́ımo z PO/PI a neńı
třeba je zařazovat do registru scan. Počet skutečně zařazených registr̊u do řetězce scan je pak
uveden na řádku 17, 22 a 26. Počet TB, na něž byl obvod rozdělen, je uveden na řádku 19,
24 a 28. Údaj udávaj́ıćı počet registr̊u zařazených do řetězce scan programem DFTAdvizor
firmy Mentor Graphics R© (řádek 14) je rozdělen na dvě části. Prvńı č́ıslo je výsledkem me-
tody ”ATPG-Based Partial Scan
1“, druhé č́ıslo je výsledek metody ”AUTOMATIC-Based
1Tato technika využ́ıvá sekvenčńı generátor testu pro navržeńı registr̊u do řetězce scan.
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Partial Scan2“. Všechny testovaćı obvody uvedené v tabulkách 7.1 až 7.12 byly rozděleny
úplně (tzn., že každý obvodový prvek patř́ı do nějakého TB), předmětem daľśıch experi-
ment̊u jsou obvody, u nichž tohoto výsledku nebylo dosaženo. Č́ıslo zapsané za názvem
jednotlivých metod udává maximálńı nalezenou hodnotu fitness funkce.
Metoda př́ımého rozděleńı nevyuž́ıvá evoluce, jedná se pouze o jednu aplikaci funkce
pro rozděleńı obvodu na TB se vstupńım vektorem, ve kterém jsou všechny registry označeny
jako hraničńı. Tato metoda označ́ı všechny registry, jež lze použ́ıt jako hraničńı a rozděĺı
tak obvod na maximálńı možný počet TB.
Základńı údaje o obvodu:
1 počet obvodových prvk̊u 146 8 počet ř́ıdićıch bran 75
2 počet spoj̊u 6131 9 počet všech bran 496
3 počet registr̊u 75 10 pokryt́ı poruch (bez scanu) 66%
4 počet primárńıch vstup̊u 36 11 počet i-cest 7688
5 počet primárńıch výstup̊u 10 12 velikost množiny ρ 8452
6 počet vstupńıch bran 225 13 doba převodu do modelu 6m 27s
7 počet výstupńıch bran 150 14 počet reg., jež navrhuje Mentor 44; 9
Genetický algoritmus: 29.4715
15 pr̊um. doba výp. rozděleńı na TB 13,2s
16 doba výpočtu jedné generace 36ms
17 počet registr̊u ve scanu 30
18 počet hraničńıch registr̊u 68
19 počet TB 9
Simulované ž́ıháńı: 29.447
20 pr̊um. doba výp. rozděleńı na TB 15,2s
21 doba výpočtu jedné generace 35ms
22 počet registr̊u ve scanu 8
23 počet hraničńıch registr̊u 33
24 počet TB 3
Metoda př́ımého rozděleńı: 29.4639
25 pr̊um. doba výp. rozděleńı na TB 2,4s
26 počet registr̊u ve scanu 30
27 počet hraničńıch registr̊u 70
28 počet TB 10
Tabulka 7.1: Výsledky experiment̊u s obvodem ”m10“
7.1.1 Ověřeńı škálovatelnosti problému
Moderńı výpočetńı systémy (a dnes i domáćı poč́ıtače) maj́ı několik jader/procesor̊u, je
tedy výhodné využ́ıt pro výpočet celý výpočetńı výkon poč́ıtače a urychlit tak celý výpočet
algoritmu u rozsáhleǰśıch obvod̊u. Rozhodli jsme se ověřit škálovatelnost algoritmu pro
převod obvodu do formálńıho modelu.
2Tato metoda automaticky vybere nejvhodněǰśı metodu z ATPG-Based Partial Scan (založená na ge-
nerátoru testu), SCOAP-based [19] a STRUCTURE-based (založená na analýze struktury obvodu)
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Doba převodu obvodu z VHDL kódu do formálńıho modelu byla měřena na osmiproce-
sorovém poč́ıtači s procesorem Intel R© Xeon R© 2,66GHz. U obvodu ”m10“ je doba potřebná
k převodu obvodu do množinového modelu a k nalezeńı všech i-cest 6 minut a 27 sekund, to-
hoto času bylo dosaženo paralelńım zpracováńım algoritmu3 na v́ıce procesorech současně.
Pokud použijeme neparalelńı verzi algoritmu, trvá převod na poč́ıtači s procesorem Intel R©
Pentium R© 4 3,4GHz 51 minut a 17 sekund. Rozděleńım úlohy na 8 procesor̊u se tak dosáhlo
7,9 násobné zrychleńı výpočtu4, režie paralelńıho výpočtu tedy tvoř́ı pouze 1,25%5. To
svědč́ı o dobré škálovatelnosti tohoto algoritmu.
7.1.2 Experimentálńı výsledky
Obvod, jež je analyzován v tabulce 7.1, byl pomoćı GA rozdělen na 9 TB, z celkového
počtu 75 registr̊u bylo 68 registr̊u označeno jako hraničńı. Př́ıstupných přes primárńı vstu-
py/výstupy je 38 registr̊u, proto je třeba do řetězce scan zařadit pouze 306 registr̊u. Ko-
merčńı návrhový systém doporučuje 44 resp. 9 registr̊u dle typu analýzy. Pokryt́ı poruch
určené generátorem testu Flextest bez použit́ı navržené metodiky je 66%. Použit́ı navržené
metodiky pak zvýš́ı toto pokryt́ı až na 100%.
3viz. kapitola 6.3.4 – 1. krok
4čas při 8 procesorech / čas na jednom procesoru = 51, 283min/6, 45min = 7, 9
5( 1 - ( zrychleńı / počet CPU )) * 100 = (1 − (7, 9/8)) ∗ 100 = 1, 25%
668 hraničńıch registr̊u - 38 registr̊u př́ıstupných přes PI/PO = 30 registr̊u
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Základńı údaje o obvodu:
1 počet obvodových prvk̊u 156 8 počet ř́ıdićıch bran 85
2 počet spoj̊u 6311 9 počet všech bran 591
3 počet registr̊u 85 10 pokryt́ı poruch (bez scanu) 0%
4 počet primárńıch vstup̊u 61 11 počet i-cest 9801
5 počet primárńıch výstup̊u 35 12 velikost množiny ρ 10671
6 počet vstupńıch bran 240 13 doba převodu do modelu 13m 25s
7 počet výstupńıch bran 170 14 počet reg., jež navrhuje Mentor 15; 9
Genetický algoritmus: 29.5156
15 pr̊um. doba výp. rozděleńı na TB 30,6s
16 doba výpočtu jedné generace 485ms
17 počet registr̊u ve scanu 0
18 počet hraničńıch registr̊u 55
19 počet TB 10
Simulované ž́ıháńı: 29.505
20 pr̊um. doba výp. rozděleńı na TB 29,375s
21 doba výpočtu jedné generace 67ms
22 počet registr̊u ve scanu 0
23 počet hraničńıch registr̊u 48
24 počet TB 10
Metoda př́ımého rozděleńı: 20.4382
25 pr̊um. doba výp. rozděleńı na TB 3,703s
26 počet registr̊u ve scanu 15
27 počet hraničńıch registr̊u 85
28 počet TB 25
Tabulka 7.2: Výsledky experiment̊u s obvodem ”m10b“
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Základńı údaje o obvodu:
1 počet obvodových prvk̊u 123 8 počet ř́ıdićıch bran 52
2 počet spoj̊u 2450 9 počet všech bran 426
3 počet registr̊u 52 10 pokryt́ı poruch (bez scanu) 0%
4 počet primárńıch vstup̊u 28 11 počet i-cest 25705
5 počet primárńıch výstup̊u 2 12 velikost množiny ρ 68541
6 počet vstupńıch bran 207 13 doba převodu do modelu 4m 27s
7 počet výstupńıch bran 137 14 počet reg., jež navrhuje Mentor 36; 6
Genetický algoritmus: 29.1832
15 pr̊um. doba výp. rozděleńı na TB 4m 49,5s
16 doba výpočtu jedné generace 4,45s
17 počet registr̊u ve scanu 6
18 počet hraničńıch registr̊u 7
19 počet TB 4
Simulované ž́ıháńı: 29.5122
20 pr̊um. doba výp. rozděleńı na TB 4m 11s
21 doba výpočtu jedné generace 567ms
22 počet registr̊u ve scanu 8
23 počet hraničńıch registr̊u 9
24 počet TB 5
Metoda př́ımého rozděleńı: 20.4214
25 pr̊um. doba výp. rozděleńı na TB 8,531s
26 počet registr̊u ve scanu 48
27 počet hraničńıch registr̊u 52
28 počet TB 25
Tabulka 7.3: Výsledky experiment̊u s obvodem ”m10c“
63
Základńı údaje o obvodu:
1 počet obvodových prvk̊u 281 8 počet ř́ıdićıch bran 140
2 počet spoj̊u 19261 9 počet všech bran 941
3 počet registr̊u 140 10 pokryt́ı poruch (bez scanu) 68.88%
4 počet primárńıch vstup̊u 61 11 počet i-cest 32423
5 počet primárńıch výstup̊u 10 12 velikost množiny ρ 41681
6 počet vstupńıch bran 440 13 doba převodu do modelu 87m 34s
7 počet výstupńıch bran 290 14 počet reg., jež navrhuje Mentor 109; 18
Genetický algoritmus: 29.485
15 pr̊um. doba výp. rozděleńı na TB 3m 6,5s
16 doba výpočtu jedné generace 8,1s
17 počet registr̊u ve scanu 70
18 počet hraničńıch registr̊u 129
19 počet TB 20
Simulované ž́ıháńı: 29.3607
20 pr̊um. doba výp. rozděleńı na TB 4m 55s
21 doba výpočtu jedné generace 677ms
22 počet registr̊u ve scanu 36
23 počet hraničńıch registr̊u 68
24 počet TB 12
Metoda př́ımého rozděleńı: 29.4821
25 pr̊um. doba výp. rozděleńı na TB 11,141s
26 počet registr̊u ve scanu 70
27 počet hraničńıch registr̊u 130
28 počet TB 20
Tabulka 7.4: Výsledky experiment̊u s obvodem ”m20“
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Základńı údaje o obvodu:
1 počet obvodových prvk̊u 426 8 počet ř́ıdićıch bran 215
2 počet spoj̊u 43591 9 počet všech bran 1436
3 počet registr̊u 215 10 pokryt́ı poruch (bez scanu) 74%
4 počet primárńıch vstup̊u 96 11 počet i-cest 63899
5 počet primárńıch výstup̊u 20 12 velikost množiny ρ 74575
6 počet vstupńıch bran 665 13 doba převodu do modelu 469m 5,48s
7 počet výstupńıch bran 450 14 počet reg., jež navrhuje Mentor 164; 30
Genetický algoritmus: 29,4916
15 pr̊um. doba výp. rozděleńı na TB 9m 28s
16 doba výpočtu jedné generace 19,58s
17 počet registr̊u ve scanu 100
18 počet hraničńıch registr̊u 197
19 počet TB 30
Simulované ž́ıháńı: 29,3961
20 pr̊um. doba výp. rozděleńı na TB 12m 22s
21 doba výpočtu jedné generace 1,7s
22 počet registr̊u ve scanu 46
23 počet hraničńıch registr̊u 102
24 počet TB 23
Metoda př́ımého rozděleńı: 29,4885
25 pr̊um. doba výp. rozděleńı na TB 26,828s
26 počet registr̊u ve scanu 100
27 počet hraničńıch registr̊u 200
28 počet TB 30
Tabulka 7.5: Výsledky experiment̊u s obvodem ”m30“
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Základńı údaje o obvodu:
1 počet obvodových prvk̊u 59 8 počet ř́ıdićıch bran 25
2 počet spoj̊u 1106 9 počet všech bran 192
3 počet registr̊u 25 10 pokryt́ı poruch (bez scanu) 84%
4 počet primárńıch vstup̊u 12 11 počet i-cest 4687
5 počet primárńıch výstup̊u 4 12 velikost množiny ρ 7350
6 počet vstupńıch bran 93 13 doba převodu do modelu 3,88s
7 počet výstupńıch bran 58 14 počet reg., jež navrhuje Mentor 14; 1
Genetický algoritmus: 29,56
15 pr̊um. doba výp. rozděleńı na TB 5m 312s
16 doba výpočtu jedné generace 98ms
17 počet registr̊u ve scanu 2
18 počet hraničńıch registr̊u 10
19 počet TB 2
Simulované ž́ıháńı: 29,556
20 pr̊um. doba výp. rozděleńı na TB 5,3s
21 doba výpočtu jedné generace 12ms
22 počet registr̊u ve scanu 2
23 počet hraničńıch registr̊u 10
24 počet TB 2
Metoda př́ımého rozděleńı: 29,0433
25 pr̊um. doba výp. rozděleńı na TB 672ms
26 počet registr̊u ve scanu 5
27 počet hraničńıch registr̊u 20
28 počet TB 4
Tabulka 7.6: Výsledky experiment̊u s obvodem ”kom5“
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Základńı údaje o obvodu:
1 počet obvodových prvk̊u 114 8 počet ř́ıdićıch bran 47
2 počet spoj̊u 3140 9 počet všech bran 368
3 počet registr̊u 47 10 pokryt́ı poruch (bez scanu) 84,24%
4 počet primárńıch vstup̊u 20 11 počet i-cest 12008
5 počet primárńıch výstup̊u 5 12 velikost množiny ρ 21664
6 počet vstupńıch bran 183 13 doba převodu do modelu 1m 54s
7 počet výstupńıch bran 117 14 počet reg., jež navrhuje Mentor 28; 2
Genetický algoritmus: 29,2086
15 pr̊um. doba výp. rozděleńı na TB 24,3s
16 doba výpočtu jedné generace 1,21s
17 počet registr̊u ve scanu 13
18 počet hraničńıch registr̊u 29
19 počet TB 7
Simulované ž́ıháńı: 29,527
20 pr̊um. doba výp. rozděleńı na TB 46,2s
21 doba výpočtu jedné generace 106ms
22 počet registr̊u ve scanu 4
23 počet hraničńıch registr̊u 18
24 počet TB 2
Metoda př́ımého rozděleńı: 29,1954
25 pr̊um. doba výp. rozděleńı na TB 2,5s
26 počet registr̊u ve scanu 13
27 počet hraničńıch registr̊u 37
28 počet TB 7
Tabulka 7.7: Výsledky experiment̊u s obvodem ”kom10“
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Základńı údaje o obvodu:
1 počet obvodových prvk̊u 114 8 počet ř́ıdićıch bran 47
2 počet spoj̊u 3140 9 počet všech bran 368
3 počet registr̊u 47 10 pokryt́ı poruch (bez scanu) 84,24%
4 počet primárńıch vstup̊u 20 11 počet i-cest 12008
5 počet primárńıch výstup̊u 5 12 velikost množiny ρ 21664
6 počet vstupńıch bran 183 13 doba převodu do modelu 1m 54s
7 počet výstupńıch bran 117 14 počet reg., jež navrhuje Mentor 28; 2
Genetický algoritmus: 29,4289
15 pr̊um. doba výp. rozděleńı na TB 5m 8s
16 doba výpočtu jedné generace 6,55s
17 počet registr̊u ve scanu 31
18 počet hraničńıch registr̊u 68
19 počet TB 16
Simulované ž́ıháńı: 29,4463
20 pr̊um. doba výp. rozděleńı na TB 4m 17s
21 doba výpočtu jedné generace 590ms
22 počet registr̊u ve scanu 22
23 počet hraničńıch registr̊u 42
24 počet TB 11
Metoda př́ımého rozděleńı: 29,4182
25 pr̊um. doba výp. rozděleńı na TB 8,609s
26 počet registr̊u ve scanu 31
27 počet hraničńıch registr̊u 79
28 počet TB 16
Tabulka 7.8: Výsledky experiment̊u s obvodem ”kom20“
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Základńı údaje o obvodu:
1 počet obvodových prvk̊u 108 8 počet ř́ıdićıch bran 65
2 počet spoj̊u 3062 9 počet všech bran 411
3 počet registr̊u 56 10 pokryt́ı poruch (bez scanu) 74,63%
4 počet primárńıch vstup̊u 33 11 počet i-cest 6403
5 počet primárńıch výstup̊u 10 12 velikost množiny ρ 8090
6 počet vstupńıch bran 176 13 doba převodu do modelu 2m 57s
7 počet výstupńıch bran 127 14 počet reg., jež navrhuje Mentor 33; 8
Genetický algoritmus: 29,4479
15 pr̊um. doba výp. rozděleńı na TB 13,6s
16 doba výpočtu jedné generace 297ms
17 počet registr̊u ve scanu 17
18 počet hraničńıch registr̊u 30
19 počet TB 5
Simulované ž́ıháńı: 29,4818
20 pr̊um. doba výp. rozděleńı na TB 14s
21 doba výpočtu jedné generace 33ms
22 počet registr̊u ve scanu 17
23 počet hraničńıch registr̊u 29
24 počet TB 5
Metoda př́ımého rozděleńı: 25,1141
25 pr̊um. doba výp. rozděleńı na TB 1,937s
26 počet registr̊u ve scanu 29
27 počet hraničńıch registr̊u 49
28 počet TB 14
Tabulka 7.9: Výsledky experiment̊u s obvodem ”3m10“
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Základńı údaje o obvodu:
1 počet obvodových prvk̊u 103 8 počet ř́ıdićıch bran 60
2 počet spoj̊u 2587 9 počet všech bran 386
3 počet registr̊u 51 10 pokryt́ı poruch (bez scanu) 0%
4 počet primárńıch vstup̊u 28 11 počet i-cest 5290
5 počet primárńıch výstup̊u 5 12 velikost množiny ρ 6886
6 počet vstupńıch bran 171 13 doba převodu do modelu 2m 13s
7 počet výstupńıch bran 122 14 počet reg., jež navrhuje Mentor 39; 11
Genetický algoritmus: 29,4157
15 pr̊um. doba výp. rozděleńı na TB 6,2s
16 doba výpočtu jedné generace 220ms
17 počet registr̊u ve scanu 3
18 počet hraničńıch registr̊u 8
19 počet TB 2
Simulované ž́ıháńı: 29,5569
20 pr̊um. doba výp. rozděleńı na TB 9,7s
21 doba výpočtu jedné generace 22ms
22 počet registr̊u ve scanu 3
23 počet hraničńıch registr̊u 12
24 počet TB 2
Metoda př́ımého rozděleńı: 25,1084
25 pr̊um. doba výp. rozděleńı na TB 1,516s
26 počet registr̊u ve scanu 34
27 počet hraničńıch registr̊u 44
28 počet TB 14
Tabulka 7.10: Výsledky experiment̊u s obvodem ”3m10b“
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Základńı údaje o obvodu:
1 počet obvodových prvk̊u 213 8 počet ř́ıdićıch bran 126
2 počet spoj̊u 9277 9 počet všech bran 808
3 počet registr̊u 105 10 pokryt́ı poruch (bez scanu) 76,8%
4 počet primárńıch vstup̊u 62 11 počet i-cest 13294
5 počet primárńıch výstup̊u 15 12 velikost množiny ρ 16141
6 počet vstupńıch bran 352 13 doba převodu do modelu 45m 29s
7 počet výstupńıch bran 353 14 počet reg., jež navrhuje Mentor 74; 17
Genetický algoritmus: 29,4367
15 pr̊um. doba výp. rozděleńı na TB 1m 37,5s
16 doba výpočtu jedné generace 220ms
17 počet registr̊u ve scanu 45
18 počet hraničńıch registr̊u 56
19 počet TB 20
Simulované ž́ıháńı: 29,4253
20 pr̊um. doba výp. rozděleńı na TB 46,25s
21 doba výpočtu jedné generace 826ms
22 počet registr̊u ve scanu 34
23 počet hraničńıch registr̊u 42
24 počet TB 20
Metoda př́ımého rozděleńı: 25,5619
25 pr̊um. doba výp. rozděleńı na TB 6,828s
26 počet registr̊u ve scanu 64
27 počet hraničńıch registr̊u 92
28 počet TB 27
Tabulka 7.11: Výsledky experiment̊u s obvodem ”3m20“
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Základńı údaje o obvodu:
1 počet obvodových prvk̊u 7829 8 počet ř́ıdićıch bran 183
2 počet spoj̊u 18140 9 počet všech bran 1176
3 počet registr̊u 153 10 pokryt́ı poruch (bez scanu) 54,8%
4 počet primárńıch vstup̊u 84 11 počet i-cest 24895
5 počet primárńıch výstup̊u 13 12 velikost množiny ρ 29969
6 počet vstupńıch bran 523 13 doba převodu do modelu 205m 7s
7 počet výstupńıch bran 373 14 počet reg., jež navrhuje Mentor 120; 25
Genetický algoritmus: 29,4383
15 pr̊um. doba výp. rozděleńı na TB 2m 43s
16 doba výpočtu jedné generace 5,6s
17 počet registr̊u ve scanu 62
18 počet hraničńıch registr̊u 83
19 počet TB 29
Simulované ž́ıháńı: 29,41
20 pr̊um. doba výp. rozděleńı na TB 3m 49s
21 doba výpočtu jedné generace 524ms
22 počet registr̊u ve scanu 27
23 počet hraničńıch registr̊u 45
24 počet TB 27
Metoda př́ımého rozděleńı: 25,7175
25 pr̊um. doba výp. rozděleńı na TB 15,47s
26 počet registr̊u ve scanu 107
27 počet hraničńıch registr̊u 133
28 počet TB 40
Tabulka 7.12: Výsledky experiment̊u s obvodem ”3m30“
U obvod̊u zkoumaných v tabulkách 7.2 až 7.12 je vždy počet registr̊u, jež muśı být
zařazeny do řetězce scan, nižš́ı než navrhuje komerčńı systém při analýze ”ATPG-based“
a větš́ı než v př́ıpadě automatické volby analýzy systémem. Větš́ı počet registr̊u, jež byl
určen pomoćı navržené metodiky, je zp̊usoben nutnost́ı oddělit každý TB od daľśıch TB
hraničńımi registry. Výše představené obvody jsou vhodné pro použit́ı metodiky pro rozděleńı
obvodu na TB, protože maj́ı velký počet registr̊u a pravidelnou strukturu s malým počtem
zpětných vazeb, které by mohly zp̊usobovat problémy popsané v kapitole 6.2.3. U každého
jednotlivého TB nalezeného v obvodech 7.1 až 7.12 se dosahuje pokryt́ı poruch až 100%.
V grafu na obrázku 7.1 je zřejmá polynomiálńı závislost doby potřebné pro určeńı
obsahu množin modelu ze zdrojového VHDL souboru. Tento algoritmus představuje nej-
pomaleǰśı část celého procesu. Doba výpočtu rychle nar̊ustá se vzr̊ustaj́ıćı velikost́ı obvodu
(počtu spoj̊u). Vzhledem k časové náročnosti je pak přijatelná velikost obvodu maximálně
v deśıtkách tiśıc spoj̊u i přes paralelizaci algoritmu (viz kapitola 6.3.4). Jako daľśı směr
výzkumu by bylo vhodné nalézt rychleǰśı algoritmus.
Pro úplnost je na obrázku 7.2 uvedena doba převodu do formálńı reprezentace v závislosti
na počtu i-cest. V tomto př́ıpadě nelze určit typ závislosti, protože počet i-cest je silně závislý
na struktuře obvodu.























Obrázek 7.1: Čas potřebný pro převod do modelu [s] v závislosti na počtu spoj̊u
i-cest, což je zřejmé z grafu na obrázku 7.3. Tato závislost je zp̊usobena t́ım, že je algoritmus
založen na procházeńı i-cest ze všech registr̊u. Stejnou závislost má potom i celková doba
výpočtu rozděleńı na TB, což je patrné na obrázku. 7.4.
Pro úplnost jsou uvedeny i závislosti doby výpočtu jedné generace a doby výpočtu
rozděleńı na TB v závislosti na počtu registr̊u, viz. obrázek 7.5 a 7.6. Do graf̊u 7.1 až 7.6

























































































































Obrázek 7.6: Čas potřebný pro výpočet jedné generace [s] v závislosti na počtu registr̊u
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Označeńı Počet Počet Počet Počet Doba Doba Počet TB Prvky
funkčńıch registr̊u i-cest spoj̊u potř. pro rozděleńı nezařazené
jednotek identifikaci na TB do TB
[1] [1] [1] [1] i-cest [s] [s] [1] [%]
COM 45 21 1874 1217 242 3.2 5 17
ISA 75 29 8831 2988 2375 15.2 2 4
DIFFEQ 11 6 2041 213 2.2 0.81 1 0
DEC 29 7 1283 529 22.8 4.3 2 20.6
FIFO2 226 144 33339 11297 41200 233 6 14
S298 47 19 10204 1367 349 14.7 2 3
Tabulka 7.13: Výsledky experiment̊u s daľśımi obvody
Ozna- Počet Počet Počet Počet
čeńı. hraničńıch registr̊u uvnitř funkčńıch uzl̊u
[-] registr̊u [1] TB [1] jednotek [1] [1]
TB1 2 4 12 15
TB2 4 1 6 3
TB3 2 4 12 15
TB4 2 4 12 15
TB5 2 4 12 15
Tabulka 7.14: Detailńı rozbor jednotlivých identifikovaných TB v obvodu COM
Ozna- Počet Počet Počet Počet
čeńı. hraničńıch registr̊u uvnitř funkčńıch uzl̊u
[-] registr̊u [1] TB [1] jednotek [1] [1]
TB1 28 86 222 241
TB2 3 3 8 7
TB3 3 3 8 7
TB4 3 3 8 7
TB5 5 1 6 3
TB6 5 1 6 3
Tabulka 7.15: Detailńı rozbor jednotlivých identifikovaných TB v obvodu FIFO2
V tabulce 7.13 vid́ıme parametry daľśıch vybraných testovaných obvod̊u, jež nelze úplně
rozdělit na TB. V prvńıch pěti sloupćıch jsou uvedeny základńı údaje o obvodu. V šestém
sloupci je uvedena doba potřebná k identifikaci i-cest a v sedmém sloupci doba potřebná
k rozděleńı obvodu na TB pomoćı genetického algoritmu. V daľśıch sloupćıch je uveden
počet TB, na něž byl obvod rozdělen, v posledńım sloupci je část obvodu, kterou nelze
rozdělit na TB. Je patrné, že obvod DIFFEQ, který je plně testovatelný, byl označen za
jeden TB.
Některé obvody, jež maj́ı pravidelnou strukturu, mohou být rozděleny tak, že některé TB
jsou svým zapojeńım totožné. To vypov́ıdá o tom, že pravidla pro rozděleńı analyzovaného
obvodu na TB byla definována jednoznačně a byla správně implementována. V tabulce 7.14
je vidět, že TB3, TB4 a TB5 maj́ı i stejné parametry. V tabulce 7.15 maj́ı stejné parametry
TB2, TB3 a TB4.
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7.2 Úplné prohledáńı prostoru
Nyńı budou prohledávaćı algoritmy porovnány s úplným prohledáńım stavového prostoru.
Z d̊uvodu velké časové náročnosti tohoto prohledáváńı byly pro srovnáńı zvoleny menš́ı
obvody. Čas potřebný k plnému prohledáńı exponenciálně roste s počtem registr̊u.
V tabulkách 7.16 až 7.19 jsou porovnány časy výpočtu a maximálńı nalezeńı hodnoty
fitness funkce r̊uzných metod s metodou úplného prohledáńı stavového prostoru. Z to-
hoto porovnáńı vycháźı genetický algoritmus jako nejvhodněǰśı metoda, protože ve všech
př́ıpadech nalezla nejlepš́ı rozděleńı v dobrém čase.
Metoda Doba výpočtu Počet TB Max. fitness Reg. ve scanu
Úplné prohledáńı 13m 2,5s 2 TB 29.4786 1
Metoda př́ımého rozděleńı 0,2s 4 TB 21.5 10
Genetický algoritmus 1s 2 TB 29.4786 1
Simulované ž́ıháńı 1,2s 2 TB 29.3744 2
Tabulka 7.16: Porovnáńı úplného prohledáváńı s ostatńımi metodami - testovaćı obvod (18
registr̊u)
Metoda Doba výpočtu Počet TB Max. fitness Reg. ve scanu
Úplné prohledáńı 0,16s 1 TB 26.08 0
Metoda př́ımého rozděleńı 0,1s 1 TB 26 0
Genetický algoritmus 0.14s 1 TB 26.08 0
Simulované ž́ıháńı 0,23s 1 TB 26.08 0
Tabulka 7.17: Porovnáńı úplného prohledáváńı s ostatńımi metodami - tseng (5 registr̊u)
Metoda Doba výpočtu Počet TB Max. fitness Reg. ve scanu
Úplné prohledáńı 0,19s 2 TB 26.4071 3
Metoda př́ımého rozděleńı 0,15s 2 TB 26.3571 3
Genetický algoritmus 0.23s 2 TB 26.4071 3
Simulované ž́ıháńı 0,407s 2 TB 26.4071 3
Tabulka 7.18: Porovnáńı úplného prohledáváńı s ostatńımi metodami - diffeq (6 registr̊u)
7.3 Detekce a eliminace smyček
V této části je experimentálně ověřen pozitivńı vliv detekce a přerušeńı smyček na schopnost
metodiky rozdělit obvod na TB.
V tabulce 7.20 jsou uvedeny výsledky aplikace algoritmu pro detekci smyček na stejné
obvody jako v tabulce 7.13. V prvńım sloupci je uvedena doba nutná k detekci smyček
a k přidáńı pomocných registr̊u. V daľśım sloupci je uvedena doba rozděleńı na TB, je
patrné, že se tato doba oproti tabulce 7.13 zvýšila, což je zp̊usobeno větš́ım počtem registr̊u.
Ve všech př́ıpadech došlo ke sńıžeńı počtu obvodových prvk̊u, jež nelze zařadit do žádného
TB. Struktura některých obvod̊u neumožňuje zařadit všechny prvky do nějakého TB. To
může být zp̊usobeno např. př́ımým napojeńım část́ı obvodu na primárńı vstup nebo výstup
bez odděleńı registrem.
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Metoda Doba výpočtu Počet TB Max. fitness Reg. ve scanu
Úplné prohledáńı 40,3s 2 TB 26.5571 3
Metoda př́ımého rozděleńı 0,55s 5 TB 26 4
Genetický algoritmus 1,5s 2 TB 26.5571: 3
Simulované ž́ıháńı 1,7s 2 TB 26.55 3
Tabulka 7.19: Porovnáńı úplného prohledáváńı s ostatńımi metodami - COM s eliminaćı
smyček (14 registr̊u)
Ozn. Hledáńı Rozděleńı Počet Počet přidaných Počet použitých Prvky nezařazené
[-] smyček [s] na TB [s] TB [1] registr̊u [1] registr̊u [1] do TB [%]
COM 4 13 6 17 2 6,7
ISA 59,7 201 2 33 1 2,5
DEC 1,2 2.3 2 7 1 13
FIFO2 2758 1740 18 58 50 10
S298 61 210 1 41 1 0
Tabulka 7.20: Výsledky metody pro detekci smyček
7.4 Generováńı testu
V této kapitole je porovnána náročnost generováńı testu pro obvody rozdělené na TB a pro
obvody, u nichž byl navrhnut řetězec scan pomoćı komerčńıho systému.
Tabulka 7.21 slouž́ı k porovnáńı doby potřebné k vygenerováńı testu pro obvody rozdělené
na TB a obvody, pro něž vygeneroval řetězec scan návrhový systém. Dále je zde uvedeno
pokryt́ı poruch, jež dokáže odhalit vygenerovaný test. Pokryt́ı poruch je, až na jeden př́ıpad,
větš́ı u obvod̊u rozdělených na TB než u obvod̊u, pro něž vygeneroval řetězec scan návrhový
systém. Přičemž čas na vygenerováńı testu je přibližně stejný. Výjimku tvoř́ı obvod ”m30“,
u něhož je patrné, že generováńı testu pro obvod rozdělený na TB je méně časově náročné.
Význam jednotlivých sloupc̊u v tabulce 7.21 je tento:
1. název obvodu,
2. doba potřebná k vygenerováńı testovaćıch vektor̊u pro obvod,
3. počet testovaćıch vektor̊u přivedených přes primárńı vstupy,
4. počet testovaćıch vektor̊u přivedených přes registr scan,
5. pokryt́ı poruch.
Alternativa s př́ıponou TB uvád́ı výsledky pro obvod rozdělený na TB. Naopak tam, kde
př́ıpona chyb́ı, byl pro definováńı částečného scanu použit nástroj DFTAdvizor firmy Men-
tor Graphics R©. Pokryt́ı poruch se lǐśı od pokryt́ı uvedeného v tabulkách 7.1 až 7.11, protože
v tomto př́ıpadě je generován test, který se snaž́ı vygenerovat co nejméně testovaćıch vektor̊u
a dosáhnout co největš́ı pokryt́ı. Tento test je zvolen, aby vynikly rozd́ıly mezi návrhovým
systémem a rozděleńım na TB.
Počet sekvenčńıch testovaćıch vektor̊u vygenerovaných generátorem testu je v př́ıpadě
použit́ı metodiky pro rozděleńı obvodu na TB menš́ı než je počet vektor̊u nutných pro
otestováńı obvodu bez rozděleńı. Metodika pro rozděleńı obvodu na TB umožňuje vkládat
testovaćı vektory i paralelně na primárńı vstupy, aplikace takovýchto vektor̊u je rychleǰśı
než v př́ıpadě sekvenčńıho nač́ıtáńı do registru scan.
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Ozn. obvodu generováńı t.v. [ms] t. vektor̊u sekv. vektor̊u pokryt́ı poruch [%]
m10 20 0 9 27,9
m10-TB 10 9 6 68,3
m10b 20 0 13 65,7
m10b-TB 10 6 8 76,9
m10c 10 nelze nelze 0,0
m10c-TB < 10 0 2 63,5
m20 70 0 11 17,6
m20-TB 35 3 11 39,0
m30 320 0 10 18,9
m30-TB 20 13 7 78,9
kom5 20 0 14 95,4
kom5-TB 20 1 17 98,0
kom10 50 0 26 98,4
kom10-TB 10 3 20 97,0
kom20 25 0 35 99,0
kom20-TB 10 7 18 99,5
3m10 < 10 0 2 9,2
3m10-TB < 10 5 0 32,6
3m20 10 2 4 12,3
3m20-TB < 10 5 2 37,2
3m30 10 2 4 8,79
3m30-TB 10 1 4 24,3
Tabulka 7.21: Doba potřebná k vygenerováńı testovaćıch vektor̊u a pokryt́ı poruch
7.5 Př́ıkon obvodu při diagnostickém testu
Snahou návrhář̊u diagnostických test̊u je vytvořit test, který bude dosahovat maximálńı
pokryt́ı chyb a zároveň doba potřebná k jeho provedeńı bude co nejkratš́ı. Mezi těmito
parametry je nutné hledat kompromis, protože je neńı možné splnit současně. Dnes je však
daľśım d̊uležitým parametrem př́ıkon. Je nutné naj́ıt takový test, který při jeho aplikaci
nepřekroč́ı mezńı hranici př́ıkonu čipu (Pmax). Z tohoto d̊uvodu je nutné zahrnout př́ıkon
jako třet́ı rozměr kompromisńıho řešeńı. Jak již bylo řečeno dř́ıve, je možné testovat v́ıce
TB současně. Pokud však začneme poč́ıtat s př́ıkonem čipu při aplikaci testu, je možné
při plánováńı testu využ́ıt rozděleńı obvodu na TB a vybrat pro souběžný test jen určitou




8.1 Výsledky práce a zhodnoceńı
Tato práce se zabývá analýzou č́ıslicových obvod̊u popsaných na úrovni meziregistrových
přenos̊u. V práci je zahrnuta pouze problematika souvisej́ıćı s testovatelnost́ı obvodových
datových cest, řadičem ovládaj́ıćım tok dat těmito cestami se nezabývá. V úvodu jsou
uvedeny úrovně popisu obvodu, ty jsou rozděleny na 6 úrovńı. Práce se týká obvod̊u na
úrovni RT, proto následuje detailněǰśı popis této úrovně. Dále jsou shrnuty základńı pojmy
z diagnostiky č́ıslicových obvod̊u a detekce a lokalizace poruch. Poté následuje kapitola
zabývaj́ıćı se nástroji pro automatické generováńı testu pro sekvenčńı a kombinačńı č́ıslicové
obvody. Posledńı část této kapitoly je věnována genetickému algoritmu a simulovanému
ž́ıháńı.
V kapitole 3 je shrnut současný př́ıstup k návrhu obvod̊u pro snadnou testovatelnost
a popsány metody, jež se zabývaj́ı problematikou podobnou této práci. Techniky návrhu
snadno testovatelného obvodu maj́ı pozitivńı i negativńı dopad na analyzovaný obvod.
Jasným př́ınosem je zvýšeńı řiditelnosti a pozorovatelnosti testovaného obvodu, č́ımž se
dosáhne sńıžeńı doby potřebné pro generováńı testu, zvýšeńı pokryt́ı poruch a zkráceńı
testu z hlediska délky i času. Negativńı dopad je však spatřován v nár̊ustu plochy čipu,
zvýšeńı počtu vývod̊u, zvýšeńı př́ıkonu, zhoršeńı dynamických vlastnost́ı obvodu či spo-
lehlivosti. Mezi kladnými a zápornými aspekty je nutné nalézt vhodný kompromis, což je
hlavńım ćılem navržených technik. Prezentované techniky se snaž́ı rozdělit obvod za účelem
zjednodušeńı generováńı testu sekvenčńıho č́ıslicového obvodu. Jedna z metod využ́ıvá
přidaných multiplexor̊u, daľśı využ́ıvaj́ı řetězce scan. Multiplexory je možné použ́ıt pro
přepnut́ı do režimu testu. V režimu testu se připoj́ı primárńı vstupy př́ımo k testované
části obvodu a odpoj́ı se od p̊uvodńıho spoje, v normálńım režimu je přes multiplexor
připojena p̊uvodńı datová cesta. Nevýhodou tohoto řešeńı je velký nár̊ust velikosti obvodu
a nemožnost detekovat poruchu při chybném přepnut́ı multiplexoru do režimu funkce ob-
vodu.
Daľśım př́ıstupem k testováńı obvodu jsou metody scan. Prvńı možnost́ı této metody je
zaměnit všechny registry za registry scan a propojit je do řetězce. Sériově je tak možné trans-
portovat diagnostická data do/z každého registru. Tento př́ıstup však neúměrně zvětšuje
plochu čipu a také se projevuje časová režie sériového přenosu dat. Aby se sńıžil nega-
tivńı dopad této techniky, jsou zařazovány do řetězce scan jen některé registry. Vhodným
výběrem těchto registr̊u se zabývaj́ı r̊uzné metody založené na r̊uzných př́ıstupech. Jsou to
např́ıklad analýza mı́ry testovatelnosti, analýza struktury obvodu, analýza spotřeby energie,
analýza transparentńıch cest a daľśı.
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V daľśı kapitole je pak zaveden formálńı model datové části č́ıslicových obvod̊u na úrovni
RT a některých jeho vlastnost́ı, význačných z pohledu analýzy testovatelnosti [58]. Model
celého obvodu je tvořen uspořádanou pětićı množin. Lze ř́ıci, že model má charakter grafu.
Model umožňuje dále hierarchický popis. Je provedena základńı klasifikace obvodových
prvk̊u s ohledem na jejich chováńı a roli v obvodě a též s ohledem na skutečnosti, které ply-
nou z použit́ı strategie syntézy s využit́ım multiplexovaných datových cest. Jedna z množin
základńı pětice modeluj́ıćı obvod je relace. Je to relace spoj̊u mezi branami obvodových
prvk̊u. Zavedeńı formálńıho modelu umožnilo převést problémy souvisej́ıćı s analýzou tes-
tovatelnosti obvodu na problémy diskrétńı matematiky, matematické logiky a teoretické
informatiky. Dále je zaveden množinový model umožňuj́ıćı popsat transparentńı vlastnosti
prvk̊u a také celého analyzovaného obvodu, čehož metodika pro rozděleńı obvodu na TB
využ́ıvá.
Formálńı model, který je zaveden v předchoźı kapitole, je využit formálńım modelem
TB, který je v dizertačńı práci navržen. Formálńı model je rozš́ı̌ren o daľśı množiny a pomoćı
definic je vymezen a formálně definován TB. Na TB můžeme nahĺıžet jako na část obvodu,
která je plně testovatelná přes svoje vstupy a výstupy - hraničńı registry nebo primárńı
vstupy a výstupy. Pouze hraničńı registry je možné do řetězce scan zařadit. V modelu
jsou vymezeny obvodové prvky. Obvodový prvek může mı́t kombinačńı charakter (mul-
tiplexory, logické prvky) nebo sekvenčńı charakter (registry). Rozhrańı prvk̊u tvoř́ı brány,
které jsou přǐrazeny k jednotlivým prvk̊um pomoćı funkce ψ. Mezi těmito branami je pak
realizováno propojeńı. Propojeńı je dále možné s primárńımi vstupy a výstupy, jež jsou de-
finovány jako samostatné množiny. Dále je definováno rozhrańı TB, což je vlastně množina
hraničńıch registr̊u, přes něž je TB diagnostikován. Struktura TB je vymezena množinou
spoj̊u, která určuje propojeńı bran obvodových prvk̊u mezi sebou a připojeńı k primárńım
vstup̊um a výstup̊um. Výsledkem je pětice reprezentuj́ıćı TB. Nakonec jsou vymezeny nutné
podmı́nky pro existenci TB, jež zamezuj́ı překrýváńı TB a určuj́ı zařazeńı hraničńıch re-
gistr̊u do řetězce scan. Zavedené pojmy jsou demonstrovány na vhodných př́ıkladech a do-
plněny obrázky.
Daľśı kapitola se zabývá metodikou pro rozděleńı obvodu na TB, jež je na formálńım
modelu založena. Práce si kladla za ćıl navrhnout metodiku, jej́ıž podstatou bude zjed-
nodušeńı generováńı testu pro sekvenčńı obvody. Hlavńı část́ı sekvenčńıch č́ıslicových ob-
vod̊u jsou pamět’ové prvky (registry) a právě tyto prvky jsou d̊uležité i pro navrženou meto-
diku. Základńı postup analýzy obvodu spoč́ıvá v převedeńı struktury obvodu zapsaného ve
VHDL/Verilogu do formálńıho modelu a rozděleńı pomoćı metodiky na TB. Hraničńı regis-
try jsou pak zařazeny do registru scan. Použit́ı metodiky rozděleńı na TB je vhodné zejména
pro obvody obsahuj́ıćı větš́ı množstv́ı registr̊u a menš́ı množstv́ı zpětných vazeb. Testovatel-
nost obvodu rozděleného na TB je dále možné porovnávat s profesionálńımi nástroji. Me-
todika je uvedena ve formě algoritmů, pracuj́ıćıch na matematických pojmech. Algoritmy
jsou slovně vysvětleny a doplněny vývojovými diagramy. Základem algoritmu je procházeńı
transparentńıch cest a přǐrazeńı registr̊u a obvodových prvk̊u do TB. Výběr hraničńıch
registr̊u je proveden genetickým algoritmem a simulovaným ž́ıháńım. Dále je v práci dis-
kutován vliv smyček v obvodu na možnosti rozděleńı obvodu na TB. Je konstatováno, že
tento vliv je značný a značně omezuje metodiku při detekci TB. Proto je navržena a imple-
mentována metodika pro detekci a přerušeńı smyček diagnostickými registry.
Následuje popis implementace algoritmu. Je zvolen genetický algoritmus a simulované
ž́ıháńı. Poté je určena podoba fitness funkce. Fitness funkce se skládá z 6 část́ı, mezi nimiž je
proveden vážený součet. Genetický algoritmus a simulované ž́ıháńı pak optimalizuje výběr
hraničńıch registr̊u tak, aby bylo dosaženo co největš́ı hodnoty fitness funkce. Algoritmus
82
rozděleńı obvodu na TB na základě vybraných hraničńıch registr̊u je popsán slovně a do-
plněn vývojovým diagramem.
Z experimentálńıch výsledk̊u uvedených v kapitole 7 vyplývá, že počet registr̊u zařazených
do řetězce scan je pro dané obvody srovnatelný s profesionálńım návrhovým systém. Nevýhodou
této metodiky je čas potřebný k analýze a rozděleńı obvodu. U syntetických testovaćıch
obvod̊u je vždy počet registr̊u, jež muśı být zařazeny do řetězce scan, nižš́ı než navrhuje ko-
merčńı systém při analýze DFT a větš́ı než v př́ıpadě automatické volby analýzy systémem.
Doba výpočtu je polynomiálně závislá na počtu i-cest. Metodika pro detekci a přerušeńı
smyček vede ke sńıžeńı počtu obvodových prvk̊u, jež nelze zařadit do žádného TB. Pokryt́ı
poruch je většinou větš́ı u obvod̊u rozdělených na TB než u obvod̊u, pro něž vygeneroval
řetězec scan návrhový systém.
8.2 Př́ınos
Za zásadńı př́ınos této práce lze považovat vytvořeńı nové metodiky pro zajǐstěńı testovatel-
nosti č́ıslicového obvodu na úrovni RT. Metodika je založena na identifikaci testovatelných
blok̊u podle definovaných kritéríı. Př́ınos práce je následuj́ıćı:
1. Jsou definovány vlastnosti testovatelného bloku (ty jsou modifikovatelné pro jiné typy
zadáńı).
2. Je zaveden formálńı popis č́ıslicového obvodu na úrovni RT (do jisté mı́ry převzat z
předcházej́ıćıch praćı), je doplněn o formálńı popis testovatelného bloku a jeho vlast-
nost́ı.
3. Na formálńım modelu jsou definovány procedury identifikace testovatelných blok̊u.
4. Na formálńım modelu jsou tyto procedury implementovány.
5. Pro ověřeńı metodiky jsou použity dva optimalizačńı postupy - genetický algoritmus
a horolezecký algoritmus, zkušenosti s jejich využit́ım jsou v práci diskutovány.
6. Na několika č́ıslicových obvodech je metodika identifikace testovatelných blok̊u ověřena,
experimentálńı výsledky jsou v práci diskutovány.
7. Bylo prokázáno, že pro účely diagnostiky a testováńı č́ıslicových systémů je možné
využ́ıt matematický aparát, předevš́ım diskrétńı matematiku, teorii množin a teorii
graf̊u.
8.3 Publikované práce
Články na konferenćıch: [20, 21, 24, 23, 22, 33, 32, 26, 25, 34, 35, 27].
Článek v časopise: [36].
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85
ISBN 978-80-7355-077-6, s. 269–269.
URL http://www.fit.vutbr.cz/research/view_pub.php?id=8500
[27] Herrman, T.: Identifikace testovatelných blok̊u v obvodu na úrovni RT. Poč́ıtačové
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obvod̊u, Habilitačńı práce. Brno University of Technology, 2000, str. 80.
URL http://www.fit.vutbr.cz/research/view_pub.php?id=6042
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Seznam symbol̊u a zkratek
UUA analyzovaný obvod - unit under analysis
E množina obvodových prvk̊u - elements
P množina bran obvodových prvk̊u - ports
C množina spoj̊u - connections
PI množina primárńıch vstup̊u obvodu - primary inputs
PO množina primárńıch výstup̊u obvodu - primary outputs
R množina registr̊u
MX množina multiplexor̊u
FU množina funkčńıch jednotek - function units
IN množina vstupńıch bran obvodových prvk̊u
OUT množina výstupńıch bran obvodových prvk̊u
CI množina ř́ıd́ıćıch a synchronizačńıch bran obvodových prvk̊u
ψ(e) funkce, která přǐrazuje množinu bran obvodovému prvku e ∈ E
 konec části d̊ukazu
 konec d̊ukazu




D množina hodnot, kterých může uzel (brána) v obvodě nabývat
ν(p) zobrazeńı, přǐrazuj́ıćı hodnotu z množiny D bráně p ∈ P v daném
okamžiku
I Množina všech i-cest v obvodě, relace mezi dvojicemi bran v obvodě
ρ(p1, p2) Relace přǐrazuj́ıćı i-cestě mezi dvěma branami p1, p2 posloupnost bran,
přes něž i-cesta vede
ETB množina obvodových prvk̊u jež patř́ı do TB
PTB množina bran obvodových prvk̊u uvnitř TB
POTB podmnožina primárńıch výstup̊u obvodu, jež jsou připojeny do TB
PITB podmnožina primárńıch vstup̊u obvodu, jež jsou připojeny do TB
RTB množina registr̊u TB
BROTB množina výstupńıch hraničńıch registr̊u TB
BRITB množina vstupńıch hraničńıch registr̊u TB
BRTB množina hraničńıch registr̊u TB
CTB množina spoj̊u TB
TB formálńı model Testovatelného bloku
SCAN množina registr̊u přes něž je aplikován test
σ(e) funkce, která prvku e ∈ E přǐrazuje celé nezáporné č́ıslo určuj́ıćı počet
synchronizačńıch puls̊u potřebných pro pr̊uchod dat přes tento prvek
sTB počet synchronizačńıch pulz̊u potřebných pro pr̊uchod diagnostických
dat přes TB
E TB množina uspořádaných dvojic, která každému obvodovému prvku
přǐrazuje právě jedno celé č́ıslo označuj́ıćı TB, do kterého patř́ı
R TB množina uspořádaných dvojic, která každému registru přǐrazuje právě
jednu dvojici přirozených č́ısel označuj́ıćıch, do kterého TB patř́ı vstup
a do kterého výstup registru
89
II množina všech ii-cest v obvodě, relace mezi dvojicemi bran v obvodě
¬ bitová negace hodnoty na bráně
tir vstupńı registr testu
tor výstupńı registr testu
vrt vstupńı registr testu
vyrt výstupńı registr testu
tdr vyśılač testovaćıch vektor̊u (registr)
trv přij́ımač odezev na testovaćı vektory (registr)
TIRtdr množina vstupńıch registr̊u testu k danému vyśılači testovaćıch vektor̊u
TORtrv množina výstupńıch registr̊u testu k danému přij́ımači odezev na testo-
vaćı vektory
= množina množin (tř́ıd) registr̊u tir
ℵ množina množin (tř́ıd) registr̊u tor
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