Abstract
Introduction
In general, software testing can be expensive. An informal survey of software manufacturers in industries including telecommunications, computers, automotive and financial indicated that testing consumes 30 to 70 percent of the resources in the software development life cycle. One reason for the costly testing is the combinatorially explosive number of execution paths of a piece of software. For more complex software systems such as Systems of Systems (SoS), their behavior is even more complicated. Although testing can never be 100 percent exhaustive, software testing is meant to have as high coverage of execution paths as possible. Thus, it is imperative to lower the cost of software development, to minimize the product introduction delays, and to allow fewer faults to remain in the product. In particular, the cost of software testing has become one of the major hurdles to reducing the time and monetary expenditure in the software development life cycle.
Nowadays, more of the software systems and applications are designed with the criteria of wellcomponentization in mind for the purpose of easy and effective reuse in the future by other software. Complex Systems of Systems (SoSs) are examples of such software systems. This design trend has been further supported by the emerging integration paradigms like Service Oriented Architecture (SOA). Componentization in SoSs can be used to help bring down the cost of software testing, as some reusable components or sub-systems should have already gone through testing before they have been used in previous applications. Furthermore, due to componentization, test cases may be designed to be orthogonal such that more execution paths can be covered. Moreover, integration testing at multiple levels creates more opportunity for improving the effectiveness of software tests by randomizing the testing to reduce its complexity, which also cuts down on the cost of testing.
In this paper, we apply the randomization theory to the problem of designing software test cases for complex Systems of Systems (SoSs) in order to overcome the hurdle of high cost in testing componentized software. We have used a corner point semantics, which can approximate a proof of correctness -termed a pseudoproof of correctness. Test cases for each component are designed to be mutually orthogonal, or randomized. Integration testing is a composition of the test cases of components with some value-added testing cases to cover integration-oriented aspects of the software. Integration testing is also designed in such a way that the testing algorithm is written in randomized form. The advantages afforded by such randomization are ever present in the algorithm, programming language, integration, and workflow design.
The remainder of this paper is organized as follows. In section 2, we review randomization and how it can be applied to testing componentized software. In section 3, we describe the framework of randomized software testing. In section 4, we walk through the process of designing test cases for a software system under our development by using randomization. We conclude the paper in section 5.
Randomizing software testing
Randomization theory was originally developed by Chaitin and Kolmogorov [1] and may be defined by any string whose size in bits is roughly the same as any computer program capable of outputting it. The Unsolvability of the Randomization Problem [10] is defined as follows: the complexity of a particular string cannot be proven in a formal system that is less complex than the program producing it. In other words, given a formal system, a formal system of greater complexity is needed to prove it random. Heuristics are search randomizations in space-time and such randomizations are proven to reduce the evolutionary time for heuristics in the large [2] . Domain-specific knowledge or local inductive randomization is necessary in learning and conducting a proof when global or domain-general proofs are impossible [2] [3] [4] . Randomization has also been proved to provide savings in composing Web-serviceoriented software systems [5] and in theory-based verification of workflows [7] .
We can use a corner point semantics, which can approximate a proof of correctness -again, termed a pseudo-proof of correctness. That is, the proof of algorithm/program correctness will stem from the compositional testing of its System of Systems (SoS); where, each system (and SoSs) will be tested using functional random-basis testing. Here, test cases are designed to be mutually orthogonal (i.e., to the extent practical) and are thus said to be randomized. Such randomization allows for the coverage of a maximal number of execution paths. The percentage of paths so covered bears proportion to the degree of randomization. As a consequence, integration testing will capture many more such paths, but not all. Even more paths are tested if the algorithm/program is written in randomized form, but again not provably all of them, in the general case. For example, a more exhaustive test will result from the use of parametized subroutine calls in lieu of multiple expansions of in-line code because there will be a proportionately greater frequency of execution of proportionately less code here.
Pseudo-proofs of correctness for non-trivial codes are necessarily recursively enumerable -not recursive. They are eminently practical because the constraints on optimality are relaxed. Finally, randomized algorithms/code can suggest novel algorithmic/coding methodologies by making latent symmetries far more evident and even formalizable. Truly, the advantages afforded by randomization are ever-present -in algorithm, programming language, and program design; in testing, integration, workflow design, and so on.
Framework
In this section, we describe in detail the framework for randomized software testing for componentized software systems or applications. Figure 1 shows the general framework for randomized software functional testing. We can see from the figure that such testing consists of two parts: randomized component testing and randomized integration testing. Component testing and integration testing can be studied similarly in a recursive way. We describe two parts in detail in the remainder of this section.
Randomized component testing
Here, test cases are generated over 1) the input parameters of the component or system to be tested, and 2) the possible value ranges that each parameter can take. Input parameters may include the arguments of the command line entered from the terminal or read from a configuration file, the state of an interface such as the values of the global variables and constants, input from a connected device, or the initialization of local variables. Different values of input parameters may cause different behaviors of the component or system. Thus, the values are grouped according to their impact on system behavior. These groups do not overlap and each group can be represented by a single value. For example, if the logic of the system does not change for a parameter's value ranging from 100 to 999, the values of 100 to 999 can be grouped together for this parameter and be represented by a single value (e.g. 100). Table 1 shows an example of a system with four input parameters, each having three distinct value ranges. One way to get the test cases is to exhaustively generate all possible test cases by repeating the above procedure. However, this is not practical in most cases; although, this will have 100% coverage of the code. We now define randomization in selecting test cases. Randomization of test cases is defined based on the input parameters. In particular, randomization is performed for a certain degree of input parameter combinations.
Definition 1: A randomization of component testing is said to have a certain degree if it is applied to input parameter combinations with that number or less of distinctive input parameters.
For example, the least degree possible for randomization is one, meaning that randomization is only applied to individual parameters.
In the example listed in Table 1 , randomization of degree one results in a set of cases that test whether each single parameter value has caused error. The next degree of randomization, or 2d degree randomization, in addition to generating test cases for one single parameter value, also generates test cases corresponding to the errors caused by the concurrence of two specific values for two input parameters, respectively. Similarly, a 3d degree of randomization can also be applied. In the example we use, 3d degree of randomization is the highest degree of randomization.
First degree randomization and second degree randomization of component testing are listed in table 2. Rows 2 through 10 show the results of first degree randomization and rows 11 through 19 show the results of 2d degree randomization. We have followed the Orthogonal Array (OA) approach (OA L9) proposed by Taguchi [8] and suggested to be applied for software testing by [9] for the detailed selection method. As the randomization degree of testing increases, the possible scenarios where the system may be broken are more exhaustive. In other words, in the case of software testing, a higher degree of randomization represents a higher coverage of execution paths in the system, and thus will allow the detection of a greater number of faults. This is consistent with the fact that lower randomization contains a relative higher portion of repetitive information, which results in a coarser grain of testing. In contrast, further randomization removes the repetitive information and thus results in test cases that approach the true behavior of the system. This results in better testing results.
Randomized integration testing
In this subsection, we describe randomized integration testing based on randomized component testing.
Test cases in integration testing must include the randomized test cases for all its components as a form of regression testing. This is to make sure that any old bugs embedded in the components do not reappear in the integrated system and no new bugs are introduced into the components by integration.
The presence of multiple components in a system to be tested using system integration implies that randomization can be applied to generate more test cases in addition to the test cases for each individual component. The idea is that we can identify all the components of the system, identify all the test cases for each component, and perform randomization just as we do with the table of input parameters and value ranges in the case of component testing. Table 3 shows an example of a system with three components, where each component has four input parmeters, and three value ranges and has undergone 2d degree randomization. We can define the degree of randomization in integration testing in a similar way to that in randomizing component testing.
Definition 2: A randomization of integration testing is said to have a certain degree if it is applied to combinations of component test cases with that number or less of distinctive components.
The first 12 test cases generated by the second degree randomization of integration testing are listed in table 4.
Case study
Our case study detailed component testing of a PCbased automated negotiation engine called ServiceNegotiator for (Web) service-based SoS. At first, we had prepared 800 test cases, which may take a fulltime research engineer more than one week to finish. In view of the change of plan, the submission date was moved forward. We were not sure, within the limited time, how many test cases from the original design we were able to finish and which test cases we should choose in order to detect as many faults as possible. We prepared a new test plan using randomization of component testing and the integration testing described above to ameliorate the testing stress. In this case, we have applied 2d degree randomization for component testing. In total, we have generated 400 test cases to cover the code of the component. We have identified 89 faults using these test cases during our testing.
We have saved on testing 60 percent of the test cases by using the method for randomization of component testing when compared with the original test plan.
Conclusion
In this paper, we showed how randomization can be applied to testing componentized SoSs by identifying the orthogonal aspects of the systems so as to heuristically generate test cases that can effectively cover as many execution paths of the code as possible. Two forms of such randomization are discussed, i.e. randomization of component testing and randomization of integration testing. We also showed the effectiveness of such randomization in reducing testing cost by comparing the number of test cases originally generated and generated using randomization.
The advantages afforded by such randomization are ever present in the algorithm, programming language, integration, and workflow design. As part of the future work, we are in the process of proving the advantages of randomization in the above-listed domains.
