Abstract. We present early experiences with defining and validating a software maturity model (SMM) for a distributed, research-driven organization of independent and self-organizing teams of diverse cultures, experience and maturity. The paper briefly outlines the model, but focuses on the early stages of building and validating it. Based on that, we identify major factors contributing to the successful deployment of a SMM.
Introduction
Maturity of software teams reflects their ability to effectively address and implement all objectives, requirements and commitments related to constructing software. Software Process Improvement (SPI) is a general approach that encompasses the processes and practices involved in software development. It is generally accepted that software processes need to be continuously evaluated and optimized in order to better fulfill the expectations of the stakeholders of software projects [1] .
Maturity models (MMs) identify the objectives relevant for dedicated application domains, and measure the performance of subject organizations with respect to these objectives. MMs usually serve three primary goals: (i) identify the key elements that help to successfully deliver software, (ii) mark out the improvement directions for organizations, and (iii) provide a method of evaluating This work is part of a project that has received funding from the European Union's Horizon 2020 research and innovation programme under Grant Agreement No. 856726 (GN4-3). The scientific/academic work is financed from financial resources for science in the years 2019-2022 granted for the realization of the international project co-financed by Polish Ministry of Science and Higher Education.
arXiv:1908.10156v1 [cs.SE] 27 Aug 2019
the maturity. Although several MMs are advertised as generic, they are actually domain-bound or implicitly include various contextual issues and constraints unique to a given organization. A systematic literature review (SLR) revealed that most of the published maturity models are based on practices and success factors from individual projects that showed good results in specific organizations or industries, although they lack a sound theoretical basis and methodology [2] . There are two main trends in software maturity evaluation. One of them concentrates on confronting the existing practices with a generic, stable model, which identifies the recommended elements of the process. Such models mandate the recognition and implementation of certain activities defined by the model, and are commonly used in practice, e.g., CMMI [3] or TMM [4] . The other approach refers to common values or principles (e.g., agility or the use of Scrum), such as Progressive Outcomes [5] , that could be freely operationalized by the subject organizations. It leaves more freedom to the organizations that can easily adapt the framework to their needs and specifics. However, regardless of the chosen approach, the implementation of a MM may trigger organizational handicaps, resistance or even open opposition from the subject teams and units. That is why the process of deploying the model also deserves a thorough consideration and may substantially affect the effects.
In our previous paper [6] we presented a preliminary version of a maturity model for GÉANT, a research-driven, distributed organization providing networking capabilities for researchers and software-bound services built on top of the pan-European network. Such a model would enable better harmonization of development processes and could promote exchange of good practices. In this paper we focus on observations from early evaluation of the model in a selected sample of software development teams. Based on them, we formulate recommendations concerning the process of deploying the maturity model. The paper is organized as follows. In Sec. 2 we briefly outline the state-of-the art for maturity models, and existing works on the process of their definition and deployment. Next, in Sec. 3 we describe context, i.e., present GÉANT and its specifics. Sec. 4 presents the process of defining and validating the model, considering also the communication with stakeholders. Finally, in Sec. 5 we formulate lessons and recommendations extracted from the observations, and in Sec. 6 we provide concluding remarks.
Related Work
A variety of maturity models for various activities within software development have been developed and are in use. An SLR by García-Mireles, Moraga and Garcí [2] reports 35 different maturity models related to the discipline of information systems, more than 150 models that assess, e.g., the maturity of IT service capability, strategic alignment of innovation management, program management, knowledge management and enterprise architecture, as well as more than 50 software process capability/maturity models (SPCMM).
In order to create the IT Performance Measurement Maturity Model (ITPM), Becker et al. compared several different maturity models which had a welldocumented development processes [7] . The first model chosen is the Capability Maturity Model Integration (CMMI), being a widely accepted method of evaluating the capabilities of software vendors, as a refinement of CMM [3] . Analysis Capability Maturity Model (ACMM) is another model, in which some of the elements are adopted from the CMMI, but it is more related to analysis and operations research [8] . The third one is Business Process Management Maturity (BPMM) model, representing a method for evaluation of BPM capabilities and achievements [9] .
Furthermore, the process of information and communication technology (ICT) evolving was followed by development of the ICT management capability maturity framework [10] . Iterative modeling, in combination with interviews with experts, made the framework a valuable tool for assessing the management capability of an organisation.
Improvement paths in software engineering are defined by the guidelines given by CMMI-DEV and the international standard ISO/IEC 15504 [11] . Although CMMI is considered a rather formal approach, the concept of maturity has been also transferred to other, less restricted environments [6] . Open-source communities developed a number of models that reflect the capability of the projects, teams and individuals, e.g., Capgemini's Open Source Maturity Model (C-OSMM) [12] , Qualification and Selection of Open Source (QSOS) [13] or OMM for open-source communities [14] . In [15] , the authors presented an ITILbased maturity model that guides organizations on their way to an ISO/IEC 20000-1 certification and discusses its adequacy for evaluating the ISO/IEC 20000 certification readiness.
Moreover, some studies consider maturity in terms of conformance to agility. Agile Maturity Model (AMM) [16] defines levels of agility, which increasingly address the common agile practices and values starting from basic ones, e.g., planning and requirements management, up to managing uncertainty and defect prevention.
With respect to the process of constructing a maturity model, Bruin et al. pointed out that it should follow defined development phases [17] and outlined such a process. Also a work by Pöppelbuß et al. [18] attempted to identify generic design principles for designing a maturity model. The authors of [19] showed a method that provided strategies for the implementation of software process improvements based on the contextual aspects in which the software is developed. Finally, in [20] , the authors looked at combinations of CMMI-DEV with agile methods. Based on the 14 models found, they analyzed levels' structures, maturity concept, assessment methods and mature practices.
Background and Context
GÉANT is a research and innovation organization, built upon a federation of NRENs -operators of national networks for science and education. The NREN community is involved in collaborative software development activities, focused on delivering software products that provide advanced services 4 . As a result, a number of software products have been developed and are currently in use (see Table 1 ). They include projects of diverse maturity, size and target domains: starting from prototype (proof of concept) solutions, through pilot applications for a closed group of users, to mature products, supporting the delivery of services in production.
Most of software teams in GÉANT (SW teams) are distributed and involve engineers from different NRENs and the GÉANT organization. The teams are autonomous in adopting specific methodology for software development and choosing the assisting tools [21] . That results in diversity of the processes and approaches to software development. Most of the teams are small and prefer an agile (iterative) approach to software development. However, the level of adoption of best practices varies, and teams have struggled with their consistent adoption [22] .
Based on a comprehensive analysis, a need for optimization and coordination of the software development process has been identified [22] . To address this need, the Software Maturity Model (SMM) [6] was designed, to provide a reference framework for adopting and customizing software development processes in an efficient and effective way, along with a method for evaluating the performance of SW teams and providing them with recommendations for improvements.
In particular, SMM is expected to address the following objectives:
-to identify processes and activities essential for effective software development, -to help the teams in evaluating and optimizing their processes, -to promote and coordinate the dissemination of best practices among the teams.
GÉANT software projects
Software projects could be categorized with respect to common features that define their context. For example, [23] identified 12 such features (project age, application domain or programming language) to present the characteristic of open source projects. In Table 1 we present selected information for GÉANT software projects:
-Codebase age -time between the first and last commit in the project, -Codebase size -SLOC, -Languages -number of languages used in a project, -Team size -number of contributors for the project in all roles (tester, developer, manager etc.), -Team size (software developers) -number of software developers contributing to the project, -Projects per person -a number of projects a single person contributes to. 
Outline of the Maturity Model
The preliminary version of the GÉANT MM [6] is founded on the structure of CMMI. It comprises of five Key Performance Areas (KPAs): Requirements Engineering, Design and Implementation, Quality Assurance, Team Organization and Software Maintenance. Specifically, we introduced the latter two KPAs to address two distinctive issues GÉANT is facing, concerning distributed teams and continual maintenance of the software products. Each KPA defines a number of Specific Goals (SGs), describing objectives that should be addressed by the teams. To facilitate their evaluation, we adopted a set of parameters that capture various dimensions of the goals. Finally, values on each parameter were added to produce an aggregate quantitative assessment of each KPA. Interpretation of the KPA score combined with results of individual SGs provided the input for producing feedback of recommended improvements for the teams. The general model structure is depicted in Fig. 1 , and more details can be found in [6] . However, there is an ongoing work on adjusting the model and making its elements more precise, so its structure and scope are subject to evolve.
Process of Defining the Maturity Model
The process of defining, validating and deploying a maturity model has a significant impact on the final result. In this section we outline the process we followed, inspired by recommendations in [17, 18] . They are presented in Fig. 2 and discussed in the following sections. Scope -In this phase we identify the expectations, scope and future stakeholders of the desired model. The primary goal is to define the boundaries for model application.
We started with a literature review focused on identification of suitable existing models and methods of constructing new models. Ramasubbu et al. [24] noticed that CMM lacks KPAs addressing the capabilities for managing distributed software projects and they identified 24 new KPAs for that purpose. A work by Dangle et al. [25] provided insights into constructing custom maturity models Fig. 1 . Outline of the SMM design process atop CMM and adjusting them to specific needs. The paper [26] represented our basis for defining measurable parameters in our instrument for conducting maturity assessment. Finally, the importance of maintenance-related activities, outlined in [27] , inspired us to address this area in the MM for GÉANT.
Maturity models have either descriptive or prescriptive purpose, i.e., the intention to describe the as-is-situation or to define a road map for improvements [6] . The literature shows that the maturity model design principles can be organized in that manner [18] . We decided to focus on prescriptive purpose, so that SMM could be used to recommend improvements in the development process.
Initially, we invited two types of stakeholders: management and development teams. Later, using the snowballing technique, we also included DevOp engineers, responsible for operating the software systems after they are deployed.
After a discussion with stakeholders, we identified the primary objective for the SMM: creating a mechanism for assisting and guiding the teams in improving their processes, based on empirical data, considering the GÉANT structure and specific constraints. Perspective of evaluating the teams appeared not so important, as it sparkled doubts and worries among development teams.
The model identifies process areas and specific goals that the subject SW teams should address, while the teams can choose the exact methods of doing that, given the fact that the framework gives a basis for objective evaluation of teams' performance, indicating directions for improvements. 
MANAGEMENT WE ARE HERE
Design -This phase is expected to determine the architecture for the proposed model. We started with performing an extensive literature research, aimed at extracting different types of maturity models. The analysis of the existing MMs helped us gain a comprehensive understanding of the real situation in software development and to better define scope and design of our framework.
We proposed a hierarchical, three-level structure of areas, goals and parameters, essential for effective software development. For our model we seek for a balance: the model adopts the structure of CMMI as a core, but also incorporates several goals and activities specific to agile development methods, which would produce a model tailored to the needs of innovation-driven, distributed organization [6] . Since the structure involves areas not present in other maturity models that are specific to GÉANT, we frequently consulted the designed elements of the model with selected representatives of all groups of stakeholders.
Furthermore, we chose a continuous representation for evaluating the maturity. It enables measuring the team's maturity in different areas separately, without producing a single aggregate score, and helps the teams to focus on the most relevant processes. This approach is also more flexible than staged representation, since it allows accommodating changes in the future more easily [6] .
Populate -This phase is aimed at identification of the specific goals, as well as the methods of evaluating them.
This task needs to be performed in a close collaboration with subject teams, as they can explicitly indicate activities essential for the final successful deployment of the model. We started by selecting the goals from CMMI and adding some other, based on GÉANT specifics. Next, they were iteratively discussed and analyzed with selected representatives of the development teams. An important, but underestimated element of defining the goals is to supplement them with appropriate description and make their language layer uniform, to reduce possible misunderstanding and confusion.
For evaluation of the goals, we initially proposed a number of common parameters, representing the terms and concepts that are related with each goal. Each parameter was to be evaluated in a 3-level scale: missing, addressed internally (within the subject team) and addressed externally (by an external authority, e.g., GÉANT managers, professional standards or the NRENs). Later, the evaluation scheme was changed to a 5-level one, in response to remarks submitted by the development teams.
Validate -Once the model is populated, it needs to be tested for relevance and rigor. Both the structure and content, as well as the created model instruments need to be validated.
We performed early validation conducting evaluation with 3 selected teams (see Table 2 ), with an objective to validate the model rather than the teams. The invited teams were diverse with respect to their size, distribution, and type of developed products. The evaluation took the form of a direct or remote interview with a member of the subject development team, guided by a member of the SMM team. Subjects were asked to describe how they address the subsequent goals and comment on inconsistencies, missing or redundant element of the model. Their responses were recorded in questionnaires by the SMM member, and further analyzed. To reduce team-specific bias, two members of the subject development team were interviewed separately, and the differences were discussed.
This phase resulted in identification of several issues in the model and the interview questionnaire. They led to re-designing the model and the questionnaire, and another phase of the validation. After the pilot evaluation is performed, the framework was adjusted and changes based on the pilot evaluation were incorporated.
Deploy and Maintain -At this stage, the model is ready for deployment and use in the GÉANT environment. These phases have not been reached yet.
Lessons Learned
Our experiences in defining the SMM in GÉANT currently embrace the pilot phase, from inception to early validation. Although it does not cover the entire model life-cycle, we can draw some early conclusions and recommendations, discussed below, based on observations we made. We need to highlight that the findings are related only to the process, and not to the subject organization.
Lesson 1: Identify and involve relevant stakeholders
A maturity evaluation usually involves various stakeholders with their unique perspective on the goals and objectives. It is highly important to early identify all stakeholders, both the ones that could contribute to the model and those affected by it. A failure in achieving that may result in two effects: (i) constructing an incomplete model, that does not capture all relevant perspectives, or (ii) fomenting conflicts among the stakeholders that may hinder or even block the maturity improvement efforts.
Within a software organization, the maturity evaluation comprises both managerial and technical domains. Involving senior managers in this effort and acquiring support from them can substantially facilitate the process of constructing the model.
Lesson 2: Identify and clearly present the objectives
The perspectives of various stakeholders may differ or even conflict. Therefore, the objectives defined for the maturity model should be explicitly declared, then shared and agreed upon by all stakeholders. That minimizes the risk of hidden intentions that could void the effort invested in constructing the model.
Regardless of the stated objectives, a maturity model always involves an element of evaluation. Development teams can consider it as an instrument that could be used against them, which could put them in an opposition to the improvement efforts. To mitigate the risk, the process of defining and deploying the model should be transparent and integral. In particular, the communication addressing various stakeholders should be consistent. If the model is updated, the changes should be disseminated to all parties as soon as possible, to prevent misinformation and confusion leading to tensions.
Lesson 3: Capture contextual factors
Maturity discussed in literature is frequently referring to an idealistic model that does not address specifics of individual organizations. In case of minor differences, they could be easily addressed and reconciled within generic models, but some factors play too important role to be ignored. In response to that, custom models seek to identify the uniqueness of activities in the subject organization.
We recommend addressing this issue two-fold: major contextual items should be incorporated to the model, as they shape the specific modus operandi, unique to the organization, while the minor ones could be approached during evaluation. For example, geographical distribution significantly changes the way how the organization operates, and should be addressed by the model, while the use of a specific toolset is not a major factor in attaining the goals defined in the model. The typical contextual factors include structure of organization, level of customer involvement, method of communication or required level of accountability.
Lesson 4: Early and frequently validate the model with stakeholders
In initial stages of defining the model, the changes are frequent and extensive, which may confuse stakeholders. To prevent that, the model should be frequently validated, e.g., by running pilot evaluations, which additionally highlight the role of the stakeholders in the process. That gives both parties, the stakeholders and the SMM team, a chance to identify discrepancies and early resolve possible issues.
The feedback plays a central role in the process. Each raised issue should be identified, recorded, discussed, tracked and resolved, to promote transparency of the process. Otherwise, a feedback debt is likely to occur, which accumulates negative emotions and deprives the model from the positive improvements it could bring.
If new stakeholders are identified during the SMM development, they should be included into discussion as soon as possible, but after being on-boarded by the SMM team. That prevents other stakeholders from loosing the focus while the new members catch up with the progress.
Lesson 5: Refine the model iteratively
The feedback and new ideas should be incorporated to the model in proper batches. Revising the model in response to every single issue may result in a never-ending loop of tiny improvements, which hinder keeping the focus and tracking the changes. As a side effect, discrepancies between subsequent versions are inevitable and are likely to grow. On the other hand, a policy of large steps may also yield a sense of confusion and lack of continuity between the concepts highlighted in various versions. Then, we found a lightweight, incremental approach with time-boxed release periods for publishing subsequent revisions of the model to work best for us.
Conclusions
Typically, software organizations apply maturity models not only for assessing and improving their processes, but also for monitoring their optimization efforts. They can be particularly useful for distributed organizations that share a common culture, but apply different practices, like GÉANT. It also addresses the requirements of SPI Manifesto 5 , by acknowledging the combination of people and processes as a crucial factor of effective SPI projects [28] .
However, it is crucial to set the solid grounds and clear basis of how the SMM framework should be developed and composed. It is essential to get the comprehensive understanding of the whole community and relevant stakeholders in order to set and define the contextual factors that are specific to the organization. Moreover, evaluation and continuous improvement in early stages of the framework development are more than beneficial and represent one of the most important phases. We found iterative approach to be the best path in the process of making the model transparent and creating the positive attitude towards its deployment.
So far, we have received support from the GÉANT software community and gained valuable feedback from selected representatives, who really helped us to better understand the requirements and working patterns of GÉANT teams.
We are currently at the end of the pilot evaluation phase. The next step would be a second revision of the SMM, based on the collected results and knowledge, as well as incorporation of the agreed changes. The ultimate goal is to provide guidance and a set of best practices for GÉANT software teams and community, which would help in improving the software development process.
