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Abstract
Fresco is a methodology that allows for the dynamic adaptation of component-oriented applications.
Fresco aims to support the developer in the realization of dynamic adaptation throughout the entire
life cycle of a component. At design time, a tool (DeepCompare) assists the programmer in the
preparation of a component with live update functionality. At runtime, a middleware environment
called Draco guides the replacement process itself and ensures that a component replacement is
executed correctly.
In this position paper, the focus is on the design time support and the tool DeepCompare. After the
functional development of a component, DeepCompare constructs a meta-model from both the old
and the new component versions. These models are compared and equivalent data-structures are
identiﬁed. This information is subsequently used to partially generate state transition functions.
Possible beneﬁts include the veriﬁcation of the correctness of an update using component invariants
and the estimation of the complexity of the upgrade in order to ﬂag certain problem scenarios to
the developer.
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1 Introduction
Research shows that over 80% of the cost of a software product is caused by
maintenance, and more than 20% of the initial speciﬁcations of a product are
considered outdated within a year after deployment ([15]). Keeping software
up-to-date is a major problem that aﬀects developers and users alike. The last
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few years, the tendency arose to address this issue by modularising software
with component-oriented methodologies. Applications are constructed by cre-
ating compositions of loosely coupled units of functionality: Components.
Reusing components shortens development time and increases robustness.
For the user, however, the problem remains. Updating the software requires
shutting it down and installing a new version, which can be a risky and ex-
pensive operation. A possible solution for this problem can be found in live
updates: modifying the software at runtime. In practice however, these tech-
niques are seldom used due to their high complexity and cost. A large portion
of this complexity is caused by the state transfer between the old and the
new version of the software. The transfer and conversion of the state of a
component must be manually implemented. This is a tedious and error-prone
task.
In this paper we present Fresco, which provides a practical approach for
live updates. We begin with a general overview of the methodology in sec-
tion 2. Since the focus of this position paper is on the design time aspect,
the second part of this paper elaborates on the tool DeepCompare. The gen-
eral architecture and functionality of the tool are presented in section 3. We
illustrate the potential of our approach by processing a small example with
DeepCompare. The example and its results are shown in section 4. Future
work is discussed in section 5. References to important related work are given
in section 6. We conclude this paper in section 7.
2 Adapting Component-based Applications
Fresco’s main goal is to increase the applicability of live updates. It achieves
this goal as follows:
Limited manual preparation: Fresco requires very little intervention of
the programmer during the development of the component. A preprocessor
is used to add an interface that can be used to access the internal structure
of the component by a later version. This is accomplished by adding getter
methods if these are not yet available and is fully automatic.
Tool support for component instrumentation: One of the most diﬃ-
cult issues during a component replacement is the transfer of state between
the old and the new version of a component. The Fresco methodology
places the responsibility of this transfer with the new component version.
During the update, a reference to the old version is given to the newly
created instance which interprets internal structures of its predecessor and
subsequently imports its state. This functionality is far from trivial and the
instrumentation of the new component is usually left to the programmer.
Fresco is innovative in its ability to generate large portions of this transfer
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code (see sections 3 and 4).
Advanced Runtime Support: Fresco provides support for live updates at
runtime. This aspect is implemented as an extension to the Draco middle-
ware environment. This dynamic update module (DUM) is responsible for
the correct execution of the update at runtime. It puts the active component
in an inactive 4 state and then loads and instantiates the new component
version. The DUM subsequently passes on the old version to the new in-
stance, which allows it to initialize itself with the state information from its
predecessor (the methods for this functionality were added by DeepCompare
in the instrumentation phase). Finally, the DUM reroutes connections from
the old to the new component. Since the Draco middleware system and the
dynamic update module are not the focus of this paper we refer to [19,20]
for more information on the dynamic aspects of the Fresco methodology.
3 Design-time support
3.1 Direct vs. Indirect State Transfer
The Fresco evolution system is based on components that are designed accord-
ing to the Cocones component methodology ([3,17]). These components are
implemented as a group of tightly coupled Java-objects. The runtime system
guarantees that a component is in an inactive state during the update (no
methods are active). Therefore the state of the component is contained in the
instance variables of the objects that make up its structure. In literature, two
approaches exist to transfer state between versions:
Direct State Transfer: The implementation of the old version is used di-
rectly. It is the responsibility of the new version to interpret and convert
the state from the previous version.
Indirect State Transfer: The old version exports its state in an abstract
representation which is later used by the new version.
While the latter approach has the beneﬁt that it allows easy upgrading when
many diﬀerent versions are involved, the technique strongly depends on the
ability to construct an ontology that deﬁnes the abstract form. Therefore, this
method is only used in speciﬁc and well deﬁned ﬁelds such as protocol stacks
(see [10]). Furthermore, the functionality to export its state in an abstract
form must be implemented by each component, even if it is unsure whether it
will ever be dynamically replaced.
4 More accurately: a quiescent state (see [11]).
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Therefore, the ﬁrst approach was used in the Fresco methodology. Since
the instrumentation of the new component is complex and depends on the
previous version, tool support is provided for this activity: DeepCompare.
3.2 DeepCompare
The generation of state transition functionality consists of two steps. First,
equivalent data-structures must be identiﬁed. This information is then used
to generate state transition functions.
Identiﬁcation of Similarities
DeepCompare starts by parsing both versions of a component, and buiding a
meta-model. It then compares all types of the two projects and constructs a
similarity model. This model consists of a change-description for each couple
of types. The similarity model is then used and updated by a chain of har-
vesters. Each harvester retrieves information from both component versions
and updates the similarity model by adding semantic links to this model. As
such, the similarity model represents all known similarities at each stage of the
comparison proces. Each harvester encapsulates a diﬀerent algorithm. Next
to trivial matches (e.g. variables with identical name and type in the same
class are considered equivalent), more complex matches can be derived. For
instance, the current tool is capable of detecting added encapsulation, type
renaming and variable movements between types (see section 4). Three types
of algorithms are currently investigated:
(i) Structural Algoritms will identify new similarities given known similari-
ties and the structure of both components. This principle is used in the
context of Database scheme evolution by Lerner ([12]). An example of a
harvester that uses a structural algorithm is a harvester that will search
for class variables that have been moved up or down a class hierarchy.
(ii) Techniques from Plagiarism Detectors ([14,21]) can be used to identify
similar structures between diﬀerent programs. The resulting similarities
can either be directly exploited (e.g. similar variable names or comments
used in the same context), or be used indirectly by other harvesters (e.g.
by identifying similar methods – information that can be exploited by
structural algorithms).
(iii) Refactoring Detectors (e.g. [5]) exploit the principle that software evolves
gradually. Due to the popularity of Extreme Programming ([2]), refac-
toring has gained much in importance in the ﬁeld of reengineering. After
a refactoring is found between diﬀerent versions, underlying structure
similarities can be identiﬁed. Detecting the encapsulation of variables in
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Fig. 1. Schematic Overview of DeepCompare
composite types is an example of refactoring detection.
While it is theoretically possible to implement DeepCompare using ab-
stract syntax trees, we consider such representations too low-level. A meta-
model is used to verify the correctness of the underlying code and to allow
for easy inspection and manipulation of the underlying source code. As our
components are implemented in Java, existing Java-based meta-models can
be used. A number of meta-models exist in literature, each with a diﬀerent
philosophy and complexity. At the time of writing, JNome ([6]) is used as
the underlying meta-model. However, since it is conceivable that other mod-
els may later appear to be more suitable, the actual meta-model used by the
harvesters is abstracted using the adaptor pattern [7]).
Generation of state transition code
In a second phase, DeepCompare will generate the transition function between
two versions. The basic building block of this process is the type transformer.
Each transformer converts a structure of a given type into another type (e.g.
a transformer may convert an array into a Vector or vice versa). Type Trans-
formers are implemented manually and added to a repository. DeepCompare
will construct the state transition functionality by selecting the appropriate
type transformers based on information contained in the similarity model.
Composite types are transformed by recursively applying known transformers
to the type. Newly added variables for which no equivalent is found in the
previous version are by default initiated to the types default value. This be-
haviour can be altered by the user. The type transformation functionality of
the tool is not yet fully implemented.
4 DeepCompare at work: a simple example
In general, it is impossible to correctly identify semantically equivalent struc-
tures between diﬀerent versions of a component since not all semantic infor-
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mation is contained in source code. A typical example is the representation of
a triangle. In version n, three points may be used while version n+1 uses two
edges and an angle. Therefore, identiﬁcation of similarities is in essence an in-
teractive and semi-automatic process. At all times, the user of DeepCompare
can guide the tool by adding or removing semantic links between types.
However, it is our belief that the majority of structures that make up
the state of a component has suﬃcient similarity between versions that it
can be detected by a tool. A small example is shown in ﬁgure 2. On this
ﬁgure, rectangles represent the objects that make up the component. Ovals
connected with these rectangles are instance variables associated with these
objects. Blue and red items are part of the original/new version of the program
respectively. Yellow types are part of the JDK and are considered to be ﬁxed.
Orange refers to primitive types.
The example consists of a Line with some associated methods. In the
original, four instance variables are present representing the coordinates of
two points of this line. In the new version, a new type (Point) was introduced
and used by the Line object. In addition, the object was renamed. In this
case, DeepCompare succesfully identiﬁed all equivalent types and members
between two versions. In a ﬁrst step, the types Line and LineRenamed were
found to represent the same type, based on similar implemented functionality.
A harvester further down the chain later detected the use of an encapsulation
and succesfully associated the variables that represent the coordinates of the
points that deﬁne our line.
While an example of this size hardly proves the general applicability of
DeepCompare, experiments with larger projects have been executed and have
shown promising results. A thorough description of a larger example is outside
the scope of this position paper.
5 Future Work
Large portions of the Fresco methodology (e.g. the entire runtime platform:
Draco and its dynamic update extension) are near completion. The design
time tool DeepCompare is under very active development. Currently, the tool
is functional with simple algorithms. In the near future, focus will be on the
implementation of more complex harvesters in order to improve the recognition
of equivalent structures. The tool will be tested against larger projects and
both success and failure scenarious will be investigated to further improve the
tool. Future work also includes a full implementation of the code generator and
extending it with an invariant checker. This will allow DeepCompare to verify
the correctness of the proposed transformations. Future work also includes
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Fig. 2. DeepCompare at work. Additional detected similarities between JDK types are not shown
for clarity.
ﬂagging possible problematic structures to the programmer (e.g. structures
that would take too long to convert during a live update, complex conversions
that require manual veriﬁcation, . . . ).
6 Related Work
Most work in the ﬁeld of live updates concentrates on the dynamic aspects. For
procedural systems, Hicks ([9]) uses dynamic patches that consist of veriﬁable
native code. With CONUS, the programmer can replace a component using
a declarative speciﬁcation of the desired changes ([11]). For object-oriented
applications written in Java, systems were proposed that use a variety of
methods in order to modify a running application. Technologies used include
modiﬁcations to the Java Virtual Machine ([1,13]), language extensions ([4,8])
and meta-architectures ([16]). To give an exhaustive overview of existing
systems is beyond the scope of this paper, and we refer to [9,18] for more
complete surveys.
The problem of state transfer is usually left to the programmer, or ignored
completely. Although certain systems include some tool support ([1,9]), this
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is often limited to the generation of a framework in which the user can im-
plement the transition. The system developed by Hicks even automatically
generates transfer code for variables whose names remain unchanged. In gen-
eral however, little intelligent support is oﬀered to transfer the state itself.
For some systems, such as the delegation based approach by Kniesel (see [8]),
state transfer is not relevant.
7 Conclusion
In this position paper we introduce the Fresco methodology for runtime evo-
lution of component-oriented applications. At design time, components are
instrumented with state transfer functionality. The developer is aided in this
task by a tool: DeepCompare. This tool searches for equivalent data struc-
tures in two versions of a component and uses this information to partially
generate the transition code. At runtime, a middleware platform takes care
of all the details of the update itself.
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