Tools for Environment for the Simulation of Communication by Mikuš, Peter
VYSOKE´ UCˇENI´ TECHNICKE´ V BRNEˇ
BRNO UNIVERSITY OF TECHNOLOGY
FAKULTA INFORMACˇNI´CH TECHNOLOGII´
U´STAV INFORMACˇNI´CH SYSTE´MU˚
FACULTY OF INFORMATION TECHNOLOGY
DEPARTMENT OF INFORMATION SYSTEMS
NA´STROJE A INTERAKTIVNI´ PROSTRˇEDI´ PRO SI-
MULACI KOMUNIKACE
DIPLOMOVA´ PRA´CE
MASTER’S THESIS
AUTOR PRA´CE Bc. PETER MIKUSˇ
AUTHOR
BRNO 2010
VYSOKE´ UCˇENI´ TECHNICKE´ V BRNEˇ
BRNO UNIVERSITY OF TECHNOLOGY
FAKULTA INFORMACˇNI´CH TECHNOLOGII´
U´STAV INFORMACˇNI´CH SYSTE´MU˚
FACULTY OF INFORMATION TECHNOLOGY
DEPARTMENT OF INFORMATION SYSTEMS
NA´STROJE A INTERAKTIVNI´ PROSTRˇEDI´ PRO SI-
MULACI KOMUNIKACE
TOOLS FOR ENVIRONMENT FOR THE SIMULATION OF COMMUNICATION
DIPLOMOVA´ PRA´CE
MASTER’S THESIS
AUTOR PRA´CE Bc. PETER MIKUSˇ
AUTHOR
VEDOUCI´ PRA´CE Ing. PAVEL OCˇENA´SˇEK, Ph.D.
SUPERVISOR
BRNO 2010

Abstrakt
Komunikace mezi zarˇ´ızen´ımi se neobejde bez jasneˇ definovany´ch pravidel. Tato pravidla
se spolecˇneˇ oznacˇuj´ı jako komunikacˇn´ı protokol. V te´to pra´ci se zaby´va´m komunikacˇn´ımi
protokoly, konkre´tneˇ bezpecˇnostn´ımi protokoly. Jejich na´vrh vyzˇaduje specia´ln´ı na´stroje,
ktere´ umozˇnˇuj´ı simulaci a odhalen´ı bezpecˇnostn´ıch chyb v jejich na´vrhu. Zameˇrˇuji se tedy
na na´stroje umozˇnˇuj´ıc´ı interaktivn´ı simulaci bezpecˇnostn´ıch protokol˚u. Detailneˇ popisuji
jednotlive´ na´stroje a srovna´va´m jejich kladne´ a za´porne´ vlastnosti. V dostupny´ch na´stroj´ıch
implementuji bezpecˇnostn´ı protokoly. Vy´sledem pra´ce jsou demostracˇn´ı u´lohy vyuzˇitelne´
v s´ıt’ovy´ch prˇedmeˇtech na FIT VUT.
Abstract
Communication between devices should be based on predefined rules. These rules are called
communication protocols. In this master thesis I am concerned with communication proto-
cols, specially security protocols. Their design demands specialized tools, that will provide
interactive simulations and security testing. I have described each of these tools in detail
and mentioned about their properties, their pros and cons. In available tools I have im-
plemented security protocols. The result is set of demonstration tasks that are usable in
network courses at FIT VUT.
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Tato pra´ce vznikla jako sˇkoln´ı d´ılo na Vysoke´m ucˇen´ı technicke´m v Brneˇ, Fakulteˇ in-
formacˇn´ıch technologi´ı. Pra´ce je chra´neˇna autorsky´m za´konem a jej´ı uzˇit´ı bez udeˇlen´ı opra´vneˇn´ı
autorem je neza´konne´, s vy´jimkou za´konem definovany´ch prˇ´ıpad˚u.
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Kapitola 1
U´vod
Komunika´cia medzi elektronicky´mi zariadeniami najroˆznejˇs´ıch druhov od pocˇ´ıtacˇov cez mo-
bilne´ telefo´ny azˇ po platobne´ termina´ly je jednou zo za´kladny´ch pozˇiadaviek dnesˇnej doby.
Prenos informa´ci´ı medzi zariadeniami sa vsˇak nezaob´ıde bez jasne definovany´ch pravidiel.
Tieto pravidla´ sa spolocˇne oznacˇuju´ ako komunikacˇny´ protokol. Informa´cie prena´sˇane´ pomo-
cou ty´chto protokolov cez siet’ mozˇu mat’ vysoku´ hodnotu a su´ tak tercˇom u´tokov. Sˇpecia´lnu
oblast’ preto predstavuju´ bezpecˇnostne´ protokoly nasadzovane´ predovsˇetky´m na miestach,
kde vyzˇadujeme zabezpecˇenu´, sˇifrovanu´ komunika´ciu. Jedna´ sa o protokoly prena´sˇaju´ce cit-
live´ informa´cie napr´ıklad platobne´ pr´ıkazy cˇi autentizacˇne´ u´daje. Na´vrh, testovanie a spra´-
vne pochopenie komunikacˇny´ch a bezpecˇnostny´ch protokolov si vyzˇaduje sˇpecificke´ na´stroje
a prostredia umozˇnˇuju´ce ich simula´ciu. Niektore´ na´stroje doka´zˇu odhalit’ pr´ıpadne´ chyby
alebo bezpecˇnostne´ zranitel’nosti v na´vrhu.
Ciel’om tejto pra´ce je zozna´mit’ sa s princ´ıpmi, pouzˇit´ım a interakt´ıvnou simula´ciou ko-
munikacˇny´ch protokolov so zameran´ım na bezpecˇnostne´ protokoly. Na za´klade z´ıskany´ch
poznatkov a pomocou dostupny´ch na´strojov odsimulovat’ vybrane´ bezpecˇnostne´ proto-
koly a k ty´mto na´strojom nap´ısat’ uzˇivatel’sku´ pr´ırucˇku. Motiva´ciou je pomocou sady u´loh
a pr´ıkladov, zozna´mit’ cˇitatel’a s danou problematikou a za´rovenˇ vytvorit’ zoznam na´strojov
umozˇnˇuju´cich interakt´ıvnu simula´ciu a demonsˇtrovat’ ich mozˇnosti. Z´ıskane´ poznatky moˆzˇu
byt’ vyuzˇite´ v siet’ovy´ch predmetoch na FIT VUT.
V nasleduju´cej kapitole sa budem venovat’ teoreticke´mu za´kladu z oblasti protokolov a ich
vlastnost´ı, hlavne bezpecˇnosti. Strucˇne pop´ıˇsem za´kladne´ vy´razove´ prostriedky pre popis
protokolov. V tretej kapitole budu´ uvedene´ jednotlive´ na´stroje, ktore´ umozˇnˇuju´ ich in-
terakt´ıvnu simula´ciu a k ty´mto na´strojom uvediem hlavne´ vlastnosti, dostupnost’, detailne´
parametre, typ licencie a ciel’ pouzˇitia. Na vybrany´ch protokoloch odsimulujem a porovna´m
spoˆsoby implementa´cie v kapitole sˇtyri a navrhnem sadu demonstracˇny´ch u´loh a pr´ıkladov
v kapitole piatej. V za´verecˇnej kapitole zhodnot´ım svoju pra´cu a z´ıskane´ poznatky.
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Kapitola 2
Komunikacˇne´ protokoly
V tejto kapitole uvediem teoreticky´ u´vod do problematiky komunikacˇny´ch protokolov obecne
a na´sledne sa zameriam na bezpecˇnostne´ protokoly. Spomeniem za´kladne´ vlastnosti bezpe-
cˇnostny´ch protokolov ako aj vy´razove´ prostriedky pre ich popis.
Protokoly predstavuju´ forma´lnu stra´nku riadenia komunika´cie pretozˇe poskytuju´ forma´lny
na´stroj na uskutocˇnˇovanie vecnej na´plne riadenia komunika´cie a poma´haju´ tak realizo-
vat’ pr´ıslusˇne´ komunikacˇne´ funkcie. Komunikacˇne´ protokoly tvoria su´hrn pravidiel forma´tu
a procedu´r urcˇuju´cich vy´menu u´dajov medzi dvomi komunikuju´cimi prvkami [19]. Protokoly
su´ implementovane´ hardwarom, softwarom pr´ıpadne kombina´ciou obidvoch. Na najnizˇsˇej
u´rovni protokol definuje spra´vanie hardwarove´ho spojenia.
Komunika´cia v sieti prebieha na jednotlivy´ch vrstva´ch (u´rovniach). Kazˇda´ vrstva vykona´va
sˇpecificku´ funkciu a komunikuje s vrstvou na rovnakej u´rovni. Poskytuje svoje sluzˇby vrstve
vysˇsˇej a naopak vyuzˇ´ıva sluzˇby vrstvy nizˇsˇej. Typicky´m pr´ıkladom vrstevnej komunika´cie
je model ISO/OSI. Tento model je snahou o sˇtandardiza´ciu komunika´cie v pocˇ´ıtacˇovy´ch
siet’ach.
Medzi najzna´mejˇsie komunikacˇne´ protokoly patria napr´ıklad protokoly HTTP, SMTP, IP,
TCP a d’al’ˇsie.
2.1 Bezpecˇnostne´ protokoly
Samostatnu´ oblast’ komunikacˇny´ch protokolov predstavuju´ bezpecˇnostne´ protokoly. Tie
nacha´dzaju´ uplatnenie najma¨ v situa´cia´ch, kde potrebujeme prena´sˇat’ citlive´ informa´cie ako
napr´ıklad tajne´ kl’´ucˇe, autentizacˇne´ u´daje pr´ıpadne transakcie na bankovom u´cˇte. Tieto pro-
tokoly zaist’uju´ pomocou kryptograficky´ch mechanismov (sˇifrovania) za´kladne´ bezpecˇnostne´
funkcie ako su´ autentiza´cia, autoriza´cia, integrita, doˆvernost’ a niekedy nepopieratel’nost’.
Bezpecˇnostne´ funkcie mozˇno uplatnit’ na kazˇdej z vrstiev referencˇne´ho ISO/OSI modelu [8].
Fyzicka´ vrstva Proble´my fyzickej vrstvy maju´ technicky´ alebo technologicky´ charakter.
Cieleny´ u´tok na tu´to vrstvu, mozˇe byt’ napr´ıklad: prerusˇenie vodicˇov, u´myselne´ rusˇenie
(interferencia, zkreslenie, . . . ), odposluch (bezdroˆtove´ prenosy), zachytenie vyzˇarovania.
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Linkova´ vrstva Protokoly linkovej vrstvy spravidla zaist’uju´ ochranu proti technicky´m
zlyhaniam (kontrolne´ su´cˇty, sekvencˇne´ cˇ´ısla ra´mcov, . . . ) a zaist’uju´ ochranu proti u´my-
selny´m u´tokom. Taky´m protokolom je sˇpecifika´cia PPP (Point-to-Point Protocol), ktora´
pozosta´va zo sady protokolov a tie zapu´zdruju´ ra´mce prenosovy´ch technolo´gi´ı Ethernet,
ATM, FrameRelay, HDLC za u´cˇelom zabezpecˇenia autenticity a doˆvernosti spojenia. Patria
sem napr´ıklad protokoly LCP, PAP, CHAP, EAP [10].
Siet’ova´ vrstva Z hl’adiska informacˇnej bezpecˇnosti je ta´to vrstva vel’mi vy´znamna´, pre-
tozˇe moˆzˇe byt’ na nej uplatnena´ rada bezpecˇnostny´ch sluzˇieb. Poskytuje autentiza´ciu, doˆve-
ryhodnost’ a integritu. Bezpecˇnostne´ protokoly siet’ovej vrstvy su´ bud’ rˇiesˇenia proprieta´rne
(SKIP) alebo sˇtandardy (IPsec) [10].
Transportna´ vrstva Bezpecˇny´ transport da´t zaist’uju´ protokoly SSL (Secure Socket La-
yer) a TLS (Transport Layer Security Protocol). Implementacˇna´ vrstva SSL/TLS je medzi-
vrstvou transportnej a aplikacˇnej vrstvy TCP/IP architektu´ry. Zaist’uje bezpecˇnost’ roˆznym
aplikacˇny´m protokolom ako su´ napr´ıklad HTTP, FTP, IMAP. Bezpecˇnostne´ sluzˇby, ktore´
protokoly SSL/TLS pokry´vaju´ su´ doˆvernost’, integrita, autentifika´cia a nepopieratel’nost’
[10].
Aplikacˇna´ vrstva Najvysˇsˇia vrstva architektu´ry TCP/IP ponu´ka najviac mozˇnost´ı pre
implementa´ciu bezpecˇnostny´ch sluzˇieb v komunikacˇn´ıch procesoch. Niektore´ z implemen-
ta´ci´ı moˆzˇu byt’ zdiel’ane´ roˆznymi siet’ovy´mi sluzˇbami. Z tejto skupiny je vel’mi perspekt´ıvny
protokol SET (Secure Electronic Transaction), ktory´ je urcˇeny´ pre internetove´ platobne´
transakcie [10].
Z hl’adiska sˇifrovania komunika´cie (spra´v), mozˇno bezpecˇnostne´ protokoly rozdelit’ na pro-
tokoly pouzˇ´ıvaju´ce asymetricke´ a symetricke´ sˇifrovanie.
Asymetricke´ sˇifrovanie Pri tomto type sˇifrovania su´ pouzˇite´ dva typy kl’´ucˇov. Su´kromny´
a verejny´. Su´kromny´ kl’´ucˇ je tajomstvom vlastn´ıka a umozˇnˇuje desˇifrovanie spra´vy. Verejny´
kl’´ucˇ sˇifruje spra´vu a je vol’ne k dispoz´ıcii. Medzi algoritmy patr´ı RSA, DSA, Diffie-Hellman.
Pr´ıkladom vyuzˇitia su´ protokoly IKE, TMN alebo SET. Asymetricky´ model mozˇno pouzˇit’
pre implementa´ciu doˆvernosti, autentiza´cie a nepopieratel’nosti (digita´lny podpis) [9].
Symetricke´ sˇifrovanie Pouzˇ´ıva jeden typ sˇifrovacieho kl’´ucˇa – tajny´ kl’´ucˇ (zdielany´ kl’´ucˇ).
Slu´zˇi za´rovenˇ na sˇifrovanie a desˇifrovanie. Ktokol’vek, kto vlastn´ı tento kl’´ucˇ ma´ pr´ıstup
k spra´ve. Medzi algoritmy patr´ı DES, 3DES, IDEA, RC2, RC5, AES. Pr´ıkladom je Yahalom
protokol. Symetricke´ sˇifrovanie zaist’uje doˆvernost’ a autentiza´ciu [9].
2.2 Funkcie bezpecˇnostny´ch protokolov
Ako bolo spomenute´, medzi hlavne´ funkcie (sluzˇby), ktore´ poskytuju´ bezpecˇnostne´ proto-
koly patria autentiza´cia, autoriza´cia, integrita, doˆvernost’ a nepopieratel’nost’.
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2.2.1 Autentiza´cia
Autentiza´cia je proces, ktory´ riesˇi overenie identity jendej alebo obidvoch komunikuju´cich
stra´n. Pokial’ je v komunikacˇnom protokole zaradeny´ kvalitny´ autentizacˇny´ mechanizmus,
je pre u´tocˇn´ıka vel’mi obtiazˇne podvrhnu´t’ zpra´vu s falosˇny´m poˆvodom [15].
Silna´ autentiza´cia Syste´m umozˇnˇuje silnu´ autentiza´ciu ak je splnena´ nasleduju´ca pod-
mienka: pokial’ subjekt A obdrzˇ´ı spra´vu, v ktorej je ako odosielatel’ uvedeny´ subjekt B,
potom B odoslal pra´ve tu´to spra´vu subjektu A [15].
Slaba´ autentiza´cia Syste´m umozˇnˇuje slabu´ autentiza´ciu ak je splnena´ nasleduju´ca pod-
mienka: pokial’ subjekt A obdrzˇ´ı spra´vu a ako odosielatel’ je uvedeny´ subjekt B, potom bud’
B odoslal pra´ve tu´to spra´vu subjektu A alebo B uvedenu´ skutocˇnost’ poprie [15].
Identitu mozˇno overit’ pomocou [16]:
• toho, cˇo pouzˇ´ıvatel’ pozna´, napr´ıklad meno, heslo alebo PIN
• toho, cˇo pouzˇ´ıvatel’ vlastn´ı, napr´ıklad priva´tny kl’´ucˇ, smart card
• toho, cˇ´ım pouzˇ´ıvatel’ je, napr´ıklad biometricke´ u´daje
• toho, cˇo pouzˇ´ıvatel’ doka´zˇe, napr´ıklad CAPTCHA
2.2.2 Autoriza´cia
Autoriza´cia alebo tiezˇ sluzˇba riadenia pr´ıstupu, zaist’uje udelenie, pr´ıpadne odoprenie pr´ı-
stupu na za´klade overenia identity. Najcˇastejˇsie je spa´jana´ pra´ve so sluzˇbou autentifika´cie.
Autentifikacˇne´ u´daje moˆzˇu byt’ d’alej porovnane´ napr´ıklad s tabul’kou pr´ıstupovy´ch pra´v
(ACL) a vy´sledkom je u´rovenˇ opra´vnenia pristupovat’ k pozˇadovanej informa´ci´ı cˇi objektu.
Tieto sluzˇby by´vaju´ ma´lokedy su´cˇast’ou siet’ovy´ch protokolov a cˇasto su´ implementovane´ azˇ
v operacˇnom syste´me alebo aplika´ci´ı [8].
2.2.3 Integrita
Integrita je vlastnost’, kedy prena´sˇane´ da´ta nesmu´ byt’ zmenene´ zˇiadnou neautorizovanou
stranou, nesmu´ byt’ umelo zadrzˇiavane´, cˇi opakovane vysielane´ po neopra´vnenom odpo-
sluchu [15]. U´lohou tejto sluzˇby je teda najcˇastejˇsie pomocou kryptograficky´ch algoritmov
zabezpecˇit’ tu´to vlastnost’. Z kryptograficky´ch algoritmov sa pouzˇ´ıvaju´ napr´ıklad MD5,
SHA-1, SHA-2.
Sluzˇbu mozˇno rozdelit’ na [8]:
• Integrita spojenia – poskytuje ochranu pred neautorizovanou modifika´ciou bez ohl’adu
na nadviazane´ spojenia.
• Integrita prenosu zpra´v – zaist’uje ochranu pred neautorizovanou modifika´ciou v ra´mci
nadviazane´ho spojenia.
• Selekt´ıvna integrita spojenia a selekt´ıvna integrita zpra´v – maju´ za u´lohu zaistit’
integritu iba niektory´ch cˇast´ı prena´sˇanej spra´vy.
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2.2.4 Doˆvernost’
Ta´to skupina sluzˇieb poskytuje ochranu prena´sˇany´ch da´t pred neautorizovany´m odhalen´ım.
Sluzˇbu mozˇno rozdelit’ na [8]:
• Doˆvernost’ prenosu spra´v – poskytuje ochranu pred neautorizovany´m odhalen´ım bez
ohl’adu na nadviazene´ spojenie.
• Doˆvernost’ spojenia – zaist’uje ochranu pred neautorizovany´m odhalen´ım v ra´mci
nadviazane´ho spojenia. Ta´to sluzˇba vyzˇaduje existuju´ce spojenie.
• Doˆvernost’ toku da´t (Traffic Flow Confidentiality) – ma´ za u´lohu zabra´nit’ u´tocˇn´ıkovi,
aby zo znalost´ı toku da´t (adresy prena´sˇany´ch spra´v, d´lzˇka prena´sˇany´ch spra´v, cˇasove´
intervaly medzi prena´sˇany´mi spra´vami, . . . ) doka´zal odvodit’ doˆverne´ informa´cie o pre-
na´sˇany´ch da´tach.
• Selekt´ıvna doˆvernost’ – ma´ za u´lohu zaistit’ doˆvernost’ iba niektory´ch cˇast´ı prena´sˇanej
spra´vy.
2.2.5 Nepopieratel’nost’
Sluzˇba nepopieratel’nost’ (odosielatel’a, dorucˇenia), ma´ za u´lohu jednoznacˇne preuka´zat’
pr´ıjemcovi resp. odosielatel’ovi na jednej strane, odoslanie resp. prijatie na strane druhej.
2.3 Popis protokolov
2.3.1 Forma´lny popis
Spra´va Je za´kladny´m prvkom komunika´cie. Spra´vy, ktore´ su´ vymienˇane´ medzi subjek-
tami pomocou protokolu, su´ zlozˇene´ z mensˇ´ıch, atomicky´ch spra´v. Existuju´ sˇtyri typy ato-
micky´ch spra´v [4]:
• Kl’´ucˇe – su´ pozˇ´ıvane´ k sˇifrovaniu spra´v. Hlavnou vlastnost’ou je, zˇe kazˇdy´ kl’´ucˇ k ma´
kl’´ucˇ inverzny´ k−1. Pri symetrickom sˇifrovan´ı, je desˇifrovac´ı kl’ucˇ rovnaky´ ako sˇifrovac´ı,
teda k = k−1. Za´rovenˇ plat´ı (k−1)−1 = k.
Kl’´ucˇe sa oznacˇuju´: Ka,Kb,Kab, . . .
• Nonce – si mozˇno predstavit’ ako na´hodne generovane´ cˇ´ısla. Za´kladom je, aby nikto
nebol schopny´ vopred odhadnu´t’ tu´to hodnotu. Zarucˇuje tzv. cˇerstvost’ spra´vy (fresh-
ness). Kazˇda´ spra´va obsahuju´ca nonce je generovana´ po tom, cˇo bola vygenerovanana´
hodnota nonce. Nonce sa oznacˇuje: Na, Nb, . . .
• Da´ta – neovplyvnˇuju´ spoˆsob fungovania protokolu ale su´ predmetom komunika´cie.
• Mena´ u´cˇastn´ıkov – odkazuju´ na u´cˇastn´ıkov komunika´cie. U´cˇastn´ıci sa najcˇastejˇsie
oznacˇuju´ ako: A,B, S, . . . (Alice, Bob, Server, . . . )
Spra´vy zlozˇene´ z atomicky´ch spra´v sa oznacˇuju´ ako zlozˇene´ spra´vy a zapisuju´ sa {M,N}.
Zasˇifrovana´ spra´va M , kl’´ucˇom k sa zapisuje {M}k. Odoslanie spra´vy mozˇno zap´ısat’:
A→ B : {A,Na}k
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2.3.2 Jazyky
SPL (Security Protocol Language) je asynchro´nny, procesne orientovany´ jazyk zalozˇeny´
na pi-Calculus. Kazˇdy´ agent (proces) je definovany´ ako vy´raz (term) v algebre. Ta´ umozˇnˇuje
prezentovat’ sekvencˇne´ aj paralelne´ vstupne´ a vy´stupne´ akcie [3]. Akcie moˆzˇu obsahovat’
spra´vy.
Napr´ıklad odoslanie spra´vy od A k B, ktora´ bude obsahovat nonce, sa zap´ıˇse
out new{y}{y,A}Pub(B)
kde y predstavuje nonce. Prijatie ocˇaka´vanej spra´vy sa zap´ıˇse
in pat{x, Z}{x, Z}Pub(B)
kde Z je vzor ocˇaka´vanej spra´vy (pattern).
NetPDL (Network Protocol Description Language) je aplikacˇne neza´visly´ jazyk pre po-
pis paketov, ktory´ umozˇnˇuje vytva´rat’ univerza´lnu databa´zu s popismi protokolov. Jednou
z hlavny´ch vy´hod je jednoduchost’ popisu. NetPDL sa nezameriava na popis spra´vania pro-
tokolu. Naproti tomu sa zameriava na efekt´ıvny popis paketov, ich hlavicˇiek a zapu´zdrenia.
NetPDL je zalozˇeny´ na XML a preto je mozˇne´ ho spracovat’ pomocou programov a knizˇn´ıc
podporuju´cich XML. Za´rovenˇ je mozˇne´ jednoducho aktualizovat’ zmeny v sˇpecifika´ci´ı pro-
tokolov [20].
Pr´ıklad hlavicˇky paketu IPv4 zap´ısane´ho v NetPDL:
<protocol name=’IPv4’>
<format>
<fields>
<field type=’bit’ name=’ver’ longname=’Version’ size=’1’
mask=’0xF0’/>
<field type=’bit’ name=’hlen’ longname=’Header length’ size=’1’
mask=’0x0F’/>
<field type=’fixed’ name=’tos’ longname=’Type of service’ size=’1’/>
...
</fields>
</format>
</protocol>
HLPSL Jazyk je vyv´ıjany´ v ra´mci frameworku projektu AVISPA. Je modula´rny a u-
mozˇnˇuje sˇpecifika´ciu riadiaceho toku, datovy´ch sˇtruktu´r a roˆznych modelov u´tokov. Jeho
se´mantika je postavena´ na Lamport’s TLA (Temporal Logic of Actions). Definuje popis
rol´ı pomocou konecˇne´ho automatu, kde prechod znamena´ prijatu´ alebo odoslanu´ spra´vu.
Explicitne definuje role, generovanie nonce a vy´menu spra´v [2].
Pr´ıklad za´pisu role v jazyku HLPSL:
role alice(A,B:agent, G:text, Snd,Rcv:channel(dy)) played_by A def=
local State:nat, Na,Nsecret:text, X,K:message
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init State:=1
transition
1. State=1 /\ Rcv(start) =|>
State’:=2 /\ Na’:=new() /\ Snd(exp(G,Na’))
2. State=2 /\ Rcv(X’) =|>
State’:=3 /\ K’:=exp(X’,Na) /\ Nsecret’:= new() /\ Snd({Nsecret’}_K’)
end role
Role su´ spojene´ v session, kde zdiel’aju´ vedomosti:
role session (A,B:agent, G:text) def=
local SND_A,RCV_A,SND_B,RCV_B:channel(dy) def=
composition
alice(A,B,G,SND_A,RCV_A) /\ bob(B,A,G,SND_B,RCV_B)
end role
Prostredie slu´zˇi k spusteniu a verifika´ci´ı protokolu. Nastavuje u´vodne´ vedomosti u´tocˇn´ıka
a session:
role environment() def=
const a,b:agent, g:text
composition
session(a,b,g,Snd,Rcv)
end role
CAS+ Jazyk bol navrhnuty´ pre jednoduchu´ sˇpecifika´ciu a verifika´ciu bezpecˇnostny´ch
protokolov. Hlavny´m ciel’om bolo vytvorit’ jazyk, ktory´ by bol jednoduchy´ a poskytoval
mozˇnosti jazyka HSPSL [21]. Sˇpecifika´cia protokolu pozosta´va zo sˇiestich cˇast´ı: deklara´cia
identifika´torov, postupnost’ spra´v, znalosti agenta, session premenne´, znalosti u´tocˇn´ıka
a ciel’ verifika´cie.
Pr´ıklad za´pisu protokolu:
protocol TV; % symmetric key
identifiers
A,B : user;
Ins : number;
K : symmetric_key;
messages
1. B -> A : B,{Ins}K
2. A -> B : A,B,{Ins}K
knowledge
B : A,K;
A : K;
session_instances
[B:tv,A:scard,K:onekey];
intruder_knowledge
scard;
goal
A authenticates B on Ins;
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2.4 Forma´lna verifika´cia
Forma´lna verifika´cia je proces overenia, cˇi dany´ model (algoritmus) sp´lnˇa sˇpecifika´ciu.
Kontrola modelom Je zalozˇena´ na konsˇtrukcii pravdepodobnostny´ch mnozˇ´ın u´tokov,
ktore´ vycha´dzaju´ z algebraicky´ch vlastnost´ı protokolov [15]. Moˆzˇe doˆjst’ k expanzii stavov,
pretozˇe je potrebne´ prehl’adat’ stavovy´ priestor. Pr´ıkladom su´ roˆzne sˇpecifikacˇne´ jazyky
a expertne´ syste´my.
Autentizacˇna´ logika Predstavuje moda´lnu logiku podobnu´ ty´m, ktore´ boli vytvorene´
pre analy´zu a vy´voj vedomost´ı a predpokladov. Je zalozˇena´ na axiomiza´ci´ı vedomost´ı a pred-
pokladov [15]. Pr´ıkladom je BAN, GNY pr´ıpadne KPL logika.
Indukt´ıvne techniky Tieto meto´dy nahra´dzaju´ na´rocˇne´ prehl’ada´vanie teore´mov o tomto
prehl’ada´van´ı. Tieto techniky su´ komplementom ku kontrole modelom. Su´ zalozˇene´ na for-
maliza´ci´ı proble´mov, pri ktory´ch sa pouzˇ´ıvaju´ hypote´zy a autentizacˇne´ vlastnosti. Techniky
forma´lne modeluju´ aktua´lne opera´cie v protokole a overuju´ teore´my ty´chto opera´ci´ı [15].
Pr´ıkladom je theorem proving (Isabelle) alebo spi calculus.
2.5 Meto´dy u´tokov
K za´kladny´m typom u´tokov, ktore´ maju´ za ciel’ odhalit’ obsah prena´sˇany´ch informa´ci´ı
alebo prerusˇit’ komunika´ciu patr´ı odpocˇu´vanie, podstrcˇenie falosˇnej identity, modifika´cia
prena´sˇany´ch spra´v a prerusˇenie komunika´cie.
Odpocˇu´vanie Komunika´cia medzi dvoma subjektami Alice a Bob je odpocˇu´vana´ u´tocˇn´ı-
kom. U´tocˇn´ık vystupuje ako pas´ıvny u´cˇastn´ık.
Prerusˇenie komunika´cie Komunika´cia medzi subjektom Alice a Bob je prerusˇena´ u´to-
cˇn´ıkom.
Podstrcˇenie identity U´tocˇn´ık predstiera falosˇnu´ identitu vocˇi niektore´mu zo subjektov
komunika´cie.
Modifika´cia spra´vy U´tocˇn´ık modifikuje spra´vy posielane´ medzi dvoma subjektami.
2.5.1 U´tok zo stredu
Tento u´tok spocˇ´ıva v tom, zˇe u´tocˇn´ık vstu´pi do komunika´cie medzi subjekty Alice a Bob.
U´tocˇn´ık odpocˇu´va, analyzuje a pr´ıpadne pozmenˇuje spra´vy. Za´rovenˇ u´tocˇn´ık predstiera vocˇi
Alice identitu Boba a vocˇi Bobovi predstiera identitu Alice. Obe strany komunikuju´ bezˇny´m
spoˆsobom a nevedia o pr´ıtomnosti u´tocˇn´ıka. U´tok je zna´zorneny´ na obr. 2.2. Prevenciou je
pouzˇitie silnej autentifika´cie, PKI (public key infrastructure) a su´kromny´ch kl’´ucˇov. Jedna´
sa o akt´ıvny typ u´toku [14, 12].
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Alice BobÚtočník
M1
M1
(a) Odpocˇu´vanie
Alice BobÚtočník
M1
(b) Prerusˇenie komunika´cie
Alice BobÚtočník
M1
(c) Podstrcˇenie identity
Alice BobÚtočník
M1
m'1
(d) Modifika´cia spra´vy
Obra´zek 2.1: Meto´dy u´tokov v sieti (cˇasovy´ diagram)
Alice BobÚtočník
M1
m'1
M2
m'2
Obra´zek 2.2: U´tok zo stredu (cˇasovy´ diagram)
2.5.2 U´tok prehra´van´ım
V tomto u´toku, podobne ako pri u´toku zo stredu, vystupuje u´tocˇn´ık v roli prostredn´ıka.
U´tocˇn´ık odpocˇu´va komunika´ciu a na´sledne ju opakuje vocˇi niektore´mu zo subjektov, pricˇom
tento dany´ subjekt nedoka´zˇe overit’ jeho skutocˇnu´ identitu. Ochranou vocˇi tomuto typu
u´toku je pouzˇitie cˇasove´ho raz´ıtka [15]. Podobne ako u´tok zo stredu aj tento u´tok je akt´ıvny.
U´tok je zna´zorneny´ na obr. 2.3.
Alice BobÚtočník
M1
M1
M2
M1
M2
M2
Obra´zek 2.3: U´tok prehra´van´ım (cˇasovy´ diagram)
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Kapitola 3
Na´stroje
V nasleduju´cej kapitole predstavujem na´stroje umozˇnˇuju´ce na´vrh, analy´zu a simula´ciu bez-
pecˇnostny´ch protokolov. Ku kazˇde´mu na´stroju uva´dzam detailny´ popis vra´tane zdroja, typu
licencie a podporovany´ch operacˇny´ch syste´mov.
3.1 AVISPA
Adresa: http://avispa-project.org/
Aktua´lna verzia: 1.1
Autor: Alessandro Armando, Yannick Chevalier, David Basin, Jorge Cuellar, . . .
Licencia: Neuvedena´
Podporovane´ OS: Linux, Mac OS (Software) / vsˇetky OS (Webove´ rozhranie)
AVISPA je projekt zalozˇeny´ euro´pskou komisiou ako su´cˇast’ programu Information Society
Technologies Programme a vznikol 1.1.2003. V ra´mci projektu AVISPA vznikol rovnomenny´
na´stroj na tvorbu a analy´zu bezpecˇnostny´ch protokolov [18].
Vstup v jazyku HLPSL
Prekladač
HLPSL2IF
Intermediate Format (IF)
Kontrola modelu
on-the-fly
OFMC
Hľadanie útokov 
založené na CL
CL−AtSe
Kontrola modelu 
pomocu SAT
SATMC
Analýza protokolu 
pomocou automatu
TA4SP
Výstup
Obra´zek 3.1: AVISPA architektu´ra
Na´stroj sa sklada´ z niekol’ky´ch komponent. Jeho architektu´ra je zna´zornena´ na obr.3.1. Na
vstupe ocˇaka´va popis protokolu v jazyku HLPSL (vra´tane vlastnost´ı, ktore´ chceme verifiko-
12
vat’). Tento vstup na´sledne prevedie pomocou prekladacˇa HLPSL2IF Translator do ekviva-
lentnej sˇpecifika´cie vo forma´lnom jazyku IF (Intermediate Format). Takto transformovanu´
sˇpecifika´ciu odovzda´ na vstup jednotlivy´m komponenta´m. Kazˇda´ komponenta implemen-
tuje roˆzne techniky, ktore´ prehl’adavaju´ odpovedaju´ci stavovy´ priestor a hl’adaju´ stavy, ktore´
predstavuju´ u´toky na sˇpecifikovane´ vlasnosti (model checking). Vy´stupny´ forma´t kompo-
nent je presne definovany´ a uda´va cˇi bol proble´m na´jdeny´, pr´ıpadne cˇi nastala chyba [24].
Na´stroj existuje v dvoch verzia´ch. Software stiahnutel’ny´ z domovskej stra´nky urcˇeny´ pre
Linux a Mac OS alebo ako webove´ rozhranie nacha´dzaju´ce sa na domovskej adrese.
Obra´zek 3.2: Needham–Schroeder Public Key protokol v programe AVISPA
Vy´hody:
• Roˆzne komponenty urcˇene´ k analy´ze protokolu
• Multiplatformny´ na´stroj (webove´ rozhranie)
• Vizualiza´cia u´toku na protokol
Nevy´hody:
• Nie je mozˇne´ vizualizovat’ priebeh protokolu
3.2 GRASP
Adresa: Nezistena´
Aktua´lna verzia: Nezistena´
Autor: Air Force Academy (VISE)
Licencia: Nezistena´
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Podporovane´ OS: Windows, Linux, Mac OS (Java)
GRASP (GRaphical Aid for Security Protocols) je na´stroj urcˇeny´ k interakt´ıvnej vizu-
aliza´ci´ı bezpecˇnostny´ch protokolov. Ciel’om pri na´vrhu na´stroja bolo graficky ilustrovat’
bezpecˇnostne´ protokoly a umozˇnit’ interakt´ıvne menit’ parametre (on-the-fly) s ciel’om po-
zorovat’ zmeny. Za´rovenˇ musel byt’ dostatocˇne jednoduchy´ a na´zorny´. Prima´rne mal byt’
nasadzovany´ ako ucˇebna´ pomoˆcka [23].
GRASP je nap´ısany´ v jazyku Java (Swing) cˇo z neho rob´ı multi-platformny´ na´stroj. Po-
zosta´va z troch hlavny´ch cˇast´ı: editacˇne´ okno (zada´vanie vstupu), oblast’ okna s vy´sledkami,
kde sa zobrazuju´ u´cˇastn´ıci a ich znalosti a cˇasovy´ diagram zna´zornˇuju´ci interaktivitu medzi
u´cˇastn´ıkmi (posielanie spra´v). Ma´ vlastny´ jazyk pre popis protokolov s vel’mi jednoduchou
syntaxou. V kazˇdom kroku simula´cie ma´ pouzˇ´ıvatel’ mozˇnost’ menit’ parametre prostredia,
pocˇet u´cˇastn´ıkov, spra´vy a pozorovat’ zmeny.
Program je vyv´ıjany´ v ra´mci Air Force Academy (VISE) a je vol’ne dostupny´ [23].
Obra´zek 3.3: Diffie–Hellman protokol v programe GRASP [23]
Vy´hody:
• Interakt´ıvny na´stroj s podporou on-the-fly za´sahov do simula´cie
• Multi-platformny´ na´stroj programovany´ v Jave
Nevy´hody:
• Nedostupnost’ na´stroja na internete (v cˇase p´ısania pra´ce nebol dostupny´)
3.3 Scyther
Adresa: http://people.inf.ethz.ch/cremersc/scyther/index.html
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Aktua´lna verzia: 1.0-beta7
Autor: Cas Cremers
Licencia: Nesˇpecifikovana´ (Vol’ne stiahnutel’ne´)
Podporovane´ OS: Windows, Linux, Mac OS
Scyther je vol’ne stiahnutel’ny´ na´stroj, urcˇeny´ predovsˇetky´m na verifika´ciu a analy´zu bezpe-
cˇnostny´ch protokolov. Je postaveny´ na algoritme, ktory´ poskytuje zhustenu´ reprezenta´ciu
(nekonecˇnej) mnozˇiny stoˆp. To poma´ha na´stroju pri analy´ze tried mozˇny´ch u´tokov a chova-
nia protokolu. Na´stroj umozˇn´ı dokazovat’ spra´vnost’ blizˇsˇie nesˇpecifikovane´ho pocˇtu spojen´ı.
Doka´zˇe pracovat’ paralelne s niekol’ky´mi (pod)protokolmi [6].
Program je nap´ısany´ v jazyku Python a ma´ konzolove´ ovla´danie ako aj graficke´ rozhranie.
Ako vstup ocˇaka´va popis protokolu v jazyku SPDL. Program doka´zˇe zistit’, cˇi su´ dodrzˇane´
bezpecˇnostne´ pozˇiadavky v protokole pr´ıpadne tieto bezpecˇnostne´ pozˇiadavky generovat’
a na´sledne overit’. Doka´zˇe analyzovat’ protokol na za´klade interakcie u´cˇastn´ıkov.
Program nedoka´zˇe pracovat’ interakt´ıvne a nedoka´zˇe za behu menit’ podmienky. Je nutne´
upravit’ zdrojovy´ su´bor (napr. vo vstavanom editore) a na´sledne spustit’ analy´zu. Vzhl’adom
na jeho ry´chlost’, na´zornost’ a jednoduchost’ sa hod´ı ako ucˇebna´ pomoˆcka.
Obra´zek 3.4: Needham–Schroeder protokol v programe Scyther
Vy´hody:
• Ry´chlost’ kompila´cie
• Podpora vel’ke´ho pocˇtu komunikacˇny´ch spojen´ı (neobmedzeny´ pocˇet [6])
15
• Pracuje paralelne s niekol’ky´mi (pod)protokolmi
• Jednoduchost’ pouzˇitia a na´zornost’ pri zobrazen´ı cˇinnosti protokolu
Nevy´hody:
• Nutnost’ kompila´cie vstupu pred samotnou analy´zou
• Nemozˇnost’ menit’ parametre protokolu za behu
3.4 SPAN
Adresa: http://www.irisa.fr/celtique/genet/span/
Aktua´lna verzia: 1.6
Autor: Yann Glouche, Thomas Genet, Olivier Heen, Erwan Houssay, Ronan Saillard
Licencia: LGPL
Podporovane´ OS: Windows, Linux, Mac OS
SPAN na´stroj je vol’ne dostupny´ pod licenciou LGPL. Je postaveny´ na verifikacˇnom na´stroji
AVISPA a prida´va hlavne podporu anima´cie [7]. Na vstupe ocˇaka´va protokol pop´ısany´ v ja-
zyku HLPSL alebo CAS+. Zo vstupu v jazyku CAS+ si automaticky vytvor´ı odpovdaju´ci
HLPSL vstup. Tento vstup d’alej spracuje a vy´sledkom je postupnost spra´v posielany´ch
v protokole.
Na´stroj na´sledne doka´zˇe prehl’adne zobrazovat’ spra´vy v podobe sekvencˇne´ho diagramu.
Doka´zˇe krokovat’ priebeh komunika´cie. Pouzˇ´ıvatel’ si mozˇe nastavit’ sledovane´ premenne´
(napr. nonce, A, B, . . . ) a tie pocˇas anima´cie sledovat’. Podporuje vetvenie komunika´cie
a v kazˇdom kroku ponu´kne d’al’ˇsie mozˇnosti, ktory´m sa komunika´cia bude uberat’. Vy´slednu´
postupnost’ spra´v (interny´ forma´t programu) mozˇno ulozˇit’ vo forma´te postscript alebo PDF
a v budu´cnosti kedykol’vek nacˇ´ıtat’.
Program doka´zˇe pracovat’ interakt´ıvne a krokovat’ priebeh simula´cie. Je vhodny´ ako ucˇebna´
pomoˆcka.
Vy´hody:
• Ineraktivita pocˇas simula´cie
• Ry´chla kompila´cia
• Na´zornost’ zobrazenia protokolu
Nevy´hody:
• Nutnost’ kompilovat’ vstup do interne´ho forma´tu programu
• Mierne neprehladne´ GUI
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Obra´zek 3.5: Needham–Schroeder Shared Key protokol v programe SPAN
3.5 SPEAR 2
Adresa: http://www.cs.uct.ac.za/Research/DNA/SPEAR2/index.html
Aktua´lna verzia: 1.0.0.25
Autor: Elton Saul
Licencia: Neuvedena´ (Vol’ne stiahnutel’ne´)
Podporovane´ OS: Windows
SPEAR 2 je na´stroj na na´vrh a analy´zu bezpecˇnostny´ch protokolov. Vycha´dza z poˆvo-
dne´ho SPEAR projektu a hlavny´m ciel’om je poskytnu´t’ univerza´lny framework, ktory´
by umozˇnil efekt´ıvne navrhovat’ bezpecˇnostne´ protokoly. Kombinuje forma´lnu sˇpecifika´ciu,
analy´zu vy´konnosti a bezpecˇnosti a automaticke´ generovanie ko´du. Vyuzˇ´ıva upravenu´ ver-
ziu GNY logiky (autentizacˇna´ logika) doplnenu´ o digita´lne podpisy a certifika´ty [22].
Na´stroj poskytuje prehl’adne´ pouzˇ´ıvatel’ske´ rozhranie pre pohodlne´ vytvorenie nove´ho alebo
existuju´ceho protokolu. Podporuje ASN.1 za´pis (popis spra´v). Podporuje nacˇ´ıtanie a uk-
ladanie do interne´ho forma´tu (sˇpecificky´ pre SPEAR2). Umozˇnˇuje export protokolu do
forma´tu LATEX, PROLOG alebo do textove´ho su´boru. Pre graficku´ prezenta´ciu vyuzˇ´ıva
sekvencˇny´ diagram. Program neumozˇnˇuje interakt´ıvnu simula´ciu. Je vhodny´ predovsˇetky´m
pre fa´zu na´vrhu a verifika´cie bezpecˇnostny´ch protokolov.
Vy´hody:
• Kvalitne´ GUI a jednoduche´ vytva´ranie protokolov
Nevy´hody:
• Nepodporuje zˇiadny z dostupny´ch jazykov pre popis protokolov
• Neposkytuje mozˇnosti vizualiza´cie u´tokov
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Obra´zek 3.6: Needham–Schroeder protokol v programe SPEAR 2
3.6 NS2
Adresa: http://www.isi.edu/nsnam/ns/
Aktua´lna verzia: 2.34
Autor: M.Sc. Frida Eng, Ph.D. Fredrik Gunnarso
Licencia: GNU GPL
Podporovane´ OS: Windows (Cygwin), UNIX, Linux, Mac OS
Vy´voj NS2 vycha´dza z projektu REAL network simulator. Je urcˇeny´ na simula´ciu smero-
vac´ıch a multicastovy´ch protokolov. Rovnako podporuje simula´ciu zna´mych protokolov ako
su´ TCP, UDP, RTP, SRM. Program je nap´ısany´ v jazyku C++, Tcl, OTcl (Object Tcl).
Je vol’ne sˇ´ıritel’ny´ pod licenciou GNU GPL, objektovo-orientovany´ a poskytuje prostriedky
pre sˇpecifika´ciu vstupny´ch da´t aj pre analy´zu a prezenta´ciu vy´sledkov [18].
Program ocˇaka´va vstup v jazyku Tcl. V skripte je nutne´ pop´ısat’ siet’ovu´ topolo´giu a komu-
nikacˇny´ protokol (posielanie a prij´ımanie spra´v).
Program je modula´rny a podporuje tvorbu (programovanie) novy´ch modulov. Pri insˇtala´cii
je potrebne´ kompilovat’ zdrojove´ ko´dy a vyzˇaduje mnozˇstvo za´vislost´ı. Jeho pouzˇ´ıvatel’ske´
rozhranie (zalozˇene´ na OTcl) je zastarale´, obsahuje vsˇak vsˇetky potrebne´ na´stroje pre tvorbu
simulovane´ho prostredia. Simula´cia umozˇnˇuje krokovanie a rozhranie obsahuje prehl’adnu´
cˇasovu´ os.
Vy´hody:
• Vol’ne dosupny´ pod licenciou GNU GPL a mozˇnost’ prispiet’ k vy´voju prostredn´ıctvom
modulov
18
Obra´zek 3.7: Simula´cia siet’ovej komunika´cie v NS2
• Podporuje sˇiroke´ mozˇnosti tvorby simulovane´ho prostredia
Nevy´hody:
• Zastarale´ GUI
• Neobsahuje na´stroje pre verifika´ciu bezpecˇnostny´ch na´strojov ako ostatne´ uve-
dene´ na´stroje.
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Kapitola 4
Implementa´cia bezpecˇnostny´ch
protokolov
V tejto kapitole odsimulujem vhodne zvolene´ bezpecˇnostne´ protokoly pomocou na´strojov
uvedeny´ch v kapitole predcha´dzaju´cej. Ciel’om bude demonsˇtrovat’ spoˆsoby implementa´cie.
Ako pr´ıklad som vybral protokoly Needham-Schroeder Public Key a Yahalom. Hlavny´m
krite´riom pri vy´bere bola zlozˇitost’ protokolu, tj. je vhodne´ aby zlozˇitost’ ich na´vrhu pokryla
mozˇnosti na´strojov. V protokole by mali vystupovat’ viacer´ı u´cˇastn´ıci. Rovnako je vhodne´
aby posielane´ spra´vy obsahovali identity subjektov, hodnoty nonce a kl’´ucˇe (symetricke´,
verejne´, su´kromne´). Dˇal’ˇs´ım vy´znamny´m krite´riom je existencia zranitel’nost´ı. Jednotlive´
na´stroje by mali byt’ schopne´ odhalit’ a zna´zornit’ potencia´lny u´tok.
V druhej cˇasti kapitoly porovna´m na´stroje z pohl’adu implementa´cie vra´tane mozˇnost´ı,
ktore´ ponu´kaju´ pri zada´van´ı vstupu.
4.1 Needham-Schroeder Public Key protokol
Jedna´ sa o verziu Needham-Schroeder protokolu zalozˇenu´ na asymetrickom sˇifrovan´ı. Posky-
tuje vza´jomnu´ autentifika´ciu subjektov pouzˇit´ım doˆveryhodne´ho kl’´ucˇa serveru a verejny´ch
kl’´ucˇov. Server distribuuje kl’´ucˇe na pozˇiadanie. Protokol bol navrhuty´ ku komunika´ci´ı cez
nezabezpecˇenu´ siet’ [13]. Autormi je dvojica Roger Needham a Michael Schroeder.
Forma´lny popis protokolu
1. A→ S : A,B
2. S → A : {Kpb, B}Kss
3. A→ B : {Na, A}Kpb
4. B → S : B,A
5. S → B : {Kpa, A}Kss
6. B → A : {Na, Nb}Kpa
7. A→ B : {Nb}Kpb
(4.1)
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Obra´zek 4.1: Needham-Schroeder Public Key protokol
Zna´my u´tok Protokol je na´chylny´ na u´tok typu man-in-the-middle. U´tocˇn´ık I sa moˆzˇe
vyda´vat’ za u´cˇastn´ıka A tak, zˇe ho donu´ti iniciovat’ s n´ım nove´ spojenie. Spra´vy preposiela
smerom k B (predstiera identitu A). V doˆkaze (4.2) sa predpoklada´ komunika´cia len medzi
A,B, I. Rovnako sa predpoklada´ znalost’ kl’´ucˇov (Ka,Kb,Ki) u jednotlivy´ch u´cˇastn´ıkov
[13, 11].
1.3. A→ I : {Na, A}Kpi
2.3. I(A)→ B : {Na, A}Kpb
2.6. B → I(A) : {Na, Nb}Kpa
1.6. I → A : {Na, Nb}Kpa
1.7. A→ I : {Nb}Kpi
2.7. I(A)→ B : {Nb}Kpb
(4.2)
Modifika´cia Lowe tu´to chybu odstranˇuje pridan´ım identity B do spra´vy [11]:
2.6 B → A : {Na, Nb, B}Ka
(4.3)
4.2 Yahalom protokol
Poskytuje vza´jomnu´ autentifika´ciu u´cˇastn´ıkov a distribu´ciu tajne´ho kl’´ucˇa. Bol navrhnuty´
pre pouzˇitie cez nezabezpecˇenu´ siet’ (napr. Internet). Vyuzˇ´ıva symetricke´ sˇifrovanie. O dis-
tribu´ciu tajne´ho kl’´ucˇa sa stara´ doˆveryhodny´ arbiter (server) [17].
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Obra´zek 4.2: Yahalom protokol
Forma´lny popis protokolu
1. A→ B : A,Na
2. B → S : B, {A,Na, Nb}Kbs
3. S → A : {B,Kab, Na, Nb}Kas , {A,Kab}Kbs
4. A→ B : {A,Kab}Kbs , {Nb}Kab
(4.4)
Zna´my u´tok K Yahalom protokolu nebol publikovany´ zˇiadny u´tok [17].
4.3 Spoˆsob implementa´cie
Z kapitoly 3 su´ dostupne´ a za´rovenˇ vyuzˇitel’ne´ pre simula´ciu bezpecˇnostny´ch protokolov
na´stroje AVISPA, SPAN, Scyther, SPEAR 2. Kazˇdy´ z nich sa vyznacˇuje vlastny´m imple-
mentacˇny´m jazykom. Prehl’ad podporovany´ch jazykov je v tabul’ke 4.1.
AVISPA SPAN Scyther SPEAR 2
Jazyk HLPSL HLPSL, CAS+ SPDL SPR
Tabulka 4.1: Prehl’ad jazykov podporovany´ch v na´strojoch
Rozhodol som sa preto ku kazˇde´mu na´stroju pristupovat’ jednotlivo a ako za´klad implemen-
tovat’ zvolene´ protokoly.
4.3.1 Implementa´cia v AVISPA
Na´stroj podporuje implementa´ciu jedine v jazyku HLPSL. Jazyk berie ako za´klad popis rol´ı.
Kazˇda´ z rol´ı popisuje ake´ informa´cie u´cˇastn´ık pozna´ na zacˇiatku, zacˇiatocˇny´ stav a prechody
(zmena stavu) [1]. V podstate sa jedna´ o prepis stavove´ho automatu do textovej podoby.
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Prijatie alebo odoslanie spra´vy vyvola´ prechod do ine´ho stavu. Rela´ciu prechodu zap´ıˇseme
ako =|> a zjednotenie ako /\.
Zacˇneme s deklara´ciou samotnej role, ktora´ ma´ tvar
role alice (A, B: agent,
Ka, Ks: public_key,
KeyRing: (agent.public_key) set, % Mnozˇina kl’´ucˇov
Snd, Rcv: channel(dy)) % Komunikacˇny´ kana´l
kde parameter dy znamena´ model u´tocˇn´ıka. Pokracˇujeme jej spra´van´ım a loka´lnymi pre-
menny´mi. Premenne´ musia zacˇ´ınat’ vel’ky´m p´ısmenom a konsˇtanty maly´m.
played_by A def=
local State : nat, % Prirodzene´ cˇı´slo
Na, Nb: text, % nonce
Kb: public_key
init State := 0 % Pocˇiatocˇny´ stav
transition
...
end role
Prechod teda znamena´ se´riu pocˇiatocˇny´ch podmienok a akci´ı spusteny´ch po jeho vykonan´ı.
Prechody mozˇeme rozl´ıˇsit’ identifika´torom (v nasladuju´com pr´ıklade ask.)
ask. State = 0 /\ Rcv(start) /\ not(in(B.Kb’, KeyRing))
=|> State’:= 1 /\ Snd(A.B)
Takto definovanu´ rolu spoj´ıme spolu s ostatny´mi do kompoz´ıcie (session) protokolu a d’alej
do kompoz´ıcie prostredia. Prostredie definuje aj rolu u´tocˇn´ıka.
composition
/\_{in(A.B.Ka.Kb,Instances)} (alice(A,B,Ka,Ks,KeySet(A),Snd,Rcv)
/\ bob(A,B,Kb,Ks,KeySet(B),Snd,Rcv))
Na za´ver definujeme mnozˇinu ciel’ovy´ch bezpecˇnostny´ch pozˇiadavkov (tajnost’, autenti-
fika´cia, . . . ) goal a najvysˇsˇiu kompoz´ıciu environment().
Komenta´re azˇ do konca riadku zacˇ´ınaju´ %.
4.3.2 Implementa´cia v SPAN
U predcha´dzaju´ceho na´stroja som pop´ısal implementa´ciu v HLPSL, preto sa teraz budem
zaoberat’ jazykom CAS+. Oproti HLPSL sa vyznacˇuje jednoduchost’ou za´pisu. Zdrojovy´
ko´d popisuju´ci protokol je prehl’adny´ a sklada´ sa z niekol’ky´ch cˇast´ı. V u´vode deklarujeme
na´zov protokolu (prvy´ riadok).
protocol NeedhamSchroederPublicKey;
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Nasleduje deklara´cia identifika´torov a premenny´ch (jednotlive´ entity a kl’´ucˇe). Deklaro-
vat’ mozˇno public key (verejny´ kl’´ucˇ), symetric key (symetricky´ kl’´ucˇ), user (u´cˇastn´ık),
function (jednocestna´ funkcia napr. hash) a number (obecne´ da´ta, nonce, za´znam, text).
identifiers
A,B,S : user;
Na,Nb : number;
KPa,KPb,KPs : public_key;
V d’alˇsej cˇasti zap´ıˇseme postupnost’ spra´v. Ta´to cˇast’ tvor´ı jadro popisovane´ho protokolu.
Za´kladny´ tvar je
(i. Si →i Ri : Mi)1≤i≤n
kde i ≤ n je cˇ´ıslo kroku [21]. Priva´tny kl’´ucˇ koncˇ´ı apostrofom napr. Kab’. Za´pis je podobny´
forma´lnemu za´pisu protokolov.
messages
1. A -> S : A,B
2. S -> A : {KPb, B}KPs’
3. A -> B : {Na, A}KPb
4. B -> S : B,A
5. S -> B : {KPa, A}KPs’
6. B -> A : {Na, Nb}KPa
7. A -> B : {Nb}KPb
Svoj vy´znam ma´ aj sˇ´ıpka zna´zornˇuju´ca zaslanie spra´vy. Bezˇny´ kana´l (Dolev-Yao) zap´ıˇseme
ascii znakom ->, kana´l chra´neny´ proti za´pisu a cˇ´ıtaniu => a kana´l chra´neny´ proti za´pisu ∼>
[21].
Cˇast’ popisuju´ca znalosti u´cˇastn´ıkov, tj. vsˇetky da´ta, ktore´ su´ z pohl’adu u´cˇastn´ıkov zna´me
esˇte pre zacˇiatkom priebehu protokolu.
knowledge
A : A,B,S,KPa,KPb,KPs;
B : A,B,S,KPa,KPb,KPs;
S : A,B,S,KPa,KPb,KPs;
V cˇasti session instances sa prirad’uje hodnota k premenny´m. V praxi to znamena´, zˇe
je mozˇne´ pop´ısat’ roˆzne syste´my v ktory´ch bezˇ´ı protokol. Rovnako je mozˇne´ v tejto cˇasti
vytvorit’ session s u´tocˇn´ıkom I. K u´tocˇn´ıkovi sa vzt’ahuje aj deklara´cia znalost´ı podobne
ako pri u´cˇastn´ıkoch.
session_instances
[A:alice,B:bob,S:server,KPa:pk1,KPb:pk2,KPs:pk3];
V poslednej cˇasti uvedieme ciele (vlastnosti), ktore´ chceme doka´zat’. Existuju´ tri typy:
utajenost’, autentifika´cia a slaba´ autentifika´cia.
goal
A authenticates B on Na;
B authenticates A on Nb;
Komenta´re do konca riadku zacˇ´ınaju´ %.
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4.3.3 Implementa´cia v Scyther
Na´stroj vyuzˇ´ıva vlastny´ jazyk SPDL (Security Protocol Descritpion Language). Na pr´ıpone
su´boru nezalezˇ´ı. Su´bory moˆzˇeme do seba zanorovat’, cˇo sa hod´ı pri modelovan´ı zlozˇitejˇs´ıch
protokolov
include ’filename’;
Scyther je postaveny´ na manipula´cii s vy´razmi (term). Atomicky´ vy´raz je pritom l’ubovolny´
identifika´tor, typicky ret’azec alfanumericky´ch znakov [5]. K dispoz´ıcii su´ za´kladne´ predde-
finovane´ typy Function (kl’´ucˇe, hash), Agent (u´cˇastn´ıci), Nonce alebo Ticket a udalosti
Secret (tajomstvo).
Na u´vod teda deklarujeme kl’´ucˇe
const pk: Function;
secret sk: Function;
inversekeys(pk,sk); // Asymetricky´ pa´r kl’´ucˇov
kde Const znacˇ´ı globa´lnu konsˇtantu. Nasleduje popis spra´vania protokolu, ktory´ ma´ (v pr´ı-
pade Needham Schroeder-PK) troch u´cˇastn´ıkov
protocol NeedhamSchroederPK(I,R,S) {}
V ra´mci protokolu definujeme spra´vanie jednotlivy´ch u´cˇastn´ıkov. Hodnoty, ktore´ u´cˇastn´ık
pozna´, zapisujeme na u´vod. Komunika´cia prebieha typicky posielan´ım a prij´ıman´ım spra´v.
Spra´vy su´ cˇ´ıslovane´ aby ich interpret doka´zal spra´vne zoradit’ do sekvencˇne´ho diagramu.
Najdoˆlezˇitejˇsiu cˇast’ predstavuju´ bezpecˇnostne´ pozˇiadavky (urcˇuju´ kontrolovane´ vlastnosti).
role I {
const Ni: Nonce; // Globa´lna premenna´
var Nr: Nonce; // Loka´lna premenna´
send_1(I,S,(I,R)); // Spra´va od I k S, obsahuju´ca (I,R)
read_2(S,I, {pk(R), R}sk(S));
...
claim_I1(I,Secret,Ni);
claim_I2(I,Secret,Nr);
claim_I3(I,Nisynch);
}
V za´verecˇny´ch nastaveniach protokolu uvedieme doˆveryhodny´ch u´cˇastn´ıkov, nedoˆveryho-
dny´ch u´tocˇn´ıkov (ciel’ u´tocˇn´ıka) a ohrozene´ da´ta.
const Alice,Bob,Server,Compromised: Agent;
untrusted Compromised;
const nc: Nonce;
compromised sk(Compromised);
Jazyk je case-sensitive. Komenta´re mozˇno zapisovat’ viacery´mi spoˆsobmi podobne ako v ja-
zyku C. Jednoriadkovy´ komenta´r # alebo //, pr´ıpadne viacriadkovy´ komenta´r /* */. Biele
znaky (novy´ riadok, medzera) su´ ignorovane´.
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4.3.4 Implementa´cia v SPEAR 2
Na´stroj sa od ostatny´ch odliˇsuje hlavne mozˇnost’ou modelovat’ protokoly priamo pomocou
pouzˇ´ıvatel’ske´ho rozhrania. Ta´to vlastnost’ ury´chl’uje a zjednodusˇuje cely´ proces. Samotny´
vstupny´ su´bor obsahuju´ci popisovany´ protokol ma´ niekol’ko desiatok kilobajtov, preto sa
zameriam hlavne na implementa´ciu pomocou GUI. Ako pr´ıklad uvediem cˇasti ko´du zdro-
jove´ho su´boru.
Na u´vod modelujeme u´cˇastn´ıkov (Design → AddCanvasObject → Principal). Na u´rovni
zdrojove´ho ko´du maju´ u´cˇastn´ıci tvar
PRINCIPAL {
NAME = ’A’
}
Prejdeme k modelovaniu vlastny´ch spra´v (Design → AddCanvasObject → Message).
V tomto kroku uzˇ ma´me k dispoz´ıcii objekty (u´cˇastn´ıkov) a teda pri vytva´ran´ı obsahu
spra´vy vybera´me z ponuky existuju´cich objektov (Add → Existing → Component →
A). Ak naraz´ıme na neexistuju´ci objekt je nutne´ si ho najprv vytvorit’ (napr. symet-
ricke´/asymetricke´ kl’´ucˇe). Situa´cia je rovnaka´ na u´rovni zdrojove´ho ko´du. Objekty spra´vy
vytvor´ıme ako
PAYLOAD (mcComponent, 15042384) {
ID = ’A’
ASN.1 = ’’
}
kde prvy´ parameter je typ objektu (napr. mcComponent, mcTimeStamp, mcPrivKey, mcPubKey,
mcSharedSecret, mcPrivEncryption) a druhy´ parameter je identifika´tor, na ktory´ sa
neskoˆr budeme odkazovat’. Ako je mozˇne´ vidiet’ program podporuje ASN.1 za´pis.
Postupne moˆzˇeme prejst’ k modelovaniu vlastny´ch spra´v. Za´pis spra´vy obsahuje identifika´ciu
odosielatel’a, pr´ıjemcu, akciu pred/po odoslan´ı/prijat´ı a identifika´tory samotny´ch objektov.
Pr´ıklad spra´vy
MESSAGE {
SENDER = ’A’
RECEIVER = ’S’
ACTIVE_SETTINGS = ’subprotocol’
ACTION {
SENT_PREACTION = ’’
SENT_POSTACTION = ’’
RECEIVED_PREACTION = ’’
RECEIVED_POSTACTION = ’’
}
ROOT_PAYLOAD {
ID = ’Message 1’
DESCRIPTOR = ’’
}
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COMPONENTS {
TOP_LEVEL: 15042384 15238424
}
}
Po vytvoren´ı spra´v (spra´vanie protokolu) mus´ıme definovat’ predpoklady a ciele protokolu.
Program pracuje s GNY logikou a defin´ıcia zahrnˇuje beliefs a possesions u jednotlivy´ch
u´cˇastn´ıkov ako na strane predpokladov tak na strane ciel’ov. Za´pis v zdrojovom su´bore je
znacˇne rozsiahly a pracny´. Osvedcˇilo sa mi modelovanie na u´rovni GUI. Definovanie GNY
pravidiel prebieha rovnaky´m postupom ako vytva´ranie spra´v. Predpoklady existuju´ zvla´sˇt’
pre kazˇde´ho u´cˇastn´ıka
• Fresh Components – Aktua´lnost’ objektu
• Recognizable Components – Znalosti objektu
• Suitable Public Keys – Znalost’ kl’´ucˇov
• Trustworthy Principals – Doˆveryhodny´ u´cˇastn´ıci
• Jurisdiction – Doˆvera v objekt, ktory´ je doˆveryhodny´ pre ine´ho u´cˇastn´ıka
• Suitable Secret – Tajomstvo medzi objektami
4.4 Vy´sledky implementa´cie
Kazˇdy´ z na´strojov dovol’uje pop´ısat’ pozˇadovany´ protokol pomocou jazyka. Vy´nimkou je
na´stroj SPEAR 2, ktory´ umozˇnˇuje modelovanie aj na u´rovni GUI. Jazyky su´ roˆzne ale
maju´ spolocˇne´ rysy. Se´mantika je podobna´, no odliˇsuju´ sa hlavne v syntaxi. Za´kladom
v jazyku HLPSL a SPDL su´ role a ich popis vra´tane spra´vania. Pri jazyku CAS+ naopak
deklarujeme entity a spra´vanie oddelene. Implementa´cia v SPR zahrnˇuje hierarchiu objek-
tov (entity, obsah spra´vy, sˇifrovanie, spra´va) a GNY pravidla´.
Kedzˇe na´stroje su´ prima´rne urcˇene´ k simula´cii bezpecˇnostny´ch protokolov, ich jazyky pod-
poruju vsˇetky vlastnosti ako su´ symetricke´/asymetricke´ sˇifrovanie (kl’´ucˇe), nonce, cˇasove´
zna´mky, . . . . Moˆzˇeme pracovat’ s roˆznymi rolami (u´tocˇn´ık, server, u´cˇastn´ıci).
AVISPA SPAN Scyther SPEAR 2
Jazyk HLPSL HLPSL, CAS+ SPDL SPR
GUI rezˇim ◦ ◦ ◦ •
Textovy´ rezˇim • • • ◦
Vlastnosti Defin´ıcia rol´ı Popis spra´vania Defin´ıcia rol´ı Popis objektov
Stavovy´ automat Popis ent´ıt GNY logika
ASN.1
◦ - nepodporuje, • - podporuje
Tabulka 4.2: Vy´sledky porovnania implementa´cie
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Kapitola 5
Charakteristiky na´strojov
Od spoˆsobov implementa´cie prejdem v tejto kapitole ku charakteristika´m pouzˇ´ıvania jed-
notlivy´ch na´strojov. To zahrnˇuje najma¨ spoˆsoby insˇtala´cie a ovla´dania.
5.1 AVISPA
5.1.1 Insˇtala´cia
Program existuje v dvoch verzia´ch. Jedna verzia je dostupna´ pre operacˇny´ syste´m Li-
nux a Mac OS, druha´ je dostupna´ prostredn´ıctvom internetove´ho prehliadacˇa. Z pohl’adu
insˇtala´cie je jednoduchsˇie pouzˇit’ online verziu. Nevy´hodou je za´vislost’ na internetovom
pripojen´ı a dostupnosti sluzˇby.
5.1.2 Ovla´danie
Pouzˇ´ıvatel’ske´ rozhranie online verzie programu moˆzˇeme rozdelit’ na niekol’ko cˇast´ı: editacˇne´
okno, panel na´strojov, pra´ca so su´borom a vol’ba rezˇimu.
Editacˇne´ okno Tento panel zasta´va viacero funkci´ı. V za´kladnom rezˇime zobrazuje
nacˇ´ıtany´ protokol. Pre edita´ciu sa mus´ıme prepnu´t’ do editacˇne´ho rezˇimu (edit). Po do-
koncˇen´ı ulozˇit’ (save), cˇ´ım sa opa¨t’ vra´time do za´kladne´ho rezˇimu. Ulozˇenie je nevyhnutne´
pre aplikovanie zmien. Poslednou funkciou je stavovy´ a chybovy´ vy´pis. Ten sa objav´ı po
pouzˇit´ı niektore´ho zo vstavany´ch na´strojov.
Panel na´strojov Ponuka vstavany´ch na´strojov pre verifika´ciu protokolu (obr. 3.1).
• HLPSL2IF - Prekladacˇ z jazyka HLPSL do ekvivalentne´ho forma´lneho jazyka IF
(n´ızkou´rovnˇovy´ popis). Prevod je nevyhnutny´ pre d’al’ˇsie spracovanie.
• OFMC - On-the-fly Model-Checker verifikuje protokol sku´man´ım prechodov ohrani-
cˇenej session (model), pop´ısany´ch v jazyku IF [24].
• CL-AtSe - Constraint-Logic-based Attack Searcher aplikuje obmedzuju´ce podmienky
stanovene´ho pocˇtu session k verifika´ci´ı protokolu [24].
• SATMC - SAT Model-Checker redukuje vstupny´ proble´m do sekvencie pre SAT sol-
vers [24].
28
• TA4SP - neohranicˇena´ verifika´cia protokolu aproximovan´ım u´tocˇn´ıkovy´ch znalost´ı
[24].
Pra´ca so su´bormi Nacˇ´ıtanie predpripraveny´ch alebo vlastny´ch zdrojovy´ch su´borov.
Rezˇim Vol’ba medzi za´kladny´m a expertny´m rezˇimom. Rozdiel spocˇ´ıva v tom, zˇe v ex-
pertnom rezˇime je dostupny´ panel na´strojov, zatial’ cˇo v za´kladnom sa po spusten´ı simula´cie
zavolaju´ automaticky vsˇetky vstavane´ na´stroje pocˇ´ınaju´c prekladom do IF (obr. 3.1).
Po odsimulovan´ı dosta´vame v editacˇnom okne suhrnny´ vy´stup od jednotlivy´ch na´strojov
s vy´sledokom verifika´cie. Za´rovenˇ si moˆzˇeme u kazˇde´ho na´stroja zobrazit’ podrobny´ vy´pis
ako aj graficku podobu u´toku (cˇasovy´ diagram).
5.2 SPAN
5.2.1 Insˇtala´cia
Na´stroj je distribuovany´ v sˇtyroch verzia´ch. Bina´rne verzie pre operacˇne´ syste´my Windows,
Linux a Mac OS a v podobe zdrojovy´ch ko´dov. Pre svoj behu vyzˇaduje Tcl/Tk knizˇnice.
Windows Insˇtalacˇny´ su´bor spolu s insˇtala´ciou Tcl/Tk knizˇnice (vyzˇadovana´ je minima´lna
verzia 8.3) je stiahnutel’ny´ z domovskej stra´nky programu. Po insˇtala´cii je potrebne´ pridat’
premennu´ prostredia (path) smeruju´cu na adresa´r s Tcl/Tk
Path %Path%;C:\PROGRA~1\Tcl\bin
a vytvorit’ novu´ premennu´ k adresa´ru s na´strojom SPAN
SPAN C:\SPAN
Linux Po stiahnut´ı programu z domovskej stra´nky, stacˇ´ı rozbalit’ obsah do l’ubovolne´ho
adresa´ra. Podobne ako na platforme Windows, pozˇadovana´ je pr´ıtomnost’ Tcl/Tk (verzia
8.5). Na´sledne stacˇ´ı nastavit’ premenne´ prostredia (path)
export SPAN=/home/user/span
export AVISPA_PACKAGE=/home/uset/span
5.2.2 Ovla´danie
Ako uzˇ bolo spomenute´, na´stroj vycha´dza z projektu AVISPA. Jeho za´klad, vra´tane pod-
porny´ch na´strojov (obr. 3.1), je rovnaky´. Poskytuje naviac interakt´ıvnu vizualiza´ciu si-
mula´cie protokolu, u´toku a u´tocˇn´ıka.
V okne vizualiza´cie (obr. 5.1) sa na l’avej strane objavuju´ pricha´dzaju´ce udalosti. Po pr´ıchode
sa simula´cia zastav´ı a moˆzˇeme urcˇit’, ktory´m smerom bude priebeh pokracˇovat’. Simula´ciu
mozˇno krokovat’ dopredu aj dozadu (Previous step, Next step). Nastavit’ sa da´ sledovanie
konkre´tnych premenny´ch (u´cˇastn´ıkov, kl’´ucˇov, . . . ). Mozˇeme nastavit’ spoˆsob zobrazenia
spra´v, cˇ´ım sprehladn´ıme sekvencˇny´ diagram. Vy´sledny´ diagram moˆzˇeme ulozˇit’ a opa¨tovne
nacˇ´ıtat’.
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Obra´zek 5.1: Priebeh protokolu – Yahalom protokol
Simula´cia u´toku a simula´cia u´tocˇn´ıka ponu´ka rovnake´ mozˇnosti a rozlozˇenie ovla´dac´ıch
prvkov. Rozdiel je v tom, zˇe moˆzˇeme explicitne nastavit’ a nechat’ zobrazit’ u´tocˇn´ıkove´ ve-
domosti.
Oproti na´stroju AVISPA doka´zˇe SPAN nacˇ´ıtat’ protokol v jazyku CAS+ a na´sledne kon-
vertovat’ do jazyka HLPSL. Pocˇas moˆjho testovania sa u niektory´ch protokolov vyskytli
proble´my pri konverzii. Vo va¨cˇsˇine pr´ıpadov prebehla konverzia v poriadku.
5.3 SPEAR 2
5.3.1 Insˇtala´cia
Na´stroj je dostupny´ pre platformu Windows. Insˇtalacˇne´ su´bory su´ k dispoz´ıcii na domovskej
stra´nke projektu. K analy´ze GNY, program vyzˇaduje pr´ıtomnost’ SWI–Prolog (insˇtalacˇny´
su´bor je rovnako dostupny´ na stra´nke projektu). V nastaveniach programu sa mus´ı vyplnit’
cesta k prologu.
5.3.2 Ovla´danie
Program disponuje sˇiroky´mi mozˇnost’ami ovla´dania. Najva¨cˇsˇiu cˇast’ okna tvor´ı plocha (ca-
nvas) s cˇasovy´m diagramom protokolu. Jedna´ sa o abstraktny´ pohl’ad na modelovany´ pro-
tokol. Na l’avej strane je strucˇny´ stromovy´ prehl’ad vytvoreny´ch objektov.
Priamo na ploche moˆzˇeme cez kontextove´ menu (Add Canvas Object) vytvorit’ objekty
(u´cˇastn´ık, spra´va, podprotokol). V dialogu pre vytvorenie nove´ho objektu nastav´ıme do-
datocˇne´ vlastnosti ako napr. meno, pr´ıjemca, odosielatel’, obsah spra´vy, poradie (obr. 5.2a).
Pri vytva´ran´ı obsahu spra´vy ma´me na vy´ber vytvorenie nove´ho objektu alebo pouzˇitie
existuju´cich. Objekty rozdel’ujeme na dve skupiny
• Terminal - nonce, cˇasove´ raz´ıtko, zdiel’ane´ tajomstvo, symetricke´/asymetricke´ kl’´ucˇe.
• Non-terminal - funkcia, hash, symetricke´/asymetricke´ sˇifrovanie, skupina.
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pricˇom termina´lny objekt nemoˆzˇe obsahovat’ d’alˇsie objekty.
Vyvolan´ım kontextovej ponuky moˆzˇeme spra´vy zmazat’ (Delete), duplikovat’ (Duplicate),
nastavit’ akciu pred/po prijat´ı/odoslan´ı (obr. 5.2b) alebo zmenit’ vlastnosti (Properties).
U´cˇastn´ıkovi moˆzˇeme pridat’ spra´vu (Add Message) alebo zmenit’ meno (Edit name).
(a) Vlastnosti spra´vy (b) Nastavenie akcie
Obra´zek 5.2: Nastavenie spra´vy v SPEAR 2
Objekty moˆzˇeme navza´jom presu´vat’ mysˇou a menit’ tak ich poradie. Program doka´zˇe
zvy´raznit’ konkre´tne objekty cez funkciu Design→Component Tracker, cˇo pomoˆzˇe pri mo-
delovan´ı zlozˇity´ch protokolov. Program dovol’uje vytvorit’ podprotokol v l’ubovolnom mieste.
Najdoˆlezˇitejˇsia cˇast’ progamu je GNY analy´za protokolu. V jednom dialogovom okne
(GNY→Analyze Protocol), su´ vsˇetky potrebne´ nastavenia. Rovnako ako v pr´ıpade vytva´-
rania spra´vy aj tu su´ objekty hierarchicky usporiadane´.
• Assumptions - predpoklady u jednotlivy´ch u´cˇastn´ıkov (beliefs and possessions), tj.
znalosti pred zacˇiatkom komunika´cie.
• Goals - ciel’ove´ pozˇiadavky (beliefs and possessions) u kazˇde´ho u´cˇastn´ıka.
• Extensions - pripojenie rozsˇ´ırenia vybrany´m formuliam.
• Analysis - nastavenie ciest k prologu a pracovne´mu adresa´ru. Spustenie samotnej
analy´zy.
• Result - vy´sledky analy´zy (obr. 5.3b). Prehl’ad a detaily val´ıdnych a nespra´vnych
predpokladov a pozˇiadavkov (beliefs and possessions).
Vy´sledne´ pravidla´ GNY logiky ako aj forma´lny popis vytvorene´ho protokolu, moˆzˇeme zob-
razit’ a exportovat’ do textove´ho forma´tu alebo su´boru LATEX. Program doka´zˇe vypocˇ´ıtat’
synchro´nny a optima´lny beh protokolu (Calculate Synchronous rounds, Calculate Optimal
rounds).
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(a) Predpoklady (b) Vy´sledky anala´zy
Obra´zek 5.3: GNY analy´za v SPEAR 2
5.4 Scyther
5.4.1 Insˇtala´cia
Program (dostupny´ na stra´nkach projektu) je nap´ısany´ v jazyku Python, cˇo z neho rob´ı
multi-platformny´ na´stroj. Vyzˇaduje insˇtala´ciu Python, wxPython a GraphViz (odkazy su´
na stra´nkach projektu Scyther). Knizˇnica GraphViz vykresluje grafy.
5.4.2 Ovla´danie
Na rozdiel od predcha´dzaju´ceho na´stroja SPEAR 2, ponu´ka rozhranie Scyther menej mo-
zˇnost´ı. Hlavne´ okno ma´ dve za´lozˇky: popis protokolu (Protocol description) a nastavenia
(Settings).
Popis protokolu V tejto za´lozˇke moˆzˇeme editovat’ protokol. Protokol je pop´ısany´ v ja-
zyku SPDL. Doˆraz je kladeny´ na bezpecˇnostne´ pozˇiadavky (claims).
Nastavenia Hlavne´ nastavenia programu. Ovplyvnˇuju´ verifika´ciu obmedzen´ım pocˇtu be-
hov, maxima´lnym pocˇtom vzorov a dodatocˇny´mi parametrami pre jadro programu. Mozˇnost’
zmenit’ vel’kost p´ısma sa hod´ı najma¨ pri rozsiahlych protokoloch.
Ak ma´me vy´sledny´ protokol pop´ısany´ a nastavene´ hlavne´ paremetre, moˆzˇeme spustit’ ve-
rifika´ciu v menu Verify→Verify protocol (F1). Zobraz´ı sa na´m okno (obr. 5.4), kde kazˇdy´
riadok predstavuje jednu pozˇiadavku (claim). Na riadku je vyp´ısany´ v porad´ı: na´zov proto-
kolu, rola (identifika´cia u´cˇastn´ıka), identifika´tor pozˇiadavky, typ pozˇiadavky a parameter,
stav informuju´ci o na´jdenom u´toku, komenta´r a tlacˇ´ıtko pre graficke´ zobrazenie u´toku.
Cˇasto sa sta´va, zˇe program nena´jde u´tok a koncˇ´ı s vy´sledkom No attack within bounds.
Pri verifikacˇnom procese Scyther prehl’ada´va strom vsˇetky´ch mozˇnost´ı avsˇak je obmedzeny´
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Obra´zek 5.4: Vy´sledky verifika´cie – Needham Schroeder protokol
pocˇtom behov (nastavenia programu). Je doˆlezˇite´ zvolit’ vhodnu´ hodnotu. Pr´ıliˇs vel’ka´ hod-
nota znamena´ viac cˇasu potrebne´ho na verifika´ciu. Mala´ hodnota nemus´ı na´jst’ u´tok.
Okrem verifika´cie si moˆzˇeme nechat’ graficky zobrazit’ role cez menu Verify→Characterize
roles (F2). Nove´ okno ma´ rovnaky´ obsah ako v pr´ıpade verifika´cie.
Ak sa rozhodneme zobrazit’ u´tok alebo niektoru´ z rol´ı, otvor´ı sa nove´ okno (obr. 5.5).
Hlavny´mi prvkami su´ obd´lzˇniky spojene´ sˇ´ıpkami. Sˇ´ıpky reprezentuju´ poradie. Obd´lzˇnik
zna´zornˇuje novy´ beh, udalost’ behu a udalost’ spoˆsobenu´ bezpecˇnostnou podmienkou. Ver-
tika´lna os predstavuje beh protokolu (vy´skyt role).
Obra´zek 5.5: Zna´zornenie u´toku – Needham Schroeder protokol
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Kapitola 6
Demonstracˇne´ u´lohy
Pre d’al’ˇsie pouzˇitie som ako vhodny´ na´stroj vybral Scyther. Na´stroj je vol’ne dostupny´.
Vd’aka svojej jednoduchosti a schopnosti vizualizovat’ protokoly (u´toky) je vhodnou ucˇebnou
pomoˆckou. Program doka´zˇe pracovat’ so symetricky´mi aj asymetricky´mi verziami protoko-
lov a na´sledne ich verifikovat’. Pr´ıpadne´ u´toky nad protokolom zobraz´ı graficky diagramom.
Obsahom kapitoly bude pre tento na´stroj ako aj na´stroje SPAN a SPEAR2 nap´ısat’ sadu
pr´ıkladov a demonstracˇny´ch u´loh. Cvicˇenia budu´ vycha´dzat’ z implementa´cie protokolov
uvedeny´ch v kapitole 4 (Needham-Schroeder Public Key, Yahalom) doplnene´ o protokoly
Otway Rees a Denning-Sacco Shared Key. Za´rovenˇ si kladu´ za ciel’ zozna´mit’ cˇitatel’a s pro-
blematikou bezpecˇnostny´ch protokolov, ich simula´cie a verifika´cie konkre´tnym na´strojom.
Tieto u´lohy na´jdu uplatnenie pri vy´uke siet’ovo orientovany´ch predmetov na fakulte FIT
VUT.
6.1 U´loha cˇ.1
Ciel’ u´lohy
• Zozna´mit’ sa s na´strojom Scyther.
• Vysku´sˇat’ si implementa´ciu symetricky´ch a asymetricky´ch bezpecˇnostny´ch protokolov.
• Vysku´sˇat’ si verifika´ciu bezpecˇnostny´ch protokolov v na´stroji Scyther.
Sˇtudijne´ materia´ly
• V tejto u´lohe bude ciel’om implementovat’ protokoly Needham-Schroeder Public Key,
jeho modifikovanu´ verziu Lowe, Yahalom, Otway Rees, Denning-Sacco Shared Key
a jeho modifikovanu´ verziu Lowe.
• Sˇtudijne´ materia´ly
– Needham-Schroeder Public Key
http://www.lsv.ens-cachan.fr/Software/spore/nspk.html
Gavin Lowe. An attack on the Needham-Schroeder public key authentication
protocol. Information Processing Letters, 56(3):131–136, November 1995.
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– Lowe’s fixed version of Needham-Schroder Public Key
http://www.lsv.ens-cachan.fr/Software/spore/nspkLowe.html
Gavin Lowe. An attack on the Needham-Schroeder public key authentication
protocol. Information Processing Letters, 56(3):131–136, November 1995.
– Yahalom
http://www.lsv.ens-cachan.fr/Software/spore/yahalom.html
Michael Burrows, Martin Abadi, and Roger Needham. A logic of authentication.
Technical Report 39, Digital Systems Research Center, february 1989.
– Otway Rees
http://www.lsv.ens-cachan.fr/Software/spore/otwayRees.html
D. Otway and O. Rees. Efficient and timely mutual authentication. Operating
Systems Review, 21(1):8–10, 1987.
– Denning-Sacco Shared Key
http://www.lsv.ens-cachan.fr/Software/spore/denningSacco.html
D. Denning and G. Sacco. Timestamps in key distributed protocols. Communi-
cation of the ACM, 24(8):533–535, 1981.
– Lowe modifika´cia Denning-Sacco Shared Key
http://www.lsv.ens-cachan.fr/Software/spore/denningSaccoLowe.html
Gavin Lowe. A family of attacks upon authentication protocols. Technical Re-
port 1997/5, Department of Mathematics and Computer Science, University of
Leicester, 1997.
Pr´ıprava prostredia
• Stiahnite insˇtalacˇny´ su´bor z domovskej stra´nky projektu Scyther:
http://people.inf.ethz.ch/cremersc/scyther/install-windows.html
• Rozbalte stiahnuty´ arch´ıv do l’ubovolne´ho adresa´ra.
• Stiahnite a nainsˇtalujte knizˇnicu GraphViz. Aktua´lna verzia je dostupna´ na adrese
http://www.graphviz.org/Download_windows.php.
• Na´stroj Scyther je nap´ısany´ v jazyku Python. Nainsˇtalujte potrebne´ knizˇnice Python
a wxPython zo stra´nok
http://www.python.org/download/
http://www.wxpython.org/download.php.
• Spustite scyther-gui.py z rozbalene´ho adresa´ra.
• Zavrite okno s informa´ciami o na´stroji.
• Hlavne´ okno na´stroja ma´ dve za´lozˇky (Protocol description, Settings). Nechajte akt´ıvnu
za´lozˇku Protocol description, v ktorej budeme popisovat’ protokol.
6.1.1 Implementa´cia Needham-Schroeder Public Key
V tomto pr´ıklade si vysku´sˇate implementa´ciu a verifika´ciu Needham-Schroeder Public Key.
1. V u´vode deklarujte globa´lne premenne´. Medzi globa´lne premenne´, tj. premenne´ vi-
ditel’ne´ vsˇetky´m, v nasˇom protokole patr´ı public key. V na´stroji Scyther su´ kl’´ucˇe
deklarovane´ ako funkcie
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1 const pk: Function;
2 secret sk: Function;
kde kl’´ucˇove´ slovo const znamena´, zˇe premenna´ bude automaticky pridana´ k zna-
lostiam u´tocˇn´ıka. Kl’´ucˇove´ slovo secret naopak zarucˇ´ı, zˇe premenna´ nebude patrit’
medzi pocˇiatocˇne´ u´tocˇn´ıkove´ znalosti.
Aky´ je rozdiel medzi symetricky´m a asymetricky´m sˇifrovan´ım?
2. Verejny´ a su´kromny´ kl’´ucˇ su´ navza´jom inverzne´. Tu´to skutocˇnost’ zap´ıˇste ako
3 inversekeys(pk,sk);
Ktore´ kl’´ucˇe budu´ pouzˇite´ pri sˇifrovan´ı spra´v medzi entitami A (Alice) a B (Bob)?
3. Definujte protokol pomocou kl’´ucˇove´ho slova protocol
4 protocol NSPK(A,B,S) {
kde A,B,S su´ identifika´tory role. Zlozˇenu´ za´tvorku esˇte neuzatva´rajte, pretozˇe budeme
popisovat’ jeho spra´vanie.
4. V ra´mci protokolu definujte rolu A (Alice) pomocou kl’´ucˇove´ho slova role na´sledova-
ne´ho identifika´torom
5 role A {
5. Kazˇda´ rola ma´ svoje loka´lne premenne´. Tieto premenne´ urcˇuju´ jej znalosti. V nasˇom
protokole ma´ rola A dve premenne´ nonce
6 const Na: Nonce;
7 var Nb: Nonce;
kde do premennej Nb bude ulozˇeny´ nonce prijaty´ od role B.
Aky´ u´cˇel pln´ı hodnota nonce? Je mozˇne´ modelovat’ protokol bez tejto hodnoty?
6. Rola ma´ svoje spra´vanie. To zahrnˇuje posielanie a prij´ımanie spra´v. Zapisujeme len
spra´vy ty´kaju´ce sa konkre´tnej roli. Zap´ısat’ mus´ıme odoslanie aj prijatie. Obecny´ za´pis
ma´ tvar
[‘read’|‘send’] 〈label〉 ( 〈od〉, 〈komu〉, ( 〈term〉[, 〈term〉] ) );
kde 〈label〉 je pomenovanie spra´vy v ra´mci celkovej komunika´cie (odoslanie a prijatie
konkre´tnej spra´vy mus´ı mat’ rovnake´ oznacˇenie).
Zap´ıˇste spra´vanie (spra´vy) role A
8 send_1(A,S, (A,B));
9 read_2(S,A, {pk(B),B}sk(S));
10 send_3(A,B, {Na ,A}pk(B));
11 read_6(B,A, {Na ,Nb}pk(A));
12 send_7(A,B, {Nb}pk(B));
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7. Definujte bezpecˇnostne´ pozˇiadavky, ktore´ ma´ na´stroj kontrolovat’. V nasˇom pr´ıpade
sa jedna´ o tajnost’ secret hodnoty nonce
13 claim_A1(A,Secret ,Na);
14 claim_A2(A,Secret ,Nb);
V tomto momente ma´me definovanu´ rolu A, nezabudnite uzavriet’ za´tvorku
15 }
8. Analogicky na za´klade krokov 4. azˇ 7. definujte rolu B (Bob)
16 role B {
17 const Nb: Nonce;
18 var Na: Nonce;
19
20 read_3(A,B, {Na ,A}pk(B));
21 send_4(B,S, (B,A));
22 read_5(S,B, {pk(A),A}sk(S));
23 send_6(B,A, {Na ,Nb}pk(A));
24 read_7(A,B, {Nb}pk(B));
25
26 claim_B1(B,Secret ,Nb);
27 claim_B2(B,Secret ,Na);
28 }
9. Definujte rolu servera S. Aku´ u´lohu v tomto protokole pln´ı server?
29 role S {
30 read_1(A,S, (A,B));
31 send_2(S,A, {pk(B),B}sk(S));
32 read_4(B,S, (B,A));
33 send_5(S,B, {pk(A),A}sk(S));
34 }
V tomto okamihu ma´me definovane´ spra´vanie protokolu, nezabudnite uzavriet’ za´tvorku
35 }
10. Deklarujte u´cˇastn´ıkov ako konsˇtanty typu Agent
36 const Alice ,Bob ,Server ,Compromised: Agent;
11. Na za´ver deklarujte nedoˆveryhodne´ho u´cˇastn´ıka (ciel’ u´tocˇn´ıka) a jeho prezradene´
informa´cie
37 untrusted Compromised;
38 const nc: Nonce;
39 compromised sk(Compromised );
40 compromised pk(Compromised );
41 compromised pk(Server );
12. Su´bor ulozˇte na disk (napr. NSPK.spdl). Spustite verifika´ciu cez menu Verify→Verify
protocol (F1). Nechajte si zobrazit’ u´tok.
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6.1.2 Implementa´cia Needham-Schroeder Public Key - Lowe
V predcha´dzaju´com pr´ıklade ste implementovali a odsimulovali nezabezpecˇenu´ verziu
Needham-Schroeder PK protokolu. Teraz si vysku´sˇate implementovat’ jeho modifikovanu´
verziu Lowe a porovna´te vy´sledok.V cˇom spocˇ´ıva rozdiel medzi poˆvodnou a modifikovanou
verziou?
1. Nacˇ´ıtajte ulozˇenu´ verziu NSPK.spdl cez menu File→Open
2. Modifikovana´ verzia prida´va do spra´vy medzi Bob a Alice v 6. kroku identitu B.
Modifikujte zdrojovy´ su´bor tak, aby odpovedal verzii Lowe
11 read_6(B,A, {Na ,Nb ,B}pk(A));
23 send_6(B,A, {Na ,Nb ,B}pk(A));
3. Spustite verifika´ciu cez menu Verify→Verify protocol (F1). Porovnajte a diskutujte
zmeny.
6.1.3 Implementa´cia Yahalom
V tomto pr´ıklade si vysku´sˇate implementa´ciu protokolu Yahalom, ktory´ vyuzˇ´ıva symetricke´
sˇifrovanie.
1. Deklarujte symetricky´ kl’´ucˇ ako funkciu. Tento kl’´ucˇ bude tajny´ a nebude patrit’ medzi
pocˇiatocˇne´ u´tocˇn´ıkove´ znalosti.
1 secret k: Function;
2. Deklarujte novy´ datovy´ pouzˇ´ıvatel’sky´ typ SessionKey. Tento typ bude urcˇeny´ pre
session kl’´ucˇ.
2 usertype SessionKey;
Aky´ kl’´ucˇ bude pouzˇity´ pri sˇifrovan´ı spra´v medzi entitami A (Alice) a B (Bob)?
3. Definujte protokol Yahalom pomocou kl’´ucˇove´ho slova protocol. Protokol bude ob-
sahovat’ role Alice, Bob, Server
3 protocol Yahalom(A,B,S) {
4. V ra´mci protokolu definujte rolu A (Alice) kl’´ucˇovy´m slovom role
4 role A {
5. Deklarujte jej loka´lne premenne´: nonce (Nonce), dosaditel’ny´ term (ticket) a session
kl’´ucˇ (SessionKey)
5 const Na: Nonce;
6 var Nb: Nonce;
7 var T: Ticket;
8 var Kab: SessionKey;
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6. Pop´ıˇste spra´vanie role A pomocou spra´v
9 send_1(A,B, A,Na);
10 read_3(S,A, {B,Kab ,Na ,Nb}k(A,S),T);
11 send_4(A,B, T,{Nb}Kab);
7. Deklarujte bezpecˇnostne´ pozˇiadavky claims na tajnost’ session kl’´ucˇa
12 claim_A1(A,Secret ,Kab);
v tomto momente ma´me u´plne definovanu´ rolu A. Uzavrite zlozˇenu´ za´tvorku
13 }
8. Opakujete kroky 4. azˇ 7. a definujte rolu B (Bob)
14 role B {
15 const Nb: Nonce;
16 var Na: Nonce;
17 var T: Ticket;
18 var Kab: SessionKey;
19
20 read_1(A,B, A,Na);
21 send_2(B,S, B,{A,Na ,Nb}k(A,S));
22 read_4(A,B, {A,Kab}k(A,S),{Nb}Kab);
23
24 claim_B1(B,Secret ,Kab);
25 }
9. Podobne ako role A a B definujte poslednu´ rolu S (Server) Aku´ u´lohu pln´ı server
v tomto protokole?
26 role S {
27 const Kab: SessionKey;
28 var Na ,Nb: Nonce;
29
30 read_2(B,S, B,{A,Na ,Nb}k(A,S));
31 send_3(S,A, {B,Kab ,Na ,Nb}k(A,S), {A,Kab}k(A,S));
32
33 claim_S1(S,Secret ,Kab);
34 }
v tomto momente ma´me definovane´ spra´vanie protokolu. Uzavrite zlozˇenu´ za´tvorku
35 }
10. Deklarujte u´cˇastn´ıkov ako typ Agent. Deklarujte nedoˆveryhodne´ho u´cˇastn´ıka (u´tocˇn´ı-
kov ciel’) a jeho uniknute´ informa´cie
36 const Alice ,Bob ,Server ,Compromised: Agent;
37 untrusted Compromised;
38 compromised k(Compromised ,Server );
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11. Spustite verifika´ciu cez menu Verify→Verify protocol (F1) a overte, cˇi existuje do-
stupny´ u´tok.
6.1.4 Implementa´cia Otway Rees
V tomto pr´ıklade si vysku´sˇate implementa´ciu protokolu Otway Rees, ktory´ vyuzˇ´ıva symet-
ricke´ sˇifrovanie.
1. Deklarujte symetricky´ kl’´ucˇ ako funkciu. Tento kl’´ucˇ nebude patrit’ medzi pocˇiatocˇne´
u´tocˇn´ıkove´ znalosti.
1 secret k: Function;
2. Deklarujte novy´ datovy´ pouzˇ´ıvatel’sky´ typ SessionKey. Tento typ bude urcˇeny´ pre
session kl’´ucˇ. Za´rovenˇ definujte typ ret’azec String
2 usertype String ,SessionKey;
3. Definujte protokol Otway Rees pomocou kl’´ucˇove´ho slova protocol. Protokol bude
obsahovat’ role Alice, Bob, Server
3 protocol OtwayRees(A,B,S) {
4. V ra´mci protokolu definujte rolu A (Alice) kl’´ucˇovy´m slovom role
4 role A {
5. Deklarujte jej loka´lne premenne´ nonce, ret’azec String a session kl’´ucˇ SessionKey
5 const Na: Nonce;
6 const M: String;
7 var Kab: SessionKey;
6. Pop´ıˇste spra´vanie role A pomocou spra´v
8 send_1(A,B, M,A,B,{Na ,M,A,B}k(A,S));
9 read_4(B,A, M,{Na ,Kab}k(A,S));
7. Deklarujte bezpecˇnostne´ pozˇiadavky claim na tajnost’ session kl’´ucˇa a synchroniza´ciu
nonce
10 claim_A1(A,Secret ,Kab);
11 claim_A2(A,Nisynch );
v tomto momente ma´me u´plne definovanu´ rolu A. Uzavrite zlozˇenu´ za´tvorku
12 }
8. Opakujete kroky 4. azˇ 7. a definujte rolu B (Bob)
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13 role B {
14 var M: String;
15 const Nb: Nonce;
16 var Kab: SessionKey;
17 var T1 ,T2: Ticket;
18
19 read_1(A,B, M,A,B,T1);
20 send_2(B,S, M,A,B,T1 ,{Nb ,M,A,B}k(B,S));
21 read_3(S,B, M,T2 ,{Nb ,Kab}k(B,S));
22 send_4(B,A, M,T2);
23
24 claim_R1(B,Secret ,Kab);
25 claim_R2(B,Nisynch );
26 }
9. Podobne ako role A a B definujte poslednu´ rolu S (Server). Aku´ u´lohu pln´ı v tomto
protokole server?
27 role S {
28 var Na ,Nb: Nonce;
29 var M: String;
30 const Kab: SessionKey;
31
32 read_2(B,S, M,A,B,{Na ,M,A,B}k(A,S),{Nb ,M,A,B}k(B,S));
33 send_3(S,B, M,{Na ,Kab}k(A,S),{Nb ,Kab}k(B,S));
34 }
v tomto momente ma´me definovane´ spra´vanie protokolu. Uzavrite zlozˇenu´ za´tvorku
35 }
10. Deklarujte u´cˇastn´ıkov ako typ Agent. Deklarujte nedoˆveryhodne´ho u´cˇastn´ıka (u´tocˇn´ı-
kov ciel’) a jeho uniknute´ informa´cie
36 const Alice ,Bob ,Server ,Compromised: Agent;
37 untrusted Compromised;
38 compromised k(Compromised ,Server );
11. Spustite verifika´ciu cez menu Verify→Verify protocol (F1) a overte, cˇi existuje do-
stupny´ u´tok.
6.1.5 Implementa´cia Denning-Sacco Shared Key
V tomto pr´ıklade si vysku´sˇate implementa´ciu protokolu Denning-Sacco Shared Key, ktory´
vyuzˇ´ıva symetricke´ sˇifrovanie.
1. Deklarujte symetricky´ kl’´ucˇ ako funkciu. Tento kl’´ucˇ nebude patrit’ medzi pocˇiatocˇne´
u´tocˇn´ıkove´ znalosti
1 secret k: Function;
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2. Deklarujte novy´ datovy´ typ SessionKey. Tento typ bude urcˇeny´ pre session kl’´ucˇ.
Za´rovenˇ deklarujte typ cˇasove´ raz´ıtko TimeStamp, ktory´ tento protokol pouzˇ´ıva
2 usertype SessionKey;
3 usertype TimeStamp;
Aky´ kl’´ucˇ bude pouzˇity´ pri sˇifrovan´ı spra´v medzi entitami A (Alice) a B (Bob)?
3. Definujte protokol DenningSacco pomocou kl’´ucˇove´ho slova protocol. Protokol bude
obsahovat’ role Alice, Bob, Server
4 protocol DenningSacco(A,B,S) {
4. V ra´mci protokolu definujte rolu A (Alice) kl’´ucˇovy´m slovom role
5 role A {
5. Deklarujte jej loka´lne premenne´: cˇasove´ raz´ıtko (TimeStamp), dosaditel’ny´ term (Ticket)
a session kl’´ucˇ (SessionKey)
6 var W: Ticket;
7 var Kab: SessionKey;
8 var T: TimeStamp;
Aky´ vy´znam ma´ pouzˇitie cˇasove´ho raz´ıtka?
6. Pop´ıˇste spra´vanie role A pomocou spra´v
9 send_1(A,S, A,B);
10 read_2(S,A, {B,Kab ,T,W}k(A,S));
11 send_3(A,B, W);
7. Deklarujte bezpecˇnostne´ pozˇiadavky claim na tajnost’ session kl’´ucˇa a synchroniza´ciu
nonce. Sledovanie synchroniza´cie umozˇn´ı odhalit’ replay u´tok
12 claim_A1(A,Nisynch );
13 claim_A2(A,Secret ,Kab);
v tomto momente ma´me u´plne definovanu´ rolu A. Uzavrite zlozˇenu´ za´tvorku
14 }
8. Podl’a krokov 4. azˇ 7. definujte rolu B (Bob)
15 role B {
16 var Kab: SessionKey;
17 var T: TimeStamp;
18
19 read_3(A,B, {Kab ,A,T}k(B,S));
20
21 claim_B1(B,Nisynch );
22 claim_B2(B,Secret ,Kab);
23 }
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9. Podobne ako role A a B definujte poslednu´ rolu S (Server). Aku´ u´lohu pln´ı server
v tomto protokole?
24 role S {
25 var W: Ticket;
26 const Kab: SessionKey;
27 const T: TimeStamp;
28
29 read_1(A,S, A,B);
30 send_2(S,A, {B,Kab ,T,{Kab ,A,T}k(B,S)}k(A,S));
31 }
v tomto momente ma´me definovane´ spra´vanie protokolu. Uzavrite zlozˇenu´ za´tvorku
32 }
10. Deklarujte u´cˇastn´ıkov ako typ Agent. Deklarujte nedoˆveryhodne´ho u´cˇastn´ıka (u´tocˇn´ı-
kov ciel’) a uniknute´ informa´cie
33 const Alice ,Bob ,Server ,Compromised: Agent;
34 compromised k(Compromissed ,Server );
11. Su´bor ulozˇte na disk (napr. DSSK.spdl). Spustite verifika´ciu cez menu Verify→Verify
protocol (F1) a overte, cˇi existuje dostupny´ u´tok.
6.1.6 Implementa´cia Denning-Sacco Shared Key - Lowe
V predcha´dzaju´com pr´ıklade ste implementovali a odsimulovali nezabezpecˇenu´ verziu
Denning-Sacco SK protokolu. Teraz si vysku´sˇate implementovat’ jeho modifikovanu´ verziu
Lowe a porovna´te vy´sledok. V cˇom spocˇ´ıva rozdiel oproti poˆvodnej verzi´ı?
1. Nacˇ´ıtajte ulozˇenu´ verziu DSSK.spdl cez menu File→Open
2. Modifikovana´ verzia upravuje protokoly tak, aby vyuzˇ´ıvali nonce. Za´rovenˇ prida´va
funkciu dekrementa´cie. Modifikujte zdrojovy´ su´bor tak, aby odpovedal verzii Lowe
Modifika´cia vyzˇaduje deklara´ciu nove´ho datove´ho typu PseudoFunction na globa´lnej
u´rovni. Jej spra´vanie nieje nutne´ explicitne vyjadrit’
4 usertype PseudoFunction;
5 const dec: PseudoFunction;
Dˇalej upravte spra´vanie rol´ı tak, aby odpovedalo modifika´ci´ı Lowe. Nezabudnite de-
klarovat’ loka´lnu premennu´ nonce
11 var Nb: Nonce;
23 const Nb: Nonce;
15 read_4(B,A, {Nb}Kab);
16 send_5(A,B, {{Nb}dec}Kab);
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26 send_4(B,A, {Nb}Kab);
27 read_5(A,B, {{Nb}dec}Kab);
3. Spustite verifika´ciu cez menu Verify→Verify protocol (F1). Porovnajte a diskutujte
zmeny.
6.2 U´loha cˇ.2
Ciel’ u´lohy
• Zozna´mit’ sa s na´strojom SPAN.
• Vysku´sˇat’ si implementa´ciu symetricky´ch a asymetricky´ch bezpecˇnostny´ch protokolov.
• Vysku´sˇat’ si verifika´ciu bezpecˇnostny´ch protokolov v na´stroji SPAN.
Sˇtudijne´ materia´ly
• V tejto u´lohe bude ciel’om implementovat’ protokoly Needham-Schroeder Public Key,
Yahalom a protokol Denning-Sacco Shared Key.
• Sˇtudijne´ materia´ly
– Needham-Schroeder Public Key
http://www.lsv.ens-cachan.fr/Software/spore/nspk.html
Gavin Lowe. An attack on the Needham-Schroeder public key authentication
protocol. Information Processing Letters, 56(3):131–136, November 1995.
– Yahalom
http://www.lsv.ens-cachan.fr/Software/spore/yahalom.html
Michael Burrows, Martin Abadi, and Roger Needham. A logic of authentication.
Technical Report 39, Digital Systems Research Center, february 1989.
– Denning-Sacco Shared Key
http://www.lsv.ens-cachan.fr/Software/spore/denningSacco.html
D. Denning and G. Sacco. Timestamps in key distributed protocols. Communi-
cation of the ACM, 24(8):533–535, 1981.
Pr´ıprava prostredia
• Stiahnite a nainsˇtalujte knizˇnicu Tcl/Tk. Aktua´lna verzia je dostupna´ na adrese
http://sourceforge.net/projects/tcl/files/Tcl/8.3.2/tcl832.exe/download.
• Stiahnite insˇtalacˇny´ su´bor z domovskej stra´nky projektu SPAN a spustite insˇtala´ciu:
http://www.irisa.fr/celtique/genet/span/
• Spustite span.exe z adresa´ra aplika´cie.
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6.2.1 Implementa´cia Needham-Schroeder Public Key
V tomto pr´ıklade si vysku´sˇate implementa´ciu a verifika´ciu Needham-Schroeder Public Key.
1. Po spusten´ı na´stroja zada´vajte ko´d protokolu v hlavnej editovacej cˇasti okna.
2. Na u´vod deklarujte protokol kl’´ucˇovy´m slovom protocol nasledovany´m jeho menom
1 protocol NeedhamSchroederPublicKey;
3. Nasleduje deklara´cia identifika´torov (premenny´ch). Obecny´ za´pis premennej ma´ tvar
nazov : typ;
Deklarujte u´cˇastn´ıkov (user), nonce (number) a verejne´ kl’´ucˇe (public key) ako pre-
menne´
2 identifiers
3 A,B,S : user;
4 Na,Nb : number;
5 KPa ,KPb ,KPs : public_key;
4. V d’al’ˇsej cˇasti definujte spra´vanie protokolu pomocou spra´v. Spra´vy maju´ obecny´ tvar
N.[od]→ [komu] : obsah, [{sifrovany obsah}kluc]
kde N = 1..k.
6 messages
7 1. A -> S : A,B
8 2. S -> A : {KPb , B}KPs ’
9 3. A -> B : {Na , A}KPb
10 4. B -> S : B,A
11 5. S -> B : {KPa , A}KPs ’
12 6. B -> A : {Na , Nb}KPa
13 7. A -> B : {Nb}KPb
kde ’ znacˇ´ı su´kromny´ kl’´ucˇ.
5. Po dokoncˇen´ı popisu spra´v spra´vania deklarujte znalosti jednotlivy´ch u´cˇastn´ıkov
14 knowledge
15 A : A,B,S,KPa ,KPb ,KPs;
16 B : A,B,S,KPa ,KPb ,KPs;
17 S : A,B,S,KPa ,KPb ,KPs;
6. Kedzˇe na´stroj umozˇnˇuje pracovat’ s viacery´mi vy´skytmi protokolu su´cˇasne, je potrebne´
priradit’ k jednotlivy´m premenny´m konkre´tne hodnoty. V cˇasti session instances
prirad’te identifika´torom z kroku 3 konkre´tne hodnoty
18 session_instances
19 [A:alice ,B:bob ,S:server ,KPa:pk1 ,KPb:pk2 ,KPs:pk3];
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7. V cˇasti intruder knowledge definujte pocˇiatocˇne´ znalosti u´tocˇn´ıka
20 intruder_knowledge
21 alice ,bob ,pk1 ,pk3;
8. Na za´ver v cˇasti goal definujte bezpecˇnostne´ pozˇiadavky protokolu. V nasˇom pr´ıpade
sa jedna´ o autentifika´ciu u´cˇastn´ıkov pomocou nonce
22 goal
23 A authenticates B on Na;
24 B authenticates A on Nb;
9. Ulozˇte protokol v jazyku CAS+. Kedzˇe na´stroj pracuje s jazykom HLPSL, auto-
maticky pri ulozˇen´ı (nacˇ´ıtan´ı) ponu´kne konverziu do tohto forma´tu. Potvrd’te vol’bu
’Yes’.
10. V dolnej cˇasti okna vyberte najprv na´stroj OFMC potom ATSE, spustite verifika´ciu
a zistite, cˇi existuje k dane´mu protokolu u´tok. Pr´ıpadny´ u´tok si nechajte vizualizovat’.
6.2.2 Implementa´cia Yahalom
V tomto pr´ıklade si vysku´sˇate implementa´ciu protokolu Yahalom, ktory´ vyuzˇ´ıva symetricke´
sˇifrovanie.
1. Po spusten´ı na´stroja zada´vajte ko´d protokolu v hlavnej editovacej cˇasti okna.
2. Na u´vod deklarujte protokol kl’´ucˇovy´m slovom protocol nasledovany´m jeho menom
1 protocol Yahalom;
3. Nasleduje deklara´cia identifika´torov (premenny´ch). Pripomenˇme, zˇe obecny´ za´pis pre-
mennej ma´ tvar
nazov : typ;
Deklarujte u´cˇastn´ıkov (user), nonce (number) a verejne´ kl’´ucˇe (public key) ako pre-
menne´
2 identifiers
3 A,B,S : user;
4 Na,Nb : number;
5 KPa ,KPb ,KPs : public_key;
4. V d’al’ˇsej cˇasti definujte spra´vanie protokolu pomocou spra´v
6 messages
7 1. A -> B : A,Na
8 2. B -> S : B,{A,Na ,Nb}Kbs
9 3. S -> A : {B,Kab ,Na ,Nb}Kas ,{A,Kab}Kbs
10 4. A -> B : {A,Kab}Kbs ,{Nb}Kab
5. Po dokoncˇen´ı popisu spra´v spra´vania deklarujte pocˇiatocˇne´ znalosti jednotlivy´ch u´-
cˇastn´ıkov
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11 knowledge
12 A : A,B,S,Kas;
13 B : B,S,Kbs;
14 S : S,A,B,Kas ,Kbs;
6. Na´stroj umozˇnˇuje pracovat’ s viacery´mi vy´skytmi protokolu su´cˇasne, je potrebne´ prira-
dit’ k jednotlivy´m premenny´m konkre´tne hodnoty. V cˇasti session instances preto
prirad’te identifika´torom z kroku 3 konkre´tne hodnoty
15 session_instances
16 [A:alice ,B:bob ,S:server ,Kas:key1 ,Kbs:key2];
7. Na za´ver v cˇasti goal definujte bezpecˇnostne´ pozˇiadavky protokolu. V nasˇom pr´ıpade
sa jedna´ o tajnost’ session kl’´ucˇa
17 goal
18 secrecy_of Kab [];
8. Ulozˇte protokol v jazyku CAS+. Kedzˇe na´stroj pracuje s jazykom HLPSL, auto-
maticky pri ulozˇen´ı (nacˇ´ıtan´ı) ponu´kne konverziu do tohto forma´tu. Potvrd’te vol’bu
’Yes’.
9. V dolnej cˇasti okna vyberte najprv na´stroj OFMC potom ATSE, spustite verifika´ciu
a zistite, cˇi existuje k dane´mu protokolu u´tok.
6.2.3 Implementa´cia Denning-Sacco Shared Key
V tomto pr´ıklade si vysku´sˇate implementa´ciu a verifika´ciu Denning-Sacco Shared Key. Na
akom sˇifrovan´ı je zalozˇeny´ protokol?
1. Na u´vod deklarujte protokol kl’´ucˇovy´m slovom protocol nasledovany´m jeho menom.
1 protocol DenningSaccoSharedKey;
2. Nasleduje deklara´cia identifika´torov (premenny´ch). Ako bolo spomenute´, obecny´ za´pis
premennej ma´ tvar
nazov : typ;
Deklarujte u´cˇastn´ıkov (user), nonce (number) a symetricke´ kl’´ucˇe (symmetric key)
ako premenne´
2 identifiers
3 A,B,S : user;
4 T : number;
5 Kas ,Kbs ,Kab : symmetric_key;
3. V d’al’ˇsej cˇasti definujte spra´vanie protokolu pomocou spra´v. Ake´ kl’´ucˇe budu´ pouzˇite´
pre sˇifrovanie komunika´cie?
6 messages
7 1. A -> S : A,B
8 2. S -> A : {B,Kab ,T,{Kab ,A,T}Kbs}Kas
9 3. A -> B : {Kab ,A,T}Kbs
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4. Po dokoncˇen´ı popisu spra´vania deklarujte pocˇiatocˇne´ znalosti jednotlivy´ch u´cˇastn´ıkov.
10 knowledge
11 A : A,B,S;
12 B : A,B,S;
13 S : A,B,S;
5. Kedzˇe na´stroj umozˇnˇuje pracovat’ s viacery´mi vy´skytmi protokolu su´cˇasne, je po-
trebne´ priradit’ k jednotlivy´m premenny´m konkre´tne hodnoty. Prirad’te preto v cˇasti
session instances identifika´torom z kroku 3 konkre´tne hodnoty
14 knowledge
15 session_instances
16 [A:alice ,B:bob ,S:server ,Kas:key1 ,Kbs:key2];
6. Na za´ver v cˇasti goal definujte bezpecˇnostne´ pozˇiadavky protokolu. V nasˇom pr´ıpade
sa jedna´ o tajnost’ session kl’´ucˇa
17 goal
18 secrecy_of Kab [];
7. Ulozˇte protokol v jazyku CAS+. Kedzˇe na´stroj pracuje s jazykom HLPSL, auto-
maticky pri ulozˇen´ı (nacˇ´ıtan´ı) ponu´kne konverziu do tohto forma´tu. Potvrd’te vol’bu
’Yes’.
8. V dolnej cˇasti okna vyberte najprv na´stroj OFMC potom ATSE, spustite verifika´ciu
a zistite, cˇi existuje k dane´mu protokolu u´tok. Pr´ıpadny´ u´tok si nechajte vizualizovat’.
6.3 U´loha cˇ.3
Ciel’ u´lohy
• Zozna´mit’ sa s na´strojom SPEAR 2.
• Vysku´sˇat’ si implementa´ciu symetricky´ch a asymetricky´ch bezpecˇnostny´ch protokolov.
• Vysku´sˇat’ si verifika´ciu bezpecˇnostny´ch protokolov v na´stroji SPEAR 2.
Sˇtudijne´ materia´ly
• V tejto u´lohe bude ciel’om implementovat’ protokoly Needham-Schroeder Public Key
a Yahalom.
• Sˇtudijne´ materia´ly
– Needham-Schroeder Public Key
http://www.lsv.ens-cachan.fr/Software/spore/nspk.html
Gavin Lowe. An attack on the Needham-Schroeder public key authentication
protocol. Information Processing Letters, 56(3):131–136, November 1995.
– Yahalom
http://www.lsv.ens-cachan.fr/Software/spore/yahalom.html
Michael Burrows, Martin Abadi, and Roger Needham. A logic of authentication.
Technical Report 39, Digital Systems Research Center, february 1989.
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Pr´ıprava prostredia
• Stiahnite a nainsˇtalujte SWI-Prolog z adresy
http://www.swi-prolog.org/download/stable/bin/w32pl583.exe
• Stiahnite insˇtalacˇny´ su´bor z domovskej stra´nky projektu a spustite insˇtala´ciu
http://www.cs.uct.ac.za/Research/DNA/SPEAR2/index.html
• Spustite Spear2.exe z adresa´ra aplika´cie.
6.3.1 Implementa´cia Needham-Schroeder Public Key
V tomto pr´ıklade si vysku´sˇate implementa´ciu a verifika´ciu Needham-Schroeder Public Key.
1. Po spusten´ı aplika´cie si moˆzˇte vsˇimnu´t’, zˇe okno je rozdelene´ na dve cˇasti. V l’avej cˇasti
je stromovy´ prehl’ad objektov. V pravej cˇasti (canvas) su´ tieto objekty usporiadane
do cˇasove´ho diagramu. V hlavnom menu aplika´cie sa nacha´dzaju´ vsˇetky potrebne´
na´stroje.
2. Na u´vod pridajte u´cˇastn´ıkov A (Alice), B (Bob) a S (Server) cez menu
Design→ AddCanvasObject→ Principal (Ctrl + P )
3. V d’al’ˇsom kroku pridajte prvu´ spra´vu cez menu
Design→ AddCanvasObject→Message (Ctrl +M)
4. V dialo´govom okne pre novu´ spra´vu nastavte pr´ıjemcu a odosielatel’a. Dialo´gove´ okno
nezatva´rajte, budeme prida´vat’ objekty do spra´vy.
5. Prva´ spra´va Needham-Schroeder protokolu obsahuje iba dve entity A a B. Pravy´m
tlacˇ´ıtkom nad panelom Message Components pridajte existuju´cich u´cˇastn´ıkov
Add→ Existing → Component→ A
Add→ Existing → Component→ B
6. Podl’a krokov 2. azˇ 5. pridajte d’al’ˇsie spra´vy podl’a sˇpecifika´cie protokolu. Objekty
spra´vy, ktore´ esˇte neboli vytvorene´, vytvorte priamo v dialo´govom okne pre novu´
spra´vu
Add→ New → [typ objektu]
Obdobny´m spoˆsobom funguje pridanie sˇifrovane´ho obsahu, kedy najprv vytvor´ıme
objekt Public/Private Encryption
Add→ New → Public/Private Encryption
a na´sledne prida´me v ra´mci tohto objektu obsah (podobne ako pri spra´ve). Na za´ver
uprav´ıme vlastnosti objektu Encryption (konkre´tne Edit Key), kde vp´ıˇseme identi-
fika´tor objektu (napr. a) komu kl’´ucˇ patr´ı.
Poradie spra´v mozˇno dodatocˇne menit’ vo vlastnostiach spra´vy, pr´ıpadne interakt´ıvne
mysˇou v hlavnom okne v cˇasovom diagrame.
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7. Po dokoncˇen´ı skontrolujte v cˇasovom diagrame cˇi modelovany´ protokol odpoveda´
sˇpecifika´ci´ı.
8. Teraz potrebujete definovat’ bezpecˇnostne´ predpoklady (beliefs, proofs) GNY logiky
cez menu
GNY → Initial Assumptions (Ctrl +Alt+A)
Predpoklady existuju´ zvla´sˇt’ pre kazˇde´ho u´cˇastn´ıka. Podobne ako pri vytva´ran´ı spra´vy,
pravy´m tlacˇ´ıtkom mysˇi v za´lozˇke Assumptions pridajte postupne objekty
• Fresh Components – Aktua´lnost’ objektu
• Recognizable Components – Znalosti objektu
• Suitable Public Keys – Znalost’ kl’´ucˇov
• Trustworthy Principals – Doˆveryhodny´ u´cˇastn´ıci
• Jurisdiction – Doˆvera v objekt, ktory´ je doˆveryhodny´ pre ine´ho u´cˇastn´ıka
• Suitable Secret – Tajomstvo medzi objektami
9. Na za´ver rovnako ako v kroku 7, definujte bezpecˇnostne´ ciele protokolu
GNY → Intended Goals (Ctrl +Alt+G)
Predpoklady sa rovnako prida´vaju´ zvla´sˇt’ pre kazˇde´ho u´cˇastn´ıka. Pridajte postupne
objekty.
10. Spustite analy´zu protokolu cez menu
GNY → Analyze Protocol | Analyze (Ctrl +Alt+ Z)
Po dokoncˇen´ı analy´zy sa prepnite do za´lozˇky Result. Diskutujte zistene´ poznatky.
6.3.2 Implementa´cia Yahalom
V tomto pr´ıklade si vysku´sˇate implementa´ciu a verifika´ciu Yahalom.
1. Po spusten´ı aplika´cie si moˆzˇte vsˇimnu´t’, zˇe okno je rozdelene´ na dve cˇasti. V l’avej cˇasti
je stromovy´ prehl’ad objektov. V pravej cˇasti (canvas) su´ tieto objekty usporiadane
do cˇasove´ho diagramu. V hlavnom menu aplika´cie sa nacha´dzaju´ vsˇetky potrebne´
na´stroje.
2. Na u´vod pridajte u´cˇastn´ıkov A (Alice), B (Bob) a S (Server) cez menu
Design→ AddCanvasObject→ Principal (Ctrl + P )
3. V d’al’ˇsom kroku pridajte prvu´ spra´vu cez menu
Design→ AddCanvasObject→Message (Ctrl +M)
4. V dialo´govom okne pre novu´ spra´vu nastavte pr´ıjemcu a odosielatel’a. Dialo´gove´ okno
nezatva´rajte, budeme prida´vat’ objekty do spra´vy.
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5. Prva´ spra´va Yahalom protokolu obsahuje entitu A a objekt nonce. Pravy´m tlacˇ´ıtkom
nad panelom Message Components pridajte existuju´cich u´cˇastn´ıkov
Add→ Existing → Component→ A
Add→ New → Nonce
6. Podl’a krokov 2. azˇ 5. pridajte d’al’ˇsie spra´vy podl’a sˇpecifika´cie protokolu. Objekty
spra´vy, ktore´ esˇte neboli vytvorene´, vytvorte priamo v dialo´govom okne pre novu´
spra´vu
Add→ New → [typ objektu]
Obdobny´m spoˆsobom funguje pridanie sˇifrovane´ho obsahu, kedy najprv vytvor´ıme
objekt Public/Private Encryption
Add→ New → Public/Private Encryption
a na´sledne prida´me v ra´mci tohto objektu obsah (podobne ako pri spra´ve). Na za´ver
uprav´ıme vlastnosti objektu Encryption (konkre´tne Edit Key), kde vp´ıˇseme identi-
fika´tor objektu (napr. a) komu kl’´ucˇ patr´ı.
Poradie spra´v mozˇno dodatocˇne menit’ vo vlastnostiach spra´vy, pr´ıpadne interakt´ıvne
mysˇou v hlavnom okne v cˇasovom diagrame.
7. Po dokoncˇen´ı skontrolujte v cˇasovom diagrame cˇi modelovany´ protokol odpoveda´
sˇpecifika´ci´ı.
8. Teraz potrebujete definovat’ bezpecˇnostne´ predpoklady (beliefs, proofs) GNY logiky
cez menu
GNY → Initial Assumptions (Ctrl +Alt+A)
Predpoklady existuju´ zvla´sˇt’ pre kazˇde´ho u´cˇastn´ıka. Podobne ako pri vytva´ran´ı spra´vy,
pravy´m tlacˇ´ıtkom mysˇi v za´lozˇke Assumptions pridajte postupne objekty
• Fresh Components – Aktua´lnost’ objektu
• Recognizable Components – Znalosti objektu
• Suitable Public Keys – Znalost’ kl’´ucˇov
• Trustworthy Principals – Doˆveryhodny´ u´cˇastn´ıci
• Jurisdiction – Doˆvera v objekt, ktory´ je doˆveryhodny´ pre ine´ho u´cˇastn´ıka
• Suitable Secret – Tajomstvo medzi objektami
9. Na za´ver rovnako ako v kroku 7, definujte bezpecˇnostne´ ciele protokolu
GNY → Intended Goals (Ctrl +Alt+G)
Predpoklady sa rovnako prida´vaju´ zvla´sˇt’ pre kazˇde´ho u´cˇastn´ıka. Pridajte postupne
objekty.
10. Spustite analy´zu protokolu cez menu
GNY → Analyze Protocol | Analyze (Ctrl +Alt+ Z)
Po dokoncˇen´ı analy´zy sa prepnite do za´lozˇky Result. Diskutujte zistene´ poznatky.
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6.4 Zhrnutie
Demonstracˇne´ u´lohy pozosta´vaju´ z implementa´cie protokolov Needham-Schroeder Public
Key, Needham-Schroeder Public Key - Lowe, Yahalom, Denning-Sacco Shared Key, Denning-
Sacco Shared Key - Lowe a Otway Rees. Na nich si mozˇno vysku´sˇat’ modelovanie syme-
tricke´ho aj asymetricke´ho sˇifrovania. Za´rovenˇ niektore´ protokoly obsahuju´ zranitel’nosti.
Medzi u´lohy som sa rozhodol okrem na´stroja Scyther zaradit’ aj d’al’ˇsie. Konkre´tne sa jedna´
o na´stroje SPAN a SPEAR 2.
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Kapitola 7
Za´ver
Ciel’om tejto pra´ce bolo zozna´mit’ sa s princ´ıpmi a pouzˇit´ım komunikacˇny´ch protokolov,
konkre´tne bezpecˇnostny´ch protokolov. Za´rovenˇ sa zozna´mit’ s dostupny´mi na´strojmi a pro-
strediami pre interakt´ıvnu simula´ciu komunika´cie, tieto na´stroje vza´jomne porovnat’ a na-
p´ısat’ ich vlastnosti.
V druhej kapitole som sa venoval teoreticke´mu u´vodu do problematiky bezpecˇnostny´ch
protokolov, zameral sa na ich vlastnosti, funkcie a mozˇne´ typy u´tokov. Rovnako som sa
venoval vy´razovy´m prostriedkom pre ich popis. V tretej kapitole som predstavil vybrane´
na´stroje. Hlavny´m krite´riom pre vy´ber bola schopnost’ interakt´ıvne simulovat’ bezpecˇnostne´
protokoly. Pri kazˇdom na´stroji som pop´ısal jeho vlastnosti a parametre a snazˇil sa zhrnu´t’
jeho vy´hody resp. nevy´hody do niekol’ky´ch bodov. Na´sledne som jednotlive´ na´stroje porov-
nal z pohl’adu implementa´cie a nap´ısal pouzˇ´ıvatel’sku´ pr´ırucˇku. Na za´ver som navrhol sadu
demonstracˇny´ch u´loh a pr´ıkladov.
Kazˇdy´ z na´strojov uvedeny´ v tejto pra´ci s vy´nimkou NS2 je schopny´ simulovat’ a verifikovat’
bezpecˇnostne´ protokoly. Okrem GRASP su´ ostatne´ na´stroje vol’ne dostupne´. Vyznacˇuju´ sa
vlastny´mi jazykmi pre popis protokolov a prostred´ım pre simula´ciu. Sˇpecificky´ je aj pr´ıstup
k modelovaniu protokolov. Na´stroje AVISPA a SPAN zakladaju´ na modelovan´ı stavove´ho
automatu, Scyther vyzˇaduje defin´ıciu rol´ı a SPEAR2 popisuje objekty a vyuzˇ´ıva GNY lo-
giku pre pocˇiatocˇne´ a ciel’ove´ pozˇiadavky. V jednotlivy´ch na´strojoch som implementoval
zvolene´ bezpecˇnostne´ protokoly a navrhol sadu demonstracˇny´ch u´loh. Tieto u´lohy si kladu´
za ciel’ zozna´mit’ cˇitatel’a s problematikou modelovania a verifika´cie bezpecˇnostny´ch proto-
kolov. Za´rovenˇ demonsˇtruju´ mozˇnosti a sˇpecificke´ spoˆsoby implementa´cie. Vy´sledky pra´ce
ako aj vytvorene´ u´lohy, na´jdu uplatnenie v siet’ovo orientovany´ch predmetoch na FIT VUT.
Za vhodny´ na´stroj pre tento u´cˇel povazˇujem Scyther, ktory´ sa vyznacˇuje jednoduchost’ou
modelovania a za´rovenˇ sp´lnˇa vsˇetky pozˇiadavky na simula´ciu a verifika´ciu bezpecˇnostny´ch
protokolov.
Dˇal’ˇsie pokracˇovanie pra´ce by spocˇ´ıvalo v aktualizovan´ı a doplnen´ı zoznamu na´strojov. Rov-
nako je mozˇne´ rozsˇ´ırit’ demonstracˇne´ u´lohy o d’al’ˇsie protokoly a u´lohy.
53
Literatura
[1] team AVISPA. HLPSL Tutorial – A Beginner’s Guide to Modelling and Analysing
Internet Security Protocols. 2006.
[2] Boichut, Y.; Genet, T.; Glouche, Y.; aj.. Using Animation to Improve Formal
Specifications of Security Protocols. In Joint conference SAR-SSI, 2007.
[3] Bouroulet, R.; Klaudel, H.; Pelz, E.. A Semantics of Security Protocol Language
(SPL) using a Class of Composable High-Level Petri Nets. Application of
Concurrency to System Design, International Conference on, rocˇn´ık 0, 2004: str. 99.
[4] Clarke, E. M.; Jha, S.; Marrero, W.. Verifying security protocols with Brutus. ACM
Trans. Softw. Eng. Methodol., rocˇn´ık 9, cˇ. 4, 2000: s. 443–487, ISSN 1049-331X.
[5] Cremers, C.. Scyther 1.0 – User Manual. Kveˇten 2007.
[6] Cremers, C.. The Scyther Tool: Verification, Falsification, and Analysis of Security
Protocols. In Computer Aided Verification, 20th International Conference, CAV
2008, Princeton, USA, Proc., Lecture Notes in Computer Science, Springer, 2008, s.
414–418.
[7] Glouche, Y.; Genet, T.; Heen, O.; aj.. A Security Protocol Animator Tool for
AVISPA. In ARTIST-2 workshop on security of embedded systems, Pisa (Italy),
Kveˇten 2006.
[8] Hana´cˇek, P.. Bezpecˇnostn´ı funkce v pocˇ´ıtacˇovy´ch s´ıt´ıch. Zpravodaj U´VT MU,
rocˇn´ık 10, cˇ. 2, 1999: s. 5–9, [Online; cit. 2009-11-30].
URL http://www.ics.muni.cz/zpravodaj/articles/171.html
[9] Hana´cˇek, P.; Staudek, J.. Bezpecˇnost informacˇn´ıch syste´m˚u :metodicka´ prˇ´ırucˇka
zabezpecˇova´n´ı produkt˚u a syste´m˚u budovany´ch na ba´zi informacˇn´ıch technologi´ı. U´rˇad
pro sta´tn´ı informacˇn´ı syste´m, Praha, 2000, ISBN 80-85867-35-4, 127 s.
[10] Kunderova´, L.. Bezpecˇnost komunikacˇn´ıch proces˚u. [Online; cit. 2009-11-30].
URL https://akela.mendelu.cz/~lidak/bis/11prot.htm
[11] Lowe, G.. An Attack on the Needham-Schroeder Public-Key Authentication
Protocol. Information Processing Letters, rocˇn´ık 56, 1995: s. 131–133.
[12] Monahan, B.. Introducing ASPECT — a tool for checking protocol security. Za´rˇ´ı
2002.
[13] Needham, R.; Schroeder, M.. Using Encryption for Authentification in Large
Networks of Computers. CACM, rocˇn´ık 21, cˇ. 12, Prosinec 1978.
54
[14] Oppliger, R.; Hauser, R.; Basin, D.. SSL/TLS session-aware user authentication - Or
how to effectively thwart the man-in-the-middle. Computer Communications,
rocˇn´ık 29, cˇ. 12, 2006: s. 2238 – 2246, ISSN 0140-3664.
[15] Ocˇena´sˇek, P.. Verifikace bezpecˇnostn´ıch protokol˚u. Diplomova´ pra´ce, FIT VUT v
Brneˇ, Kveˇten 2003.
[16] Ocˇena´sˇek, P.. IBS: Bezpecˇnost’ a pocˇ´ıtacˇove´ s´ıteˇ. FIT VUT v Brneˇ, U´nor 2008, [cit.
2009-11-30].
[17] Paulson, L. C.. Relations Between Secrets: Two Formal Analyses of the Yahalom
Protocol. J. Computer Security, 2001.
[18] Pta´cˇek, M.. Specifikacˇn´ı jazyky a na´stroje pro analy´zu a verifikaci bezpecˇnostn´ıch
protokol˚u. Diplomova´ pra´ce, FIT VUT v Brneˇ, Kveˇten 2007.
[19] Puzˇmanova´, R.. Modern´ı komunikacˇn´ı s´ıteˇ od A do Z / 2. aktualiz. vyd. Computer
Press, Brno, 2006, ISBN 80-251-1278-0, 430 s.
[20] Risso, F.; Baldi, M.. NetPDL: An extensible XML-based language for packet header
description. Computer Networks, rocˇn´ık 50, cˇ. 5, 2006: s. 688–706, ISSN 1389-1286.
[21] Saillard, R.; Genet, T.. CAS+. Za´rˇ´ı 2007.
[22] Saul, E.; Hutchison, A.. SPEAR II - The Security Protocol Engineering and Analysis
Resource. Za´rˇ´ı 1999.
[23] Schweitzer, D.; Baird, L.; Collins, M.; aj.. GRASP: A Visualization Tool for Teaching
Security Protocols. In 10th Colloquium for Information Systems Security Education
University of Maryland, Cˇerven 2006.
[24] Vigano`, L.. Automated Security Protocol Analysis With the AVISPA Tool. Electronic
Notes in Theoretical Computer Science (Proceedings of the 21st Annual Conference
on Mathematical Foundations of Programming Semantics, MFPS XXI), rocˇn´ık 155,
2006: s. 61–86.
55
Dodatek A
Obsah CD
• \doc
– \thesis - Text diplomovej pra´ce vo forma´te PDF
– \practice - Demonstracˇne´ u´lohy vo forma´te PDF
• \src
– \text - Zdrojovy´ text diplomovej pra´ce vo forma´te LATEX
– \practice - Zdrojovy´ text demonstracˇny´ch u´loh vo forma´te LATEX a Microsoft
word 2007+
– \protocols - Zdrojove´ su´bory vybrany´ch bezpecˇnostny´ch protokolov
• \tools
– \scyther - Aktua´lna verzia na´stroja Scyther vra´tane podporny´ch knizˇn´ıc
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