Object-oriented software architectures, such as design patterns and frameworks, have found extensive use in software industry. Their implementation in traditional object-oriented programming languages, however, is often di cult, since no support for the explicit specication of software a r chitectures is provided. In this paper, we develop the notion of architectural fragments, i.e. reusable architectural speci cations that describe a design pattern or a framework architecture. An a r chitectural fragment describes the structure o f a n a r chitecture in terms of its components roles, the architecture-speci c behaviour of the components and the architecture-speci c interaction between the components. Fragments can be composed with each other and with reusable components. To illustrate the use of fragments, we describe the role and architecture language constructs in the layered object model L ay OM and present examples.
1: Introduction
Reusable object-oriented software architectural structures have proven highly valuable assets for software development. During design, design patterns and frameworks are extensively used by software engineers for the actual design process as well as for communicating a design to others. The implementation of these architectural structures, however, has received considerably less attention. E.g. most consider the implementation of design patterns in a conventional OO programming language to beatime-consuming but necessary activity 10 .
One of the underlying causes for these problems, we believe, is due to the fact that conventional object-oriented languages provide no support for representing architectural structures as rst-class entities. A design pattern is implemented as a collection of code pieces embedded in two or more classes. An object-oriented framework, generally treated as an identi able entity during design, easily loses this structure during implementation.
The reason for the lack of support for describing architectural structures is available in conventional languages is that the paradigm on which these languages are based requires that the behaviour of a single software component is described as one, complete speci cation. Architectural structures, on the other hand, describe the part of the behaviour of a group of components related to the architecture.
Inheritance in object-oriented programming languages can beused up to some extent. However, as identi ed in the work on mixins 4 , inheritance is unable to deal with the composition of class behaviour from di erent sources if these behaviours are not orthogonal. Mixins only solve the problem of behaviour composition for individual classes and provide no support for architectural structures that encompass multiple components. Since no language support is available, the implementation of architectural structures su ers from several problems.
In this paper, we propose to describe reusable parts of application architectures, e.g. design patterns and framework architectures, as architectural fragments. The contribution of this paper, we believe, is that an approach is proposed that allows for reusable, composable and rst-class speci cation of object-oriented architectures.
The remainder of this paper is organised as follows. In the next section, the problems of architectural de nition languages and programming languages for specifying architectural fragments are described. Section 3 introduces the conceptual notion of architectural fragments and their implementation in the layered object model. An example of the use of architectural fragments is presented in section 4. In section 5, the approach proposed in this paper is compared to related work and the paper is concluded in section 6.
Motivation
Design patterns and object-oriented frameworks are generally identi ed as powerful techniques during design, but their implementation has received considerably less attention. However, their implementation using traditional object-oriented languages su ers from a number of problems. In 5 we identi ed a number of problems associated with the implementation of design patterns, related to traceability, the self problem, reusability and the implementation overhead.
In 6, 26 the problems associated with the implementation of object-oriented frameworks that we identi ed are described. These problems are related to the implicit architecture, the cross-framework dependencies, framework instantiation, legacy components and framework composition
The speci cation of architectures has been studied been studied by the software architecture community, in particular by those working on architectural description languages ADLs. The approach on which ADLs are based assumes a dichotomy b e t ween the architecture and the components. However, these approaches su er from problems related to the architecture-speci c behaviour of roles, the reusability of architectures and the composition of architectures.
Based on the identi ed problems, the requirements that should be ful lled by a description approach can be identi ed:
First-class representation: ADLs were developed in recognition of the importance of specifying an architecture explicitly. The rst-class representation of an architecture is a prerequisite for reuse and composition.
Architecture-speci c behaviour: The behaviour of components that is speci c for the architecture should be speci ed as part of the architecture description. This increases the reusability of components and the usefulness of specifying architectures rst-class.
Con gurable: An architecture description should both beinstantiatable and congurable. An architecture is instantiated for a system and con gured for the particularities of the system. One language model: Our position is that it is possible and preferable to de ne a uni ed language model for reasons of complexity and inter-operability.
3: Architectural Fragments in the Layered Object Model
In this paper, we propose the notion of architectural fragments for specifying objectoriented architectures. An architectural fragment describes, for the set of components that play a role in the fragment, that part of the behaviour that is speci c for the architecture. An architectural fragment consists of a set of roles and initialisation code that is executed when the architectural fragment is instantiated. Di erent from traditional ADLs, an architectural fragment de nes a partial implementation of the roles. When selecting a class to play a role in an instantiated architecture, the class behaviour and the role behaviour are composed. This sometimes requires that the role behaviour overrides or extends class behaviour. This is achieved using superimposition 7 . The notion of architectural fragment, role and superimposition have been implemented in the layered object model L ay OM, our research language. In the remainder of this section, the introduced concepts are discussed in more detail.
3.1: Layered Object Model
The concepts of architectural fragments, roles and superimposition require a concrete language model to illustrate their use and for experimenting with concrete examples. For this purpose, the layered object model L ay OM, our experimental research language is discussed. L ay OM has been applied to several problems associated with the traditional object-oriented paradigm, such as representation of inter-object relations, design patterns, abstract object state, acquaintance handling and component adaptation. In this paper, a solution to the speci cation of architectural fragments as reusable rst-class entities is discussed.
The layered object model is an extended object model, i.e. it de nes in addition to the traditional object model components, additional components such as layers, states and acquaintance categories. In gure 1a, an example L ay OM object is presented. The layers encapsulate the object, so that messages send to or by the object have to pass the layers. Each layer, when it intercepts a message, evaluates the contents to determine the appropriate course of action.
3.2: Roles
Di erent from a traditional class description that de nes the complete behaviour of a component, a role describes only that part of a component that is speci c for a particular aspect of its behaviour. For instance, a role may describe the behaviour speci c for a class playing a part in a design pattern.
The speci cation of a role can di er rather widely. The minimal speci cation of a role is to just specify an interface de ning what methods a class playing the role should provide. The maximal speci cation of a role is a complete de nition of a component that does not need to be composed with a class in the application. In L ay OM, the concept has been implemented using the Role language construct. A role provides a reusable speci cation of partial object behaviour, e.g. playing one of the characters in a design pattern. A role is speci ed very similar to a L ay OM class, but it has additional expressiveness for de ning the interface required of the class the role can superimposed with and for con guring an instantiated role to match the interface of the concrete object. In gure 2a, the most relevant parts of the syntax of the role are shown. The acquaintances part declares objects that an instantiated role requires to have a binding to in order to function correctly. Layers of type Acquaintance are used to bind the acquaintance name used inside the role to an external object. The interface declares the methods that should be supported by a class that is composed with the role.
3.3: Superimposition
Superimposition 7 was de ned in response to the di culties of traditional component adaptation and composition techniques, such as inheritance, aggregation and wrapping, with respect to the composition of role and class behaviour. Certain types of role functionality need to beintegrated with the component's behaviour that are orthogonal to its structural parts and may a ect e.g. multiple methods. The software engineer needs to superimpose certain behaviour on a component in such a w ay that the complete functionality of the component is a ected. The notion of superimposition in computing systems has been identi ed before, but not in object-oriented or component-based systems. For example, 9
de ne and use superimposition in the context of CSP. They de ne the superimposition R of P over Q as the additional superimposed control P over the basic algorithm Q. Analogously, we de ne object superimposition S of B over O as the additional overriding behaviour B over the behaviour of component O. 
3.4: Architectural Fragments
An architectural fragment or fragment describes two or more roles and their interaction. Using superimposition, an architectural fragment can becomposed with other fragments and with classes. Since architectures are treated as entities at the design level, corresponding concepts at the implementation level improves traceability and conceptual integrity o f the implementation and the design.
To illustrate the de nition of fragments, in gure 2b the Observer pattern is used as an example. The fragment consists of two roles, i.e. the subject and the observer. The subject role maintains a collection of dependent objects, i.e. observers, and contains methodsfor adding and removing dependents. In addition, it contains an observable method, which represents those methods in the class composed with the model role that need to be observed. The observedMethod noti es the dependents and subsequently forwards the message to the class composed with the role using the proceed statement. The observer role only de nes an interface required from the class composed with the role, i.e. the update method. This method is required since the subject role depends on it. However, when instantiating an architecture, the roles can be con gured to match the class that they are composed with. For instance, the update method can berenamed into another method name provided by the class.
4: Illustrating Architectural Fragments
To illustrate the ideas presented in this paper, an object-oriented framework for measurements systems will be used 8 . The framework has been designed in cooperation with EC-Gruppen, a swedish company developing, among others, embedded systems. Measurement systems are a class of systems used to measure the relevant aspects of a process or product. These systems are di erent from the, better known, process control systems in that the measured values are not directly, i.e. as part of the same system, used to control the production process that creates the product or process that is measured. A measurement system is used for quality control on produced products that can then be used to separate acceptable from unacceptable products or to categorise the products in quality categories.
In gure 3a, the speci cation for the measurement system architecture is presented. The measurement system architecture consists of ve e n tity t ypes. Of these types, multiple instances of the sensor and actuator type may appear. The sensor and actuator roles are only speci ed by their respective required interfaces. The trigger role consists of a trigger method and an acquaintance relation to the item factory. The item-factory role is actually a complete object speci cation and no class is required for this role when the architecture is instantiated. The measurement item role is de ned by a required interface and acquaintance relations to the sensor and actuator roles.
In gure 3b, a simpli ed application instantiating the measurement system architecture and the observer architecture is presented. The example measurement system inspects beer cans using a camera to verify that each can is clean. The system is located before the beer cans are lled and dirty cans are to beremoved from the conveyer belt. In addition to the measurement system architecture, a user interface component is present that should present activation of the trigger and the value read by the sensor. Since beer cans enter the system at irregular times, the UI component is unable to poll. Instead, the trigger and the sensor component should notify the UI component whenever a relevant state change took place. This is a typical instance of the Observer pattern, but trigger and sensor roles nor the classes intended to play the role have been prepared for acting as a subject. Instead of editing the source code of these components, two instances of the Observer fragment presented in gure 2b are used.
5: Related Work
In this paper, we h a ve i n vestigated the problems of specifying architectural fragments as reusable rst-class entities. We h a ve proposed a solution approach that uniformly extends the object-oriented paradigm. Others have investigated these or related issues, especially the work on aspect-oriented programming 23 , on implementing design patterns, mixins, meta-object protocols and on architecture description languages. Below, the relation to this work is described in more detail.
Aspect-oriented programming AOP is similar to some of the work described in this paper, but there are some major di erences. Instead of an aspect weaver, superimposition is used as a means to compose speci cations. In addition, the L ay OM compiler can generate code for each component independently. Another language model categorised under AOP is the composition-lters CF object model 1 . Although the lters in the CF model provide some forms of superimposition, the model does not allow for modular, reusable description of architectural structures as proposed in this paper. The implementation of design patterns has been studied by some authors. 32 proposes to implement design patterns as C++ classes. The disadvantage of this approach is that only a few patterns can be implemented as classes. 10 discusses a tool for automatic code generation from design patterns. 29 discusses role-based modelling of objects, but only during the design phase. In 5 , we describe the representation of design patterns as layer types. The model proposed in this paper extends on our earlier work. 20 and 11 propose tool support for representing design patterns.
The work on mixins, e.g. 4 and 22 , also identi ed the problems discussed in this paper but for individual classes only. Mixins provide no support for describing architecture-related behaviour for a group of classes. Meta-object protocols MOPs 18 provide a di erent, but related approach to separate di erent types of behaviour. However, the composition of MOPs is a known problem and the meta-object and the base object form no conceptual entity.
An approach that could be applied to describing architectural structures is the research on object group communication, e.g. contracts 12 , Gluons 28 , multi-methods 18 , cooperation contracts 30 , joint actions 16 and abstract communication types ACTs 1 . The object group communication approaches are concerned with representing an interaction pattern between a group of objects as a separate entity that interacts with the involved objects. However, the interaction is explicit in that the involved objects are aware of the group entity.
Several architectural description languages have been de ned, including Rapide 24 , Unicon 31 , ArTek 33 , Wright 2 , RESOLVE 27 , MetaH 3 and Aesop 14 . However, as we identi ed in section 2, ADLs su er from a number of problems.
6: Conclusion
During recent years, software engineering research has more and more appreciated the value of software architectures and reusable architectural structures during system design, e.g. design patterns, object-oriented frameworks and domain-speci c software architectures.
Despite the recognised importance of architectural design expertise during design, considerably less e ort has been put on providing linguistic support for specifying architectural design in an expressive, reusable and composable manner. The implementation of design patterns in conventional object-oriented languages may su er from problems related to traceability, the self problem, reusability and implementation overhead, whereas the implementation of object-oriented frameworks may su er from problems related to the implicit architecture, cross-framework dependencies, framework instantiation, legacy components and framework composition. ADLs su er from problems related to the architecture-speci c behaviour of roles and reuse and composition of architectural structures.
In this paper, the notion of architectural fragments is introduced to provide a means for representing architectural speci cations, including design patterns and object-oriented frameworks, as reusable rst-class entities. An architectural fragment consists of a number of roles and an initialisation method. A role speci es the architecture speci c behaviour of a component and consists of instance variables, methods, acquaintances, layers and an interface. When instantiating an architecture, the software engineer has to select the classes that will play the roles of the architecture. The architecture-speci c behaviour of the role then has to becomposed with the component's behaviour. Since the architecture-speci c behaviour sometimes needs to override the component's behaviour, the role needs to be superimposed on the component. The notion of superimposition, i.e. the additional, overriding behaviour B over the behaviour of a component O, is not supported by traditional language models and we have, therefore, de ned the layered object model L ay OM that, through the use of layers, provides superimposition of various types of behaviour, such as component adaptation types and role behaviour. The layered object model has been extended with the role and architecture language construct that facilitate the speci cation and instantiation of architectural fragments. Both the speci cation of reusable architectural fragments as well as instantiations of the fragments are illustrated by several examples, such as the Observer design pattern and an instantiation of a framework architecture for measurement systems.
The contribution of this paper, we believe, is that it introduces the notions of role and architectural fragment and their corresponding Role and Architecture language construct in L ay OM that do not su er from the identi ed problems and allow for reusable and composable rst-class speci cation of architectural fragments. Due to the notion of superimposition and the L ay OM layers that provide an implementation means, an advanced composition technique is provided that facilitates the composition of roles and components.
The architecture speci cation language model that we develop in this paper provides the basic features necessary for specifying reusable architectural fragments that can be composed in powerful ways with suitable reusable components. However, several issues need to beinvestigated in more detail, such a s the expressiveness required for con guring fragments and the problems that may occur when composing multiple fragments. Also, extending existing architectural speci cations `subclassing' and more expressive support for architecture instantiation have not been studied. Finally, we intend to experiment with the introduced concepts in more and di erent industrial applications. Based on the extension to the L ay OM implementation that we are currently developing, we expect to collect more information and increase our understanding of the necessary ingredients of a language model both suitable for specifying architectures and components.
