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Seznam uporabljenih kratic 
RISC Procesiranje z zmanjšanim naborom ukazov (angl. Reduced 
Instruction Set Computing). 
ASIC Tehnologija integriranih vezij (angl. Application Specific 
Integrated Circuit). 
R&D    Razvoj (angl. Research and Development). 
CPE   Centralna procesna enota (angl. Central Processing Unit). 
ALE   Aritmetično-logična enota (angl. Arithemtic Logic Unit). 
MSB  Najbolj utežen bit (angl. Most Significant Bit). 
LSB  Najmanj utežen bit (angl. Least Significant Bit). 
CISC  Procesiranje z zahtevnim naborom ukazov (angl. Complex 
Instruction Set Computing). 
SP    Kazalec na sklad (angl. Stack Pointer). 
DP    Kazalec na podatke (angl. Data Pointer).  
SFR   Register posebnih funkcij (angl. Special Function Register). 
PC    Programski števec (angl. Program Counter). 
PŠ    Programski števec. 
USC    Ukazno-sprejemni cikel (angl. Fetch Cycle). 
DiZ    Dekodiraj in izvedi (angl. Decode and Execute). 
HDL   Strojno-opisni jezik (angl. Hardware Description Language).  
RTL   Nivo prenosa med registri (angl. Register-Transfer Level). 
FPGA   Programabilni čip (angl. Field Programmable Gate Array). 







Magistrsko delo predstavi lastnosti in implementacijo tristopenjsko cevljenega 
RISC-procesorja, imenovanega s816, v strojno opisnem jeziku SystemVerilog. 
Procesor je bil razvit v okviru podjetja ON Semiconductor za uporabo v sistemih za 
obdelavo signalov. Vsebuje 79 ukazov, ki omogočajo uporabo procesorja za 
specifične naloge v svetu obdelave signalov in za uporabo v splošno namenskih 
sistemih, kjer se potrebuje CPE. Strojna logika procesorja ima posebne module za 
pomikanje, seštevanje, množenje in deljenje, ki so bili implementirani na način, ki 
dosega kompromis med prostorsko zasedenostjo, hitrostjo in zahtevnostjo dizajna. 
Procesor uporablja QMEM-vodilo slovenskih korenin in je predstavnik harvardske 
arhitekture. Magistrsko delo obsega tudi opis programskega dela procesorja. Poleg 
strojne implementacije sta se razvila tudi zbirnik in prevajalnik za programiranje 
s816 ter C++ simulator, ki služi programski simulaciji logike. V okviru 
verifikacijskega dela naloge je predstavljena še interna verifikacija s816, ki je 
sestavljena iz simulacije strojne kode, C++ simulatorja, pokritostnih mehanizmov 
SystemVeriloga in skript, ki povezujejo vse našteto. 
 







This thesis presents the main properties and the implementation of a three stage 
pipelined RISC processor called s816 in SystemVerilog. S816 has been developed 
within ON Semiconductor for use in signal processing systems. It contains 79 
instructions that allow the processor to be used for specific tasks in the field of signal 
processing and for use in more general-purpose systems, which require a CPU. 
Hardware logic of s816 contains special modules for shifting, adding, multiplying 
and dividing, which were implemented in a way that achieve a compromise between 
logic size, speed and design complexity. S816 uses QMEM bus, which has Slovenian 
roots, and is a representative of Harvard processor architecture. In addition to 
processor hardware an assembler and compiler for s816 have also been developed. 
This thesis also explains the use of a C++ processor simulator, which serves as a 
flexible software simulation of hardware logic. Internal verification of s816 is 
described, which encompasses the use of hardware SystemVerilog simulation, C++ 
simulator, SystemVerilog coverage mechanisms and scripts that connect and take 
care of processor verification flow. 
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S816 je procesor RISC (angl. reduced instruction set computing) oz. procesor z 
zmanjšanim naborom ukazov, ki je namenjen za uporabo v procesiranju slikovnih 
signalov v integriranih vezjih ASIC (angl. Application Specific Integrated Circuit) 
[1]. Razvoj in implementacija sta bila narejena v okviru podjetja ON Semiconductor 
Adria, ki predstavlja slovensko podružnico R & D (angl. research and development, 
slov. razvoj) oddelka slikovnih in slikovno-senzorskih tehnologij ameriškega 
podjetja ON Semiconductor, katerega glavni razvojni center je baziran v San Joseju v 
Kaliforniji.  
Strojna obdelava slik potrebuje elemente, ki delujejo v realnem času. Poleg 
tega je pomembna lastnost takih sistemov tudi to, da je končna strojna logika majhna, 
saj je velikost čipa pomembni finančni dejavnik pri izdelavi in prodaji končnega 
produkta. Procesorji RISC omogočajo ravno to. Zaradi enostavnosti so namreč 
prostorsko nezahtevni, prav tako pa njihov manjši nabor ukazov in cevljenje 
omogočata učinkovito realnočasovno procesiranje. Manj ukazov posledično tudi 
predstavlja manj težav za razvoj procesorskega prevajalnika. V slikovno-senzorski 
industriji se je izkazalo, da veliko število novih strojnih algoritmov potrebuje 
majhno, zmogljivo in hitro CPE (centralno procesno enoto), zato da se ugodi 
zahtevam realnočasovne obdelave signalov, ki prihajajo iz slikovnega senzorja. 
Poglavitna ideja je torej bila ustvariti CPE, ki je dovolj zmogljiva in majhna, da 
zadosti potrebam različnih algoritmov in produktov slikovnega procesiranja, vendar 
je obenem dovolj splošna za velik nabor različnih problemov in tako omogoča tudi 
širšo uporabo. Ime s816 pomeni, da je to procesor, ki deluje s predznačeno (angl. 




signed) aritmetiko in vsebuje 8 16-bitnih registrov. Tekom razvoja se je procesor 
sicer spremenil v CPE, ki ima 16 16-bitnih registrov. 
Glavna tema magistrskega dela je strojna implementacija, napisana v 
SystemVerilogu, in njena interna verifikacija [2]. Za implementacijo in njeno 
testiranje sem bil zadolžen v okviru službe pri podjetju ON Semiconductor. Interna 
verifikacija pomeni, da gre za verifikacijo, ki je namenjena izključno meni in 
neposrednim sodelavcem v podjetju. Rezultat verifikacije pove, da je načrt CPE 
delujoč in popolnoma sposoben zadostiti potrebam internih (ne grejo iz okvirov 
slovenske podružnice) aplikacij. V primeru, da se procesor uporabi v logikah, ki 
bodo v prihodnosti prešle v končni produkt, bi bil procesor podvržen bolj temeljiti 
verifikaciji in validaciji.  
Poleg strojnega dela procesorja so bili razviti tudi zbirnik in prevajalnik C99 
ter sam programski simulator procesorja [3]. Našteti programi so ključni del razvoja 
kakršnega koli procesorja. Prav tako za procesor, brez vsaj zbirnika, ni mogoče pisati 
programov.  
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2 Zgradba procesorja in nabor ukazov 
2.1 Splošne lastnosti  
Glavne lastnosti s816 so: 
• 16-bitna predznačena aritmetika nepremične vejice, 
• 16 splošnih notranjih registrov, 
• 3-stopenjsko cevljenje, 
• dvooperandna ALE (aritmetično-logična enota), 
• strojna implementacija množilnika in delilnika, 
• 79 ukazov, 
• brez prekinitev, 
• harvardska arhitektura,  
• vodilo QMEM (Quick Memory). 
 
Vsi notranji registri so veliki 16 bitov. Prav tako vse operacije v ALE delujejo 
nad 16-bitnimi operandi. Taki registri omogočajo hranjenje 216 različnih vrednosti. 
Predznačenost nam te vrednosti razdeli na 215 pozitivnih vrednosti (vključno z 0) in 
na 215 negativnih vrednosti. Procesor je zmožen preračunavati vrednosti tudi izven 
tega območja, vendar je za to treba uporabiti pravilen prevajalnik in zbirnik. Za 




primer se lahko vzame seštevanje dveh konstantnih 64-bitnih števil. Prevajalnik 
poskrbi, da se posamezna vrednost razdeli na 16-bitne podvektorje, ki se zapišejo v 
pomnilnik. Seštevanje sedaj lahko poteka po delih, kjer se rezultat tudi sproti 
shranjuje po delih. Podobno je prevajalnik sposoben ustvariti operaciji množenja in 
deljenja, tako da ju razdeli na podoperacije seštevanja oz. odštevanja in pomikanja. 
Izkaže se, da je taka rešitev prostorsko (omejen pomnilnik) in časovno zelo zahtevna, 
zato ima s816 vgrajen enostaven množilnik in delilnik. Najpomembnejša lastnost 
s816 je njegova velikost. Večina strojnih elementov procesorja je načrtovana na tak 
način, da bo procesor na koncu zasedel kar se da majhno površino. 
Harvardska arhitektura pomeni, da ima s816 ločeni vodili za ukaze in podatke. 
Po ukaznem vodilu procesor dobiva ukaze, medtem ko lahko hkrati bere in piše po 
pomnilniku. Prek ukaznega vodila se lahko samo bere. Vodili za ukazni in 
podatkovni del sta 16-bitni QMEM-vodili [4]. 16-bitna omejitev naslovnega dela 
vodila nam omogoča naslavljanje 65.536 pomnilniških naslovov. S816 nima 
predpomnilnika, saj bi to onemogočalo popolno ponovljivost algoritmov, ki tečejo na 
procesorju. Poleg tega bi predpomnilnik pomenil nepotrebno povečanje prostorske 
zasedenosti. 
Zaradi dejstva, da je bilo gonilo razvoja s816 prostorska minimizacija, in 
dejstva, da je enota za aritmetiko s plavajočo vejico velika in zahtevna za 
implementacijo, se v s816 uporablja samo nepremično vejico. Vrednost, zapisana v 
formatu nepremične vejice, je celo število skalirano za faktor, ki je potenca števila 2. 
Notacija vrednosti v formatu nepremične vejice je sestavljena iz treh delov: 
predznaka, celega dela in decimalnega dela. 16-bitna vrednost, ki je predznačena in 
ima 5 mest za celi del števila in 10 za decimalni del, se zapiše kot s5.10 (s + 5 + 10 = 
16). 16-bitna vrednost, ki ni predznačena in ima 3 mesta za celi del števila ter 8 za 
decimalni del, je zapisana kot u8.8 (0 + 8 + 8 = 16). Realna vrednost števila je celo 
število, ki ga predstavlja celotni zapis deljen z 2 na potenco števila decimalnih mest. 
"1.01" je celo število "101" oz. 5, ki se deli z 22. Konkretna vrednost "1.01", ki ima 
format u1.2, torej zapisuje vrednost 1,25 [5].  
Pomembna lastnost aritmetike z nepremično vejico je, da se operacije izvajajo 
na celih številih, ki jih predstavlja celotna 16-bitna vrednost. To pomeni, da dokler 
imajo operandi decimalno vejico na istem mestu, se vse operacije izvajajo enako kot 
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pri aritmetiki, ki deluje samo nad celimi števili. To omogoča procesorju enostavno 
izvajanje operacij nad celimi števili, medtem ko prevajalnik skrbi, kakšen je zares 
format določene vrednosti. Prevajalnik prav tako poskrbi za potrebne dodatne ukaze, 
ki so nujni, če izvajamo aritmetične operacije nad vrednostmi, ki so zapisane v 
različnem formatu. 
V primeru seštevanja in odštevanja je treba operanda preskalirati na format, v 
katerem je rezultat. Če je prvi operand u3.5, drugi u5.6, rezultat pa je v formatu 
u5.10, je treba prvi operand pomakniti levo za 5 mest, drugega pa za 4 mesta. To 
pomeni, da mora prevajalnik poskrbeti za vrivanje dveh ukazov pomikanja. Tako se 
decimalni deli ujamejo in je seštevanje ali odštevanje spet enostavna operacija nad 
dvema 16-bitnima vrednostma. Potrebna je pazljivost programerja, saj pomikanje 
levo lahko povzroči izgubo MSB-ja (angl. most significant bit, slov. bit z največjo 
utežjo) celega dela števila, medtem ko pomikanje desno lahko povzroči izgubo 
natančnosti, saj se reže LSB (angl. least significant bit, slov. bit z najmanjšo utežjo) 
decimalnega dela. Zaradi omenjenega je pazljivost pri izbiri tipa nepremične vejice 
neke spremenljivke ključnega pomena. 
V primeru množenja je format rezultata enak vsoti celega dela operandov in 
vsoti decimalnega dela operandov. Rezultat zmnožka u3.5 in u5.6 bo enak u8.11. Da 
se dobi želen format, je treba rezultat ustrezno pomakniti. S816 podpira ukaz 
"MULSH", ki omogoča, da se tudi rezultati, ki niso v zahtevanem formatu oz. je 
format večji, kot je širina notranjih registrov, preskalirajo na pravilno vrednost. V 
primeru deljenja je format rezultata enak razliki celega dela operandov in razliki 
decimalnega dela operandov. Rezultat deljenja u5.6 in u3.5 bo enak u2.1. Spet je 
potrebna pazljivost, da format rezultata nima celega ali decimalnega dela 
negativnega. Rezultat delitve u3.5 in u5.6 je u-2.-1, kar predstavlja popolnoma 
nesmiselno število. Pri deljenju se zato pomakne prvi operand, deljenec, za določeno 
število mest, da se format rezultata ujame z zahtevanim. Če je rezultat formata u3.3, 
deljenec u5.6, delitelj pa u3.4, je treba deljenec pomakniti levo za eno mesto v 
format u5.7. Razlika celih in decimalnih delov da pozitivne vrednosti, prav tako pa 
se decimalna vrednost ujema z željenim formatom. S816 podpira ukaz "DIVSH", ki 
pravilno pomakne deljenec, tako da se "ujame" s formatom rezultata [6]. 




Določene operacije postavljajo zastavice prenosa (C  angl. carry) in preliva (O  
angl. overflow), ki se zapišejo v posebne registre. Zastavica C je bit, ki pove 
procesorju, da se je v prejšnji operaciji zgodil prenos, kar pomeni, da je operacija 
ustvarila končni rezultat, ki je večji kot maksimalna širina vhodnih operandov. 
Prenos nam omogoča seštevanje in odštevanje vrednosti, ki so večje, kot je 
maksimalna širina s816 ALE-registrov. Takrat se C iz prejšnjega delnega rezultata 
prišteje LSB-ju naslednjega delnega rezultata [7]. 
 
 Primer je predstavljen s seštevanjem dveh 8-bitnih števil s 4-bitnim 
seštevalnikom.  
 
0001 1111 + 0010 1111    (1.1) 
 
Prvi korak je vsota spodnjih oz. LSB-bitov obeh števil, ki v tem primeru generira 
vrednost, ki je širša od širine seštevalnika. V takšni situaciji se postavi zastavica 
prenosa. 
 
1111 + 1111 = 1 1110 → C = 1   (1.2) 
 
V naslednjem koraku se seštejeta še zgornja oz. MSB-dela števil, katerima se prišteje 
vrednost zastavice. Podobno kot pri klasičnem decimalnem seštevanju je prenos 
generiral vrednost, ki se mora upoštevati pri zgornji vsoti.  
 
0001 + 0010 = 0011     (1.3) 
0011 + C = 0100     (1.4) 
 
Končni rezultat je pravilna 8-bitna vrednost. 
 
0100 1110      (1.5) 
 
Pri odštevanju s816 uporablja identiteto dvojiškega komplementa: 
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- A = A  +  1     (1.6) 
 
Dvojiški komplement binarne vrednosti je enak inverzu posameznih bitov 
(logična operacija NE) in prištevku 1. S tem se operacija odštevanja prevede v dve 
operaciji seštevanja in eno operacijo NE [7]. V tem primeru se zastavica prenosa 
postavlja enako kot pri seštevanju, kar nam omogoča razširitev operacije odštevanja 
na vrednosti, ki presegajo širino registrov. Pri seštevanju se je v naslednjem koraku 
prenos enostavno prištel, pri odštevanju pa se prišteje razlika med prenosom in 1. Če 
je zastavica postavljena, se rezultatu odštevanja prišteje 0, drugače pa –1. Takšno 
operacijo se da skrčiti, saj se že pri dvojiškem komplementu prišteva 1, kar se sedaj 
lahko preskoči. 
 
odštevanje: A – B = A + B  +1    (1.7) 
             �dštevanje s prenosom: A – B + (C – 1) = A + B + C                     (1.8) 
 
Prenos se da s pridom koristiti tudi pri pomikanju vrednosti, ki so širše od 
notranjih registrov s816. Podobno kot pri seštevanju in odštevanju se operacija 
pomikanja razširi na več delnih rezultatov. V primeru desnega pomikanja vrednosti, 
ki so širše, kot je širina ALE-registrov, se najprej za eno mesto pomakne delna 
vrednost, ki predstavlja bolj utežene bite. V primeru, da se LSB te delne vrednosti 
pomakne izven območja registra, se postavi zastavica prenosa. V naslednjem koraku 
se za eno mesto pomakne tudi vrednost v registru spodnjih bitov, vendar se nato k 
MSB-ju rezultata tega registra prišteje zastavica prenosa. Podobno velja za 
pomikanje levo, le da tokrat spodnji biti postavljajo zastavico prenosa, ki se prišteva 
LSB-ju zgornjih bitov. Od pomikanj v s816 postavlja zastavico samo ukaz "AVG", 
saj zagotavlja pomikanje za točno eno mesto. Operacije pomikanja lahko v enem 
ukazu pomaknejo vrednost za več mest, kar nam onemogoča uporabo enobitnih 
zastavic za razširjanje širine vrednosti. V prihodnosti se lahko s816 enostavno 
nadgradi, da zastavice postavljajo tudi ukazi pomikanja, vendar je treba žrtvovati 
krajši čas izvajanja, saj so pomikanja sedaj omejena na eno mesto na ukaz.  




Druga zastavica je zastavica preliva. Zastavica O je bit, ki pove procesorju, 
da se je v prejšnji operaciji zgodil aritmetični preliv, kar pomeni, da je predznačen 
(dvojiški komplement) rezultat širši od registrov procesorja. V primeru seštevanja 
dveh pozitivno predznačenih operandov se lahko dobi rezultat, ki zasede tudi 
najpomembnejši možni bit v rezultatu. Ker MSB predznačenega rezultata v 
dvojiškem komplementu predstavlja predznak, je v tem primeru vsota dveh 
pozitivnih števil negativna, kar predstavlja preliv. Enako velja tudi za odštevanje [7]. 
Posebna primera sta operaciji množenja in deljenja, ki v s816 delujeta v 
nepredznačenem načinu. Množenje dveh 16-bitnih števil da v skrajnem primeru 32-
bitni rezultat, kar presega širino notranjih registrov. V primeru prekoračitve 16-
bitnega prostora operacija postavi zastavico preliva. Pri deljenju dveh 16-bitnih 
vrednosti pa je rezultat v skrajnem primeru tudi 16-bitna vrednost. Preliv nastane pri 
deljenju dveh vrednosti z nepremično vejico, saj je treba deljenca pomakniti levo za 
določeno število mest (maksimalno 16), kar v s816 v skrajnem primeru pomeni 
deljenje 32-bitne vrednosti s 16-bitno. Taka operacija lahko ustvari širši rezultat od 
16-bitov, kar povzroči postavitev zastavice preliva. 
2.2 Nabor ukazov  
Glavni cilj kompleksnejših procesorjev CISC (angl. complex instruction set 
computing) je izvršiti operacijo v čim manj vrsticah zbirnika. To se doseže tako, da 
se implementira strojno logiko, ki je sposobna razumevati in izvajati kompleksne 
ukaze, ki so po navadi sestavljeni iz veliko operacij. V CISC-procesorjih se lahko 
branje dveh vrednosti iz pomnilnika, npr. njuno seštevanje in pisanje nazaj v 
pomnilnik, izvede z enim ukazom, ki traja več urnih ciklov. Prednost takega pristopa 
je, da ima prevajalnik enostavno nalogo prevoda višjih jezikov v zbirni jezik in da je 
zaradi kompaktnejših ukazov ukazni pomnilnik manj zaseden. RISC-procesorji, kot 
je s816, uporabljajo samo enostavne ukaze, ki se v večini primerov izvedejo v enem 
urnem ciklu. Za razliko od CISC sta pri RISC za seštevanje dveh števil potrebna dva 
ukaza nalaganja iz pomnilnika, ukaz seštevanja in ukaz pisanja rezultata nazaj v 
pomnilnik. Zasedenost ukaznega pomnilnika in velikost zbirnika sta sicer veliko bolj 
potratni kot pri CISC, vendar omogočata enostavnejšo in manjšo strojno logiko 
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procesorja. Ker je večina ukazov enocikličnih, se v povprečju operacije izvedejo v 
istem času, le da je pri RISC daljša koda. To tudi omogoča enostavno in učinkovito 
cevljenje ukazov, ki se lahko pri CISC zakomplicira [1]. 
S816 uporablja 79 ukazov, ki so zasnovani tako, da omogočajo veliko 
splošnost, vendar so dovolj specifični, da optimizirajo izvajanje algoritmov za 
obdelavo signalov. Primer je lahko ukaz "AVG", s katerim se povpreči dve 
vrednosti. Taka operacija se ponavlja v veliki večini algoritmov, ki se ukvarjajo s 
procesiranjem signalov. Ukazi s816 imajo standardizirano 16-bitno strukturo, kjer se 
večina ukazov izvede v enem urnem ciklu, vsak ukaz pa izvede kvečjemu dve 
aritmetični operaciji naenkrat. Poleg tega sta malo število in enostavnost nabora 
ukazov prednost pri razvoju in implementaciji samega procesorja, sistemov, v katere 
bo vgrajen, ter prevajalnikov in zbirnikov strojno-programske opreme. Format ukaza 
je vedno takšne oblike, da prvi oz. MSB štirje biti (b15–b12) določijo tip ukaza, 
naslednji biti pa operande in ostale parametre. V primeru tipa 0 biti b11–b8 povejo 
zaporedno številko prvega registra, ki bo sodeloval pri ukazu, b7–b4 drugega registra 
in b3–b0 zaporedno številko operacije. S816 ima tabelo ukazov (dodatek A), kjer 
nam trajanje pove, v koliko urnih ciklih se bo ta ukaz izvedel, dolžina pa pove, kako 
dolg je ta ukaz, kjer številka 1 pomeni, da je ta ukaz dolg 16 bitov. Dolžina ukaza je 
lahko 2 oz. 32 bitov, ker tak ukaz potrebuje še 16-bitno takojšno vrednost kot enega 
izmed operandov. Takojšna vrednost je zapisana v prevedeni strojni kodi in 
predstavlja konstanto. Nabor ukazov ni popoln, saj so določene kombinacije bitov 
neizrabljene. To dopušča procesorju možnost, da se ga v prihodnosti poljubno 
nadgradi. 
Primer: ukaz " 0000 – 0001 – 0010 – 0010 " pove, da je tipa 0 ("0000"), da je 
operacija seštevanje ("0010") in da se bo v tem primeru register r2 ("0010") prištel 
registru r1 ("0001") ter shranil v register r2. 
2.2.1 Aritmetični in logični ukazi 
Tabela 1: Ukazni tip 0 
Zbirniški zapis Trajanje Dolžina Funkcija 15 14 13 12 11 10 9 8 7 6 5 4 3 2 1 0 
op1 rD,rB 1–20 1 rD = rD op1 rB 0 rD rB op1 





Kot prvi operand nastopa register rD, kot drugi pa register rB. Nad njima se 
izvede operacija op1, rezultat pa se nato zapiše v register rD.  
 
V nadaljevanju so naštete vse aritmetične in logične operacije "op1" v s816. 
Podan je kratek opis in pri vsaki operaciji je označeno, katere zastavice lahko 
postavlja in briše. Nabor operacij je podan tudi v dodatku A. 
  
Premik vrednosti registra rB v register rD (mov rB, rD): 
 





Aritmetična operacija seštevanja dveh operandov (add rA, rB): 
 





Aritmetična operacija povprečenja dveh operandov: operanda se seštejeta, kjer se 
nato rezultat pomakne desno za eno mesto, kar je ekvivalentno deljenju z 2 (avg rA, 
rB): 
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Aritmetična operacija odštevanja dveh operandov (sub rA, rB): 
 





Aritmetična operacija odštevanja, kjer je vrstni red operandov obrnjen (rsub rA, rB): 
 





Logična operacija ALI: operacija deluje po bitih (angl. bitwise), kar pomeni, da grejo 
biti z enako utežjo pri obeh operandih skozi enobitna vrata ALI, katerih rezultat je bit 
s takšno utežjo, kot jo imajo operandi (or rA, rB): 
 
R = A ALI B  
Zastavice: // 
 
A B R 
0 0 0 
0 1 1 
1 0 1 
1 1 1 
 
 
Logična operacija IN: operacija deluje po bitih (angl. bitwise), kar pomeni, da grejo 
biti z enako utežjo pri obeh operandih skozi enobitna vrata IN, katerih rezultat je bit s 
takšno utežjo, kot jo imajo operandi (and rA, rB): 
 
R = A IN B  
Zastavice: 
 // 





A B R 
0 0 0 
0 1 0 
1 0 0 
1 1 1 
 
Logična operacija pomikanja levo: operand A se pomakne levo za toliko mest, 
kolikor je vrednost v operandu B. Na mesta desno prihajajo ničle (shl rA, rB): 
 





Logična operacija pomikanja desno: operand A se pomakne desno za toliko mest, 
kolikor je vrednost v operandu B. Na mesta levo prihajajo ničle (shr rA, rB): 
 





Aritmetična operacija pomikanja desno: operand A se pomakne desno za toliko mest, 
kolikor je vrednost v operandu B, vendar se tokrat na mesta levo postavljajo takšne 
vrednosti, kot je MSB operanda A. Aritmetični pomik desno je koristen kot učinkovit 
način deljenja predznačenih števil z vrednostjo, ki je potenca števila 2 (sar rA, rB): 
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Aritmetična operacija množenja (mul rA, rB): 
 





Aritmetična operacija deljenja (div rA, rB): 
 
R = A / B  





Operacija množenja z nepremično vejico: število mest, za katere je treba pomakniti 
rezultat, je shranjeno v posebnem registru sfr_mulsh (mulsh rA, rB): 
 





Operacija deljenja z nepremično vejico: število mest, za katere je treba pomakniti 
deljenca, je shranjeno v posebnem registru sfr_divsh (divsh rA, rB): 
 
R = (A << sfr_divsh) / B  










Tabela 2: Ukazni tip 1 
Zbirniški zapis Trajanje Dolžina Funkcija 15 14 13 12 11 10 9 8 7 6 5 4 3 2 1 0 
op1 rD,rB,u16 1–20 2 rD = rB op1 u16 1 rD rB op1 
 
Ukaz dolžine 2: v tem primeru sprejem ukaza traja dlje, saj je treba iz ukaznega 
pomnilnika dobiti tudi 16-bitno takojšno vrednost, ki nastopa kot operand. 16-bitna 
takojšna vrednost se nahaja na naslednjem naslovu v pomnilniku. Ukazno vodilo 
mora v tem primeru narediti dva bralna cikla. Kot prvi operand ukaza nastopa 
vrednost registra rB, kot drugi pa takojšna vrednost u16, kjer je u16 nepredznačena 
16-bitna vrednost. Podobno kot pri ukaznem tipu 0 se nad njima izvede operacija 
op1, rezultat pa se nato zapiše v register rD. 
 
Tabela 3: Ukazni tip 2 
Zbirniški zapis Trajanje Dolžina Funkcija 15 14 13 12 11 10 9 8 7 6 5 4 3 2 1 0 
op1 rD,u4 1–20 1 rD = rD op1 u4 2 rD u4 op1 
 
Kot prvi operand nastopa register rD, kot drugi pa takojšna vrednost u4, kjer je 
u4 nepredznačena 4-bitna vrednost. Ker je ta vrednost dolga samo 4 bite, je zapisana 
v sam ukaz. Nad operandoma se izvede operacija op1, rezultat pa se nato zapiše v 
register rD. 
 
Tabela 4: Ukazni tip 3 
Zbirniški zapis Trajanje Dolžina Funkcija 15 14 13 12 11 10 9 8 7 6 5 4 3 2 1 0 
op2 rD,rB 1–20 1 rD = rD op2 rB 3 rD rB op2 
 
Kot prvi operand nastopa register rD, kot drugi pa register rB. Nad njima se 
izvede operacija op2, rezultat pa se nato zapiše v register rD. Z biti b3–b0 se sedaj 
izbira med novim naborom operacij op2. Operacije op2 so naštete v dodatku A. 
 
V nadaljevanju so naštete vse aritmetične in logične operacije "op2" v s816. 
Podan je kratek opis in pri vsaki operaciji je označeno, katere zastavice lahko 
postavlja in briše. 
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Aritmetična operacija seštevanja dveh operandov s prenosom (adc rA, rB): 
 





Aritmetična operacija odštevanja dveh operandov s prenosom (sbc rA, rB): 
 





Logična operacija IZKLJUČNO ALI: operacija deluje po bitih (angl. bitwise), kar 
pomeni, da grejo biti z enako utežjo pri obeh operandih skozi enobitna vrata 
IZKLJUČNO ALI, katerih rezultat je bit s takšno utežjo, kot jo imajo operandi (xor 
rA, rB): 
 




A B R 
0 0 0 
0 1 1 
1 0 1 
1 1 0 
 
 
Tabela 5: Ukazni tip 51 
Zbirniški zapis Trajanje Dolžina Funkcija 15 14 13 12 11 10 9 8 7 6 5 4 3 2 1 0 
add rD,rA,rB 1 1 rD = rA + rB 5 rD rB rA 
                                                 
1 Ukaznega tipa 4 v trenutni iteraciji s816 ni. Dopušča se možnost prihodne implementacije. 





 Ukaz trioperandnega seštevanja, kjer kot operanda nastopata registra rA in 
rB, rezultat se pa zapiše v register rD. 
2.2.2 Ukazi za dostop do pomnilnika  
Predstavniki so ukazi tipov 6 do 12, s katerimi procesor dostopa do zunanjih 
pomnilniških enot. Ukaz sestavi potreben kazalec na določen naslov, ki se poda 
podatkovnemu vodilu, ki dostopa do samega pomnilnika. Po najmanj dveh ciklih 
pride vrednost na naslovu v procesor, kjer se vpiše v prej določen notranji register. 
Ukazi se ločijo po tem, ali se bo vrednost z nekega naslova pisala v zunanji 
pomnilnik ali se bo iz njega brala. Sam proces sestavljanja kazalca je v obeh primerih 
enak, npr. tip 6 (tabela Ukazni tipi 6–12) bere iz pomnilnika na naslovu, ki je rezultat 
vsote registrov rB in rC. Dobljeni podatek se zapiše v register rD. Ekvivalentno velja 
za ukaz tipa 7, ki je obraten proces kot tip 6 in predstavlja operacijo pisanja, kjer se 
vrednost registra rA zapiše v zunanji pomnilnik na naslovu, ki je določen z vsoto 
registrov rB in rC. Tipi 8 do 11 pa sestavljajo kazalec glede na predznačeno trenutno 
vrednost s7.0, ki je del ukaza, in vrednosti posebnih registrov SP (angl. stack pointer, 
slov. kazalec na sklad) in DP (angl. data pointer, slov. kazalec na podatke). Podobno 
velja za vse ukaze s pomnilniškem dostopom. Specialni ukazi pa so tipi, ki pišejo in 
berejo iz SFR-registrov (angl. special function register, slov. register posebnih 
funkcij). Ti ukazi so samo premiki med notranjimi registri s816 in niso vezani na 
QMEM-vodilo, zato se za njihovo izvršitev potrebuje samo en urni cikel. Zaradi 
manjše širine registrov posebnih funkcij se lahko celotni register prepiše s trenutno 
vrednostjo u4.0, ki je del samega ukaza (širina ukaza je 16-bitov), prav tako pa lahko 
zaradi majhnega števila registrov u4.0 vrednost predstavlja kateri koli posebni 
register.  
 
Tabela 6: Ukazni tipi 6-12 
Zbirniški zapis Trajanje Dolžina Funkcija 15 14 13 12 11 10 9 8 7 6 5 4 3 2 1 0 
mov rD,[rA+rB] 2+ 1 rD = mem[rA + rB] 6 rD rB rC 
mov [rA+rB],rD 2+ 1 mem[rB+rC] = rA 7 rA rB rC 
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mov rD,[SP+s7] 2+ 1 rD = mem[SP+2*s7] 8 rD 
s7 
mov [SP+s7],rA 2+ 1 mem[SP+2*s7] = rA 9 rA 
s7 
mov rD,[DP+s7] 2+ 1 rD = mem[DP+2*s7] 10 rD 
s7 
mov [DP+s7],rA 2+ 1 mem[DP+2*s7] = rA 11 rA 
s7 
mov rD,[u16] 2+ 2 rD = mem[u16] 12 rD 0 0 
mov [u16],rA 2+ 2 mem[u16] = rA 12 rA 0 1 
mov rD,[rB] 2+ 1 rD = mem[rB] 12 rD rB 2 
mov [rA],rB 2+ 1 mem[rA] = rB 12 rA rB 3 
mov [rA],u4 2+ 1 mem[rA] = u4 12 rA u4 4 
mov rD,{u4} 1 1 rD=SFR[u4] 12 rD u4 5 
mov {u4},rB 1 1 SFR[u4] = rB 12 u4 rB 6 
mov {u4},u4 1 1 SFR[u4(1)] = u4(2) 12 u4(1) u4(2) 7 
 
2.2.3 Pogojni ukazi 
Pogojni ukazi preverjajo odnose med operandi. V primeru, da se določen pogoj 
evalvira kot pravilen, se izvede ukaz na naslednjem naslovu, drugače se naslednji 
ukaz preskoči. Pogojni ukazi so še posebej učinkoviti v kombinaciji s skočnimi 
ukazi. Primer je lahko zanka for, kjer se na koncu kode zanke s pogojnim ukazom 
preverja, ali naj se izvajanje zanke ponovi. Če pogoj še velja, se naslednji ukaz 
izvede, ki je v tem primeru skok na začetek zanke. Če pogoj ne velja več, se skok ne 
izvede in procesor bo izvajal naslednje ukaze, ki so že izven zanke na naslednjih 
naslovih v ukaznem spominu. V tem primeru se skočni ukaz nadomesti s posebnim, 
praznim ukazom "NOP", ki ga procesor ignorira. 
Pogoji in njihovo preverjanje so podrobno predstavljeni v poglavju o 
primerjalniku na strojnem nivoju. Pogojni ukazi postavljajo še zadnjo zastavico, ki jo 
podpira s816. To je zastavica X oz. zastavica pogoja. Če je pogoj pravilen, se 








Tabela 7: Ukazni tip 13 
Zbirniški zapis Trajanje Dolžina Funkcija 15 14 13 12 11 10 9 8 7 6 5 4 3 2 1 0 
if cc1, rA, rB 1 1 
if (rA cc1 rB) 
execute_next 
13 rA rB cc1 
if cc2, rA, u2 1 1 
if (rA cc2 u2) 
execute_next 
13 rA cc2 0 u2 
 
2.2.4 Skočni ukazi 
Skočni ukazi spremenijo vrednost registra PC (angl. program counter) oziroma 
PŠ (slov. programski števec). Register hrani vrednost trenutnega naslova na ukaznem 
vodilu. Najenostavnejši skočni ukaz je "JMP" (angl. jump), ki za naslov skoka vzame 
vrednost enega od notranjih registrov procesorja. Ukaz "JAL" (angl. jump and link, 
slov. skoči in poveži) pa spremeni programski števec na vrednost u12.0, ki je del 
samega ukaza, trenutno vrednost števca pa zapiše v povezovalni register (r13). S tem 
ukazom se je vedno možno vrniti na mesto odskoka, saj je naslov shranjen, kar 
omogoča prihodnjim skočnim ukazom vrnitev. Funkcijski klic v programu povzroči 
skok na nek drug naslov v ukaznem pomnilniku, kjer se nahaja funkcija. Za vrnitev 
iz funkcije se potrebuje naslov odskoka, ki se lahko sicer shrani na sklad in bi se 
potem do njega dostopalo prek kazalca na sklad, vendar bi to pomenilo dodatno 
operacijo branja iz pomnilnika. S povezovalnim registrom in ukazom "JAL" se temu 
izognemo, tako da se vrednost naslova shrani v notranji register procesorja. Ukaz 
"JMP", ki dostopa do povezovalnega registra (r13), tako v kombinaciji z ukazom 
"JAL" izvede operacijo vrnitve (angl. return). Ukaza "JMP" in "JAL" naslove skokov 
nastavljata glede na vrednosti registrov in takojšnih vrednosti, zato se taki skoki 
imenujejo tudi absolutni skoki. Druga vrsta skokov v s816 so ukazi, ki povečajo 
trenutno vrednost PŠ s podvojeno vrednostjo s9.0. Podvojitev pride iz dejstva, da 
prevajalnik v strojno kodo ukaza vpiše vrednost, ki pove, za koliko ukazov naj se 
pomakne PŠ in ne za koliko naslovnih vrednosti. Naslovi so podani po bajtih in glede 
na to, da je posamezen ukaz širok 16 bitov oz. 2 bajta, je za vsak nov ukaz treba 
povečati PŠ za dva. Ker se naslov skoka računa glede na vrednost programskega 
števca, se takem skoku reče tudi relativni skok. S816 pozna še ukaze z zamikom 
(angl. delay slot), ki se nahajajo v kodi takoj za posebnimi skočnimi ukazi in se 
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izvedejo ne glede na rezultat skoka. Več o točni izvedbi skokov in ukazov z 
zamikom v poglavju 2.3. 
 
Tabela 8: Ukazni tipi 14-15 
Zbirniški zapis Trajanje Dolžina Funkcija 15 14 13 12 11 10 9 8 7 6 5 4 3 2 1 0 
jal u12 2 1 r13=PC, PC=u12 14 
u12 
jmp s9 2 1 PC+=2*s9 15 
0 0 s9 
jmp rB 2 1 PC=rB 15 
0 1 0 rB 0 
jmpd s91 2 1 PC+=2*s9 15 
1 0 s9 
jmpd rB2 2 1 PC=rB 15 
1 1 0 rB 0 
 
2.2.5 Posebni ukazi 
Prvi od posebnih ukazov je "NOP" oz. prazen ukaz. Predvsem je namenjen 
testiranju in kot slepi čep za zapolnitev mehurčkov v cevi (več pri cevljenju). V s816 
je NOP predstavljen z ukazom, kjer so vsi biti enaki nič. To je tudi ekvivalentno 
operaciji premika vrednosti v registru r0 v register r0, kar pomeni, da se ni nič 
zgodilo. Drugi posebni ukaz "STOP" pa je namenjen izključno simulaciji in ga 
končna implementacija s816 ne podpira. Ukaz enostavno sporoči procesorju, da se je 
koda končala in da naj preneha z delovanjem. 
 
Tabela 9: Posebni ukazni tipi 
Zbirniški zapis Trajanje Dolžina Funkcija 15 14 13 12 11 10 9 8 7 6 5 4 3 2 1 0 
nop 1 1 mov r0,r0 0 
stop 0 1 sim stop 15 1 0 
2.3 Cevljenje 
 Ena od tehnik implementacije procesorskega paralelizma ukazov je cevljenje, 
ki omogoča hitrejšo prepustnost CPE, kot bi bilo drugače mogoče pri dani frekvenci 
                                                 
1 Skočni ukaz z ukazom z zamikom. 
2 Skočni ukaz z ukazom z zamikom. 




ure. V procesorju je posamezen ukazni cikel razdeljen na več stopenj. Prva stopnja je 
vedno ukazno-sprejemni cikel (USC, angl. fetch), zadnji pa vpis (angl. write) 
rezultatov ukaza v notranje registre oz. v nek pomnilnik. Stopnje med USC in 
vpisom so odvisne od posamezne arhitekture procesorja. S816 je tristopenjsko 
cevljen procesor. Stopnja posameznega ukaznega cikla je poleg USC in VPIS še 
"dekodiraj in izvedi" (DiZ, angl. decode and execute). Brez cevljenja bi posamezen 
ukaz potreboval tri korake oz. najmanj tri urne cikle (v primeru, da se vse tri stopnje 
izvedejo v eni periodi). V najboljšem primeru je torej prepustnost ukazov 1 na 3 
periode (slika 1, levo). Pri cevljenju se v nekem urnem ciklu rezultat prvega ukaza 
shranjuje v spomin, drugi ukaz se dekodira in izvaja, medtem ko je tretji ukaz še v 
ukazno-sprejemnem ciklu. Cevljenje torej omogoči izvajanje vseh treh stopenj 
vzporedno, kar omogoči prepustnost v najboljšem primeru en ukaz na eno periodo 
(slika 1, desno). Pri tem se opazi, da se zakasnitev posameznega ukaza skozi cev 
ohranja, saj mora vsak ukazni cikel izvesti vse tri korake. 
 
 
Slika 1: Razpredelnici prikazujeta prehod ukazov skozi cev s816. Številke v zelenih kvadratih 
predstavljajo zaporedno številko nekega ukaza. Brez cevljenja bi v določeni periodi ure delovala samo ena 
stopnja, v drugem primeru pa je cev popolnoma zapolnjena in prepustnost se poveča. 
 
Cevljenje torej onemogoča posameznim stopnjam, da bi počivale. 
Ukazno-sprejemni cikel prek QMEM-vodila prebere ukaz na naslovu, ki ga 
določa vrednost v registru PC. Cikel se konča, ko se ukaz zapiše v ukazni register v 
procesorju. Zaradi lastnosti vodila in celotnega sistema, v katerem se nahaja 
procesor, sprejemni cikel porabi najmanj dve periodi ure, tako je šele na začetku 
tretje periode ukaz zapisan v ukazni register. Princip cevljenja se v s816 razširi tudi 
na samo vodilo, tako da je v nekem urnem ciklu na podatkovnem delu ukaznega 
vodila dostopen ukaz s prejšnjega naslova, medtem ko je na naslovnem delu vodila 
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že vrednost kazalca na naslednji ukaz (več v poglavju 3.2). To omogoča popolno 
zapolnitev cevi (slika 2, desno). V nasprotnem primeru bi ukazi prihajali v procesor 
samo na vsake dve periodi, tako da bi bila vsaka stopnja zapolnjena samo polovico 
časa (slika 2, levo). 
 
 
Slika 2: Cevljenje vodila omogoča popolno zapolnitev cevi procesorja. 
 
S816 je snovan na tak način, da ni pomembno, kako dolgo traja sprejemanje novega 
ukaza. V primeru, da sprejemanje traja več urnih ciklov, ki onemogočijo popolno 
zapolnitev cevi, se ukaza v DiZ in VPIS enostavno sprocesirata do konca, nato pa 
stopnje mirujejo, dokler nov ukaz ne pride v UR (ukazni register). Taki primeri niso 
zaželeni, saj stopnje procesorja mirujejo, kar kvari prepustnost, vendar se jim v 
realnih sistemih, kjer ni zagotovila, kako dolgo bo trajal sprejem podatkov iz 
zunanjega pomnilnika, ne da izogniti.  
DiZ-stopnja v enem koraku ukaz dekodira, kar pomeni, da nastavi pravilne 
operande in operacijo za ALE, ki v isti urni periodi ta ukaz izvede. V primeru ukazov 
z več cikli (npr. "mul") se podobno kot pri sprejemu naslednja stopnja, tj. VPIS, 
izvede do konca in nato miruje. Tako je treba zaustaviti tudi ukazno-sprejemno 
stopnjo, saj je naslednjemu ukazu dovoljeno vstopiti v procesor izključno, ko trenutni 
večciklični ukaz preide v VPIS. Zaradi enostavnosti s816 ne podpira večje 
prepustnosti, ki bi bila v tem primeru teoretsko možna. Npr. operacija "mul" zasede 
elemente, ki omogočajo seštevanje in pomikanje registrov. Medtem ko se operanda 
množita skozi več ciklov, bi lahko v procesor prihajali ukazi, ki ne potrebujejo teh 
elementov. Ukazi, ki dostopajo do zunanjega spomina, bi se brez problema izvajali 
vzporedno z množenjem, dokler ne bi pisali po notranjih registrih, ki jih potrebuje 
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večciklična operacija. To bi pomenilo komplicirano strukturo, ki omogoča več 
vzporednih DiZ-stopenj in zahtevno kontrolno logiko. Prav tako bi imel prevajalnik 
težko nalogo pri izogibanju hazardov (razloženo kasneje v poglavju), saj je čas 
izvajanja "mul" odvisen od dolžine operandov, ki so odvisni od prejšnjih operacij itd. 
Prevajalnik in kontrolna logika s816 bi morala zagotoviti pravilno število in pravilen 
tip ukazov, ki se lahko izvajajo vzporedno. Poleg zapletenosti bi omenjeno tudi 
prineslo povečanje prostorske porabe s816, kar ni zaželeno. 
Poseben problem pri cevljenju nastane v obliki hazarda. Določeni ukazi so v 
večini programov odvisni drug od drugega in glede na to, da cevljenje paralelizira 
izvajanje stopenj, lahko pride do dogodka, ko ukaz v stopnji DiZ potrebuje rezultat 
ukaza, ki je še v cevi in se še ni zapisal v registre. S816 nima posebnih strojnih 
rešitev, ki bi zaznale in odpravile splošni hazard. Breme se prestavi na prevajalnik, ki 
je v tem primeru zadolžen, da poskrbi za tako zaporedje ukazov, da se hazard ne 
more zgoditi. Poleg večciklične ukazno-sprejemne stopnje in ukazov, ki se izvajajo 
več kot eno urno periodo, pri cevljenju hazardni problem predstavljajo tudi skoki. V 
primeru, ko se izvede skok, je naslednji ukaz že v cevi, kar lahko povzroči napačen 
vrstni red izvajanja programa. Ko v programski kodi pride na vrsto skok, se 
pričakuje, da je po skoku izveden ukaz z naslova, na katerega se je skočilo. Ukaz 
neposredno za skokom je že v cevi in ni del kode, ki se želi izvesti. Takšnemu 
primeru se reče vejni (programski skok je enak vejitvi programa) hazard. Vejne 
hazarde je s816 sposoben zaznati in reševati z vstavitvijo cevnih mehurčkov. To 
enostavno pomeni, da ko pride na vrsto skok, se naslednji ukaz, ki je v cevi, vendar 
ga nočemo izvesti zaradi hazarda, nadomesti s praznim ukazom (NOP). S tem se 
s816 sicer izogne vejnim hazardom, vendar kot omenjeno, je cilj cevljenja 
procesorske arhitekture izvedba ukaza vsak urni cikel, kar z vstavitvijo mehurčka oz. 
NOP izgubimo. V večini programov se skoki pojavljajo neprestano, tako da si 
procesor ne more privoščiti praznih ciklov pri vsakem skoku, saj to pomeni slabšo 
prepustnost oz. časovno izvajanja kode. S816 se izogne večini mehurčkov, tako da 
ima poleg ukaza "jmp" tudi "jmpd". Skok z ukazom z zamikom pusti ukazu na 
neposrednem naslednjem naslovu, da se izvede, še preden v procesor vstopi ukaz z 
naslova skoka (slika 3).  
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Slika 3: Tabele prikazujejo potek ukazov skozi cev v primeru skoka. Ukaz 2 predstavlja ukaz, ki 
se ne sme izvesti, zato se v cev vstavi mehurček (veliki M). V primeru ukaza z zamikom (desno) 
se ukaz 2 izvede, vendar je moral prevajalnik predhodno poskrbeti, da ne pride do hazarda.  
 
Naloga prevajalnika je, da se koda prevede v zbirnik na tak način, da je ukaz 
z zamikom neodvisen od kode, na katero se je pomaknil programski števec. V 
primeru, ko se ne da zagotoviti neodvisnosti ukazov, se za skok uporabi ukaz "jmp", 
ki vrine v cev mehurček, tako da se procesor izogne hazardu, v drugem primeru, ko 
se lahko zagotovi neodvisnost ukazov oziroma je vejni hazard nemogoč, pa se 
uporabi "jmpd", da se poveča prepustnost cevi. 
2.4 Programski nivo 
Podrobnosti C++ programov, ki programsko simulirajo opisan procesor za 
potrebe testiranja modelov digitalne logike (prav tako simulirane v programskem 
jeziku C++), ki uporabljajo s816, ter podrobnosti prevajalnika in zbirnika procesorja 
niso tema tega magistrskega dela, vendar kljub temu predstavljajo pomemben del 
celotnega postopka razvoja in uporabe procesorja, zato v nadaljevanju opišem samo 
njihove glavne lastnosti. 
2.4.1 Zbirnik 
Zbirnik procesorja je program, spisan v C++, ki ustvari strojno kodo procesorja 
s prevodom zbirniške sintakse ukazov. Ukazi procesorja so v zbirnem jeziku zapisani 
s svojimi operacijskimi kodami, simboličnimi imeni registrov operandov in 
takojšnimi vrednostmi specifičnega ukaza. Prav tako mora zbirnik prepoznati in 
pravilno nastaviti ukaze pri skokih, ki uporabljajo oznake (angl. label).  
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Zgornji primer prikazuje delček sintakse zbirniške kode s816. Zbirnik mora biti 
sposoben prevesti zgornji zapis v zaporedje strojnih ukazov, ki se obnašajo tako kot 
pogojujejo napisani zbirniški ukazi. Z uporabo končnic ukazov (".2" in ".u16"), se 
doseže nedvoumno ločitev posameznih ukazov. Primer je lahko ukaz "DIV", za 
katerega se ne ve ali je to deljenje z vrednostjo registra (ukazni tip 0), deljenje z 
takojšno vrednostjo u16 (ukazni tip 1) ali deljenje z takojšno vrednostjo u4 (ukazni 
tip 2). Končnica ".u16" zbirniku pove, da je to ukaz ukaznega tipa 1. V zgornjem 
primeru je prvi ukaz mov.2, ki predstavlja ukaz premikanja takojšne vrednosti v nek 
določen register. To za ta ukaz pomeni premik vrednosti 13 v register r0. Zbirnik to 
prevede v zaporedje enic in ničel, ki predstavljajo ukaz, ki opisano izvrši. Naslednji 
ukaz je deljenje s takojšno vrednostjo, in sicer tako, da se vrednost registra r15 deli s 
takojšno vrednostjo (zapisano v heksadecimalnem načinu) 0x8973. Rezultat se shrani 
v register r3. Ukaz jal.1 pomeni skok na naslov, definiran z oznako L00028. Tukaj to 
predstavlja kar naslednji naslov. Kot opisano, se program nadaljuje in zbirnik prevaja 
kodo v specifične ukaze za procesor.  
2.4.2 Prevajalnik za programski jezik C 
Prevajalnik s816 je program, spisan v C++, ki prevaja programsko kodo 
procesorja, spisano v standardiziranem programskem jeziku C99, v zbirniške ukaze. 
Medtem ko mora zbirnik točno vedeti, kakšno binarno kodo je treba podati 
procesorju za želeno obnašanje, je za prevajalnik dovolj, če programsko kodo 
pretvori v sintakso zbirnika, kot je bilo opisano v prejšnjem poglavju. Sam 
prevajalnik je zelo težko razviti, saj je treba slediti standardom ciljnih programskih 
jezikov, katere mora pravilno in optimizirano prevajati. Cilj je, da se na koncu 
razvoja procesor s prevajalnikom preda stranki oz. naslednjim razvijalcem, ki bodo 
uporabljali s816. Stranki mora biti zagotovljeno enostavno programiranje v jeziku, ki 
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je splošno znan. Prevajalnik s816 se je zato razvil iz že obstoječega prevajalnika za 
procesor s16, ki je predhodnik s816, čeprav je bolj kompleksen in nima kaj dosti 
podobnih strojnih lastnosti. Ker procesorja uporabljata približno enake bistvene 
ukaze, se je lahko prevajalnik s16 dodelal do te mere, da generira drugačna imena 
ukazov, spremeni ukaze s16 v ekvivalentne ukaze oz. skupine ukazov s816 ter 
pravilno popravi skočne in pogojne ukaze, da veljajo za s816.  
Primer poenostavljenega delovanja prevajalnika je lahko klasična for-zanka v 
jeziku C, ki predstavlja števec, ki šteje do 3. Prevajalnik mora najprej ustvariti ukaz, 
ki v zunanji spomin na sklad pravilno inicializira lokalni spremenljivki i in cnt, 
katere postavi na nič. Za samo zanko se spremenljivka i prebere iz spomina in naloži 
v notranji register. Naslednji ukazi prenesejo spremenljivko cnt v notranji register, 
kateremu se prišteje takojšna vrednost 1. Prav tako se tudi registru, ki predstavlja i, 
prišteje takojšna vrednost 1 za potrebe pogoja zanke. Spremenljivke se nato 
prenesejo iz notranjih registrov nazaj na sklad. Naslednji cikel se nad registrom, ki je 
hranil vrednost i, z ukazom "IF" preveri, ali je vrednost manjša kot 3. Če je manjša, 
se izvede naslednji ukaz, ki mora biti skok nazaj na začetek ukazov, ki predstavljajo 
zanko. V drugem primeru se ukaz na naslednjem naslovu ne izvede in zanka se 
prekine. Poleg tega je lahko prevajalnik bolj pameten in spremenljivk ne bere ter piše 
po skladu v vsaki iteraciji, vendar jih lahko ohranja v notranjih registrih. To omogoča 






int i = 0; 
int cnt = 0; 
for (i = 0; i < 3; i++)  
{ 
  cnt++; 
} 
  
  sub  sp,sp,8 
  mov  [sp+0],r12 
  mov  [sp+2],r11 
  mov  r11,0 
  mov  [sp+8+-2],r11 
  mov  r11,0 
  mov  [sp+8+-4],r11 
  mov  r11,0 
  mov  [sp+8+-2],r11 
L_1: 
  mov  r11,[sp+8+-4] 
  add  r11,r11,1 
  mov  [sp+8+-4],r11 
L_2: 
  mov  r11,[sp+8+-2] 
  add  r11,r11,1 
  mov  [sp+8+-2],r11 
  mov  r11,[sp+8+-2] 
  mov  r12,3 
  if   lts, r11,r12 
       jmp L_1 




2.4.3 Programski simulator procesorja 
Natančen simulator je ključen pri razvoju digitalne logike, saj predstavlja 
zgodnjo opcijo preverjanja delovanja in razhroščevanja specifikacij ter konceptov 
logike. Implementacija programa, ki predstavlja simulator, je hitrejša in veliko bolj 
fleksibilna kot končni strojni model, spisan v strojno-opisnih jezikih. Pri načrtovanju 
ukazov procesorja se lahko izkaže, da so določeni ukazi nepotrebni oz. da je trenutno 
nabor ukazov nezadosten, zato se v programskem simulatorju enostavno preveri, 
kako se procesor obnaša in kakšni so rezultati programske kode procesorja z 
različnimi nabori ukazov. To je tudi veliko hitrejše, kot bi bila implementacija in 
strojna simulacija vsake nove iteracije nabora ukazov. Pri razvoju s816 se je 
simulator in strojno kodo procesorja sicer razvijalo vzporedno, vendar je bil 
simulator časovno pomembnejši, saj je bilo glavno, da se ga čim prej priklopi na 
ostalo programsko simulacijo digitalne logike in da se lahko začne preverjati 
delovanje algoritmov. Ko so se C-modeli (simulatorji) digitalne logike obnašali 
želeno, se je tudi strojno kodo dokončalo tako, da se je obnašanje ujemalo s 
simulatorjem (slika 4). Kot omenjeno, programsko modeliranje digitalne logike tudi 
omogoča hitrejši razvoj programov za procesor, saj se enostavno preverja, kakšno je 
obnašanje novih algoritmov in procesorja, brez da bi se programer obremenjeval z 
detajli strojne implementacije.  
 
 
Slika 4: Razvoj digitalne logike s programsko simulacijo. 
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Simulator s816 je spisan v jeziku C++ in predstavlja model procesorja, ki je 
natančen na nivoju bitov in ciklov, kar pomeni, da morajo biti aritmetične operacije 
enako natančne in da so širine registrov enake, kot bodo na koncu v fizičnem 
procesorju (16-bitov). Prav tako mora simulator znati javljati, koliko ciklov je vzel 






3 Strojna zgradba procesorja 
3.1 Orodja 
Implementacija procesorja s816 je bila narejena v jeziku SystemVerilog, ki je 
eden od modernih strojno opisnih jezikov (angl. HDL – hardware description 
language). Jezik omogoča natančen opis struktur in obnašanja digitalnih vezij ter 
predstavlja abstrakcijo na nivoju prenosa med registri (angl. RTL – register-transfer 
level), kar pomeni, da je opis vezja sestavljen iz registrov in logičnih operacij nad 
signali med registri. Po opisu logike s SystemVerilogom določena orodja omogočajo 
sintezo kode v seznam posameznih fizičnih komponent in njihovih povezav, ki se 
lahko posledično prevedejo na zapise, ki omogočajo stvaritev realnih vezij, ki 
delujejo na FPGA (angl. field programmable gate array), ali pa na maske za 
oblikovanje silicija za ASIC. SystemVerilog predstavlja kombinacijo strojno 
opisnega in strojno verifikacijskega jezika in je tako razširitev klasičnega Veriloga. 
Razvijalec lahko s SystemVerilogom razvije in verificira ustvarjeno digitalno logiko 
[2].  
Od programskih orodij sta se uporabila strojni simulator Incisive Enterprise 
Simulator podjetja Cadence, ki omogoča simulacijo signalov vezja, in SimVision, ki 
je del Indago Debug platforme, prav tako od podjetja Cadence, ki omogoča vizualen 
prikaz simuliranih signalov in njihovo medsebojno časovno odvisnost [8] [9]. 
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3.2 Vodilo QMEM 
S816 kot zunanje vodilo uporablja QMEM (ime pride iz "quick memory"). 
Izvor vodila je openrisc OR1200, ki je odprtokodni CPE slovenskih korenin, kjer je 
bil QMEM razvit in uporabljen kot glavno vodilo med procesorsko enoto in 
pomnilnikom [10]. QMEM je specifično narejen za komunikacijo med enotami v 
sistemih na čipu. Predstavlja enostavno, prenosno in hitro sistemsko vodilo, ki 
temelji na sinhroni, master – slave (slov. nadrejene in podrejene naprave) 
komunikaciji. S816 ima harvardsko arhitekturo vodil, kar pomeni, da ima sistem 
fizično ločena podatkovna in ukazna vodila. Torej eno polno QMEM-vodilo za 
ukaze in eno za podatke. 
 
Signali: 
• CS (angl. chip select): ko je CS = '1', je veljaven QMEM-cikel. Ko je CS = 
'0', je vodilo v mirovanju; 
• WE (angl. write enable): nadrejena naprava piše, ko je WE = '1', in bere, ko je 
WE = '0'; 
• SEL (angl. select): izbira veljavnih bajtov v ciklih pisanja. Izbere jih 
nadrejena naprava; 
• ADR (angl. address): naslov, na katerega kaže vodilo. Postavi ga nadrejena 
naprava; 
• DAT_W (angl. data write). podatki, ki jih nadrejena naprava pošilja podrejeni 
napravi v ciklu pisanja; 
• DAT_R (angl. data read): podatki, ki jih podrejena naprava pošilja nadrejeni 
napravi v ciklu branja; 
• ACK (angl. acknowledge): potrditev konca veljavnega cikla. Postavi se in je 
veljaven samo, ko je CS = '1'. Postavi ga podrejena naprava. 
 
Vsi signali so aktivni z visokim nivojem "1". Nadrejena naprava lahko prične 
cikel pisanja ali branja kadar koli, tako da postavi CS = '1'. Edina omejitev je, da se 
mora cikel začeti sinhrono z uro, konča pa se, ko podrejena naprava potrdi prenos z 




ACK = '1'. Nadrejena naprava je takoj pripravljena na nov cikel in lahko še kar drži 
CS, lahko pa ga postavi na '0' in gre v stanje mirovanja. Branje in pisanje enega 
paketa podatkov lahko traja več ciklov, kjer se enostavno cel proces zakasni za toliko 
ciklov, kolikor jih podrejena naprava potrebuje, da postavi ACK. Za branje tudi v 
najboljšem primeru potrebujemo vsaj dva cikla, saj se podatek pokaže na vodilu šele 
v naslednji periodi. Bralni cikel je cevljen, tako da je prepustnost navkljub zakasnitvi 
ene urne periode en podatek na periodo ure. 
 
 
Slika 5: Signali QMEM pri pisanju. 
 
 
Slika 6: Signali QMEM pri branju. Podatki so v najboljšem primeru na voljo šele v naslednji urni periodi. 
Če se bere zaporedoma, pride do izraza cevljenje, saj je lahko prepustnost branja en podatek na urno 
periodo. 
 
 Cikle branja in pisanja se da tudi mešati. Prvo urno periodo nadrejena 
naprava nastavi CS in WE = '0', podrejena naprava postavi ACK in naslednjo periodo 
pride na DAT_R podatek. V tej drugi periodi nadrejena naprava že nastavi WE = '1' 
in podatke na DAT_W in podrejena naprava tudi ta cikel postavi ACK, kar pomeni, 
da so se podatki pravilno zapisali. QMEM ima tudi opcijski signal ERR, ki sporoča 
napako. Po navadi se postavi, če nadrejena naprava želi dostopati na naslov, ki 
presega območje naslovov podrejene naprave ali če je podrejena naprava v resetu. 
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Slika 7: Primer zaporednega branja in pisanja. 
3.3 Splošna shema s816 
 
Slika 8: Shematika zgradbe in delovanja s816. 
 
Shematika na sliki 8 prikazuje načelno strojno zgradbo procesorja s816. Siva 
področja vsebujejo elemente, ki pripadajo določenim stopnjam v cevi. To tudi 
pomeni, da se elementi, ki pripadajo določenemu področju, izvajajo vzporedno oz. 




predstavljajo kombinacijsko logiko posamezne stopnje. Prva stopnja je USC in je 
strojno sestavljena iz registra programskega števca in pripadajoče kontrolne logike. 
Kontrolna logika s pomočjo PŠ poskrbi, da se na vodilih pravilno in iz pravih 
naslovov ukaznega pomnilnika bere ukaze. Druga stopnja je DiZ, kjer je treba ukaze 
dekodirati in jih ustrezno izvršiti. Ukazi in njihove takojšne vrednosti se shranijo v 
ukaznem registru UR in registru takojšnih vrednosti TV16. Vrednosti teh dveh 
registrov se v isti urni periodi dekodirajo prek modula ukaznega dekodirnika (UD). 
UD nastavi operacijsko kodo in operande za ALE, ki izvede izbrano operacijo nad 
danima operandoma. V naslednji stopnji se rezultat ALE zapiše v notranje registre 
procesorja. Celotno logiko stopnje nadzira in nastavlja kontrolna logika. V naslednjih 
poglavjih bodo posamezni notranji moduli in registri procesorja razloženi še bolj 
detajlno. 
Velja omeniti, da je shematika (slika 8) razdeljena na posamezne elemente in 
stopnje zaradi lažjega razumevanja in preglednosti. Dejansko je SystemVerilog koda 
procesorja, zapisana v eni sami datoteki .sv (končnica datotek SystemVerilog), in 
posamezni moduli in elementi dejansko niso tako očitno ločeni. To še posebno velja 
za kontrolno logiko, ki je dejansko sestavljena iz prepletenih signalov skozi celotno 
strojno kodo.  
3.4 Nabor registrov 
3.4.1 Programski števec 
PŠ je 16-bitni register, ki vsebuje vrednost naslova trenutnega ukaza, ki prihaja 
v procesor [11]. Vsak cikel se števec poveča, da se lahko dobi naslednji ukaz. Ker je 
naslovni prostor štet po bajtih, je treba za naslednji 16-bitni ukaz PŠ vsak cikel 
povečati za 2. Za to skrbi seštevalnik s konstanto.  
 
pc_r  <= #1 pc_r + 2; 
 
Pri seštevanju s konstanto orodje za sintezo poskrbi za konkretno minimizacijo 
logike, zato takšno povečevanje vrednosti registra ni prostorsko zahtevno [12]. 
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Ni nujno, da se vrednost števca za vsak cikel poveča. Določeni ukazi 
zahtevajo, da se pomaknemo na nek nov naslov oziroma so večciklični, kar pomeni, 
da je treba s sprejemom naslednjega ukaza počakati. Skočni ukazi recimo povzročijo, 
da se programski števec nastavi na vrednost, ki jo določi skok. Zaradi potrebe po čim 
boljši zapolnitvi cevi je pri sistemih, ki omogočajo sprejetje novega ukaza, za vsak 
cikel potrebna kontrolna logika, ki pravilno nastavi nov naslov ukaznega vodila, da 
se ohranja polnost cevi. To tudi pomeni, da naslov, iz katerega se bere trenutni ukaz, 
ni vedno enak vrednosti programskega števca.  
 
 
Slika 9: Nastavljanje naslova ukaznega vodila neodvisno od PŠ. 
 
V primeru na sliki 9 se pri naslovu 0x0 v cev dobi ukaz "JMP". PŠ se poveča na 0x2 
in v procesor pride naslednji ukaz. PŠ se nato spet poveča na 0x4. V tem ciklu tudi 
ukaz z naslova 0x0 pride do DiZ-stopnje in se izvede. Skočni ukaz pove, da naj 
naslednji ukaz pride z naslova 0x03fe, prav tako pa se zaradi hazarda ukaz z naslova 
0x2 nadomesti z "NOP". Tako nastane problem, saj se lahko PŠ kot register 
spreminja samo na pozitivnih frontah ure, kar pomeni, da bi PŠ kazal na nov naslov 
šele v naslednji periodi. V trenutni periodi je naslov na 0x4, iz kjer je ukaz 
nepotreben in bi ga bilo treba vreči stran. V takem primeru se pri skokih zgodita dva 
mehurčka, en zaradi hazarda, drugi zaradi zakasnitve pri nastavljanju naslova 
ukaznega vodila. S816 se nepotrebnih mehurčkov izogne tako, da kontrolna logika 
nastavi naslov vodila na vrednost skoka neodvisno od PŠ in tako ohrani polnost cevi 
(slika 9). Da se spet dobi ekvivalenco med PŠ in naslovom vodila, je treba na 




pozitivni fronti ure nastaviti PŠ na naslov skoka, povečan za 2. V tej periodi je ukaz 
iz skoka že v podatkovnem delu vodila in tako mora PŠ kazati na ukaz en naslov 
višje, kot je bil naslov skoka. V primeru sistemov, kjer ukazi ne prihajajo vsako 
periodo, se dobi praznine v cevi, saj ukazi niso na voljo ves čas. Takrat se PŠ nastavi 
na pravilno vrednost skoka, saj ukaz do nastavitve PŠ še ni prišel v vodilo (slika 10). 
 
 
Slika 10: Postavitev PŠ na vrednost skoka. 
3.4.2 Ukazni register 
UR je 16-bitni register, v katerem se nahaja trenutni ukaz, ki ga obdelujeta 
dekodirnik in aritmetično-logična enota [11]. Vsak ukaz se najprej naloži v UR, v 
katerem ostane, dokler prek cevi ne pride naslednji ukaz. Vrednost UR je dostopna 
preostali kombinacijski logiki druge stopnje, da je sposobna dobiti potrebne 
informacije za obdelavo ukaza. S816 ima poleg UR tudi register trenutne ALE-
operacije. Pri večcikličnih operacijah pride zaradi cevljenja od situacije, ko ALE 
potrebuje dodatni register, da si prek ciklov zapomni trenutni ukaz, ko je na ukaznem 
vodilu že nov ukaz, ki ga je treba zapisati v UR, da lahko po vodilu pride še naslednji 
ukaz z naslednjega naslova. Večciklične operacije imajo posebne 16-bitne notranje 
ukaze, ki so zapisani v ALE-registru alu_op_r in so namenjeni izključno temu, da se 
drži trenutno izvajajoči ukaz prek vseh ciklov, medtem ko je v UR zapisan že 
naslednji ukaz (slika 11). 
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Slika 11: V UR (slika ir_r, angl. instruction register) se zapiše naslednji ukaz, medtem ko procesor izvaja 
prejšnjega prek več ciklov. 
3.4.3 Register takojšnje vrednosti 
Določeni ukazi potrebujejo 16-bitno takojšno vrednost kot enega od 
operandov. V nasprotju s takojšnimi vrednostmi kot operandi se običajno operandi 
ALE v s816 nahajajo v splošnih notranjih registrih. Tudi v primeru operacije nad 
vrednostmi, ki se nahajajo v zunanjem pomnilniku, je treba te vrednosti najprej 
prenesti v notranje registre. Ukazi, ki uporabljajo takojšne vrednosti, so 32-bitni 
ukazi, saj so sestavljeni iz 16-bitnega ukaza in 16-bitne takojšne vrednosti. Zaradi 
dvojne dolžine je treba za sprejem celotnega ukaza porabiti dva ukazno-sprejemna 
cikla. Prvi del ukaza predstavlja samo operacijo in se shrani v UR, drugi del, ki 
predstavlja takojšno vrednost, pa se shrani v register takojšne vrednosti TV16. 
Dvojna dolžina ukaza povzroči vstavitev mehurčka v cev procesorja. Dokler se ne 
sprejeme drugega dela ukaza, ostale stopnje v cevi počivajo, kar ni zaželeno, vendar 
s816 nima posebne logike, da bi se temu problemu izognil. V primeru ukazov s 16-
bitno takojšnjo vrednostjo se torej prepustnost procesorja zmanjša. 
 
 




0 1 2 3 4 5 Perioda 
1 x 3 4 
1 x 3 4 
1 1.TV 3 4 USC 




Velja tudi omeniti, da določeni ukazi uporabljajo takojšnje vrednosti, ki so 
manjše od 16 bitov in so lahko zapisane že v prvem delu ukaza. Takšni ukazi 
potrebujejo samo en USC in ne uporabljajo registra TV16. 
3.4.4 Splošni registri 
S816 ima 16 (r0–r15) 16-bitnih glavnih, splošno namenskih internih registrov. 
Registri r0 do r12 so navadni registri, do katerih ima dostop kateri koli ukaz. V njih 
se poljubno zapisujejo rezultati ALE ali pa iz njih berejo vrednosti, ki bodo nastopile 
kot operandi v ALE [11]. Za primer se omeni ukaz seštevanja rD = rA + rB, kjer je A 
= 4, B = 5 in D = 8. Pred seštevanjem se izvedejo ukazi, ki izračunajo oz. 
premaknejo vrednosti v registra 4 in 5. Ukaz seštevanja nato te vrednosti vzame iz 
registrov 4 in 5, jih sešteje in zapiše v register 8. Če se to vrednost želi imeti v 
zunanjem spominu, se izvede še ukaz, ki vsebino registra 8 premakne na določen 
naslov v zunanjem spominu. 
 Register r13 je povezovalni register. V njem se shrani trenutni naslov, iz 
katerega se skoči z ukazom "JAL". To omogoča procesorju, da se lahko vedno vrne 
na mesto zadnjega skoka brez dodatnih dostopov do sklada, ki je v zunanjem 
spominu. 
 Registra r14 in r15 sta kazalca na določena naslova v spominu. V r14 je 
shranjen podatkovni kazalec, ki kaže na naslov, kjer lahko procesor piše oz. bere 
rezultate svojih izračunov. S816 je bil načrtovan z idejo, da se uporablja v 
arhitekturah, kjer več procesorjev popisuje isti spomin. Vsak posamezen procesor 
torej dobi kazalec na spomin, od kjer lahko piše in bere iz spomina na podoben 
način, kot deluje sklad. Register r15 pa je kazalec na sam sklad, kjer se shranjujejo 
lokalne spremenljivke, naslovi skokov (če se ne uporabi ukaza "JAL") ter v primeru 
funkcijskega klica vrednosti vseh notranjih registrov oziroma stanja procesorja pred 
klicem. 
3.4.5 Registri posebnih funkcij 
Registri posebnih funkcij oz. SFR (angl. special function register) so elementi, 
v katerih se shranjujejo vrednosti, ki so zahtevane za korektno delovanje procesorja 
in posledično njegovih programov. S816 ima 7 različnih SFR-registrov različnih 
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velikosti. Po določenih lahko piše kar sam program, saj vplivajo na izvajanje 
določenih ukazov: 
• SFR[0]: register je 3-biten. V njem se zapisuje vrednost zastavic C, O 
in X. Program nima dovoljenja pisati po registru, saj register predstavlja 
posledice ALE-operacij; 
• SFR[1]: register je 16-biten. V njem se shrani končni ostanek zadnje 
operacije deljenja, ki se je zgodila v procesorju. Program nima 
dovoljenja pisati po registru, saj register predstavlja posledice ALE-
operacij; 
• SFR[2]: register je 8-biten. V njem se pred ukazom "MULSH" shrani 
število mest, ki predstavljajo vrednost, za katero je v aritmetiki 
nepomične vejice treba desno pomakniti vrednost rezultata množenja. 
Program ima dovoljenje pisati po registru, saj se vrednost pomikanja 
določi v programski kodi; 
• SFR[3]: register je 8-biten. V njem se pred ukazom "DIVSH" shrani 
število mest, ki predstavljajo vrednost, za katero je v aritmetiki 
nepomične vejice treba levo pomakniti vrednost deljenca. Program ima 
dovoljenje pisati po registru, saj se vrednost pomikanja določi v 
programski kodi; 
• SFR[4]: trenutno ni v uporabi; 
• SFR[5]: register je 1-biten. Bit se postavi, ko procesor konča s svojo 
trenutno nalogo. Za to poskrbi firmware, kar pomeni, da program lahko 
nastavlja vrednost registra. Register je namenjen sinhronizaciji v 
arhitekturah, kjer nastopa več procesorjev, ki obdelujejo isti nabor 
podatkov oz. pišejo po skupnem spominu; 
• SFR[6]: register je 16-biten. Predstavlja identifikacijsko številko 
procesorja. Podobno kot sfr[5] je ta register namenjen sinhronizaciji in 
vključitvi procesorja v sistem, ki vsebuje večje število procesorjev. 
Vrednost registra se nastavi pri prevedbi strojne kode in je določena s 
konstanto. Vrednost registra se lahko samo bere.  





3.5 Ukazni dekodirnik 
Dekodirna logika je kombinacijska logika v drugi stopnji cevi, ki prebere 
trenutni ukaz, ki se nahaja v UR, in glede na dobljeno vrednost nastavi operande in 
operacijsko kodo ALE. Operacijska koda je koda, ki pove ALE, katero operacijo naj 
izvede nad določenima operandoma.  
V nadaljevanju je kratek izsek kode s816, spisane v SystemVerilogu, ki 
prikazuje, kako glede na vrednost UR procesor izbere operande, ki grejo naprej v 
ALE. Sama struktura v strojni implementaciji predstavlja enostaven multiplekser. Če 
imajo zadnji štirje biti ukaza vrednost 0 ali 3, se kot operanda vzame vrednosti 
notranjih registrov, katerih zaporedna številka je zakodirana v UR v bitih 11 do 8 in 
7 do 4. Drugi primer pa prikazuje, da če so zadnji biti enaki 1, je eden od operandov 
takojšna vrednost registra TV16 (oziroma imm16_r, angl. immediate 16 bit register). 
 
   casex (ir_r[15:12]) 
      0,3:begin //op1 reg 
            alu_operand1 = reg_file_r[ir_r[11:8]]; 
            alu_operand2 = reg_file_r[ir_r[7:4]]; 
          end 
        1:begin //op1 u16 
            alu_operand1 = reg_file_r[ir_r[7:4]]; 
            alu_operand2 = imm16_r; 
          end 
        2:begin //op1 u4 
            alu_operand1 = reg_file_r[ir_r[11:8]]; 
            alu_operand2 = ir_r[7:4]; 
          end 
3.6 Aritmetično-logična enota 
Aritmetično-logična enota oziroma ALE je jedro procesorja in predstavlja 
temeljni gradnik s816. Je sekvenčno vezje, ki je sposobno izvajati vse aritmetične in 
logične operacije procesorja. Glavni signali v ALE so operacijska koda in dva 
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operanda. Težko je govoriti o vhodih v ALE glede na nemodularno sestavo s816, ki 
ni sestavljena iz podmodulov, vendar je vse vsebovano v eni datoteki kode oz. v eni 
prepleteni strukturi. Operacijsko kodo in operande določi UD, ki je predstavlja 
kombinacijsko logiko. Koda in operandi torej še znotraj ene periode ure preidejo do 
glavnega multiplekserja procesorja, ki predstavlja srce ALE. V multiplekserju se 
izvedejo vse operacije, kot prikazuje naslednji izsek iz kode. Stall_if in condition_r 
sta signala kontrolne logike, ki nadzirata, če se ALE v tem urnem ciklu sploh aktivira 
glede na trenutno stanje ukazov in vodil. 
 
  if ((stall_if == 0) && condition_r == 1) begin  
    casex (alu_op) 
     `S816_ADD: begin 
          `ifdef S816_DEBUG_2 alu_str = "ADD"; `endif 
          add_operand1 = alu_operand1; 
          add_operand2 = alu_operand2; 
          alu_result   = add_out; 
          if_flag      = 1; 
          r_write      = 1; 
          endx         = 1; 
        end 
      `S816_ADC: begin 
          `ifdef S816_DEBUG_2 alu_str = "ADC"; `endif 
          add_operand1 = alu_operand1; 
          add_operand2 = alu_operand2; 
          alu_result   = add_out + sfr_r[0][`CF]; 
          if_flag      = 1; 
          r_write      = 1; 
          endx         = 1; 
        end 
      `S816_SUB: begin 
          `ifdef S816_DEBUG_2 alu_str = "SUB"; `endif 
          twos_operand = alu_operand2; 
          add_operand1 = alu_operand1; 
          add_operand2 = twos_out[15:0]; 
          alu_result   = add_out; 
          if_flag      = 1; 
          r_write      = 1; 
          endx         = 1; 
        end 





Prvi ukaz v zgornjem primeru je "ADD". Če ALU dobi ta ukaz, vzame 
operande in jih poda seštevalniku. Ta vrne rezultat add_out, ki se zapiše v alu_result, 
ki predstavlja izhod ALE. Ta rezultat se v naslednji pozitivni fronti ure vpiše v enega 
od notranjih registrov (r0–r12), katerega določi UD glede na trenutno vrednost 
ukaza. Poleg tega operacija nastavi še ostale signale, ki jih potrebuje kontrolna 
logika, da lahko po potrebi in glede na rezultat operacije nastavlja in nadzoruje 
vodila in ostale elemente procesorja. V primeru "ADD" signal if_flag sporoča, da je 
treba glede na rezultat operacije izračunati zastavice. Kontrolna logika vzame 
rezultat operacije in operanda ter glede na opis zastavic postavi zastavice prenosa in 
preliva. Signal r_write sporoči kontrolni logiki, da naj se rezultat vpiše v enega od 
notranjih registrov. Signal endx pa enostavno pove, da je ukaz izvršen do konca. 
Primer "ADC" je podoben, le da se rezultatu prišteje trenutna vrednost zastavice 
prenosa, ki se nahaja v registru SFR[0]. "SUB" je navadno odštevanje, kar pa tudi 
pomeni, da se lahko to izvede s seštevanjem, tako da se za drugi vhod v seštevalnik 
vzame dvojiški komplement operanda. 
Večciklične operacije pa po drugi strani delujejo malce drugače. Zaradi njih je 
ALE v bistvu sekvenčno vezje, saj je treba operacijo raztegniti čez več urnih ciklov. 
Vmesne rezultate in stanja ALE je treba shraniti v registre, ki so del same ALE. 
Logika teh operacij bo podrobneje razložena v naslednjih poglavjih, ki opisujejo 
večje in pomembnejše dele ALE. 
3.6.1 Seštevalnik 
Prevajalniki znajo zelo dobro minimizirati logiko seštevalnikov s konstanto, še 
posebej če je ta konstanta malobitna. V s816 je torej več seštevalnikov, ki prištevajo 
"01" (1) oz. "10" (2), saj je vpliv velikosti teh seštevalnikov sprejemljiv. Seštevanje 
dveh 16-bitnih števil pa predstavlja seštevalnik, ki ni več zanemarljivo majhen. Če bi 
se multiplekser (case stavek) ALE implementiral na tak način, da bi vsaka operacija, 
ki potrebuje seštevalnik, imela svoj simbol "+", bi lahko določeni prevajalniki 
ustvarili logiko, ki ima znotraj multiplekserja toliko seštevalnikov, kolikor je 
simbolov "+" med dvema 16-bitnima operandoma. To je seveda nedopustno, saj bi 
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velikost logike drastično narasla, poleg tega pa se operacije v ALE izvajajo 
zaporedno in nobena od trenutno implementiranih ne potrebuje dveh vzporednih 
seštevalnikov. Da se izognemo nepopolnostim različnih prevajalnikov, ki niso 
sposobni zaznati in optimizirati te zaporednosti, ima s816 v celotni kodi samo en "+" 
med dvema 16-bitnima vrednostma. ALE-multiplekser kombinacijsko nastavi 
operanda tega seštevalnika in nato povratno dobi rezultat. 
 
//--> adder 
assign add_out = add_operand1 + add_operand2; 
 
//--> two`s complement 
assign twos_out = ~twos_operand + 1; 
 
Twos_out predstavlja dvojiški komplement, kot je bil opisan v prejšnjih poglavjih. 
Operacija "SUB" v izseku ALE-multiplekserja uporabi rezultat dvojiškega 
komplementa kot enega od vhodov v seštevalnik. 
3.6.2 Pomikalnik 
Pomikalnik je v s816 implementiran na tak način, da ohranja prostorsko 
majhnost, vendar ni prevelikega kompromisa s številom ciklov izvajanja. 
Najenostavneje bi bilo narediti pomikalnik, ki pomakne neko vrednost za eno mesto 
na cikel. To je tudi prostorsko najučinkovitejše, vendar bi v najslabšem primeru 
vsako pomikanje vzelo 15 urnih period, kar je občutno preveč. S816 ima 
logaritemski pomikalnik, kar pomeni, da je sam pomikalnik narejen iz štirih 
enocikličnih pomikalnikov, kjer vsak pomakne vrednost za potenco števila 2. Razlog 
je, da se v binarnem svetu 16 različnih vrednosti zapiše s 4 biti. To omogoča izvedbo 
operacije pomikanja s 4 vzporednimi pomikalniki, kjer kontrolna logika za vsak cikel 
izbere izhod pomikalnika, ki se bo uporabil (slika 13). Točneje s816 podpira 
pomikanje v levo in desno, zato je tudi število pomikalnikov v tem primeru 
podvojeno. 





Slika 13: Izbira enega od štirih vzporednih pomikalnikov. 
 
Operacija pomikanja je torej večciklična operacija, kar tudi pomeni, da je treba 
cev procesorja ustrezno zakasniti, da se lahko ukaz izvrši do konca. Poleg tega je 
treba vmesne rezultate pomikanja hraniti v registrih, saj je ALE-multiplekser 
kombinacijska logika. ALE ima lastni register alu_operand1_r, kjer se zapiše vmesni 
rezultat pomikanja. V primeru pomikanja za 5 mest v prvem ciklu kontrolna logika 
ALE izbere pomikalnik za 4 mesta. Rezultat se shrani v register operand1_r. V 
drugem ciklu logika izbere pomikalnik za 1 mesto. Rezultat se vpiše v notranje 
registre procesorja izven ALE-ja. Tako se operacija zaključi v dveh ciklih. 
 
 
Slika 14: Pomikalnik. 
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V kodi se nikoli ne uporabi pomikanja s spremenljivko oziroma vrednostjo 
nekega signala, saj bi to pomenilo, da bi prevajalnik ustvaril ciklični pomikalnik. To 
je velika struktura, ki ni zaželena, ko je glavno vodilo razvoja prostorska zasedenost.  
3.6.3 Množilnik 
 S816 ima majhen množilnik z nepremično vejico. Množenje je večciklična 
operacija, in sicer v najslabšem primeru vzame 16 ciklov. Kot je bilo povedano v 
poglavju o seštevalniku, množilnik uporablja ta isti omenjen seštevalnik. Sama 
arhitektura je sicer zelo enostavna, saj se množi tako, kot bi se množilo dve binarni 
števili na papirju [7]. Množenje dveh binarnih števil je v principu samo pomikanje in 
seštevanje, kar je tudi jedro množilnika v s816. Kot primer lahko služi množenje 5 
("101") in 2 ("010"). LSB števila 5 je ena, torej se 0 prišteje "010". "010" se nato 
pomakne za eno mesto v levo, da se dobi "0100". Pogleda se naslednji bit v "101", ki 
je nič. Torej se vsoti 0 + "010" prišteje 0. "0100" se spet pomakne za eno mesto v 
levo in se dobi "01000". Zadnji bit v "101" je ena, torej se "01000" prišteje vsoti 0 + 
"010" + 0, kar je enako 0 + "010" + 0 + "1000" oziroma "1010". Rešitev predstavlja 
v decimalnem svetu število 10, kar je pravilni rezultat. 
 
00101 ∙ 010 
00010 ∙ 1 
00100 ∙ 0 
01000 ∙ 1 
01010 
 
 Logika množilnika detektira, kadar se je proces sprehodil čez vse postavljene 
("1") bite v prvem operandu množenja, in takrat tudi ustavi izvajanje. V povprečju 
tako množenje traja manj kot 16 ciklov. Podobno kot pri pomikalniku je tudi pri 
množilniku treba v registre ALE zapisati vmesne rezultate. Vendar se v tem primeru 
potrebuje tri 16-bitne registre, kar je precejšen prostorski zalogaj, ampak neizogiben. 
Pri prvem operandu se je treba sprehoditi čez vse bite, kar se doseže tako, da se 
vedno gleda LSB-bit s tem, da se operand pomika v desno za eno mesto vsak cikel. 




Ta vrednost se shranjuje v ALE-register operand1_r. Tako kot je bilo omenjeno pri 
razlagi množenja, se drugi operand, ki nastopa kot eden od vhodov v seštevalnik za 
akumulacijo sprotnih vsot, tekom izvajanja pomika v levo po eno mesto. Ta vrednost 
se shranjuje v ALE-register operand2_r. Sprotna akumulacija vsote pa se shranjuje v 
ALE-register tmp_result_r.  
 
 
Slika 15: Shema množilnika. 
 
Ukaz "MULSH" zahteva, da se rezultat množenja na koncu pomakne v desno 
za število mest, ki je določeno v registru SFR[2]. Če bi se pomikanje dogajalo 
zaporedno za množenjem, bi to vneslo nepotrebno podaljšanje časa izvajanja 
operacije množenja. Množilnik v s816 se temu izogne tako, da rezultat seštevanja 
sproti pomika desno. Množilnik ima števec, ki vrednost hrani v ALE-registru cnt_r, 
ki šteje do vrednosti v SFR[2]. Vsak cikel množenja, ko je števec še pod to 
vrednostjo, se vmesni rezultat akumulacije seštevanja pomakne desno. To omogoči 
množilniku, da doseže zahteve ukaza "MULSH" v maksimalno 16 ciklih. V veliki 
večini primerov se ukaz konča veliko prej. Zaradi zahtev množenja potrebuje s816 
več vzporednih pomikalnikov za eno mesto neodvisno od prej definiranega 
logaritemskega pomikalnika, in sicer dva v desno (prvi operand množenja in vmesni 
rezultat) in enega v levo (drugi operand množenja).  
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Tako kot množilnik je tudi delilnik narejen za delovanje z nepremično vejico, 
kjer je ukaz večcikličen in je sestavljen iz operacij pomikanja in seštevanja. Binarno 
deljenje poteka na enak način kot decimalno, kar pomeni, da se zaporedno iz leve 
proti desni vzame cifre deljenca. Dobljeno število predstavlja trenutni ostanek 
operacije in se sproti primerja z deliteljem. Dokler je delitelj manjši, se v delni 
rezultat zapisuje "0". V trenutku, ko pa je število večje ali enako od delitelja, se ti 
dve vrednosti odštejeta in dobljen rezultat predstavlja nov ostanek. Takrat se tudi 
delnemu rezultatu pripiše "1" [7]. Opisano je najlažje ponazoriti s primerom, kjer 
delimo dve 4-bitni vrednosti 11 in 2. 
 
Deljenje → 1011 : 0010 
001 ≥ 0010 = 0, ostanek = 1 
010 ≥ 0010 = 1, ostanek = 0 
001 ≥ 0010 = 0, ostanek = 1 
011 ≥ 0010 = 1, ostanek = 1 
Rešitev = 0101 5  
Ostanek = 0001 (1) 
 
Delilnik v s816 deluje na enak princip, kot je bilo prikazano v prejšnjem 
primeru. Deljenec se na koncu vsakega cikla pomakne levo za eno mesto in se shrani 
v register Operand1_r. Še prej pa se nad njegovim trenutnim MSB-jem in trenutnim 
ostankom izvede logična operacija ALI. Prav tako se na koncu cikla v levo pomakne 
trenutni ostanek in trenutni rezultat. V podanem primeru se v prvi urni periodi ALI 
izvede nad MSB-jem deljenca oz. števila 1011, ki je "1", in LSB-jem trenutnega 
ostanka, ki je "0". Dobljena vrednost se primerja z deliteljem in ker je ta manjša, se v 
rezultat zapiše "0". Rezultat in ostanek se nato pomakneta v levo za eno mesto ter se 
shranita v registra tmp_result_r in SFR[1]. V naslednji periodi se postopek ponovi, le 
da se tokrat izkaže, da je ostanek po operaciji ALI enak delitelju. V tem primeru se 
ostanek in delitelj odštejeta in vrednost predstavlja nov ostanek, ki se zapiše v 
SFR[1]. To tudi pomeni, da nad trenutnim rezultatom, ki se je že pomaknil za eno 




mesto v levo, nad LSB-jem in konstanto "1" izvede ALI. Postopek se ponavlja, 
dokler se delilnik ne sprehodi čez vse bite v polni širini deljenca. Takšna 
implementacija tudi pomeni, da za razliko od množilnika delilnik vedno potrebuje 
16 ciklov, da se izvede do konca. Na račun časovne zahtevnosti je trenutna 
implementacija v s816 prostorsko majhna, saj uporablja isti, že večkrat omenjeni 
seštevalnik in tri vzporedne pomikalnike v levo. S816 torej sedaj rabi tri vzporedne 
enojne pomikalnike v levo, ker sam delilnik potrebuje enega več kot množilnik. Prav 
tako takšen delilnik ne potrebuje komplicirane kontrolne logike. 
 
 
Slika 16: Shema delilnika. 
 
Ko v UR pride ukaz "DIVSH", pomeni, da mora procesor deljenca zaradi 
potreb aritmetike nepomične vejice pred samo operacijo deljenja pomakniti v levo za 
toliko mest, kolikor je zapisano v registru SFR[3]. UD ukaz "DIVSH" v bistvu 
razdeli na dva ločena ukaza, in sicer na navadno operacijo pomikanja z 
logaritmičnim pomikalnikom v levo in na navadno deljenje z opisanim delilnikom. 
To pomeni, da ukaz v najslabšem primeru potrebuje 20 ciklov, torej 16 ciklov pri 
deljenju in 4 pri pomikanju za maksimalno število mest. Poleg tega pa to še pomeni, 
da je lahko prvi operand oziroma deljenec velik 32 bitov, čeprav je lahko rezultat na 
koncu manjši oz. enak 16. Zaradi tega je tudi register Operand1_r edini register v 
s816, ki je širok 32 bitov. 
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3.6.5 Primerjalnik  
Primerjalnik (slika 17) v s816 deluje na principu internih zastavic pri operaciji 
odštevanja. Ukaz "IF" želi preveriti določeno odvisnost med operandoma, česar se 
loti tako, da operanda med sabo odšteje in nato preveri, kakšne zastavice je ta 
operacija postavila. Prvi interni zastavici operacije sta zastavica prenosa C_I in 
zastavica preliva O_I, ki se postavljata enako, kot je bilo opisano v prejšnjih 
poglavjih. Ostale zastavice pa so posebnega tipa, saj so namenjene izključno 
preverjanju pogojev med operandi. Te zastavice so še zastavica N_I (zastavica, ki se 
postavi, ko je rezultat odštevanja različen od 0), zastavica V1_I (zastavica, ki se 
postavi, ko je v predznačeni aritmetiki rezultat odštevanja negativen) in zastavica 
V2_I (zastavica, ki se postavi, ko je v predznačeni aritmetiki drugi operand 
odštevanja minimalna negativna vrednost). 
V nadaljevanju je predstavljen nabor pogojev pri s816 z opisom preverjanja. 
Sintaksa preverjanja zastavic je enaka, kot je sintaksa SystemVeriloga logičnih 
operatorjev. "X" se vrednoti kot pravilno ("1"), ko je X, ki je enobitna vrednost, enak 
"1". "X || Y" predstavlja logično operacijo ALI, "X && Y" predstavlja logično 
operacijo IN, "!X" predstavlja logično operacijo NE in "X ^ Y" predstavlja logično 
operacijo IZKLJUČNO ALI.  
  




Pogoj preveri, ali trenutno v SFR[0] ni postavljena zastavica prenosa. Ta 
zastavica ni interna primerjalniku. 
 








Pogoj preveri, ali je trenutno v SFR[0] postavljena zastavica prenosa. Ta 
zastavica ni interna primerjalniku. 
 




Pogoj preveri, ali trenutno v SFR[0] ni postavljena zastavica preliva. Ta zastavica 
ni interna primerjalniku. 
 




Pogoj preveri, ali je trenutno v SFR[0] postavljena zastavica preliva. Ta zastavica 
ni interna primerjalniku. 
 
• MS (IN)  A & B 
 
Pogoj preveri, ali je rezultat bitne operacije IN različen od nič. Operator "&" 
deluje na vsakem bitu posebej, pogoj torej preverja, ali sta bita na "1" vsaj na enem 
istem mestu pri obeh operandih. 
 
• MC (ne IN)  !(A & B) 
 
Pogoj preveri, ali je rezultat bitne operacije IN enak nič. Preveri se, ali so biti pri 
obeh operandih na vseh istih mestih različni oz. nič. 
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Pogoj preveri, ali sta trenutna operanda v ukazu različna. Primerjalnik pogleda, 
ali je operacija odštevanja operandov postavila interno zastavico primerjalnika N_I. 
 




Pogoj preveri, ali sta trenutna operanda v ukazu enaka. Primerjalnik pogleda, ali 
je operacija odštevanja operandov postavila interno zastavico primerjalnika N_I na 
"0". 
 




Pogoj preveri, ali je operand A manjši kot operand B. V tem primeru se 
predpostavlja, da sta oba operanda nepredznačena. Primerjalnik pogleda, ali je 
operacija odštevanja operandov postavila interno zastavico primerjalnika C_I. 
Postavitev zastavice predstavlja primer, ko pri odštevanju dveh pozitivnih operandov 
v dvojiškem komplementu dobimo negativno vrednost. 
 
• GEU (več ali enako) (nepredznačeno)  A >= B  
 
!C_I || !N_I 
 
Pogoj preveri, ali je operand A večji oz. enak operandu B. V tem primeru se 
predpostavlja, da sta oba operanda nepredznačena. Primerjalnik pogleda, ali je 
operacija odštevanja operandov postavila interno zastavico primerjalnika C_I na "0". 
Zastavica C_I se postavi na "0" v primeru, ko je operand A večji od B. Zastavica N_I 
pa prevajalniku pove za primer, ko sta operanda enaka. 
 




• GTU (več kot) (nepredznačeno)  A > B  
 
!C_I && N_I 
 
Podobno kot zgoraj, le da mora sedaj zastavica N_I biti postavljena na "1", sicer 
bi to pomenilo, da sta operanda enaka, kar pa se ne sme zgoditi. V tem primeru se 
predpostavlja, da sta oba operanda nepredznačena. 
 
• LEU (več kot) (nepredznačeno)  A <= B  
 
C_I || !N_I 
 
Enako kot GEU, le da mora biti zastavica C_I sedaj postavljena na "1". To izhaja 
iz istega razloga kot pri LTU. V tem primeru se predpostavlja, da sta oba operanda 
nepredznačena. 
 
• LTS (manj kot) (predznačeno)  A < B  
 
(O_I ^ V1_I) && !V2_I 
 
Pogoj preveri, ali je operand A manjši kot operand B. V tem primeru se 
predpostavlja, da sta oba operanda predznačena. Če je rezultat negativen brez 
preliva, je pogoj pravilen. Prav tako se lahko v primeru preliva, če je rezultat 
pozitiven, izlušči, da je pravilni rezultat negativen, kar tudi potrdi pogoj. Zaradi 
medsebojne izključnosti zastavic se med njima naredi operacijo IZKLJUČNO ALI. 
Poseben primer predstavlja kombinacijo, ko ima drugi operand minimalno možno 
negativno vrednost. Takrat je pogoj vedno nepravilen. 
 
 
• GES (več ali enako) (predznačeno)  A >= B  
 
(!((O_I ^ V1_I) && !V2_I) && N_I) || !N_I 
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Pogoj preveri, ali je operand A večji oz. enak operandu B. V tem primeru se 
predpostavlja, da sta oba operanda predznačena. Primerjalnik vzame iste zastavice 
kot pri LTS, le da gleda negirano vrednost. Poleg njih pa mora v primeru A > B biti 
zastavica N_I postavljena na "1". Pogoj je pravilen tudi, če je zastavica N_I enaka 
"0", kar predstavlja enakost. 
 
• GTS (več kot) (predznačeno)  A > B  
 
(!((O_I ^ V1_I) && !V2_I) && N_I) 
 
Podobno kot v prejšnjem primeru, le da sedaj pogoj tudi v primeru, ko je 
zastavica N_I enaka "0", ni pravilen. 
 
• LES (več kot) (predznačeno)  A <= B 
 
((O_I ^ V1_I) && !V2_I) || !N_I 
 
       Podobno kot LTS. Pogoj je pravilen tudi, če je zastavica N_I enaka "0", kar 
predstavlja enakost. 
 
 Primerjalnik uporabi samo en cikel, da se izvede do konca. Vsi pogoji se 
preverijo vzporedno, nato pa se s kontrolnim ukazom, ki pride iz ukaznega 
dekodirnika, izbere rezultat želenega pogoja. Primerjalnik uporablja isti seštevalnik 
in isto logiko dvojiškega komplementa kot množilnik in delilnik. 
 





Slika 17: Shema primerjalnika. 
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Verifikacija je proces, s katerim se preveri, ali določena digitalna logika 
ustreza prej določenim specifikacijam. Praktično gledano je rezultat verifikacije 
potrdilo, da se sistem obnaša kot želeno. Verifikacija je težka in dolgotrajna naloga, 
ki predstavlja večino časa, ki se ga porabi za razvoj nove digitalne logike. V 
magistrskem delu je glavnega pomena funkcionalna verifikacija, s katero se 
simulacijsko preveri, ali se procesor obnaša tako, kot bi se moral. Verifikacija s 
simulacijo oz. dinamična verifikacija je bazirana na uporabi različnih, časovno-
spremenljivih vrednosti vhodov v logiko, s katerimi se doseže izvedbo vseh vrstic oz. 
elementov kode logike. Za potrebe verifikacije se ustvari testno mizo (angl. 
testbench), ki je simulacijski SystemVerilog modul, ki generira potrebne signale 
verifikacije. Izhodi testbencha se priklopijo na vhode modula, katerega se želi 
verificirati. Temu modulu pravimo DUT (angl. device under test, slov. naprava, ki je 
trenutno v postopku testiranja). Simulator ustvari izhode ustvarjenega modula glede 
na trenutno stanje logike oz. na stanje notranjih registrov. Glede na generirane vhode 
se od naprave pričakuje izhode, ki morajo zadoščati funkcionalnosti logike. Na 
primer, če sta vhoda v seštevalnik vrednosti 4 in 5, se pričakuje za rezultat vrednost 
9. Kakršen koli drugačen rezultat bi pomenil, da logika ne deluje pravilno. Testbench 
mora generirati signale, s katerimi se verificira kar se da veliko elementov DUT, na 
kar se da veliko različnih vhodov. Vsa stanja oz. vrednosti registrov DUT se morajo 
postaviti na pravilne vrednosti. Obstajajo različne metrike pokritosti, ki ocenijo, ali je 
bila določena logika zadostno preverjena. Med njimi so funkcionalna pokritost (V 




primeru s816  Je bil vsak ukaz izveden vsaj enkrat?), izrazna pokritost (Se je v 
kodi logike izvedla vsaka vrstica?) in vejna pokritost (So vsa stanja logike prešla v 
vsa ostala možna naslednja stanja?) [13]. 
4.1 Pokritost 
Kodna pokritost: ta vrsta pokritosti vsebuje informacijo o tem, koliko vrstic, 
izrazov in vej teh izrazov se je izvedlo v kodi. Primer je lahko stavek if. Če se izvede 
samo if-del stavka, je pokritost izraza dosežena, saj se je stavek izvedel. Vejna 
pokritost izraza pa je samo 50-odstotna. Da bi se dosegla 100-odstotna vejna 
pokritost, je treba doseči tudi else-del stavka. Testbench v prvem teku simulacije 
DUT vzbuja z naključnimi signali, nato pa se pogleda, kakšno kodno pokritost je ta 
simulacija dosegla. Vendar se določeni deli kode izvedejo samo pri zelo specifičnih, 
robnih primerih vzbujanj. Naključno vzbujanje DUT po navadi ne doseže 100-
odstotne pokritosti ravno zaradi teh primerov. Naloga razvijalca je, da ustvari 
testbench, ki zna DUT vzbujati s signali, ki dosežejo še te zadnje nepokrite elemente 
kode. 
Funkcionalna pokritost: ta pokritost pokaže, koliko funkcionalnosti logike je 
doseglo dano simulacijsko okolje z danim testbenchom. Kakšne lastnosti modula se 
želi preveriti, je popolnoma pod kontrolo razvijalca. Primer je lahko seštevalnik, kjer 
bi želel, da se pokrije primere, ko operacija postavi vse zastavice, počisti vse 
zastavice, postavi samo eno zastavico itd. SystemVerilog omogoča stvaritev 
posebnega pokritostnega modula, kjer se sintaktično definira, kakšni naj bi bili točni 
parametri in vrednosti registrov oz. kombinacije vrednosti različnih registrov DUT. 
Poleg tega je treba ustvariti pravilno vzbujanje v okviru testbencha, da se doseže vse 
želene funkcionalnosti.  
Funkcionalna in kodna pokritost sta komplementarni. 100-odstotna 
funkcionalna pokritost ne pomeni, da je tudi kodna pokritost dosegla 100 %. Enako 
velja v obratnem primeru, saj 100-odstotna kodna pokritost ne pove nič o tem, ali je 
logika dosegla vse pričakovane lastnosti.  
V resnici popolna skupna pokritost ne jamči brezhibnosti dizajna. Neka logika 
je lahko prek testbencha potestirana tako izčrpno, da kodna in funkcionalna pokritost 
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dosežeta 100 %, vendar glede na to, da je funkcionalna pokritost odvisna od 
verifikatorja, lahko funkcionalnost, ki se preverja, ne pokrije vseh lastnosti, ki so 
definirane v začetnem načrtu modula. Prav tako v večini primerov nobena pokritost 
ne doseže 100 %, saj so logike enostavno prevelike in preveč kompleksne. Pokritost 
kot verifikacijsko orodje je zato treba jemati z zadržkom in razmislekom o rezultatih. 
4.2 Strojno verifikacijsko okolje 
Strojni del simulacijskega oz. verifikacijskega okolja predstavljajo testbench, 
s816, spomin in pokritostni modul. S816 potrebuje za izvajanje urni signal in reset, 
poleg tega pa mora biti prek QMEM-vodil priklopljen na ukazni in podatkovni 
pomnilnik. Testbench generira želeno uro in resetni signal, ki se poveže na s816. 
Prav tako kontrolira QMEM-vodila, s katerimi se omogoči testiranje procesorja s 
poljubno zakasnitvijo branj in pisanj po pomnilnikih. Konkretno ima testbench pri 
s816 tri različne načine delovanja QMEM-vodila, ki je priključeno na ukazni in 
podatkovni pomnilnik. Prvi omogoča prenose prek vodila brez zakasnitev, kar 
pomeni, da se ACK-signal nastavi nemudoma. Drugi način povzroči poljubno 
zakasnitev pri vseh prenosih. Ta zakasnitev je vedno vsaj en cikel in manjša od 4 
ciklov. Podobno zadnji način poljubno nastavlja zakasnitev, ki je manjša od treh 
ciklov, vendar je lahko sedaj v najboljšem primeru nič. Zakasnitev pri podatkovnem 
vodilu je konstantna in je konfigurabilna. Vrednosti v pomnilnikih testbencha pridejo 
na začetku simulacije iz zunanjih tekstovnih datotek, ki jih generira programski del 
verifikacijskega okolja. Izpisi vseh notranjih registrov procesorja se vsako periodo 
ure posebej izpišejo v zunanje tekstovne datoteke, katere nato naprej pregleduje 
programski del. 
 





Slika 18: Strojna verifikacija. 
 
Kot omenjeno, je v pokritostnem modulu definirano, skozi kakšne vrednosti 
notranjih registrov oz. stanj in kombinacije stanj se mora s816 pomakniti, da se 
verificira funkcionalnost procesorja. Kodna pokritost ne potrebuje posebne kode, ki 
bi točno definirala, kaj se pregleduje, saj je to splošno znano in je inherentno 
simulaciji SystemVeriloga. Pokritostni modul je kodiran v podaljšku 
SystemVeriloga, ki omogoča definicijo poljubnih trditev, katerim morajo signali 
DUT zadostiti. Modul se smatra za običajen logičen modul in se zaradi tega vključi v 
testbench podobno kot katero koli drugo logiko. Razlika je v tem, da v DUT ni treba 
nastaviti izhodov vseh registrov oz. signalov, ki jih želi pokritostni modul gledati, saj 
do njih dostopa direktno. 
 
s816_top #( 
  .ID (0) 
) DUT ( 
  .inst_bus (inst_bus), 
  .data_bus (data_bus), 
  .clk      (clk), 
  .rst      (rst), 
  .sync_out () 
); 
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  .clk             (clk), 
  .rst             (rst), 
  .ir_r            (s816_top_tb.DUT.s816_alu_i.ir_r), //Direkten dostop! 
  .stall_if        (s816_top_tb.DUT.s816_alu_i.stall_if), 
  .condition_r     (s816_top_tb.DUT.s816_alu_i.condition_r), 
  .condition       (s816_top_tb.DUT.s816_alu_i.condition), 
  .shift_number    (s816_top_tb.DUT.s816_alu_i.shift_number), 
  .shift_operation (s816_top_tb.DUT.s816_alu_i.shift_operation), 
  .sfr_r           (s816_top_tb.DUT.s816_alu_i.sfr_r) 
); 
4.2.1 Pokritostni modul 
Za verifikacijo osnovne funkcionalnosti procesorja je glavna potreba zagotoviti 
izvedbo vseh ukazov. Poleg tega so ukazi odvisni drug od drugega ne samo glede na 
rezultat, ampak obstaja odvisnost tudi v sami cevi procesorja, npr. ali se procesor 
obnaša, kot bi se pričakovalo, če je v cevi ukaz z zamikom, ki je večcikličen. Zaradi 
tega je zelo smotrno preveriti tudi kar se da veliko kombinacij ukazov. Pri s816 so 
bile v pokritostnem modulu implementirane naslednje trditve:  
 
1. Ali so se izvedli vsi ukazi? 
 
covergroup _group1@(posedge clk); 
_instructions: coverpoint ir_r iff(condition_r == 1){ 
      wildcard bins          MOV_OP1 = { 16'h0??0 }; 
      wildcard bins              AVG = { 16'h0??1 }; 
      wildcard bins              ADD = { 16'h0??2 }; 
      wildcard bins              SUB = { 16'h0??3 }; 
      wildcard bins             RSUB = { 16'h0??4 }; 
 
 
Podani izsek kode ustvari pokritostno skupino z imenom "_group1", ki se 
evalvira na pozitivno fronto ure. Podskupina ima ime "_instructions", kateri se z 
direktivo "coverpoint" označi, kateri signal ali register procesorja oziroma DUT 
se bo gledal. V tem primeru je to ukazni register procesorja. Dodatni pogoj se 
definira z "iff", ki je tu vrednost registra condition_r. "Wildcard bins" definira 
celico v pokritostni metriki trenutne pokritostne podskupine. Če so prvi štirje biti 




v ukazu enaki 0 in zadnji štirje enaki 1 (vrednost je podana v heksadecimalnem 
zapisu), to pomeni, da je trenutno v ukaznem registru ukaz "AVG". Simbol "?" 
pomeni, da na teh mestih ni važno, kaj se trenutno nahaja, saj ta mesta v ukazu 
predstavljajo operande, ki pa niso pomembni, ko se želi samo dokazati, da se je 
posamezni ukaz izvedel. Torej če je na pozitivni fronti ure register condition_r 
postavljen na vrednost 1 in je v ukaznem registru na prvih in zadnjih štirih bitih 
vrednost 0, se je ukaz "MOV_OP1" izvedel in celica se smatra za pokrito. Tekom 
simulacije se vseskozi preverja ukazni register, tako da je po vsej sreči na koncu 
pokritost podskupine 100-odstotna, kar tudi potrdi začetno vprašanje, saj so se 
izvedli vsi ukazi.  
 
2. Ali so se izvedle vse kombinacije ukazov? 
   
_instructions_cross: coverpoint ir_r iff(condition_r == 1){ 
      wildcard bins          MOV_OP1 = { 16'h0??0 }; 
      wildcard bins              AVG = { 16'h0??1 }; 
 
    d_instructions_cross: coverpoint _d_ir_r iff(_d_condition_r == 1){ 
      wildcard bins          MOV_OP1 = { 16'h0??0 }; 
      wildcard bins              AVG = { 16'h0??1 }; 
 
x0: cross d_instructions_cross, _instructions_cross; 
 
 
Pri kombiniranju pokritosti se v danem primeru še v isti pokritostni skupini 
"group1" definira dve začasni podskupini "_instructions_cross" in 
"d_instruction_cross" (d kot zakasnjeno, angl. delayed), ki sedaj poleg pokritosti 
trenutnih ukazov doda še metriko pokritosti zakasnjenih ukazov. "_d_ir_r" 
predstavlja vrednost ukaznega registra pred trenutnim ukazom. Če sta dva 
zaporedna ukaza v UR "ADD" in "AVG", je torej ob pozitivni fronti ure v ir_r 
"AVG" v _d_ir_r pa "ADD". "x0" predstavlja kombinacijsko podskupino, ki se 
definira z direktivo "cross". 100-odstotna pokritost podskupine "x0" se doseže, 
ko je za vsakim ukazom v podskupini "d_instruction_cross" nastopil vsak ukaz iz 
podskupine "_instructions_cross". To omogoča analizo procesorja pri vseh 
kombinacijah dveh ukazov.  
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3. Ali so se izvedli vsi primeri vseh pogojev? 
     
covergroup _group2@(posedge clk); 
_if_true: coverpoint ir_r iff (condition) { 
      wildcard bins IF_1_4  = {16'hd??4}; 
      wildcard bins IF_1_5  = {16'hd??5}; 
 
_if_false: coverpoint ir_r iff (!condition) { 
      wildcard bins IF_1_4  = {16'hd??4}; 
      wildcard bins IF_1_5  = {16'hd??5}; 
 
 
Druga pokritostna skupina gleda pokritost vseh pogojnih ukazov, ki so se 
evalvirali kot pravilno, in tistih, ki so se evalvirali napačno. Če je na pozitivni 
fronti ure v ukaznem registru pogojni ukaz, ki preverja pogoj IF_1_4, in se ta 
pogoj evalvira kot pravilen, se ta pogoj smatra kot pokrit v podskupini "_if_true". 
Če pa je na pozitivni fronti ure v ukaznem registru pogojni ukaz, ki preverja 
pogoj IF_1_4 in se ta pogoj evalvira kot nepravilen, se ta pogoj smatra kot pokrit 
v podskupini "_if_false". 100-odstotna pokritost skupine 2 se doseže, ko so bili 
izvedeni vsi pogoji, ki so se tudi evalvirali v obe možni stanji. 
 
 
4. Ali so vsi pogoji, ki nastavljajo zastavice, nastavili oziroma počistili vse 
kombinacije svojih zastavic? 
    
 
covergroup _group3@(posedge clk); 
_add_flags: coverpoint sfr_r[0][1:0] iff ((_d_ir_r[15:12] < 3 &&      
_d_ir_r[3:0] == 2) || _d_ir_r[15:12] == 5 ) { 
bins _F00  = {2'b00}; 
bins _F01  = {2'b01}; 
bins _F10  = {2'b10}; 
bins _F11  = {2'b11}; 
} 
 
_sub_flags: coverpoint sfr_r[0][1:0] iff (_d_ir_r[15:12] < 3 && 
_d_ir_r[3:0] == 3) { 




bins _F00  = {2'b00}; 
bins _F01  = {2'b01}; 
bins _F10  = {2'b10}; 
bins _F11  = {2'b11}; 
} 
 
Tretja pokritostna skupina gleda pokritost zastavic vseh ukazov, ki le-te 
postavljajo. Pri določenem ukazu (direktiva "iff") v ukaznem registru se gleda 
vrednost prihodnje vrednosti registra sfr_r. Pogoj "iff" torej preveri, če je bil v 
UR pred trenutnim ukazom npr. ukaz "ADD", medtem ko se z gledanjem registra 
sfr_r vidi, katere zastavice je ta izvedba ukaza postavila. Vrednost ukaznega 
registra je zakasnjena, saj se zastavice vpišejo v register sfr_r šele v naslednjem 
ciklu. Pokritostna skupina za 100-odstotno pokritost zahteva, da se vsi ukazi, ki 
postavljajo zastavice, postavijo in počistijo vse kombinacije svojih zastavic. V 
podanem izseku sta podana samo primera za ukaza "ADD" in "SUB". 
 
5. Ali je pomikalnik pomikal za vsa možna mesta? 
     
covergroup _group4(int arg)@(posedge clk); 
_shift_number: coverpoint shift_number iff (shift_operation && 
ir_r[15:12] < 5 && ir_r[3:0] == arg) { 
bins _S0   = {4'd0}; 
bins _S1   = {4'd1}; 
 
Pokritostna skupina 4 preveri, ali so se pri ukazih, ki uporabljajo pomikalnik, 
vrednosti pomikale za vsa možna mesta. Signal procesorja je "shift_number", ki 
v multiplekserju pomikalnika izbere izhodno, pomaknjeno vrednost. 
 
6. Ali so posamezni tipi ukazov kot operande oziroma končne naslove 
uporabili vse kombinacije notranjih registrov? 
 
covergroup _group5(int arg)@(posedge clk); 
_r_reg: coverpoint ir_r[11:4] iff (ir_r[15:12] == 0 && ir_r[3:0] == arg) 
{ //TIP 0 
bins _R00   = {8'h00}; 
bins _R10   = {8'h10}; 
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_u16_reg: coverpoint ir_r[11:4] iff (ir_r[15:12] == 1 && ir_r[3:0] == 
arg) { //TIP 1 
bins _R00   = {8'h00}; 
bins _R10   = {8'h10}; 
 
covergroup _group6(int arg)@(posedge clk); 
_r_reg: coverpoint ir_r[11:4] iff (ir_r[15:12] == 3 && ir_r[3:0] == arg) 
{//TIP 3 
bins _R00   = {8'h00}; 
bins _R10   = {8'h10}; 
 
Pokritostni skupini 5 in 6 enostavno pogledata, ali so ukazi tipov 0, 1 in 3 
uporabljali vse kombinacije ukazov. Če je npr. ukaz tipa 0 bral in pisal samo po 
registru r0, se pokrije "_R00" podskupine "_reg_r" v skupini 5 (zgornji izsek). 
 
Rezultati funkcionalne pokritosti iz pokritostnega modula se zapišejo v posebno 
datoteko, ki se pripne rezultatom splošne kodne pokritosti. Ta datoteka se odpre z 
orodjem IMC (Incensive Metrics, Cadence), iz katerega je možno rezultate pokritosti 
izločiti v obliki datoteke PDF. Več o rezultatih funkcionalne pokritosti in zaključku 
verifikacije v naslednjih poglavjih. 
 
 
Slika 19: Primer prikaza pokritosti posameznih celic podskupine _instructions pokritostne skupine 1, ki je 
bila poimenovana instruction_set_group. Orodje IMC. 




4.3 Programsko verifikacijsko okolje 
Celotna simulacija in verifikacija procesorja s816 se izvedeta v okolju Linux z 
večnamenskim prevajalnikom gcc, ki prevede vse skripte in programe, ki kličejo in 
simulirajo celotno logiko. Glavna skripta, ki požene vse nadaljnje sklope simulacije, 
vključno s C++ simulatorjem in simulacijo strojne logike, je napisana v skriptnem 
jeziku Python. Skripta iterativno generira procesorske programe v zbirnem jeziku. 
Namen tega je stvaritev programov, ki bojo dosegli kar se da veliko kodno in 
funkcionalno pokritost s816. Temu cilju se simulacija približa z generacijo 157 
različnih programov, od katerih je 107 namenjenih splošnemu preverjanju delovanja 
ukazov, ostalih 50 pa je naključno generiranih programov, ki preverjajo medsebojne 
interakcije zaporednih ukazov in s tem tudi dosegajo zadostno pokritost kombinacij 
ukazov. Enostaven primer bi bil program, ki preverja izključno delovanje ukaza 
"ADD". Skripta generira program, ki v notranje registre piše določene vrednosti, ki 
jih ukaz računa in zapisuje nazaj v registre. Test naj bi pokril vse možne kombinacije 
branj in pisanj v registre, da se zagotovi prej določeno funkcionalno pokritost.  
 
 
Slika 20: Shema simulacijskega poteka. 
 
Univerza v Ljubljani, Fakulteta za elektrotehniko 





 Skripta generirane programe z zbirnikom prevede na strojno kodo procesorja, 
ki se nato poda testbenchu strojnega dela simulacije in programskemu simulatorju 
s816. Simulatorja po končanem izvajanju kot izhod podata vrednosti notranjih 
registrov procesorja v vsakem ciklu. Poleg tega pa strojni del poda še valovno obliko 
notranjih signalov ter rezultate kodne in funkcionalne pokritosti. Prvo stopnjo 
verifikacije predstavlja primerjava vrednosti notranjih registrov in vrednosti zunanjih 
pomnilnikov obeh simulatorjev. Glede na to, da je programski simulator točna 
reprezentacija procesorja, morajo biti vrednosti identične. Kakršno koli odstopanje 
pomeni napako v funkcionalnem delovanju ali programskega simulatorja ali pa 
ustvarjene strojne procesorske logike. Pri odstopanju se popravi programski 
simulator in/ali HDL-kodo ter se ponovno požene simulacijo. Prvi del verifikacije ni 
končan, dokler je delovanje različno. Tukaj pride v poštev tudi funkcionalna 
pokritost, kjer bi se v primeru slabo zastavljene pokritosti lahko preverjal samo del 
ukazov, kot je bilo omenjeno v prejšnjem poglavju. Po simulaciji bi bila primerjava 
rezultatov identična, prav tako pa bi pokritostni modul javil 100-odstotno 
funkcionalno pokritost, vendar je bil v tem primeru pokrit samo del realnega 
delovanja in specifikacij procesorja. Boljše, kot je definirana funkcionalna pokritost, 
in večja, kot je na koncu ta pokritost, več ukazov in kombinacij teh se je izvedlo in 
več možnih napak se lahko odkrije pri obeh simulatorjih, saj pride pri hroščih do 
neujemanja izhodov.  
Drugo stopnjo verifikacije pa predstavlja pregled vseh pokritosti. Kot 
omenjeno, je treba imeti praktično popolno kodno pokritost, sicer se ne izvedejo vsi 
izrazi kode in se zato ne ve nič o njihovem pravilnem delovanju. Funkcionalna 
pokritost pa mora biti čim večja, vendar ni potrebe po popolnosti, saj je treba 
rezultate brati s pravim razmislekom. V prejšnjem poglavju se je pokritostni modul 
definiral tudi tako, da naj bi vsak ukaz, ki bere in piše po notranjih registrih, uporabil 
vse kombinacije registrov. Popolna pokritost te zahteve ni tako pomembna, saj ni 
razloga, da bi se ukaz obnašal drugače, če piše v različne splošne registre.  
Valovna oblika strojne simulacije pa služi razhroščevanju. V primeru razlike 
notranjih registrov je treba pogledati potek signalov v okolici cikla, kjer je prišlo do 
neujemanja. Čeprav lahko sam ALE procesorja deluje pravilno in se ukazi izvršijo 




tako, kot bi se morali, lahko pride do nepravilnosti v ostalih elementih s816. Glavno 
skrb povzročajo cevljenje in kontrolni signali. 
4.4 Rezultati 
Strojna simulacija in programski simulator s816 se ujemata v vseh primerjavah 
rezultatov procesorja vseh 157 generiranih programov. To dejstvo zagotavlja 
precejšno verjetnost, da se bo procesor obnašal pričakovano pri katerem koli 
programu, ki bo spisan za delovanje na s816. Med samim izvajanjem verifikacije se 
ujemanje posameznih programov izpisuje v terminalu (slika 21). Skripta tudi 
omogoča klicanje posameznih programov, da se preveri samo določene rezultate, kje 
je še tekom razvoja prišlo do neujemanja. 
 
 
Slika 21: Rezultati ujemanja simulatorjev. 
 
Poleg ujemanja strojnega dela s programskim je kodna pokritost s816 presegla 
90 % (slika 22). Orodje IMC omogoča podrobni pregled ostalih 10 % nepokrite 
kode, ki je pokazal, da naj to ne bi vplivalo na pravilno delovanje logike. 
Neujemajoči se deli so večinoma deli razhroščevalne logike ali raznih nestrinjanj 
med sintakso SystemVeriloga in definicije pokritosti. Jezik na primer omogoča 
stvaritev izraza stavka if brez dela else. To je sicer strojno čisto pravilno, saj se neka 
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logika pod določenim pogojem enostavno izvede, v drugem primeru pa se preskoči. 
Prevajalnik SystemVeriloga se prav tako ne pritoži nad napisanim, vendar je kodna 
pokritost manjša, saj orodja smatrajo, da se drugi del izraza ni nikoli izvedel. Vsi 
pomembni in glavni elementi s816 so bili tako objeti z ustvarjenimi programi.  
 
 
Slika 22: 91,31-odstotna kodna pokritost. Orodje IMC. 
 
 Pokritostni modul, ki je definiral funkcionalno pokritost, je dosegel več kot 
99-odstotno pokritost, kar pomeni, da se s816 obnaša pričakovano in pravilno glede 
na definirane preglede funkcionalnosti pri vseh ukazih in njihovih kombinacijah 
(slika 23). Rezultat verifikacije dovolj dobro potrjuje pravilno delovanje procesorja 
za interno uporabo v podjetju.  
 





Slika 23: 99,96-odstotna funkcionalna pokritost. Orodje IMC. 
 
Praktično vse definirane skupine in podskupine v pokritostnem modulu 
(poglavje 4.2.1) so dosegle 100-odstotno pokritost. Edina izjema je bila podskupina 
kombinacij vseh ukazov. Po podrobnejšem pregledu se izkaže, da se niso pokrile 
čisto vse kombinacije, npr. ukaz ADD se nikoli ni izvedel v kombinaciji z ukazoma 
"JMP rB" in "JMPD rB" (poglavje 2.2.4 in dodatek A). Generirani naključni 
programi, ki naj bi dosegli 100-odstotno pokritost kombinacij, tako ne pokrijejo 
vsega, kar se zahteva v pokritostnem modulu (slika 24). V prihodnjem razvoju 
procesorja se lahko to pomanjkljivost odpravi s tem, da se poveča število naključno 
generiranih programov ali pa se ustvari specifične programe, ki bi vsebovali 
kombinacije ukazov, ki še niso bili pokriti. Vendar se glede na majhen odstotek 
nepokritosti s816 vseeno lahko smatra za zanesljivega in delujočega.  
 
Univerza v Ljubljani, Fakulteta za elektrotehniko 






Slika 24: Nepokritost. Orodje IMC. 
 
Za cenitev prostorske zasedenosti je bila izvedena sinteza procesorja za 
različne FPGA čipe (proizvajalca Altera in Xilinx). Glede na povprečno število 
FPGA vpoglednih tabel (2000), ki jih potrebuje s816, se je končno število ASIC vrat 
ocenilo na okoli 10.000. Zelo na grobo je razmerje med številom celic v FPGA in 
številom ASIC vrat med 4 in 6. Računica predstavlja samo približno cenitev 
prostorske zasedenosti in zaradi različnih tehnologij ne predstavlja resnične, končne 
zasedenosti na ASIC. Za primerjavo se lahko vzame procesor RISC OR1200, ki na 
ASIC zasede okoli 40.000 vrat [10]. S816 je tako 4-krat manjši kot primerljivi 







Procesor s816 je bil uspešno implementiran v SystemVerilogu in je prav tako 
uspešno prestal interno verifikacijo. V okviru službe sem procesor skupaj z 
verifikacijo razvijal približno tri mesece, kjer je večino časa šlo za učenje pisanja 
strojne kode in razumevanje RISC-procesorjev. Procesor je možno še nadgraditi, 
vendar je trenutna izvedba že sposobna zadostiti potrebe različnih digitalnih 
sistemov.  
Prvi namen s816 je bil za ASIC-algoritem, ki naj bi izničil oziroma zmanjšal 
utrip slik, ki pridejo iz senzorja. Slikovni senzorji v kamerah imajo določeno 
frekvenco, s katero se odpira in zapira zaslonka, kar pomeni, da se tudi slike 
zajemajo s to frekvenco. Na strani vhodne slike pa imamo utripanje osvetljave, saj 
omrežje deluje z določeno frekvenco izmeničnega toka. Razlike v frekvencah 
zaslonke in osvetljave povzročijo pojav utripanja oziroma pojav temnih črt, ki 
potujejo skozi sliko in kvarijo kakovost scene. Razvit algoritem uporablja 6 do 8 
individualnih procesorjev s816, ki z ustrezno programsko kodo komunicirajo med 
sabo in obdelujejo sliko, tako da odstranijo nastalo utripanje. Velikost vhodne slike 
naj bi bila 4 milijone slikovnih točk s frekvenco osveževanja 30 ali 60 hercov.  
Programska simulacija logike s simulatorji procesorjev je pokazala uspešnost 
algoritma pri tej določeni nalogi. Poleg tega je sinteza pokazala, da je razvit procesor 
res prostorsko izjemno nezahteven.  
Trenutno s816 ni v nobenem čipu, saj opisani algoritem še ni bil vpeljan v 
trenutne oziroma trenutno razvijajoče digitalne sisteme v ON Semiconductor, vendar 
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kljub temu prikazano potrjuje delovanje in primernost implementiranega procesorja v 
sistemih za obdelavo signalov. Zaradi lastnosti s816 se trenutno načrtuje njegovo 
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Zborniški zapis Trajanje Dolžina Funkcija 15 14 13 12 11 10 9 8 7 6 5 4 3 2 1 0
op1 rD,rB 1 - 20 1 rD = rD op1 rB
nop 1 1 mov r0,r0
op1 rD,rB,u16 1 - 20 2 rD = rB op1 u16
op1 rD,u4 1 - 20 1 rD = rD op1 u4
op2 rD,rB 1 - 20 1 rD = rD op2 rB
add rD,rA,rB 1 1 rD = rA + rB
mov rD,[rA+rB] 2+ 1 rD = mem[rB+rC]
mov [rA+rB],rD 2+ 1 mem[rB+rC] = rA
mov rD,[SP+s7] 2+ 1 rD = mem[SP+2*s7]
mov [SP+s7],rA 2+ 1 mem[SP+2*s7] = rA
mov rD,[DP+s7] 2+ 1 rD = mem[DP+2*s7]
mov [DP+s7],rA 2+ 1 mem[DP+2*s7] = rA
mov rD,[u16] 2+ 2 rD = mem[u16]
mov [u16],rA 2+ 2 mem[u16] = rA
mov rD,[rB] 2+ 1 rD = mem[rB]
mov [rA],rB 2+ 1 mem[rA] = rB
mov [rA],u4 2+ 1 mem[rA] = u4
mov rD,{u4} 1 1 rD=SFR[u4]
mov {u4},rB 1 1 SFR[u4] = rB
mov {u4},u4 1 1 SFR[u4(1)] = u4(2)
if cc1, rA, rB 1 1 if (rA cc1 rB) execute_next
if cc2, rA, u2 1 1 if (rA cc2 u2) execute_next
jal u12 2 1 r13=PC, PC=u11
jmp s9 2 1 PC+=2*s9 0 0
jmp rB 2 1 PC=rB 0 1
jmpd s9 2 1 PC+=2*s9 delay slot 1 0
jmpd rB 2 1 PC=rB delay slot 1 1
print rA 0 1 printf("r%d=%04x\n",B,rB)
stop 0 1 stop execution of simulator
15 0 rB 0
15 1 0
15 0 rB 0
15 s9
15 0 rB 0
13 rA cc2 0 u2
14 u12
15 s9
12 u4 rB 6
12 u4(1) u4(2) 7
13 rA rB cc1
12 rA rB 3
12 rA u4 4
12 rD u4 5
12 rD 0 0
12 rA 0 1




6 rD rB rC
7 rA rB rC
8 rD s7
2 rD u4 op1
3 rD rB op2
5 rD rB rA
0 rD rB op1
0 0 0 0








0 mov rD = rB
1 avg R = (A + B) >> 1
2 add R = A + B
3 sub R = A - B
4 rsub R = B - A
5
6 or R = A | B
7 and R = A & B
8
9 shl R = A << B
10 shr R = A >> B
11 sar R = (signed)A >> B[3:0]
12 mul R = A* B (maksimalno 16 ciklov)
13 div R = A / B, sfr_alu = A % B (maksimalno 20 ciklov)
14 mulsh R = (A * B) >> sfr_mulsh (maksimalno 16 ciklov)




2 adc d = b + a + C
3 sbc d = b - a - C
4
5
6 xor rD = rB ^ u16
7
8
9
10
11
12
13
14
15
