Every member of a class has associated with it an access control property.
In C++, a member can be private, protected, or public.
In addition to these three, Java also allows for the access control property of a member to be package.
When the access control modifier is left unspecified for a class member in Java, it is of type package.
Access Control in C++:
All members of a C++ class are private unless declared explicitly to be otherwise.
Public members of a class are accessible to all other classes and functions.
Members that are private to a class can be accessed by only those functions that are defined specifically for that class.
The access control modifier protected is used for a member if we wish for that member to be accessible to only the subclasses of that class. (A protected member of a class acts like a public member for the subclasses derived from that class, but like a private member for the rest of the program.)
The private members of a class are also accessible to the friends of that class. 
Access Control in Java:
In addition to the modifiers public, private, and protected, Java has one more: package.
The modifiers public and private carry the same meaning in Java as they do in C++.
The modifier protected also carries the same meaning, except that such members are like public members in the same package.
In other words, a protected class member will be accessible inside all classes in the same package, but to only the subclasses in other packages.
When no access modifier is specified in Java, that means the member is of type package. Such members are no different from public members within the same package. But they act like private members with respect to other packages.
Abstract Classes and Interfaces

(Section 3.12)
Abstract classes are very important to object-oriented programming.
While the notion of an abstract class is common to both C++ and Java, the latter also supports a variant thereof -interfaces.
A Java interface is an abstract class that is not allowed to contain any implementation code at all for any of the member functions.
An interface is also not allowed any data members that can be given values on a per object basis.
Why abstract classes are useful:
• An abstract class can lend organization to the other classes in a class hierarchy.
• An abstract class can represent a specialized behavior, which when mixed with the other classes gives us classes with that behavior.
• Abstract classes can help build up an implementation incrementally. There are two kinds of comparisons that one can make for class type objects:
• We may wish to know whether or not two objects are identical on the basis of equal values for one or more of the data members.
The result of such a comparison is either true or false.
• Or, we may wish to know whether one object is smaller than, equal to, or greater than another object, again on the basis of the values for one or more data members of the objects involved.
In C++, the first kind of comparison is yielded typically by the == operator. The programmer has to overload this operator for a given class.
The second type of comparison in C++ is implemented by defining an appropriate comparison function that returns the three values needed.
Our discussion so far on object comparison has been centered primarily on a comparison of two objects on the basis of their content, meaning on the basis of the values of one or more the data members of the objects.
Java adds an additional twist to this -it allows object comparisons on the basis of equality of reference. Two objects are equal on the basis of equality of reference if they are the same object in the memory.
In Java, comparison of two objects on the basis of equality of reference is carried out by the == operator.
And a comparison on the basis of content can be carried out by a programmersupplied definition for the equals() method that every class in Java inherits from the root class Object. // x2 look very differen if ( x1.equals( x2 ) ) // but they are equal System.out.println( "x1 and x2 are equal" ); } } The Java platform also uses the notion of natural ordering for comparing class type objects.
The objects of a Java class exhibit natural ordering if the class has implemented the java.lang.Comparable interface.
Such a class must provide an implementation for the compareTo method -referred to as the class's natural comparison method -that can then be used by the algorithms and the data structures for comparing data objects.
The compareTo method must return a negative integer, a zero, or a positive integer if the object on which it is invoked is less than, equal to, or greater than the argument object.
Many of the system supplied classes in Java possess natural ordering. These include String, Integer, Float, Double, Date, File and many others.
For the String class, the natural order is lexicographic; it is chronological for the Date class; lexicographic on the pathname for the File class, etc.
Static Members of a Class
A static member is global to all the objects of a class. For example, in the C++ class class SavingsAccount { string name; double balance; public:
static double interestRate; //.... };
In C++, a public static data member can be accessed directly through the class using the scope operator ::, as in This example is not meant to imply that the value of a static data member can only be modified by a static member function; it can also be modified by a non-static member function.
However, a static member function is not allowed to access non-static data members of a class.
The static members of a Java class behave in the same manner as the static members of a C++ class; however, the syntax for accessing such members is different since Java does not support the scope operator.
class SavingsAccount { string name; double balance; public static double interestRate; //.... };
SavingsAccount.interestRate = 6.5; An abstract class is not allowed to have static member functions.
Template Classes
A "templatized" C++ program can work with different types of data types.
For example, a templatized C++ linked-list can be used to hold elements of type int, double, char ,etc. 
