Co-occurrence statistics based word embedding techniques have proved to be very useful in extracting the semantic and syntactic representation of words as low dimensional continuous vectors. In this work, we discovered that dictionary learning can open up these word vectors as a linear combination of more elementary word factors. We demonstrate many of the learned factors have surprisingly strong semantic or syntactic meaning corresponding to the factors previously identified manually by human inspection. Thus dictionary learning provides a powerful visualization tool for understanding word embedding representations. Furthermore, we show that the word factors can help in identifying key semantic and syntactic differences in word analogy tasks and improve upon the state-ofthe-art word embedding techniques in these tasks by a large margin.
Introduction
Several recent works [22, 30, 7, 31] show that co-occurrence statistics can be used to efficiently learn high-quality continuous vector representations of words from a large corpus of text. The learned word vectors encode rich semantic and syntactic information, which is demonstrated with word analogies. As shown by [24] , vector arithmetic operations such as: 'king' -'queen' = 'man' -'woman' reflects the semantic analogy of what 'king' is to 'queen' as what 'man' is to 'woman'. Thanks to the competitive performance of these models, these methods have become fundamental tools used in the study of natural language processing.
Allen and Hospedales [3], Ethayarajh et al. [11] , Levy and Goldberg [19] explain and understand these word embeddings from a theoretical perspective. Empirically, visualizing these embeddings can be difficult since individual dimensions of most word embeddings are not semantically meaningful.
In the absence of tools to visualize and gain further insight about the learned word vectors, we have little hope of improving the existing performance on downstream tasks like word analogy [22] . There are two major ways for visualizing word vectors:
• Nearest neighbor approach: we can use either Euclidean distance or cosine similarity to search for each word vector's nearest neighbors to find its relevant words [31, 7, 35] . This method only provides a single scalar number of relatedness information while two words may exhibit much more intricate relationships than just a relatedness [2] . For example, man and woman both describe human beings and yet are usually considered opposite in gender.
• t-SNE approach [21, 14] : This approach nonlinearly reduces word vectors to a very low dimensional (most likely 2) space. While such a global method reveals some interesting separation between word groups, it often distorts [20] important word vector linear structures and does not exhibit more delicate components in each word.
• Subset PCA approach [23] : 1) Select a subset of word pairs, which have certain relations, e.g. citycountry, currency-country, comparative etc. 2) Perform PCA on the selected subset and visualize the subset with the first two principle components, as shown in Figure 3 . The relationship is frequently encoded by a vector in this subspace.
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However, performing PCA with all the word vectors makes this information entirely opaque. This method needs manually selected sets of words which requires human intervention. Despite this, such a visualization method does capture important semantic meaning for word vectors.
The linear substructures generated using subset PCA approach and semantic content of arithmetic operations provide strong motivation to automatically discover the factors which these underlying word vectors are composed of.
The key insight of this work is that the relationships visualized in the human selected subsets represent more elementary word factors and a word vector is a linear combination of a sparse subset of these factors. Dictionary learning [29, 28, 6 ] is a useful tool to extract elementary factors from different modalities. [25, 13, 12, 32] shows sparsity help to improve the dimension interpretability. Specifically, in [12] , the authors apply non-negative sparse coding (NSC) [15, 18] with binary coefficients to word vectors and suggest to use the resulted sparse vectors as word vector representation of words. Then [32] followed the idea and applied k-sparse autoencoder to further improve the sparse word vector representation. In this work, we thoroughly explore this idea from a visualization perspective. Since a word vector may involve a different number of factors with a different strength, neither binary coefficients or a k-sparse setting would be ideal for such a purpose. In section 2, we reformulate the NSC problem and also introduce the spectral clustering algorithm to further handle group sparsity. Once NSC has been train on word vectors from different word embedding methods, in section 3, we demonstrate reliable word factors with very clear semantic meanings, which is consistent with but not limited to the existing prior knowledge. With these reliable word factors, we then open up the word vectors and visualize them in many different ways. Through these visualizations, we show many interesting compositions: apple =0.09"dessert" + 0.11"organism" + 0.16"fruit" + 0.22"mobile&IT" + 0.42"other"
Many new word analogy tasks can be easily developed based on these learned word factors. Different embedding models and text corpus bias can be diagnosed, i.e. we find that a factor proportion might change depend on which corpus we use to train the word vector embedding.
Since several learned word factors may encode a similar meaning and frequently work together, we can use spectral clustering [26, 34] to group word factors with similar meanings. Each group can provide robust semantic meaning for each factor and identify key semantic differences in a word analogy task. We show in Section 4 that these groups help to improve the word analogy tasks significantly in almost every subcategory irrespective to which word embedding technique we use. Our simple and reliable discovery provides a new venue to understand the elementary factors in existing word embedding models. In Section 5, we discuss a few interesting questions and point out some potential directions for future work.
Word Factors Learning and Spectral Grouping
We use non-negative overcomplete sparse coding to learn word factors from word vectors. Given a set of word vectors {x j ∈ IR n } (n = 300 is used in this work as a convention), we assume each of them is a sparse and linear superposition of word factors φ i :
where Φ ∈ IR n×d is a matrix with columns Φ :,i , α ∈ IR d is a sparse vector of coefficients and is a vector containing independent Gaussian noise samples, which are assumed to be small relative to x. Typically d > n so that the representation is overcomplete. This inverse problem can be efficiently solved by FISTA algorithm [5] . A word vector x i is sampled with respect to the responding frequency f i of the word i in the corpus. Once the sparse coefficients is solved, we can then update the word factors to better reconstruct the word vectors. Through this iterative optimization, the word factors can be learned. We provide more details of the algorithm in Appendix B.
Though overcomplete sparse coding tends to extract more accurate elementary factors and thus approximate signal vectors at better accuracy given a fixed sparsity level, several learned factors may be corresponding to a similar semantic meanings.
[8] proposes to model the relationships by using a manifold embedding, which is essentially a spectral method. In this work, we use spectral clustering [26] to group the learned word factors into groups.
Since word factors with similar semantic meaning tends to co-activate to decompose a word vector, we calculate a normalized covariance matrix W of word factor coefficients with the unit diagonal removed:
where f i is the frequency of the ith word in the corpus, α i is the normalized sparse coefficients by each dimensions standard deviation such thatα ij = α ij /σ j , and
This matrix captures the similarity between the word factors. To better perform a spectral clustering, we first make the normalized covariance matrix W sparse by selecting k largest values in each row of W :
Where f k stands for keeping the k largest values unchanged in the given dimension, while setting all the other entities to 0. Then we obtain a symmetric sparse matrix:
W adj ∈ IR d×d is the adjacency matrix used in spectral clustering [26, 34] . We use the implementation of the algorithm in Scipy [16] . Using the notation from [34] , we first compute a normalized Laplacian matrix L sym :
where D is a diagonal matrix with the sum of each row of the symmetric W adj on its diagonal. Suppose we set the number of clusters to k, then the first k eigenvectors of L sym form the columns of matrix V ∈ IR d×k :
And we normalize each row of V to get a new matrix U :
where each row u i = V i,: / V i,: 2 . V i,: 2 indicates the L2 norm of the i th row of V. Finally, a k-means algorithm is performed on the d rows of U to get the clusters.
Visualization
The word factors learned for different word embedding models are qualitatively similar. For simplicity, we show the results for the 300 dimensional GloVe word vectors [30] pretrained on CommonCrawl [2]. We shall discuss the difference across different embedding models at the end in this section.
Once word factors have been learned and each word vector's sparse decomposition α has been inferred by Equation 8, we can denote them in the matrix form as the following:
where X :,i = x i and A :,i = α i , X ∈ IR n×N and A ∈ IR d×N . N is the size of the vocabulary. We do not require the dictionary A to be non-negative.
We can visualize a word factor Φ :,j by examining its corresponding row A j,: in A and visualize a word vector x :,i by examining the corresponding column α i of A. Since word factors are learned in an unsupervised fashion, the explicit meaning of each factor is unknown in advance. To help understand the meaning of a specific factor, we print out the words that have high coefficients for this factor, some examples are illustrated in Table 1 . We first present the visualization of word factors and give each factor a semantic name. Then we decompose word vectors into linear combinations of word factors. Furthermore, we demonstrate factor groups and discuss the difference across multiple word embedding models.
Word Factor Visualization
Word factors can be visualized through the sparse coding coefficients of each word vector. We refer to these coefficients as activations as they describe how much a factor is turned on for a specific word. In Table 1 , we demonstrate a set of factors with their top-activation words. Usually the top-activation words for each factor share an obvious semantic or syntactic meaning. Based on the top-activation words, a semantic name can be given to each factor as a guide. For example, for factor 59, we can call it "medical" since most of the words have activation on it are related to medical purpose. In the Appendix A, we discuss this naming procedure in more detail.
Reliability. The factors we discovered exhibit strong reliability. For instance, a female factor is illustrated in Figure 1 . Clearly, the activations remain all 0s for the male words, but have high values for the female words. Similarly strong word factors are also found to capture syntactic meanings of words. Figure 4 shows activations on a factor representing the superlative information, i.e. the superlative factor, where the superlative forms of adjectives have relatively high coefficients. The significance is obvious from the sharp contrast in the heights of the bars.
The Learned Factors Match the Prior. We empirically find that for each of the 14 word analogy tasks, there are always a few corresponding factors capture the key semantic difference, e.g. the "female", "superlative", "country" factors shown in Table 1 . Given the learned word factors closely matched the 14 word analogy tasks chosen based on human priors, we can expect the rest majority of the learned factors may provide an automatic method to select and construct the word analogy tasks. For instance, Figure 2 shows a factor corresponding to professions. For words such as "entertain", "poem", "law" and so on, it has 0 or very small activation, whereas for "entertainer", "poet" and "lawyer", the activations are clearly large. her, queen, herself, she, actress, feminist, heroine, princess, empress, sisters, woman, dowager, lady, sister, mother, goddess, women, daughter, diva, maiden, girl, ne, feminism, heroines In Appendix C, we provide more of such generated word analogy tasks by the learned factors.
Unclear Factors. While most of the factors have a strong and clear semantic meaning, there are also about less than 10% of them that we can not identify. Some of these factors have relatively dense acti- vations that they may activate on more than 10% of the whole vocabulary while the activations are relatively low. Some of the factors seem to cluster either high or low frequency words regardless of the semantics, e.g. a factor's top-activation words are all rare words. We feel that some of these unidentifiable factors might actually have semantic meaning with more Figure 3 : PCA visualization of a new word analogy task: "profession", which are automatically generated by the "profession" word factor. summarization effort and the rest might be due to an optimization choice, e.g. we sampled word embedding in proportion to the words' frequency during optimization, so that high frequency words got more exposure than low frequency ones.
Factor Groups. Different factors may correspond to similar semantic meaning and in a particular word vector, they co-activate or only one of them activate. But in general similar factors tend to have a relatively higher co-activation. Based on the co-activation strength, we can cluster word factors in to groups, each provides a more reliable semantic and syntactic meaning detection. In Appendix D, we show the coactivation patterns in more details. 
Word Vector Visualization
As a result of sparse coding, every word vector can now be expressed as a linear combination of a limited number of word factors. This makes it possible for us to open up continuous word vectors and see different aspects of meanings through the component factors. In Figure 5 , we show several word vectors as a combinations of highly activated factors.
Polysemy Separation. Words like "apple" contain multiple senses of meanings but are encoded into one continuous vector. By visualization through word factors, different senses are separated. As is shown in figure 5 , the vector of "apple" contains 4 major factors: "technology", "fruit", "dessert" and "organism". This combination coincides with our knowledge that "apple" is a fruit, a food ingredient, a living creature and a well-known tech company. Another polysemous example is the word "China": the presence of factor "ware" makes sense as the training corpus is not case sensitive. We further notice the "country" factors and the "Chinese" factor, which is closely related to specific Chinese nouns such as the names of its provinces and cities. In fact a combination of the "country" factor and a "country-specific" factor shows up as a common combination in the names of countries.
Semantic + Syntactic. Besides polysemy, we also find that words are opened up as combinations of both semantic and syntactic factors: "big" has both "size" and "comparative" factor; "won" has "match", "award", "sports" and of course "past tense".
Unexpected Meaning. Sometimes a word may have an unexpected factor, e.g. in the visualization of "so", we find a "German" factor, of which all the top activated words are German word pieces like "doch", "aber", "voll", "schn" and "ich". The possible explanation for this is that the training data of the embedding model covers German corpus, and "so" is actually also used in German. [24] has demonstrated that linear operations between continuous word vectors can capture linguistic regularities. Now given such factors with clear and strong semantic meanings, it is natural to think of some manipulations. An interesting question is: if we manually add in or subtract out a certain factor from a word vector, would the new word vector be consistent with the semantic relations entailed by the manipulation? To validate this, we manipulate a vector with some factors, and see what is the nearest word in the embedding space. Examples are listed in Table 2 . Since the average norm of the word vectors we use is about 7.2, while the factors are of unit norm, we give a constant coefficient of 4 to the factors so that their lengths become compa- 
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rable but still shorter than the word vectors, therefore can be appropriately regarded as components of word vectors. Results show that both syntactic and semantic meanings including part of speech, gender, sentiment and so on are successfully modified in the desired way. This interesting experiment shows the potential of word factors. Given their explicit meanings, now we are no longer limited to operations between word vectors, but can also conduct operations between word vectors and factors.
Comparison Across Different Models
We [36] . Although the results are similar between different embedding models, we also notice some interesting differences that can provide under-standing of the models. In the fastText embeddings, word "sing" has a abnormally high activation on the factor "present tense", as is shown in Figure 6 . This is because the algorithm trains word embeddings based on subword n-grams [7, 17] , in this way word "sing" is considered as if a word in present tense because it contains a three-gram "ing". This shows that despite the advantages of using subword n-grams to embed words, such as tackling out-of-vocabulary issue and encode strong syntactic information, it may also lead to problems. Such a visualization can be used to diagnose and provide insights to improve the existing methods. Figure 6 : The word vector "sing" learned by fastText has a high activation on the "present tense" factor, due to the subword structure 'ing'.
There are also differences that reflect bias in different corpus. For example, we compared the pretrained GloVe and a GloVe model trained only on Wikipedia, and refer to them as "GloVe Crawl" and "GloVe Wiki". As a result, we discovered the factor "bedding" in the visualization of vector "king" in the "GloVe Crawl", while it is missing in "GloVe Wiki". The only Figure 7 : Difference between embedding models. The visualization of "king" has significant "bedding" factor in "GloVe Crawl", but it is not found in "GloVe Wiki".
difference between the two models is the training data. The presence of factor "bedding" actually makes sense because "king" is frequently used to describe the size of beds and bedclothes. The reason why it is missing in "GloVe Wiki" is likely due to the difference in training data. Which is to say such usage of "king" is much less frequent in Wikipedia than in CommonCrawl, so it is possible that this aspect of meaning is not significant on Wikipedia. In order to verify this, we examined the average co-occurrence statistics in Wikipedia between "king" and top 100 activated words of factor "royal" and "bedding". The fact that the former is more than 30 times larger than the latter supports the assumption that "king" appears rather rarely in the "bedding" context. Thus a factor of "bedding" is hard to get given the corpus from Wikipedia. This comparison shows that the difference in data is captured by embedding models and displayed by our factors.
Improvement in Semantic and Syntactic Tasks with Word Factors
Word analogy task is a classic task for evaluating the quality of word embeddings. Proposed first by [22] , it measures the accuracy of answering the question : A is to B as C is to D, such as 'king' is to 'queen' as 'man' is to 'woman' and 'slow' is to 'slower' as 'good' is to 'better'. Given word A, B and C, a model must try to predict D. The conventional approach taken by the word embeddings [22, 30, 7 ] is a vector arithmetic: calculate B − A + C, and find its nearest neighbor in the embedding space as the predicted word. While this approach leads to good results, several failure modes are shown in Table 5 . Although vector arithmetic returns a word very close to the ground truth in terms of meaning, it fails to identify the key semantic relationship implied in the question.
However, if semantic meaning captured by the factors are reliable enough, they should be able to identify the semantic difference and therefore correct such mistakes very easily. To do this, we propose a simple factor group selection approach, where we require the predicted word to not only be the closest in the embedding space, but also have an higher activation on the specific factor groups than that of the words in the other category. For example, to be selected as an answer, "queen"'s activation on the "female" factor group must be higher than those male words in the subtask. By simply applying this factor group selection approach, we achieve consistent improvement for every embedding algorithm on almost every subtask. For many subtasks, the improvement is quite significant. Three experiments in Table 3 get a decreased performance, most likely due to the correct factors are not grouped together during spectral clustering.
Besides validating the previously identified relationships, as mentioned in Section 3.1, we are also able to find many new ones using the factors, such as "ideology" (Figure C .2), "profession" (Figure 3) and "adjto-verb" (Figure C.1) . The questions are constructed in the same way as word analogy tasks. Here are examples from each new task:
Performance of each embedding method on the new tasks is shown in Table 4 , which has the same behavior as shown in Table 3 . Consistent improvements are obtained once we apply the simple factor group selection method. This further demonstrates that word factors can capture reliable semantic meanings and the phenomenon is not only constraint to the previously proposed ones in the word analogy task.
Discussion
In this work, we show that dictionary learning can extract elementary factors from continuous word vectors. By using the learned factors, we can meaningfully decompose word vectors and visualize them in many interesting ways. Further, we demonstrate with these factors, we can consistently improve many word embedding methods in word analogy tasks. The word factors may provide an convenient mechanism to develop new word analogy tasks beyond the existing 14 ones. Further examination of existing word embedding models may leads to further improvements.
A fundamental question that remains to be answered is why word factors can be combined in such linear fashion? [19] provides one possible explanation: with sparse word representation, which explicitly encode each word's context statistics, one can also construct equally good word vectors. If we see a word vector as an explicit statistic based on a word's surrounding context, then this context may fall into sub-categories of words. Our guess is that the learned word factors reflects each of these sub-context categories. This suggests an interesting future direction of our work. A limit of this work is that all the word vectors we visualize are trained from methods which ignore the context of a word used in a specific instance. Applying dictionary learning to attention-based methods [33, 9] is another interesting future direction. Finally, the existence of more elementary meaning than words is a debatable argument in linguistic study. The learned word factors may also provide insights and verification to the sememe thoery [4, 27, 37] . We leave this to the future work.
[3] Carl Allen and Timothy M. The idea that it reflects ideology forms of different concepts is quite obvious once we see the words. So the factor summarized as "ideology".
B The Details of the Non-negative Sparse Coding Optimization
As a convention, all the word vectors used in this word is 300 dimensional and we choose our dictionary to have 1000 word factors. 1 To learn the word factors, we use a typical iterative optimization procedure:
These two optimizations are both convex, we solve them iteratively to learn the word factors: In practice, we use minibatches contains 100 word vectors as X. Optimization 9 can converge in 500 steps using the FISTA algorithm. We experimented with different λ values from 0.3 to 1, and choose λ = 0.5 to give results presented in this paper. Once the sparse coefficients have been inferred, we update our dictionary Φ based on Optimization 10 by one step using an approximate second-order method, where the Hessian is approximated by its diagonal to achieve an efficient inverse [10]. The second-order parameter update method usually leads to much faster convergence of the word factors. Empirically, we train 200k steps and it takes about 2-3 hours on a Nvidia 1080 Ti GPU. 1 We also experimented other settings and they all lead to qualitatively similar result and discussing the difference is beyond the scope of this work.
C The New Word Analogy Tasks Generated
In this section, we would like to demonstrate further that the word factors are more elementary structures than word vectors. Figure C.2: PCA visualization of a new word analogy task: "ideology", which are automatically generated by the "ideology" word factor.
D Factor Group Co-activation
In Figure D .1 and D.2 we use heat maps to visualize the activations of factors within a group. A heat map shows a fraction of the activation matrix A in Equation 8, with each row corresponds to a factor, each column to a word. Therefore, a bright block indicates a high activation on the given word and the dark background means 0 values. It is very clear that factors within a group are often activated together on the same words, forming parallel bright bands across the heat maps. 
