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Abstrakt
Tato bakala´rˇska´ pra´ce se zaby´va´ tvorbou informacˇnı´ho syste´mu pro spra´vu projektu˚ a
u´kolu˚ dle metodiky GTD. V u´vodu pra´ce popı´sˇi samotnou metodiku, da´le se zameˇrˇı´m na
volbu technologiı´, ktere´ budou zapotrˇebı´ pro realizaci takove´ho syste´mu, analy´zu cele´ho
rˇesˇenı´ a nakonec implementaci v podobeˇ webove´ aplikace.
Klı´cˇova´ slova: Informacˇnı´ syste´m, webova´ aplikace, Getting Things Done, GTD, osobnı´
time managment, Python, Django
Abstract
This bachelor thesis deals with the creation of an information system for managing projects
and tasks according to GTD methodology. In the introduction I describe the actual method-
ology, then I focus on the choice of technologies, that will be needed to implement such
a system, analysis of the solution and finally the implementation in the form of a web
application.
Keywords: Information system, web application, Getting Things Done, GTD, personal
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Seznam pouzˇity´ch zkratek a symbolu˚
GTD – Getting Things Done
HTTP – Hyper Text Transfer Protocol
URL – Uniform Resource Locator
CSS – Cascading Style Sheets
HTML – HyperText Markup Language
PHP – PHP: Hypertext Preprocessor
JS – JavaScript
DRY – Don’t Repeat Yourself
DIE – Duplication Is Evil
API – Application Programming Interface
SRˇBD – Syste´m Rˇı´zenı´ Ba´ze Dat
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51 U´vod
Zˇijeme v uspeˇchane´m a modernı´m veˇku. Dı´ky vy´voji v oblasti technologiı´ jsme schopni
cestovat mezi kontinenty rychlostı´, o ktere´ se nasˇim prˇedchu˚dcu˚m ani nezda´lo, jsme
schopni kontaktovat te´meˇrˇ kohokoliv na druhe´m konci sveˇta beˇhem neˇkolika ma´lo vterˇin,
doka´zˇeme odesı´lat desı´tky a stovky e-mailu˚ beˇhem jedine´ho pracovnı´ho dne. Modernı´
veˇk na´m prˇinesl mnoho vy´hod, ale stejneˇ tak na´m prˇinesl nove´ proble´my, ktere´ je trˇeba
rˇesˇit. Mnozˇstvı´ informacı´, ktere´ musı´me v dnesˇnı´m sveˇteˇ kazˇdodenneˇ zpracovat je ob-
rovske´ a mı´ra stresu je tomuto mnozˇstvı´ cˇasto u´meˇrna´.
Zˇijeme take´ v dobeˇ produktivity pra´ce. Nikdy za celou historii lidstva neexistovala
tak obrovska´ masa lidı´, ktera´ byla skutecˇneˇ zodpoveˇdna´ za svu˚j pracovnı´ cˇas. Tato od-
poveˇdnost nynı´ lezˇı´ na bedrech veˇtsˇiny z na´s.
Jak jizˇ zada´nı´ me´ pra´ce napovı´da´, my´m u´kolem bylo prˇipravit podpu˚rny´ syste´m pro
spra´vu projektu˚ a u´kolu˚ dle metody osobnı´ho time managmentu Getting Things Done.
V prvnı´ cˇa´sti te´to pra´ce se budu veˇnovat metodeˇ jako takove´ a rozeberu vesˇkere´ podrob-
nosti, ktere´ bude potrˇeba zmı´nit pro implementaci tohoto syste´mu. Da´le se budu veˇnovat
technologiı´m, ktere´ bylo nutne´ pro jeho vznik vyuzˇı´t, analy´ze cele´ho syste´mu a konecˇneˇ
implementaci, kde pouka´zˇi na urcˇite´ oblasti cele´ho rˇesˇenı´, ktere´ byly steˇzˇejnı´m bodem.
62 Osobnı´ time managment
Osobnı´ time managment nenı´ novy´m trendem 21. stoletı´, i kdyzˇ by se tak mohlo zda´t.
Pouze je v nasˇı´ uspeˇchane´ a dynamicky se meˇnı´cı´ dobeˇ vı´ce zapotrˇebı´. Hlavnı´ motivacı´
a du˚vodem, procˇ se snazˇit tento trend zarˇadit do nasˇich zˇivotu˚, vystihujı´ na´sledujı´cı´ dva
cita´ty:
”Veˇtsˇina stresu nepocha´zı´ z toho, zˇe toho ma´me moc. Nejveˇtsˇı´ stres vznika´ ze
vsˇeho zapocˇate´ho a nedokoncˇene´ho.”- Stephen Covey
”Donut’te cˇloveˇka pracovat dle prˇesny´ch prˇedpisu˚ a jeho prˇedstavivost se roz-
jede naplno a vytvorˇı´ ty nejlepsˇı´ na´pady. Dejte cˇloveˇku naprostou svobodu a
pra´ce se bude vle´ct donekonecˇna.”- T.S. Eliot
Cı´lem vsˇech metod osobnı´ho time managmentu je maxima´lneˇ zredukovat stres spo-
jeny´ s vykona´vanou pracı´, zvy´sˇit jejı´ produktivitu, pomoct urcˇit jejı´ smysl a vytvorˇit ta-
kove´ podmı´nky, aby jsme mohli mysl pouzˇı´vat kreativneˇ. To vsˇe by se meˇlo dı´t za pomocı´
jednoduche´ho syste´mu a rˇady spra´vny´ch na´vyku˚.
V soucˇasne´ dobeˇ je zna´ma cela´ rˇada time managmentovy´ch metod. Mezi nejzna´meˇjsˇı´
patrˇı´: 7 na´vyku˚ skutecˇneˇ efektivnı´ch lidı´, jejı´zˇ autorem je Stephen R. Covey [1] a Getting
Things Done nebo-li GTD, jejı´zˇ autorem je americky´ koucˇ v oblasti produktivity David
Allen [2].
Pra´veˇ GTD se stalo pro svou jednoduchost a prˇı´mocˇarost velice oblı´benou metodou
mezi IT profesiona´ly po cele´m sveˇteˇ.
2.1 Getting Things Done
Getting Things Done nebo-li GTD objasnˇuje, jak zvla´dat dva za´kladnı´ faktory, ktere´ jsou
neodmyslitelnou soucˇa´stı´ kazˇde´ho projektu, cˇi u´kolu - kontrolu a perspektivu.
Kontrola je dle Allanova na´vrhu [3] zı´ska´va´na peˇti za´kladnı´mi na´vyky: zaznamena´va´nı´m,
objasnˇova´nı´m, organizova´nı´m, reflexı´ a samotnou akcı´, ktera´ vede ke splneˇnı´ dane´ho
u´kolu. Jedna´ se o faktor, ktery´ lze zı´skat systematizacı´ pracovnı´ch postupu˚ a procesu˚ a je
to tedy cˇa´st cele´ho syste´mu, ktera´ je prˇeva´zˇneˇ prˇedmeˇtem te´to pra´ce.
Perspektiva je pak zı´ska´va´na a udrzˇova´na pomoci stanovenı´: projektu˚, oblastı´ zod-
poveˇdnosti, cı´lu˚, vizı´, smyslu˚ a hodnot.
2.1.1 Zaznamena´va´nı´
Zaznamena´va´nı´ (obcˇas take´ oznacˇova´no jako shromazˇd’ova´nı´) je prvnı´m na´vykem pro
zı´ska´nı´ kontroly. GTD zava´dı´ tzv. vstupnı´ schra´nky [2], do ktery´ch je nutne´ beˇhem dne
zaznamena´vat vsˇechny nasˇe za´vazky. Obecneˇ je doporucˇeno mı´t vstupnı´ schra´nky dveˇ.
Jednu pro fyzicke´ prˇedmeˇty jako jsou naprˇ. ru˚zne´ materia´ly v papı´rove´ podobeˇ, cˇi jake´koliv
jine´ prˇedmeˇty a druhou v elektronicke´, cˇi v papı´rove´ podobeˇ, do ktere´ si beˇhem dne za-
znamena´va´me vesˇkere´ u´koly, povinnosti, na´pady a dalsˇı´ za´vazky, ktere´ na´m prˇijdou na
mysl.
7Prˇi nasazova´nı´ cele´ metodiky je tato fa´ze obvykle nejdelsˇı´. V prvnı´ cˇa´sti je nutne´ projı´t
vesˇkere´ nezpracovane´ materia´ly, shroma´zˇdit vesˇkere´ prˇedmeˇty, ktere´ poutajı´ nasˇi pozor-
nost a jsou spjaty s neˇjakou akcı´, projı´t vesˇkerou e-mailovou korespondenci, shroma´zˇdit
nevyrˇı´zenou fyzickou posˇtu apod.
Druha´ cˇa´st spocˇı´va´ v u´klidu nasˇı´ mysli. Je nutne´ ji prova´deˇt idea´lneˇ v naproste´m
klidu a bez vyrusˇova´nı´. Cely´ proces spocˇı´va´ v tom, polozˇit si prˇed sebe na pra´zdny´ stu˚l
pouze papı´r a tuzˇku a v mysli procha´zet vesˇkere´ oblasti nasˇeho zˇivota, kde je mozˇne´,
zˇe musı´me vykonat nebo jsme zodpoveˇdnı´ za urcˇitou cˇinnost. Jedna´ se o oblasti jako
je pra´ce, konkre´tnı´ projekty, jednotlivı´ klienti, take´ naprˇ. vize, ktery´ch by jsme chteˇli
dosa´hnout, nasˇe rodina apod. Vy´sledkem te´to cˇa´sti, ktera´ mu˚zˇe trvat i neˇkolik hodin
by meˇl by´t seznam vsˇech nasˇich za´vazku˚, ktery´ jsme do te´to chvı´le uchova´vali pouze v
pameˇti.
V pru˚beˇhu osvojova´nı´ si cele´ metodiky je v te´to fa´zi klı´cˇove´ vytvorˇit si na´vyk, dı´ky
ktere´mu budeme do vstupnı´ schra´nky skutecˇneˇ neusta´le umist’ovat vesˇkere´ za´vazky,
na´pady a podneˇty, ktere´ beˇhem dne vyvstanou nebo na´m zrovna prˇijdou mysl.
Tento na´vyk je prvnı´ z rˇady na´vyku˚, ktere´ Allen oznacˇuje jako klı´cˇove´ k tomu, aby
jsme dosa´hli stavu: mysl jako voda [2].
Stejneˇ klı´cˇove´ je se s teˇmito za´vazky pote´ da´le vyporˇa´dat ve fa´zi objasnˇova´nı´ a or-
ganizace. Toto vyporˇa´da´va´nı´ je dle Allena nutne´ prova´deˇt alesponˇ jedenkra´t v pru˚beˇhu
jednoho azˇ dvou dnu˚ [2].
Dle my´ch dlouhodoby´ch zkusˇenostı´ je neplneˇnı´ te´to fa´ze prvnı´ ze dvou nejza´kladneˇjsˇı´ch
chyb, dı´ky ktere´ se na´sledneˇ cely´ syste´m bortı´ a sta´va´ se nepouzˇitelny´m.
2.1.2 Objasnˇova´nı´ a organizova´nı´
Druhou fa´zı´ pro zı´ska´nı´ kontroly je objasnˇova´nı´ a organizace. Na zacˇa´tku te´to fa´ze obsa-
huje fyzicka´, elektronicka´ cˇi papı´rova´ vstupnı´ schra´nka neˇkolik polozˇek a nynı´ je nutne´
rozhodnout, jak s nimi nalozˇit.
Beˇhem te´to fa´ze zava´dı´ GTD neˇkolik novy´ch pojmu˚:
• Dalsˇı´ krok - dalsˇı´ krok je jaka´koliv fyzicka´ cˇinnost nebo u´kol, ktery´ je jizˇ da´le nedeˇlitelny´
a jedna´ se o prvnı´ potrˇebny´ krok, ktery´ je nutne´ splnit pro to, aby se dala cela´
za´lezˇitost do pohybu. Tento krok musı´ by´t jasneˇ definova´n.
Prˇı´klad 2.1
Meˇjme naprˇı´klad za´lezˇitost - jı´t do kina na premie´ru nove´ho filmu. Dalsˇı´ logicky´
krok v te´to za´lezˇitosti je - zvednout telefon a lı´stky zarezervovat. Dalsˇı´ krok by
samozrˇejmeˇ mohl by´t rozdeˇlen jesˇteˇ da´le na jednotlive´ kroky jakou jsou: vzı´t tele-
fon, najı´t cˇı´slo, zatelefonovat, zarezervovat lı´stky. V tomto ohledu by se ovsˇem jed-
nalo o micro management, prˇed ktery´m GTD du˚razneˇ varuje a ktery´ vede pouze k
neprˇehlednosti cele´ho syste´mu a je znacˇneˇ neefektivnı´ take´ z pohledu vynalozˇene´ho
cˇasu na u´drzˇbu. Zvednout telefon je tedy krok, ktery´ je jizˇ da´le nedeˇlitelny´, jedna´
se o prvnı´ potrˇebny´ krok, ktery´ je nutne´ prove´st a za´rovenˇ je dostatecˇneˇ jasneˇ defi-
nova´n, aby bylo zrˇejme´ co obna´sˇı´. Tento krok take´ vyzˇaduje jasnou fyzickou akci,
8cozˇ je jedna ze za´kladnı´ch vlastnostı´, ktere´ je nutne´ dodrzˇet. Krok typu zamyslet, se
do jake´ho kina jı´t, by byl sˇpatny´m dalsˇı´m krokem, ktery´ by vedl pouze k odkla´da´nı´
cele´ za´lezˇitosti a prokrastinaci.
• Projekt - je seskupenı´ dalsˇı´ch kroku˚, ktere´ vedou k jednomu cı´li, ktery´ je jasneˇ defi-
nova´n a po jehozˇ dokoncˇenı´ je projekt oznacˇen jako vyrˇı´zeny´.
Prˇı´klad 2.2
Za´lezˇitost z vy´sˇe uvedene´ho prˇı´kladu 2.1 je vzorovy´m projektem skla´dajı´cı´ho se
naprˇı´klad z kroku˚: zarezervovat lı´stky, ozna´mit termı´n prˇı´telkyni, jı´t do kina.
• Seznam projektu˚ - seznam projektu˚ je elektronicky´, cˇi papı´rovy´ seznam vsˇech nasˇich
projektu˚, ktere´ jsme schopni momenta´lneˇ rˇesˇit.
• Seznam cˇeka´m na - na seznam cˇeka´m na jsou zaznamena´ny vesˇkere´ kroky, ktere´
byly delegova´ny na jinou osobu a za jejichzˇ vyrˇı´zenı´ jsme zodpoveˇdnı´.
• Seznam dalsˇı´ch kroku˚ - na seznamu dalsˇı´ch kroku˚ jsou vedeny jednotlive´ kroky,
ktere´ je nutno prove´st proto, aby se dane´ za´lezˇitosti daly do pohybu.
• Kalenda´rˇ - kalenda´rˇ je mı´sto, na ktere´ jsou zaznamena´ny vesˇkere´ kroky a projekty,
ktere´ jsou cˇasoveˇ ohranicˇeny nebo ktere´ musı´ by´t provedeny v urcˇitou dobu.
Prˇı´klad 2.3
Z nasˇeho prˇı´kladu 2.2 se jedna´ o krok - jı´t do kina, ktery´ je va´za´n na urcˇite´ datum a
cˇas.
• List neˇkdy/mozˇna´ - na tomto listeˇ jsou vedeny vesˇkere´ dalsˇı´ kroky, projekty, na´pady
a na´meˇty, ktere´ nejsou momenta´lneˇ realizovatelne´ nebo na ktere´ nezbyl cˇas pro re-
alizaci, ale je mozˇne´, zˇe budou v budoucnu aktua´lnı´.
• Kontext - kontext je osoba, mı´sto nebo zarˇı´zenı´, ktere´ je spjato s dany´m krokem a
bez ktere´ho nenı´ mozˇne´ tento krok splnit. V moderneˇjsˇı´ch GTD syste´mech lze take´
jednotlive´ kroky dle kontextu filtrovat, cozˇ vede k veˇtsˇı´ produktiviteˇ pra´ce.
Prˇı´klad 2.4
V nasˇem prˇı´kladeˇ 2.2 by meˇl by´t kroku˚m: zarezervovat lı´stky a ozna´mit termı´n
prˇı´telkyni prˇideˇlen kontext telefon. Druhy´ z uvedeny´ch kroku˚ by pote´ mohl mı´t
prˇideˇlen mimo jine´ kontext prˇı´telkyneˇ.
Cely´ proces objasnˇova´nı´ a organizova´nı´ v te´to fa´zi se rˇı´dı´ dle GTD diagramu [2], ktery´
demonstruje obra´zek 1.
Na zacˇa´tku je trˇeba urcˇit, zda je dana´ za´lezˇitost vu˚bec realizovatelna´. Na za´kladeˇ
tohoto rozhodnutı´ na´sleduje jeden z na´sledujı´cı´ch modelu˚:
9Obra´zek 1: GTD Diagram
• V prˇı´padeˇ, zˇe je realizovatelna´, je zapotrˇebı´ urcˇit dalsˇı´ krok. Za´lezˇitost se v te´to fa´zi
samozrˇejmeˇ mu˚zˇe sta´t sama o sobeˇ dalsˇı´m krokem, cˇi projektem, cˇi by´t zarˇazena
jizˇ do existujı´cı´ho projektu. V kazˇde´m z teˇchto prˇı´kladu˚ je nutne´ za´lezˇitost zave´st
na prˇı´slusˇny´ list. V prˇı´padeˇ, zˇe se za´lezˇitost stala projektem, je nutne´ identifikovat
vsˇechny blı´zke´ kroky vedoucı´ k jeho dokoncˇenı´. Jakmile se tak stane, je zapotrˇebı´
zameˇrˇit se na kazˇdy´ krok v projektu (cˇi pouze dany´ dalsˇı´ krok, pokud je za´lezˇitost
krokem sama o sobeˇ) a polozˇit si ota´zku: Zabere mi splneˇnı´ tohoto u´kolu me´neˇ nezˇ
dveˇ minuty? Pokud ano, provedeme u´kol ihned. Pokud ne a v prˇı´padeˇ, zˇe existuje
opra´vneˇneˇjsˇı´ osoba, ktera´ by meˇla u´kol rˇesˇit, tak jej delegujeme a poznamena´me si
jej na seznam u´kolu˚ - cˇeka´m na. Pokud u´kol nemu˚zˇeme delegovat, tak jej zazna-
mena´me na seznam dalsˇı´ch kroku˚ k dane´mu projektu, poprˇı´padeˇ, pokud je spojen
s konkre´tnı´m datem, poznamena´me do kalenda´rˇe a prˇideˇlı´me mu kontext.
• V prˇı´padeˇ, zˇe nenı´ za´lezˇitost realizovatelna´, na´sledujı´ trˇi mozˇnosti rˇesˇenı´:
– Za´lezˇitost si ulozˇı´me jako informaci pro pozdeˇjsˇı´ vyuzˇitı´.
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– Za´lezˇitost si zapı´sˇeme na list neˇkdy/mozˇna´, protozˇe momenta´lneˇ nejsme schopni
s jejı´ realizacı´ nic udeˇlat, ale v budoucnu se mu˚zˇe tato situace zmeˇnit.
– V prˇı´padeˇ, zˇe nevyuzˇijeme ani jednu z vy´sˇe zmı´neˇny´ch mozˇnostı´, nezby´va´ nic
jine´ho nezˇ za´lezˇitost zahodit.
Vy´sˇe popsany´ koncept je pro GTD v te´to fa´zi za´sadnı´ a cely´ syste´m je zalozˇen na
jeho architekturˇe. Osvojova´nı´ probı´ha´ prˇekvapiveˇ velice rychle a to dı´ky skutecˇnosti, zˇe
je cely´ koncept zalozˇen na modelu prˇirozene´ho pla´nova´nı´ [2]. Allen jednodusˇe cely´ tento
koncept prˇipravil na modelu, ktery´ lidsky´ mozek vyuzˇı´va´ jizˇ od nepameˇti. Zavedl pouze
nove´ pravidlo dvou minut tak, aby eliminoval jake´koliv dalsˇı´ na´znaky micro manag-
mentu, nebo-li deˇla´nı´ time managmentu pro time managment a nikoliv pro zefektivneˇnı´
skutecˇne´ pra´ce a zabra´nil tak take´ prˇehlcenosti a neprˇehlednosti cele´ho syste´mu. Da´le
na´s Allen noveˇ nutı´ vesˇkere´ u´koly zapisovat na externı´ seznamy, dı´ky ktery´m zı´ska´va´me
lepsˇı´ prˇehled o svy´ch za´vazcı´ch, snizˇujeme mı´ru vnitrˇnı´ho stresu, prˇesta´va´me hlavu pouzˇı´vat
jako datovou u´schovnu a zacˇı´na´me ji pouzˇı´vat ke kreativnı´mu mysˇlenı´.
2.1.3 Reflexe
V te´to chvı´li se syste´m skla´da´ z neˇkolika vytvorˇeny´ch listu˚, na ktery´ch jsou zaznamena´ny
ru˚znorode´ u´koly k rˇesˇenı´, jsou zrˇı´zeny vstupnı´ schra´nky, do ktery´ch umı´st’ujeme a zazna-
mena´va´me noveˇ vznikle´ za´vazky a byl objasneˇn upraveny´ model prˇirozene´ho pla´nova´nı´.
Nynı´ je nutne´ osvojit si efektivnı´ na´vyk pro to, aby byl cely´ syste´m neusta´le aktua´lnı´.
V opacˇne´m prˇı´padeˇ by se postupem cˇasu zhroutil podobneˇ jako domecˇek z karet.
V te´to fa´zi Allen zavadı´ tzv. ty´dennı´ hodnocenı´ [2]. Ty´dennı´ hodnocenı´ je jednoduchy´
proces, ktery´ je nutne´ vykona´vat s ty´dennı´ periodicitou a skla´da´ se z na´sledujı´cı´ch kroku˚:
• Revize vstupnı´ch schra´nek - je zapotrˇebı´ projı´t vesˇkere´ vstupnı´ schra´nky a zorga-
nizovat jejich obsah pomocı´ diagramu z kapitoly 2.1.2. Da´le je nutne´ promyslet,
zda se v pru˚beˇhu ty´dne nevyskytly neˇjake´ za´vazky, ktere´ nebyly do schra´nky po-
znamena´ny. Jako pomu˚cku v te´to fa´zi brainstormingu Allen doporucˇuje projı´t ma-
teria´ly, ktere´ jsme v pru˚beˇhu ty´dne nastrˇa´dali na pracovnı´m stole.
• Revize listu projektu˚ - da´le je vhodne´ projı´t cely´ seznam se zaznamenany´mi pro-
jekty. Je nutne´ projı´t vsˇechny kroky k teˇmto projektu˚m a zhodnotit, zda projekt
neobsahuje kroky, ktere´ jsou jizˇ splneˇny nebo jizˇ nejsou aktua´lnı´, da´le je trˇeba roz-
hodnout, zda se v pru˚beˇhu ty´dne nevyskytly skutecˇnosti, dı´ky ktery´m jsme nuceni
projekt odlozˇit nebo se ho u´plneˇ zbavit.
• Revize ostatnı´ch mı´st syste´mu - pokud jsou zrevidova´ny vesˇkere´ vstupnı´ schra´nky
a list s projekty, je zapotrˇebı´ zrevidovat vesˇkere´ dalsˇı´ listy a u´lozˇna´ mı´sta syste´mu.
V te´to fa´zi tedy procha´zı´me listy cˇeka´m na, neˇkdy/mozˇna´, list dalsˇı´ch kroku˚, ka-
lenda´rˇ a archiv, do ktere´ho se ukla´dajı´ informace. Opeˇt se vybı´ra´ polozˇka po polozˇce
a rozhoduje se, zda je sta´le aktua´lnı´, zda je potrˇebna´ a na za´kladeˇ tohoto rozhodnutı´
se s nı´ nalozˇı´.
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Reflexe je prˇedposlednı´m z na´vyku˚, ktere´ GTD ucˇı´ a ktery´ je pro dlouhodoby´ chod
syste´mu, jeho pouzˇitelnost a aktua´lnost klı´cˇovy´.
Z dlouhodoby´ch zkusˇenostı´ vyply´va´, zˇe nedodrzˇova´nı´ tohoto na´vyku je druhou nejcˇasteˇjsˇı´
chybou, ktera´ vede k pa´du cele´ho syste´mu.
2.1.4 Akce
U´kolem poslednı´ fa´ze je naucˇit se ten nejdu˚lezˇiteˇjsˇı´ na´vyk, bez ktere´ho by bylo vsˇe prˇedchozı´
k nicˇemu. Poslednı´m na´vykem k osvojenı´ je vykona´vat zvolene´ kroky spra´vneˇ a ve spra´vne´m
porˇadı´. Cely´ syste´m je postaven na mysˇlence usnadnit a zefektivnit pra´ci a akce je jeho
poslednı´ klı´cˇovou cˇa´stı´.
Dle Allena [2] je trˇeba v te´to cˇa´sti prˇejı´t z intuitivnı´ho rozhodova´nı´ o volbeˇ u´kolu k
jasneˇ vytycˇene´mu syste´mu, ktery´ za na´s doka´zˇe urcˇit, jaky´ u´kol je nutne´ momenta´lneˇ
rˇesˇit.
Prˇi vy´beˇru vhodne´ho kroku k rˇesˇenı´ je nutne´ volit na za´kladeˇ teˇchto cˇtyrˇ krite´riı´, ktere´
jsou serˇazeny dle priority:
• Kontext - kroky s jaky´m kontextem je v me´ moci momenta´lneˇ rˇesˇit? Ma´m u sebe
mobilnı´ telefon? Notebook? Jsem prˇipojen k internetu? Tyto ota´zky je nutne´ zod-
poveˇdeˇt. Pra´ce s kontexty je jednou z nejveˇtsˇı´ch vy´hod GTD a GTD je jediny´ time
managmentovy´ syste´m, ktery´ kontexty jako takove´ zava´dı´. V praxi efektivnı´ pra´ce
s kontexty probı´ha´ tak, zˇe je vybra´n jeden kontext - naprˇ. telefon - a vesˇkere´ kroky,
ktere´ tento kontext obsahujı´, jsou plneˇny jeden za druhy´m. Vzhledem k tomu, zˇe jde
o opakujı´cı´ se cˇinnost, docha´zı´ veˇtsˇinou k velke´ u´sporˇe cˇasu v porovna´nı´ s rˇesˇenı´m
neˇkolika ru˚znorody´ch kroku˚.
• Dostupny´ cˇas - v prˇı´padeˇ, zˇe je kontext vyhovujı´cı´, je dostupny´ cˇas druhy´m nejdu˚lezˇiteˇjsˇı´m
krite´riem. Pokud pracujeme v kontextu telefon a jsme naprˇı´klad v situaci, kdy na´m
zacˇı´na´ do 5 minut porada, tak zrˇejmeˇ nesplnı´me u´kol, na za´kladeˇ ktere´ho je nutne´
informovat du˚lezˇite´ho klienta o novy´ch krocı´ch v projektu, ktery´ se ho ty´ka´, ale
da´me prˇednost neˇjake´mu jednodusˇsˇı´mu telefona´tu, ktery´ mu˚zˇeme rychle odby´t.
• Dostupna´ energie - pokud jsme zvolili kontext a ma´me na u´kol dostatek cˇasove´ho
prostoru, je dostupna´ energie prˇedposlednı´ krite´rium prˇi vy´beˇru vhodne´ho u´kolu.
V te´to fa´zi je nutne´ zhodnotit, zda na dany´ u´kol ma´me dostatek energie. V pozdnı´ch
odpolednı´ch hodina´ch po na´rocˇne´m dni se tak radeˇji nepustı´me do steˇzˇejnı´ho u´kolu
a vyrˇı´dı´me radeˇji neˇkolik mensˇı´ch.
• Priorita dane´ho u´kolu - priorita je poslednı´ krite´riem prˇi volbeˇ u´kolu. V te´to fa´zi
zhodnocujeme, zda neexistuje v nasˇem syste´mu u´kol ve stejne´m kontextu, ktery´
zabere relativneˇ stejne´ mnozˇstvı´ cˇasu a energie a ktery´ ma´ veˇtsˇı´ prioritu. Pokud
ano, prˇekrocˇı´me k tomuto u´kolu, v opacˇne´m prˇı´padeˇ realizujeme, jizˇ zvoleny´.
Cely´ vy´sˇe uvedeny´ koncept opeˇt vycha´zı´ z prˇirozene´ho pla´nova´nı´ a podveˇdomeˇ jej v
urcˇite´ variaci prova´dı´ kazˇdy´ z na´s. Vytvorˇenı´ na´vyku, aby byl vykona´va´n ve spra´vne´m
porˇadı´, je poslednı´m prˇedpokladem pro efektivnı´ funkci cele´ho syste´mu.
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Akce je poslednı´ fa´zı´ GTD a objasneˇnı´m te´to poslednı´ cˇa´sti jsem uzavrˇel pojedna´nı´
o cele´m syste´mu. My´m u´kolem bylo vytvorˇit informacˇnı´ syste´m dle urcˇity´ch specifikacı´,
ktery´ bude z teˇchto za´sad vycha´zet. Jednı´m z prvnı´ch kroku˚ po objasneˇnı´ proble´mu je
volba jednotlivy´ch technologiı´, na ktery´ch bude cele´ rˇesˇenı´ postaveno a tomuto proble´mu
se proto take´ veˇnuji v na´sledujı´cı´ kapitole.
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3 Metodiky a technologie
3.1 Volba jazyka
Na zacˇa´tku kazˇde´ho projektu je vy´voja´rˇ postaven prˇed du˚lezˇitou ota´zku: Jaky´ progra-
movacı´ jazyk je vhodne´ zvolit pro rˇesˇenı´ tohoto proble´mu? Je zrˇejme´, zˇe ru˚zne´ jazyky
prˇina´sˇejı´ ru˚zne´ vy´hody, ktere´ se dajı´ vyuzˇı´t u specificky´ch typu˚ projektu˚. Co se webovy´ch
aplikacı´ ty´cˇe, vynecha´me-li mozˇnosti jako je cˇisteˇ staticky´ web a robusnı´ Web 2.0 aplikace
s notnou da´vkou JavaScriptu a zameˇrˇı´me se pouze na serverove´ technologie, ma´ v dnesˇnı´
dobeˇ vy´voja´rˇ ve sve´ podstateˇ pouze neˇkolik za´kladnı´ch mozˇnostı´.
V te´to ota´zce sehra´li roli osobnı´ preference. Vzˇdy jsem byl prˇı´znivcem skriptovacı´ch
jazyku˚ a nejsem prˇı´znivcem momenta´lnı´ho mainstreamu, ktery´m je jazyk PHP.
Na za´kladeˇ dohody s garantem me´ bakala´rˇske´ pra´ce panem Ing. Janem Gaurou jsem
se nakonec rozhodl aplikaci implementovat v jazyce Python s pouzˇitı´m frameworku
Django [4].
3.2 Django
Obecneˇ se da´ framework charakterizovat jako rozsa´hla´ knihovna, ktera´ programa´torovi
poma´ha´ rˇesˇit beˇzˇne´ proble´my v dane´ oblasti pomocı´ propu˚jcˇenı´ vhodny´ch postupu˚ a jizˇ
implementovany´ch metod.
Cı´lem kazˇde´ho frameworku a du˚vodem, procˇ framework pouzˇı´t, je bezesporu zvy´sˇenı´
efektivity vy´voja´rˇovi pra´ce, cozˇ je nejen vy´hodne´ pro vy´voja´rˇe, ale take´ pro zadava-
tele. Dalsˇı´ nespornou vy´hodou je ucelena´ koncepce. Frameworky programa´torovi cˇasto
vytva´rˇı´ mantinely, mezi ktery´mi je nucen se drzˇet. Tato vlastnost nejenzˇe opeˇt zvysˇuje
efektivitu, ale usnadnˇuje take´ orientaci dalsˇı´ch prˇı´padny´ch vy´voja´rˇu˚, kterˇı´ jsou nuceni
projekt spravovat nebo rozvı´jet pozdeˇji. V tomto ohledu mohou by´t frameworky ob-
rovsky´m prˇı´nosem zejme´na pro mlade´ vy´voja´rˇe, ktere´ tak od zacˇa´tku vedou spra´vny´m
smeˇrem a ucˇı´ je pouzˇı´vat vhodny´ objektovy´ model.
Django je open source framework naprogramovany´ v jazyce Python. Tak jako veˇtsˇina
modernı´ch webovy´ch frameworku˚ je postaven na MVC architekturˇe a DRY principech.
3.3 MVC
V roce 1979 byla sveˇtu prˇedstavena nova´ architektura pro vy´voj interaktivnı´ch aplikacı´ s
na´zvem MVC. Trygve Reenskaug, autor te´to architektury, v tomto roce zverˇejnil model
deˇlı´cı´ aplikaci do trˇı´ za´kladnı´ch cˇa´stı´ - Model, View a Controller.
MVC je dnes nedı´lnou soucˇa´stı´ veˇtsˇiny modernı´ch webovy´ch aplikacı´. Mnohdy je
vnı´ma´no jako jeden z mnoha na´vrhovy´ch vzoru˚, cozˇ nenı´ zcela prˇesne´. MVC je skutecˇneˇ
spı´sˇe nutne´ vnı´mat jako architektonickou cˇa´st softwaru nezˇ jako klasicky´ na´vrhovy´ vzor.
Du˚vodem vzniku MVC byla potrˇeba oddeˇlit jednotlive´ logicke´ cˇa´sti aplikace tak, aby
je bylo mozˇne´ upravovat zcela samostatneˇ a to bez zˇa´dne´ho, cˇi minima´lnı´ho vlivu na
dalsˇı´ logicke´ cˇa´sti. Jak je jizˇ uvedeno vy´sˇe, tyto logicke´ cˇa´sti se nazy´vajı´ Model, View a
Controller. Funkcı´ Modelu je reprezentovat data a zajisˇt’ovat business logiku, View pak
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zobrazuje uzˇivatelske´ rozhranı´ aplikace a u´kolem Controlleru je zajistit aplikacˇnı´ logiku
a tok uda´lostı´ v aplikaci [5].
MVC se vyuzˇı´va´ v mnoho varianta´ch a variacı´ch. Dnes beˇzˇneˇ vyuzˇı´vany´ model mnoha
webovy´mi frameworky je MVC architektura prˇedstavena´ ve Smalltalku [6], kterou de-
monstruje obra´zek 2.
Obra´zek 2: MVC
3.3.1 Model
Model je spolecˇneˇ s Controllerem cˇa´st aplikace, ve ktere´ se z pohledu architektury nejcˇasteˇji
chybuje. Du˚vodem je fakt, zˇe princip MVC jako takovy´ je velice jednoduchy´. Skutecˇneˇ
pochopit celou architekturu do detailu a doka´zat urcˇit, zda tato cˇa´st logiky patrˇı´ spı´sˇe
do Controlleru nebo do Modelu, zda vazby, ktere´ jsou v aplikaci vytvorˇeny jsou skutecˇneˇ
spra´vneˇ, je ota´zkou mnoha zkusˇenostı´ a mnohdy i let. Steˇzˇejnı´ cˇa´stı´ je samozrˇejmeˇ fakt, zˇe
cela´ aplikace nenı´ vybudova´na pouze na jednom Modelu, Controlleru a View. V praxi se
aplikace skla´da´ z velke´ho mnozˇstvı´ teˇchto logicky´ch prvku˚, ktere´ na sebe ru˚zneˇ navazujı´.
U´kolem Modelu je udrzˇovat data o aplikaci a starat se o vesˇkerou logiku, ktera´ s
daty souvisı´. Prˇı´kladem te´to logiky mu˚zˇe by´t naprˇ. validace dat prˇed ulozˇenı´ do da-
tove´ho ulozˇisˇteˇ, celkova´ komunikace s ulozˇisˇteˇm, zpracova´va´nı´ vy´stupu dat, ktere´ jsou
da´le prˇeda´ny Controlleru pro zobrazenı´ do View apod.
Model se z pohledu vazeb vzˇdy a to v jake´koliv modifikaci MVC, at’ jizˇ v deskto-
pove´, cˇi webove´ aplikaci chova´ zcela samostatneˇ. Nevytva´rˇı´ v zˇa´dne´m prˇı´padeˇ vazby na
zby´vajı´cı´ dveˇ logicke´ cˇa´sti aplikace.
Prˇı´klad 3.1
Meˇjme naprˇı´klad za u´kol vytvorˇit cˇa´st webove´ aplikace pro spra´vu uzˇivatelu˚. Pro uzˇivatele
je v nasˇem datove´m ulozˇisˇti vytvorˇena tabulka User. U´kolem Modelu pote´ bude zajis-
15
tit vesˇkerou komunikaci s datovy´m ulozˇisˇteˇm, bude zodpoveˇdny´ za validaci u´daju˚ prˇi
vlozˇenı´ nove´ho, cˇi editaci sta´vajı´cı´ho uzˇivatele a za poskytnutı´ odpovı´dajı´cı´ch dat Con-
trolleru prˇi pozˇadavku na zasla´nı´ teˇchto dat. Model bude tvorˇit samostatna´ trˇı´da, ktera´
nebude mı´t vazbu na zˇa´dny´ Controller, cˇi View. Bude mı´t ovsˇem vazbu na tabulku z
ulozˇisˇteˇ, se kterou bude nucen komunikovat. Tento Model je demonstrova´n obra´zek 3.
Obra´zek 3: Model
3.3.2 Controller
Controller zajisˇt’uje vesˇkerou aplikacˇnı´ logiku a tok uda´lostı´ v aplikaci. Jeho standardnı´
pracı´ je obdrzˇet a poprˇı´padeˇ zpracovat vstup pocha´zejı´cı´ z View, prˇedat informace prˇı´slusˇne´mu
Modelu, na ktery´ ma´ vazbu, zaslat pozˇadavek Modelu na prˇeda´nı´ urcˇity´ch dat, informo-
vat View o tom, zˇe ma´ by´t prˇekresleno, prˇedat View prˇed vykreslenı´ pozˇadovana´ data
apod.
V prˇı´padeˇ webove´ aplikace jsou vesˇkere´ vstupy zası´la´ny prostrˇednictvı´m HTTP pozˇadavku˚
a URL adres.
Prˇı´klad 3.2
Z nasˇeho prˇedchozı´ho prˇı´kladu 3.1 by bylo nutno v Controlleru aplikovat logiku pro
prˇida´nı´, aktualizaci a smaza´nı´ konkre´tnı´ho uzˇivatele. Da´le by bylo nutne´ aplikovat lo-
giku pro komunikaci s jednotlivy´mi View a vytvorˇit vazbu na konkre´tnı´ Model. Takto
rozsˇı´rˇenou architekturu demonstruje obra´zek 4.
3.3.3 View
View je prˇedstavitelem uzˇivatelske´ho rozhranı´ cele´ aplikace. Jeho u´kolem je vhodneˇ in-
terpretovat data zı´skana´ prostrˇednictvı´m Controlleru a za´rovenˇ je jedinou vstupnı´ bra-
nou, dı´ky ktere´ aplikace zı´ska´va´ data z vneˇjsˇı´ho sveˇta.
Ve webove´m prostrˇedı´ je View nejcˇasteˇji tvorˇeno HTML ko´dem a ru˚zny´mi CSS styly,
ktere´ jsou zasla´ny prohlı´zˇecˇi jako odpoveˇd’ na HTTP pozˇadavek urcˇite´ URL adresy.
Prˇı´klad 3.3
Pokud opeˇt nava´zˇeme na vy´sˇe uvedeny´ prˇı´klad 3.2, bude nutne´ implementovat hned
neˇkolik View. View pro zobrazenı´ konkre´tnı´ho uzˇivatele, View pro editaci sta´vajı´cı´ho
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a prˇida´nı´ nove´ho uzˇivatele a konecˇneˇ View pro zobrazenı´ vsˇech existujı´cı´ch uzˇivatelu˚.
Vsˇechny tyto View pote´ budou mı´t vazbu na Controller, ktere´mu zası´lajı´ urcˇite´ pozˇadavky
a ktery´ je zodpoveˇdny´ za jejich vykreslova´nı´. Konecˇnou architekturu demonstruje obra´zek
5.
3.3.4 Rozdı´ly v MVC architekturˇe a dalsˇı´ vyjı´mky
Dle obra´zku˚ 2 a 5 je patrne´, zˇe prˇi standardnı´m vy´voji webove´ aplikace mu˚zˇe docha´zet
k mensˇı´m rozdı´lu˚m ve filozofii a odkloneˇnı´ od klasicke´ho MVC modelu. MVC archi-
tektura demonstrova´na obra´zkem 5 je klasickou architekturou v prˇı´padeˇ, zˇe by aplikace
byla tvorˇena pomocı´ frameworku Ruby on Rails [8] a programovacı´ho jazyka Ruby. Je
samozrˇejmeˇ zcela beˇzˇne´, zˇe jednotlive´ frameworky a prostrˇedı´ vyuzˇı´vajı´ ru˚zny´ch mo-
difikacı´ pu˚vodnı´ MVC architektury. Za´kladnı´ principy jsou ovsˇem veˇtsˇinou zachova´ny.
V prˇı´padeˇ webovy´ch aplikacı´ je jediny´m veˇtsˇı´m rozdı´lem oproti pu˚vodnı´mu MVC ne-
vytva´rˇenı´ prˇı´me´ vazby mezi Modelem a View. Vesˇkera´ komunikace mezi teˇmito logicky´mi
celky probı´ha´ standardneˇ prostrˇednictvı´m Controlleru. V tomto ohledu podobny´ princip
vyuzˇı´va´ naprˇ. Cocoa Framework [9] pro tvorbu iOS a OS X aplikacı´ [10].
Zajı´mave´ modifikace do tohoto modelu vna´sˇejı´ robusnı´ Web 2.0 aplikace tvorˇeny z
velke´ cˇa´stı´ Javascriptovy´m ko´dem na straneˇ klienta. Dı´ky JS se velka´ cˇa´st aplikacˇnı´ lo-
giky prˇena´sˇı´ ze strany serveru na stranu klienta. Prˇı´kladem takove´ aplikace je naprˇı´klad
e-mailova´ sluzˇba GMail [7] spolecˇnosti Google. V tomto ohledu je pak potrˇeba implemen-
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tovat MVC architekturu take´ na straneˇ klienta, cozˇ ovsˇem nenı´ prˇı´padem te´to bakala´rˇske´
pra´ce.
3.3.5 DRY
V souvislosti s MVC by bylo take´ vhodne´ zmı´nit princip, ke ktere´mu cela´ architektura
vybı´zı´. Jedna´ se o DRY nebo-li Dont Repeat Yourself, ktery´ je obcˇas oznacˇova´n take´ jako
DIE z anglicke´ho Duplication is Evil. Jak uzˇ na´zev napovı´da´, jedna´ se o princip vyuzˇı´va´n
v oblasti softwarove´ho vy´voje, jehozˇ hlavnı´m cı´lem je pokud mozˇno eliminovat vesˇkere´
opakujı´cı´ se informace.
Vy´hody prˇi aplikova´nı´ tohoto principu jsou zcela zrˇejme´: nedocha´zı´ k redundanci,
zvysˇuje se prˇehlednost samotne´ho ko´du, prˇi nutnosti jake´koliv zmeˇny stacˇı´ tuto zmeˇnu
prove´st pouze na jednom mı´steˇ tak, aby ovlivnila vsˇechny objekty, ktere´ s nı´ souvisı´.
3.4 Volba databa´zove´ technologie
Stejneˇ jako prˇi volbeˇ programovacı´ho jazyka, je i volba spra´vne´ho SRˇBD velice du˚lezˇitou
soucˇa´stı´ kazˇde´ho projektu. Dı´ky architekturˇe Django frameworku nenı´ prˇechod mezi jed-
notlivy´mi SˇRBD nasˇteˇstı´ nijak problematicky´.
Ze specifikace projektu je zrˇejme´, zˇe celkovy´ objem dat nebude nikterak velky´, a proto
jsem se nakonec rozhodl pouzˇı´t malou a rychlou knihovnu SQLite [11].
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4 Analy´za a na´vrh informacˇnı´ho syste´mu
Prˇed zacˇa´tkem pra´ce na cele´m syste´mu bylo nejprve zapotrˇebı´ cely´ proble´m analyzovat.
U´kolem analy´zy je zı´skat detailneˇjsˇı´ prˇedstavu o vsˇech proble´mech, ktere´ bude nutno
rˇesˇit, zjistit prˇiblizˇny´ rozsah pracı´ a prˇipravit efektivnı´ kostru aplikace, ktere´ se mohou
vy´voja´rˇi na´sledneˇ drzˇet.
Analy´za proble´mu ve sve´ podstateˇ zacˇala jizˇ prˇi studiu GTD problematiky. Nezˇ se z
te´to fa´ze prˇesuneme k na´vrhu samotne´ struktury syste´mu, je trˇeba zva´zˇit a pecˇliveˇ ana-
lyzovat vesˇkere´ pozˇadavky, ktere´ jsou na syste´m kladeny. V na´sledujı´cı´ch podkapitola´ch
jsou specifikova´ny vesˇkere´ funkcˇnı´ a nefunkcˇnı´ pozˇadavky na syste´m a nakonec graficky
zna´zorneˇny obra´zkem 6 pomocı´ use case diagramu.
4.1 Funkcˇnı´ pozˇadavky
Funkcˇnı´ pozˇadavky vycha´zejı´ ze zada´nı´ bakala´rˇske´ pra´ce a take´ ze samotne´ analy´zy GTD
syste´mu. Vesˇkere´ pozˇadavky jsou specifikova´ny pro roli uzˇivatele.
Po spusˇteˇnı´ syste´mu by meˇl mı´t uzˇivatel tyto mozˇnosti:
• Vytvorˇit a editovat u´kol, vyplnit jeho u´daje jako je na´zev, termı´n dokoncˇenı´, zda se
jedna´ o u´kol k dnesˇnı´mu dni a pozna´mku k u´kolu.
• Prˇirˇadit k u´kolu neomezeny´ pocˇet sˇtı´tku˚ pro kontext.
• Pohodlneˇ prˇesouvat u´kol mezi jednotlivy´mi projekty a listy.
• Oznacˇit u´kol jako splneˇny´.
• Smazat dany´ u´kol.
• Vytvorˇit a editovat projekt, vyplnit jeho u´daje jako je na´zev, termı´n dokoncˇenı´, zda
se jedna´ o projekt k dnesˇnı´mu dni a pozna´mku k projektu.
• Seskupovat jednotlive´ u´koly do projektu˚.
• Oznacˇit projekt jako splneˇny´.
• Smazat projekt.
• Zobrazit v prˇehledne´ formeˇ vsˇechny listy syste´mu.
• Filtrovat v jednotlivy´ch listech, cˇi projektech u´koly dle kontextu.
• Nastavit prˇı´stup ke sve´mu Google u´cˇtu pro import u´daju˚ z kalenda´rˇe.
• Zobrazovat kalenda´rˇ.
• Smazat uda´lost vytvorˇenou v kalenda´rˇi.
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4.2 Nefunkcˇnı´ pozˇadavky
Informacˇnı´ syste´m by meˇl splnˇovat trendy modernı´ webove´ aplikace. Syste´m bude nasa-
zen na priva´tnı´m serveru s prˇı´stupem na internet.
4.3 Use case diagram
Pro vizualizaci vy´sˇe popsany´ch pozˇadavku˚ je vhodne´ pouzˇı´t use case diagram, ktery´ je
demonstrova´n obra´zkem 6.
4.4 Seznam listu˚, projektu˚ a logistika u´kolu˚ v ra´mci syste´mu
Za´veˇrem je trˇeba specifikovat seznam listu˚ a logistiku, kterou jsou dane´ u´koly v syste´mu
do listu˚ a projektu˚ rˇazeny. Cely´ logisticky´ proces vycha´zı´ ze za´sad syste´mu GTD.
4.4.1 Seznam listu˚
Listy prˇedstavujı´ jednotlive´ seznamy dle metodiky GTD, ktere´ byly detailneˇ objasneˇny v
kapitole 2.1.2.
• Vstupnı´ schra´nka (Inbox).
• List aktua´lnı´ch uda´lostı´ a u´kolu˚, ktere´ je nutno vykonat v dany´ den (Today).
• List dalsˇı´ch kroku˚ k dany´m projektu˚m (Next).
• Kalenda´rˇ (Scheduled).
• List neˇkdy/mozˇna´ (Someday).
• List cˇeka´m na je realizova´n pomocı´ kontextu˚, kdy ma´ uzˇivatel mozˇnost vytvorˇit
kontext s na´zvem cˇeka´m a prˇirˇadit si jej k jednotlivy´m u´kolu˚m.
• List aktua´lnı´ch projektu˚ (Projects).
• List dokoncˇeny´ch u´kolu˚ (Logbook).
4.4.2 Logistika u´kolu˚
Nı´zˇe je specifikova´na internı´ logistika v syste´mu, ktery´ vycha´zı´ ze za´sad GTD.
• Po vytvorˇenı´ nove´ho u´kolu je u´kol zarˇazen do Inboxu.
• V Inboxu jsou vesˇkere´ u´koly, ktere´ nejsou prˇirˇazeny k zˇa´dne´mu projektu nebo
nejsou momenta´lneˇ aktua´lnı´ - nenı´ u nich nastaven prˇı´znak, zˇe se jedna´ o u´kol
nutny´ realizovat beˇhem aktua´lnı´ho dne a nemajı´ nastaveno datum dokoncˇenı´ na
dany´ den.
20
• U´kol je mozˇne´ z Inboxu prˇirˇadit do jake´hokoliv z na´sledujı´cı´ch listu˚: Someday, To-
day, Projects - zde je nutno u´kol prˇirˇadit ke konkre´tnı´mu projektu.
• V listu Today jsou zobrazeny vesˇkere´ u´koly, u ktery´ch byl nastaven prˇı´znak to-
day, da´le u´koly, jejichzˇ datum dokoncˇenı´ je totozˇne´ s aktua´lnı´m datem a nakonec
uda´losti z kalenda´rˇe, ktere´ jsou chronologicky rˇazeny.
• V listu Next jsou zobrazeny aktua´lnı´ projekty a k nim vsˇechny prˇirˇazene´ u´koly.
• V listu Someday jsou zobrazeny vesˇkere´ u´koly, ktere´ byly do tohoto listu rucˇneˇ
prˇirˇazeny.
• V Scheduled jsou zobrazeny vesˇkere´ uda´losti z kalenda´rˇe a jsou chronologicky
rˇazeny.
• V listu Projects jsou zobrazeny vesˇkere´ aktua´lnı´ projekty.
• U kazˇde´ho u´kolu je mozˇne´ nastavit prˇı´znak dokoncˇeno a u´kol je automaticky prˇesunut
do listu Logbook.
• U kazˇde´ho projektu je mozˇne´ nastavit prˇı´znak dokoncˇeno a vesˇkery´m u´kolu˚m z
dane´ho projektu je prˇirˇazen prˇı´znak dokoncˇeno, jsou prˇesunuty do listu Logbook a
projekt nenı´ nada´le zobrazova´n v listu Projects.
• V listu Logbook jsou zobrazeny vesˇkere´ u´koly, ktere´ byly oznacˇeny jako splneˇne´.
• U kazˇde´ho u´kolu v listu Logbook je mozˇne´ nastavit prˇı´znak nedokoncˇeno a u´kol
je prˇesunut zpeˇt na list, na ktere´m se nacha´zel. V prˇı´padeˇ, zˇe se u´kol nacha´zel v
neˇktere´m z projektu, je prˇesunut zpeˇt do projektu, ktery´ je opeˇt zobrazova´n v listu
Projects.
4.5 Datova´ analy´za
V te´to fa´zi zna´me vesˇkere´ funkcˇnı´ a nefunkcˇnı´ pozˇadavky na syste´m, ma´me prˇedstavu
o mozˇnostech, ktere´ majı´ by´t uzˇivateli nabı´dnuty a ma´me objasneˇnu vnitrˇnı´ logistiku
cele´ho syste´mu.
Dı´ky vy´sˇe uvedeny´m informacı´m tak mu˚zˇeme prˇikrocˇit k analy´ze datove´ cˇa´sti cele´ho
syste´mu, kde budou objasneˇny vztahy mezi jednotlivy´mi objekty v databa´zi a struktura
jednotlivy´ch tabulek.
4.5.1 Konceptua´lnı´ model
Dı´ky konceptua´lnı´mu modelu je mozˇne´ popsat objekty a vztahy mezi objekty v databa´zi.
Na obra´zku 7 je za pomocı´ jazyka UML konceptua´lnı´ model syste´mu vizualizova´n, da´le
pote´ na´sleduje slovnı´ popis jednotlivy´ch trˇı´d a jejich atributu˚.
Trˇı´da Project reprezentuje projekt v syste´mu a je trˇeba u neˇj evidovat na´sledujı´cı´ atri-
buty:
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• unika´tnı´ identifika´tor
• na´zev projektu
• cˇas a datum vytvorˇenı´ projektu a jeho poslednı´ aktualizace
• pozna´mky k projektu
• termı´n dokoncˇenı´ projektu
• nastavenı´ pro zobrazenı´ vsˇech u´kolu˚ projektu v Today listu
• stav projektu
Trˇı´da Task reprezentuje u´kol v syste´mu a je trˇeba u nı´ evidovat na´sledujı´cı´ atributy:
• unika´tnı´ identifika´tor
• na´zev u´kolu
• cˇas a datum vytvorˇenı´ u´kolu a jeho poslednı´ aktualizace
• pozna´mky k u´kolu
• termı´n dokoncˇenı´ u´kolu
• nastavenı´ pro zobrazenı´ u´kolu v Today listu
• nastavenı´ pro zobrazenı´ u´kolu v Someday listu
• stav u´kolu
Trˇı´da Tag reprezentuje kontexty v syste´mu, ktere´ je mozˇne´ prˇirˇazovat jednotlivy´m
u´kolu˚m a je trˇeba u nı´ evidovat na´sledujı´cı´ atributy:
• unika´tnı´ identifika´tor
• na´zev kontextu
• porˇadı´ kontextu, ve ktere´m ma´ by´t zobrazova´n
Trˇı´da Settings reprezentuje v syste´mu nastavenı´ pro prˇipojenı´ ke Google u´cˇtu a je
trˇeba u nı´ evidovat na´sledujı´cı´ atributy:
• unika´tnı´ identifika´tor
• e-mailovou adresu, ktera´ je spojena s Google u´cˇtem
• heslo k u´cˇtu
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Na´zev Datovy´ typ Klı´cˇ NULL Default
id int P NE -
name varchar(200) - NE -
createdat datetime - NE -
updatedat datetime - NE -
notes text - ANO -
duedate date - ANO -
today boolean - NE FALSE
someday boolean - NE FALSE
checked boolean - NE FALSE
Tabulka 1: Project
Na´zev Datovy´ typ Klı´cˇ NULL Default
id int P NE -
projectid int C ANO -
name varchar(200) - NE -
createdat datetime - NE -
updatedat datetime - NE -
notes text - ANO -
duedate date - ANO -
today boolean - NE FALSE
someday boolean - NE FALSE
checked boolean - NE FALSE
Tabulka 2: Task
Na´zev Datovy´ typ Klı´cˇ NULL Default
id int P NE -
name varchar(200) - NE -
ord int - NE -
Tabulka 3: Tag
Na´zev Datovy´ typ Klı´cˇ NULL Default
id int P NE -
tagid int C NE -
taskid int C NE -
Tabulka 4: TagToTask
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Na´zev Datovy´ typ Klı´cˇ NULL Default
id int P NE -
mail varchar(100) - NE -
password varchar(100) - NE -
Tabulka 5: Settings
4.5.2 Datovy´ slovnı´k
Atributy jednotlivy´ch entit jsou detailneˇ specifikova´ny v datove´m slovnı´ku, ktery´ repre-
zentujı´ tabulky 1, 2, 3, 4, a 5.
4.6 Vy´stup analy´zy
Celkovy´m vy´stupem analy´zy je kompletnı´ UML diagram viz. obra´zek 8, ve ktere´m jsou
zna´zorneˇny jednotlive´ trˇı´dy, jejich vazby, metody a atributy.
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Obra´zek 6: Use case diagram
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Obra´zek 7: Konceptua´lnı´ model
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Obra´zek 8: Vy´sledny´ konceptua´lnı´ model
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5 Implementace
Jak jsem jizˇ uvedl v kapitole 3, cela´ aplikace je implementova´na v jazyce Python za
pomocı´ frameworku Django. Jelikozˇ framework tvorˇı´ veˇtsˇinu kostry cele´ aplikace, je
vhodne´ se s nı´m blı´zˇe sezna´mit.
5.1 Django framework
Django je uceleny´ framework pro efektivnı´ vy´voj webovy´ch aplikacı´. Instalace probı´ha´
jednodusˇe stazˇenı´m prˇı´slusˇne´ aktua´lnı´ verze balı´cˇku ze stra´nek projektu [4] . Soucˇa´stı´
frameworku je mimo jine´ rychly´ development server, dı´ky ktere´mu vy´voja´rˇi odpadajı´
starosti s nastavova´nı´m vlastnı´ho apache serveru, tak jak tomu je prˇi nasazova´nı´ do pro-
dukcˇnı´ho prostrˇedı´. Dalsˇı´ nespornou vy´hodu Django frameworku je rozmanitost prˇı´kazu˚
pro generova´nı´ ko´du. Veˇtsˇina webovy´ch aplikacı´ je z pohledu nizˇsˇı´ vrstvy velice po-
dobna´ a hierarchie aplikace jako takove´ se prˇı´lisˇ nemeˇnı´. Tohoto faktu samozrˇejmeˇ vyuzˇı´vajı´
pra´veˇ frameworky, ktere´ tak vy´voja´rˇu˚m doka´zˇı´ nabı´dnout ucelenou sˇka´lu skeletonu˚,
ktere´ lze pouzˇı´t okamzˇiteˇ bez nutnosti te´meˇrˇ jaky´chkoliv u´prav, poprˇı´padeˇ minima´lnı´ch.
Tento proces probı´ha´ prakticky pouze dveˇma zpu˚soby. V prvnı´m prˇı´padeˇ, ktery´ je cˇasto
k videˇnı´ prˇedevsˇı´m u PHP frameworku˚ jako je naprˇ. cˇeske´ Nette [12] jsou skeletony
doda´ny pouze ve formeˇ prˇedprˇipravene´ struktury, do ktere´ ma´ vy´voja´rˇ mozˇnost zacˇı´t
doplnˇovat svu˚j ko´d, smazat cˇa´stı´, ktere´ pro neˇho nejsou zapotrˇebı´ apod. Druhy´ zpu˚sob,
ktery´ je k videˇnı´ pra´veˇ u Djanga a frameworku Ruby on Rails spocˇı´va´ ve vyuzˇitı´ kla-
sicke´ unixove´ konzole (v prˇı´padeˇ unix based syste´mu) nebo prˇı´kazove´ rˇa´dky (v prˇı´padeˇ
syste´mu Windows) pro generova´nı´ ko´du. Spolu s frameworkem je tak vy´voja´rˇi doda´na
sada prˇı´kazu˚ a na´stroj, ktery´ tyto prˇı´kazy doka´zˇe zpracovat a na jejich za´kladeˇ vygenero-
vat odpovı´dajı´cı´ kostru ko´du. Uka´zku tohoto zpu˚sobu demonstruje vy´pis 1 .
1 Daniels−MacBook−Pro:Projekty danieldimitrov$ django−admin.py startproject timemanagment
2
3 timememanagment/
4 init .py
5 manage.py
6 settings .py
7 urls .py
Vy´pis 1: Uka´zka generova´nı´ nove´ho projektu za pomocı´ prˇı´kazu startproject
Pomocı´ prˇı´kazu startproject se generujı´ vesˇkere´ noveˇ vznikle´ projekty v Django fra-
meworku. Prˇı´kaz vytvorˇı´ za´kladnı´ strukturu, skla´dajı´cı´ se ze souboru˚:
• init.py - pra´zdny´ soubor sdeˇlujı´cı´ Pythonu, zˇe se jedna´ o slozˇku, ktera´ budou soucˇa´stı´
Python balı´cˇku˚.
• manage.py - soubor zajisˇt’ujı´cı´ vesˇkerou funkcionalitu pro zpracova´va´nı´ prˇı´kazu˚
zadany´ch pomocı´ konzole.
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• settings.py - soubor pro konfiguraci projektu, obsahujı´cı´ za´kladnı´ u´daje jako je na-
stavenı´ cˇasove´ zo´ny, jazyka, ale take´ naprˇ. prˇı´stupu k databa´zi a seznamu vsˇech
instalovany´ch aplikacı´, ze ktery´ch se projekt skla´da´. Opravdu robusnı´ projekty se
skla´dajı´ z veˇtsˇı´ho mnozˇstvı´ jednotlivy´ch aplikacı´, ktere´ oddeˇlujı´ logicke´ cˇa´sti pro-
jektu. Jsou samostatne´ a neza´visle´ na ostatnı´ch aplikacı´ch.
• urls.py - soubor obsahujı´cı´ seznam vsˇech dostupny´ch URL adres projektu, spolu s
odkazem na aplikaci, controller a metodu, ktera´ zajisˇt’uje prˇı´slusˇnou logiku. Mnozˇstvı´
teˇchto adres samozrˇejmeˇ roste s velikostı´ projektu. V me´m prˇı´padeˇ soubor nako-
nec obsahoval vy´cˇet cca 40ti URL adres, ktere´ byly v ra´mci projektu vyuzˇı´va´ny.
V prˇı´padeˇ, zˇe aplikace nenalezne pozˇadovanou URL adresu v tomto seznamu je
ve vy´vojove´m prostrˇedı´ vra´cena chyba ViewDoesNotExist, v prˇı´padeˇ produkcˇnı´ho
serveru pak standardnı´ ko´d HTTP 404 - File not found.
Po vytvorˇenı´ te´to za´kladnı´ struktury a konfiguraci za´kladnı´ch vlastnostı´ projektu je
zapotrˇebı´ vytvorˇit prvnı´ aplikaci pomocı´ prˇı´kazu startapp, tak jak demonstruje vy´pis 2.
1 Daniels−MacBook−Pro:timemanagment danieldimitrov$ python manage.py startapp projects
2
3 projects /
4 init .py
5 models.py
6 tests .py
7 views.py
Vy´pis 2: Uka´zka generova´nı´ nove´ aplikace projektu za pomocı´ prˇı´kazu startapp
Prˇı´kaz vygeneruje adresa´rˇ s na´zvem projektu, jizˇ zna´my´ soubor init.py , soubory mo-
dels.py a tests.py, ktere´ obsahujı´ vesˇkere´ modely a testy dane´ aplikace a nakonec soubor
views.py, ktery´ reprezentuje controller aplikace. Django na´m tedy vygenerovalo dveˇ ze
trˇı´ za´kladnı´ch cˇa´stı´ z MVC architektury. Pro blizˇsˇı´ pochopenı´ je vhodne´ si tyto cˇa´sti de-
tailneˇ popsat.
5.2 Modely aplikace
Soubor models.py aplikace vytvorˇene´ v prˇedchozı´ kapitole 5.1, ktera´ je demonstrova´na
vy´pisem 2, zapouzdrˇuje vesˇkere´ modely, ktere´ jsou v aplikaci pouzˇity. Django prˇistupuje
k modelu˚m v porovna´nı´ s ostatnı´mi frameworky z pohledu adresa´rˇove´ a souborove´
struktury vcelku netradicˇneˇ. Soubor models.py standardneˇ obsahuje vsˇechny trˇı´dy jed-
notlivy´ch modelu˚ aplikace. Standardnı´ architektura pouzˇı´va´na v jiny´ch frameworcı´ch
je obvykle takova´, zˇe je pro kazˇdou trˇı´du vytvorˇen zvla´sˇtnı´ soubor, ktery´ je umı´steˇn
naprˇ. ve vytvorˇene´m adresa´rˇi models. Vy´voja´rˇ ma´ samozrˇejmeˇ mozˇnost tuto strukturu
zmeˇnit, dle konvencı´ se to ovsˇem nedoporucˇuje. Kazˇda´ tato trˇı´da je da´le potomkem
trˇı´dy django.db.models.Model, ktera´ zajisˇt’uje za´kladnı´ funkcionalitu modelu˚, komuni-
kaci s databa´zı´ a ORM. Dı´ky konvenci, kdy je jme´no trˇı´dy rovno jme´nu entity v databa´zi,
Django doka´zˇe vyhodnotit k jake´ entiteˇ se dany´ model vztahuje.
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Pozna´mka 5.1 Ve vy´pisu 3 je zobrazena uka´zka trˇı´dy Projects. Na rˇa´dcı´ch 3-10 docha´zı´
k samotne´ deklaraci trˇı´dy a specifikaci objektu˚, ktere´ odpovı´dajı´ jednotlivy´m sloupcu˚m
entity. Na rˇa´dcı´ch 12-15 pote´ docha´zı´ k deklaraci staticke´ metody te´to trˇı´dy, ktera´ je da´le
vyuzˇı´va´na v controlleru aplikace.
1 from django.db import models
2
3 class Project(models.Model):
4 name = models.CharField(max length=200)
5 created at = models.DateTimeField()
6 updated at = models.DateTimeField()
7 notes = models.TextField(null=True)
8 due date = models.DateField(null=True)
9 today = models.BooleanField(default=False)
10 checked = models.BooleanField(default=False)
11
12 @staticmethod
13 def get projects list () :
14 projects = Project .objects. filter (checked=False).order by(’−created at’)
15 return projects
16
17 class Task(models.Model):
18 project = models.ForeignKey(Project,null=True)
19 name = models.CharField(max length=200,null=True)
20 ...
21 ...
Vy´pis 3: Uka´zka modelu
5.3 Controller aplikace
Podobneˇ jako v prˇı´padeˇ modelu˚ je situace okolo controlleru˚ v Djangu hodneˇ nestan-
dardnı´. Controller cele´ aplikace je opeˇt soucˇa´stı´ pouze jedine´ho souboru a to views.py.
V tomto prˇı´padeˇ se nejedna´ o jednotlive´ trˇı´dy v ra´mci jednoho souboru, ale ke kazˇde´mu
view odpovı´da´ jedna jedina´ Python metoda, ktera´ dany´ pohled obsluhuje.
Pozna´mka 5.2 Ve vy´pisu 4 je zobrazena uka´zka dvou metod obsluhujı´cı´ projekty v ra´mci
aplikace, ktere´ vyuzˇı´vajı´ mimo jine´ model Projects, ktery´ byl prˇedstaven ve vy´pisu 3. Na
rˇa´dcı´ch 1-10 docha´zı´ k importu potrˇebny´ch trˇı´d a metod, ktere´ jsou v cele´m controlleru
vyuzˇı´va´ny. Na rˇa´dku 3 si naprˇı´klad mu˚zˇeme povsˇimnout importu vesˇkery´ch modelu˚
aplikace. Na rˇa´dcı´ch 12-23 docha´zı´ k deklaraci a definova´nı´ logiky metody, ktera´ zajisˇt’uje
zobrazenı´ konkre´tnı´ho projektu aplikace. Na rˇa´dcı´ch 25-35 je da´le definova´na metoda pro
vytvorˇenı´ nove´ho projektu v aplikaci.
1 from django.shortcuts import render to response, get object or 404
2 from projects .models import Project, Task, Tag, TagToTask, Settings
3 from projects .google cal import GoogleCal
4 from django.core.urlresolvers import reverse
5 from django.http import HttpResponseRedirect, HttpResponse
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6 from django.template import RequestContext
7 from django. utils import simplejson
8 from inspect import stack, getmodule
9 from django.db.models import Max
10 import datetime
11
12 def show project(request, project id ) :
13 project = get object or 404(Project , pk=project id)
14 tasks = project . task set . filter (checked=False)
15 tag to task = TagToTask.objects.all ()
16 backlink = get current view(request)
17 tags = Tag.objects. all () .order by( ’ord’ )
18 set backlink(request, backlink)
19 res tasks = TagToTask.get tasks by tag( get filter (request),tasks)
20
21 return render to response(’show project.html’,{ ’ project ’ : project , ’ tasks’ :res tasks,
22 ’ tags’ :tags, ’ current filter ’ : get filter (request), ’ task to ’ : tag to task ,
23 ’ projects ’ :Project . get projects list () }, context instance=RequestContext(
request))
24
25 def new project(request):
26 res = request.POST
27 if res[ ’due date’ ]:
28 p = Project(name=res[’name’],notes=res[’notes’],due date=res[’due date’],
29 created at=datetime.datetime.now(),updated at=datetime.datetime.now(),
30 today=res[”today”])
31 else:
32 p = Project(name=res[’name’],notes=res[’notes’],created at=datetime.datetime.now(),
33 updated at=datetime.datetime.now(),today=res[”today”])
34
35 p.save()
36 return HttpResponseRedirect(reverse(’projects.views.show project’, args=(p.id,)) )
Vy´pis 4: Uka´zka controlleru
5.4 Views aplikace
Views aplikace tvorˇı´ samostatne´ HTML soubory, ktere´ jsou dle konvencı´ zavedeny´ch v
Djangu umı´steˇny v korˇenove´m adresa´rˇi aplikace ve slozˇce templates. Kazˇde´ view je zod-
poveˇdne´ pouze za dveˇ veˇci a to vra´cenı´ HttpResponse objektu, ktery´ obsahuje obsah
pozˇadovane´ stra´nky nebo zasla´nı´ prˇı´slusˇne´ vy´jimky. V jednotlivy´ch views lze vyuzˇı´vat
Django template syste´m pro efektivnı´ za´pis Python ko´du prˇı´mo do view. View stan-
dardneˇ nevykona´va´ zˇa´dnou logiku, ale je vhodne´ v neˇm naprˇ. pomocı´ template syste´mu
procha´zet jednotlive´ prvky v poli, ktere´ bylo view prˇeda´no ze strany controlleru a tyto
vypisovat jako jednotlive´ rˇa´dky tabulky apod. Aby docha´zelo k dodrzˇenı´ DRY principu,
je mozˇne´ pro aplikaci definovat tzv. layout a v neˇm definovat jednotlive´ bloky. Layout
je ve sve´ podstateˇ kostra vsˇech view dane´ aplikace, ktere´ jej mohou, cˇi nemusı´ vyuzˇı´vat.
Kazˇda´ aplikace mu˚zˇe mı´t neˇkolik takovy´ch layoutu˚. Prˇi vytvorˇenı´ nove´ho view pote´ lze
pomocı´ klauzule extends aplikaci ozna´mit jaky´ layout hodla´ dane´ view vyuzˇı´t.
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Layout lze da´le deˇlit na jednotlive´ bloky. Princip je velice jednoduchy´. Na jake´mkoliv
mı´steˇ layoutu je mozˇne´ definovat blok s urcˇity´m na´zvem. Pokud nastane situace, kdy
bude zobrazova´no view, ktere´ se odkazuje na takovy´to layout a toto view bude obsa-
hovat stejneˇ definovany´ blok, za ktery´m na´sleduje urcˇity´ HTML ko´d, bude tento HTML
ko´d vlozˇen do prˇı´slusˇne´ho layoutu a to do mı´sta, kde je blok definova´n. Celkovou pro-
blematiku konkre´tneˇ popisujı´ vy´pisy 5 a 6, totozˇne´ view je pote´ prˇedmeˇtem obra´zku 9.
Obra´zek 9: View pro nastavenı´ prˇı´stupovy´ch u´daju˚ ke Google u´cˇtu
Pozna´mka 5.3 Ve vy´pisu 5 jsou zobrazeny dveˇ rozdı´lne´ cˇa´sti layoutu dane´ aplikace. V
prvnı´ cˇa´sti, je na rˇa´dcı´ch 3-8 deklarova´na klasicka´ HTML hlavicˇka, jejı´zˇ soucˇa´stı´ je take´
tag title, do ktere´ho je vlozˇen pomocı´ Django template syte´mu title block. Dı´ky te´to dekla-
raci lze velice jednodusˇe dynamicky meˇnit title dane´ stra´nky, dle toho jake´ view je zrovna
zobrazenom tak jak demonstruje prvnı´ cˇa´st vy´pisu 6. Ve druhe´ cˇa´sti je na rˇa´dcı´ch 13-26
zobrazeno klasicka´ uka´zka for cyklu aplikovane´ho pomocı´ Django template syste´mu.
Du˚lezˇitou soucˇa´stı´ je take´ block content, ktery´ dle konvencı´ v Djangu vyobrazuje vzˇdy
hlavnı´ cˇa´st teˇla dane´ho view.
1 ...
2 ...
3 <meta http−equiv=”Expires” content=”never” />
4 <meta name=”revisit−after” content=”7 days” />
5 <meta name=”distribution” content=”Global” />
6 < title>{% block title %}{% endblock %}</title>
7 <link type=”text /css” href=”/ static /css/reset.css” rel=”Stylesheet” />
8 <link type=”text /css” href=”/ static /css/style .css” rel=”Stylesheet” />
9 ...
10 ...
11 ...
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12 ...
13 {% for project in projects %}
14 {% if forloop . first %}
15 <li class=”droppable” name=”project” value=”{{project.id}}”>
16 <a href=”/projects/{{project . id}}/”>{{project.name}}</a>
17 </ li>
18 {% else %}
19 <li class=”sep”>
20 <img src=”/static /css/images/sep.png” width=”234px” height=”3px”>
21 </ li>
22 <li class=”droppable” name=”project” value=”{{project.id}}”>
23 <a href=”/projects/{{project . id}}/”>{{project.name}}</a>
24 </ li>
25 {% endif %}
26 {% endfor %}
27 </div>
28 <div id=”cat bottom”></div>
29 </div>
30 <br>
31 <a href=”/projects /add project/ ”>+ Add project</a>
32 </div>
33 {% block content %}{% endblock %}
34 </div>
35 ...
36 ...
Vy´pis 5: Uka´zka layoutu aplikace
Pozna´mka 5.4 Ve vy´pisu 6 je zobrazeno view umozˇnˇujı´cı´ uzˇivateli nastavit u´daje ke
sve´mu Google u´cˇtu pro potrˇeby kalenda´rˇe v aplikaci. Na rˇa´dku 1 je pouzˇita klauzule
extends, pro definici layoutu, ktere´ toto view vyuzˇije. Na rˇa´dku 2 je pote´ pomocı´ blocku
title nastaven titulek stra´nky. Rˇa´dky 4-30 tvorˇı´ pak formula´rˇ, ktery´ prˇedstavuje hlavnı´
cˇa´st cele´ho view, ktera´ je logicky umı´steˇna do blocku content.
1 {% extends ”layout.html” %}
2 {% block title %}Settings{% endblock %}
3
4 {% block content %}
5 <span class=”project name”>Google account</span>
6 <br><br>
7 <form action=”/projects/update settings/” method=”post”>
8 {% csrf token %}
9 <table>
10 <tr>
11 <td>E−mail :</td>
12 <td><input type=”text” name=”mail” id=”mail” value=”{% for set in settings %}{{set.
mail}}{% endfor %}”></td>
13 </tr>
14 <tr>
15 <td>Password :</td>
16 <td><input type=”password” name=”password” id=”password”></td>
17 </tr>
33
18 <tr>
19 <td>Retype password :</td>
20 <td><input type=”password” name=”password2” id=”password2”></td>
21 </tr>
22 <tr>
23 <td colspan=”2” style=”text−align:center”>
24 <input type=”submit” name=”add” value=”Update settings”>
25 </td>
26 </tr>
27 </table>
28 <input type=”hidden” name=”id” id=”id” value=”{% for set in settings %}{{set.id}}{% endfor
%}”>
29 </form>
30 {% endblock %}
Vy´pis 6: Uka´zka view pro settings
5.5 Google Calendar
Jednou ze steˇzˇejnı´ch cˇa´stı´ cele´ aplikace byla implementace kalenda´rˇe. Jednou z nejrozsˇı´rˇeneˇjsˇı´ch
sluzˇeb v te´to kategorii je sluzˇba Google Calendar [13], ktera´ je zdarma dostupna´ k jake´mukoliv
Google u´cˇtu. Dı´ky rozsˇı´rˇenosti a vyhovujı´cı´m parametru˚m sluzˇby, mezi ktere´ patrˇı´ take´
verˇejne´ API, jsem se na za´kladeˇ domluvy s garantem me´ bakala´rˇske´ pra´ce Ing. Janem
Gaurou rozhodl tuto sluzˇbu do aplikace cˇa´stecˇneˇ integrovat. Cı´lem implementace bylo
zı´ska´nı´ dat z kalenda´rˇe, interpretace teˇchto dat v syste´mu a setrˇı´deˇnı´ dle cˇasove´ posloup-
nosti, spolu s ostatnı´mi za´znamy v syste´mu na prˇı´slusˇny´ch listech. Pro implementaci te´to
funkcionality bylo zapotrˇebı´ prostudovat a implementovat komunikaci prostrˇednictvı´m
Google Calendar API [14].
5.5.1 Google Calendar API
Kompletnı´ dokumentace ke Google Calendar API je standardneˇ verˇejneˇ dostupna´ pro
jake´koliv vy´voja´rˇe na stra´nka´ch projektu [14]. Prvnı´m krokem, ktery´ je nutne´ splnit pro
implementaci komunikace s tı´mto API je instalace prˇı´slusˇny´ch Python balı´cˇku˚ a jejich
integrace do syste´mu.
5.5.1.1 Instalace API Instalace Google Calendar API probı´ha´ ve dvou za´kladnı´ch
krocı´ch:
• Stazˇenı´ a instalace potrˇebny´ch soucˇa´stı´ - Pro pra´ci s Google Data services je za-
potrˇebı´ do aplikace integrovat balı´cˇek ElementTree [15] pro efektivnı´ pra´ci s XML
soubory a knihovnu Google Data Library [16], ktera´ zapouzdrˇuje za´kladnı´ logiku
potrˇebnou pro komunikaci s Google Data services. ElementTree je nutno instalo-
vat v prˇı´padeˇ Pythonu verze 2.5. a nizˇsˇı´. Od vysˇsˇı´ch verzı´ je balı´cˇek standardneˇ
soucˇa´stı´ Python distribuce, cozˇ byl take´ prˇı´pad te´to bakala´rˇske´ pra´ce, kdy byl v
pru˚beˇhu instalace Django frameworku nainstalova´n Python verze 2.6.1. Instalace
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Google Data Library probı´ha´ jednodusˇe stazˇenı´m prˇı´slusˇne´ho archivu, jeho rozba-
lenı´m a zkopı´rova´nı´m adresa´rˇu˚ gdata a atom do korˇenove´ho adresa´rˇe projektu.
• Integrace novy´ch cˇa´stı´ do projektu - Po stazˇenı´ a instalaci novy´ch soucˇa´stı´, je potrˇeba
tyto cˇa´stı´ integrovat prˇı´mo do aplikace. Tento krok probı´ha´ importem standardnı´ch
Python balı´cˇku˚ a je demonstrova´n vy´pisem ko´du 7, ktery´ je umı´steˇn v modelu
zajisˇt’ujı´cı´m komunikaci s Google Data services.
1 from xml.etree import ElementTree
2 import gdata.calendar.service
3 import gdata.service
4 import atom.service
5 import gdata.calendar
Vy´pis 7: Uka´zka importu balı´cˇku˚ potrˇebny´ch pro komunikaci s Google Data services
5.5.1.2 Implementace API v syste´mu Pro u´cˇely komunikace se sluzˇbou Google Ca-
lendar byl v syste´mu vytvorˇen samostatny´ model, ktery´ komunikaci kompletneˇ zapouzdrˇuje.
Model implementuje dveˇ za´kladnı´ metody pro zı´ska´nı´ samotne´ho objektu kalenda´rˇe
a zı´ska´nı´ jednotlivy´ch uda´lostı´ kalenda´rˇe, da´le pomocnou metodu pro setrˇı´deˇnı´ teˇchto
uda´lostı´ dle cˇasove´ posloupnosti. Jednotlive´ metody demonstrujı´ vy´pisy ko´du 8, 9 a 10.
Obra´zek 10 pote´ demonstruje view pro kalenda´rˇ v aplikaci, ktere´ dane´ metody vyuzˇı´va´.
Obra´zek 10: View zna´zornˇujı´cı´ jednotlive´ uda´losti importovane´ z Google kalenda´rˇe
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Pozna´mka 5.5 Vy´pis 8 popisuje metodu pro zı´ska´nı´ kalenda´rˇe, na´lezˇı´cı´ho konkre´tnı´mu
Google u´cˇtu.
1 def get calendar service(mail, password):
2 calendar service = gdata.calendar.service.CalendarService()
3 calendar service.email = mail
4 calendar service.password = password
5 calendar service.source = ’Google−Calendar Python Sample−1.0’
6 calendar service.ProgrammaticLogin()
7
8 return calendar service
Vy´pis 8: Uka´zka metody pro zı´ska´nı´ objektu kalenda´rˇe
Pozna´mka 5.6 Vy´pis 9 popisuje metodu pro zı´ska´nı´ jednotlivy´ch uda´lostı´ konkre´tnı´ho
kalenda´rˇe. Na rˇa´dcı´ch 2-10 je implementova´no u´vodnı´ nastavenı´ v za´vislosti, pro ktery´
z listu˚ v syste´mu majı´ by´t data zı´ska´na. Rˇa´dky 12-47 obstara´vajı´ za´kladnı´ logiku cele´
metody. V prvnı´ cˇa´sti jsou zı´ska´ny vesˇkere´ uda´losti z kalenda´rˇe za konkre´tnı´ obdobı´, tyto
informace jsou da´le zpracova´va´ny do vyhovujı´cı´ podoby a nakonec vra´ceny v podobeˇ
pole.
1 def get calendar events(calendar service, start ) :
2 if start == 6:
3 start date = datetime.date.today()
4 end date = str( start date + datetime.timedelta(180))
5 start date = str ( start date )
6
7 if start == 1:
8 start date = datetime.date.today()
9 end date = str( start date + datetime.timedelta(1))
10 start date = str ( start date )
11
12 query = gdata.calendar.service.CalendarEventQuery(’default’, ’private ’ , ’ full ’ )
13 query.start min = start date
14 query.start max = end date
15 feed = calendar service.CalendarQuery(query)
16 events = []
17 for i , an event in enumerate(feed.entry):
18 f link = an event.GetEditLink().href
19 s link = string . split ( f link , ” / ” )
20 link = s link [ len( s link )−2]+” ”+s link [ len( s link )−1]
21 title = an event. title . text
22 for a when in an event.when:
23 start time = a when.start time
24 end time = a when.end time
25 if string . find (a when.start time,”T”) > −1:
26 print (a when.start time)
27 st date = string . split ( start time , ”T”)
28 st time = string . split (st date [1], ” . ” )
29
30 start date = datetime.date(int( string . split (st date [0], ”−”) [0]) ,
36
31 int ( string . split (st date [0], ”−”) [1]) ,
32 int ( string . split (st date [0], ”−”) [2]) )
33
34 start time = datetime.time(int ( string . split (st time [0], ” : ” ) [0]) ,
35 int ( string . split (st time [0], ” : ” ) [1]) ,0,0)
36
37 en date = string . split (end time,”T”)
38 en time = string . split (en date[1], ” . ” )
39
40 end date = datetime.date(int(string . split (en date[0], ”−”) [0]) ,
41 int ( string . split (en date[0], ”−”) [1]) ,
42 int ( string . split (en date[0], ”−”) [2]) )
43
44 end time = datetime.time(int( string . split (en time[0], ” : ” ) [0]) ,
45 int ( string . split (en time[0], ” : ” ) [1]) ,0,0)
46
47 events.append([ title , start date , start time ,end date,end time,link ])
48 else:
49 st date = string . split ( start time , ”−”)
50 start date = datetime.date(int(st date [0]) , int (st date [1]) , int (st date [2]) )
51 en date = string . split (end time,”−”)
52 end date = datetime.date(int(en date[0]) , int (en date[1]) , int (en date[2]))
53 events.append([ title , start date , ’−’,end date,’−’, link ])
54
55 res = GoogleCal.sort events by date(events)
56 return res
Vy´pis 9: Uka´zka metody pro zı´ska´nı´ jednotlivy´ch uda´lostı´ kalenda´rˇe
Pozna´mka 5.7 Vy´pis 10 popisuje metodu pro setrˇı´deˇnı´ uda´lostı´ dle cˇasove´ posloupnosti.
1 def sort events by date(events):
2 max = len(events)
3 for i in range(0,max):
4 for j in range(1,max−i):
5 if events[ j−1][1] == events[j ][1]:
6 if not events[ j ][2] == ’−’:
7 if events[ j−1][2] > events[j ][2]:
8 temp = events[j−1]
9 events[ j−1] = events[j ]
10 events[ j ] = temp
11 else:
12 if events[ j−1][1] > events[j ][1]:
13 temp = events[j−1]
14 events[ j−1] = events[j ]
15 events[ j ] = temp
16
17 return events
Vy´pis 10: Uka´zka metody pro setrˇı´deˇnı´ uda´lostı´ kalenda´rˇe
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6 Dalsˇı´ mozˇna´ rozsˇı´rˇenı´
Aplikaci byla naprogramova´na tak, aby byla v budoucnu co nejjednodusˇeji rozsˇirˇitelna´ o
dalsˇı´ cˇa´sti. V na´sledujı´cı´ch podkapitola´ch si proto dovolı´m navrhnout neˇkolik za´kladnı´ch
rozsˇı´rˇenı´.
6.1 Veˇtsˇı´ pocˇet uzˇivatelu˚
Aplikace momenta´lneˇ slouzˇı´ jako regule´rnı´ time managmentovy´ syste´m pro jednoho
uzˇivatele. V budoucnu by bylo zrˇejmeˇ vhodne´ aplikaci rozsˇı´rˇit o takove´ funkce, aby
mohla by´t vyuzˇı´va´na veˇtsˇı´m pocˇtem uzˇivatelu˚ a umı´stit ji na dostupny´ verˇejny´, cˇi in-
tranetovy´ server. Pro toto rozsˇı´rˇenı´ bude zapotrˇebı´ implementovat na´sledujı´cı´ u´pravy:
• Prˇipravit view pro prˇihla´sˇenı´ soucˇasne´ho a registraci nove´ho uzˇivatele.
• Prˇipravit metody v controlleru aplikace, ktere´ budou dane´ view obsluhovat. Da´le
prˇidat metodu pro kontrolu identity uzˇivatele, ktera´ by meˇla by´t ulozˇena po prˇihla´sˇenı´
v session.
• Datovou strukturu bude nutne´ obohatit o tabulku User, skla´dajı´cı´ se z id, uzˇivatelske´ho
jme´na a hesla uzˇivatele. Da´le bude nutne´ do entit Tag, Task, Project a Settings prˇidat
atribut userId tak aby bylo zrˇejme´, ktere´mu uzˇivateli dany´ za´znam patrˇı´. Tento atri-
but bude vhodne´ indexovat.
• Soucˇasne´ metody obsluhujı´cı´ jednotliva´ view v controlleru respektive modelu apli-
kace bude nutne´ upravit tak, aby prˇistupovaly a modifikovaly data pouze prˇihla´sˇene´ho
uzˇivatele.
6.2 Rozsˇı´rˇenı´ o dalsˇı´ forma´ty kalenda´rˇe
V soucˇasne´ chvı´li doka´zˇe aplikace prˇistupovat pouze ke kalenda´rˇi prostrˇednictvı´m Go-
ogle u´cˇtu. Jednotlivy´ch sluzˇeb a forma´tu˚, ktere´ zajisˇt’ujı´ podobne´ sluzˇby, je samozrˇejmeˇ
mnoho. V budoucnu, by proto bylo zrˇejmeˇ vhodne´m rozsˇı´rˇit kalenda´rˇ o mozˇnost importu
kalenda´rˇu˚ dalsˇı´ch sluzˇeb trˇetı´ch stran, jako je naprˇı´klad iCal, cˇi kalenda´rˇe dostupne´ na
Microsoft Exchange Serverech apod. Pro tyto rozsˇı´rˇenı´ bude zapotrˇebı´ implementovat
prˇiblizˇneˇ na´sledujı´cı´ kroky:
• Zı´skat API specifikaci k dane´ sluzˇbeˇ, poprˇı´padeˇ konkre´tnı´ popis souboru pro im-
port.
• View settings rozsˇı´rˇit o mozˇnost nastavenı´ forma´tu, poprˇı´padeˇ sluzˇby, ze ktere´
ma´ by´t kalenda´rˇ importova´n do syste´mu. V prˇı´padeˇ forma´tu, pak prˇidat mozˇnost
vy´beˇru souboru pro import.
• Rozsˇı´rˇit modely aplikace o metody zajisˇt’ujı´cı´ prˇı´stup k API teˇchto sluzˇeb, poprˇı´padeˇ
rozsˇı´rˇit controller aplikace o metody zpracova´vajı´cı´ importy v dany´ch forma´tech.
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• Modifikovat soucˇasne´ metody obsluhujı´cı´ view settings, tak aby zajisˇt’ovaly vsˇe
potrˇebne´.
• Prˇidat do entity settings atributy services, poprˇı´padeˇ formats typu enum a specifi-
kovat jednotlive´ sluzˇby a forma´ty, ktere´ budou uzˇivateli k dispozici.
6.3 Pokrocˇilejsˇı´ pra´ce v ty´mu
Ty´mova´ spolupra´ce v ra´mci GTD je ozˇehave´ te´ma. Cely´ proble´m spocˇı´va´ v tom, zˇe GTD
je syste´mem pro osobnı´ time managment. V prˇı´padeˇ mensˇı´ch, cˇi veˇtsˇı´ch ty´mu˚ by bylo
samozrˇejmeˇ zˇa´doucı´ GTD posunout trosˇku da´le a doka´zat tuto metodiku aplikovat naprˇ.
cˇa´stecˇneˇ v projektove´m rˇı´zenı´. Nicme´neˇ zˇa´dny´ syste´m tohoto druhu zatı´m neexistuje
a kazˇdy´ pokus o takovou implementaci skoncˇil fiaskem. V soucˇasne´ verzi syste´mu je
pra´ce v ty´mu a delegova´nı´ rˇesˇeno pomocı´ kontextu˚ a listu cˇeka´m na, kde ma´ uzˇivatel
mozˇnost zaznamenat u´koly, jejı´chzˇ zpracova´nı´m poveˇrˇil jine´ uzˇivatele a u teˇchto u´kolu
nastavit naprˇ. datum splneˇnı´, prˇi ktere´m ma´ by´t upozorneˇn na to, zˇe by meˇl danou veˇc
urgovat. Bohuzˇel se jedna´ o pracnou za´lezˇitost. Uzˇivatel musı´ dany´ za´vazek zazname-
nat a na´sledneˇ jej jesˇteˇ prˇedat konkre´tnı´ osobeˇ. Jednı´m ze sˇpatny´ch rˇesˇenı´ by bylo vy-
tvorˇit ty´movou architekturu, kde by nadrˇı´zenı´ pracovnı´ci meˇli mozˇnost vkla´dat za´vazky
podrˇı´zeny´m pracovnı´ku˚m do vstupnı´ schra´nky. Tento model se na za´kladeˇ mnoha po-
kusu˚ osveˇdcˇil jako nevhodny´. V syste´mu prˇi veˇtsˇı´m mnozˇstvı´ teˇchto pozˇadavku˚ zacˇne
vznikat zmatek a sta´va´ se neprˇehledny´m. Daleko rozumneˇjsˇı´m rˇesˇenı´m je implemento-
vat do syste´mu mozˇnost zası´la´nı´ teˇchto pozˇadavku˚ do oddeˇlene´ schra´nky a implemen-
tovat notifikace, ktere´ na novou zpra´vu uzˇivatele upozornı´. V praxi by syste´m pote´ mohl
fungovat tak, zˇe by nebylo nutne´ nastavovat hierarchii v ra´mci ty´mu, ale bylo by nutne´
pouze specifikovat jednotlive´ ty´my, respektive okruhy lidı´, kterˇı´ by meˇli mozˇnost si ru˚zne´
pozˇadavky navza´jem zası´lat. Prˇi zada´va´nı´ konkre´tnı´ho pozˇadavku na list cˇeka´m na by
syste´m nabı´dl zadavateli mozˇnost specifikovat uzˇivatele, ktery´m ma´ by´t pozˇadavek zasla´n
do prˇı´slusˇne´ schra´nky. Takovy´mto uzˇivatelu˚m, by byla pote´ v syste´mu zobrazena notifi-
kace, upozornˇujı´cı´ na novy´ pozˇadavek konkre´tnı´ osoby a meˇly by mozˇnost si jej podobneˇ
jako pozˇadavek e-mailem zpracovat do sve´ vstupnı´ schra´nky a zaznamenat si k neˇmu
vlastnı´ formulace a pozna´mky.
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7 Za´veˇr
U´kolem me´ bakala´rˇske´ pra´ce byla implementace syste´mu osobnı´ho time managmentu a
produktivity pra´ce dle metodiky Getting Things Done, jejı´mzˇ autorem je americky´ koucˇ
a expert v te´to oblasti David Allen.
V u´vodu bylo nutne´ detailneˇ prostudovat celou metodiku a urcˇit cˇa´sti cele´ koncepce,
ktere´ bylo mozˇne´ systematizovat. Da´le bylo nutne´ detailneˇ prostudovat za´kladnı´ cˇa´sti
metodiky - zaznamena´va´nı´, objasnˇova´nı´, organizova´nı´, reflexi, akci a z du˚vodu pocho-
penı´ vsˇech detailu˚ se je pokusit osvojit.
V pru˚beˇhu pra´ce bylo nutno se sezna´mit s technologiemi a metodami, ktere´ vyuzˇı´va´
Django framework, osvojit si a detailneˇ pochopit na´vrhovy´ vzor MVC.
Na za´kladeˇ teˇchto veˇdomostı´ bylo zapotrˇebı´ analyzovat celkovou na´rocˇnost projektu,
vesˇkere´ vstupnı´ pozˇadavky a navrhnout koncepci syste´mu, ktery´ vsˇem teˇmto krite´riı´m
vyhovuje. Soucˇa´stı´ te´to analy´zy byla analy´za funkcˇnı´ch a nefunkcˇnı´ch pozˇadavku˚ na
syste´m, analy´za logistiky cele´ho syste´mu, datova´ analy´za a jejı´m vy´stupem byl kon-
ceptua´lnı´ model zna´zornˇujı´cı´ konecˇnou strukturu.
Poslednı´ cˇa´stı´ byla implementace, jejı´zˇ steˇzˇejnı´ cˇa´sti byla integrace sluzˇby Gooogle
Calendar. Pro tyto u´cˇely bylo nutne´ prostudovat Google Calendar API a za pomocı´ knihovny
Google Data Library zajistit komunikaci s Google Data services.
Za´veˇrem byly pote´ navrhnuty dalsˇı´ mozˇnosti rozsˇı´rˇenı´ syste´mu a koncepty, ktere´ by
bylo vhodne´ do syste´mu do budoucna implementovat.
Vy´sledny´ syste´m, dle me´ho na´zoru splnˇuje vesˇkere´ pozˇadavky, ktere´ na neˇj byly kla-
deny, a je vyhovujı´cı´m rˇesˇenı´m pro spra´vu osobnı´ho time managmentu dle metodiky
Getting Things Done.
Daniel Dimitrov
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