University for Business and Technology in Kosovo

UBT Knowledge Center
Theses and Dissertations

Student Work

Winter 2-2016

Mospërputhja e bazës së të dhënave relacionare me programimin
e orientuar në objekte dhe pasqyrimi relacionar i objekteve si
zgjidhje
Sokol Deçani
University for Business and Technology - UBT

Follow this and additional works at: https://knowledgecenter.ubt-uni.net/etd
Part of the Computer Sciences Commons

Recommended Citation
Deçani, Sokol, "Mospërputhja e bazës së të dhënave relacionare me programimin e orientuar në objekte
dhe pasqyrimi relacionar i objekteve si zgjidhje" (2016). Theses and Dissertations. 1234.
https://knowledgecenter.ubt-uni.net/etd/1234

This Thesis is brought to you for free and open access by the Student Work at UBT Knowledge Center. It has been
accepted for inclusion in Theses and Dissertations by an authorized administrator of UBT Knowledge Center. For
more information, please contact knowledge.center@ubt-uni.net.

Programi për Shkenca Kompjuterike dhe Inxhinieri

Mospërputhja e bazës së të dhënave relacionare me programimin e
orientuar në objekte dhe pasqyrimi relacionar i objekteve si zgjidhje
Shkalla Bachelor

Sokol Deçani

Shkurt / 2016
Prishtinë

Programi për Shkenca Kompjuterike dhe Inxhinieri

Punim Diplome
Viti akademik 2012 – 2013

Sokol Deçani

Mospërputhja e bazës së të dhënave relacionare me programimin e
orientuar në objekte dhe pasqyrimi relacionar i objekteve si zgjidhje
Mentori: Prof. Naim Preniqi

Shkurt / 2016

Ky punim është përpiluar dhe dorëzuar në përmbushjen e kërkesave të
pjesshme për shkallën Bachelor

ABSTRAKT
Bazat e të dhënave relacionale janë bërë një standard për ruajtjen e të dhënave. Në anën tjetër,
programimi i orientuar në objekte gjithashtu gjithnjë e më shumë po zbatohet në zhvillimin
aplikacioneve moderne. Një bazë e të dhënave relacionare është e bazuar në modelin
relacionar ku të dhënat janë të vendosura në tabelë (relacion në modelin relacionar) në rreshta
dhe kolona. Rreshtat në tabelë janë të veçuara nga njëra-tjetra me nga një vlerë unike, duke
shfrytëzuar këto vlera unike bëhen lidhje në mes rreshtave të tabeleve të ndryshme duke
formuar relacion apo lidhje në mes tyre, kurse gjuhët e programimit të orientuara në objekte
janë gjuhë të bazuara në konceptin e objekteve, të cilat janë struktura të të dhënave duke
mbajtur të dhënat si atributet e objektit si dhe funksione që definojnë sjelljet e objektit.
Zhvilluesit e aplikacioneve hasin në vështirësi gjatë implementimit për shkak të
mospërputhjes së natyrës relacionale të bazave të të dhënave dhe programimit të orientuar në
objekte. Pasqyrimi Relacional i Objekteve është një zgjidhje e mundshme që synon t’i evitojë
këto probleme duke u mundësuar zhvilluesve të modelojnë zgjidhje duke u bazuar në objekte,
pa u shqetësuar shumë për bazë të të dhënave. Arkitektura tradicionale e një softueri përmban
një shtresë e cila përfaqëson domenin e të dhënave, që natyrshëm ka nevojë të ruhet në bazë
të të dhënave. Zakonisht, është e përshtatshme të ketë edhe një shtresë të izoluar e cila është
përgjegjëse për komunikimin me bazë të të dhënave. Një shtresë e tillë tipike përmban
funksione të cilat i kryejnë operacionet e krijimit/leximit/azhurnimit/fshierjes së të dhënave
në bazë të të dhënave. Problemet me këtë qasje hasen kur arkitektura e softuerit bazohet në
paradigmën e Programimit të Orientuar në Objekte. Kur zhvilluesit programojnë me gjuhë të
orientuara në objekte ata duan të kryejnë operacione në objekte, por kur u nevojitet ta ruajnë
gjendjen e tyre, atyre u duhet ta bëjnë konvertimin e modelit ekzistues që është i bazuar në
objekte, në atë relacional - tabelor. Pasqyrimi relacionar i objekteve i abstragon të gjitha
detajet e konvertimit të të dhënave, relacioneve dhe shumë të tjera. Meqenëse trashëgimia
është model bazë në programimin e orientuar në objekte, zhvilluesit mund ta vënë në
funksion kur përdorin pasqyrimin relacionar të objekteve. Kjo teknikë ofron edhe relacionet
e dyanshme(bi-directional) që dukshëm e lehtësojnë navigimin në graf të objekteve që i mban
të dhënat e lidhura ashtu siç janë në bazën e të dhënave.
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HYRJE
Pasqyrimi relacionar i objekteve është një teknikë programimi e cila përdoret për të
arritur përputhjen ndërmjet tipeve të të dhënave të gjuhëve të programimit të bazuara në
objekte dhe bazave releactionare të të dhënave. Kjo teknikë krijon një bazë të të dhënave
virtuale të bazuar në objekte, e cila është si një shtresë komunikimi ndërmjet gjuhës së
programimit dhe bazës së të dhënave. Kjo shtresë mundëson që gjat programimit të mos
mendohet për llojet e tipeve të bazës së të dhënave, mënyren e ruajtjes së të dhënave, mënyren
e pasqyrimit të objekteve në tabela relacionare, pasqyrimin e çelësave primar dhe të jashtëm
etj. Mundëson që aplikacioni të mos jetë i varur nga mënyra se si baza e të dhënave
funksionon. Duke përdorur këtë teknikë do të kemi mundësi që të arrijmë shumë shpejtë deri
tek përfundimi i aplikacionit. Kjo teknikë enkapsulon të gjithë punën që bëhet nga shtresat
që meren me logjiken për të cilen aplikacioni është krijuar si konvertimin e tipeve, krijimin
e tabelave, krijimin e lidhjeve ndërmjet tabelave, krijimin e pyetësorëve kompatibil me atë
që baza a të dhënave kërkon etj. Po ashtu standardi i pyetësorëve është krijuar i cili bazohet
në logjikën se si objektet funksionojnë dhe interaksionin në mes tyre. Një kërkesë për të
dhëna do të shkruhet duke pyetur për objekte pastaj kjo kërkesë do të konvertohet në atë
kompatibile me bazën e të dhënave dhe rezultati i kthyer nga baza e të dhënave do të
konvertohet në objekte, punë e cila na ndihmon shumë përgjat zhvillim të një aplikacioni pasi
që objekt kërkojm objekt do marim. Përformanca është gjithmonë kritkike për shumicen e
aplikacioneve, pasqyrimi relacionar i objekteve ofron disa mënyra se si objektet krijohen nga
të dhënat e marura nga baza e të dhënave për te fituar përformancë më të mirë, si p.sh.
Tërheqja e vonuar e cila mundëson që objektet dhe të dhënat të tërheqen në momentin kur
aplikacioni do ti qaset atyre, duke përdorur referencat në ato të dhëna, dhe në memorie të
aplikacionit do të kemi vetëm referencen dhe jo të gjitha të dhënat që ndikon në përformancë.
Po ashtu ofron edhe mënyra të ndryshme të ruatjes të objekteve që mundëson reduktimin e
kodit në aplikacion duke ripërdorur të njejtin kod per secilin objekt (entitet). Kujdeset edhe
për të dhënat e panevojshme në bazën e të dhënave p.sh. për rekorde të quajtura rekorde jetim
të cilat nuk i takojnë ndonjë lidhje në mes tabelash, këto largohen nga baza e të dhënave duke
specifikuar se cilat objekte nuk duhet te ekzistojnë në raste të caktuara.
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SHQYRTIMI I LITERATURËS (HISTORIKU)
2.1

Standardi JPA dhe disa implementime të tij
"Java Persistence API" është krijuar nga komuniteti i Java-s me qëllim të

standardizimit të pasqyrimit relacional të objekteve për aplikacionet që zhvillohen në Java.
Ky standard përshkruan menaxhimin e të dhënave relacionale në aplikacionet që përdorin
platformën Java, edicionin Standard dhe atë "Enterprise".
Ky standard përfshin tri fusha:
•

Vetë API-n, të definuar në paketën javax.persistence

•

Gjuhën e pyetësorëve në JPA(JPQL - "Java Persistence Query Language")

•

Të dhënat shtesë për objekte(object metadata)

Lëshimi final specifikimit JPA 1.0 u bë më 11 Maj 2006. Specifikimi final i JPA 2.0 u lëshua
më 10 Dhjetor 2009. Ndërsa, specifikimi JPA 2.1 u lëshua më 22 Prill 2013.
Në treg ekzistonin vegla për pasqyrimin relacional të objekteve në Java edhe para se të
standardizohej JPA. Shumë prej këtyre veglave shërbenin me ide komunitetin rreth
standardizimit të pasqyrimit relactional të objekteve.
Tash, në treg ekzistojnë disa implementime të JPA, shumica prej tyre me kod të hapur, por
ka prej tyre edhe komerciale. Disa prej tyre janë:
Me kod të hapur:
•

Hibernate,

•

DataNucleus,

•

OpenJPA,

•

EclipseLink, etj.

Komerciale [1]:
•
2.2

Oracle Toplink etj.
JPQL (Gjuha e pyetësorëve)
Për shumicën e aplikacioneve, nxjerrja e të dhënave nga baza e të dhënave është po aq

e rëndësishme sa ruajtja e tyre. Nga kërkimi te sortimi, analiza, inteligjenca e biznesit,
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nxjerrja efikase e të dhënave nga baza e të dhënave në aplikacion dhe prezantimi i tyre tek
përdoruesi është pjesë gati se e çdo aplikacioni.
JPA përkrah dy metoda për shprehjen e pyetësorëve për nxjerrjen e entiteteve: gjuha e
pyetësoreve JPQL(Java Persistence Query Language) dhe API-n e kritereve(Criteria API).
Pyetësorët gjithashtu mund të shprehen në SQL por nuk është e preferuar, ngase SQL e lidh
aplikacionin me bazën e të dhënave, ndërsa JPQL është më fleksibile ngase është e pavarur
nga baza e të dhënave dhe baza aktuale e të dhënave mund të ndërrohet në çdo kohë duke e
lënë aplikacionin në gjendje të rregullt.
2.2.1 Shembuj të pyetësorëve
Pyetësori më i thjeshtë JPQL i zgjedh të gjithat instancat e një tipi të entitetit.
SELECT p
FROM Punëtor p
Siç shihet më lartë, pyetësorët JPQL janë shumë të ngjashëm me SQL. Entitetit Punëtor i
është vënë një pseudonim p, i cili mund të përdoret më vonë për të referuar atribute të tij.
Mund të zgjedhim një entitet që nuk është në shprehjen FROM. P.sh.:
SELECT p.departament
FROM Punëtor p
Një punëtor ka relacion shumë-me-një me departamentin e tij të emëruar departament si
atribut, kështu që tipi i rezultatit është entitet i Departament-it. [2]
2.2.2 Filtrimi i rezultateve
Sikurse SQL, JPQL përkrah shprehjen WHERE për të vendosur kushte në të dhënat
që duhet të kthehen si rezultat. Shumica e operacioneve në SQL janë në dispozicion edhe
JPQL duke përfshirë operatorët bazik: IN, LIKE, BETWEEN; funksionet(SUBSTRING dhe
LENGTH); nën-pyetësorët etj. Dallim i kryesor me SQL është se në JPQL shprehjet e
entiteteve përdoren në vend të kolonave [2].
Shembull:
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SELECT p
FROM Punëtor p
WHERE p.departament.emri = 'Matematikë' AND
p.adresa.qyteti IN ('Prishtinë,Pejë)
2.2.3 Projektimi i rezultateve
Për aplikacionet që u nevojiten raporte, skenar i zakonshëm zgjedhja e një numri të
madh instancave të entiteteve, por përdorimi i vetëm disa pjesëve të të dhënave. Varësisht se
si është pasqyruar një entitet në bazën e të dhënave, ky mund të jetë një operacion i shtrenjtë
nëse një pjesë e madhe e të dhënave të entitetit nuk është e nevojshme. Pyetësori në vazhdim
demonstron zgjedhjen vetëm atributet emri dhe paga nga entiteti Punëtor:
SELECT p.emri, p.paga
FROM Punëtor p
2.2.4 Bashkimet mes entiteteve (Joins)
JPQL përkrah shumë tipa të bashkimeve, duke përfshirë bashkimet e
brendshme(Inner Joins) dhe bashkimet e jashtme(Outer Joins), gjithashtu edhe bashkimet e
tërheqjes(Fetch Joins) të cilat shërbejnë për tërheqjen e të dhënave në mënyrë të
menjëhershme. Shembull:
SELECT t.numri
FROM Punëtor p JOIN p.telefonat t
WHERE p.departament.emri = 'Matematikë' AND
t.tipi = 'Mobil'

2.2.5 Pyetësorët agregat
Sintaksa e pyetësorëve agregat në JPQL është e ngjashme me atë të SQL. Janë gjithsej
5 funksione agregate(AVG, COUNT, MIN, MAX dhe SUM), dhe rezultatet mund të
grupohen me shprehjen GROUP BY dhe mund të filtrohen duke përdorur shprehjen
HAVING. Përsëri, dallimi me SQL është në përdorimin e entiteteve gjatë specifikimit të të
dhënave për tu agreguar.
4

Një shembull i një pyetësori që kthen si rezultat statistika për Departament-et me pesë apo
më shumë Punëtor
SELECT d, COUNT(p), MAX(p.paga), AVG(p.paga)
FROM Departament d JOIN d.punëtorët p
GROUP BY d
HAVING COUNT(p) >= 5

2.2.6 Parametrat
Parametrat e pyetësorit mund të specifikohen me pikëpyetje(?) apo me emra(:emri).
[2] P.sh.
SELECT p
FROM Punëtor p
WHERE p.departament = ? AND
e.paga > ?
apo:
SELECT p
FROM Punëtor p
WHERE p.departament = :departament AND
e.paga > :paga
Këta parametra pastaj jepen duke thirrur metodën setParameter(..) në objektin Query:
query.setParameter(1, departament) dhe
query.setParameter(:departament, departament) [2][6]
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DEKLARIMI I PROBLEMIT
3.1

Mospërputhja e paradigmave Objekt-Relactional

3.1.1 Problemet e mospërputhjes së paradigmave
Modelet e objekteve dhe modelet relacionale dallojnë në koncepte. Modeli relacional i
përfaqëson të dhënat në formë tabelore, përderisa gjuhët programuese të orientuara në
objekte, siç është Java, i përfaqësojnë të dhënat si grafe të ndërlidhura të objekteve. Mbushja
dhe ruajtja e grafit të objekteve duke përdorur bazë të të dhënave relacionale na ekspozon në
së paku 5 probleme të mospërputhjes[3] [5].
•

Interfejsi, klasa, trashëgimia dhe polimorfizmi
Në paradigmën e orientuar në objekte, objektet kanë interfejsë që së bashku ofrojnë
qasjen e vetme në të fshehtat e objektit. Modeli relacional, në anën tjetër, shfrytëzon
ndryshoret e derivuara relacionale(views) për të ofruar të njëjtën. Ngjashëm,
konceptet bazë të paradigmës të orientuar në objekte siç janë klasat e objekteve,
trashëgimia dhe polimorfizmi nuk përkrahen nga Bazat e të dhënave relacionale(disa
databaza e përkrahin konceptin e nëntipave por kjo është akoma tërësisht e pastandardizuar)[3][5].

•

Granulariteti
Ne shpesh kemi një model të objektit që ka më shumë klasa se sa tabela në bazën e të
dhënave. Duhet të bëhte zgjidhje se si do ta paraqitnim një bashësi klasash në një
tabele të vetme[4] [5].

•

Identiteti
Bazat e të dhënave relacionale definojnë saktësisht një nocion të njëjtësisë: çelësi
primar. Java, në anën tjetër, definon dy nocione të tilla; identiteti i objekteve a==b
dhe barazia e objekteve a.equals(b) [5].

•

Asociacionet
Asociacionet përfaqësohen si referenca të njëanshme ne paradigmën e orientuar në
objekte, ndërsa bazat e të dhënave relacionale përdorin nocionin e çelësave të
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jashtëm. Nëse na nevojiten relacionet e dyanshme në Java, duhet të definojmë
asociacionin dy herë. [5]
Po ashtu, nuk mund ta përcaktojmë shumësinë e relacionit thjeshtë duke shikuar në
modelin e objektit.
•

Navigimi në të dhëna
Mënyra me të cilën u qasemi të dhënave në Java është rrënjësisht e ndryshme nga
mënyra si e bëjmë këtë në bazë të të dhënave relacionale. Në Java, navigohet nga një
asociacion në tjetrin duke ecur nëpër grafin e objekteve. Kjo mënyrë e nxjerrjes së të
dhënave nuk është aspak efikase në bazë të të dhënave relacionale. Për shkak të
performancës, numri i pyetësorëve synohet të minimizohet dhe grafi i objekteve
mbushet me disa pyetësorë para se të navigohet në të[4] [5].

Le të ilustrojmë problemin e nëntipave dhe polimorfizmit me një shembull.
Në Java, e implementojmë trashëgiminë e tipave duke përdorur mbiklasat dhe nënklasat.
Marrim shembull një model të tillë: Supozojmë se kemi një aplikacion që përkrah pagesat e
shfrytëzuesve në dy mënyra, me kartelë krediti dhe llogari bankare. Mënyra më e natyrshme
për t'i përfaqësuar këto kërkesa do të ishte të përdorim trashëgiminë rreth një klase
DetajetEPagesës.
Mund ta modelojmë një mbiklasë abstrakte DetajetEPagesës, së bashku me disa nënklasa
konkrete: KartelëKrediti, LlogariBankare, e kështu me radhë. Secila prej këtyre klasave
definon të dhëna të ndryshme(dhe funksionalitet të ndryshëm që vepron në këto të dhëna).

Figura 1. Një model i trashëgimisë
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SQL ndoshta duhet të përmbaj në standardin e tij përkrahjen për mbitabelat dhe nëntabelat.
Kjo në mënyrë efektive do të na lejonte të krijojmë tabela që trashëgojnë kolona të caktuara
nga prindërit e tyre. Por, ndoshta një mundësi e tillë do të vihej në diskutim, sepse do të
paraqiste një nocion të ri: kolonat virtuale në tabelat bazë. Tradicionalisht, ne presim kolona
virtuale vetëm në tabela virtuale, të cilat quhen views. Për më shumë, në nivelin teorik,
trashëgimia që ne aplikuam në Java është trashëgimi e tipave. Një tabelë nuk është tip,
prandaj nocioni i mbitabelave dhe nëntabelave vihet në diskutim. Si do që të jetë, nëse i biem
rrugës së shkurtër dhe vrojtojmë produktet e bazave të të dhënave SQL, shohim që ato
zakonisht nuk e implementojnë nocionin e trashëgimisë së tipave apo tabelave, dhe nëse e
bëjnë, nuk ndjekin sintaksë standarde dhe zakonisht na ekspozojnë në problemet e integritetit
të të dhënave.
Ngjashëm shfaqet edhe problemi i polimorfizmit. Klasa Përdorues ka një asociacion me
mbiklasën DetajetEPagesës. Ky është një asociacion polimorfik. Në kohën e ekzekutimit, një
instancë e objektit Përdorues mund të referoj ndonjërën prej nënklasave të DetajetEPagesës.
Ngjashëm, ne dëshirojmë të jemi në gjendje të shkruajmë pyetësorë polimorfik që i referohen
klasës DetajetEPagesës, dhe që kthejnë instanca të nënklasave të saj.
Bazave të të dhënave SQL u mungon një mënyrë e drejtpërdrejtë(ose së paku e standardizuar)
për të përfaqësuar pyetësorët polimorfik. Një çelës i jashtëm i referohet saktësisht një tabele
objektive; nuk ekziston një mundësi e drejtpërdrejtë të implementohet një çelës i jashtëm që
i referohet shumë tabelave. Pra, rezultati i mospërputhjeve të nëntipave është: struktura e
trashëgimisë në modelin tonë duhet të ruhet në një tabelë që nuk përkrah strategji të
trashëgimisë.

3.1.2 Metoda “klasike” e trajtimit të problemit
Shumica e softuerëve që përdorin bazë të të dhënave relacionale kanë një shtresë të
izoluar e cila enkapsulon detajet e qasjes në bazën e dhënave. Kjo shtresë quhet "Shtresa e
Qasjes në Bazën e të Dhënave". Për secilin entitet, zhvillohet një klasë përkatëse që
mundëson leximin/ruajtjen/azhurnimin/fshirjen e atij entiteti. Në rastin kur nevojitet që si
rezultat të ketë më shumë se një entitet, apo kur nevojitet të nxirren të dhëna që janë të
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shpërndara në shumë tabela, atëherë ngjashëm ekzekutohen pyetësorët SQL me anën e të
cilëve nxirren të dhënat e kërkuara, dhe pastaj këto të dhëna(në formë tabelore), konvertohen
në objekte.
Ky shabllon është mjaft i mirë - aq i mirë sa rekomandohet edhe nga vet zhvilluesit e ORMsë. Por, puna manuale që duhet bërë duke koduar detajet e qasjes për secilin entitet është e
konsiderueshme, e sidomos kur përdoret më shumë se një dialekt i SQL-së. Kjo punë
zakonisht konsumon një pjesë të madhe të përpjekjeve në zhvillim.
Shembull: Marrim një tabelë Porosi, dhe një tabelë tjetër Linjë. Këto tabela janë të lidhura
një-me-shumë. Pra, një porosi mund te ketë shumë linja.

Figura 2. Relacioni një-me-shumë
Këto tabela, në Java do te përfaqësoheshin si dy klasa të ndara.
Klasa Porosi do të dukej kështu:

public class Porosi {
private String id;
private Date data;
private BigDecimal totalNeto;
private BigDecimal totalBruto;
// aksesorët dhe mutatorët lihen jashtë për hir të ilustrimit
}

dhe klasa Linjë:
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public class Linjë {
private String id;
private Porosi porosia;// porosia së cilës kjo linjë i takon
private BigDecimal totalNeto;
private BigDecimal totalBruto;
// aksesorët dhe mutatorët lihen jashtë për hir të ilustrimit
}

Në Shtresën e Qasjes së të Bazën e të Dhënave, do të krijohej një klasë që përmban
funksionet që ruajnë/lexojnë/azhurnojnë/fshinë porositë. P.sh. funksionet ruaj(Porosi porosi),
merrMeId(String id), merrTëGjitha() etj. Funksioni merrTëGjitha() do të dukej përafërsisht
kështu:
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public class PorosiShQD {
...
public Porosi merrMeId(String id) {
String sql = "SELECT id, data, total_neto, total_bruto "
+ "FROM Porosi WHERE id = ?";
List<Porosi> porosite = neë ArrayList<>();
try (Connection con = DriverManager.getConnection(koneksioni);
PreparedStatement ps = con.prepareStatement(sql);) {
ps.setString(1, id);
try (ResultSet rs = ps.executeQuery();) {
while (rs.next()) {
porosite.add(neë Porosi(
rs.getString("id"),
rs.getDate("data"),
rs.getDouble("total_neto"),
rs.getDouble("total_bruto")));
}
}
} catch (SQLException e) {
logger.error(e);
}
return porosite.get(0);
}
...
}

Siç shihet më lartë, ekzekutohet një pyetësor që i zgjedh fushat e Porosi-së nga tabela Porosi,
iteron në rezultate(tabelore), dhe krijon një instancë të Porosi-së me këto të dhëna.
Ngjashëm veprohet për të gjitha operacionet që duhet të kryhen në bazë të të dhënave.
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Është e dukshme që zhvilluesi duhet të bëj konvertimin e të dhënave nga forma tabelore në
atë të orientuar në objekte, gjë që në shikim të parë mund të duket e lehtë dhe praktike, por
në realitet sjell shumë vështirësi në mirëmbajtje, gjeneron kod jo shumë të lexueshëm, dhe
për më shumë, kod të përsëritur.
Gjthashtu, kur kërkesat ndryshojnë, një zgjidhje e koduar me dorë gjithmonë kërkon më
shumë vëmendje dhe përpjekje në mirëmbajtje.
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METODOLGJIA
Analiza e kësaj teme është bërë duke punuar në projekte të ndryshme si zhvillues gjatë
viteve 2013 – 2016. Gjatë zhvillimit të projekteve kanë dalur probleme të shumta të cilat
kanë qëndruar në mes të aplikacionit dhe bazës së të dhënave. Gjatë këtyre viteve janë
mbledhur problemet që janë hasur dhe janë përfshirë në një hulumtim duke ofruar një zgjidhje
e cila ndoshta dikur do ti kursej kohë ndonjë zhvilluesi gjatë zhvillimit të ndonjë aplikacioni.
Gjatë analizës dhe studimit janë hulumtuar zgjidhje të cilat janë më gjenerike dhe do të
funksionojnë në aplikacione të ndryshme të punuara në gjuhë të bazuar në objekte. Problemet
që janë përfshirë në këtë temë janë probleme që shfaqen më shpesh gjatë zhvillimit. Si fillim
është caktuar se cilat probleme do të shqyrtohen në këtë temë pastaj ka filluar shkrimi për
zgjidhjet e mundshme, në fund ka filluar hulumtimi për zgjidhjet më të mira që mund të
gjinden për problemet të caktuara dhe janë shpalosur me një përshkrim duke i bashkangjitur
edhe shembujt për secilin problem. Gjatë hulumtimit janë përdorur materiale të ndryshme si
libra, publikime dhe implementime nga zhvillues të ndryshëm si referenc prej të cilave edhe
është nxjerrur rezultati. Disa nga publikimet që janë përdorur shprehin brengat për
mospërputhjen e dy paradigmave (programimi i orientuar në objekte dhe modeli relacionar i
bazës së të dhënave), prej të cilave është rishiquar problemi i cili është diskutuar në këtë
hulumtim. Disa nga librat që janë përdorur si referenc shpalosin zgjidhje të ndryshme të këtij
problemi, nga të cilat është analizuar rezultati i këtij hulumtimi, se a janë në rregull të gjitha
zgjidhjet që janë ofruar dhe përshkrimi i tyre. Gjatë studimit janë përdorur edhe disa faqe në
internet të cilat u takojnë implementimeve të kësaj teknike të programimit, zgjidhjet e të
cilave jan lexuar dhe studiuar duke u kujdesur që mos të anashkalohet ndonjë gjë.
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REZULTATET
5.1

Një modelim trivial dhe menaxheri i entiteteve

5.1.1 Të dhënat shtesë të entitetit
Çdo entitet ka disa definicione apo të dhëna shtesë rreth të dhënave të tij, të cilat e
përshkruajnë atë. Këto të dhëna shtesë mund të ruhen si pjesë a klasës, ose mund të ruhen
jashtë klasës, por jo në bazën e të dhënave. Këto të dhëna i mundësojnë mekanizmit të JPAsë t'i njoh, interpretoj dhe menaxhoj si duhet nga koha kur entitetet mbushen deri kur cikli
jetësor i tyre përfundon.
Të dhënat shtesë që kërkohen për entitet janë minimale, duke i bërë entitetet lehtë për tu
definuar dhe përdorur.
Të dhënat shtesë mund të specifikohen në dy mënyra: nëpërmjet Shënimeve (Annotations)
dhe XML-it. Secila mënyrë është barazisht e vlefshme, por se cilën duhet zgjedhur varet prej
preferencave në zhvillim.
5.1.2 Shënimet (Annotations)
Të dhënat shtesë nëpërmjet Shënimeve u shtuan në Java SE 5. Ato u mundësojnë
zhvilluesve të krijojnë të dhëna shtesë, në mënyrë të strukturuar që mund të futen në kod
burimor. Edhe pse ato nuk janë të domosdoshme për JPA, ato prezantojnë një mënyrë të
përshtatshme për të mësuar dhe përdorur API-n.
5.1.3 XML
Për ata që preferojnë të përdorin XML tradicional, ky opsion është akoma në dispozicion.
Është mjaft e drejtpërdrejtë të kalohet në përshkruesit XML pas të mësuarit dhe kuptuarit se
si funksionojnë Shënimet, pasi që ato janë mjaft të ngjashme.
5.1.4 Modelimi i një entiteti
Klasat e zakonshme në Java shumë lehtë mund të transformohen në entitete thjeshtë
duke shënuar ato. Në fakt, duke shtuar disa shënime, pothuajse çdo klasë me konstruktor pa
argumente mund të bëhet entitet.
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Të marrim shembullin e një klase Punëtor:

public class Punëtor {
private int id;
private String emri;
private BigDecimal paga;

public Punëtor(){}
//aksesorët dhe mutatorët lihen jashtë për hir të ilustrimit
}

Për ta konvertuar këtë klasë në entitet, së pari duhet ta shënojmë klasën me @Entity. Ky
shënim është thjeshtë për t'i treguar mekanizmit JPA që kjo klasë është entitet.
Shënimi i dytë që duhet ta shtojmë është @Id. Ky shënim tregon se cila fushë e entitetit është
çelës primar në tabelë, në mënyrë që mekanizmi JPA të dijë cila fushë është çelës primar
unik për ta përdorur në identifikimin e rreshtave në bazën e të dhënave.
Shtimi i këtyre dy shënimeve në klasën Punëtor, nuk e ndërron edhe aq atë, përveç që tani
klasa Punëtor është entitet. Pas shtimit të shënimeve, klasa duket kështu:

@Entity
public class Punëtor {
@Id
private int id;
private String emri;
private BigDecimal paga;
//aksesorët dhe mutatorët lihen jashtë për hir të ilustrimit
public Punëtor(){
}
}
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Shënimet mund të vendosen në nivel të fushës(mbi deklarim), apo në aksesor. Por, nuk lejohet
që ato të pleksen; nëse njërën e vendosim mbi fushë, të gjitha duhen vendosur mbi fushë, dhe
anasjelltas. Zhvilluesi mund të zgjedh nga preferencat e tij.
Fushat e entitetit bëhen automatikisht të "ruajtshme", thjeshtë nga ekzistenca e tyre në entitet.
Konfigurimi i parazgjedhur aplikohet në këto fusha dhe u mundëson atyre të ruhen kur ruhet
objekti.

Emri i entitetit mund të specifikohet duke e dhënë emrin në atributin name:
@Entity(name="Punëtor"). Në praktikë, kjo rrallë përdoret pasi që është e parazgjedhur të
vendoset emri i klasës. Kjo gati se gjithmonë është e arsyeshme dhe adekuate.
Gjithashtu, emri i tabelës është i parazgjedhur që të merret emri i klasës. Në rast se është e
dëshirueshme të ndërrohet ky emër, atëherë përdorim shënimin @Table p.sh.
@Table(name="DB_Punëtor").

Ngjashëm, edhe fushat të cilat nuk kanë shënim, është e parazgjedhur që emri i kolonës në
tabelë të jetë emri i fushës në entitet. Nga shembulli i mësipërm:
▪

ID në entitet ruhet në kolonën ID në tabelë

▪

emri në entitet ruhet në kolonën emri në tabelë

▪

paga në entitet ruhet në kolonën paga në tabelë.

Natyrisht, të gjitha këto mund të mbishkruhen kur është e nevojshme që të përputhen më një
skemë ekzistuese, apo thjeshtë nga preferencat e ndryshme.
5.1.5 Menaxheri i entiteteve (Entity Manager)
Menaxhimi i entiteteve është i enkapsuluar gati tërësisht në interfejsin
EntityManager. Menaxheri i entiteteve është ai të cilit i delegohet e gjithë puna. Deri sa
menaxheri i entiteteve të mos jetë krijuar, entitetet nuk janë më shumë se klasa të zakonshme
në Java.
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Kur një menaxher i entiteteve merr referencën e një entiteti, ose duke ia pasuar atë ose nga
leximi në bazën e të dhënave, ai objekt thuhet se është nën menaxhimin e menaxherit të
entiteteve. Vetëm një instancë e entitetit me të njëjtin çelës primar mund të ekzistoj në një
kontekst. P.sh. nëse një instancë e entitetit Punëtor ka çelësin primar ID = 120, asnjë instancë
tjetër më ID = 120 nuk mund të ekzistoj në të njëjtin kontekst.

Menaxherët e entiteteve konfigurohen ashtu që të mund të ruajnë apo menaxhojnë tipa të
caktuar të objekteve. Menaxheri i entiteteve implementohet nga ofruesit që implementojnë
JPA siç është Hibernate. Në Hibernate gjenden detajet prej EntityManager deri te
implementimi i klasave të pyetësorëve dhe gjenerimi i SQL-së.
Të gjithë menaxherët e entiteteve vijnë nga prodhuesit e tipit EntityManagerFactory.
Konfigurimi i një menaxheri të entiteteve është i shabllonizuar nga EntityManagerFactory që
e krijon krijuar atë.

Figura 3. Lidhjet mes koncepteve të JPA-së
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5.1.6 Njësia e ruajtjes
Konfigurimi që e përshkruan njësinë e ruajtjes definohet në skedar XML të quajtur
persistence.xml. Duhet të definohet njësia e ruajtjes, në mënyrë që kur një aplikacion
dëshiron të specifikoj konfigurimin për një entitet, atij i duhet thjeshtë të referoj emrin e
njësisë së ruajtjes. Një skedar persistence.xml mund të përmbaj një apo më shumë
konfigurime të njësive të ruajtjes, por secila njësi është e ndarë dhe e ndryshme nga të tjerat,
dhe mund të mendohen si të ndara në skedarë të veçantë persistence.xml.

<?xml version="1.0" encoding="UTF-8"?>
<persistence>
<persistence-unit name="EmployeeService"
transaction-type="RESOURCE_LOCAL">
<class>com.fshmn.Punëtor</class>
<properties>
<property name="javax.persistence.jdbc.driver"
value="org.apache.derby.jdbc.ClientDriver" />
<property name="javax.persistence.jdbc.url"

value="jdbc:derby://localhost:1527/PunetoretDB;create=true" />
<property name="javax.persistence.jdbc.user" value="APP" />
<property name="javax.persistence.jdbc.password" value="APP" />
</properties>
</persistence-unit>
</persistence>

Për web aplikacione, ky skedar duhet të vendoset në dosjen /META-INF/persistence.xml.
5.1.7 Qasja në menaxherin e entiteteve
Një menaxher i entiteteve gjithmonë merret nga EntityManagerFactory. Prodhuesi i
këtij menaxheri përcakton parametrat e konfigurimit e tij. Edhe pse ka mënyra më të shkurta
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të qasjes në të kur aplikacioni ekzekutohet në një ambient që përkrah Java EE, në Java SE
mund
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cila
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metodën

statike

createEntityManagerFactory() e cila na kthen EntityManagerFactory për atë njësi ruajtëse të
konfiguruar, prej së cilës mund të krijojmë EntityManager-ë.
Shembull:

EntityManagerFactory emf = Persistence.createEntityManagerFactory("sp");

Emri i specifikuar i njësisë së ruajtjes të konfiguruar si "sp", e identifikon njësinë e
konfiguruar që i përcakton të dhënat siç janë parametrat e lidhjes në bazën e të dhënave të
cilat do të përdoren nga menaxheri i entiteteve kur ai të gjenerohet nga
EntityManagerFactory. Tash, meqë kemi një prodhues, lehtë mund të marrim një menaxher
të entiteteve prej tij:

EntityManager em = emf.createEntityManager();

Me këtë menaxher të entiteteve, tani ne mund të fillojmë të punojmë me entitete.

5.2

Operiacionet në entitete

5.2.1 Ruajtja e entitetit.
Ruajtja e një entiteti është operacion i marrjes së një entiteti transient, apo thënë
ndryshe një entiteti që nuk është ruajtur akoma në bazën e të dhënave, dhe ruajtja e tij ashtu
që të mund të nxirret më vonë. Për ta ruajtur atë, duhet përdorur menaxheri i entiteteve.
Shembull:

Punëtor p = new Punëtor(1);
em.persist(p);
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Rreshti i parë është thjeshtë duke krijuar një instancë të Punëtor-it të cilën dëshirojmë ta
ruajmë(Injorojmë faktin që jemi duke e lënë pa rrogë dhe emër!)
Rreshti i dytë përdor menaxherin e entiteteve për të ruajtur entitetin. Thirrja e metodës
persist() është krejt çka duhet për ta ruajtur në bazën e të dhënave. Kur persist() kthen rezultat,
instanca p tani do të jetë nën menaxhimin e kontekstit të menaxherit të entiteteve. Në
praktikë, është më e përshtatshme të krijohet një metodë për ruajtje si në vijim:
public void krijoPunëtor(int id, String emri, BigDecimal paga){
Punëtor p = new Punëtor();
p.setId(id);
p.setEmri(emri);
p.setPaga(paga);
em.persist(p);
}

5.2.2 Gjetja e entiteteve
Pasi një entitet të ruhet në bazën e të dhënave, gjëja e ardhshme që duhet është që ai
entitet të gjendet përsëri. Krejt çka duhet është një rresht i vetëm:

Punëtor p = em.find(Punëtor.class, 1);

Siç shihet më lartë, pasohet klasa e entitetit që kërkohet, së bashku me çelësin primar të tij.
Vetëm këto informata i duhen menaxherit të entiteteve për ta gjetur instancën në bazën e të
dhënave. Kur kjo thirrje përfundon, punëtori që kthehet si rezultat do të jetë i menaxhuar nga
konteksti i menaxherit të entiteteve. Në praktikë është e përshtatshme të krijohet një metodë
si në vijim:

public Punëtor gjejPunëtorin(int id){
return em.find(Punëtor.class, id);
}

20

5.2.3 Fshirja e entiteteve
Fshirja e entiteteve nga baza e të dhënave nuk është edhe aq e zakonshme. Shumica
e aplikacioneve kurrë nuk i fshijnë të dhënat, por thjeshtë u vendosin shenjë si të pa
përdorshme apo të pavlefshme. Në mënyrë që të fshihet një entitet, entiteti duhet të jeta i
menaxhuar nga menaxheri i entiteteve. Pra, ai duhet të ekzistoj në kontekst. Shembull:

Punëtor p = em.find(Punëtor.class, 1);
em.remove(p);

Në shembullin më lartë, ne së pari e gjejmë entitetin duke përdorur find(), e cila na kthen një
entitet të menaxhuar nga konteksti, pastaj e thërrasim metodën remove() në menaxher të
entiteteve. Nëse entiteti nuk gjendet, metoda find() do të kthej null. Ndërsa, nëse japim
parametër

null

gjatë

thirrjes

së

remove(),

do

të

marrim

një

java.lang.IllegalArgumentException, pasi që kemi harruar të bëjmë kontrollimin për null para
së të thërrasim remove(). Këtë problem e zgjidhim duke krijuar një metodë praktike:

public void fshijPunëtorin(int id){
Punëtor p = em.find(Punëtor.class, 1);
if(p != null){
em.remove(p);
}
}

Pra, thërrasim metodën remove(), vetëm nëse kemi gjetur entitetin.
5.2.4 Azhurnimi i entiteteve
Janë disa metoda të ndryshme për të azhurnuar një entitet, por ne do të ilustrojmë
rastin më të thjeshtë dhe të zakonshëm; rastin kur kemi një entitet të menaxhuar dhe
dëshirojmë ta azhurnojmë atë. Nëse nuk kemi referencë në entitetin e menaxhuar, së pari
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duhet ta gjejmë atë duke përdorur find() dhe pastaj të ekzekutojmë operacionet e modifikimit
në të. Kodi më poshtë i shton 1,000 € në pagë të punëtorit me id 1:

Punëtor p = em.find(Punëtor.class, 1);
p.setPaga(p.getPaga().add(rritja));

Vëreni ndryshimin mes këtij operacioni dhe të tjerëve. Në këtë rast, ne nuk thërrasim në
menaxher të entiteteve për ta modifikuar entitetin, por thjeshtë modifikojmë vetë objektin.
Për këtë arsye, është e rëndësishme që entiteti të jetë i menaxhuar; përndryshe, konteksti i
menaxherit të entitetit nuk ka si ta dijë ndryshimin, dhe ndryshimet nuk do të ruhen në bazën
e të dhënave.
Metoda jonë për të rritur pagën e punëtorit do të marrë si parametër çelësin primar të punëtorit
dhe shumën për ta rritur pagën. E gjejmë punëtorin, kontrollojmë nëse ai ekziston dhe
aplikojmë modifikimet:

public void rritPagënEPunëtorit(int id, BigDecimal rritja){
Punëtor p = em.find(Punëtor.class, 1);
if(p != null){
p.setPaga(p.getPaga().add(rritja));
}
}
5.2.5 Transaksionet
Në shembujt e mësipërm, ne supozuam që metodat ekzekutohen brenda
transaksioneve. Përveç metodës find() që nuk është metodë që ndryshon gjendje, të tjerat
është e nevojshme të ekzekutohen brenda transaksioneve. Në rastin kur aplikacioni jonë
ekzekutohet në një ambient Java EE, transaksionet menaxhohen nga Java EE, p.sh. duke
përdorur Programimin e Orientuar në Aspekte. Por, nëse nuk ka transaksion gjatë ekzekutimit
të këtyre metodave, atëherë ose operacioni i modifikimit do të gjuaj një përjashtim ose
modifikimet thjeshtë nuk do të ruhen në bazën e të dhënave.
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Nëse supozojmë që aplikacioni jonë nga shembujt e mësipërm ekzekutohet në Java SE,
atëherë duhet që në mënyrë manuale t'i menaxhojmë transaksionet duke përdorur klasën
EntityTransaction. Në mënyrë manuale fillojmë transaksionin, ekzekutojmë operacionet tona
dhe në rast suksesi, thërrasim commit(). Shembull:

em.getTransaction().begin();
krijoPunëtor(1, "Filan Fisteku", new BigDecimal("2500.0"));
em.getTransaction().commit();
5.3

Pasqyrimi në tabela

5.3.1 Pasqyrimi i tipave të thjeshtë
Lista e tipave të Java-s që mund të pasqyrohen në kolona në bazën e të dhënave është
mjaft e gjatë dhe përfshin gati çdo tip që duhet ruajtur. Kjo listë përmban:
•

Tipat primitivë të Java-s: byte, int, short, long, boolean, char, float, double

•

Klasët mbështjellëse të tipave primitivë: Byte, Integer, Short, Long, Boolean,
Character, Float, Double

•

Vargjet e bajtëve dhe karakterëve: byte[], Byte[], char[], Character[]

•

Tipat e numrave të mëdhenjë: java.math.BigInteger, java.math.BigDecimal

•

Stringjet: java.lang.String

•

Tipat e Java-s për kohë dhe datë: java.util.Date, java.util.Calendar

•

Tipat e JDBC-së për kohë dhe datë: java.sql.Date, java.sql.Time, java.sql.Timestamp

•

Tipat e renditura(Enumerations): Çdo tip të renditur të sistemit apo të definuar nga
zhvilluesi

•

Objektet e serializueshme: Çdo tip të serializueshëm të sistemit apo të definuar nga
zhvilluesi

Kur të ruhet një fushë, implementuesi i JPA-së shikon në tipin e fushës dhe sigurohet që është
njëri prej këtyre të listuar më lartë. Nëse është në listë, atëherë fusha do të ruhet në kolonën
e tipit të duhur të JDBC.
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5.3.2 Pasqyrimi në kolona
Për ta bërë një fushë të ruajtshme, duhet përdorur shënimin @Column. Specifikimi i
këtij shënimi mbi fushë tregon karakteristikat specifike të kolonës fizike në bazën e të
dhënave. Objekti nuk din asgjë për tipin aktual në bazën e të dhënave. Në fakt, modeli i
objektit mund të mos dijë as cila fushë në cilën kolonë është pasqyruar, në rast se i definojmë
të dhënat shtesë në XML në vend të shënimeve.
Shënimi @Column ka disa atribute, ndër to është edhe name, me anën e të cilit specifikohet
emri i kolonës në bazën e të dhënave në të cilën kjo fushë pasqyrohet. Shembull:

@Column(name = "vendi_i_lindjes")
private String vendlindja;

5.3.3 Tërheqja e “vonuar”
Shpesh, e dimë se disa pjesë të një entiteti do të qasen rrallë. Në raste të tilla, mund
ta optimizojmë performancën kur mbushim entitetin duke mbushur vetëm ato të dhëna të
cilat presim të qasen më shpesh. Ndërsa, për të dhënat e tjera, i lëmë të mbushën vetëm kur
u qasemi atyre. Ka disa emra për këtë tipar, siç janë mbushja e "dembelosur", mbushja e
"vonuar", tërheqja e "dembelosur", mbushja në-kërkesë etj. Të gjitha kanë të njëjtin kuptim,
që është se disa të dhëna mund të mos mbushen kur objekti mbushet nga baza e të dhënave.
Tipi i mbushjes se tipave bazik mund të konfigurohet ashtu që të mbushet menjëherë apo në
mënyrë të vonuar duke e specifikuar atë në shënimin @Basic. Tipat mund të zgjidhen nga
vlerat e renditura në FetchType. Vlera EAGER do të thotë mbush menjëherë ndërsa LAZY
do të thotë mbush në mënyrë të vonuar. [6][8]
Shembull:
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@Entity
public class Punëtor {
// ...
@Basic(fetch = FetchType.LAZY)
@Column(name = "kom")
private String komentet;
// ...
}

Në shembullin e mësipërm, kur entiteti Punëtor mbushet, kolona komentet do të jetë e zbrazët
deri në momentin kur kjo kolonë qaset me p.sh. getKomentet().
Në praktikë, mbushja e vonuar e tipave bazik nuk është edhe aq e nevojshme sa duket. Ndërsa
mbushja e vonuar e relacioneve është me së e nevojshme të cilën do ta diskutojmë më vonë.
5.3.4 Objektet e mëdha
Një emër i përbashkët për objektet e bazuara në karaktere apo bajtë të cilët mund të
jenë shumë të mëdha, është "objekt i madh" apo LOB(Large Object). Kolonat në bazën e të
dhënave të cilat i ruajnë këto tipa kërkojnë thirrje të veçanta JDBC për tu qasur nga Java. Për
ta sinjalizuar mekanizmin e JPA që të përdor këtë tip për të ruajtur një fushë, duhet përdorur
shënimi @Lob. Ky shënim mund të paraqitet se bashku me @Column, p.sh. në rastin kur
emri i kolonës kërkohet të mbishkruhet.
LOB-ët vijnë në dy lloje: ta bazuar në karaktere që quhen CLOB dhe të bazuar në bajtë që
quhen BLOB. Tipat e Java-s që pasqyrohen në BLOB janë byte[], Byte[] dhe tipat
Serializable, ndërsa char[], Character[] dhe objektet String pasqyrohen në kolona të tipit
CLOB.
Në shembullin e mëposhtëm shohim se si fusha fotografia e tipit byte[] e entitetit Punëtor,
pasqyrohet në kolonën e tipit BLOB në bazën e të dhënave.
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@Entity
public class Punëtor {
@Id
private int id;
@Basic(fetch=FetchType.LAZY)
@Lob @Column(name="FOTO")
private byte[] fotografia;
// ...
}

5.3.5 Tipet e renditura
Një tjetër tip i thjeshtë që trajtohet në mënyrë të veçantë është tipi i renditur. Vlerat e
një tipi të renditur janë konstanta që mund të trajtohen varësisht se si aplikacioni ka nevojë.
Sikurse me tipat e renditur në gjuhët tjera programuese, vlerat e një të tipi të renditur kanë
një numër të nënkuptuar i cili përcaktohet nga renditja e tyre ashtu siç janë deklaruar. Ky
numër nuk mund të modifikohet gjatë ekzekutimit të aplikacionit dhe mund të përdoret për
ruajtjen vlerave të një tipi të renditur në bazën e të dhënave. Interpretimi i vlerave të tipit të
renditur është e parazgjedhur të bëhet si numër, dhe supozohet që tipi kolonës në bazën e të
dhënave është integer. P.sh marrim një tip të renditur Gjinia

public enum Gjinia {
MASHKULL,
FEMËR
}

Numrat të cilët u caktohen këtyre tipave të renditur në kohën e kompilimit janë: 0 për
MASHKULL dhe 1 për FEMËR. Një shembull i pasqyrimit do të ishte:
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@Entity
public class Punëtor {
@Id
private int id;
@Enumerated
private Gjinia gjinia;
// ...
}

Shënimi @Enumerated i tregon mekanizmit JPA që fusha gjinia është tip i renditur dhe
rrjedhimisht vlerat e tij në bazën të dhënave në këtë rast si 0 dhe 1.
Por, kështu mund të hasim në probleme pasi që në rastin kur renditja e vlerave në tipin e
renditur Gjinia ndryshon, ndryshojnë dhe numrat e tyre në kohën e kompilimit, që do të thotë
se të dhënat në bazën e të dhënave nuk përputhen me ato të deklaruara në tipin e renditur.
Një zgjidhje më e mirë do të ishte të ruajmë vlerat e tipit të renditur ashtu siç janë në vend të
numrit të tyre. Në këtë mënyrë do të mund të shtonim vlera të reja në tipin e renditur pa u
brengosur për vlerat ekzistuese në bazën e të dhënave. Këtë mund ta bëjmë duke e specifikuar
atë në shënimin @Enumerated, gjegjësisht vlerën String në atributin EnumType që ka vlera
të renditura. Shembull:

@Entity
public class Punëtor {
@Id
private int id;
@Enumerated(EnumType.STRING)
private Gjinia gjinia;
// ...
}
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Në këtë mënyra, kolona gjinia në bazën e të dhënave do të përmbaj vlerat e tipit të renditur
Gjinia.
5.3.6 Tipat kohor – Temporal
Tipat Temporal janë bashkësia e tipave që paraqesin kohën. Lista e këtyre tipave që
përkrahen nga JPA janë java.sql.Date, java.sql.Time, java.sql.Timestamp, gjithashtu edhe
java.util.Date dhe java.util.Calendar. Tipat e java.sql mund të përdoren drejtpërdrejtë, pa
probleme. Ndërsa tipat e java.util u nevojiten të dhëna shtesë. Këto të dhëna shtesë i tregojnë
JPA se si të pasqyroj tipin në bazën e të dhënave, si datë apo si datë me kohë së bashku.
Shembulli më poshtë tregon se si mund të pasqyrohen tipat e java.util në bazën e të dhënave.

@Entity
public class Punëtor {
private int id;
@Column(name="data_e_lindjes")
@Temporal(TemporalType.DATE)
private Calendar dataELindjes;
@Column(name="koha_e_fillimit")
@Temporal(TemporalType.TIMESTAMP)
private Date kohaEFillimit;
}

Në shembullin e mësipërm, fusha dataELindjes ruhet në bazën e të dhënave si Date. Ndërsa,
fusha kohaEFillimit ruhet si Datetime apo Time, varësisht se në cilën bazë të të dhënave
aplikacioni e përdor.[1][7]
5.3.7 Gjendja transiente
Atributet që janë pjesë e entitetit për që nuk është e nevojshme të ruhen në bazën e të
dhënave ose mund të deklarohen në java si transient ose mund të përdoret shënimi
@Transient.
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Fushat transiente janë të nevojshme për disa arsye. Një arsye e mundshme mund të jetë p.sh.
në rastin kur dëshirojmë të ruajmë një fushë në kesh në memorie, ashtu që të mos e
ruajmë/mbushim çdo herë.
5.3.8 Pasqyrimi i çelësit primar
Çdo entitet që synohet të ruhet në bazën e të dhënave duhet patjetër të ketë çelës
primar në tabelë.
Një fushë që posedon shënimin @Id, është pothuajse e njëjtë me tipat tjerë bazik. Një dallim
është që tipat @Id janë të kufizuar në këto tipa të të dhënave:
•

Tipat primitivë të Java-s: byte, int, short, long, char

•

Klasat mbështjellëse të tipave primitv: Byte, Integer, Short, Long, Character

•

String: java.lang.String

•

Tipat numerik të mëdhenj: java.math.BigInteger

•

Tipat kohorë: java.util.Date, java.sql.Date

5.3.9 Gjenerimi i çelësit primar
Shpesh, aplikacionet nuk dëshirojnë të merren me definimin dhe sigurimin e
unikshmërisë në ndonjë aspekt të domenit të tyre dhe preferojnë që këto vlera të gjenerohen
për to. Në rastin e çelësave primar, mund të përdoret shënimi @GeneratedValue i cili i tregon
mekanizmit JPA që ky identifikues duhet të gjenerohet; por duhet pasur kujdes ngase kjo
vlerë e gjeneruar nuk do të jetë prezent deri në momentin kur entitetet të ruhen plotësisht në
bazën e të dhënave.
Aplikacionet mund të zgjedhin nga katër mënyrat e gjenerimit të çelësit primar duke
specifikuar atributin strategy në shënimin @GeneratedValue. Kjo vlerë mund të jetë një nga
vlerat e renditura: AUTO, TABLE, SEQUENCE apo IDENTITY
Gjeneruesit TABLE dhe SEQUENCE mund të definohen ashtu që të mund të ripërdoren nga
shumë entitete. Këta gjeneratorë emërohen dhe janë të qasshëm në mënyrë globale për të
gjitha entitetet e një njësie të ruajtjes.
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5.3.10 Gjenerimi automatik i çelësit primar
Nëse një aplikacionit nuk i intereson mënyra e gjenerimit por thjeshtë dëshiron vlera
unike, atëherë mund të zgjedh strategjinë AUTO. Kjo do të thotë që mekanizmi JPA do të
përdor çfarëdo strategjie posedon për të gjeneruar vlera unike.[8][1] Shembull:

@Entity
public class Punëtor {
@Id
@GeneratedValue(strategy=GenerationType.AUTO)
private int id;
...
}
5.3.11 Gjenerimi duke përdorur Tabelë
Mënyra më fleksibile dhe portative për gjenerimin e çelësave primar është duke
përdorur tabelë në bazën e të dhënave. Jo vetëm se do të jetë portative me baza të të dhënave
të ndryshme, por mundëson edhe ruajtjen e gjeneruesve të ndryshëm për entitete të ndryshme.
Një tabelë e tillë duhet të ketë dy kolona. Kolona e parë duhet të jetë e tipit tekst e cila
identifikon gjeneruesin, e cila është edhe çelës primar për të gjithë gjeneruesit. Kolona e dytë
është e tipit numër e cila identifikon vlerën e fundit të gjeneruar. Çdo gjenerues i definuar
përfaqëson një rresht në këtë tabelë.
Mënyra më e lehtë për ta përdorur këtë lloj të gjenerimit është duke specifikuar strategjinë e
gjenerimit TABLE në atributin e shënimit @GeneratedValue:
@Id
@GeneratedValue(strategy=GenerationType.TABLE)
private int id;

Meqë strategjia e gjenerimit është dhënë por nuk është specifikuar gjeneratori, mekanizmi
JPA zgjedh një tabelë nga zgjedhja e tij. Nëse skema gjenerohet, do të krijohet; nëse jo,
atëherë tabela duhet të ekzistoj.
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Një mënyrë me eksplicite do të ishte të specifikohet tabela e cila duhet përdorur. Kjo bëhet
duke përdorur shënimin @TableGenerator dhe pastaj të referohet kjo tabelë në shënimin
@GeneratedValue. Shembull:

@Id
@TableGenerator(name="Pun_Gen")
@GeneratedValue(generator="Pun_Gen")
private int id;

Atributi name, e identifikon gjeneratorin në mënyrë globale, që pastaj na mundëson të
referojmë atë në @GeneratedValue.

5.3.12 Gjenerimi duke përdorur Sekuencë
Shumë baza të të dhënave përkrahin një mënyrë të brendshme të gjenerimit të
çelësave primar të quajtur sekuenca. Një sekuencë mund të përdoret për gjenerim në rastin
kur baza e të dhënave i përkrah ato. Specifikimi i strategjisë në SEQUENCE mjafton për të
zgjedhur këtë mënyrë gjenerimi:
@Id
@GeneratedValue(strategy=GenerationType.SEQUENCE)
private int id;
Në këtë rast, një sekuencë zgjidhet nga mekanizmi JPA dhe kjo sekuencë përdoret për
gjenerimin e çelësave primar. Nëse nuk specifikohet emri i sekuencës, atëherë përdoret e
njëjta për gjenerimin e çelësave primar për të gjitha entitetet. Përndryshe, mënyrë më e sigurt
është të definohet emri i sekuencës duke përdorur shënimin @SequenceGenerator.

@Id
@SequenceGenerator(name="Pun_Gen", sequenceName="Pun_Seq")
@GeneratedValue(generator="Pun_Gen")
private int id;
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Nëse skema nuk gjenerohet, atëherë kërkohet që sekuenca të ekzistoj në bazën e të dhënave.
SQL për krijimin e një sekuence të tillë do të dukej:

CREATE SEQUENCE Pun_Seq
MINVALUE 1
START WITH 1
INCREMENT BY 50

5.3.13 Gjenerimi duke përdorur IDENTITY
Disa baza të të dhënave përkrahin kolonat e çelësave primar "identitet", të njohura si
kolona autonumber. Sa herë që një rresht futet në tabelë, kësaj kolone i caktohet një vlerë
unike. Mund të përdoret për gjenerimin e çelësave primar por vetëm disa baza të të dhënave
e përkrahin atë.
Për t'i treguar mekanizmit JPA që të përdoret ky lloj gjenerimi, në shënimin
@GeneratedValue duhet specifikuar strategjinë IDENTITY. [6]
Shembull:
@Id
@GeneratedValue(strategy=GenerationType.IDENTITY)
private int id;
5.4

Pasqyrimi i relacioneve

5.4.1 Llojet e asociacioneve
JPA përkrah pasqyrimin e këtyre llojeve të relacioneve:

1. Shumë-me-një
2. Një-me-një
3. Një-me shumë
4. Shumë-me-shumë
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Llojet e mësipërme ekzistojnë edhe si shënime të cilat mund të vendosen në fusha,
përkatësisht @ManyToOne, @OneToOne, @OneToMany, @ManyToMany
Sikurse pasqyrimet bazike, edhe këto mund të vendosen mbi fusha apo metoda të entitetit.
5.4.2 Asociacionet me një vlerë
Një relacion nga një entitet në një tjetër kur kardinaliteti i entitetit objektiv ka vetëm një
vlerë quhet relacion me një vlerë. Relacionet shumë-me-një dhe një-me-një bien në këtë
kategori të relacioneve ngase entiteti burimor referon më së shumti një entitet objektiv.
5.4.3 Asociacionet Shumë-me-Një
Marrim shembullin e punëtorit dhe departamentit. Një departament mund të ketë
shumë punëtorë dhe natyrshëm mund të modelojmë këto entitete me këtë relacion. Relacioni
shumë-me-një është më i zakonshmi gjatë modelimit.
Në figurën më poshtë ilustrojmë këtë relacion më një diagram UML.

Figura 4. Relacioni shumë-me-një
Një pasqyrim shumë-me-një definohet duke shënuar atributin në entitetin burimor(në rastin
e mësipërm entitetin Punëtor) me shënimin @ManyToOne. Më poshtë shohim si fusha
departament e entitetit burimor Punëtor shënohet me @ManyToOne:
@Entity
public class Punëtor {
// ...
@ManyToOne
private Departament departament;
// ...
}
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Në bazën e të dhënave, një relacion nënkupton që një tabelë e referon një tabelë tjetër. Termi
në bazën e të dhënave për një kolonë që e referon një kolonë të një tabelë tjetër(zakonisht
çelësin primar të tabelës tjetër) quhet kolonë e çelësit të jashtëm. Në JPA këto quhen kolona
bashkuese(join columns), dhe shënimi @JoinColumn përdoret për të konfiguruar këto lloje
të kolonave.
Nga shembulli i mësipërm i entiteteve Punëtor dhe Departament, tabelat e tyre në bazën e të
dhënave do të dukeshin kështu:

Figura 5. Relacioni shumë-me-një
Gati se në çdo relacion, pavarësisht prej anës burimore apo objektive, njëra prej tabelave do
të ketë kolonën bashkuese. Kjo anë quhet ana zotëruese apo zotëruesja e relacionit. Ana e
cila nuk e posedon kolonën bashkuese quhet ana jo-zotëruese apo ana e kundërt.
Zotërimi i relacionit është me rëndësi ngase shënimet të cilat definojnë këto pasqyrime në
kolonat në bazën e të dhënave(p.sh. @JoinColumn) gjithmonë vendosen në anën zotëruese
të relacionit. Relacionet shumë-me-një gjithmonë vendosen në anën zotëruese të relacionit.
Nga shembulli i mësipërm, shënimi @ManyToOne vendoset në fushën departament në
klasën Punëtor ngase kjo klasë është zotëruese e relacionit. Më tutje, specifikohet edhe emri
i kolonës dep_id në të cilën dëshirojmë të vendosim çelësin e jashtëm në bazën e të dhënave.
Ky emërim bëhet nëpërmjet atributit name të @JoinColumn. Nëse @JoinColumn nuk
specifikohet në @ManyToOne, atëherë një emër i parazgjedhur do të vendoset për këtë
kolonë(kombinim i entitetit burimor me atë objektiv).
Pas vendosjes së @JoinColumn, klasa Punëtor duket kështu:
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@Entity
public class Punëtor {
@Id
private int id;
@ManyToOne
@JoinColumn(name = "dep_id")
private Departament departament;
// ...
}
5.4.4 Asociacionet Një-me-Një
Një shembull i një asociacioni një-me-një do të ishte modelimi i punëtoreve dhe
kompjuterëve të tyre të punës. Një punëtor zakonisht punon në një kompjuter, pra do të mund
të modelonim dy entitete me këtë relacion:

Figura 2. Relacion një-me-një
Pasqyrimin një-me-një e definojmë në mënyrë të ngjashme si atë shumë-me-një, përveç që
tani përdorim shënimin @OneToOne në vend të @ManyToOne në entitetin Kompjuter.
Sikurse me pasqyrimin shumë-me-një, pasqyrimi një-me-një ka kolonë bashkuese në bazën
e të dhënave dhe mund të definohet duke përdorur shënimin @JoinColumn. Figura më poshtë
paraqet tabelat e pasqyruara në bazën e të dhënave nga këto dy entitete:
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Figura 3. Relacion një-me-një
Siç shihet, relacionet një-me-një janë gati se të njëjta me relacionet shumë-me-një. Dallimi i
vetëm është që një instancë e entitetit burimor mund të referoj më së shumti një instancë të
entitetit objektiv. Në anën e bazës së të dhënave, kjo nënkupton që në tabelën zotëruese të
relacionit, ekziston një kontrollues që siguron ekzistencën e vetëm një vlere në çelësin e
jashtëm(në shembullin e mësipërm, vetëm një komp_id).
Entiteti Punëtor do të dukej kështu pas vendosjes së shënimit @OneToOne:

@Entity
public class Punëtor {
@Id
private int id;
@OneToOne
@JoinColumn(name = "komp_id")
private Kompjuter kompjuter;
// ...
}
5.4.5 Asociacionet e dyanshme Një-me-Një
Entiteti objektiv në relacionin një-me-një zakonisht posedon një referencë prapa në
entitetin burimor(zotëruesin e relacionit); p.sh. entiteti Kompjuter ka një referencë me
Punëtor-in që e përdor atë. Kur kemi këtë lloj reference, atëherë këtë e quajmë relacion të
dyanshëm. Në entitetin objektiv, kjo referencë gjithashtu shënohet me @OneToOne, por
@JoinColumn nuk specifikohet, pasi që ky shënim vendoset në entitetin zotërues(në anën e
kundërt). Entiteti Kompjuter me referencën e Punëtor-it duket kështu:
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public class Kompjuter {
@Id
private int id;
private String emri;
@OneToOne(mappedBy = "kompjuter")
private Punëtor punëtor;
}

Vëreni shënimin @OneToOne i cili përmban atributin "mappedBy". Ky atribut specifikon
emrin e fushës(referencës) në anën e kundërt të relacionit(entitetin zotërues), që në këtë rast
është "kompjuter". Në bazën e të dhënave në tabelën Kompjuter nuk ekziston ndonjë kolonë
e tillë në tabelën që nuk është zotëruese e relacionit, por në Java kjo fushë në entitet
popullohet nga mekanizmi JPA. Është mjaft praktike të mund të merret instanca e Punëtor-it
nga instanca e një Kompjuter-i.
Këto dy rregulla duhet mbajtur në mend për relacionet e dyanshme një-me-një.
•

Shënimi @JoinColumn duhet vendosur në entitetin zotërues të relacionit - tabelën e
cila posedon çelësin e jashtëm. Kjo mund të jetë cila do anë e relacionit në rastin njëme-një.

•

Atributi "mappedBy" duhet vendosur në shënimin @OneToOne në entitetin që nuk
është zotërues i relacionit

5.4.6 Asociacionet me koleksione të vlerave
Kur entiteti burimor referon një apo më shumë entitete objektive, atëherë përdoret
asociacioni shumë-vlerash. Të dy pasqyrimet një-me-shumë dhe shumë-me-shumë e
përmbushin këtë kriter pasi që referojnë shumë entitete objektive dhe megjithëse asociacioni
një-me-shumë përdoret më së shumti, shumë-me-shumë gjithashtu është i përshtatshëm në
shumë raste.
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5.4.7 Asociacionet Një-me-Shumë
Kur një entitet është në asociacion me një koleksion te entiteteve tjera, zakonisht është
në formën e pasqyrimit një-me-shumë. P.sh. nga shembulli i mëparshëm i relacionit shumëme-një, një departament ka shumë punëtor. Figura më poshtë e ilustron këtë shembull, vetëm
se tani relacioni është i dyanshëm.

Figura 8. Relacion një-me-shumë
Është i njëjti relacion në koncept, vetëm se tani e shikojmë nga ana e entitetit jo
zotërues(Departament-it) dhe referojmë entitetin zotërues nga kjo anë. Në entitetin jozotërues, përdorim shënimin @OneToMany. Gjithmonë kur @OneToMany ekziston,
ekziston patjetër edhe shënimi @ManyToOne në anën tjetër të relacionit(entitetin zotërues
të relacionit). Në fakt, relacioni @OneToMany nuk është i detyrueshëm, por është praktik
për navigim mes objekteve. P.sh. është e përshtatshme të mund t'i marrim të gjithë instancat
e Punëtor-it nga instanca e Departament-it.
Entiteti jo-zotërues Departament do të dukej kështu:
public class Departament {
@Id
private long id;
@OneToMany(mappedBy = "departament")
private Collection<Punëtor> punëtorët;
}
Siç shihet më lart, entiteti Departament referon të gjithë Punëtor-ët e tij duke i ruajtur ata në
java.util.Collection. Për më shumë, përdoret tipi gjeneral i Collection por i parametrizuar me
tipin Punëtor që i tregon kompilatorit se vetëm instanca të klasës Punëtor mund të ruhen në
koleksion. Kjo është mjaft e përshtatshme ngase gabimet mund të gjinden në kohën e
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kompilimit, meqë kompilatori nuk lejon të futën instanca të ndryshme nga Punëtor-i në këtë
koleksion.
Dy gjëra duhen mbajtur në mend gjatë modelimit të relacioneve të dyanshme një-me-shumë:
•

Ana shumë-me-një është ana zotëruese e relacionit, prandaj @JoinColum duhet të
vendoset në atë anë

•

Ana një-me-shumë është ana e kundërt(jo-zotëruese) dhe atributi "mappedBy" duhet
vendosur në këtë anë. Përcaktimi i këtij relacioni nuk është i detyrueshëm në anën jozotëruese por është praktik për navigim në objekte.

5.4.8 Asociacionet Shumë-me-Shumë
Asociacionet shumë-me-shumë janë to dobishme kur kemi një entitet burimor që
referon shumë entitete objektive dhe entitetet e tilla referojnë shumë entitete burimore.
Marrim shembull punëtorin i cilin mund të punoj në shumë projekte, porse edhe në një projekt
mund të punojnë shumë punëtorë. Ky relacion më së miri modelohet si relacion shumë-meshumë.

Figura 9. Relacion shumë-me-shumë
Një relacion shumë-me-shumë definohet në të dy anët e relacionet, zotëruese dhe jozotëruese si @ManyToMany ne fushën që mban koleksionin e entiteteve të anës së kundërt.
Entitetet në Java do të dukeshin kështu:
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@Entity
public class Punëtor {
@Id
private int id;
private String emri;
@ManyToMany
private Collection<Projekt> projektet;
}
public class Projekt {
@Id private int id;
private String emri;
@ManyToMany(mappedBy="projektet")
private Collection<Punëtor> punëtorët;
}

Janë disa dallime të rëndësishme mes shumë-me-shumë dhe një-me-shumë. Dallimi kryesor
është që nuk ka kolonë bashkuese në asnjërën tabelë dhe rrjedhimisht nuk mund ta dimë se
cila anë është zotëruese e relacionit. Prandaj, mund të zgjidhet cilado anë e relacionit si
zotëruese. Në shembullin e mësipërm, është zgjedhur entiteti Punëtor si zotërues i relacionit.
Për modelimin e relacioneve shumë-me-shumë patjetër kërkohet të definohet një tabelë
shtesë e njohur si tabelë kryqëzuese(junction table)
5.4.9 Tabelat kryqëzuese
Tabela kryqëzuese në asociacionin shumë-me-shumë thjeshtë përmban çelësat primar
të dy tabelave të cilat janë në lidhje shumë-me-shumë. Më poshtë shohim entitetet Punëtor
dhe Projekt të pasqyruara në bazën e të dhënave:
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Figura 10. Relacioni shumë-me-shumë dhe tabela kryqëzuese
Në mënyrë që të krijohet kjo tabelë kryqëzuese, duhet t'i japim edhe disa të dhëna shtesë në
entitete. Më saktësisht duhet shtuar shënimi @JoinTable me atributet e tij.

@Entity
public class Punëtor {
@Id
private int id;
private String emri;
@ManyToMany
@JoinTable(name = "Pun_Proj",
joinColumns = @JoinColumn(name = "Pun_Id"),
inverseJoinColumns = @JoinColumn(name = "Proj_Id"))
private Collection<Projekt> projektet;
}

Shënimi @JoinTable përmban atributet joinColumns dhe inverseJoinColumns me anën e së
cilave zgjidhet ana zotëruese e asociacionit dhe ana e kundërt duke specifikuar
kolonat(çelësat primar të tabelave). Emrat e këtyre kolonave vendosen në tabelën kryqëzuese
në bazën e të dhënave. Po që se nuk e vendosim shënimin @JoinTable, JPA krijon këtë tabelë
nëse skema gjenerohet ndërsa pret të ekzistoj nëse skema veç ekziston.
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5.4.10 Asociacionet me tërheqje të vonuar
Më parë kemi treguar se si konfigurohen atributet e një objekti ashtu që ato të tërhiqen
në mënyrë të vonuar. Ky lloj i tërheqjes së vonuar nuk është edhe aq i dobishëm. Mirëpo, në
nivel relacionesh, tërheqja e vonuar është jashtëzakonisht e rëndësishme për performancën e
aplikacionit. [1]
Mënyra e tërheqjes së të dhënave mund të specifikohet në ndonjërën nga 4 llojet e
asociacioneve. Kur nuk specifikohet, në llojet e asociacioneve me një vlerë, është e
parazgjedhur që të dhënat të tërhiqen menjëherë. Ndërsa, asociacionet me vlera
koleksione(java.util.Collection), është e parazgjedhur të tërhiqen në mënyrë të vonuar. Por,
edhe kjo nuk garantohet pasi që varet prej implementuesëve të standardit JPA, disa prej tyre
mund t'i tërheqin të dhënat me tërheqjen e entitetit. [1][7]
Në relacionet e dyanshme, mënyra e tërheqjes mund të jetë e vonuar në njërën anë, ndërsa e
menjëhershme në anën tjetër. Kjo mënyrë e konfigurimit është mjaft e zakonshme ngase
relacionet shpesh qasen në mënyra të ndryshme varësisht nga drejtimi i navigimit.
Një shembull i tërheqjes së vonuar është nëse nuk dëshirojmë të tërheqim në mënyrë të
menjëhershme Projekt-et kur tërheqim entitetin Punëtor. Në fakt kjo mënyrë e tërheqjes është
kritike pasi që nëse nuk përdorim tërheqjen e vonuar, tërheqja e një Punëtor-i do të tërhiqte
të gjitha Projekt- e tij të cilat mund të kenë referenca të tjera që mund t'i tërheqin në mënyrë
të menjëhershme e kështu me radhë që do të rezultonte në tërheqjen e një pjese të madhe të
bazës së të dhënave në memorie! Prandaj është thelbësore që tërheqjet e vonuara të definohen
në relacionet e duhura, ndryshe aplikacioni mund të vuaj probleme të mëdha në performancë.
Klasa Punëtor pas konfigurimit të tërheqjes së vonuar të Projekt-eve duket kështu:
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@Entity
public class Punëtor {
@Id
private int id;
private String emri;
@ManyToMany(fetch = FetchType.LAZY)
@JoinTable(name = "Pun_Proj", joinColumns = @JoinColumn(name = "Pun_Id"),
inverseJoinColumns = @JoinColumn(name = "Proj_Id"))
private Collection<Projekt> projektet;
}
5.5

Pasqyrimi i trashëgimisë

5.5.1 Klasat transiente
Një entitet mund të zgjeroj klasa tjera të zakonshme, konkrete apo abstrakte dhe
rrjedhimisht të trashëgoj atributet dhe metodat e asaj klase. Këto mbiklasa të trashëguara
quhen transiente dhe ato nuk njihen si entitete, që do të thotë se gjendja e tyre nuk ruhet në
bazën e të dhënave.[6][7]

5.5.2 Modelet e tashëgimisë
JPA përkrah tri modele të trashëgimisë. Dy prej tyre përdoren më shpesh, ndërsa njëra
prej tyre është më pak e zakonshme dhe nuk është e domosdoshme të përkrahet nga
implementuesit.
Kur një hierarki entitetesh ekziston, rrënja e kësaj hierarkie është gjithashtu një entitet.
Entiteti rrënjë duhet të shënohet me shënimin @Inheritance. Ky shënim tregon që entiteti
është rrënja e hierarkisë dhe në të mund të zgjidhet njëra prej tri strategjive në vazhdim.
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5.5.3 Strategjia me një tabelë
Mënyra më e zakonshme e ruajtjes së gjendjes së shumë klasave në një hierarki është
duke përdorur një tabelë që paraqet bashkësinë e të gjitha atributeve të të gjitha entiteteve.
Konsekuencë e kësaj strategjie është që për një rresht që përfaqëson një instancë të entitetit,
mund të ketë atribute të zbrazëta ngase ato vlejnë vetëm për ndonjë entitet tjetër në hierarki.
Çelësi primar duhet të jetë i të njëjtit tip për të gjitha entitetet në hierarki. Arsye kryesore për
këtë është se nuk do të mund të përdornim metodën polimorfike kërko() me çelës primar po
që se entitetet kanë çelës primar të ndryshëm në tip.
Për ta specifikuar strategjinë me një tabelë, duhet caktuar atributin strategy të shënimit
@Inheritance në SINGLE_TABLE. P.sh. sikur klasa Punëtor të ishte rrënja e hierarkisë,
atëherë ajo do të dukej kështu:

@Entity
@Inheritance(strategy = InheritanceType.SINGLE_TABLE)
public abstract class Punëtor{
}

Por, edhe sikur të mos specifikohet kjo strategji, SINGLE_TABLE është e parazgjedhur për
shënimin @Inheritance.
Në tabelën përkatëse në bazën e të dhënave, është e parazgjedhur që të krijohet edhe një
kolonë e cila ndihmon në dallimin e rreshtave na tabelë se cilit entitet i përkasin. Ky atribut
quhet diskriminues. Nëse dëshirohet të mbishkruhet ky sipas preferencave të zhvilluesit,
atëherë mund të përdoret shënimi @DiscriminatorColumn(name="emriIKolones"). Ndërsa
entitetet nënklasa mund të përdorin shënimin @DiscriminatorValue për të identifikuar
rreshtat e tyre në bazën e të dhënave. P.sh. një nënklasë e Punëtor-it do të dukej kështu:
@Entity
@DiscriminatorValue("PNJ")
public class PunëtorIJashtëm extends Punëtor {...}
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5.5.4 Strategjia e bashkimit
Nga perspektiva e zhvilluesit, një model i të dhënave që pasqyron çdo entitet në tabelë
të veçantë ka më shumë kuptim. Çdo entitet, abstrakt apo konkret, do ta ketë gjendjen e tij të
pasqyruar në tabelë të veçantë. Pasqyrimi i tillë ofron ri-përdorim të të dhënave që një skemë
e normalizuar zakonisht e ofron. Problemi shfaqet kur vjen koha të montohet një entitet,
tabelat e nënklasave duhen bashkuar me tabelat e mbiklasave. Gjithashtu, është pakëz me e
shtrenjtë ngase me rastin e futjes së një rreshti të një entiteti në tabelë, rresht duhet futur edhe
në të gjitha mbi-tabelat e tij.
Për ta përdorur këtë strategji, duhet vendosur InerhitanceType.JOINED në atributin strategy
të @Inheritance. Shembull:
@Entity
@Inheritance(strategy = InheritanceType.JOINED)
public abstract class Punëtor{
}
Edhe pse strategjia e bashkimit është intuitive dhe efikase, bashkimi që duhet bërë është
paska i shtrenjtë në rastin kur hierarkia është e thellë apo e gjerë. Sa më e thellë hierarkia, aq
më shumë bashkime duhen bërë për të montuar entitetin më të poshtëm.

5.5.5 Strategjia tabelë për çdo klasë konkrete
Mënyra e tretë për pasqyrimin e trashëgimisë është të përdoret strategjia me anën e
së cilës krijohet tabelë për çdo klasë konkrete. Kjo arkitekturë e të dhënave qon në bazë të të
dhënave të pa-normalizuar duke ruajtur gjendjen e çdo nën-entiteti në tabelë të veçantë me
të gjitha atributet e trashëguara. Ana negative e përdorimit të kësaj strategjie është se i bën
pyetësorët polimorfik më të shtrenjtë se sa në strategjitë tjera. Problemi është se ose duhet
ekzekutoj shume pyetësorë të ndarë në të gjitha nën-tabelat, ose të përdor operacionin
UNION për t'i bashkuar, që njihet si operacion shumë i shtrenjtë kur ka shumë të dhëna.
Ana e ndritur e kësaj strategjie është në rastin kur nevojitet të ekzekutohen pyetësorë në
entitete konkrete. Në strategjinë e bashkimit, duhet ekzekutuar pyetësorë bashkues, ndërsa
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me këtë strategji nuk ka nevojë për pyetësorë të tillë meqë të gjitha të dhënat gjenden në
tabelën përkatëse.
Për

ta

konfiguruar

këtë

strategji,

ngjashëm

atributi

strategy

caktohet

në

TABLE_PER_CLASS

@Entity
@Inheritance(strategy = InheritanceType.TABLE_PER_CLASS)
public abstract class Punëtor extends Entitet {
}
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DISKUTIME DHE PËRFUNDIME
Përdorimi i pasqyrimit relacionar të objekteve sjell shumë të mira në aplikacion por
po ashtu ka edhe disavantazhet e veta. Disa nga disavantazhet e kësaj teknike paraqiten
nga keqpërdorimi i saj. Që të përdoret kjo teknik në ndonjë aplikacion preferohet që të
gjithë zhvilluesit e aplikacionit të jenë të aftë dhe te kenë dituri rreth kësaj teknike. Një
nga problemet qe mund të shfaqet është problemi n + 1 i cili paraqitet pasi që pyetësorët
nuk janë te shkruar në mënyrën e duhur dhe lidhjet në mes objekteve nuk janë krijuar si
duhet, ky problem shfaqet në pyetësorët që kërkojnë një objekt i cili ka relacion një-meshumë dhe shumë-me-shumë me ndonjë objekt tjetër, duke gjeneruar një pyetësor për
secilin objekt fëmije kur kërkohet qasja në aplikacion, si zgjidhje e këtij problemi është
që zhvilluesi të dijë se çfarë po kërkon dhe të marë të gjitha të dhënat e nevojshme me
anë të një pyetësori duke përdorur fetches (bashkangjitjet) në pyetësorë. Problem tjetër
mund të shfaqet në fshirjen e të dhënave e cila ndodh nga pakujdesia duke përdorur
Cascades në vende të gabuara. Gjdo veti e kësaj teknike para se të përdoret preferohet
që zhvilluesit ti referohen dokumentacioneve të ndryshme që të mos ketë probleme gjate
zhvillimit të cilat pastaj marrin kohë që të rregullohen. Kjo teknikë po ashtu ofron një
mundësi që tabelat në bazën e të dhënave të krijohen automatikisht duke përdorur skripta
që krijohen nga ndonjë implementim i kësaj teknike, e cila po ashtu kërkon kujdes në
përdorim pasi që jo gjithmonë lidhjet në bazën e të dhënave krijohen ashtu si mendojmë
ne. Kjo mund të sjellë probleme pasi që pasqyrimet nuk krijohen si duhet p.sh. në
aplikacion nëse ne krijojmë një lidhje një-me-një të një-anshme, në bazën e të dhënave
do të krijohet lidhje një-me-shumë dhe kjo mund të sjellë probleme pasi që nuk është
gjithmonë ajo çfarë ne kërkojmë dhe duke vazhduar zhvillimin e bazuar në atë lidhje më
vonë mund të paraqiten probleme të cilat marrin kohë që të rregullohen. Performanca
është një nga vetitë e aplikacionit e cila më së shumti preket nga pakujdesia në
përdorimin e kësaj teknike, duke u gjeneruar pyetësorë të panevojshëm, duke ngarkuar
memorien me objekte të cilat nuk do të përdoren në aplikacion në raste të caktuara etj.
Për të mbajtur përformancen në nivelin e dëshiruar duhet të kemi shumë kujdes në
krijimin e pyetësorëve duke analizuar rezultatet e pritura, lidhjet në mes objekteve dhe
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se çfarë është e nevojshme të meret nga baza e të dhënave dhe çfarë jo në raste të
caktuara, duhet të kuptojmë mirë gjendjet e mundshme të objektit siç janë transient,
persistent dhe detached. Po ashtu duhet të kuptohet mirë se si kalohet një objekt nga një
gjendje në tjetrën dhe se në çfarë raste çfarë gjendje na duhet. Pakujdesia gjatë kalimit
nga një gjendje në tjetren sjell probleme të shpeshta si LazyInitializationException e cila
ndodhë pasi që aplikacioni mundohet të qaset në objekt që ka referencën në të dhëna dhe
sesioni me bazën e të dhënave është i mbyllur.
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