Abstract-Palletizing tasks are necessary to promote efficiency of storage and shipping. These tasks, however, involve some of the most monotonous and physically demanding labor in the factory. Thus, many types of robot palletizing systems have been developed, although many robot motion commands still depend on the teach pendent. That is, the operator inputs the motion command lines one by one. This is very troublesome and, most importantly, the user must know how to type the code. We propose a new GUI for the palletizing system that can be used more conveniently. To do this, we used the PLP "Fast Algorithm" and 3-D auto-patterning visualization. The 3-D patterning process includes the following. First, an operator can identify the results of the task and edit them. Second, the operator passes the position values of objects to a robot simulator. Using those positions, a palletizing operation can be simulated. We used the wide used industrial model and analyzed the kinematics and dynamics to create a robot simulator. In this paper we propose a 3-D patterning algorithm, 3-D robot-palletizing simulator, and modified trajectory generation algorithm, "Overlapped method" to reduce the computing load.
I. INTRODUCTION
his paper focuses on palletization, a form of unitization in which a uniform load is stacked on a wooden pallet, using a pre-determined case pattern sequence, and given number of layers [1] . Palletization typically involves the stacking of boxes, trays, bundles, bags, pails, or drums in a predetermined pattern or configuration. This paper focuses on the use of boxes only, as they make up the vast majority of objects involved in palletizing applications. Actually, the number of case patterns that can be programmed into a fully automatic palletizer is virtually limitless; however, when a new pattern is programmed into a palletizer, it is not simply a software change in the controller itself. One of the biggest challenges SeungNam Yu is with the Hanyang University, 17 Haengdang-dong, Seoul, Korea (e-mail: hymecer@gmail.com) SungJin Lim is with the Hanyang University, 17 Haengdang-dong, Seoul, Korea (e-mail: brass_79@hotmail.com)
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Herein we propose an off-line robot palletizing simulator which combines the 'Fast Algorithm' and a 3-D robot simulator, using a proposed robot trajectory algorithm, "Overlap Method". The proposed process in this paper is following. First, generate the box loading pattern on the pallet. This pattern is generated by 'Fast Algorithm' that we proposed.
[1] Generated boxes have unique position value. This point is place down point of robot palletizer. Those pick up point and place down point are basically offered as start point and end point. As a next step, one of the most important processes is to generate the optimized intermediate trajectory to minimize the effort of robot. This paper focuses to this theme.
II. FAST ALGORITHM

A. Definition
This proposed algorithm to generate the palletizing pattern of boxes is based on the Steudel's algorithm. [2] Therefore it has similar processes to generate the initial solution of 4 patterns. Here, we adapt additional treatment to apply the heuristic recursively to the central hole in the following three methods in order to remove the overlapped area. (Fig. 1) 
1)
In the first method, the boxes are cut by the two horizontal edges of the overlapped area.
2) In the second method, the boxes are cut by the two vertical edges.
3) In the third method, the boxes are cut by the left vertical edge and the lower horizontal edge. More detail information about this algorithm is described in reference. [2] Off 
B. Schematic of Fast Algorithm
Because we do not consider all sizes of blocks, this algorithm has a more rapid calculation time. The initial solutions of the first phase find the combination, rather than using DP, and define the four parameters. (Fig. 2) In the first phase, combinations of
1) a
, and ) , ( b a , are made, and ( 1 L , 1 W ), the width and length of the other blocks, can be determined.
After obtaining the four initial solutions in the first phase, we redefine these solutions by applying the three treatments in the second phase.
C. Computing Experience
We implement the algorithm in Visual C++ 6.0® and compile it with the maximized-speed option. The following results of Table I were acquired by a computer with a AMD® K6-350-MHz CPU and 64-MB RAM. All problems were calculated within 1 second and resulted in optimal solutions [2] . This algorithm test is a 2-D pattern generation of boxes and its calculation speed. To use this algorithm, however, we must consider 3-D space and the physical constraints of box loading. To realize this, we consider the three constraint conditions of palletizing, the approach direction of the robot hand to the pallet, multiple boxes gripping, and the weight center of the palletized boxes. More information about these conditions is referred to in [3] . To use this algorithm for an industrial robot system, as shown in Fig.3 , we develop a GUI interface and calculated target position of each box for the pallet loading problem.
III. DEVELOPMENT OF 3-D ROBOT SIMULATOR
A. Overview
For an industrial robot to perform the palletizing task, several methods have been introduced. The first involved an on-line tutorial for the robot, using a teach pendent to mimic and memorize the worker's motion. The second method is an off-line method which generates task data using a computer and downloads it to the robot controller. We focus on off-line task generation and simulation, using a robot simulator. In this phase, we represent the 3-D robot simulator based on the dimensional data of our real target machine, the HX300, which is a 6-axis industrial robot of Hyundai Heavy Industrial Co. This robot model is realized by a commercial CAD modeler, and the GUI interface is developed, using OpenGL® and MFC of Microsoft Visual C++®. To solve and analyze the forward and inverse kinematics equations, we use D-H tables and the Lagrangian Dynamic Equation. With this simulator it is possible to compute and display the joint torque, angle, and angular acceleration simultaneously. Fig.4 shows the realized 3-D robot simulator. This simulator is developed using Microsoft Visual Studio® and OpenGL®, and functionally calculate the velocity and The coordinates which generated by the pattern of loaded boxes on the pallet and the initial position of box coming through a in-feeder are passed to the simulator and using this coordinates, simulate the specified motion. More detailed performance test of the following simulator is explained in [3] .
B. Configuration Space
The palletizing task, generally, is composed of several palletizing components. These are auxiliary, but, nevertheless, obstacles for the palletizing robot. The goal of this study is to find the optimal path, considering the obstacles; hence, we apply the concept of configuration space to solve this problem. The configuration defines variables to express the position and direction of an object exactly, and the configuration space represents all of the space where configurations are possible to acquire [4] . Using this concept, we define a coordinate for each configuration. In this coordinate, each point approached by the robot gripper is expressed by joint angles (configuration; posture) of the robot palletizer. Following figures describe the general process of configuration space generation. First, on the basis of the joint of the base frame, we rotate the imaginary plane 360 degrees. In this progress plane, we scan the objects surrounding the robot and generate the outline of a section. This outline, including the inside of it, could be considered an obstacle.
In this paper, using an end effecter of the robot, generate the free move zone and obstacle zone in the configuration space, as shown in the right side of Fig.5 . This figure is necessary to generate the optimal path using an A* algorithm described in the next chapter. Table II shows an example of the configuration space generation.
C. Application of A* Algorithm for Trajectory Generation
The A* method is a thorough, robust planning technique that will determine the minimum cost path or if no safe path exists [5, 6] . In this study, we use this technique to find the optimal path between the gripping point (starting point) and the place down point (end point). The A* technique is outlined below. To begin, a rectangular grid is produced in which the cells are either safe or forbidden. The planning begins at the starting point and the cells adjacent to this cell are probed. On the basis of a cost function, the cell with the minimum cost is explored next [7, 8] . Using this algorithm, we tabulate the results of the simulation of a predefined palletizing task.
IV. CONSIDERATION OF REAL SIZE OF ROBOT FOR THE TRAJECTORY GENERATION
A. Modified Slice Plane (with horizontal thickness)
One of the disadvantages of A* algorithm is its required computing time. Abovementioned approach is to consider the robot arm as a bar. Hence, load of computing time is relatively low. The real industrial robot, however, has its original volume and size, so we have to apply this factor to the A* algorithm. To do this, we have to redefine the slice plane because original slice plane has no thickness as an assumption, but modified one has thickness and scanning point of obstacle of each angle is group of both side of boundary of modified slice plane. (Fig.6) The thickness of plane determined by the thickness of robot arm include to its gripper and load. Fig.7 shows the scanning points using modified slice plane.
B. Convex List and Graham's Algorithm
Our proposed system, use factors of convex list points of object and sum of half of thickness and safe distance. As shown in Fig.7(b) , generate the convex list using inside apexes of object and intersection points. If the number of intersection points is under the 2, regard as the slice plane meet with one apex or edge.
Finally, we use graham's algorithm, generate the convex hull. This hull used as new boundary of object when we apply the modified slice plane. Fig.8 describes the effect of modified slice plan. As shown in figure, the slice plane becomes larger than before.
C. Consideration of Vertical Thickness
Upper chapter shows horizontal thickness of real robot and propose the modified slice plane to generate the obstacle area of object. As a next step, we consider the vertical thickness of robot. Fig.9(a) describes the robot model that we used and its assumption of boundary area and Fig.9(b) shows the assumption of boundary of gripper and its load (box) because the total volume of robot include to robot arm, gripper and its load. Hence, when we apply the modified slice plane (vertical thickness of robot, gripper and its load), 
D. Consideration of Performance of A* Algorithm using Modified Slice Plane
When we assume the robot body as line, computing time is not a problem because the time is very short. However we apply the modified slice plane, the computing time is remarkably increase. About this result, we regard the following reasons; duplicated intersection points of each step and second and added computation load of graham' algorithm for the generation of convex. Fig.11 shows an illustration of simulation. The computing load is critical problem of software development area. The purpose of this study is, as shown in introduction, to develop the OLP (Off-Line Programming) Simulator specified to palletizing automation. As shown in Table III , if we consider the real size of palletizing robot to generate the optimized trajectory, A* algorithm is relatively expensive method. To use this algorithm, we have to generate the configuration space but this work is required long computing time and most of all, that time is changed raggedly,
To focus the characteristics of palletizing task, we propose the new strategy to generate the set of boundary (convex) of obstacles. As shown in Fig.12 , the proposed method is to overlap the scanned images of each box at one plane and obtain the outer line of overlapped image.
This method uses the total traveling distance from pick up point of boxes to place down point via outer line of overlapped area. To optimize this distance, this study adopts following criteria.
T is robot traveling distance to palletize the one box, 1 l is distance from pick up point to outer line of overlapped area and 2 l is distance from outer line to place down point. Fig. 13 shows total simulator using this algorithm. User define the size of box and pallet and position the working component on the work space, simulator generate the optimized box loading pattern and palletize the boxes 
VI. CONCLUSION
In this paper, to develop the OLP palletizing simulator we proposed a Fast Algorithm for PLP (Pallet loading problem), a 3-D robot simulator and optimized trajectory generation algorithm. To develop a completely off-line palletizing simulator, however, the computing time of the optimized trajectory generation needs to be faster.
As shown in the third column of Table. 3, using A* algorithm considered volume of robot, the computing time of each step is remarkably different, depending on the place-down position.
In this study, we propose the overlap method to reduce the computing time and these results are also represented in Table. 3 and Fig.14 . Obviously, proposed method shows the fast and stable computation result.
As a future work, we combine this simulator with real industrial robot and estimate the performance as an OLP simulator. We implemented the algorithm in Visual C++ 6.0®, and an AMD® 2.0-GHz computer with 1 GB of RAM was used to test the algorithm. Task  TABLE III 
