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2 Izbira manipulatorja 7
2.1 Opis izbranega manipulatorja . . . . . . . . . . . . . . . . . . . . 7
2.1.1 Mehanske komponente . . . . . . . . . . . . . . . . . . . . 8
2.1.2 Krmilniki . . . . . . . . . . . . . . . . . . . . . . . . . . . 9
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V pričujočem zaključnem delu so uporabljene naslednje veličine in simboli:
Veličina / oznaka Enota
Ime Simbol Ime Simbol
čas t sekunda s
notranje koordinate q milimeter, stopinja mm, ◦
zunanje koordinate p milimeter, stopinja mm, ◦
rotacijska matrika R - -
pospešek a - m/s2
pojemek b - m/s2
radij r mikrometer µm
Tabela 1: Veličine in simboli
Pri čemer so vektorji in matrike napisani s poudarjeno pisavo. Natančneǰsi po-
men simbolov in njihovih indeksov je razviden iz ustreznih slik ali pa je pojasnjen
v spremljajočem besedilu, kjer je simbol uporabljen.
xi
xii Seznam uporabljenih simbolov
Povzetek
V merilni tehniki se z večjim številom merilnih inštrumentov ter parametrov
pojavlja vedno večja potreba po avtomatizaciji merilnih postopkov. Na ta način
je določen eksperiment lahko opravljen hitreje in z manǰso potrebo po poseganju
operaterja v eksperiment.
V pričujočem delu je predstavljena priprava manipulatorja s šestimi sto-
pnjami prostosti za preizkušanje delovanja magnetnih enkoderjev v odvisnosti
od različnih izmaknjenosti merilnih glav od magneta.
Na podlagi zahtev za merjenje parametrov magnetnih enkoderjev je bil izbran
šestosni manipulator podjetja Standa Ltd., ki je sestavljen iz triosnega premičnega
sistema za nastavljanje pozicije, na katerega je nato pričvrščen še triosni sistem
za nastavljanje orientacije. Koračni motorji v oseh so vodeni preko krmilnikov,
ki z računalnǐskega programskega vmesnika prejemajo ukaze.
Modularnost manipulatorjevih osi omogoča, da ga lahko sestavimo v več
različnih konfiguracij. Iz tega razloga kinematični model ni vnaprej določen,
temveč ga moramo izpeljati za izbrano konfiguracijo. Pri tem se soočimo s pro-
blemom direktne kinematike, ki obravnava izračun zunanjih koordinat iz znanih
vrednosti notranjih spremenljivk. Prav tako pridemo tudi do obratnega problema,
ki ga imenujemo inverzna kinematika. Ta obravnava izračun notranjih koordinat
iz znanih vrednosti zunanjih koordinat. V postopku meritve manipulatorju pogo-
sto podamo ciljno točko, ki mora biti dosežena z vrhom mehanizma. Iz te točke
je potrebno izračunati premike posamezne osi. Ker so izračunani premiki lahko
različnih dolžin, bodo nekatere osi svojo pot opravile prej kot druge, kar pa je za
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uporabnika lahko moteče. Iz tega razloga lahko pred premikom izvedemo sinhro-
nizacijo premikov, kjer izračunamo parametre hitrostnega trapeznega profila za
vsako os na tak način, da bodo ciljno točko dosegle istočasno.
Za podajanje merilnih rezultatov ob uporabi opisanega manipulatorja je po-
membno, da vemo, s kakšno ponovljivostjo se je manipulator sposoben premikati
iz točke v točko. Iz tega razloga izvedemo standardiziran merilni postopek, s
katerim verificiramo zahtevano ponovljivost manipulatorja.
Za čim lažjo interakcijo uporabnika z manipulatorjem je potrebno ustvariti
preprost in hkrati ustrezno zmogljiv in robusten uporabnǐski vmesnik. Iz tega
razloga se uporabnǐski vmesnik razdeli na več nivojev. Nižji nivoji so zadolženi
za komunikacijo ter izvajanje kompleksneǰsih matematičnih in logičnih operacij,
na vǐsje nivoje pa izvozimo le tiste funkcije in informacije, za katere želimo, da
ima končni uporabnik nad njimi nadzor.
Za konec je predstavljen še primer dejanske merilne aplikacije, kjer manipula-
tor uporabimo za merjenje učinkovitosti ob različnih mehanskih izmikih. V pro-
gramu po korakih spreminjamo pozicijo čitalne glave nad magnetom ter v vsaki
točki zajamemo želene podatke z enkoderja. Zbrani podatki nam omogočijo veri-
fikacijo mehanskih toleranc enkoderja ter nam hkrati pomagajo poiskati pozicijo
optimalnega delovanja.
Ključne besede: avtomatizacija meritev, serijski manipulator, šestosni mehani-
zem
Abstract
In the field of measuring techniques we are experiencing increasing demand for
automation of measuring procedures due to the increasing number of measuring
instruments and parameters. With automation, the required experiment can be
done faster and without the need for the engineer to manually interfere with the
measuring process.
In the presented document, the preparation and use of six axis manipulator is
introduced. The used mechanism is required in order to test various mechanical
tolerances of different magnetic encoders, where the operating position of encoder
read head in relation with its magnet needs to be verified.
With known requirements for such manipulator, the chosen mechanism was
provided by Standa Ltd. manufacturer. The mechanism consists of three axis
translational system, which is responsible for setting the required position, and
three axis rotational motorized system, which is needed for setting the required
orientation of the end-effector. The stepper motors in each of the moving axis are
controlled by four controllers, which are receiving the commands from the user
software.
The modularity of the manipulator enables its assembly to many different
configurations. Because of this, the kinematic model of the manipulator is not
determined beforehand but is left to us to derive according to used configuration.
During this process we are faced with the problem of direct kinematics, which
examines the computation of external coordinates with known internal coordinate
values. We also come across the reversed problem, known as the problem of
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inverse kinematics, where the values of external coordinates are known, and we
need to compute the required values of internal coordinates. When using the
manipulator, we usually send command to move the end effector to the specified
target pose. From this command we need to compute the required path for each
axis. Since the computed distances for each axis vary, some of the stages reach
target position in shorter time than others. This behaviour can be disturbing for
the user. Synchronisation of movements is introduced to remove this effect. In
this procedure, we compute the parameters of trapezoidal movement profile of
each axis in such a way, that all of the axis will reach the target position at the
same time.
For representation of the measurement results, it is very important to deter-
mine the positional repeatability of the used mechanism. For measurement of
this parameter, a standardised procedure is presented which is used to verify the
required repeatability of the manipulator.
In order to provide the user with an effective way of interacting with the ma-
chine, an easy and robust user interface must be provided. We divide the program
architecture to multiple layers, where all the lower layers are responsible for set-
ting of the communication and also for the performance of complex mathematical
and logical computations. Higher layers only have visibility of the functions and
parameters, which are needed to be controlled by the user.
Finally, a real world measuring scenario is introduced, where manipulator is
used to verify the operation of encoder with respect to various read head positions
around the magnet. In the proposed program, we incrementally change the end
effector position and read encoder data at each position. The acquired data
enables us to verify the encoder’s mechanical tolerances and also enables us to
find the optimal operating position.
Key words: measuring automation, serial manipulator, six axis mechanism
1 Uvod
Na področju merjenja pomika in zasuka so se v veliki meri uveljavili magnetni
enkoderji. Ti so navadno sestavljeni iz magnetnega aktuatorja, ki je pričvrščen na
premični del merjenega sistema, ter iz čitalne glave, ki je na mirujočem delu. Slika
(1.1) prikazuje primer postavitve čitalne glave in nosilca magnetne informacije.
To je lahko preprost diametralno polariziran magnet ali pa trak z magnetnim za-
pisom, ki ga čitalna glava zajame z množico magnetnih senzorjev in tako prebere
pozicijo.
Eden izmed zelo pomembnih parametrov pri takem merilnem sistemu je
največji odmik merilne glave od magneta, ki še jamči ustrezno delovanje.
Določitev tega parametra je potrebno opraviti ob razvoju magnetnega enkoderja
in ga navesti v podatkovnem listu. Za merjenje dovoljenega odmika je potrebno
med testom po majhnih korakih premikati merilno glavo, ob tem pa za vsak
premik preverjati ustrezen izračun pozicije. V praksi se za take teste pogosto
uporabljajo trije mehanski linearni nastavljalniki pozicije, ki so pravokotno drug
na drugega zloženi v kinematično verigo. Pozicijo v treh smereh se nastavlja
ročno preko treh vijačnih sistemov.
Ročno premikanje merilne glave se v praksi izkaže za zelo zamudno opravilo.
Če želimo merilno glavo premikati v treh smereh, nam ročno nastavljanje pozicije
postavlja kompromis med trajanjem eksperimenta in številom izmerjenih točk. V
kolikor bi v tak test želeli vpeljati še preverjanje delovanja ob različnih orienta-
cijah merilne glave, pa bi kompleksnost takega eksperimenta postala že prevelika
za izvedbo v doglednem času.
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Iz teh razlogov se je pojavila potreba po avtomatiziranem nastavljalniku pozi-
cije, ki bi inženirja razbremenil ročnega poseganja v merilni sistem in tudi povečal
število merilnih točk. Uporaba takega sistema bi okrepila zaupanje v merilni re-
zultat in povečala število možnih eksperimentov.
Čitalna glava Magnet
Slika 1.1: Primer postavitve čitalne glave in magnetnega aktuatorja
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Pred izbiro mehanizma za testiranje mehanskih toleranc magnetnih enkoderjev je
potrebno definirati določene zahteve. Ker želimo imeti način merjenja pomikov
v treh smereh, hkrati pa tudi možnost vseh rotacij, moramo iskati med manipu-
latorji z najmanj šestimi stopnjami prostosti. Od manipulatorja ne zahtevamo
velikega delovnega območja, saj bodo potrebni premiki čitalne glave okrog ma-
gneta znašali le nekaj centimetrov.
Od manipulatorja zahtevamo tudi dobro ločljivost in ponovljivost, ki naj bo
v mikronskem področju. Glede na zahteve načrtovanih meritev mora biti ta
vrednost znotraj 40 µm. Od mehanizma prav tako ne zahtevamo posebnih di-
namičnih lastnosti. Pri večini meritev se bo od manipulatorja le zahtevalo, da se
sekvenčno premika v prednastavljene pozicije, potem pa se bo ob mirujoči poziciji
zajelo podatke s čitalne glave.
Glede na to, da se bo v vrh manipulatorja vpenjalo čitalne glave z razmeroma
majhno maso, ne potrebujemo velike nosilnosti. Nosilnost v območju 500 g je za
naše potrebe zadostna.
2.1 Opis izbranega manipulatorja
Za testno napravo je bil izbran manipulator podjetja Standa Ltd. Manipulator je
sestavljen iz šestih posameznih aktuatorskih osi, ki so skupaj sestavljene v odprto
kinematično verigo. Tri translacijske osi v bazi mehanizma omogočajo premike v
treh smereh v dolžini 10 cm. Premične mehanske stopnje se lahko sestavi skupaj
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v mnogo različnih konfiguracij. Izbrati moramo takšno, ki bo najbolj ustrezala
našim potrebam. Tu se je potrebno zavedati, da bo izbira konfiguracije vplivala
na kompleksnost kinematičnega modela.
2.1.1 Mehanske komponente
V našem primeru sta za linearne premike v smereh x in y uporabljeni stopnji
8MT175 (slika 2.1 levo), ki sta pravokotno pričvrščeni ena na drugo. Za premike
v smeri z pa je uporabljena stopnja 8MT200 (slika 2.1 desno), ki je nameščena
na drugo os s kotnim nosilcem. Ker je ta stopnja uporabljena v vertikalni kon-
figuraciji, mora biti sposobna prenašati večje aksialne obremenitve kot spodnji
dve.
Za rotacijo okrog osi x (θ) je bila uporabljena rotacijska stopnja 8MR151
(slika 2.2 zgoraj), ki je pričvrščena na tretjo (vertikalno) premično stopnjo. Za
rotacijske premike okrog osi y (φ) ter z (ψ) pa sta bili uporabljeni stopnji 8MR151
(slika 2.2 spodaj), ki sta na preǰsnjo os pričvrščeni preko kotnih nosilcev. Zadnje
tri rotacijske osi so torej med seboj pravokotne in tvorijo Eulerjevo zapestje (ang.
Euler wrist) [1].
Slika 2.1: Translacijski premični stopnji 8MT175-100 ter 8MT200-100
Vse premične stopnje poganjajo bipolarni koračni motorji, ki imajo možnost
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Slika 2.2: Rotacijski premični stopnji 8MR191 ter 8MR151
premikanja z 200 korakov na obrat.
Slika 2.3 prikazuje celoten sestav. Prve tri osi omogočajo premike vrha v x, y
in z smeri, zadnje tri osi pa omogočajo rotacije okrog vseh treh osi koordinatnega
sistema.
2.1.2 Krmilniki
Vsaka izmed osi potrebuje svojo povezavo s krmilnikom. V predstavljenem sis-
temu so uporabljeni štirje krmilniki, kjer imata dva krmilnika možnost priključitve
dveh osi, na ostala dva pa lahko priključimo po eno os. Oba uporabljena tipa
krmilnikov sta prikazana na sliki 2.4.
Za krmilnike je že na voljo program XiLab v obliki grafičnega uporabnǐskega
vmesnika. Ob zagonu programa se nam odpre okno, v katerem so prikazane
vse priključene premične stopnje, ki jih je program našel na navideznih serijskih
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Stopnja 8MT175 8MT200 8MR191 8MR151
Območje 100 mm 100 mm 360◦ 360◦
Ločljivost
1 korak 2.5 µm 2.5 µm 0.6 arcmin 0.6 arcmin
1/8 koraka 0.31 µm 0.31 µm 4.5 arcsec 4.5 arcsec
Največja hitrost 10 mm/s 10 mm/s 48◦/s 50◦/s
Dopustna obremenitev
Horizontalna 8 kg 40 kg 10 kg 6 kg
Vertikalna 3 kg 6 kg 2 kg 1.7 kg
Navor - - 1 Nm 0.5 Nm
Število končnih stikal 2 2 1 1
Tabela 2.1: Specifikacije premičnih stopenj
Slika 2.3: Sestavljen manipulator
vratih (slika 2.5). Tu si izberemo, s katerimi stopnjami bi se želeli povezati.
Na žalost je program narejen tako, da lahko z njim naenkrat krmilimo največ
tri osi. Če si s pozdravnega okna izberemo os 1 (ang. Axis 1), bo program
omogočil krmiljenje te osi. Odpre se novo okno, na katerem lahko vidimo neka-
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Slika 2.4: Oba uporabljena tipa krmilnikov za vodenje mehanizma
Slika 2.5: XiLab okno z vsemi najdenimi osmi
tere parametre premične osi. Na voljo imamo tudi gumbe za pošiljanje različnih
ukazov premični osi.
Nadzorno okno omogoča premik osi v desno, premik osi v levo, premik na
določeno pozicijo in premik za določeno število korakov. Med premikanjem
lahko os kadarkoli zaustavimo. Na voljo so nam tudi različne funkcije za is-
kanje končnega stikala in ničliranje. Če želimo stopnji vnesti določeno sekvenco
premikov, lahko v program vnesemo datoteko, v katero vpǐsemo sekvenco ukazov.
Precej priročno orodje v programu pa je izrisovanje grafov v realnem času. Na
ta način lahko ob premikanju osi opazujemo vrednosti nekaterih spremenljivk, kot
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Slika 2.6: XiLab nadzorno okno za interakcijo s premično osjo
so pozicija, hitrost, tokovi in napetosti v navitjih ter temperaturo navitij.
Vhod v krmilnik je stanje mehanskih stikal. Na podlagi tega signala lahko
krmilnik posamezno stopnjo varno zaustavi in prepreči premikanje preko mehan-
skih mej. Končna stikala služijo tudi za iskanje manipulatorjeve referenčne lege.
Običajno se pri iskanju izhodǐsčne lege nastavi tudi odmik od končnega stikala
(ang. standoff). Ta parameter krmilniku pove, za koliko korakov naj stopnjo
premakne v izbrano smer ob stiku s končnim stikalom. Pozicija po tem premiku
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Slika 2.7: Izris grafov s parametri premične stopnje
se nato obravnava kot izhodǐsčna. Običajno takoj po opisanem postopku vse
trenutne vrednosti koračnih motorjev postavimo na nič.
Meje gibanja se lahko nastavi tudi glede na vrednosti pozicij koračnih mo-
torjev [2]. Vsaki stopnji lahko dovolimo gibanje le v predpisanem območju. Na
ta način uporabniku že na nižjem nivoju preprečimo, da bi se mehanizem med
izvajanjem programa zaletel sam vase in povzročil mehansko škodo. Vseeno pa
se je potrebno zavedati, da manipulator v premičnih stopnjah nima absolutnih
kodirnikov pozicije. Če bi se ob njegovem delovanju pojavila zunanja motnja, ki
bi ga premaknila v drugo lego od načrtovane, sam tega ne bi mogel ugotoviti.
To bi lahko zaznal šele ob ponovnem iskanju končnih stikal. Krmilniki imajo
sicer vgrajen algoritem, s katerim shranijo trenutno pozicijo koračnih motorjev
ob prekinitvi napajanja. Ta pozicija se potem ponovno prebere ob vključitvi na-
pajanja. To je koristno, če iz določenega razloga pride do izklopa napajanja, ali
pa če uporabnik ob izklopu mehanizem pusti v drugačni legi od izhodǐsčne.
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3 Kinematični model manipulatorja
S pomočjo krmilnikov lahko mehanizem vodimo s premikanjem posameznih osi.
Za vsako os specificiramo pozicijo in vrh mehanizma se bo postavil v določeno
lego. Vrednostim zasuka ali pomika na premičnih stopnjah pravimo tudi notranje
koordinate manipulatorja. Po drugi strani pa lego vrha manipulatorja imenujemo
zunanje koordinate [3]. Če želimo to lego poznati, moramo najti ustrezen mate-
matični model med vrednostmi notranjih spremenljivk q in vrednostmi zunanjih
spremenljivk p. To imenujemo problem direktne kinematike.
Pri delu z večosnimi manipulatorji si želimo poznati tudi obratno preslikavo.
Če bi na primer želeli vrh mehanizma premakniti v določeno znano lego, bi morali
izračunati vrednosti notranjih spremenljivk, s katerimi bi bila ta lega dosežena.
Opisan problem imenujemo problem inverzne kinematike.
Slika 3.1: Problema direktne in inverzne kinematike
Izpeljevanje kinematičnega modela za manipulator, ki nima vnaprej definirane
mehanske strukture, nam lahko poenostavijo računalnǐska orodja, ki omogočajo
grafično sestavljanje delov, ki jih bomo uporabili v našem mehanizmu. V našem
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primeru smo v ta namen uporabili programski paket SolidWorks, ki je programski
paket za računalnǐsko podprto konstruiranje in inženirske analize [4]. Programske
datoteke, ki opisujejo fizično zgradbo komponent pa je priskrbelo podjetje Standa.
Slika 3.2: Sestavljen mehanizem v programu SolidWorks
Ko imamo v programu definiran sestav in medsebojne relacije med sestavnimi
deli, lahko izvajamo različne simulacije, meritve ter premike mehanizma. Meha-
nizem lahko tudi enostavno sestavljamo v različne konfiguracije. To nam omogoči
najti optimalno konfiguracijo za naše potrebe, v katero bomo nato sestavili tudi
realen mehanizem. Slika 3.2 prikazuje celoten sestav v programskem okolju.
Ko smo s konfiguracijo zadovoljni, sestavimo še dejanski mehanizem po pro-
gramskem modelu.
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Slika 3.3: Sestavljen manipulator
3.1 Direktna kinematika
Pri problemu direktne kinematike nas zanima lega vrha mehanizma glede na
znane vrednosti notranjih koordinat q. Vektor zunanjih koordinat p sestavimo
kot vektor šestih elementov, kjer prvi trije elementi predstavljajo pozicijo vrha





Izpeljavo kinematičnega modela nam precej olaǰsa dejstvo, da so zadnje tri
rotacijske osi manipulatorja med seboj pravokotne, poleg tega pa ima ta sestav








Slika 3.4: Kinematična struktura obravnavanega manipulatorja
še to lastnost, da se osi rotacij sekajo v isti točki (slika 3.5). Ko je mehanizem v
izhodǐsčni legi (q = 0), je to presečǐsče za mehanizem izhodǐsčna točka. Pozicijo
vrha manipulatorja lahko potem opazujemo glede na to točko.
Tudi prve tri linearne osi so med seboj pravokotne. Iz tega razloga lahko
orientacijo in pozicijo vrha mehanizma obravnavamo ločeno.
Za izpeljavo zapisa orientacije vrha mehanizma si lahko pomagamo z opa-
zovanjem vpliva posamezne rotacijske osi na končno orientacijo koordinatnega
sistema, ki ima izhodǐsče v presečǐsču zadnjih treh osi (slika 3.6). V izhodǐsčnem
stanju so osi tega koordinatnega sistema poravnane z osmi globalnega koordina-
tnega sistema. Ko prva koordinatna os spremeni zasuk, se koordinatni sistem
zavrti okrog svoje osi x. V naslednjem koraku se zavrti druga rotacijska os. Pri
tem se koordinatni sistem zavrti okrog svoje osi y. Nazadnje se zavrti še tretja
rotacijska os. Pri tem se koordinatni sistem zavrti še okrog svoje osi z.
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Slika 3.5: Postavitev zadnjih treh rotacijskih osi
Splošno orientacijo vrha mehanizma torej lahko zapǐsemo kot zaporedje rotacij
v relativnem koordinatnem sistemu, in sicer po vrsti okrog osi x, y in z. Iz tega
razloga si je za način zapisa orientacije vrha v prostoru smiselno izbrati zapis z
Eulerjevimi koti ψ, θ in φ [5].












Pri vrtenju okrog osi y moramo upoštevati tudi dejstvo, da se bo ob vrtenju
pete osi v desno koordinatni sistem vrha vrtel v levo. Zaradi tega v izrazu (3.2)
notranja koordinata q5 nastopi z negativnim predznakom.
Orientacijsko matriko vrha mehanizma lahko opǐsemo z zaporednim
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Slika 3.6: Vpliv posameznih rotacij na orientacijo vrha mehanizma
množenjem treh rotacijskih matrik
R = Rotx(ψ)Roty(θ)Rotz(φ), (3.3)
kjer so Rotx, Roty in Rotz rotacijske matrike, ki vrtijo koordinatni sistem okrog
osi x, y in z.
Po medsebojnem množenju rotacijskih matrik v enačbi (3.3) in upoštevanju
(3.2) dobimo rotacijsko matriko, ki predstavlja orientacijo vrha mehanizma glede




−s4s5c6 + s6c4 s4s5s6 + c4c6 −s4c5
s4s6 + s5c4c6 s4c6 − s5s6c4 c4c5
⎤⎥⎥⎦ . (3.4)
Tu so sin q4, sin q5 ter sin q6 kraǰse zapisani kot s4, s5 in s6. Izrazi cos q4, cos q5,
cos q6 pa so zapisani kot c4, c5 ter c6.
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Izračun pozicije vrha mehanizma ločimo na dva dela. Prvi del predstavlja












Negativna predznaka pred q2 in q3 izhajata iz dejstva, da sta smeri pozitivnih
premikov druge in tretje osi usmerjeni nasprotno od osi y in z.
Slika 3.7: Translacijski del mehanizma
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Drugi del predstavlja prispevek zaradi rotacij zadnjih treh stopenj. Odmik
vrha mehanizma glede na točko presečǐsč osi rotacij v izhodǐsčni legi manipula-
torja označimo z r (slika 3.8). Vektor je konstanten in je odvisen od postavitve
vpetja s čitalno glavo na vrhu mehanizma. Vrednost tega vektorja mora podati
uporabnik. Končna točka, ki je določena s tem odmikom, je točka, ki bo ob
čisti rotaciji mehanizma mirovala. Iz tega razloga se za tako točko izplača izbrati
sredǐsče čitalne glave, ali pa sredǐsče določenega senzorja na čitalni glavi.
Slika 3.8: Primer postavitve vektorja r
Pozicijo vrha ob spremenjeni orientaciji zadnjih treh osi lahko dobimo z
množenjem matrike R (3.4) in vektorja r. Po množenju dobimo
pr =
⎡⎢⎢⎣
rxc5c6 − rys6c5 − rzs5
rx(−s4s5c6 + s6c4) + ry(s4s5s6 + c4c6)− rzs4c5
rx(s4s6 + s5c4c6) + ry(s4c6 − s5s6c4) + rzc4c5
⎤⎥⎥⎦ . (3.6)
Pozicijo vrha mehanizma glede na pozicijo izhodǐsčne točke izračunamo kot
pp = pd + pr. (3.7)
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Da bi omejili možnost mehanskih poškodb manipulatorja, je potrebno določiti
še dovoljena območja pozicij za posamezno os. Predvsem sta kritični četrta in
peta os, ki bi ob prevelikem zasuku povzročili trčenje mehanizma samega vase.
Omejitve sklepov so prikazane v tabeli 3.1.
Os 1 2 3 4 5 6
Spodnja meja 0 mm 0 mm 0 mm -20◦ -20◦ 0◦
Zgornja meja 100 mm 100 mm 100 mm 20◦ 20◦ 360◦
Tabela 3.1: Omejitve pozicij premičnih stopenj
Te omejitve so vpisane v pomnilnik krmilnikov že na nižjem nivoju. S tem
končnemu uporabniku preprečimo, da bi jih spreminjal.
3.2 Inverzna kinematika
Pri problemu inverzne kinematike nas zanimajo potrebne vrednosti notranjih
koordinat q za dosego želenih vrednosti zunanjih koordinat p.
Zaradi izbire zapisa orientacije z Eulerjevimi koti, lahko izraz za zadnje tri











Ko poznamo vrednosti zadnjih treh notranjih koordinat, lahko vrednosti prvih













rxc5c6 − rys6c5 − rzs5
−rx(−s4s5c6 + s6c4)− ry(s4s5s6 + c4c6) + rzs4c5
−rx(s4s6 + s5c4c6)− ry(s4c6 − s5s6c4)− rzc4c5
⎤⎥⎥⎦ . (3.9)
24 Kinematični model manipulatorja
Enačba (3.9) prikazuje ločitev translacijskega in rotacijskega dela manipula-
torja. Ob čisti rotaciji vrha mehanizma (torej ob nespremenjenih vrednostih x, y
in z) se bodo morale prve tri osi premakniti na tak način, da bodo kompenzirale
translacijski premik vrha zaradi spremembe orientacije.
Ob izračunu ciljnih vrednosti notranjih koordinat za namen premika vrha
manipulatorja je potrebno preveriti še, da vrednosti ležijo znotraj dovoljenega
območja za posamezno os. Torej, za vsako os je potrebno preveriti, da velja
qi,min ≤ qi ≤ qi,max, (3.10)
kjer sta qi,min in qi,max spodnja in zgornja meja dovoljene pozicije osi i. V primeru,
da zgornji pogoj ni izpolnjen, je uporabnika potrebno obvestiti, da mehanizem
ne bo zmožen opraviti zahtevanega premika.
3.3 Sinhronizacija premikov
Krmilniki hranijo konfiguracije premikov za posamezno os. Na podlagi teh na-
stavitev lahko krmilnik vodi koračne motorje preko izhodnih napajalnih povezav.
Predvsem so pomembni parametri za nastavitev hitrostnega trapeznega profila
premičnih osi. Ti parametri so: pospešek ai, konstantna hitrost q̇c,i in pojemek bi.
Na podlagi teh vrednosti krmilnik za vsak ukazan premik izračuna trajektorijo
gibanja za motor [6].
Slika 3.9 prikazuje potek hitrosti premične osi, kjer so označeni čas pospeška
ta, čas konstantne hitrosti tq̇c in čas pojemka tb.
Shranjeni parametri trapeznih profilov so za vsako os konstantni in enaki. V
praksi to pomeni, da bodo ob zahtevanem premiku manipulatorja največ časa
potovale osi z najdalǰso potjo. Običajno pa si želimo, da bi vse osi dosegle svoj
cilj ob enakem času. Zahtevamo tudi, da imajo vse osi enake čase pospeševanja,
zaviranja ter enakomernega gibanja.
Algoritem za sinhronizacijo premikov mora na podlagi ukazanih premikov






Slika 3.9: Trapezni hitrostni profil
določiti parametre trapeznega profila za vsako os. Na začetku je potrebno določiti




. Tej osi priredimo privzete vrednosti parametrov profila, ki so navadno kar
največje dovoljene vrednosti, torej aimax = A, bimax = B ter q̇c,imax = Vmax, kjer
so A, B ter Vmax največje dovoljene vrednosti pospeška, pojemka ter konstantne
hitrosti trapeznega profila.
Nadalje je potrebno izračunati čase konstantnega pospeška, konstantnega po-





+ q̇c,itq̇c , (3.12)




− ta + tb
2
. (3.13)
Vemo tudi, da sta









Ob manǰsih premikih se ob izračunu enačbe (3.13) za os z največjim premikom
lahko zgodi, da je tq̇c < 0. To pomeni, da bo stopnja morala začeti zavirati še






Slika 3.10: Trikotni hitrostni profil
V takem primeru je potrebno določiti največjo doseženo hitrost osi in na
podlagi tega še enkrat izračunati nova časa ta in tb. Največjo doseženo hitrost







Novi časi hitrostnega profila pa so potem









tq̇c = 0. (3.17)
V primeru običajnega trapeznega profila za nadaljnje izračune ohranimo
preǰsnje vrednosti izračunanih časov.
Ko so časi pospeška, pojemka ter konstantne hitrosti znani, lahko izračunamo















Ti parametri se sedaj lahko ob vsakem ukazanem premiku izračunajo in
zapǐsejo v konfiguracijski pomnilnik krmilnikov. Šele zatem se izvede premik
vseh osi. Glede na začetne predpostavke bi zdaj morale vse osi imeti enak čas
pospeševanja, enakomernega gibanja ter zaviranja.
3.4 Meritev ponovljivosti manipulatorja
Ponovljivost opisuje sposobnost mehanizma, da se vrne v preteklo pozicijo brez
deviacij. Ponovljivost je pogojena s kvaliteto izdelave mehanskih delov ter struk-
turo mehanizma. V splošnem je pri večjih manipulatorjih težje zagotoviti dobro
ponovljivost kot pri manǰsih [7]. Dobra ponovljivost je predpogoj za zaupanje v
merilni rezultat po izvedbi meritve.
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Za verifikacijo ponovljivosti mehanizma so bile opravljene meritve po stan-
dardu ISO 9283, ki obravnava kriterije ocenjevanja in metode testiranja ma-
nipulacijskih industrijskih robotov [6]. Standard priporoča izvedbo meritev ob
prejemu mehanizma in v različnih obdobjih uporabe, ko je potrebno preveriti, če
je delovanje še v specificiranih območjih.
Meritev ponovljivosti po tem standardu poteka tako, da najprej definiramo
območje v obliki kocke, ki zajema področje največje aktivnosti manipulatorja.
Znotraj te kocke je nato določenih 5 točk, ki ležijo na ravnini, določeni z dvema
diagonalama (slika 3.11). Točke P2 do P5 morajo ležati na razdalji 10% ± 2%
dolžine diagonal stran od vogalov kocke. Prav tako je potrebno meritev izvajati






Slika 3.11: Postavitev točk za meritev ponovljivosti
Za izvedbo meritve se mora vrh manipulatorja najprej premakniti do točke P1,
potem pa po vrsti še do točk P2, P3, P4 in P5. Zatem se pomakne nazaj v točko
P1, kjer spet zajamemo pozicijo vrha mehanizma. Glede na standard je potrebno
opraviti 30 ponovitev tega postopka. Zbirki doseženih manipulatorjevih pozicij
pravimo grozd izmerkov. Iz zbranih meritev se izračuna odstopanje posameznega
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izmerka od povprečnega izmerka po enačbi
Dj =
√
(xj − x)2 + (yj − y)2 + (zj − z)2 (3.20)













Rezultat ponovljivosti podajamo kot radij krogle, ki ima center v sredǐsču
grozda in ga izračunamo kot
r = D + 3sD. (3.23)
D
3sD
Slika 3.12: Radij krogle, ki predstavlja grozd meritev
V praksi se za merjenje parametrov, kot so ponovljivost, hitrost, ločljivost
in točnost premičnih stopenj v veliki meri uporabljajo merilne ure [8]. Za mer-
jenje ponovljivosti vrha našega manipulatorja je bila uporabljena merilna ura
MarCator1086R, ki ima 25mm veliko merilno območje ter možnost 0, 5 mikron-
ske ločljivosti [9]. Inštrument je prikazan na sliki 3.13.
Meritev je bila izvedena po zgoraj opisanem postopku. Manipulatorju se je
najprej definiralo kocko gibanja in s tem pet točk, med katerimi se je premikal.
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Slika 3.13: Merilna ura za merjenje ponovljivosti
Po vsaki iteraciji se je v sredǐsčni točki zajelo meritev z merilne ure (slika 3.14).
Ta postopek je bilo potrebno izvesti trikrat, in sicer za vsako smer koordinatnega
sistema. Po analizi podatkov in uporabi enačb (3.20 - 3.23) je bil izračunan radij
ponovljivosti
r = 2.96 µm.
Na podoben način lahko izmerimo tudi ponovljivost pozicije ob stiku s
končnimi stikali. V tem primeru je potrebno v 30 ponovitvah manipulatorju
poslati ukaz za premik do končnih stikal, nato pa še ukaz za določen premik v
nasprotno smer. Ko se vrh manipulatorja ustavi, zajamemo njegovo pozicijo.
V tem primeru je povprečno odstopanje pozicij enako
Ds = 1.07 µm,
standardna deviacija odstopanj pa znaša
sDs = 0.46 µm. (3.24)
Tudi v tem primeru lahko izračunamo radij grozda meritev po enačbi (3.23),
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Slika 3.14: Merjenje ponovljivosti
ki v tem primeru znaša
rs = 2.47 µm.
Ugotovimo, da je v obeh meritvah ponovljivost v področju pozicijske ločljivosti
manipulatorja.
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4 Programski vmesnik
Namen izdelave programskega vmesnika za delo z mehanizmom je uporabniku
omogočiti čim lažjo vključitev manipulatorja v svojo aplikacijo.
Za delo s krmilniki je podjetje Standa Ltd. že priskrbelo programsko knjižnico
ximc v obliki DLL datoteke, ki vsebuje funkcije za krmiljenje posamezne me-
hanske stopnje [10]. Za delo z mehanizmom pa je bila narejena knjižnica
StandaManipulator, ki združuje krmiljenje vseh stopenj v zaokroženo celoto.
Ta knjižnica je bila ustvarjena v jeziku C++ in prav tako prevedena v obliko DLL
datotke. Namen tega je večplasten:
1. Ustvariti čim bolj univerzalno obliko knjižnice, ki jo je možno vključiti v
večji nabor vǐsjenivojskih programskih jezikov (Matlab, Python, C#, Lab-
View).
2. Pred uporabnikom skriti zanj nepomembno logiko krmiljenja posameznih
osi in matematičnih izračunov.
3. Uporabniku preprečiti dostop do parametrov, ki bi lahko ob nepravilni upo-
rabi povzročili fizično okvaro mehanizma.
4. Zagotoviti čim hitreǰso izvedbo različnih logičnih operacij, matematičnih
izračunavanj ter pošiljanja ukazov, hkrati pa še vedno ohranjati preprostost
uporabe z vǐsjenivojskimi jeziki.
Konceptualna arhitektura sistema je prikazana na sliki 4.1. Upo-
rabnik z vǐsjenivojskim programskim jezikom kliče funkcije iz knjižnice
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StandaManipulator, ta pa kliče funkcije iz knjižnice ximc. Funkcije v tej
knjižnici so zadolžene za komunikacijo s krmilniki, ki morajo ustrezno voditi









Slika 4.1: Programska arhitektura
4.1 Izdelava knjižnice
Knjižnica ukazov je bila ustvarjena v razvojnem okoljuMicrosoft Visual Studio, ki
je integrirano razvojno okolje (ang. IDE) podjetja Microsoft. Orodje med drugim
omogoča programiranje v jeziku C++ ter prevajanje programov v računalnǐske
aplikacije ali programske knjižnice, ki jih je možno vključiti v druge aplikacije.
Knjižnica, ki je bila izdelana, vsebuje definicijo razreda (ang. class), ki
omogoča izgradnjo novega programskega objekta (ang. object, instance) za in-
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terakcijo z manipulatorjem. Ustvarjen objekt vsebuje metode za nastavljanje
lastnosti (ang. attributes) manipulatorja z nastavljalnimi funkcijami (ang. set-
ters), za branje teh parametrov se uporabljajo bralne funkcije (ang. getters) ter
uporabnostne funkcije (ang. utility) (slika 4.2).
Slika 4.2: Struktura ustvarjene DLL datoteke
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Za testiranje delovanja ustvarjenih funkcij v knjižnici se je uporabljalo pro-
gramski jezik Python. To je odprtokoden visokonivojski programski jezik s
širokim področjem uporabe. Jezik je skriptičen in interpretiran, kar omogoča
razmeroma enostavno izdelavo programov. Njegova objektna orientiranost ter
širok spekter prosto dostopnih knjižnic omogočata izdelavo tako majhnih kot ve-
likih ter kompleksnih programov [11]. Jezik preko namenske knjižnice omogoča
tudi vpeljavo in uporabo funkcij iz DLL datotek.
V Python-u je bil ustvarjen še dodaten programski nivo, ki vsebuje definicijo
novega razreda, v njegovih metodah pa se kličejo funkcije iz ustvarjene DLL
datoteke. Prav tako je v metodah potrebno poskrbeti za ustrezno pretvarjanje
med C-jevskimi ter vǐsjenivojskimi podatkovnimi tipi. V vsaki metodi mora biti
urejeno tudi detektiranje in obdelovanje napak, ki se prenesejo z nižjih nivojev.
4.1.1 Vzpostavitev povezave
V začetku izvajanja programa je potrebno ustrezno vzpostaviti povezavo z vsemi
osmi manipulatorja. V ta namen je bila ustvarjena vzpostavitvena funkcija
(initialize). Ta funkcija vsaki najdeni osi priredi identifikacijsko številko, pre-
bere njeno ime (predhodno shranjeno v pomnilniku krmilnika) ter odpre povezavo.
Identifikacijska številka je namenjena sklicevanju na os ob vseh nadaljnjih uka-
zih. Na vǐsjih nivojih se klic te funkcije običajno vključi že kar v inicializacijsko
funkcijo ustvarjenega objekta.
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Za ustrezno prekinitev povezave se uporablja metodo deinitialize, ki jo
je potrebno izvesti po opravljenem eksperimentu. Funkcija poskrbi za ustrezno
zaustavitev vseh morebitnih dejavnosti manipulatorja ter sprosti komunikacij-
ske kanale. Na ta način preprečimo, da bi se manipulatorju nevede pošiljalo še
dodatne ukaze za premik.
4.1.2 Nastavljanje parametrov manipulatorja
Metode za nastavljanje parametrov uporabniku omogočijo, da določi vredno-
sti nekaterih manipulatorjevih lastnosti. Za nastavitev vektorja r, ki je opisan
v poglavju 3.1, lahko uporabimo funkcijo setEndEffectorOffset. Za nasta-
vljanje parametrov trapeznega profila za posamezno os lahko uporabimo funk-
cijo setMoveSettings. Med nastavljalnimi funkcijami je uporabna tudi metoda
setZero, s katero nastavimo trenutno manipulatorjevo pozicijo za izhodǐsčno.
4.1.3 Branje parametrov manipulatorja
V določenem trenutku izvajanja programa lahko uporabnika zanima trenutno
stanje manipulatorja. V določenem trenutku nas lahko zanima, na kateri po-
ziciji se trenutno nahaja posamezna os. V ta namen se uporablja metoda
getCurrentIntCoordinates, ki pozicijo motorja v korakih prebere s krmilnika
posamezne osi. Te vrednosti nato program shrani v tabelo in jih pošlje upo-
rabniku. Še večkrat pa uporabnik želi poznati pozicijo vrha manipulatorja. V
programu se ta vrednost prebere preko metode getCurrentExtCoordinates,
ki najprej kliče rutino za branje notranjih koordinat, potem pa s pomočjo
enačb (3.5−3.7) ter (3.2) izračuna vrednosti zunanjih koordinat. Z metodo
getCurrentSpeed preberemo trenutne hitrosti osi, če pa nas zanima le to, ali
se posamezna os trenutno premika ali ne, uporabimo metodo isMoving.
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4.1.4 Iskanje izhodǐsčne lege
Algoritem za iskanje izhodǐsčne lege zaženemo s klicem metode moveHome. Potek
algoritma je predstavljen na sliki 4.4. Pri iskanju izhodǐsčne lege se manipulator
najprej premakne na neko vnaprej določeno pozicijo, potem pa se od tam na-
prej počasi pomika proti pričakovani poziciji končnih stikal. Ob stiku premične
ploščadi s stikalom se izhodni signal postavi v visoko napetostno stanje. Ko kr-
milnik posamezne osi prejme signal, da je stikalo sklenjeno, se os na tistem mestu
ustavi, takoj zatem pa premakne nazaj za vnaprej določeno število korakov. Od
izvedbe tega postopka naprej lahko sklepamo, da je pozicija manipulatorja znana.
Slika 4.3 prikazuje končno stikalo na premični stopnji. Pri translacijskih oseh
je na vsaki strani nameščeno po eno stikalo. Stikala so poleg iskanja izhodǐsčne
pozicije namenjena tudi preprečevanju stopnji, da bi se premikala čez fizično meje.
Slika 4.3: Končno stikalo na premični stopnji
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Slika 4.4: Algoritem za iskanje izhodǐsčne pozicije
Iskanje izhodǐsčne pozicije je priporočljivo izvesti vedno pred izvedbo ekspe-
rimenta.
4.1.5 Premiki v notranjih koordinatah
Funkcija za premike v notranjih koordinatah je izvedena tako, da se v zanki
pošljejo ukazi za premik vsem osem. Želen premik posamezne osi uporabnik vnese
preko tabele (ang. array), ki vsebuje šest vrednosti. Na voljo je funkcija za abso-
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lutne premike moveJointsTo, pri kateri uporabnik vnese želene končne vrednosti
notranjih spremenljivk, ter funkcija za relativne premike moveJointsRelative,
kjer uporabnik vnese želen odmik od trenutne vrednosti notranjih spremenljivk.
Kot dodaten parameter lahko uporabnik navede, ali bi želel premik izvesti z upo-
rabo privzetih parametrov trapeznega profila ali pa bi želel, da se pred premikom
izvede sinhronizacija parametrov pomika (opisano v poglavju 3.3).
Primerjavo obeh načinov lahko izvedemo tako, da manipulatorju pošljemo
določen ukaz za premik, nato pa v zanki prebiramo pozicijo ter hitrost koračnih
motorjev. Slika 4.5 prikazuje potek pozicije in hitrosti prvih treh stopenj, pri
čemer ni bila uporabljena sinhronizacija premikov. V tem primeru je bila prva
os prestavljena za 1000, druga za 2000, tretja pa za 3000 korakov. Vse osi so se
premaknile z enakimi privzetimi vrednostmi parametrov hitrostnega profila.
Slika 4.6 prikazuje podoben primer, le da smo tokrat zahtevali sinhronizacijo
parametrov trapeznega profila. Iz potekov hitrosti vidimo, da zdaj vse osi prene-
hajo pospeševati ob istem času, se nato enako dolgo enakomerno gibljejo ter ob
istem času tudi končajo svojo pot.
Č
Slika 4.5: Potek pozicije in hitrosti translacijskih osi brez sinhronizacije
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Slika 4.6: Potek pozicije in hitrosti translacijskih osi s sinhronizacijo
4.1.6 Premiki v zunanjih koordinatah
Za premikanje manipulatorja v zunanjih koordinatah sta na voljo funkciji moveTo
ter moveRelative. Podobno kot pri premikih v notranjih koordinatah, je prva
namenjena premikanju na absolutno pozicijo, druga pa premikom za podan od-
mik.
Za premike v zunanjih koordinatah mora klicana funkcija najprej iz podanih
zunanjih koordinat izračunati končne vrednosti notranjih koordinat. V ta namen
sta uporabljeni enačbi (3.8) in (3.9). Ko je izračun opravljen, se znotraj funkcije
lahko kliče funkcija za premike v notranjih koordinatah, kjer se kot parameter
vzamejo dobljene vrednosti notranjih spremenljivk.
Tudi pri premikanju v zunanjih koordinatah je možno premike izvajati s sin-



















V tem primeru med premikom v zanki zajemamo zunanje koordinate manipu-
latorja. Z zbranimi podatki si nato lahko izrǐsemo trajektorijo vrha v prostoru.
Primer brez sinhronizacije parametrov prikazuje slika 4.7. Ker rotacijske sto-
pnje precej hitreje opravijo začrtan premik, vrh mehanizma na začetku poti ostro
zavije, česar pa si pri izvajanju eksperimentov ne želimo. Drugačne razmere
prikazuje slika 4.8, kjer pa smo pri načrtovanju poti zahtevali sinhronizacijo pa-
rametrov hitrostnega profila. V tej situaciji je pot vrha veliko bolj ravna, premik
pa se konča v enakem času kot v primeru brez sinhronizacije.
4.1.7 Ustavljanje mehanizma
Včasih se pri izvajanju programa zgodi, da je potrebno mehanizem iz določenega
razloga med premikom zaustaviti. V ta namen sta uporabljeni metodi softStop
ter hardStop. Prva bo ob klicu začela zavirati motorje mehanizma, in sicer
s pojemkom, ki je nastavljen v trapeznem hitrostnem profilu. Druga metoda
pa poskrbi za to, da se manipulator ustavi v najkraǰsem možnem času. Zelo
uporabna pa je tudi metoda waitForStop, ki ob klicu zaustavi izvajanje programa
ter z izvajanjem nadaljuje šele potem, ko se manipulator popolnoma ustavi.
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Slika 4.7: Premik vrha manipulatorja brez sinhronizacije parametrov
Slika 4.8: Premik vrha manipulatorja s sinhronizacijo parametrov
44 Programski vmesnik
4.2 Primer aplikacije
Pravilno delovanje manipulatorja za potrebe testiranja lahko preverimo na de-
janski merilni aplikaciji. Postavitev eksperimenta je prikazana na sliki 4.9. Na
vrh manipulatorja je pritrjena čitalna glava, pod njo pa se nahaja magnet, ki je
pričvrščen na gred enosmerno vzbujanega motorja, ki ga prav tako lahko krmi-
limo preko vmesnika v Python-u. Cilj eksperimenta je preveriti ustrezno delovanje
komponente čitalne glave, ki je zadolžena za štetje obratov gredi. Kot merilni
rezultat si želimo dobiti območje, v katerem komponenta ustrezno deluje, obenem
pa tudi pozicijo, v kateri je delovanje preverjane komponente optimalno.
Slika 4.9: Pričvrščen merjenec na vrh mehanizma
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Koncept spisanega programa je prikazan na sliki 4.10. Na začetku programa
vzpostavimo komunikacijo z vsemi komponentami, ki jih bomo v eksperimentu
uporabljali ter jih ustrezno nastavimo. V naslednjem delu ustvarimo mrežo točk
v prostoru, v katere se bo sekvenčno premikal vrh manipulatorja. Ena izmed
možnosti za generacijo pozicijskih točk je ta, da v vsaki izmed treh smeri defini-
ramo spodnjo in zgornjo mejo ter število točk, ki naj se nahajajo v tem območju.
Nato izračunamo vse možne kombinacije teh treh smeri, kar nam vrne mrežo točk
v tridimenzionalnem prostoru. Ko poznamo pozicije, v katerih bo mehanizem iz-
vajal meritve, je čas, da začnemo z eksperimentom. Manipulatorju pošljemo ukaz
za premik v prvo točko na seznamu. Ko je premik opravljen, poženemo enosmerni
motor in z enkoderja zajamemo podatke, ki nas zanimajo. To ponavljamo toliko
časa, dokler mehanizem ne izvede meritev v vseh načrtovanih pozicijah. Ko je

















Slika 4.10: Potek programa za meritev območja delovanja
Z zbranimi podatki nato izvedemo analizo. V našem primeru lahko iz zbra-
nih podatkov določimo območje delovanja komponente in hkrati tudi vrednotimo
delovanje v posamezni točki glede na določeno kriterijsko funkcijo. Ta nam z
zbranimi vhodnimi podatki posamezne točke izračuna napako. Rezultat takega
izračuna lahko grafično predstavimo s prikazom mreže pozicijskih točk v pro-
storu, kjer kot prikazano velikost vsake točke določimo izmerjeno napako. Tako
najmanǰse točke predstavljajo pozicije z najmanǰso napako, največje pa so točke z
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največjo napako. V primeru, da v določeni točki merilni rezultat ni bil zadovoljiv,
točke sploh ne prikažemo. Primer takega rezultata je prikazan na sliki 4.11.
Slika 4.11: Izračunana napaka v odvisnosti od pozicijske točke
Na taki sliki lahko hitro vidimo področje optimalnega delovanja in tudi meje
delovanja. Potem lahko meritve ponavljamo in spreminjamo nastavljeno število
točk. Z večjim številom meritev bi dobili gosteǰso mrežo.
V tem primeru smo analizirali le vpliv translatornih premikov na delovanje
enkoderja. V preizkus bi lahko vnesli tudi rotacijske premike vrha, s čimer bi ana-
lizirali še vpliv različnih zasukov na napako ter tudi največje naklone enkoderja,
pri katerih bi še dobili ustrezno delovanje.
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5 Zaključek
V predstavljenem delu je bil prikazan princip priprave večosnega serijskega ma-
nipulatorja za opravljanje meritev v industrijskem okolju. Na začetku je bil glede
na potrebe testiranja predstavljen izbran manipulator. Pri izbiri premičnih osi
je bilo potrebno stopnje za spodnje osi izbrati na tak način, da bi bile sposobne
prenašati obremenitev, ki jo predstavljajo vǐsje pričvrščene osi in vpetje na vrhu.
Videli smo, da zadnje tri osi predstavljajo Eulerjevo zapestje, iz tega razloga
si v obravnavi kinematičnega modela olaǰsamo izpeljavo na tak način, da si za
zunanje koordinate zasuka izberemo Eulerjeve kote. V tem primeru je mogoče ma-
nipulatorjeve zunanje koordinate izraziti analitično. V nasprotnem primeru bi za
izračun vrednosti zunanjih spremenljivk morali izračunavati vrednost Jacobijeve
matrike, zunanje koordinate pa bi izračunali s pomočjo iterativne optimizacijske
metode.
V nadaljevanju je bil prikazan tudi postopek sinhronizacije premikov, kjer
se na podlagi zahtevanih premikov vsaki osi priredi nove vrednosti parametrov
trapeznega profila. Vrednosti pospeška, pojemka ter konstantne hitrosti v trape-
znem profilu so izračunane na tak način, da bodo ob ukazanem premiku vse osi
dosegle svoj cilj istočasno.
Predstavljeno je bilo tudi merjenje pozicijske ponovljivosti mehanizma po
standardiziranem postopku. Postopek zahteva definicijo območja v obliki kocke,
kjer pričakujemo največjo aktivnost mehanizma. S to kocko je določenih 5 točk,
preko katerih se je v merilnem postopku moral premikati vrh manipulatorja. Po
vsakem ciklu premikov smo zajeli pozicijo vrha. Iz zbranih 30 merilnih točk se
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je na koncu izračunala ponovljivost, ki je bila podana kot radij grozda vseh iz-
merjenih točk. Rezultat radija ponovljivosti je v našem primeru znašal manj kot
3 µm.
V naslednjem poglavju je bil predstavljen postopek izdelave programskega
vmesnika za vodenje manipulatorja. Programski vmesnik je bil razdeljen na
več nivojev, kjer je bilo na nižjih nivojih implementirano izračunavanje komple-
ksneǰsih matematičnih in logičnih operacij, vzpostavljanje povezave s krmilniki
ter različne funkcije za interakcijo z napravo. Vsa ta funkcionalnost se je nato
združila v knjižnico v obliki datoteke s končnico DLL, do katere uporabnik lahko
dostopa z uporabo vǐsjenivojskega programskega jezika.
Na koncu je predstavljenih nekaj temeljnih funkcij za interakcijo z manipula-
torjem in tudi primer dejanske aplikacije. V eksperimentu se je preverjalo delova-
nje čitalne glave, ki je bila pričvrščena na vrh mehanizma, ki se je preko ukazov
s programskega vmesnika inkrementalno premikal nad magnetom. V vsaki po-
ziciji so se s čitalne glave zajeli zahtevani podatki, na koncu pa je bila z njimi
opravljena analiza delovanja v različnih pozicijah.
Rezultat opisanega dela je sestavljen šestosni manipulator, ki je pripravljen na
delo v kompleksneǰsih merilnih procesih. Manipulator se lahko po potrebi ume-
sti v določeno merilno aplikacijo, uporabnik pa za izdelavo programa potrebuje
izdelano knjižnico in izdelano programsko dokumentacijo. Uporaba mehanizma
v omenjenem merilnem postopku tako omogoča podrobneǰsi vpogled v delovanje
merjenca, s čimer je lažje odkriti napake ter možnosti za izbolǰsave, s tem pa tudi
povečanje dodane vrednosti končnega produkta.
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