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Abstrakt
Cílem diplomové práce je realizovat programové aplikační rozhraní (API) pro práci s XML 
dokumenty v jejich nativní podobě. Nejprve práce popisuje model XML a s tímto značkovacím 
jazykem spojené  technologie. Poté se zabývá typy databázových řešení pracující s nativními XML 
dokumenty. Zaměřuji se na problematiku persistence XML v relačních databázích a rozebírá metody 
mapování na jejich relační model. Dále popisuje návrh a implementaci aplikaci API rozhraní, která 
poskytuje prostředky pro uchovávání a práci s XML dokumenty v relačním databázovém systému. 
Poslední část práce se věnuje testování aplikace a zhodnocení dosažených výsledků.   
Abstract
The aim of this Thesis is implement Aplication Programming Interface (API) with support of XML 
native documents. First part deal with introduction of XML model and with this markup language 
related technologies. Alfter that the thesis describe individual XML native databases solutions and 
focus to issues of persistence XML data stored in relational databases, analyse mapping methods 
applicable to their relational model. After that the thesis describe design and implementation of the 
API, which afford a resources for XML documents data holding and manipulating in relational 
database system. The final section of this thesis is assignment to aplication tests and evaluation  of 
results.
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1 Úvod
V dnešním moderním světě informačních technologií se prakticky vše točí okolo výměny informací. 
Téměř každá malá či velká společnost je každodenně nucena řešit problémy spojené se sdílením a 
uchováváním dat. V posledních letech je jako standardní prostředek pro výměnu elektronických dat, 
díky svým příznivým vlastnostem, hojně využíván formát XML,a proto je velkou motivací umět data 
v tomto formátu zpracovávat a efektivně uchovávat.
Právě   zpracováváním   a   efektivním   uchováváním   XML   dokumentů   se   zabývá   i   tato 
diplomová práce. Řeší problém persistence dokumentů v relačních databázích a to v jejich přirozené 
nativní formě. Relační  modely databázových systémů obecně nejsou příliš vhodné pro uchovávání 
XML, proto je potřeba vyvíjet techniky, které zajistí efektivní mapování datového modelu XML na 
relační   model   databáze.   Práce   se   pak   konkrétně   ve   svých   kapitolách   snaží   blíže   prozkoumat 
technologii XML, zmapovat současná řešení databázových systémů a mapovacích algoritmů, zabývá 
realizací programového aplikačního rozhraní, které zajišťuje podporu pro práci s XML daty a relační 
databází.  
    
Diplomová  práce navazuje na práci skupiny zabývající  se XML vizualizací  a persistencí,  v jehož 
rámci jsou na FIT VUT v Brně řešeny problémy spojené s vizualizací  a efektivním uchováváním 
XML. Skupina zahájila činnost  v roce 2006.  První  výsledky vizualizace jsou shrnuty v publikaci 
Chmelař  Petr,  Hernych Radim,  Kubíček  daniel:   Interactive  Visualization  of  Data­Oriented  XML 
Documents, In: Advances in Computer and Information Sciences and Engineering, Dordrecht, NL, 
Springer, 2008, s. 390­393, ISBN 978­1­4020­8740­0.
Konkrétně   tato  práce  navazuje  na  aplikace   tvořené   v  diplomové   práci  Radima Hernycha 
Transformace a persistence XML v relační databázi a dále čerpá informace z publikace Piwko Karel, 
Chmelař  Petr,  Hernych Radim,  Kubíček  Daniel:  NAXD:  Native  XML Interface  for  a  Relational 
Database, In: XML Prague Conference Proceedings, Prague, CZ, UK, 2010, s. 307­316, ISBN 978­
80­7378­115­6. 
Praktický  výstup této diplomové  práce  je součástí  autorizovaného SW vyvíjeného na FIT 
VUT v Brně NeXD: Native XML Database, software, 2010. Autoři: Chmelař Petr, Hernych Radim, 
Piwko Karel, Losert Jakub.  
3
2 XML – eXtensible Markup Language
Tato kapitola popisuje značkovací jazyk   eXtensible Markup Language (dále jen XML). Zabývá se 
stručně   jeho  historií,   definicí   a   strukturou,  možnostmi  vyhledávání,   zmiňuje  použití  nejčastějších 
transformací,  praktickým využitím apod. Pro lepší představu, tam kde to bude nutné, bude uveden i 
konkrétní příklad.
2.1 Historie
Historii XML můžeme v širším kontextu vyčíslit na více jak čtyřiceti let. V 60. letech firma IBM 
řešila problém ukládání enormního počtu dokumentů a potřebovala vyvinout formát s dlouhodobou 
životností, který bude programově a platformě nezávislý [1].
Výsledkem vývoje se stal obecný značkovací  jazyk, ze kterého se postupem času vyvinul 
jazyk SGML (Standard Generalized Markup Language), přijatý jako norma ISO (8879:1986) [2].
První masově využívanou aplikací odvozenou z jazyka SGML ve spojitosti s vývojem sítě 
Internet se zřejmě stal velmi známý jazyk HTML. Z počátku jazyk HTML obsahoval malou množinu 
značek, která byla výrobci prohlížečů stále rozšiřována. Díky tomuto neřízenému jevu vznikala mezi 
dokumenty a jejich prohlížeči nekompatibilita. Na to se snažilo reagovat konsorcium W3C (World 
Wide Web Consorcium) [3], které definovalo, jaké značky se mohou v hypertextových dokumentech 
vyskytovat [1].
Nicméně  výrobci  prohlížečů  na   tento   fakt   reagovali   takřka sporadicky a  stále  přidávali  do 
svých prohlížečů vlastní značky, což vedlo k úvaze o nové technologii, která by byla jednodušší a 
zároveň   flexibilnější   než   SGML.  Dalším  důvodem   byla   forma   využívání   jazyka  HTML,   která 
odporovala myšlence, kde je logická struktura oddělena od prezenční. 
Především pod vlivem těchto skutečností byl vyvinut jazyk XML (podmnožina jazyka SGML), 
jehož finální verze byla publikována 1998  a přijata jako „W3C Recommendation“. V současné době 
je již XML v páté edici [4].  
2.2 Vlastnosti XML
V návaznosti na předchozí kapitolu si uveďme 10 základních požadavků, které si kladlo v roce 1996 
W3C Consorcium při vývoji jazyka XML [5]:
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1. XML musí být přímo použitelné na Internetu.
2. XML musí podporovat širokou škálu aplikací.
3. XML musí být kompatibilní s jazykem SGML.
4. Tvorba programů zpracovávající XML má být jednoduchá.
5.  Množství volitelných vlastností má být co nejnižší, ideálně nulové.
6. XML dokument by měl být lehce čitelný a zřejmý pro člověka.
7. Návrh XML by měl být rychlý.
8. Návrh by měl být formální a stručný. 
9. XML dokumenty by měly jít snadno vytvořit.
10. Výstižnost značek v XML dokumentu není důležitá.
Jednotlivé požadavky vycházely z historického vývoje SGML, který byl však natolik komplexní a 
robustní, že jej nebylo možno prakticky snadno využívat.
XML neobsahuje žádné  předdefinované  značky (tagy),  můžeme vytvářet   téměř   libovolné  značky, 
které   nemusí  mít   žádnou   významovou   hodnotu   vztahující   se   k   obsahu.   Tyto   značky   je  možné 
(nepovinně)   definovat   v   externím   souboru,   kdy  máme   poté   možnost   kontroly   struktury   XML 
dokumentu, zda právě odpovídá konkrétní definici. Tyto soubory se často nazývají schémata, kterým 
je věnována samostatná kapitola.
Implicitní  znakovou sadou je definována sada UNICODE, zajišťující  mezinárodní  podporu 
jazyka.  Tato   vlastnost   nám snadno   umožňuje   výskyt   textů   různých   jazykových  mutací   v   rámci 
dokumentu. Samozřejmě je možné využít i jiné znakové sady.
Důležitou  vlastností   jazyka   je  vysoký   informační   obsah  XML dokumentu.  Každé   značce 
může být přiřazen kontext, neboli význam textu vztahující se k ní. Tato vlastnost umožňuje předávat 
mnohem více   informací,   než   by   to  mu  bylo  v  případě   užití   značkování   založené   především na 
prezentaci textu, dále pak umožňuje např. podporu vyhledávání v XML dokumentech. Vyhledávání, 
jemuž se budeme samostatně věnovat v některých následujících kapitolách, je klíčovou záležitostí pro 
tuto práci.      
XML samo o sobě nemá žádné prostředky pro definici vzhledu, ale existuje podpora několika 
jazyků,   které   nám   umožní   definovat   zobrazení   jednotlivých   částí   dokumentu.   Tomuto   procesu 
můžeme říkat “stylování“.
Při   popisování  XML dokumentu   se  můžeme  často   setkat   se   situací   kdy  nám značky   se 
stejnými  názvy  popisují   rozdílné   situace.  Pro  vyhnutí   se   nežádoucím vlivům (např.   při   různých 
transformačních procesech), nabízí XML využití jmenných prostorů („namespaces“).
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Poslední  zmíněnou vlastností  je podpora odkazů v rámci jedné  části  dokumentu na jinou a to i v 
případě externích dokumentů.
2.3 Struktura XML dokumentu
Platný  dokument  musí   splňovat  několik  základních pravidel,  neboli  musí   být  dobře zformátován 
„well­formed“. V praxi to znamená, že musí splňovat alespoň tyto následující vlastnosti [4] a [6]:
1. Dokument obsahuje právě jeden kořenový element.
2. Každý element musí obsahovat koncovou značku (<značka>obsah</značka>). Pokud je 
element prázdný, nemá obsah, můžeme použít syntaxi <značka />.
3. Hodnoty   atributů   jednotlivých   elementů  musí   být   uzavřeny  v   jednoduchých   (')   nebo 
dvojitých (“) uvozovkách, avšak pokud začneme jedním typem, musíme jako ukončovací 
uvozovku použít uvozovku stejného typu. Druhý typ můžeme vně použít bez „escape“ 
operátoru.
4. Jednotlivé elementy se mohou do sebe libovolně vnořovat tak, aby splňovaly pravidlo, 
kdy vnořený element nesmí mít ukončovací značku za otcovským koncovým elementem 
(vnořený element se musí vyskytovat celý uvnitř).
5. Jména elementů   jsou „case sensitive“.  To znamená,  že  jsou rozlišována malá  a velká 
písmena.   Tudíž   je   třeba  mít   na   paměti,   že   definice   <Značka>obsah</značka>   není 
správná. Stejně tak atribut=“hodnota“ a Atribut=“hodnota“ jsou dva různé atributy.
Dále  by optimálně  měla  být  na začátku dokumentu obsažena hlavička s verzí  a případně  užitým 
kódováním.   Příklad   dobře   zformátovaného   XML   dokumentu   z   domácí   knihovny   (struktura 
dokumentu je vyznačena tučně a kurzívou, ostatní je informativní obsah): 
 
Zdrojový kód 2.1: Ukázka struktury XML dokumentu.
<?xml version="1.0" encoding="UTF­8" ?> 
<Knihovna nazev=” Domácí Kubova Knihovna”> 
       <Kniha id=”1”> 
              <Nazev>Motýlek</Nazev> 
              <Autori><Autor>Henri Charriére</Autor></Autori> 
              <Nakladatel>BB Art</Nakladatel> 
              <Rok_vydani>2005</ Rok_vydani > 
              <Pocet_stran>584</Pocet_stran> 
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             <Recenze>Slavný autobiografický román o nezni itelné touze po svobod .č ě  
Henri Charriére, p ezdívaný Motýlek, byl neprávem odsouzen za vraždu. Trestem m lř ě  
být doživotní pobyt v trestanecké kolonii ve francouzské Guayan . Motýlek se všakě  
nesmí il se svým osudem a v neskute n  tvrdých podmínkách se mnohokrát pokusilř č ě  
uprchnout. Než se mu to skute n  poda ilo, prožil ve v zení jedenáct let. Z tohoč ě ř ě  
dva   roky   v   naprosté   izolaci.   Po   mnoha   letech   o   svých   dobrodružstvích   napsal 
rozsáhlý román, který rozhodn  stojí za p e tení.ě ř č </Recenze> 
        <Precteno>Ano</Precteno> 
       </Kniha> 
       <Kniha id=”2”> 
            <Nazev>Idiot</Nazev> 
           <Autori><Autor>FjodorMichajlovi  Dostojevskijč </Autor></Autori> 
            <Nakladatel>Euromedia Group ­ Odeon</Nakladatel> 
              <Rok_vydani>2004</Rok_vydani > 
              <Pocet_stran>552</Pocet_stran> 
              <Precteno>Ano</Precteno> 
       </Kniha> 
</Knihovna> 
2.4 Zpracovávání XML dokumentů
Zpravidla dokumenty jakožto datová  úložistě   jsou nám bez možnosti  pracovat s obsaženými daty 
takřka  k  ničemu.  Proto  potřebujeme podpůrné  nástroje,  které  umí   data  v  dokumentech  načítat  k 
dalšímu zpracování,  které  je jen a jen v režii  programátora. Takovýmto nástrojům říkáme obecně 
„parsery“,   které  můžeme  podle  nejčastějšího   způsobu   práce   s   daty   rozdělit   do   dvou   základních 
skupin.
 Do první skupiny patří takové nástroje, které dokumenty zpracovávají postupně (proudově) a 
vyvolávají události. Na ty pak adekvátně musí reagovat programátor a dále zpracovávat. Například 
událost je vyvolána pokud jsme v dokumentu narazili na počáteční značku, koncovou, atribut apod. 
Mluvíme zde  o  SAX (Simple Api   for  XML)  rozhraní,  které  vyniklo  původně  v  programovacím 
jazyku Java [13] a v současné  době   je „de facto“ standardem na „poli“ zpracovávání  XML [12]. 
Nespornou výhodou je jejich nízká paměťová náročnost a vysoká rychlost zpracování, ovšem na úkor 
pohodlí, zpracovávání je náročnější než následující přístup.
Druhá skupina nástrojů je spjata s technologií DOM (Document Object Model), což je vlastně 
platformě a jazykově (programovací jazyk) nezávislé rozhraní pro práci s objekty v HTML, XHTML 
a XML dokumentech [14] a [15]. Tento přístup načte dokument jako strom objektů do paměti, kde 
s nimi následně pracuje. Můžeme se snadno pohybovat tímto stromem i strom modifikovat, případně 
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pak uložit jako nový dokument. Bohužel je tento „pohodlnější“ přístup paměťově náročný a musíme 
počítat s tím, že v paměti bude zabírat tento „stromový objekt“ několikanásobně větší počet datových 
jednotek než samotný XML dokument. Také je zpracovávání pomalejší. Nicméně tam, kde je třeba 
„živě“ pracovat s dokumentem nebo tam, kde jsme nuceni procházet data několikrát, se dobře hodí. V 
této práci, kde je důraz kladen na rychlost, je dobré využít přístup s postupným zpracováním (více 
bude zmíněno v kapitolách zabývající se návrhem a implementací).
2.5 XML schémata a validace
Validace  je proces,  kdy můžeme potvrdit  nebo vyvrátit,  že daný  dokument  odpovídá  předepsané 
formální   specifikaci.   Dokumenty,   popisující   téže   skutečnosti,   mohou   být   často   strukturovány 
rozdílně, což je nežádoucí jev při zpracovávání dokumentu. Abychom se vyhnuli těmto problémům, 
je   třeba  mít   definovanou   strukturu   konkrétního  XML dokumentu.  V  praxi  máme k   samotnému 
dokumentu přidružen ještě jiný soubor (schéma) popisující dokument.
Neexistuje  pouze   jedno univerzální   schéma,  ale   je   jich  mnoho,  kde  každý  využívá  vlastní 
přístup   a   jazyk.  Mezi  nejpoužívanější,   za  zmínku  stojící,   patří  DTD,  XML Schema,  Relax  NG, 
Schematron aj.
2.5.1 DTD
Jedním z nejstarších schémat s kořeny u SGML je DTD (Document Type Definition), které vymezuje 
množinu deklarací pro dokumenty značkovacích jazyků [16]. Používá se i v kontextu s jinými jazyky 
než je XML, obecně vzato s jazyky z rodiny SGML tedy např. HTML a XHTML.  V našem případě 
DTD schéma chápeme jako fyzický soubor popisující strukturu dat v XML dokumentu. 
Možnosti DTD jsou vzhledem k novějším schématům dosti omezené. Můžeme definovat, jaké 
elementy a na jakém místě spolu s jejich četnostmi se mohou v dokumentu vyskytovat. Každému 
prvku   je  možno   definovat   libovolný   počet   atributů   společně   s   jejich   charakterem   (vyžadovaný, 
volitelný, konstantní). Dále pak máme k dispozici omezené množství datových typů.
Víceméně   je   však   toto   téměř   jediné,   co   DTD   nabízí.   Neumožňuje   například   definovat 
„sofistikovanější“ datové typy (např. číselné typy) na rozdíl od ostatních zmíněných schémat. Toto 
má však historické kořeny, neboť na počátku vývoje značkovacích jazyků, byly uvažovány především 
k popisu převážně textového charakteru.
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Závěrem nutno konstatovat, že DTD představuje v mnoha ohledech nedostatečnou a zastaralou 
technologii,  avšak stále  mnoha aplikacemi používanou a  to zejména díky podpoře ve specifikaci 
XML. Proto je dobré mít o této technologii alespoň základní povědomí.
Zdrojový kód 2.1: Ukázka DTD dokumentu pro domácí knihovnu.
<?xml version='1.0' encoding="UTF­8"?> 
<!ELEMENT Knihovna ( Kniha* )> 
<!ATTLIST Knihovna nazev CDATA #IMPLIED> 
<!ELEMENT Kniha (Nazev, Autori, Nakladatel, Rok_vydani?, Pocet_stran?, Recenze?, 
Precteno? )> 
<!ATTLIST Kniha id ID #IMPLIED> 
<!ELEMENT Nazev (#PCDATA)> 
<!ELEMENT Autori ( Autor+ )> 
<!ELEMENT Autor (#PCDATA)> 
<!ELEMENT Nakladatel (#PCDATA)> 
<!ELEMENT Rok_vydani (#PCDATA)> 
<!ELEMENT Pocet_stran (#PCDATA)> 
<!ELEMENT Recenze (#PCDATA)> 
<!ELEMENT Precteno (#PCDATA)> 
2.5.2 XML Schema
Označované také jako XSD (XML Schema Definition) je W3C doporučením (W3C recommendation) 
[8], je považováno za nástupce DTD schémat a to  převážně pro jeho následujících vlastnosti, které 
jsou uvedeny v [7]:
1. Je přístupné pro budoucí rozšíření.
2. Je ve svých možnostech mnohem bohatší a schopnější než DTD. 
3. Je napsáno ve formátu XML.
4. Podporuje datové typy.
5. Podporuje jmenné prostory.
Záměr  XML schémat  stejně   jako  u  DTD je  definice  stavebních bloků    XML dokumentu.  XML 
schema [7]:
1. Definuje elementy, které se mohou v dokumentu vyskytovat.
2. Definuje atributy, které se mohou v dokumentu vyskytovat.
3. Definuje, které elementy jsou „dětmi“ ( vztah dítě­rodič).
4. Definuje pořadí elementů, které jsou „dětmi“ a jejich počty.
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5. Definuje, zda element je prázdný nebo může obsahovat text (obsah).  
6. Pro elementy a atributy definuje datové typy.
7. Definuje standardní hodnoty pro elementy a atributy.
Dle mého názoru hlavní síla XSD oproti DTD je především v široké podpoře datových typů. Máme 
možnost definovat jednoduché i komplexní typy (např. restrikcí obsažených typů v XSD).
Pro představu jednoduchým datovým typem může být: „string“, „float“, „time“, „date“, „ID“, 
„IDREF(S)“,   positiveInteger“,   „anyUri“   aj.   Jejich   vlastnosti  můžeme   dále   rozšiřovat.  Například 
chceme­li, aby reprezentující datový typ nabýval pouze hodnot od 14 do 21, bude v XSD zapsáno 
následovně:
Zdrojový kód 2.3: Ukázka bližší specifikace datového typu v XSD.
<xs:simpleType name="novytyp"> 
        <xs:restriction base="xs:decimal"> 
                <xs:minInclusive value="14"/> 
                <xs:maxExclusive value="21"/> 
        </xs:restriction> 
</xs:simpleType> 
Velmi dobrým nástrojem pro definování vlastních datových typů je použití klauzule „<pattern>“, kdy 
daný typ definujeme pomocí regulárních výrazů.
Komplexní datové typy zaobalují elementy/atributy s jednoduchými datovými typy můžeme 
v kontextu chápat jako atomické, což nám mnohdy zjednodušuje logický model dokumentu. Dle [7] 
rozlišujeme 4 druhy komplexních datových typů:
1. S prázdnými elementy.
2. S elementy obsahujícími pouze jiné elementy.
3. Obsahující pouze text.
4. Obsahující jak jiné elementy tak i text.
Samozřejmě každý z těchto elementů muže stejně tak obsahovat i atributy.
Zdrojový kód 2.4: Ukázka komplexního datového typu zaměstnanec převzato z [7].
<xs:element name="employee">
<xs:complexType>
<xs:sequence>
  <xs:element name="firstname" type="xs:string"/>
  <xs:element name="lastname" type="xs:string"/>
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</xs:sequence>
</xs:complexType>
</xs:element>
XSD je dnes jedním z nejpoužívanějších XML schémat poskytující silný nástroj pro definici struktury 
XML dokumentů.
2.5.3 Relax NG
Relax NG (Regular Language for XML Next Generation) je schématem pro jazyk XML založeným 
na  RELAX Core a  TREX [9].  Toto  schéma specifikuje  vzory  (podobně   jako v  XPath viz  níže) 
pro definování  struktury a obsahu XML dokumentů  a  bylo vytvořeno jako alternativa k poměrně 
složitému XSD. Samo o sobě je také XML dokumentem, ačkoli může být zapsán někdy populární, 
lehce   čitelnou   a   kompaktní   EBNF   formou   (Extended  Bacus­Naur   Form   gramatika),   která   však 
dokumentem XML není.  Existují  nástroje, které dokáží  transformovat kompaktní  verzi do XML a 
naopak. 
Hlavním důvodem oblíbenosti tohoto schéma je jeho intuitivní použití. Relax   NG   schémata   jsou 
předurčená plnit funkci takzvaných „pivot formátů“. To jsou referenční formáty, které jsou obvykle 
dále transformovány do jiných jazyků. Schéma může tak být např. transformováno na XML, DTD a 
XML schéma apod. Přínosné je také, že do Relax NG lze bez problémů vložit i jiný jazyk např. XML 
schéma. Obecně Relax NG má širokou podporu vývojářů, nejen proto byl přijat i jako standard ISO 
(ISO/IEC 19757­2) [9].
Zdrojový kód 2.6: Ukázka XML Relax NG schéma domácí knihovny.
<?xml version="1.0" encoding="utf­8"?> 
<grammar xmlns=“http://relaxng.org/ns/structure/1.0“ 
          datatypeLibrary="http://www.w3.org/2001/XMLSchema­datatypes"> 
<start> 
        <element name=“Knihovna“> 
                                               23 
               <optional><attribute name=“nazev“><data 
type=“string“/></attribute></optional> 
               <zeroOrMore> 
                       <ref name=“ref_kniha“/> 
               </zeroOrMore> 
        </element> 
</start> 
<define name=“ref_kniha“> 
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        <element name=“Kniha“> 
               <optional><attribute name=“id“><data 
type=“ID“/></attribute></optional> 
               <element name=”Nazev”><text/></element> 
               <element name=”Autori”> 
                       <oneOrMore> 
                              <element name=”Autor”><text/></element> 
                       </oneOrMore> 
               </element> 
               <element name=”Nakladatel”><text/></element> 
               <optional> 
                       <element name=”Rok_vydani”><data 
type=“positiveInteger“/></element> 
               </optional> 
               <optional> 
                       <element name=”Pocet_stran”><data type=“ 
positiveInteger“/></element> 
               </optional> 
               <optional><element name=”Recenze”><text/></element></optional> 
               <optional><element name=”Precteno”><text/></element></optional> 
        </element> 
</define> 
</grammar> 
 Zdrojový kód 2.6: Ukázka kompaktního (EBNF) Relax NG schéma domácí knihovny
namespace local = "" 
namespace inh = inherit 
start = element Knihovna { attribute nazev { xsd:string }?, ref_kniha* } 
ref_kniha = 
         element Kniha 
         { 
         attribute id { xsd:ID }?, 
         element Nazev { text }, 
         element Autori { element Autor { text }+ }, 
         element Nakladatel { text }, 
         element Rok_vydani { xsd:positiveInteger }?, 
         element Pocet_stran { xsd: positiveInteger }?, 
         element Recenze { text }?, 
         element Precteno { text }? 
         } 
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2.5.4 Schematron
Schematron   je   standardem   ISO/EIC   19757­3:2006   zajišťujícím   alternativní   přístup   při   validaci 
dokumentu [17]. Předchozí  validující  jazyky (DTD, Relax NG) pracují  tak, že v podstatě definují 
gramatiku   pro  XML dokument.   Schematron   je   založen   na   jiném přístupu.  Ve  Schematronu   lze 
pomocí  pravidel zapsat tvrzení  o absenci nebo naopak i o přítomnosti jednotlivých vzorů v XML 
stromu [18]. Jedná se v podstatě o jednoduchý jazyk využívající jen několik málo značek a jazyk 
XPath   (Xpath   technologie   bude   popsána   v   samostatné   kapitole).   Především   silné   vyjadřovací 
prostředky XPath ho dělají  účinným nástrojem. K jinému účelu, na rozdíl od v předchozích dvou 
kapitolách zmíněných jazyků, neslouží. Nicméně na oplátku můžeme říci, že předchozí dva jazyky 
nezvládnou některé kontrolní procesy jako Schematron. Například dokáže díky XPath testovat, která 
z hodnot určitých prvků je menší, nebo testovat vztahy mezi daty uloženými v několika dokumentech. 
Další  nespornou výhodou je, že pro validaci nám stačí  cokoliv, co má v sobě zabudovaný  XSLT 
procesor, tedy i např. webový prohlížeč  (o transformaci pojednává následující kapitola). 
Zrojový kód 2.6: Ukázka Schematron schema.
<?xml version="1.0" encoding="utf­8"?> 
<!­­ SCHEMATRON SCHEMA ­­> 
<schema xmlns="http://www.ascc.net/xml/schematron" > 
       <pattern name=“Knihovna“> 
              <rule context=”Knihovna/*”> 
                      <assert test=“name()=‘Kniha‘“> 
                        Nepovolený element <name /> uvnit  elementu Knihovna. ř
                        Povolen pouze element Kniha. 
                      </assert> 
              </rule> 
              <rule context=”Knihovna”> 
      <assert test=”(@nazev or 
count(@*)=0) and (count(@nazev)=count(@*))”> 
                       Knihovna m že mít pouze atribut @nazev. ů
                       Nalezen atribut <name path="@*[not(name()='nazev')]”/> 
                    </assert> 
               </rule> 
       </pattern> 
</schema> 
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2.6 Transformace XML
I když je XML jazyk navržen tak, aby dokumenty tohoto jazyka byly „čitelné“ pro člověka, je v praxi 
náročné   XML dokumenty ve zdrojové podobě lehce pochopit a vyčíst informace (samotné XML 
odděluje obsah dokumentu od vzhledu). Proto bylo třeba se zabývat myšlenkou, jak XML dokument 
převést do podoby, která je k lidskému vnímaní informací více přívětivá. Začaly vznikat jednoduché 
„stylovací“   jazyky   jako   například  CSS   (Cascading  Style  Sheet),   které   jsou   však   použitelné   pro 
jednoduché formátování. Pro složitější operace byl navržen jazyk XSL [10].
Původní pohnutkou pro vývoj XSL (eXtensible Stylesheet Language) bylo navrhnout mocný 
nástroj k definici vzhledu dokumentu, ale postupem času se ukázalo, že lze také užít k převodu neboli 
transformaci  XML dokumentu  na   zcela  odlišný   dokument.  Tyto  přístupy   se  při  návrhu od   sebe 
oddělily a vznikl XSL (někdy také XSL:FO) jazyk a XSLT.
2.6.1 XSLT
Jedná se v praxi hojně používaný jazyk a doporučení W3C [11], který popisuje jak transformující 
XML dokumenty na jiné XML dokumenty nebo (X)HTML dokumenty i na libovolný textový výstup 
(jednoduchá demonstrace procesu je zobrazena na obr. 2.6­1). Dá se říci, že XSLT procesor převádí 
pomocí XSLT jazyka zdrojový XML DOM strom na jiný výstupní DOM strom. 
       Při transformačním procesu XSLT procesor využívá XPath k definování částí dokumentů, 
které by se měly shodovat s jednou nebo více z předdefinovaných šablon. Pokud je nalezena shoda, 
XSLT transformuje tuto část do požadovaného dokumentu transformace (výstupního). 
(obr. 2.6­1)
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2.6.2 XSL (XML:Formatting Objects)  
XSL dokument zachovává po obsahové stránce XML strukturu s informacemi o výstupu na různá 
zobrazovací média. Obsahuje jak informace o rozložení, tak o vzhledu jednotlivých prvků (rozměry, 
zarovnání, barva, písmo...). Obvyklý proces je použití XSLT stylu, XML souboru a pomocí XSLT 
formátování se převede do podoby XSL:FO (obdobně jako na obr.2.6­1) a následně pak některý další 
nástroj může výsledek zobrazit (více v [10]). 
2.7 Dotazování XML
V   této   kapitole   budou   popsány   jazyky   a   mechanismy   zabývající   se   způsobem   dotazování, 
vyhledávání   a   adresování   v  XML  dokumentech.  V   dnešní   době   velkého   objemu   dokumentů   a 
informací   jsou   tyto   mechanismy   opravdu   nezbytné,   proto   je   dobré   se   jim   detailněji   věnovat, 
především   technologii XPath, se kterou má tato práce silnou vazbu.
2.7.1 XPath
XPath (XML Path Language) je od roku 1999 doporučením W3C a je to jazyk pro adresování částí 
XML dokumentů.   Pracuje   se   stromovou   strukturou   (DOM model)   dokumentu   a   umožňuje   nám 
odkázat se na jednotlivé uzly dokumentu. Uzly mohou být typu [22]:
1. Kořenový uzel.
2. Element.
3. Text.
4. Atribut.
5. Jmenný prostor.
6. Uzel procesní instrukce.
7. Komentářový uzel.
Výraz   XPath   dotazu   není   XML   strukturou,   ale   je   podobný   výrazům,   které   nám   reprezentují 
adresářovou strukturu použitou např. v operačních systémech Windows a Unix a strukturu v URL 
odkazech.  Toto  má   strategický   důvod:  Umožňuje   používat  XPath   dotazy   v   kombinaci   s   jinými 
technologiemi a zapisovat např. právě do zmíněných URL odkazů. Z jiného pohledu můžeme také 
říci,  že  výraz   se   syntakticky   zapisuje   jako   jeden  nebo  více  kroků   oddělených   lomítky.  Přičemž 
jednotlivé kroky se mohou skládat ze tří částí [22]:
1. Identifikátor osy. 
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2. Test uzlu.
3. Predikáty.
Identifikátor   osy:   Určuje   nám  směr   pohybu   ve   stromové   struktuře,   od   aktuálního   uzlu   nebo 
od kořenového   uzlu   (kontext).   Implicitní   osou   je   osa   Child.   Jednotlivé   identifikátory   os   jsou 
následující [22]:
1. Child:  Určuje uzly, které jsou „dětmi“ aktuálního kontextu (uzlu).
2. Descendant:   Určuje   všechny   potomky.   Potomci   jsou   „děti“,   „děti   dětí“   atd. 
(od aktuálního uzlu). Neobsahují uzly atributů a jmenných prostorů.
3. Parent: Existuje­li, určuje „rodiče“ uzlu.
4. Ancestor: Určuje předchůdce aktuálního uzlu. Předchůdci jsou „rodič“, „rodič  rodiče“ 
atd. Vždy obsahuje kořenový uzel, pokud aktuální uzel není sám kořenový.
5. Following­sibling: Určuje ve stromové struktuře následující sourozenecké uzly. Pokud je 
aktuální uzel atribut nebo jmenný prostor, pak bude množina uzlů prázdná.
6. Preceding­sibling: Obdobné jako u bodu 5, ale jde o předcházející uzly.
7. Following:  Uzly,  které  následují  v dokumentu po aktuálním uzlu,  ale bez descendant 
množiny a bez atribut a jmenných uzlů.
8. Preceding: Obdobně jako u bodu 7, ale v opačném směru.
9. Atribute: Obsahuje uzly, které jsou atributy. Pokud aktuální  uzel není  typu element je 
množina uzlů prázdná.
10. Namespace: Uzly reprezentující jmenné prostory.
11. Self: Obsahuje pouze aktuální uzel.
12. Descendant­or­self: Obsahuje množinu uzlů osy descendant a i aktuální uzel.
13. Ancestor­or­sel: Obsahuje množinu uzlů osy ancestor a i aktuální uzel.
Test uzlu: Množina uzlů získaná pomocí identifikátoru osy je dále redukována dle testu uzlu. Může 
být redukována na uzel s konkrétním jménem, nebo na určitý typ uzlu.
Predikáty:   V jednom kroku může být 0 až N predikátů a každý se zapisuje do hranatých závorek. 
Jedná se v podstatě o podmínky určující zda uzel zůstane (při vyhovění podmínky) nebo nezůstane 
(při nevyhovění) v aktuální množině uzlů. Uvnitř predikátů se mohou vyskytovat opět XPath výrazy, 
kdy nám tento mechanismus v podstatě simuluje vnořené dotazy.
Celý XPath výraz po zpracování může vrátit jednu z následujících možností:
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1. Množinu uzlů.
2. Boolean (true, false).
3. Číslo (v XML je standardně číslo uvažováno jako typ FLOAT)
4. Textový řetězec.
V XPath dotazech se často objevují i zkrácené syntaxe použité u identifikátorů os a testů uzlu [22]. 
Vybrané ukazuje tabulka 2.1.
Zkrácená syntaxe Popis
// Zkratka pro rok /descendant­or­self::node()/
@ Reprezentuje osu atribute
* Reprezentuje jakýkoliv název (elementu, atributu...)
. Reprezentuje identifikátor osy self
.. Reprezentuje identifikátor osy parent
text() Vybere textové uzly.
Tabulka 2.1: Některé konstrukce zkrácené syntaxe XPath.
Zdrojový kód 2.6: Ukázka XPath dotazu.
//day[@t='Monday']/part[@p='n']
Porozumění   technologii  XPath  je v  této práci  stěžejním bodem. Gramatiku v EBNF formě  a   její 
grafickou podobu (syntaxi XPath výrazu, ze které můžeme odvodit jaké mohou být všechny další 
možné XPath výrazy), která nám lépe pomůže proniknout do problematiky naleznete v příloze A.
2.7.2 XLink
XLink je jazyk a mechanismus jakým je možno se odkazovat mezi jednotlivými XML dokumenty. 
Jeho   dobrou   vlastností   je   i   možnost   více­směrných   odkazů,   které   nám   dovolují   spojit   i   více 
dokumentů dohromady (více [21]). 
2.7.3 XPointer
Kombinuje   oba   přístupy   XPath   a   XLink.   Je   možné   odkazovat   se   i   na   jednotlivé   části   XML 
dokumentů   odkazované   jazykem   XPath.   Např.   výraz 
http:\\cesta\dokument.xml#xpointer(id(“ident5”))  odkazuje   na   URL 
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http:\\cesta\dokument.xml  a  element,  který  má  v dokumentu dokument.xml hodnotu  id rovnu 
„ident5“ (více [21]). 
2.7.4 XQuery
XQuery   je   standardizovaný   jazyk   (W3C   doporučení   2007)   ke   slučování   dokumentů   databází, 
webových stránek atd. a vyhledávání [19]. Je postaven především na XPath výrazech a díky tomu 
je možné vyhledávat a extrahovat příslušné části dokumentů. Například je možné vyhledat všechny 
názvy knih ze souboru knihy.xml takové, které mají počet stran menší než určitý počet následujícím 
dotazem: doc(knihy.xml)/Knihovna/Kniha[Pocet_stran<300]/Nazev. 
       Na první pohled by se mohlo zdát, že nám XQuery oproti XPath nic nenabízí, nicméně je 
tomu jinak. S pomocí FLWOR klauzule (akronym pro For Let Where Order by Return), lze vytvářet 
mnohem lépe specifické dotazy, podmínky, řadit výsledky apod. Dokonce nám XQuery nabízí např. 
možnost  definovat  uživatelské   funkce.  Když  se podíváme na akronym „For Let  Where Order by 
Return“, nalezneme určitou podobnost s SQL, známých při používání u klasických databází, která 
není náhodná neboť při vývoji se vývojáři tímto jazykem inspirovali. Struktura FLWOR výrazu [20]:
• FOR ­ výběr posloupnosti uzlů k dalšímu zpracování
• LET – přiřazení proměnných pro každý prvek posloupnosti
• WHERE – filtrování uzlů v posloupnosti
• ORDER BY – seřazení vybraných a odfiltrovaných uzlů
• RETURN – specifikace výstupu pro každý vybraný a odfiltrovaný uzel
Zdrojový kód 2.7: Ukázka XQuery dotazu, který vyhledá v souboru knihy.xml názvy knih, jejichž 
počet stran je menší než 300 a seřadí je podle názvu .
for $x in doc(“knihy.xml”)/Knihovna/Kniha 
where $x/Pocet_stran<300 
order by $x/Nazev 
return $x/Nazev 
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3 XML databáze
XML  je  v   současné   době   velmi   rozšířený,   hojně   využívaný   formát  pro  ukládání   a  výměnu dat. 
S vysokou frekvencí používání XML dokumentů souvisí potřeba efektivního ukládání a vyhledávání. 
V tomto ohledu ukládání dokumentů jako samostatné soubory není příliš vhodné [23]. Vhodnější je 
použít   logiky   databázového   systému.  Mezi   hlavní   důvody   patří,  že   nemusíme pracovat   s  XML 
dokumenty jako celky, ale i s jeho fragmenty, můžeme seskupovat dokumenty do logických celků 
(kolekcí),   poměrně   snadno   slučovat   jak   už   celé   dokumenty,   tak   jejich  části   a   efektivně   v   nich 
vyhledávat pouze určité informace.
Než přejdeme ke konkrétním řešením databázových systémů, je dobré vědět, jaké typy XML 
dokumentů potřebujeme v těchto systémech uchovávat. Prakticky je můžeme rozdělit na 2 základní 
typy lišící se formou obsahu dat, tedy datově orientované („data­centric XML instances“) a textově 
orientované („document­centric XML instances“) [24] a [25].
3.1 Datově orientované XML
Jedná   se   o   dokumenty   určené   převážně   k   počítačovému   zpracování   a   přenosu   strukturovaných 
informací. Jejich charakteristickými vlastnostmi jsou přesně definovaná struktura, čistě granulovaná 
data (pravidelná struktura malých atomických jednotek dat na úrovni elementů a atributů), ve většině 
případů téměř žádný smíšený obsah a také většinou nezávisí na pořadí sousedících prvků (záměna by 
mohla vadit při validaci, ale nezmění interpretační logiku dat).
Zdrojový kód 3.1: Ukázka datově orientovaného dokumentu (převzato z [25]).
<SalesOrder SONumber="12345">
      <Customer CustNumber="543">
         <CustName>ABC Industries</CustName>
         <Street>123 Main St.</Street>
         <City>Chicago</City>
         <State>IL</State>
         <PostCode>60609</PostCode>
      </Customer>
      <OrderDate>981215</OrderDate>
      <Item ItemNumber="1">
         <Part PartNumber="123">
            <Description>
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               <p><b>Turkey wrench:</b><br />
               Stainless steel, one­piece construction,
               lifetime guarantee.</p>
            </Description>
            <Price>9.95</Price>
         </Part>
         <Quantity>10</Quantity>
      </Item>
</SalesOrder>
V běžném světě používání XML dokumentů nejsou striktně rozděleny na datové resp. dokumentové, 
právě ukázka zdrojového kódu 3.1, reprezentující objednávku zákazníka, je typickým příkladem, kdy 
uvnitř  elementu  <description>  dochází   i  k  mísení  druhého typu.  Pokud naše databázové   řešení 
neumí   pracovat   se   smíšeným   kontextem   a   my   s   ním   chceme   pracovat   (např.   vyhledávat   v 
jednotlivých částech smíšeného kontextu), je třeba strukturu dokumentu upravit, tak aby obsahoval 
pouze datově orientovaný obsah viz. příklad v [25]. 
3.2 Dokumentově orientované  XML     
V práci jsou také někdy označovány jako „textově“ orientované.  Tento typ dokumentu je obvykle 
určen  pro  potřeby   lidí   a   obsahuje  převážně   textové   informace.   Jsou   to  například  knihy,   emaily, 
reklamy, X(HTML) dokumenty apod. Na rozdíl od předchozího typu mohou být charakterizovány 
nepravidelnou strukturou a jsou většinou původně napsány „ručně“ člověkem v běžných textových 
procesorech a poté těmito nástroji převedeny na XML formu.
   Zdrojový kód 3.2: Ukázka textově orientovaného dokumentu.
<email_body>
<p>Dobrý den, <br /> Na základ  naší p edchozí komunikace, ze dneě ř  
<den>3.4.2010</den>.....</p>
<p>D kuji a S pozdravem ….</p>ě
</email_body>
3.3 Současné řešení XML databází
Jednotlivá   řešení   XML   databázových   systémů   se   dají   rozdělit   do   dvou   hlavních   skupin.   Jde 
o takzvané   nativní   XML   databáze   a   databáze   s   podporou   XML,   popsané   v   následujících 
podkapitolách.
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3.3.1 Nativní XML databáze
Tyto databázové systémy jsou speciálně navrženy pro ukládání a práci s XML dokumenty. Stejně tak 
jako  ostatní   systémy podporují   transakce,   bezpečnost,  víceuživatelský   přístup,   dotazovací   jazyky 
apod., ale rozdíl je v tom, že jejich interní model je založen přímo na datovém modelu XML (DOM) 
[25].
Jedna z možných definic (podle členů XML:DB initiative) co je to nativní databáze je [25]:
1. Definuje logický model pro dokumenty XML a podle tohoto modelu dané dokumenty 
ukládá a načítá. Model musí minimálně zahrnovat elementy, atributy, PCDATA a pořadí 
uzlů.
2. Má XML dokument jako základní (logickou) jednotku pro uchovávání, stejně tak, jako je 
v relační databázi touto jednotkou řádek tabulky.
3. Nemusí mít žádný konkrétní fyzický datový model pro uchovávání mohou být postaveny 
na   relačních,   hierarchických   nebo   objektově   orientovaných   databázích   nebo  mohou 
používat vlastní formát pro uložení.
Z   pohledu   architektury   XML   nativních   databází   je   můžeme   rozdělit   na   dva   základní   typy, 
dokumentově založené a modelově založené.
Textově založené Nativní databáze
Jsou to takové,  které  ukládají  XML dokumenty jako prostý   text a to do proprietárního textového 
formátu,  kterým může např.  být  soubor v souborovém systému počítače,  typ BLOB resp.  CLOB 
v relační databázi apod. Relační databáze s podporou XML a typem CLOB (Character Large Object) 
je „de facto“ nativní XML databází s ohledem na tuto podporu) [25].
Společné pro všechny textově založené databáze je indexování záznamů umožňující přesun 
na   jakákoliv   místa   v   XML   dokumentu.   Zaručuje   nám   to   rychlostní   výhodu   při   dotazování 
na dokumenty nebo  jejich   fragmenty.  Navíc  někdy stačí   pouze   jeden dotaz na  index,  protože  se 
předpokládá, že následující dokumenty nebo fragmenty jsou fyzicky uloženy ihned za tímto  místem. 
Nicméně opačná situace nastane při rekonstrukci dokumentu z některých jeho jednotlivých částí, kdy 
bude potřeba provést mnoho vyhledávání dle indexů (mnoho přesunů čtecích hlav média). 
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Modelově založené Nativní databáze 
Oproti textově založeným databázím neukládá XML dokument jako text, ale vytváří vlastní vnitřní 
objektový model tohoto dokumentu a uloží si ho. Způsob uložení závisí na konkrétním databázovém 
systému. Mohou být uloženy v relační, objektově orientované databázi nebo i např. v rámci svého 
vlastního formátu.
Výkon modelově založené nativní databáze (postavené na relační nebo objektově orientované 
databázi)   je   odvozen   od   výkonu   použitého   databázového   systému,   na   kterém  je   nativní   systém 
postaven, dále však závisí i na „elegantnosti“ uložení konkrétního datového modelu. Je zřejmé, že při 
použití  nativní  databáze  a  např.   relační   (nativní  databáze   je   také  postavena  na   relační   databázi), 
nad daným problémem, v obou případech budeme pracovat s tabulkami databáze. Modelově založené 
nativní databáze využívající jiný vlastní formát pro uložení modelu, budou mít pravděpodobně stejný 
výkon jako textově založené nativní databáze [25].
Základní rysy nativních XML databází 
V této kapitole budou popsány některé ze základních rysů nativních databází (čerpáno z [25]).
Kolekce dokumentů:  Mnoho nativních databází  využívá  „kolekce“. Lze je identifikovat podobně 
jako tabulky v relačních databázích nebo adresáře v souborových systémech a prakticky nám 
slučují jednotlivé XML dokumenty do souvisejících celků.  Kolekce můžou být hierarchicky 
řazeny.  Dále   pak  může  být   kolekce  postavena  nad     jediným schématem  nebo  nad  více 
schématy,   pokud   připustíme   více   schémat   na   kolekcí,   musíme   však   uvážit   problémy 
při vyhledávání nad takovouto kolekcí.
Dotazovací jazyky: Téměř všechny nativní databáze podporují jeden nebo více dotazovacích jazyků. 
Nejpopulárnějšími jsou XPath a XQuery. 
Aktualizace a mazání: Nativní databáze mají širokou škálu strategií pro aktualizaci a mazání dat, 
od jednoduchého mazání a nahrazování po „živou“ úpravu DOM stromu XML dokumentu. 
Většina   jsou proprietární  systémy, ačkoli  v  dnešní  době  existuje   již  několik standardních 
řešení jako je např. XUpdate [33].
Transakce, zamykání a souběžný přístup: Prakticky všechny nativní databáze podporují transakce. 
V minulosti  zamykání  většinou probíhalo na úrovni  celého dokumentu,  v dnešní  době   je 
možné zamykat i fragmenty XML dokumentu. 
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Aplikační programové rozhraní API:   Téměř všechny nativní databáze nabízejí programové API 
rozhraní. Obvykle má obdobnou podobu jako je ODBC rozhraní, s metodami pro připojení 
k databázi, zkoumání metadat, vykonávání dotazů a vracení výsledků. Výsledky jsou běžně 
nad  dokumenty vraceny jako textové řetězce, „DOM stromy“, „SAX parsery“ apod.   Dále 
pak obvykle obsahují  iterační metody pro procházení  nad výsledky. Za zmínku stojí  např. 
XML:DB API, které je jazykově (programovací) nezávislé, používá XPath a XQuery jako 
dotazovací jazyk. Je implementováno mnohými nativními databázemi, ale stejně tak může 
být implementováno i nad ne­nativními. Více o XML:DB v [26].
 Round­Tripping:    Pojem označuje proces uložení  XML dokumentu do databáze a jeho zpětnou 
rekonstrukci.  Přičemž   pokud  je  dodržen  „round­triping“,  musí   v  každžém cyklu  vrácený 
dokument být stejný jako ten, který byl do databáze uložen, nebo­li nesmí být ztracena žádná 
informace.   
Možné implementace 
Nativní  XML databáze mohou být  prakticky libovolně   implementovány,  ale celkem vzato budou 
nejspíše implementovány podobně jako jeden z následujících způsobů [28]:
1. XML dokumenty   se  ukládají   v   relačních  databázích  celé   jako   typ  CLOB (Character 
Large OBject) a indexují každý element a atribut.
2. Dokumenty   jsou   ukládány   jako   fragmenty   v   relačních   databázích   v   předem   známé 
(mapované) struktuře, která odpovídá konstantní množině tabulek, v nichž jsou uložené 
elementy, atributy, texty apod.
3. V objektově  orientovaných databázích jsou XML dokumenty uloženy ve formě   jejich 
DOM stromové struktuře.
4.  Fragmenty dokumentů jsou ukládány jako indexovaná množina „hešovaných“ tabulek.    
Příklady konkrétních nativních řešení
V této kapitole stručně uvedu a popíši konkrétní řešení nativních XML databází, především ty, které 
podporují programovací jazyky C/C++. Poměrně obsáhlou tabulku s výčtem nativních databází, lze 
pak nalézt v [26].
Sedna: Open source (pod Apache Licencí 2.0) nativní databáze implementovaná v C/C++. Podporuje 
standard pro dotazování XQuery a přídavné funkce pro vyhledávání (fultext). Jako většina 
pokročilejších   nativních   databázových   systémů   podporuje  ACID   transakce,   databázovou 
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bezpečnost   (uživatelský   přístup,   role...),   indexy,   mezinárodní   jazykovou   podporu   skrze 
znakovou   sadu  Unicode   apod.   Dále   také   nabízí   podporu   externích   funkcí   pro  XQuery 
v jazyce C. Podporuje API pro Java, C, PHP, Python, Ruby, Perl, Delphi, C# a další. Více 
na http://modis.ispras.ru/sedna/.
Natix: Zástupce nativní  XML databáze s proprietálním uložením dat.  Indexuje dokumenty dvěma 
způsoby.  Fultextové   indexování,  kdy  se  ukládají   informace  o  uzlech  a   indexy ukládající 
„parent/child“   a   „ancestor/descendant“   informace.  Používá  XPath   jako  dotazovací   jazyk. 
Podporuje změny v dokumentu na úrovni fragmentů („živými“ modifikacemi DOM stromu), 
víceuživatelský   přístup   a   transakce.   Poskytuje   C++   a   Java   API   rozhraní.  WWW: 
http://www.dataexmachina.de/natix.html  nebo   také  http://pi3.informatik.uni­
mannheim.de/natix.html.
eXist:  Opět se jedná o nativní databázi, „open source“ projekt realizovaný v jazyce Java. Podporuje 
použití   jako   samostatný   server,   knihovna,   nebo  ve   spojení   se   servelet   kontejnerem   jako 
webová aplikace. Pracuje s  hierarchickými kolekcemi a klade důraz na „indexově“ založené 
práci s dotazy. Nabízí rozhraní XML:DB API a pro zpracovávání dotazů je implementována 
specifikace XQuery a pro změnu pak specifikace XUpdate. Mnohé nabízené algoritmy při 
dotazování   odstraňují   nutnost  načítat  každý   jednotlivý   uzel  XML dokumentu  ­  využívají 
pouze indexy. Také podporuje fultextové vyhledávání a poskytované funkce skrze XML:DB 
API   lze   volat   přes   webové   služby   jako   SOAP,   XML­RPC,  WebDav   a   jiné.  WWW: 
http://exist.sourceforge.net/.  
3.3.2 Databáze s podporou XML 
Z laického hlediska bychom mohli říci, že rozdíl databázemi nativními a s podporou XML („XML­
enabled“)   je   ve   viditelnosti  XML dat   v   databázi.  U   nativních  můžeme   dokumenty   (fragmenty) 
normálně vidět např. jako řádky v tabulkách, kdežto u databází s podporou jsou data (dokumenty) 
uloženy ve své vnitřní struktuře. Více technický pohled říká, že databáze s podporou XML nepoužívá 
pro dokumenty  datový  model  XML,  ale  mapuje  na  instance svého modelu   (databázové   schéma) 
instance modelu XML (nativní databáze používají datový model XML přímo) [28].
Databáze s podporou XML mají obvykle v sobě přímo zabudovaný software pro přenos dat 
mezi   nimi   a  XML  dokumenty,   ale  může   být   i   externě.   Všeobecně   neumí   poskytovat   podporu 
pro všechny možné typy XML dokumentů,  ale mohou pracovat jen s těmi podtřídami dokumentů, 
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pro které  mají  podporu  (model)  v  databázi  (např.  v   relačních databázích se   jen vzácně  vyskytují 
dokumenty se smíšeným obsahem, který   je  pro relační  model  složitý  k mapování,  pozn.:  obecně 
relační   databáze   neposkytují   příliš   mnoho   „sofistikovaných“   prostředků   pro   modelování 
hierarchických struktur, snad jen kromě použití cizích klíčů).
Dále se v této kapitole pokusím nastínit některé, dá se říci „známější“, databázové systémy a 
způsoby, funkce pracující s XML. Co se týká souvislosti s použitelností v jazycích C/C++, mělo by 
stačit příslušné aplikační rozhraní pracující s danou databází k tomu, abychom mohli využívat XML 
podporu v daném jazyce a pracovat s XML dokumenty. 
3.3.3 SQL/XML
SQL/XML (někdy také označováno jako XML­Related Specifications), je rozšíření SQL standardu, 
definováno v ISO/IEC 9075­14:2003,  a specifikuje rozšíření  pro práci  s  XML ve spojení  s  SQL 
jazykem. Dále pak poskytuje podporu pro mapování a ukládání XML dokumentů v XML databázích. 
SQL/XML využívají všechny další zmíněné databázové systémy, proto jsou tyto informace obecně 
platné i pro ostatní uvedené. Toto rozšíření obsahuje funkce pro konstrukci XML dat, dovolují tak 
vytvářet nové elementy, atributy např. z relačních tabulek, umožňují slučovat (spojovat) menší části 
dokumentů   do   větších   apod.   Možný   výčet   SQL/XML   funkcí   je:   XMLELEMENT, 
XMLATTRIBUTES,   XMLFOREST,   XMLCONCAT,   XMLNAMESPACES,   XMLCOMMENT, 
XMLDOCUMENT apod.  Dokonce SQL/XML definuje funkce dovolující  vkládat  XQuery výrazy 
(XMLQUERY).
Zdrojový kód 3.3: Ukázka sestavení fragmentu XML dokumentu v databázi DB2 (převzato z [28]).
  SELECT XML2CLOB( 
          XMLELEMENT(NAME Customer, XMLATTRIBUTES(customers.id AS ID), 
                   XMLELEMENT(NAME Name, customers.name), 
                   XMLELEMENT(NAME Street, customers.street), 
                   XMLELEMENT(NAME City, customers.city), 
                   XMLELEMENT(NAME State, customers.state), 
                   XMLELEMENT(NAME PostCode, customers.postcode), 
                   XMLELEMENT(NAME Country, customers.country) 
                   ) 
  )   AS CustomerXML 
FROM customers 
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DB2
XML rozšíření  pro tento systém od firmy IBM se nazývá  XML Extender, který  poskytuje i   také 
podporu   pro   nativní   přístup.   XML   podpora   („XML­enabled“)   je   poskytována     skrze   „XML 
collections“, zatímco podpora pro nativní přístup je zajišťován pomocí „XML columns“. DB2 XML 
Extender   je   založen   na   počtu   několika   uživatelských   datových   typech,   funkcích   a   uložených 
procedurách. Ty musí být obvykle nainstalovány společně s DB2 Extenderem k příslušnému DB2 
řešení na daném operačním systému (Unix, Linux, Windows) [28].
XML collections 
Jsou to kolekce tabulek, které jsou mapovány databází na XML dokumenty prostřednictvím DAD 
(Data Access Definition) dokumentem. Existují dva typy DAD dokumentu, které „XML collections“ 
využívají. Prvním z nich je tzv. „SQL mapping“ a druhým je tzv. „RDB node mapping“ (Relation 
DataBase node mapping).
Oba  využívají   přibližně   stejné   objektově­relační  mapování,   rozdíl   je   v  pouze  v   technice 
mapování.  “SQL maping“ obsahuje „SELECT“ klauzuli (příkaz) a informace o tom, jak mají  být 
jednotlivé „collumns“ (pole v db atomického typu, reprezentují vlastně sloupce obsahující záznamy 
určitého   typu)   této   klauzule   vráceny   jako  XML dokument.  Oproti   tomu   „RDB node  mapping“ 
používá mapovací jazyk, který specifikuje, jak mají být uzly XML dokumentu do tabulek a sloupců 
v DB2 databázi mapovány. Tento typ vlastně vytváří „INSERT“ a „SELECT“ příkazy a říká tím, jak 
má být dokument dekomponován do databáze. 
XML collumns
O „XML collumns“ se zmíním jen stručně, jelikož se oproti této kapitole vztahuje spíše k nativním 
XML databázím, ale určitě  lze najít souvislosti  a v návaznosti na kapitolu o nativních databázích 
budou základní informace uvedeny. Více pak naleznete v [28]. 
Do „XML column“ (jak chápat „column“ je vysvětleno výše) je v DB2 tabulce ukládán celý 
XML   dokument.   Může   mít   specifický   typ   XMLVARCHAR,   XMLCLOB   nebo   XMLFILE 
(XMLFILE na rozdíl od předchozích dvou je uložen jako soubor v lokálním souborovém systému) a 
všechny XML dokumenty uložené v polích tohoto sloupce tabulky by měly mít stejné schéma.  Tyto 
pole (jejich obsah) jsou pak nepřímo indexovány a dotazovány pomocí tzv. „side tables“, což jsou 
vlastně tabulky vnitřní logikou odděleny od tabulky, kde máme uloženy XML dokumenty jako celky 
a   jsou   v   nich   obsažena   extrahovaná   data   z  XML dokumentů   (toto   zajišťuje   automaticky  XML 
Extender).  Uložení je graficky demonstrováno na obr. 3.3­1.
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Obr. 3.3­1 (převzato z [28])
MS SQL Server
Tato kapitola čerpá převážně z [29] a jsou v ní uvedeny skutečnosti vztahující se především k MS 
SQL Serveru 2000, MS SQL Serveru 2005 a 2008.  
MS SQL Server 2000
Verze 2005 pracuje s XML daty se základní SQL/XML podporou. XML dokumenty jsou v podstatě 
uživatelem uloženy v relačních tabulkách. 
Na straně serveru existuje podpora, funkce jmenující se OpenXML, která z dokumentu XML 
umí   extrahovat  data  do  tzv.  „rowsetů“,  nebo­li  v  podstatě  dokument   rozloží  do  tabulky  (pomocí 
XPATH 1.0 jazyka). Dále je pak na uživateli, aby takto získaná data přeskupil a uložil do tabulek 
v potřebné struktuře, se kterou může dále pracovat. 
V podstatě  opakem předešlé  funkce, kdy chceme z dat v databázi získávat data ve formě 
XML   je     klauzule   „FOR  XML“.   Ta   je   používaná   v   přímé   souvislosti   s   klauzulí   „SELECT“, 
tj. v podstatě   se   klasicky  dotazujeme  na   jednotlivé   tabulky   a  hodnoty  v   nich   a  výsledek   potom 
dostaneme ve formě XML.
FOR XML: Celá syntaxe pro tuto klauzuli je:  FOR XML {RAW | AUTO | EXPLICIT} [, 
XMLDATA] [, ELEMENTS] [, BINARY BASE64].  „AUTO“, „EXPLICIT“,  „RAW“ 
nám   říká,   jakým   způsobem   budou   data   vrácena.   „AUTO“   vrací   výsledek   jako 
zanořené elementy, „EXPLICIT“ vrací výsledek v podobě, kterou definuje uživatel, 
RAW definuje, že každý řádek výsledku je vrácen jako XML element. Nepovinný 
údaj „XMLDATA“ (údaje v syntaxi v hranatých závorkách jsou nepovinné) říká, že 
bude vráceno i XML schéma. „ELEMENTS“ – sloupce jsou vraceny jako vnořené 
„podelementy“. „BINARY“ a „BASE64“ udává má­li být výsledek vrácen v binární 
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podobě nebo být zakódován. Pozn.: V pozdějších verzích „FOR XML“ nabízí další 
rozšíření.
Zdrojový kód 3.4: Ukázka použití celé klauzule „SELECT“ s „FOR XML“.
SELECT k.nazev, k.pocet_stran FROM knihy k FOR XML AUTO 
MS SQL Server 2005 
Tato verze přináší oproti verzi MS SQL Serveru 2000 mnohá zásadní vylepšení XML podpory.
Datový   typ  XML:  Verze  2005  zavádí   nový   nativní   datový   typ  pro  XML reprezentující 
dokument. XML hodnoty jsou v něm uloženy v interním formátu jako BLOB (Binary 
Large OBject) a to tak, že zachovávají charakteristiku XML modelu. MS SQL Server 
2005 poskytuje kolekce XML schémat. K tomuto novému typu může být  pak tato 
kolekce přiřazena  (kontrola  struktury XML).  Typ kterému je přiřazena kolekce  je 
označován „typedXML“, v opačném případě „untypedXML“. 
Dotazování   nad   datovým  typem  XML  a  modifikace:   Existuje   několik   zabudovaných 
metod,   které   podporují   dotazování   a  modifikaci.   XML   data  mohou   být   vracena 
pomocí   tzv.   „Transact­SQL   SELECT“   výrazů.   Tyto  metody   podporují   standard 
XQuery.
Indexování  XML: Nad datovým typem XML jsou vytvářeny indexy pro rychlejší dotazy, 
modifikace a vůbec dosažení výsledků při manipulaci s uloženými dokumenty. Jedná 
se o reprezentaci  „B+“ stromů zachovávající strukturu XML dokumentu. 
Podpora   XML   schémat:   Jak   bylo   již   zmíněno   XML   dokumentům,   proměnným   a 
parametrům lze přiřadit kolekce XML schémat, kdy jsou pak databázovým strojem 
při   různých   operacích   s   XML   dokumenty   nebo   jejich   částmi   validovány   proti 
schématům.
Integrace relačního modelu a XML: Uživatelé mohou ve stejné databázi ukládat jak relační 
tak XML data. Databázový systém prakticky přidává do relačního modelu databáze 
XML model s respektováním relačního modelu.
„FOR XML“ a „OpenXML“ vylepšení: Tyto klauzule od verze serveru 2000 zaznamenaly 
mnohá vylepšení. Např. byla přidána možnost specifikovat přímo cestu k uzlu v XML 
modelu (klauzule PATH) a další. 
Klientský  přístup k datovému typu XML: Je poskytováno mnoho nových způsobů,   jak 
přímo přistupovat k XML datům.
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Letmé shrnutí jednotlivých verzích MS SQL Serveru
Verze 2000 poskytuje pracovat s XML daty prakticky pouze pomocí klauzulí „OpenXML“ a „FOR 
XML“. Verze 2005 přináší rozšíření  zejména v oblasti nativního přístupu a přidáním nativního 
datového typu „XML“, podpory validace proti XSD a verze 2008 staví na těchto rozšířeních a snaží 
se je ještě více zlepšovat a přizpůsobovat podporu XML svým zákazníkům. 
Oracle
„XML­enabled“ databáze od firmy Oracle Corporation se  jmenuje   Oracle XML DB a prakticky 
od verze 9g a stejně tak jako předchozí uvedené databázové systémy poskytuje podporu pro XML. 
V této podkapitole budou nastíněny některé skutečnosti vztahující se k verzi 11g.
XML DB architektura je založena na základě komponent pracující s abstrakcí datového typu 
„XMLType“,   „XML  DB  Repository“,   standardních   dotazovacích   jazycích,   podpoře   aplikačních 
rozhraní (API) a podpoře protokolů  [30].
Oracle XML DB Repository: Tato komponenta se snaží řešit problém, kdy relační model 
není obecně vhodný pro ukládání částečně strukturovaných nebo nestrukturovaných 
dat jako jsou textově  orientované  dokumenty. Ukládá  XML data podobně   jako se 
ukládají soubory v souborovém systému (hierarchická struktura).
Datový   typ   „XMLType“:   Je   nativním datovým  typem  pro  XML data,   který   poskytuje 
metody   pro   ukládání,   vyhledávání,   validaci,   transformaci   a  manipulaci   s   XML. 
S tímto typem může být nakládáno jako s jakýmkoliv jiným datovým typem. Toto je 
podobné jako u předchozích databázových řešení. Nicméně co je v Oracle XML DB 
zajímavé,  a v souvislosti s tím, že Oracle je objektově relační  databáze, může být 
i objektovým typem tj. můžeme v databázi vytvořit tabulku tohoto typu. S tím souvisí 
některé funkcionality, které budou uvedeny později.
API:   Pro   potřeby   programátorů   jsou   poskytována   aplikační   rozhraní   pro   jazyky   Java, 
PL/SQL, ODP.NET a C.
Vyhledávání   a   dotazování:     Podpora   fultextového   vyhledávání   a   standardu   XQuery 
(SQL/XML XQuery).
XML wrapper: Technologie, které pohlíží na XML data jako na relační data. Wrapper je 
v podstatě  prostředník mezi  XML dokumentem a DB2 databází     a  mapuje  entity 
XML (elementy, atributy) na relační model (tabulky a „columns“). Ukázka modelu 
wrapperu je na obr. 3.3­2 . Může pracovat s [30]:
1. Individuálním dokumentem uloženým v souborovém systému.
29
2. Množinou dokumentů v adresáři.
3. XML dokumentem uloženým v databázi (v „database column“).
4. XML dokumentem přístupným skrze URI.
Obr. 3.3­2: Ukázka XML wrapperu (převzat z [30]). 
V souvislosti s datovým typem „XMLType“ Oracle XML DB nabízí rozdílné druhy uložení XML 
dat, výběrem můžeme ovlivnit výkon a funkcionalitu v různých aplikacích [30]:
1. Strukturované   („structured storage“):  Obsah datového typu „XMLType“  je  uložen 
jako množina objektů (využívány objektově relační vlastnosti databáze).
2. Binární   XML   ukládání   („binary   XML   storage“):   Data   jsou   po   předzpracování 
ukládány ve speciálním binární formátu.
3. Nestrukturované uložení („unstructured storage“): Datový typ je ukládán jako CLOB.
Z výše uvedených skutečností nepřímo vyplývá, že Oracle XML DB poskytuje XML podporu jak pro 
textově   orientované   dokumenty,   tak   datově   orientované.  Datově   orientované   zpravidla   vyžadují 
k XML  dokumentům  i   jejich   schéma   a   je   dobrou   volbou   je   ukládat   strukturovaně   („structured 
storage“). Zde „hraje pro“ podobnost mezi datovým modelem XML a objektovým modelem databáze 
(v tomto případě je schéma vyžadováno k namapování struktury XML). Tento druh uložení poskytuje 
proti   nestrukturovanému   uložení   výhody   jako   jsou   minimálními   požadavky   pro   uložení, 
optimalizovanou paměťovou správou, B stromy a „živé“ změny. Přehled možných uložení pro dané 
typy dokumentů je dobře viditelný na obr. 3.3­3 (převzat z [30]).
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Obr. 3.3­3 (převzato z [30]) 
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4 Způsob uchování XML dokumentů v 
relační databázi
V této kapitole budou nejprve nastíněny některé známé způsoby jakým způsobem uchovávat XML 
dokumenty nativním způsobem v relační databázi. Dále se pak zaměřím a popíši, jakým způsobem 
budou XML data uchovávána v programové realizaci API rozhraní této práce.
4.1 Metody mapování
Mapováním XML v relační databázi v kontextu oblasti této práce rozumíme proces, kdy jsme schopni 
popsat strukturu XML dokumentů v rámci prostředků, které nám nabízí relační databázový systém 
tj. v podstatě způsob jakým jsme schopni zachovat hierarchickou strukturu daného dokumentu XML 
v tabulkách databáze. V této struktuře bude pak možné XML dokumenty ukládat, vyhledávat v nich 
rekonstruovat celé nebo jejich části apod.
Jednotlivé existující metody pro mapování se na základě svých charakteristik mnohdy mohou 
zásadně lišit, nicméně je v zásadě můžeme rozdělit do následujících tří skupin [31]:
1. Generické   metody   mapování:   Takové,   které   nepoužívají   k   mapování   schémata 
ukládaných XML dokumentů.
2. Schématem řízené metody: Metody využívající k mapování existující schéma ukládaných 
dokumentů.
3. Uživatelem definované: Založené na uživatelem řízeném mapování.
4.1.1 Generické metody
Jak už bylo zmíněno, nejsou závislé na existenci schéma XML dokumentu a v zásadě jsou založené 
na jednom z následujících přístupů:
1. Vytváříme pouze   jedno univerzální   relační   schéma,  do  kterého ukládáme dokumenty 
bez ohledu na jejich strukturu.
2. Vytváříme   kolekce   schémat,   každá   by  měla   odpovídat   specifické   struktuře   daného 
dokumentu.
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Mapování pomocí „stromu“
Tento typ generických metod pohlížejí na XML dokumenty jako na orientované stromy (grafy) 
a definují takový relační model, který tento pohled může reprezentovat.
To tedy znamená, že většinou struktury reprezentující dokument uchovávají informace o místě 
v dokumentu, které reprezentuje zdroj a dále cíl, kdy máme reprezentovánu v podstatě orientovanou 
hranu   ve   stromovém grafu.  Nicméně   jsou   ještě   přidávány   informace   jako   pořadí   a   další  meta 
informace potřebné k zachování a vůbec zpětné rekonstrukci struktury dokumentu. Mezi tyto metody 
patří:   hranová   metoda   („edge   mapping“),   atributová   („atributte   mapping“),   univerzální   a 
normalizovaná univerzální metoda („universal mapping“, „normalized univerzal mapping“).
Zdrojový kód 4.1: Příklad struktury hranové metody.
Hrana(zdroj, po adí, jméno, p íznak, cíl) ř ř   
Strukturně centralizované
Stejně   jako předchozí  metoda pohlíží  na dokument jako na orientovaný  strom, kdy všechny uzly 
stromu  mají   stejnou   strukturu   definovanou   jako   vektor   v=(t,   l,   c,   n),   „t“   reprezentuje   typ   uzlu 
(element,  atribut,   text,...),  „l“   je  název  uzlu,  „c“   reprezentuje  hodnotu  uzlu  a  „n“   je  uspořádaný 
seznam následovníků (n={v1, v2, …, vn}). 
Mapování jednoduchou cestou  
Opět pohlíží na XML dokument jak ona orientovaný strom. S tím rozdílem, že dotazy nad uloženým 
dokumentem jsou vyjádřeny jako cesta ve stromové struktuře (podobný princip jako u XPath jazyka). 
Monet mapování
Opět pohled jako na stromovou strukturu s kořenem. Kdy celá struktura stromu je definována jako 
d =  (V, E, r, label_E, label_A, rank). „V“ je množina uzlů, „E“ množina hran (V x V je nadmnožinou 
E), „r“ je kořenový uzel (r náleží do V), funkce „label_E“ přiřazuje názvy uzlům (např. elementům), 
funkce „label_A“ přiřazuje uzlům atributy a jejich hodnoty a funkce „rank“ definuje pozici  mezi 
sousedícími uzly.
Hlavní  myšlenka   této  metody   je   založena   na   kompletní   binární   fragmentaci   dokumentu 
resp. třech druzích binární   asociace definované   jako  (o,   .)  =  oid x  (oid   |   int   |   string),  popisující 
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rozdílné  části   stromu  (oid  x  oid   reprezentuje  hranu,  oid  x   int   zachovává   topologii,  oid  x   string 
reprezentuje atribut) [31].    
Mapování založené na reprezentaci tabulkou
Toto  je   typická  metoda korelace s  přístupem,  kdy vytváříme relační  model  pro každý  dokument 
s odlišným schématem resp.  strukturou.  Je  založena na předpokladu,  kdy se  struktura dokumentu 
shoduje se strukturou množiny tabulek v databázi. Představa jak se mapuje XML dokument může být 
zřejmá z následující ukázky zdrojového kódu. 
Zdrojový kód 4.2: Meta XML reprezentující generické mapování tabulkou (převzato z [31]).
<database> 
  <table1> 
    <row1> 
      <column1> ... </column1> 
      <column2> ... </column2> 
      ... 
    </row1> 
    ... 
  </table1> 
  ... 
</database >
4.1.2 Schématem řízené metody
Relační struktura v databázi je mapována na základě existujícího XML schéma dokumentu. Hlavním 
záměrem je vytvořit  co nejvíce optimální   relační  model  s  akceptovatelným počtem relací.  Každá 
z později uvedených metod se snaží vylepšit základní myšlenku vytvoření jedné relace pro pro každý 
prvek   (XML   „element“)   a   jeho   atributy   se   zachovanými   vztahy   s   okolními   elementy   (rodič, 
potomek),   za pomoci použití primárních a cizích klíčů tabulek v databázi. Nevýhodou bývá právě 
ohromné  množství   redundantních relací  v databázi,  které  vedou k velkému počtu operací   jako je 
např. spojování tabulek. Základní principy těchto metod jsou [31]:
1. Podelementy   (myšleno   v   kontextu   „děti“   daného   elementu   v   XML)   s  maximálním 
výskytem v roven jedné (v daném elementu) nejsou mapovány do samostatných tabulek, 
ale do tabulky rodičovského prvku. Tuto variantu mapování nazýváme „inlining“.  
2. Elementy   s   volitelným výskytem  (nemusí   být   obsaženy,   ale  mohou)   jsou  mapovány 
do sloupců, které povolují prázdné (NULL) záznamy.
3. Podelementy   s   několikanásobným   výskytem   jsou   uchovávány   v   samostatných 
oddělených tabulkách nebo do univerzální tabulky s možnými mnohočetnými prázdnými 
hodnotami.
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4. Je  nezbytné   uchovávat   informace  o  pořadí   elementů,   informace   jsou  zaznamenávány 
v samostatném sloupci tabulky.
5. Elementy se smíšeným obsahem nejsou obvykle podporovány (vyžadovalo by to mnoho 
sloupců   s   prázdnými   hodnotami).   Pozn.:  Řešení   by   existovalo   s   použitím   speciální 
tabulky pro smíšený obsah a příslušné programové zpracování při práci s obsahem).
6. Na   základě   předchozích   bodů   optimalizace   rekonstrukce   elementu   obvykle   vyžaduje 
spojení mnoha tabulek. 
Algoritmy „Basic“, „Shared“, „Hybrid“
Nejlepšími   představiteli   schématem   řízeného  mapování   jsou   tyto   tři  metody   popisující   nejlepší 
způsob   jak  mapovat  DTD schema  na   relační  model  databáze   (samozřejmě   jejich  principy  ať   už 
s menšími modifikacemi  nebo bez  nich   jsou  aplikovatelné   i   na   jiné   druhy  schémat  např.  XSD). 
Hlavní   idea   je   založena   na   definici   orientovaného   grafu,   který   reprezentuje   strukturu   XML 
dokumentu definovanou schématem. Uzly grafu mohou být   jak elementy,  atributy,   tak operátory. 
Hrany pak reprezentují možné vztahy mezi jednotlivými uzly. Metody se liší především v množství 
redundance vytvářených vztahů.
Algoritmus „Basic“ 
Kombinuje dva základní přístupy [31]:
1. Snaží se inlinovat tolik potomků jak je to jen maximálně možné.
2. Vytváří vztahy pro všechny elementy (pro každý element) v grafu.
Z   předchozího   vyplývá,   že   pouze   dva   druhy   vztahů   element   a   podelement   jsou   mapovány 
do samostatných tabulek (relace pomocí  primárních a cizích klíčů)  a  to  při  výskytu podelementů 
s několikanásobným výskytem a možné rekurze v grafu. Zřejmá nevýhoda tohoto algoritmu spočívá 
v příliš  velkém počtu modelovaných vztahů,  redundanci  „element uzlů“ vyskytujících se v  těchto 
vztazích.
Algoritmus „Shared“
Tento algoritmus se snaží navázat na princip předchozího s tím, že základem by mělo být, aby se 
element vyskytoval pouze v jednom vztahu a tím se snížila redundance. Nebo­li, jak z překladu názvu 
metody vyplývá, snaží se sdílet vetší počet vztahů mezi elementy při vetším počtu použitých tabulek. 
Pravidla pro mapování jsou následující [31]:
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1. Uzly s jediným výskytem jsou „inlinovány“ do tabulky rodiče.
2. Uzly s  volitelným výskytem jsou uloženy odděleně  do samostatných tabulek,  protože 
nejsou dostupné z žádného dalšího uzlu. 
3. Opakující se uzly (uzly s vícenásobným výskytem) jsou ukládány odděleně (samostatné 
tabulky).
4. Pro  všechny vzájemně   rekurzivní   elementy  s  výskytem  jedna   je  uložen  jeden  z  nich 
v oddělené relaci.
5. Pokud nastane možnost, kdy „inlinovaný“ element se může stát kořenovým musí být tato 
skutečnost pro každý takový element zaznamenána (uložena).
Algoritmus „Hybrid“
Metoda „hybrid“ je kombinací obou dvou předchozích metod resp. od metody shared se liší ve vetším 
počtu relací, kdy inlinuje podelementy v rodičovském elementu, které mají výskyt větší než je 
hodnota jedna.
4.2 Modifikovaná Hybrid metoda
Tato kapitola vysvětluje jakým způsobem jsou uloženy dokumenty XML v relační databázi aplikace 
popsané v následující kapitole 5 – Implementace a návrh. Způsob mapování a uchovávání XML dat 
se odráží a navazuje na [32]. Budou zde popsána základní fakta, nové prvky, odlišnosti. Porozumět 
metodě mapování a obecně způsobu, jakým jsou data uchovávána v tabulkách relační databáze, je 
velmi   důležité.   Je   to   základní   kámen   pro   implementaci   ukládání,   vyhledávání,   práce   s   XML 
dokumenty v nativní databázi. 
4.2.1 Metoda mapování
Implementace   transformování   schématu  do   relační   databáze   spadá   do  kategorie  mapování   řízené 
schématem, tedy v každém případě musí existovat k danému typu dokumentu i jeho schéma. Jako 
základ  metody  je  použita  výše  v  textu  zmíněná  metoda „hybrid“,  nicméně   s  několika  úpravami, 
jelikož   původní  metoda   uvažuje   jako   schéma  XML dokumentu  DTD,   o   kterém v   dnešní   době 
můžeme říci, že je zastaralé a nenabízí možnosti nabízející novější schémata. Proto je jako základ pro 
implementaci  uvažováno  XSD (XML Schema Definition),  které   je  na   tom se   svými možnostmi 
mnohem lépe. A vzhledem k existenci nástrojů, které umí vzájemně převádět XSD mezi jinými typy 
schémat (např. Relax NG) je zcela vyhovující. Metoda je určena pro dokumenty s datovou orientací, 
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nicméně v budoucnu je možné drobnými úpravami zajistit i podporu pro textově orientované. Jednou 
z možností je použít databázový systém s podporou XML (XML­enabled) nebo např. rozšířit relační 
model   o   samostatné   speciální   tabulky   zachovávající   informace  o   struktuře   smíšeného  obsahu   a  
následné další aplikační zpracování. 
Jednoduché a komplexní datové typy ­ „inlinování“
Každému elementu v XSD  přísluší i datový typ a to buď jednoduchý nebo komplexní. Jednoduchý je 
reprezentován   textovou   hodnotou,   neobsahuje   žádné   další   elementy   či   atributy   a   je   považován 
za atomický,   atributy   jsou   vždy   jednoduchého   typu,   neobsahují   žádné   složité   struktury,   pouze 
hodnoty.  Naopak  komplexní   typ   zpravidla  obsahuje  další   „podelementy“   (které  mohou  být   opět 
komplexního   typu)   a   atributy.   Primárně   na   základě   počtů   výskytů   elementů   daného   typu   je 
rozhodováno, zda­li bude prvek „inlinován“ či nikoliv. 
„Inlineování“   je   proces,   kdy   nevytváříme  v relačním modelu   pro   uzel  XML dokumentu 
samostatnou tabulku, ale uzel uchováváme v tabulce svého otce. Metoda přistupuje k „inlinování“ 
takto: 
1. Pokud se jedná o atribut, je vždy uložen v tabulce svého otce.
2. Jedná­li   se   o   element   jednoduchého   typu,   rozhodnutí,   zda   bude   „inlinován“,   závisí 
na počtu  maximálního  výskytu  při   rozumně   zvolené   hranici.  Pokud  maximální   počet 
výskytů nepřesáhne tuto hranici je „inlinován“.
3. Komplexní typ je „inlinován“ pokud maximální počet výskytů je roven jedné.
Pozn.: Počet výskytů elementu je dáno v XSD atributy „minOccurs“ a „maxOccurs“.
4.2.2 Relační schéma databáze
Topologii relačního databázového schéma můžeme názorně vidět na obr. 4.2­1. V levé části obrázku 
jsou zobrazeny nezbytné tabulky a jejich vzájemné vazby zajišťující nativní vlastnosti XML databáze. 
Konkrétně jsou to tabulky xcollection, xschema, xtable a xdocument. Tyto tabulky jsou implicitně 
vytvářeny před  vlastní   prací   s  API   rozhraním XML nativní   databáze.  V pravé  části  pak  vidíme 
tabulky vytvářené při mapování XSD schéma a jsou v nich uchovávána data XML dokumentů.  
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Obr. 4.2­1: Relační model nativní databáze. Schéma je společné s diplomovou prací Karla 
Piwka a s databází NeXD vyvíjené na FIT.
Xcollection: XML dokumenty mohou být seskupovány do logických celků resp. obecně by 
každá kolekce měla optimálně obsahovat dokumenty se stejným schématem (můžeme 
optimalizovat rychlost  výsledků  např.  u vyhledávání  při  práci  s celou kolekcí).  Je 
podporována hierarchická struktura a kolekce se můžou zanořovat tj. každá kolekce 
může mít „podkolekce“ atd. Toto podporuje myšlenku, kdy je možno pracovat pouze 
s určitou množinou kolekcí dané kolekce.
Xschema: Toto tabulka uchovává XML schéma každého dokumentu. Reprezentuje přímou 
souvislost   s   relačním modelem databáze  daného  typu dokumentu.  Navíc  je  dobré 
uchovávat celá schémata v originální podobě pro pozdější operace jako např. pozdější 
migrace na na jiná databázová řešení,  podpora změny mapovacího algoritmu a tím 
zajištění možnosti bezztrátové přetransformování databáze apod.
Xdocument:  Tabulka   reprezentuje   fyzické   dokumenty  obsažené   v   jednotlivých  kolekcích 
databáze.  Dále   je   jakýmsi  mostem  mezi   relačním modelem   pro   dané   schéma   a 
tabulkami s uchovávajícími hodnoty XML dokumentů (s tabulkou „table_root“).
Xtable:  Základní   stavební   kámen  relačního modelu  databáze  kam  je  mapována   struktura 
jednotlivých  XML schémat.   Je   to   struktura  nezbytná   pro ukládání   a  vyhledávání, 
obecně pro veškerou práci s fyzickým dokumentem uloženým v databázi, zajištěnou 
API   rozhraním.  Každý   záznam   této   tabulky   v   podstatě   v   souvislosti   s   použitou 
metodou mapování reprezentuje element v dokumentu, který neobsahuje atomickou 
hodnotu tj. daný element obsahuje některé další „podelementy“ definované v XML 
38
schéma.   Konkrétně   záznam   obsahuje   informace   o   jednoznačném   identifikátoru 
záznamu   (elementu),   příslušnost   k   danému   schématu   resp.   dokumentu,   vztah 
s kolekcí, vazbu na rodičovský element, zda­li je „inlinován“ (data jsou pak v tabulce 
rodiče), název elementu, pokud není „inlinován“ tak název fyzické tabulky databáze 
s datovým obsahem elementu (jeho samotného a „inlinovaných“ elementů), seznam 
elementů,  které   jsou uvnitř  daného elementu obsahující  pouze atomické  hodnoty a 
seznam atributů  daného elementu.  Vyplněná  struktura tabulky pro konkrétní  XML 
schéma je zobrazena na obr. 4.2­2.
Obr. 4.2­2: Demonstrační výpis obsahu tabulky xtable
 (konkrétně pro schéma XML souboru předpovědi počasí).
Pro každé schéma uložené v databázi je vytvářen v podstatě jmenný prostor a to ze dvou hlavních 
důvodů, fyzické tabulky jsou lépe v databázi strukturovány a podporuje možnost existence tabulek se 
stejným názvem (nikoli v rámci daného schéma). Možnost konfliktu databáze při stejných názvech je 
řešena i na úrovní programové, přidáváním jednoznačných identifikátorů do názvu tabulky. 
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5 Návrh a implementace
Tato kapitola hovoří  o návrhu a  implementaci  programového rozhraní,  které  aplikacím poskytuje 
uchovávání  a práci s XML dokumenty v jejich nativní  podobě  v relační  databázi.  Nejprve budou 
zmíněny nezbytné požadavky na systém (specifikace požadavků) a poté bude popsána implementace.
5.1 Specifikace požadavků
Rozhraní by mělo poskytovat aplikaci základní funkce nezbytné pro práci práci s XML dokumenty 
v relační   databázi,   výčet   těchto   funkcí   je   shrnut   do   následujících   bodů   (neformální   specifikace 
požadavků):
1. Budou   zajištěny   prostředky   pro   připojení   k   relační   databázi   (včetně   individuálního 
nastavení připojení).
2. Rozhraní bude umět pracovat s XML dokumenty.
3. Tyto dokumenty budou hierarchicky seskupovány v kolekcích.
4. Bude podporováno ukládání dokumentů v relačním modelu.
5. Bude podporováno mazání dokumentů.
6. Systém bude schopen vrátit  celý dokument v podobě,  v jaké  byl vkládán do databáze 
(zachování komentářů ,které nejsou zpracovávány, přesné zachování bílých znaků apod.)
7. Systém bude umožňovat dotazování nad dokumenty pomocí standardu XQuery.
8. Systém bude schopen zobrazit výsledky operací.
5.2 Případy použití
Následující  diagram (obr.  5.2­1) graficky vyjadřuje primární  možnosti  nabízené  rozhraním. Aktér 
reprezentuje   klientskou   aplikaci   využívající   funkce   poskytované   rozhraním.   V   diagramu   jsou 
zobrazeny dva aktéři.  Aktér  s  neinicializovaným API reprezentuje  konzoli  ve  stavu,  kdy nemůže 
využívat funkce API. Po inicializaci se stane aktérem v diagramu s inicializovaným API a může buď 
uložit   XML   dokument   nebo   smazat   dokument,   získat   jeho   původní   obsah,   provést   dotaz   nad 
dokumentem nebo kolekcí.  Když  skončí  práci  s  nativní  databází,  měl  by uvolnit  prostředky API 
rozhraní (v diagramu uvolnění API).   
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Obr. 5.2­1: Use case diagram
5.2.1 Uložení XML dokumentu do databáze – případ použití
Případ použití: Uložení dokumentu do databáze
Identifikátor: UCSTORE0
Popis:
Klientský program uloží XML dokument do kolekce tzn. i jeho data do tabulek databáze. 
Předpoklady:
Program má inicializované API a tím je připojen k databázi. Existuje kolekce a schéma, dokument 
se stejným názvem není v kolekci.
Aktér:
Klientský program
Hlavní tok:
1. Případ použití je aktivován po zavolání metody, která ukládá dokumenty.
2. Pokud neexistuje kolekce nebo schema nebo je již dokument se stejným názvem v kolekci.
1. Dokument není uložen, aplikaci je vrácen chybový kód.
3. Dokument je uložen. 
Tabulka 5.1: Případ použití: Uložení XML dokumentu do databáze.
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5.2.2 Dotaz nad XML dokumentem – případ použití
Případ použití: Dotaz nad XML dokumentem
Identifikátor: UCQUERY0
Popis:
Klientské program spustí dotaz nad zvoleným XML dokumentem.
Předpoklady:
Dokument existuje.
Aktér:
Klientský program
Hlavní tok:
1. Hlavní tok je spuštěn, když chce klientská aplikace provést dotaz.
2. Pokud dokument neexistuje, hlavní tok skončí, klientská aplikace je informována. 
3. API ověří zda­li je dotaz validní.
4. API vykoná dotaz a vrátí  výsledky dotazu. 
Identifikátor: UCQUERY0.E1
1. Případ použití začíná po kroku 3 hlavního toku.
2. Je vrácen chybový kód nesoucí informaci o chybné syntaxi dotazu.
Následné podmínky:
Žádné
Tabulka 5.1: Případ použití: Dotaz nad XML dokumentem.
5.3 Implementace
Celá   aplikační   mezivrstva   je   implementována   v   jazyce   „C“   a   jako   databáze   je   v   konkrétní 
implementaci použita databáze PostgreSQL [34]. 
PostgreSQL je volně dostupný („free“ a „opensource“) objektově relační databázový systém 
(ORDBMS)   primárně   vyvíjený   pro   operační   systémy   Linux,   Unix,   ale   existují   i   varianty 
pro Windows a množství dalších. I když je nynější implementace „šitá“ na databázi PostgreSQL, není 
problém po  drobných  úpravách   (výměny  modulu  pracující   s   databází   a   případná   drobná  úprava 
některých SQL dotazů), systém připravit i pro práci s jiným databázovým systémem. V implementaci 
jsou využívány pouze čistě relační  vlastnosti této databáze, není  využívána podpora XML (kterou 
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také tato databáze disponuje), nicméně dovedu si představit situace, kdy bychom mohli dodatečně 
v budoucích   verzích   této   podpory   využít.   Např.   pokud   bychom   chtěli   pomocí   XML   podpory 
dodatečně zpracovávat smíšený obsah (textově orientované XML dokumenty). Toto však nechám na 
budoucím   zvážení,   zda­li   se   nepokusit   vyřešit   problém   čistě   pomocí   relačních   tabulek   a 
„standardních“   datových   typů.   Toto   řešení   by   zajišťovalo   téměř   stoprocentní   kompatibilitu   při 
přechodu na jiné databázové systémy nebo na databáze bez XML podpory. 
Rozhraní jsem se snažil implementovat modulárně a dále s tím, aby následné budoucí úpravy 
byly snadno aplikovatelné.
5.3.1 Topologie a hlavní moduly aplikace
Na obrázku 5.3­1 můžeme názorně vidět jaké moduly zajišťují nejpodstatnější  funkčnosti systému. 
Jednotlivé moduly jsou pak rozebrány dále v textu.
Obr. 5.3­1: Moduly aplikačního rozhraní. 
Modul xdbc­api
Hlavní  modul   rozhraní   v   podstatě   abstraktně   reprezentuje   (zaobaluje)   funkce   ostatních  modulů 
poskytuje klientské  aplikaci „koncové“ možnosti  pro práci s XML dokumenty v relační  databázi. 
V souvislosti s „moderními“ praktikami programování a zejména u aplikací typu rozhraní, by funkce 
měly i v pozdějších verzích, úpravách algoritmů apod. zachovávat zcela jistě své názvy a pokud to jen 
půjde i strukturu výstupů.  Tyto funkce resp. jejich prototypy jsou v souvislosti s implementačním 
jazykem „C“ zapsány samozřejmě v hlavičkovém souboru tohoto modulu.
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Za zmínku stojí zcela jistě následující funkce: 
1. int   XDBC_ApiInit(const   char   *   conninfo):   Inicializuje   aplikační   rozhraní   a 
uchovává připojení k databázi. Před ukončením programu nebo v místě programu, kde 
víme,   že   již   nebudeme   pracovat   s   rozhraním   musíme   zavolat   funkci  void 
XDBC_ApiClose(), pro uvolnění paměti použitých knihoven apod.
2. int XDBC_saveXMLtoDB(const char * collectionname, const char * idschema, 
const char * docname, const char * file):  Ukládá XML dokument do databáze a 
příslušné kolekce. Pomocí návratové hodnoty je možno kontrolovat úspěšnost resp. jsou 
postihnuty i některé konkrétní důvody při neúspěchu.
3. int   XDBC_deleteXMLDocument(const   char   *   collectionname,   const   char   * 
documentname): Maže dokument uložený v databázi.
4. char   *   XDBC_getOriginalXMLDocument(const   char   *   collectionname,   const 
char * documentname): Vrací původně vkládaný dokument se zachováním komentářů 
apod. (při ukládání do databáze je uložen do textového pole i originální soubor). 
5. struct   prepareQueryRes   *   XDBC_prepareQuery(const   char   *   query,   const 
char * collectionname, const char * documentname):  Funkce   předzpracuje   a 
připraví XPath dotaz nad danými dokumenty.
6. void XDBC_printQueryResults(struct prepareQueryRes * pqr):  Zobrazí výsledky 
daného dotazu.
Modul dbconn
Jedná se   o „konektor“ připojení s databází PostgreSQL. Poskytuje funkce pro SQL dotazy a jejich 
výsledky, transakce apod.,  využívá  knihovnu „libpq“, což  je v podstatě  ODBC aplikační  rozhraní 
napsané v jazyce „C“ přímo od vývojářů komunity okolo PostgreSQL. Tento modul by se zcela jistě 
měnil v případě přechodu na jiný databázový systém.
Modul xmlreader
Modul nezbytně nutný k „parsování“ XML dokumentů (při ukládání dokumentu do databáze). Jako 
základ pro zpracování využívá knihovnu „libxml2“ resp. její rozhraní s názvem „xmlreader“, které 
postupně  čte a zpracovává  XML dokument po jeho uzlech a reaguje událostmi. I  když   je vlastní 
ukládání  dokumentu v  jiném modulu a   tento modul  slouží  primárně  k zajištění  spolupráce právě 
s „xmlreaderem“ knihovny „libxml2“, základní principy při ukládání XML dokumentu popíši zde.
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V jednoduchosti je princip následující. „Libxml“ zpracovává jednotlivé uzly a v každém kroku 
je kontrolováno o jaký typ uzlu se jedná. Prakticky se primárně rozlišuje pouze, zda jde o počáteční 
značku elementu (uzel) nebo koncovou značku elementu (uzel). Jsme­li v počátečním uzlu elementu a 
narazíme­li  na element  komplexního typu,  který  není  „inliniván“ tzn.  existuje pro něj  v databázi 
fyzická tabulka, tak tento element do této tabulky vložíme jako nový záznam. Elementy a atributy 
(atributy jsou „inlinovány“ vždy a to do tabulky prvního „neinlinovaného“ předchůdce s fyzickou 
tabulkou), které se nacházejí uvnitř „neinlinovaného“ prvku se zaznamenávají a ukládají do databáze 
v   momentě   kdy   „libxml2“   narazí   na   koncovou   značku   „neinlinovaného“   rodičovského   prvku. 
K mapování   a   rozhodování,   zda   se   jedná   o   „inlinovaný“   resp.   „neinlinovaných“   prvek 
resp. „inlinovaný“  atribut,   je  užívána v  „C“  implementaci   struktura   („struct“)  kopírující   záznamy 
pro dané schéma dokumentu v „meta“ tabulce „xtable“ (obr. 4.2­2).
Zdrojový kód 5.1: Ukázka struktury v jazyce „C“ používané při procesu vkládání XML 
dokumentu do databáze (struktura je využívána i při jiných procesech, proto obsahuje i další, 
pro vkládání nepodstatné proměnné).
struct xtable { 
struct xtable * next; 
struct xtable * xtable; 
int id; 
int collection; 
int schema; 
int parent_table; 
int inlined; 
char * element; 
char * table_name; 
struct element_list * firstinellist; 
struct attribute_list * firstinattlist;  
struct xmeta * meta; 
//rozsireni pro store ­ ukladani do db 
int lastdbid; 
int auxTextStrAlocatedSize; 
char * auxTextStr; 
char * auxAttrStr; 
char * dbColPref; 
 
int iddocument; 
char * dbschema; 
};
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Modul xpathExpressionParser a xpathExpressionTokens
Tyto dva moduly zajišťují zpracování výrazu podmnožiny dotazovacího jazyka XQuery, především 
XPath   výrazy,   související   s   dotazováním   nad   dokumenty   XML.   Výrazy   byly   implementačně 
zpracovávány podle standardů a doporučení XQuery/XPath na stránkách konsorcia W3C [22] a [19], 
celou zpracovávanou syntaxi XPath výrazů můžeme vidět v příloze A.
Před zpracováním jednotlivých výrazů je nejprve potřeba předzpracovat výraz na takzvané 
tokeny (zajišťuje modul zpathExpressionTokens), jež jsou v podstatě atomické hodnoty ze kterých se 
výraz skládá. Například to jsou identifikátory os, různé operátory, typ NCName, Number, Literal a 
další.  Tokeny tak se  za  sebou ve výrazu vyskytují   jsou uchovávány a v   jednosměrném seznamu 
s prvky struktury Token (konkrétně ukázána ve zdrojovém kódu 5.1).
Zdrojový kód 5.2: Struktura Token tvořící jednosměrný seznam zpracovávaných atomických hodnot 
výrazu. 
struct Token { 
int kind; 
int beginLine; 
int beginColumn; 
int endLine; 
int endColumn; 
char * image; 
char * value; 
struct Token * next; 
struct Token * specialToken; 
};
Tento   seznam   je   dále   zpracováván   (tokeny   jsou   takzvaně   „konzumovány“)   modulem 
xpathExpressionParser.  Podle možné  syntaxe výrazu (příloha A) a přístupem „shora­dolů“ („Top­
bottom“)   je   vytvářen   konečný   objekt   reprezentující   dotazovací   výraz.   Objekt   (struct 
xPathExprObj)   je v  zásadě  složen ze struktur  odpovídající   jednotlivým logickým částem výrazu, 
konkrétně  struct   xPathLocationPath,  struct   xPathStep,  struct   xPathStepPredicate  a 
struct   xPathStepPredicateObj.   Proces   „konzumace“   tokenů   je   relativně   jednoduchý, 
zpracováváme aktuální token a pokud vyhovuje podmínkám přechodu do dalšího „stavu“ ve výrazu a 
je „zkonzumován“ (odstraněn ze seznamu) a přechází se do následujícího stavu. Pokus se ocitneme 
ve  stavu, kdy aktuální „token“ nevyhovuje žádným  dalším podmínkám nebo se po zpracování všech 
„tokenů“  nenacházíme v   jednom z  koncových   stavů,   je   vrácen   chybový   kód  o   chybné   syntaxi. 
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Zpracujeme­li celý  seznam „tokenů“ a nacházíme­li se v některém z akceptovatelných koncových 
stavů považujeme výraz za korektní.
Modul map   
Zpracovaný výraz dotazu mapuje na relační model databáze čili zpracovává jednotlivé kroky výrazu a 
vytváří konečnou množinu uzlů vyhovující dotazu a tuto množinu převádí na konečný SQL dotaz, 
obvykle   tvořený   spojením  několika   tabulek.  Konečná  množina   je   výsledkem   postupné   redukce 
počáteční množiny (vytvořené v prvním kroku) v každém následujícím kroku. Množina a  její prvek 
realizují struktury struct xpathNodeResultset, struct xpathNode.  
Zdrojový kód 5.3: Implementační struktury reprezentující množinu uzlů a uzel. 
struct xpathNodeResultset { 
struct xpathNodeResultset * next; 
struct xpathNodeResultset * prev; 
struct xpathNode * nodelist; 
int stepNum; 
struct xPathStep * step; 
int errCode; 
}; 
struct xpathNode { 
struct xpathNode * next; 
struct xtable * xtableRow; 
struct xpathNodeResultset * rs; 
struct xpathNode * parentNode; 
struct xpathNode * childNode; 
struct predicatesWhere * pw; 
char * element; 
int type; 
};
V poslední   řadě   tento modul  zpracovává   výsledek  sestaveného SQL dotazu  a  vypisuje  výsledky 
na standardní výstup.
5.3.2 Konzolová aplikace
Pro účely demonstrace funkčnosti realizovaného aplikační mezivrstvy a pro testování byla vytvořena 
jednoduchá konzolová aplikace, která je přiložena společně s textem diplomové práce a zdrojovými 
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kódy API rozhraní i na CD. Pomocí této aplikace je možné vkládat, mazat, vracet originálně uložené 
XML   dokumenty   a   provádět   dotazy   nad   dokumentem.   Standardně   jsou   výstupy   zobrazeny 
na „stdout“.
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6 Testování
Tato kapitola se zabývá výkonovými testy API rozhraní. Při testování navazuji na testy provedené 
v diplomové   práci   Radima   Hernycha   [32]   a   porovnávám   je   se   svými.   Jsou   využívány   stejné 
dotazovací výrazy a identické vstupní testovací data, nicméně parametry stroje, na kterém byly testy 
provedeny se z pochopitelných důvodů liší. 
6.1 Rekapitulace testů
Radim   Hernych   srovnával   výkonové   testy   svého   API   rozhraní,   které   označuje   názvem   xDB 
(implementováno v jazyce Java) s nativním databázovým řešením eXist verze 1.2.5. API rozhraní 
stejně  jako v mé práci využívalo databázi PostgreSQL, rozdíl  je pouze ve verzi,  kdy on používal 
PostgreSQL 8.3.7 a mé API pracuje s verzí 8.4. Jako testovací množina dat byla využita reálná data 
počasí ze služby [35], čítající celkem 1000 XML dokumentů. Data byla vložena do databáze v rámci 
jedné kolekce, na které bylo prováděno testování. Dále uvádí, že veškeré testy prováděl 3krát a to 
konkrétně na testovacím stroji s parametry: notebook Intel Celeron M 1.6 Mhz, 2GB operační paměti 
a ATA disk s 5400 otáčkami za minuty.  
6.2 Testovací dotazy
ID Dotaz Popis
Q1 /weather/head/locale Absolutní cesta.
Q2 weather/dayf/day[1]/part/wind Absolutní cesta s indexem elementu.
Q3 weather/dayf/day[1]/part/wind/* Absolutní   cesta   s   indexem   elementu   a 
výběrem všech podřízených prvků.
Q4 //wind Výběr   elementu   wind   bez   ohledu   na 
umístění v dokumentu.
Q5 //cc/wind/* Výběr   elementů   cc  kdekoliv  v  dokumentu 
společně   s   výběrem   všech   podřízených 
elementů.
Q6 //day[2][hi>75]/part/wind/* Současné použití indexu a predikátu.
Q7 //cc[obst=“Brno, CZECH REPUBLIC“]/wind Predikát na rovnost hodnoty elementu.
Q8 //day[@t='Saturday']/part[1] Predikát   s   testem   atributu   a   index 
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podřízeného elementu.
Q9 //day[@t!='Saturday']/part[@p!='n'] Predikáty ve více krocích.
Q10 //part/wind Výběr   všech   elementů   wind,   které   jsou 
přímými potomky elementu part.
Q11 //part/wind/* Výběr   všech   přímých   potomků   elementu 
wind, které jsou přímými potomky elementu 
part.
Tabulka 6.1: Testovací dotazy (převzaté z [32])  
6.3 Způsob testování
K testovacím účelům slouží konzolová aplikace, která byla vytvořena primárně pro demonstrační a 
testovací účely. Měření je provedeno 10krát a výsledky jsou zprůměrovány a zapsány do tabulky 6.2. 
Pro každý dotaz rozeznávám tři měřitelné hodnoty časů v milisekundách:
1. T1: Představuje čas přípravy dotazu. Jedná se především o parsování dotazovacího výrazu a 
přípravu potřebných struktur. Jak je konkrétně čas měřen, ukazuje zdrojový kód 6.1.
2. T2: Je naměřený čas SQL dotazu transformovaného z dotazovacího výrazu a režie knihovny 
lib­pq. Vztahuje se k němu Zdrojový kód 6.2.
3. T3:  Představuje  celkový  čas  včetně  ostatních  zbývajících operací  při   rekonstrukci  včetně 
vypsání výsledků na standardní výstup (zdrojový kód 6.1). 
Zdrojový kód 6.1: Způsob měření času T1 a T3.
struct timeval * tv1 = (struct timeval *) malloc(sizeof(struct timeval)); 
struct timeval * tv2 = (struct timeval *) malloc(sizeof(struct timeval)); 
truct timeval * tv3 = (struct timeval *) malloc(sizeof(struct timeval)); 
gettimeofday(tv1, NULL); 
struct prepareQueryRes * pr = XDBC_prepareQuery(params­>xpathexpression, 
params­>collectionname, params­>documentname); 
gettimeofday(tv2, NULL); 
//T1 = (long int)(tv2­>tv_sec­tv1­>tv_sec)*1000 + ((long int)(tv2­>tv_usec­tv1­
>tv_usec)/1000)
if(pr­>errCode < 0) 
{ 
printf("Priprava dotazu se nezdarila (errCode: %d).\n", pr­>errCode); 
switch(pr­>errCode) 
{ 
case XDB_PREPAREQUERY_EXPRESSIONERROR: 
{ 
printf("­XPath expression Syntax error.\n"); 
break; 
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} 
} 
} 
else 
{   
XDBC_printQueryResults(pr); 
XDBC_prepareQueryFree(pr); 
} 
gettimeofday(tv3, NULL);
// T3 = (long int)(tv3­>tv_sec­tv1­>tv_sec)*1000 + ((long int)(tv3­>tv_usec­tv1­
>tv_usec)/1000)
Zdrojový kód 6.1: Způsob měření času T2.
void ** dbres;  
struct timeval * tv1 = (struct timeval *) malloc(sizeof(struct timeval)); 
struct timeval * tv2 = (struct timeval *) malloc(sizeof(struct timeval)); 
gettimeofday(tv1, NULL);  
if( (dbres = ((void *)db_query(sql, (void *)dbconn))) == 0) 
{  
freeString(sql); 
return ­1;  
}  
gettimeofday(tv2, NULL);
// T2 = (long int)(tv2­>tv_sec­tv1­>tv_sec)*1000 + ((long int)(tv2­>tv_usec­tv1­
>tv_usec)/1000)
Parametry testovacího stroje: Notebook s procesorem Intel Pentium Dothan 1.6, 1MB Cache, 1MB 
operační paměti, Linuxový systém Ubuntu bootovaný z externího HDD s 5400 otáčkami za minutu. 
6.4 Naměřené výsledky
Dotaz Poč. výsl. xDB eXist API impl. v této práci
Čas dotazu Celkem Čas dotazu Celkem T1 T2 T3
Q1 1000 120 192 146 6140 5 957 1110
Q2 2000 140 3750 203 11219 5 708 2678
Q3 8000 140 3755 593 37567 4 177 2552
Q4 11000 145 9760 467 51848 4 263 4311
Q5 4000 120 275 307 19760 5 1121 4946
Q6 5144 140 2453 390 22494 6 198 1226
Q7 56 125 208 78 609 8 152 163
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Q8 1000 140 4041 281 6453 7 118 2288
Q9 1000 125 4010 344 6500 7 175 4884
Q10 10000 141 9776 532 47078 6 181 4259
Q11 40000 141 9823 2156 177817 6 165 2652
Tabulka 6.2: Výsledky a srovnání testů.
Z tabulky 6.2 je vidět, že implementace pomocí relační databáze v jazyce C se zdá být v konečných 
výsledcích nejrychlejší, avšak má nestálé dotazy oproti jiným řešením. Každý systém používá svoji 
implementaci a v poslední řadě mohly výsledky ovlivnit i parametry jednotlivých strojů.  
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7 Závěr
V rámci realizace diplomové práce jsem musel nastudovat a zároveň obohatit své vědomosti v oblasti 
značkovacího jazyka XML a s ním související  technologie jako jsou schémata XML (DTD, XSD 
apod.), transformace XML dokumentů, dotazování a další. Seznámit se s dosud pro mě neznámými 
pojmy „nativní“ XML databáze, „XML­enabled“ databáze (databáze s podporou XML),  samozřejmě 
také s jejich principy a dále pak s některými konkrétními realizacemi databázových systémů (DB2 
Extender od firmy IBM, MS SQL Server, Oracle XML DB, nativní databází eXist a dalšími), které 
tyto techniky podporují. V neposlední řade prostudovat rozdělení typů XML dokumentů a metody 
mapování XML modelů na modely relační.
Cílem bylo navázat na předchozí práce a poznatky studentů v této oblasti a navrhnout aplikační 
rozhraní implementované v jazyce C, které zajistí podporu pro aplikace pracující s XML dokumenty 
v jejich nativní podobě a relační databází. V závěru jsem provedl výkonové testy implementovaného 
řešení a patřičné vyhodnocení. K tomu bylo potřeba navrhnout a zrealizovat jednoduchou konzolovou 
aplikaci. 
Z osobního hlediska mohu hodnotit, že téma bylo velmi zajímavé, rozšířilo mé obzory v oblasti 
XML technologií a persistence v databázových systémech, bylo jednoznačným přínosem. 
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Příloha A
EBNF gramatika XPath a její grafická reprezentace
LocationPath            =    RelativeLocationPath
                                   | AbsoluteLocationPath.
AbsoluteLocationPath    =    '/' RelativeLocationPath?
                                       | AbbreviatedAbsoluteLocationPath.
RelativeLocationPath    =    Step
                                   | RelativeLocationPath '/' Step
                                   | AbbreviatedRelativeLocationPath.
Step             =    AxisSpecifier NodeTest Predicate*
                            | AbbreviatedStep.
AxisSpecifier    =    AxisName '::'
                            | AbbreviatedAxisSpecifier.
AxisName    =    'ancestor'    | 'ancestor­or­self'
                        | 'attribute'
                        | 'child'
                        | 'descendant'  | 'descendant­or­self'
                        | 'following'   | 'following­sibling'
                        | 'namespace'
                        | 'parent'
                        | 'preceding'   | 'preceding­sibling'
                        | 'self'.
NodeTest    =    WildcardName | NodeType '(' ')'
                       | 'processing­instruction' '(' Literal ')'.
Predicate        =    '[' PredicateExpr ']'.
PredicateExpr    =    Expr.
AbbreviatedAbsoluteLocationPath    =    '//'
                   RelativeLocationPath.
AbbreviatedRelativeLocationPath    =    RelativeLocationPath
                                                 '//' Step.
AbbreviatedStep                    =    '.' | '..'.
AbbreviatedAxisSpecifier           =    '@'?.
Expr           =    OrExpr.
PrimaryExpr    =    VariableReference
                           | '(' Expr ')'     | Literal
                           | Number           | FunctionCall.
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FunctionCall    =    FunctionName '(' ( Argument ( ','
                              Argument)*)? ')'.
Argument        =    Expr.
UnionExpr     =    PathExpr | UnionExpr '|' PathExpr.
PathExpr      =    LocationPath
                          | FilterExpr
                          | FilterExpr '/' RelativeLocationPath
                          | FilterExpr '//' RelativeLocationPath.
FilterExpr    =    PrimaryExpr | FilterExpr Predicate.
OrExpr            =    AndExpr | OrExpr 'or' AndExpr.
AndExpr           =    EqualityExpr
                  | AndExpr 'and' EqualityExpr.
EqualityExpr      =    RelationalExpr
                              | EqualityExpr '=' RelationalExpr
                              | EqualityExpr '!=' RelationalExpr.
RelationalExpr    =    AdditiveExpr
                              | RelationalExpr '<' AdditiveExpr
                              | RelationalExpr '>' AdditiveExpr
                              | RelationalExpr '<=' AdditiveExpr
                              | RelationalExpr '>=' AdditiveExpr.
AdditiveExpr          =    MultiplicativeExpr
                                  | AdditiveExpr '+' MultiplicativeExpr
                                  | AdditiveExpr '­' MultiplicativeExpr.
MultiplicativeExpr    =    UnaryExpr
                                  | MultiplicativeExpr MultiplyOperator
                                    UnaryExpr
                                  | MultiplicativeExpr 'div' UnaryExpr
                                  | MultiplicativeExpr 'mod' UnaryExpr.
UnaryExpr             =    UnionExpr
                                  | '­' UnaryExpr.
ExprToken            =    '(' | ')' | '[' | ']' | '.' | '..' |
                                   '@' | ',' | '::'
                                 | WildcardName
                                 | NodeType
                                 | Operator
                                 | FunctionName
                                 | AxisName
                                 | Literal
                                 | Number
                                 | VariableReference.
Literal              =    '"' StringWithoutQuote '"'
                                 | "'" StringWithoutApostrophe "'".
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Number               =    Digits ('.' Digits?)?
                                 | '.' Digits.
Operator             =    OperatorName
                                 | MultiplyOperator
                                 | '/'  | '//' | '|'  | '+' | '­' | '='
                                 | '!=' | '<'  | '<=' | '>' | '>='.
OperatorName         =    'and' | 'or' | 'mod' | 'div'.
MultiplyOperator     =    '*'.
FunctionName         =    QNameButNotNodeType.
VariableReference    =    '$' QName.
WildcardName         =    '*'
                                 | NCName ':' '*'
                                 | QName.
NodeType             =    'comment'
                                 | 'text'
                                 | 'processing­instruction'
                                 | 'node'.
ExprWhitespace       =    S.
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Příloha B
Obsah přiloženého média
/CD/dip/Nativni_XML_databaze_s_rozhranim_XQuery.pdf Diplomová práce v formátu PDF.
/CD/dip/Nativni_XML_databaze_s_rozhranim_XQuery.odt Diplomová   práce   ve   zdrojovém 
formátu aplikace OpenOffice.
/CD/xdbc­api/ Adresář realizovaného API
/CD/xdbc­api/input Data pro práci s API.
/CD/xdbc­api/db Skripty pro vytvoření databázových 
tabulek. 
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Příloha C
Stručný návod ke konzolové aplikaci pracující s API
Konzolová aplikace byla vytvořena pro účely ověření funkčnosti realizovaného aplikačního rozhraní. 
Poskytuje služby pro práci s XML dokumenty a relační databází. Aplikace vykonává poskytované 
funkce na základě parametrů příkazové řádky při spuštění. 
Parametry a formát vstupů příkazové řádky je zobrazen v následující tabulce.
Parametr Formát možného vstupu Popis
­u databsename:'xdbc'//url:port/collectionname[/docume
ntname]
Nastavení   připojení   k  databázi, 
jméno kolekce a volitelně jméno 
dokumentu.
­l ­l username Uživatelské jméno pro přístup k 
databázi.
­p ­p password Uživatelské heslo.
­i ­i documentname  path_to_xml_file  idschema Vloží dokument do databáze.
­d ­d Smaže   dokument.   Jméno 
kolekce a dokumentu jsou brány 
ze vstupu parametru „­u“.
­g ­g Vrátí   původně   vkládaný 
dokument   (kolekce   a   jméno 
dokumentu u parametru „­u“).
­q ­q query Zpracuje   dotaz   nad 
dokumentem/kolekcí (parametry 
u „­u“).
Parametry   „­u“,   „­l“   a   „­p“   jsou   povinné.  Bez   nich   nebude  možno   se   připojit   k   databázovému 
systému.
64
