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Obsahem této diplomové práce je popis a realizace ovladače vybraných periferních 
zařízení pomocí procesorového modulu RabbitCore RCM3700 založeného na 
mikroprocesoru Rabbit 3000 s možností ovládání pomocí webového rozhraní. 
Ovládaní zařízení pomocí webového rozhraní nabírá v dnešní době vysokých 
nároků spotřebitelů na významu. Interaktivita takových zařízení sahá od jednoduchého 
oznamování událostí např. pomocí SMS zpráv po komplexní řídicí systémy pro 
domácnosti tvořící základ inteligentních domů. Spotřebitel si dnes může vybrat z 
hotových, ale poměrně drahých řešení, nebo si vybuduje takový systém sám. Jako první 
možnost pro stavbu svépomoci se nabízí osobní počítač. Druhá, složitější ale v 
konečném důsledku efektivnější je možnost využití jednočipových mikroprocesorů. V 
této práci byla využita právě druhá možnost a byl vybrán modul s mikroprocesorem se 
zabudovaným síťovím rozhraním. K tomuto modulu byly jako periferie vybrány LCD 
displej a digitální teplotní senzory. Tyto periferie byly blíže specifikovány a také i jejich 
popis ovládání. Na základě těchto informací je v závěru práce navržena hardwarová i 
softwarová část ovladače a je v práci uvedena spolu s její stručným popisem. 
 
Klíčová slova:  mikroprocesor Rabbit 3000, procesorový modul RCM3700, webové 










This diploma thesis deals with description and subsequent implementation of web 
interface and control device for selected periphery devices through the use of processor 
module RabbitCore RCM3700 which is based on microprocessor Rabbit 3000.  
The importance of web interface based control is currently raised because of higher 
customers’ claims. Interactivity of these devices contains wide range of services, from 
simple event communication by text messages to complex driving systems for home 
which create the base of intelligent house. The customer can choose either the complete 
and more expensive solution or self-created one. There are two possible ways of 
creation. The first way is through the use of personal computer. The second one, more 
complex but also more effective, is by single-chip microprocessor. In this thesis the 
second one way is used. The module with processor with build-in web interface was 
used. Description and the way of control are given for this module and also for selected 
periphery devices, the LCD and digital temperature sensors. At the end the hardware 
and software part of control device is designed on the basis of gained information. The 
thesis contains also its brief description. 
 
Keywords: microprocessor Rabbit 3000, processor module RCM3700, web interface, 
controlling, LCD display, temperature sensor 
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V dnešnej dobe sú nároky spotrebiteľov na zariadenia do domácnosti a spotrebnú 
elektroniku oveľa vyššie ako tomu bolo v minulosti. V súvislosti s dostupnosťou 
internetu sa pre nich otvára zaujímavá možnosť ovládania týchto zariadení práve 
pomocou tohto typu pripojenia. Existuje viacero typov takýchto zariadení. Niektoré 
využívajú výhody mobilnej komunikácie. Interaktivita je však v tomto prípade 
minimálna a tento spôsob komunikácie sa používa hlavne na poskytovanie informácií 
(napr. SMS upozorňujúca majiteľa na narušenie objektu). Internet prináša oveľa väčšiu 
interaktivitu teda aj veľké možnosti nastavenia cez webové rozhranie, ktoré je 
užívateľsky oveľa prívetivejšie. Taktiež umožňuje prenos multimediálnych informácií, 
čo je pri množstve aplikácií značná výhoda (napr. spomínané sledovanie objektu 
pomocou webovej kamery). Tento typ ovládania sa dostáva do popredia aj vďaka 
komplexným systémom schopným pokryť riadenie celej domácnosti z jedného miesta, 
ktoré tvoria základ tzv. inteligentných budov. 
Mnohí užívatelia siahnu buď po hotových ale pomerne drahých riešeniach alebo si 
tento systém vybudujú svojpomocne. Pri budovaní takého systému svojpomocne sa 
vďaka svojej jednoduchosti ponúka možnosť riadenia pomocou osobného počítača PC. 
Nevýhod takého riešenia je ale veľa: pomerne vysoká investícia, vysoké prevádzkové 
náklady, jednoúčelnosť, ... Ďalšou možnosťou je použitie lacnejšieho ale v mnohých 
prípadoch konštrukčne oveľa náročnejšieho riešenia – jednočipových mikroprocesorov. 
Pri väčšine z nich je však implementácia webového servera značne zložitá. Jedným 
z riešení implementácie tohto spôsobu riadenia predstavujú mikroprocesory rady Rabbit 
od firmy Rabbit Semiconductors a najmä moduly založené na týchto procesoroch. Tieto 
moduly môžu obsahovať pripojenie do počítačovej siete (teda aj internetu) buď káblové 
alebo bezdrôtové (napr. WiFi) pomocou celej rady prenosových protokolov. Navyše sú 
dodávané s vývojovým prostredím Dynamic C ktoré zjednodušuje implementáciu ako 
webového servera tak aj jeho zabezpečenia pred neoprávneným prístupom. 
Táto práca je zameraná na procesor Rabbit 3000 a na ňom postavenom module 
RabbitCore RCM3700 ktorý obsahuje jedno ethernetové rozhranie. Práve tento modul 




1 Mikroprocesor Rabbit 3000 
Mikroprocesor Rabbit 3000 ([1], [2]) od spoločnosti Rabbit Semiconductors je  
8-bitový mikroprocesor špeciálne navrhnutý pre embedded1 systémy, komunikáciu  
a sieť ethernet. Jeho pracovná frekvencia môže byť až 55,5 MHz (v závislosti  
od veľkosti napájacieho napätia a použitého kryštálu) a obsahuje pamäť veľkosti 1 MB 
pre programový kód v jazyku C a dáta. 
 
Obr.  1.1: Bloková schéma procesora Rabbit 3000 
                                                 
1
 embedded systém (vstavaný, zabudovaný systém) – jednoúčelový systém s riadiacim počítačom 
zabudovaný do ovládaného zariadenia 
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1.1 Periférie a vlastnosti procesora 
1.1.1 Vstupy 
Procesor Rabbit 3000 pracuje s napätiami od 1,8 V do 3,6 V, ale väčšina jeho 
vstupov (okrem vstupov napájania a vyrovnávacej pamäte oscilátora) môže pracovať 
s napätím 5 V. Táto vlastnosť dovoľuje pripojiť 5 V zariadenia s vhodnou hodnotou 
prahového napätia priamo k procesoru (napr. súčiastky rodiny HCT). 
1.1.2 Sériové porty 
Procesor obsahuje 6 sériových portov A-F, ktoré môžu pracovať v asynchrónnom 
režime až do rýchlosti 1/8 systémovej frekvencie. Asynchrónne porty používajú  
7-bitový alebo 8-bitový dátový formát s paritou alebo bez nej. Podporovaný je aj  
9-bitový formát, kde dodatočný bit označuje prvý byte správy. Softvérový ovládač 
sériového portu môže oznámiť vyslanie posledného bytu správy z výstupného 
posuvného registra, čo je dôležitá vlastnosť pri komunikácii cez rozhranie RS-485, keď 
sa smer prenosu nesmie otočiť skôr, ako bol vyslaný posledný bit (polo-duplexný 
prenos). 
Sériové porty A-D môžu pracovať aj v synchrónnom prenosovom režime kedy sa 
dáta prijímajú alebo vysielajú s hodinovým taktom. Ako zdroj hodinového signálu môže 
slúžiť samotný procesor (max. prenosová rýchlosť je 1/2 rýchlosti systémovej 
frekvencie) alebo pripojené zariadenie (max. prenosová rýchlosť je 1/6 rýchlosti 
systémovej frekvencie). Tento prenosový režim môže slúžiť aj na podporu zariadení  
pre zbernicu SPI. Sériový port A slúži zároveň na nahrávanie programového kódu  
do procesora a na „studený štart“ systému po reštarte. 
Sériové porty E a F navyše podporujú synchrónnu komunikáciu v režime 
SDLC/HDLC. 
Všetky sériové porty majú špeciálny časovací režim umožňujúci podporu rozhrania 
IrDA. 
1.1.3 Systémové hodiny 
Hlavný oscilátor používa externý kryštál s frekvenciami typicky v rozsahu  
1,8 MHz – 26 MHz. Hodinový takt procesora je rovný buď priamo frekvencii oscilátora 
alebo je od nej odvodený delením hodnotami 2, 4, 6 alebo 8. Pri nízkopríkonovom 
režime môže byť tiež riadený oscilátorom hodín reálneho času s frekvenciou  
32,768 kHz. V tomto prípade je možné hlavný oscilátor softvérovo vypnúť. 
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1.1.4 Vstup pre oscilátor 32,768 kHz 
32,768 kHz hodiny sú použité na riadenie batériou zálohovaného interného  
48-bitového čítača, ktorý plní funkciu hodín reálneho času. Tento čítač je možné 
nastavovať alebo z neho čítať softvérovo a je určený na uchovávanie dátumu a času. Má 
dostatočný počet bitov na uchovanie dátumu na viac ako sto rokov. 
Tento vstup slúži zároveň na riadenie časovača „watchdog“ a generuje hodinový 
signál pre sériový port A počas „studeného“ štartu systému. 
1.1.5 Paralelné vstupy a výstupy 
Rabbit 3000 obsahuje 56 vstupno/výstupných liniek rozdelených na sedem  
8-bitových portov A-G, pričom väčšina z nich má aj alternatívne využitie (napr. sériový 
prenos). Paralelné porty D-G môžu mať časovo synchronizovaný výstup. 
 
 
Obr.  1.2: Kaskádový výstupný register paralelných portov D a E 
 
Dáta sú ukladané do registra prvej úrovne, odkiaľ sú postupne prenášané  
do výstupného registra s taktom vybraného hodinového signálu. Vybraný hodinový 
signál môže byť buď výstup časovača A1, B1, B2 alebo z vonkajších hodín. Signál  
z časovača môže spôsobiť prerušenie, ktoré možno použiť na nastavenie ďalšieho bitu 
na výstup pri nasledujúcom impulze časovača. Táto vlastnosť umožňuje generovať 
riadené impulzy s hranami uloženými v čase s vysokou presnosťou, čo možno využiť 





Obr.  1.3: Filtrovanie vstupu 
Vstupy paralelných portov sú filtrované kaskádou klopných obvodov typu D  
(viď. Obr.  1.3). Táto kaskáda zabraňuje nerozpoznaniu vstupných impulzov kratších 
ako sú impulzy hodinového signálu. 
Vzhľadom na to, že sú paralelné porty využité v realizovanom zapojení, je im 
v nasledujúcom texte venovaný rozsiahlejší popis. Všetky porty majú štandardne 
funkciu paralelných vstupno/výstupný portov. 
Paralelný port A 
Paralelný port A môže okrem štandardného vstupno/výstupného portu slúžiť ako 
Slave port alebo ako vstupno/výstupná dátová zbernica (ich popis je uvedený v texte 
nižšie). 
 
Názov registra Zástupný výraz I/O adresa R/W Stav po resete 
Port A Data Register PADR 0x30 R/W XXXXXXXX 
Slave Port Control Register SPCR 0x24 R/W 0XX00000 
Tab.  1.1: Registre paralelného portu A 
V Tab.  1.1 sú uvedené registre tohto paralelného portu. Register SPCR slúži  
na konfiguráciu portu. Zápisom hodnoty 0x80 sa dátový register PADR nastaví ako 
vstupný, zápisom hodnoty 0x84 ako výstupný. Z uvedeného vyplýva, že hodnota 
uložená do registra PADR sa objaví priamo na výstupe portu (ak je nastavený ako 
výstupný) a naopak hodnota privedená na tento port sa objaví v registri PADR (ak je 
nastavený ako vstupný). 
Paralelný port B 
Paralelný port B môže alternatívne slúžiť ako riadenie pre Slave port, ako 
vstupno/výstupná adresná zbernica alebo na pripojenie hodinového signálu  
pri synchrónnom prenosovom režime pre sériové porty A a B. 
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Názov registra Zástupný výraz I/O adresa R/W Stav po resete 
Port B Data Register PBDR 0x40 R/W 00XXXXXX 
Port B Data Direction Register PBDDR 0x47 W 11000000 
Tab.  1.2: Registre paralelného portu B 
Registre paralelného portu B sú uvedené v Tab.  1.2. Na rozdiel od paralelného 
portu A, smer prenosu je možné prideliť každému bitu registra PBDR samostatne 
pomocou konfiguračného registra PBDDR (na tento register je možný len zápis). 
Zápisom hodnoty „1“ na určitú pozíciu registra PBDDR sa bit na rovnakej pozícii 
registra PBDR nastaví ako výstupný a opačne pri zápise hodnoty „0“ ako vstupný. 
V prípade že je povolená pomocná vstupno/výstupná zbernica (pomocou registra 
SPCR), slúžia bity PB2 - PB7 ako adresné linky. 
Paralelný port C 
Paralelný port C môže alternatívne slúžiť ako sériový port (A - D). 
 
Názov registra Zástupný výraz I/O adresa R/W Stav po resete 
Port C Data Register PCDR 0x50 R/W X0X1X1X1 
Port C Function Register PCFR 0x55 W X0X0X0X0 
Tab.  1.3: Registre paralelného portu C 
Z Tab.  1.3 vidno, že port nemá možnosť nastaviť smer prenosu, pretože je pevne 
daný. Párne bity PC0, PC2, PC4 a PC6 slúžia ako výstupy a nepárne bity PC1, PC3, 
PC5 a PC7 ako vstupy. Register PCFR nastavuje funkciu portu (paralelný 
vstupno/výstupný port alebo sériový port). 
Paralelný port D 
Paralelný port D môže alternatívne slúžiť ako generátor presných impulzov. Bity 
PD4 – PD7 môžu slúžiť ako alternatívne výstupy pre sériové porty A a B. Bity možno 







Názov registra Zástupný výraz I/O adresa R/W Stav po resete 
Port D Data Register PDDR 0x60 R/W XXXXXXXX 
Port D Control Register PDCR 0x64 W XX00XX00 
Port D Function Register PDFR 0x65 W XXXXXXXX 
Port D Drive Control Register PDDCR 0x66 W XXXXXXXX 
Port D Data Direction Register PDDDR 0x67 W 00000000 
Port D Bit 0 Register PDB0R 0x68 W XXXXXXXX 
Port D Bit 1 Register PDB1R 0x69 W XXXXXXXX 
Port D Bit 2 Register PDB2R 0x6A W XXXXXXXX 
Port D Bit 3 Register PDB3R 0x6B W XXXXXXXX 
Port D Bit 4 Register PDB4R 0x6C W XXXXXXXX 
Port D Bit 5 Register PDB5R 0x6D W XXXXXXXX 
Port D Bit 6 Register PDB6R 0x6E W XXXXXXXX 
Port D Bit 7 Register PDB7R 0x6F W XXXXXXXX 
Tab.  1.4: Registre paralelného portu D 
Registre portu sú uvedené v Tab.  1.4. Smer prenosu bitov registra PDDR je možné 
určiť pomocou registra PDDDR alebo jednotlivo pomocou registrov PDB0R – PDB7R. 
Register PDFR slúži na nastavenie funkcie portu a register PDCR na nastavenie 
časovania pri generovaní impulzov (podrobnejšie viď. [1]). Register PDDCR slúži  
na nastavenie jednotlivých výstupov s otvoreným kolektorom (hodnota „1“)  alebo ako 
klasické výstupy (hodnota „0“). 
Paralelný port E 
Paralelný port E môže alternatívne slúžiť ako generátor presných impulzov. Štyri 
bity (PE0, PE1, PE4 a PE5) môžu slúžiť ako zdroje vonkajšieho prerušenia a bit PE7 je 










Názov registra Zástupný výraz I/O adresa R/W Stav po resete 
Port E Data Register PEDR 0x70 R/W XXXXXXXX 
Port E Control Register PECR 0x74 W XX00XX00 
Port E Function Register PEFR 0x75 W 00000000 
Port E Data Direction Register PEDDR 0x77 W 00000000 
Port E Bit 0 Register PEB0R 0x78 W XXXXXXXX 
Port E Bit 1 Register PEB1R 0x79 W XXXXXXXX 
Port E Bit 2 Register PEB2R 0x7A W XXXXXXXX 
Port E Bit 3 Register PEB3R 0x7B W XXXXXXXX 
Port E Bit 4 Register PEB4R 0x7C W XXXXXXXX 
Port E Bit 5 Register PEB5R 0x7D W XXXXXXXX 
Port E Bit 6 Register PEB6R 0x7E W XXXXXXXX 
Port E Bit 7 Register PEB7R 0x7F W XXXXXXXX 
Tab.  1.5: Registre paralelného portu E 
Registre portu sú uvedené v Tab.  1.5 a ich význam je rovnaký ako pri paralelnom 
porte D. 
Paralelný port F 
Paralelný port F môže alternatívne slúžiť ako štyri výstupy PWM modulácie alebo 
ako vstupy dvoch kanálov kvadratúrneho dekodéra (ich popis je uvedený v texte nižšie). 
Pri použití sériových portov C a D v synchrónnom prenosovom režime slúžia dva bity 
na prenos hodinového signálu (pri použití externého hodinového zdroja). Jednotlivé bity 
možno podobne ako pri paralelnom porte D nastaviť ako výstupy s otvoreným 
kolektorom. 
 
Názov registra Zástupný výraz I/O adresa R/W Stav po resete 
Port F Data Register PFDR 0x38 R/W XXXXXXXX 
Port F Control Register PFCR 0x3C W XX00XX00 
Port F Function Register PFFR 0x3D W XXXXXXXX 
Port F Drive Control Register PFDCR 0x3E W XXXXXXXX 
Port F Data Direction Register PFDDR 0x3F W 00000000 
Tab.  1.6: Registre paralelného portu F 
Význam registrov z Tab.  1.6 je rovnaký ako pri predchádzajúcich paralelných 
portoch. Pomocou registra PFFR (na hodnotu „1“) sa bity PF4 – PF7 prepnú do režimu 
18 
PWM výstupov a bity PF0, PF1 prepnú ako výstup hodinového signálu sériových 
portov C a D (ak sa hodinový signál generuje interne). 
Paralelný port G 
Paralelný port G môže alternatívne slúžiť pre asynchrónnu komunikáciu alebo  
pre synchrónnu komunikáciu pomocou protokolov SDLC/HDLC. Vtedy prenáša dáta 
a hodinový signál zo sériových portov E a F (pri nastavení na výstup) alebo naopak  
(pri nastavení na vstup). Jednotlivé bity možno podobne ako pri paralelných portoch D 
a F nastaviť ako výstupy s otvoreným kolektorom. 
 
Názov registra Zástupný výraz I/O adresa R/W Stav po resete 
Port G Data Register PGDR 0x48 R/W XXXXXXXX 
Port G Control Register PGCR 0x4C W XX00XX00 
Port G Function Register PGFR 0x4D W XXXXXXXX 
Port G Drive Control Register PGDCR 0x4E W XXXXXXXX 
Port G Data Direction Register PGDDR 0x4F W 00000000 
Tab.  1.7: Registre paralelného portu G 
Význam registrov z Tab.  1.7 je rovnaký ako pri predchádzajúcich paralelných 
portoch. Pomocou registra PGFR (na hodnotu „1“) sa sériové porty E a F prepínajú  
do asynchrónneho alebo synchrónneho prenosového režimu (bity PG6 a PG2). Bity 
PG4, PG5, PG0 a PG1 povoľujú SDLC/HDLC príjem a vysielanie hodinového signálu 
pre tieto sériové porty. 
1.1.6 Slave port 
Slave port umožňuje použiť procesor ako podriadený (slave) inému procesoru 
(master). Tento port je zdieľaný s paralelným portom A (obojsmerný) a jeho riadenie 
s paralelným portom B. 
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Obr.  1.4: Dátové cesty slave portu 
 
1.1.7 Pomocná vstupno/výstupná zbernica 
V tradičných mikroprocesoroch sú použité pre pamäťovú aj vstupno/výstupnú 
zbernicu rovnaké adresné aj dátové linky. Vzhľadom k tomu, že pamäťová zbernica je 
náchylnejšia na časovanie a menej tolerantná na ďalšiu kapacitnú záťaž spôsobenú 
zdieľaním liniek so vstupno/výstupnou zbernicou, čo spôsobuje spomaľovanie 
pamäťových operácií, je vhodnejšie oddelenie zberníc pre adresy a dáta. Toto 
mikroprocesor Rabbit 3000 umožňuje. 
Pomocná vstupno/výstupná zbernica používa vstupy paralelného portu A (teda aj 
vstupy Slave portu) ako 8 obojsmerných dátových liniek. Ďalej sú použité bity 2-7 
paralelného portu B ako 6 adresných liniek. Pomocná zbernica je aktívna len v čase 
používania vstupno/výstupnej zbernice. 
1.1.8 Časovače 
Procesor má niekoľko časovacích systémov. Periodické prerušenie je generované 
oscilátorom 32,768 kHz ktorý je delený 16 a generuje teda prerušenie každých 488 µs. 
Slúži ako univerzálny zdroj prerušenia. 
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Časovač A obsahuje desať 8-bitových čítačov vzad. Každý z nich môže byť delený 
ľubovoľným celým číslom v rozsahu 1 až 256. Výstupy šiestich z nich sú použité ako 
zdroje hodín pre sériové porty A-F. Ktorýkoľvek z týchto čítačov môže byť tiež použitý 
ako zdroj prerušenia alebo hodín pre časovo synchronizované výstupy paralelných 
portov D a G. 
Časovač B obsahuje jeden 10-bitový čítač, dva 10-bitové porovnávacie registre  
a komparátory (viď. Obr.  1.5). V prípade že sa hodnoty porovnávacieho registra  
a čítača zhodujú, je na výstup vyslaný impulz. Časovač môže byť nastavený tiež tak, 
aby vysielal impulz po vopred definovanej hodnote čítača. Tento impulz môže byť 
použitý ako hodinový signál výstupného registra časovo synchronizovaného 
paralelného portu alebo ako zdroj prerušenia. 
 




1.1.9 Zachytávanie vstupu 
Táto funkcia slúži na zisťovanie času trvania udalostí. Udalosť je signalizovaná 
nábežnou alebo zostupnou hranou (poprípade oboma) na jednom zo šestnástich vstupov. 
Na zaznamenanie času trvania udalosti je použitý 16-bitový čítač riadený časovačom 
A8 (viď. Obr.  1.5) a jeho rýchlosť čítania môže byť nastavená v rozsahu 1/256 taktu 
hodín až plný takt hodín. Je schopný zmerať šírku aj veľmi rýchlych impulzov. 
Zachytávanie vstupu dokáže rozoznať stavy „štart“ a „stop“. „Štart“ (napr. nábežná 
hrana signálu) môže slúžiť na spustenie čítania a „stop“ (napr. zostupná hrana signálu) 
na jeho ukončenie. Čítač ale môže byť spustený aj trvale alebo pokiaľ nenastane stav 
„stop“. Každý z týchto stavov môže byť prevzatý z rôznych vstupov. 
V prípade potreby je možné čítač synchronizovať s výstupom časovača B čo 
umožní generovať výstupný signál synchronizovaný so vstupným signálom. 
1.1.10 Kvadratúrny dekodér 
Kvadratúrny kodér sa používa v elektromechanických zariadeniach na sledovanie 
pozície alebo uhlu (napr. sledovanie smeru otáčania motora). Mikroprocesor Rabbit 
3000 obsahuje dve jednotky kvadratúrneho dekodéra, pričom každá má dva vstupy.  
8-bitový čítač nahor/nadol počíta kroky kodéra v smere dopredu alebo dozadu. Vstupný 
signál je synchronizovaný s hodinami procesora pomocou časovača A10  
(viď. Obr.  1.5). 
1.1.11 PWM výstupy 
Výstupy s pulzne šírkovou moduláciou (PWM) generujú sled pulzov so striedou 
1/1024 až 1024/1024. Procesor obsahuje štyri nezávislé PWM jednotky riadené 
výstupom časovača A9 (viď. Obr.  1.5) s ktorého pomocou je možné meniť dĺžku 
impulzov. PWM výstupy spolu s pripojeným filtrom môžu slúžiť ako 10-bitový  
D/A prevodník, poprípade môžu byť použité priamo na ovládanie zariadení  
(napr. motorov). 
1.1.12 Oddelené napájanie jadra a vstupno/výstupných portov 
Kremíkový čip tvoriaci mikroprocesor Rabbit 3000 je rozdelený na jadro procesora 
a vstupno/výstupný okruh ležiaci v rohoch čipu. Jadro obsahuje samotný procesor  
a periférnu logiku. Vysoký hodinový takt jadra spolu s veľkými prechodovými prúdmi 
vytvárajú vysokofrekvenčný šum, ktorý sa cez vývody napájania dostáva aj mimo 
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samotný procesor. Naproti tomu vstupno/výstupné porty pracujú s oveľa nižšími 
frekvenciami. Oddelené napájanie pre samotné jadro a vstupno/výstupné porty 
zamedzuje prenikaniu vysokofrekvenčného šumu do periférnych zariadení. 
1.2 Návrhové štandardy 
Programovanie mikroprocesora prebieha cez programovací port, ktorý tvorí  
10-vývodový konektor s vývodmi v dvoch radoch a je pripojený k sériovému portu 
 A mikroprocesora. Programovací port je na druhej strane pripojený pomocou kábla 
 k sériovému portu PC. Tento port obsahujú všetky vývojové moduly a pre nahrávanie 
 a ladenie programov ho predpokladá aj vývojové prostredie Dynamic C. 
Firma Rabbit Semiconductors poskytuje pre mikroprocesor Rabbit 3000 štandardný 
BIOS, ktorý zaisťuje štart a ukončenie činnosti mikroprocesora a poskytuje základné 
služby pre beh nahraných aplikácií. 






















2 Vývojový modul RabbitCore RCM3700 
RabbitCore RCM3700 je kompaktný modul obsahujúci mikroprocesor Rabbit 3000, 
statickú pamäť RAM s kapacitou 512 KB, pamäť typu FLASH s kapacitou 512 KB, dva 
zdroje hodín (hlavný oscilátor a hodiny reálneho času), obvody potrebné pre reset, 
záložnú batériu (zálohujúcu hodiny reálneho času a statickú pamäť RAM) a pripojenie 
do siete ethernet. Modul sa pripája k základnej doske pomocou 40 vývodového 
konektora obsahujúceho vstupno/výstupné porty, sériové a paralelné porty  
(viď. Obr.  2.3) 
Modul je napájaný napájacím napätím +5 V zo základnej dosky a spolupracuje so 
všetkými CMOS kompatibilnými súčiastkami. 
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Obr.  2.3: Porty vyvedené na konektore modulu RCM3700 
 
2.1 Vlastnosti modulu 
• malé rozmery (30 mm x 75 mm x 23 mm), 
• posledná revízia mikroprocesora Rabbit 3000 s modulom SSL pre vyššiu 
bezpečnosť, 
• 33 paralelných 5 V vstupno/výstupných liniek, z toho 31 konfigurovateľných, 
• externý reset, 
• alternatívna vstupno/výstupná zbernica môže byť nakonfigurovaná pre 8 
dátových a 5 adresných liniek (zdieľaná s paralelnými vstupno/výstupnými 
linkami), 
• desať 8-bitových časovačov (z toho šesť kaskádovateľných) a jeden 10-bitový 
časovač s dvomi porovnávacími registrami, 
• 512 KB pamäte FLASH a 512 KB pamäte SRAM, 
• 1 MB sériovej FLASH pamäte potrebnej pre spustenie voliteľného Dynamic C 
FAT súborového systému, 
• hodiny reálneho času, 
• riadenie „watchdogu“, 
• možnosť pripojenia užívateľskej záložnej batérie na konektor J1, 
• 10-bitový PWM čítač a štyri PWM registre, 
• dvojkanálové zachytávanie vstupu, 
• dvojkanálový kvadratúrny dekodér, 
• štyri 3,3 V CMOS kompatibilné sériové porty s maximálnou prenosovou 
rýchlosťou 2,76 Mb/s, z toho tri porty sú konfigurovateľné ako synchrónne 
sériové porty (SPI) a jeden ako HDLC sériový port, 
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• podpora pre IrDA prijímač/vysielač s prenosovou rýchlosťou 1,15 Mb/s, 
• pripojenie do siete ethernet. 
 
Modul sa programuje pomocou sériového portu pripojeného PC a programovacieho 
kábla dodávaného spolu s vývojovým kitom. Tiež je možné programovanie cez port 
USB pomocou prevodníka RS-232/USB alebo cez ethernet pomocou RabbitLink  
(viď. [4]). 
2.2 Vývojová doska 
Vývojová doska umožňuje jednoduchý vývoj hardvéru a aplikácií pre modul 
RCM3700 a zároveň demonštráciu jeho možností. Má vyvedené základné 
vstupno/výstupné periférie   (RS-232, RS-485, A/D prevodník, IrDA, LED diódy  
a tlačidlá) a obsahuje navyše oblasti určené na osadenie ďalších súčiastok (ako 
klasických tak aj SMD) so zbernicami s napätiami +5 V, 3,3 V po stranách. Umožňuje 
priamo pripojiť modul s klávesnicou a LCD displejom. To, že je port RS-232 vyvedený 
na pätici, ho dovoľuje použiť ako jeden 5-drôtový port RS-232 alebo tri 3-drôtové 
sériové porty. 
 








































































3 Vývojové prostredie Dynamic C 
Dynamic C [5] je vývojové prostredie od firmy Rabbit Semiconductors navrhnuté 
pre mikroprocesory Rabbit. Je založené na programovacom jazyku C a určené pre  
32-bitový operačný systém Windows.  
Obsahuje editor, kompilátor a debugger. Debugging prebieha štandardne  
na pripojenej vývojovej doske s procesorom Rabbit. Vývojové prostredie podporuje aj 
assembler a je možné ho kombinovať spolu s kódom v jazyku C. Pre mikroprocesory 
Rabbit je upravený aj operačný systém uC/OS-II. 
Dynamic C je v niektorých oblastiach odlišný od jazyka C. Je prispôsobený na 
tvorbu embedded aplikácií a preto nepreberá knižnice, ktoré sa v týchto aplikáciách 
nedajú využiť. Namiesto toho pridáva funkcie umožňujúce využiť plný potenciál 
procesora Rabbit.  
Niektoré významné pridané funkcie: 
• Function Chaining (reťazenie funkcií) – dokáže vložiť špeciálny segment 
kódu do jednej alebo viacerých funkcií. Spustením jedného segmentu takého 
kódu sa reťazovo spustia všetky segmenty k nemu patriace (využiteľné pri 
inicializácii a podobne), 
• Costatements – umožňuje jednoduchú implementáciu stavového automatu 
(kooperatívny multitasking2) do kódu (podrobnejší popis je uvedený 
v nasledujúcej kapitole), 
• Cofunctions – podobne ako v predchádzajúcom prípade slúžia 
k implementácii kooperatívneho multitaskingu, 
• Slice – slúži k implementácii preemptívneho multitaskingu3 (využíva ho 
operačný systém µC/OS-II). 
 
Rozdiely medzi Dynamic C a programovacím jazykom C sa prejavili aj v zápise 
niektorých kľúčových slov a funkcií (napr. použitie direktívy #use namiesto 
#include, pre podrobnosti viď. [5]). 
                                                 
2
 kooperatívny multitasking (nepreemptívny) - schopnosť procesora spracovávať viac úloh súčasne 
pričom úloha práve využívajúca strojový čas musí po určitom čase predať sama riadenie procesoru, ktorý 
ho predá inej úlohe 
3
 preemptívny multitasking - schopnosť procesora spracovávať viac úloh súčasne pričom prideľovanie 
a odoberanie strojového času úlohám riadi sám procesor 
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3.1 Implementácia kooperatívneho multitaskingu 
V multitaskingovom (viac úlohovom) prostredí môže byť spracovávaných paralelne 
viacero úloh. V skutočnosti však nemôže procesor vykonať súčasne viac ako jednu 
inštrukciu (v prípade jednojadrového procesora). Preto sa multitasking rieši tak, že keď 
práve spustená úloha čaká na dokončenie určitej udalosti (procesor je nečinný), začne sa 
počas tejto doby spracovávať ďalšia úloha. Zvýši sa tým celkový výkon aplikácie  
a navonok sa zdá, že úlohy sa spracovávajú paralelne. 
Ako bolo spomenuté vyššie, k implementácii kooperatívneho multitaskingu slúžia 
rozšírenia jazyka costatements a cofunctions. Programový kód tvorí hlavný 
cyklus ktorý obsahuje jednotlivé úlohy – časti kódu, ktorý sa má vykonať  
(viď. Obr.  3.1). Pracuje na podobnom princípe ako stavový automat podľa postupu 
popísaného vyššie, teda keď je úloha zaneprázdnená čakaním na nejakú udalosť  
(napr. na zatlačenie tlačidla), vyjde program z úlohy von a pokračuje vykonávaním 
ďalších úloh v cykle. Po návrate na danú udalosť otestuje či bola dokončená, a ak áno, 





Obr.  3.1: Cyklus kooperatívneho multitaskingu 








while( 1)  {  // hlavný cyklus (nekonečná slučka) 
 costate {  // úloha 1 
  . . .   // telo úlohy 
 } 
 costate {  // úloha 2 
  . . . 
 } 
 costate {  // úloha 3 





Priebeh spracovania úloh možno ovplyvniť nasledujúcimi príkazmi: 
 
waitfor( VÝRAZ) 
Činnosť tohto príkazu je identická s popisom uvedeným vyššie (viď. časť  
o stavovom automate) a je znázornená na nasledujúcom obrázku. 
 
Obr.  3.2: Činnosť príkazu waitfor() 
 
yield 
Príkaz vykoná nepodmienené ukončenie práve prebiehajúcej úlohy 
a v nasledujúcom cykle pokračuje príkazom nasledujúcim za príkazom yield. Činnosť 
je znázornená na nasledujúcom obrázku. 
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Obr.  3.3: Činnosť príkazu yield 
abort 
Príkaz ukončí práve prebiehajúcu úlohu. Činnosť závisí na nastavení stavu 
costate (buď sa vykoná len pri prvom prechode alebo pri každom) a je znázornená  
na nasledujúcom obrázku. 
 
Obr.  3.4: Činnosť príkazu abort 
 
3.2 Prístup k paralelným portom 
Ako bolo spomenuté v predchádzajúcich kapitolách, procesor Rabbit 3000 obsahuje 
celkovo 7 paralelných portov (podrobný popis uvedený v kapitole 1.1.5), z toho väčšina 
z nich je vyvedená aj na konektore modulu RCM3700 (viď. Obr.  2.3). V nasledujúcom 
texte je uvedený spôsob prístupu k nim v prostredí Dynamic C. 
Zápis na port sa robí pomocou funkcií WrPortI() alebo BitWrPortI(), pričom 
prvá z nich slúži na zápis 8-bitových dát a druhá na zápis jednobitovej hodnoty  
na konkrétny bit portu. Samotný zápis môže prebiehať priamo na port alebo  
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do tzv. shadow registra daného portu, ktorý navyše uchová poslednú zapísanú hodnotu. 
Pri zápisu pomocou funkcie BitWrPortI() musí byť vždy použitý shadow register. 
Príklad zápisu hodnoty „1“ na bit PA0 paralelného portu A pomocou oboch funkcií: 
WrPortI( PADR, &PADRShadow, 0x01); 
BitWrPortI( PADR, &PADRShadow, 1, 0); 
 
V prípade zápisu priamo na port sa nahradí výraz &PADRShadow hodnotou 0. 
Čítanie z portu možno previesť podobne ako pri zápise pomocou obdobných funkcií 
RdPortI() a BitRdPortI(). Pri čítaní dát sa shadow register nepoužíva. 
Príklad čítania obsahu paralelného portu A (v prípade funkcie BitRdPortI() len 
bitu PA0) do premenných pomocou oboch funkcií: 
unsigned char pa, pa0; 
pa = RdPortI( PADR); 
pa0 = BitRdPortI( PADR, 0); 
 
Funkcia RdPortI() vráti 8-bitovú hodnotu, funkcia BitRdPortI() jednobitovú. 
3.3 Implementácia protokolu TCP/IP 
Podpora pre protokol TCP/IP je obsiahnutá v niekoľkých knižniciach Dynamic C. 
Hlavná knižnica je DCRTCP.LIB. Je podporovaný protokol IP verzie 4 (podrobnejšie  
v [6] a [7]). 
3.3.1 Podporované rozhrania a ich inicializácia 
Modul RCM3700 podporuje tieto rozhrania: 
• Ethernet, 
• PPP4 cez sériový port, 
• PPP cez ethernet (PPPoE). 
 
Výber fyzického rozhrania ktoré bude podporované TCP/IP zásobníkom (stackom) 
sa robí pomocou nasledovných makier: 
 
USE_ETHERNET 
Podpora pre ethernet rozhranie (nie PPPoE). Makro môže byť nastavené na hodnoty 
0x01 (pre prvý ethenetový radič), 0x02 (druhý), 0x03 (obidva). V prípade modulu 
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Podpora pre PPP cez asynchrónny sériový port. Môže byť nastavené na hodnoty: 
• 0x01 (sériový port A), 
• 0x02 (sériový port B), 
• 0x04 (sériový port C), 
• 0x08 (sériový port D), 
• 0x10 (sériový port E), 
• 0x20 (sériový port F). 
 
Prednastavený je sériový port C. Pri použití sériového portu A je treba si dávať 
pozor, aby nebol tento port využívaný na komunikáciu s vývojovým prostredím. 
 
USE_PPPOE 
Podpora pre PPPoE. Nastavenie je rovnaké ako pri USE_ETHERNET. 
3.3.2 Inicializácia TCP/IP 
Na začiatku bloku hlavného programu (pred volaním funkcií využívajúcich TCP/IP) 
musí byť zavolaná funkcia sock_init(), ktorá inicializuje TCP/IP zásobník (stack). 
Príklad volania funkcie: 





Funkcia sock_init() vykoná nasledujúce kroky: 
• zavolá subsystém inicializácie pre ARP, TCP, UDP a DNS, 
• otestuje či nebola funkcia volaná už skôr (ak áno, nevykoná ďalšie kroky), 
• inicializuje paketový ovládač (reštartuje hardvér a vymaže buffer pre príjem 
paketov), 
• vymaže smerovacie tabuľky, 
• inicializuje rozhranie s vybranou konfiguráciou (jej nastavenie je uvedené 
nižšie). 
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Ak sa všetky uvedené kroky vykonajú bez chyby, funkcia vráti návratový kód 0, ak 
nie, vráti nenulový návratový kód. Po vykonaní týchto krokov je ethernetové rozhranie 
pripravené. Rozhranie PPP sa spustí len v prípade, že je potrebné. 
3.3.3 Konfigurácia rozhrania 
TCP/IP zásobník (stack) získava konfiguračné nastavenia z jedného z nasledujúcich 
zdrojov: 
• preddefinované konfigurácie z knižnice tcp_config.lib (statické aj 
dynamické), 
• definície pomocou makier pred direktívou #use dcrtcp.lib (statická), 
• konfigurácia pomocou sieťových protokolov ako BOOTP a DHCP 
(dynamická), 
• volaním funkcií ifconfig(), 
• pridelenie IP adresy pomocou „Directed Ping“, 
• konfigurácia pomocou konzoly (napr. zconsole.lib). 
Statická konfigurácia je vhodná pre účely vývoja, ale v aplikáciách nasadených  
v reálnom prostredí je vhodnejšia dynamická konfigurácia. Jednotlivé spôsoby 
konfigurácie sú uvedené nižšie. 
Preddefinované konfigurácie 
Možnosť použitia preddefinovaných konfigurácií redukuje počet definícií makier  
v tele programu. 
Použitie je jednoduché: 
#use dcrtcp.lib 
#define TCPCONFIG cislo_konfiguracie 
kde cislo_konfiguracie označuje vybranú konfiguráciu z knižnice 
tcp_config.lib. 
 
 V prípade, že daná konfigurácia nie je vhodná (napr. IP adresa nemôže byť použitá 
v sieti), je možné ju zmeniť pomocou definícií alebo ďalšou možnosťou je vytvorenie 
vlastnej knižnice s konfiguráciami s názvom custom_config.lib. Konfigurácie v nej 
zahrnuté budú automaticky pripojené ku konfiguráciám z knižnice tcp_config.lib. 
Podmienkou je použitie čísel konfigurácií väčších alebo rovných 100 (99 a nižšie sú 





Je to najjednoduchšia možnosť konfigurácie. Nastavenie IP adries môžeme robiť 
pomocou makier: 
• MY_IP_ADDRESS – definícia IP adresy zariadenia, 
• MY_NETMASK – maska, 
• MY_GATEWAY – IP adresa východzej brány, 
• MY_NAMESERVER – IP adresa DNS servera. 
 
Tieto makrá sa však zachovávajú len kvôli spätnej kompatibilite a je vhodnejšie 
nastavovať IP adresy novším spôsobom pomocou makier začínajúcich IFCONFIG_*, 
kde * označuje meno rozhrania (napr. ETH0).  
Zápis konfigurácie pre rozhranie ETH0: 
#define IFCONFIG_ETH0 \ 
 IFS_IPADDR, aton( "IP_adresa_zariadenia"), \ 
 IFS_NETMASK, aton( "maska"), \ 
 IFS_ROUTER_SET, aton( "IP_adresa_vychodzej_brany"), \ 
 IFS_UP 
 
Rozhranie je možné počas behu aplikácie dynamicky zapnú alebo vypnúť. 
Štandardne je rozhranie vypnuté a na jeho zapnutie je určený parameter IFS_UP na 
konci zápisu. Lomítka označujú pokračovanie definície na ďalšom riadku. 
Dynamická konfigurácia 
Umožňuje dynamické nastavenie IP adries pomocou protokolu DHCP alebo 
BOOTP. Pri ich použití je potrebné v definíciách uviesť parameter #define 
USE_DHCP pred direktívou #use dcrtcp.lib Dynamická konfigurácia môže byť 
povolená len na jednom rozhraní. Toto rozhranie sa nastavuje pomocou definície 
IF_DEFAULT. V prípade, že nepoužívame PPP cez sériový port, môžeme túto definíciu 
vynechať (máme len jedno sieťové rozhranie). 
Nastavenie pomocou DHCP môže vyzerať napr. takto: 
#define USE_DHCP 
#define IF_DEFAULT 0 
#define IFCONFIG_ETH0 IFS_DHCP, 1, IFS_UP 
#use "dcrtcp.lib" 




Konfigurácia počas behu programu 
Konfiguráciu robíme pomocou funkcie ifconfig(), v ktorej nastavované adresy 
uvedieme ako zoznam parametrov. Na konci zoznamu musí byť uvedený parameter 
IFS_END označujúci jeho koniec. 
Príklad zápisu statickej konfigurácie pomocou ifconfig(): 
ifconfig( IF_ETH0,  
    IFS_IPADDR, aton( "IP_adresa_zariadenia"), 
    IFS_NETMASK, aton( "maska"), 
    IFS_ROUTER_SET, aton( "IP_adresa_vychodzej_brany"), 
    IFS_UP, 
    IFS_END); 
 
Z uvedeného príkladu vidieť, že parametre sú rovnaké ako pri statickej konfigurácii. 
Je to z toho dôvodu, že pri statickej konfigurácii sa volá tiež funkcia ifconfig(). 
Funkciu ifconfig() môžeme použiť aj na zistenie aktuálnej konfigurácie. 
Nasledujúci príklad zistí IP adresu pre rozhranie ETH0 a uloží ju do premennej 
ipaddr: 
longword ipaddr; 
ifconfig( IF_ETH0, IFG_IPADDR, &ipaddr, IFS_END); 
 
Directed Ping 
Tento spôsob nastavenia známy tiež ako ICMP konfigurácia (nastavuje sa pingom 
smerovaným na MAC adresu rozhrania, ktorá musí byť známa) je obmedzený len  
na pridelenie IP adresy zariadenia a nie je možné ho použiť s protokolom PPPoE.  
Na rozdiel od DHCP však nie je obmedzený len na jedno rozhranie. Tieto dva spôsoby 
konfigurácie môžu byť použité pri jednom rozhraní súčasne. Nastavenie sa robí 
pomocou parametra IFS_ICMP_CONFIG podľa nasledujúceho príkladu: 
#define IFCONFIG_ETH0 IFS_ICMP_PING, 1 
pre statickú konfiguráciu alebo 
ifconfig( IF_ETH0, IFS_ICMP_CONFIG, 1, IFS_END); 
pre konfiguráciu počas behu programu. 
Konfigurácia pomocou konzoly 
Tento typ konfigurácie (pomocou terminálu alebo telnetu) umožňuje knižnica 
zconsole.lib. Nastavenia robíme pomocou funkcie ifconfig()(popis  
viď. podkapitola Konfigurácia počas behu programu). 
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3.4 HTTP server 
Webový server umožňuje pridať k vytvoreným aplikáciám prehľadné grafické 
užívateľské rozhranie s jednoduchým ovládaním zobraziteľné priamo v internetovom 
prehliadači. Prostredie Dynamic C obsahuje množstvo knižníc potrebných pre jeho 
implementáciu. Implementácia HTTP servera pozostáva z kódu nahraného do modulu, 
ktorý zabezpečuje prepojenie s perifériami a tvorí samotnú aplikáciu, a kódu v jazyku 
HTML tvoriaceho užívateľské rozhranie. 
3.4.1 Architektúra HTTP servera 
Nasledujúci obrázok zobrazuje organizáciu aplikácie. Obsahuje všetky dôležité 
komponenty webovej aplikácie. Nie všetky musia byť v aplikáciách použité. 
 
Obr.  3.5: Komponenty webovej aplikácie 
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Blok „Aplikácia“ 
Tento blok pozostáva z piatich podblokov a reprezentuje vytvorený kód. Všetky 
služby v ostatných blokoch pod ním zabezpečujú zabudované knižnice s možnosťou 
zmeny parametrov. 
Popis jednotlivých podblokov: 
1. Inicializácia počas kompilácie. Obsahuje moduly knižnice, inicializáciu 
premenných, dátových štruktúr a tabuliek, výber vhodnej sieťovej 
konfigurácie a vloženie statických zdrojov (externých súborov) pomocou 
direktív #ximport alebo #zimport. Počas tejto inicializácie sa nastavujú 
tieto tabuľky (viď. Obr.  3.5): 
o Tabuľka MIME určuje internetovému prehliadaču, aký obsah zobrazí 
užívateľovi. 
o Tabuľka pravidiel je potrebná len v prípade, že je použitý súborový 
systém pre ktorý riadi prístupové práva k súborom. 
o Tabuľka statických zdrojov obsahuje zoznam súborov, ktoré aplikácia 
používa. Je nepovinná. 
o Programová FLASH reprezentuje načítanie zdrojových súborov 
vložených pomocou direktívy #ximport do programovej pamäte. 
2. Inicializácia počas behu. Tvoria ju volania funkcií pri štarte hlavného 
programu main():  
o sock_init() - inicializuje TCP/IP (podrobnosti viď. kapitola 
Inicializácia TCP/IP), 
o sspec_automount() - inicializácia dostupných súborových systémov 
(FS2, FAT) pre manažéra zdrojov (Zserver), 
o http_init() - inicializácia HTTP servera, 
o funkcie pre nastavenie tabuliek užívateľov, pravidiel a dynamických 
zdrojov. 
3. Hlavná slučka. Nekonečná slučka, ktorá v bloku hlavného programu 
(main()) opakovane volá funkciu http_handler() a poprípade aj ďalšie 
funkcie (napr. obvolávanie I/O periférií). Až v tomto kroku je HTTP server 
schopný spracovávať žiadosti zo siete. 
4. Špecifiká aplikácie a I/O periférie. Tento blok tvorí komunikačnú cestu 
medzi samotnou aplikáciou a HTTP serverom (napr. prístup k perifériám 
pomocou internetového prehliadača). Najčastejšie sa využívajú premenné za 
direktívou #web. 
5. CGI funkcie. Jazyk CGI5 umožňuje generovať HTML stránky dynamicky. 
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Blok „HTTP“ 
Blok HTTP má na starosti spracovávanie požiadaviek od užívateľov. Operácie ním 
vykonané od prijatia požiadavky až po odoslanie odpovede možno rozdeliť do troch 
krokov: 
1. Analýza žiadosti zahŕňa získanie názvu zdroja (žiadaného súboru) z URL6. 
2. Získanie užívateľského ID. V tomto kroku sa overuje, či je užívateľ 
oprávnený k získaniu požadovaného zdroja. Oprávnenia sa nevydávajú pre 
každého užívateľa zvlášť, ale pre skupiny užívateľov. Aj keď autentifikácia 
nie je povinná, v mnohých prípadoch sa odporúča. 
3. Odoslanie odpovede. Po overení prístupových práv (ak je potrebné) je 
požadovaný zdroj (napr. HTML stránka alebo obrázok) odoslaný užívateľovi. 
Kruhy vo vnútri tohto bloku reprezentujú subkomponenty servera.  
Prvým z nich je RabbitWeb [8]. Je to rozšírenie jazyka C zjednodušujúce 
prezentáciu jeho objektov (premenné, štruktúry) v prehliadači. RabbitWeb umožňuje 
písanie webových stránok v špeciálnom skriptovacom jazyku obsahujúcom tagy 
(spracovávané na strane servera) pridané do HTML stránky (čím vznikne  
tzv. ZHTML stránka). Toto rozšírenie sa pridáva do aplikácie direktívou  
#define USE_RABBITWEB 1.  
Druhý reprezentuje klasickú cestu generovania dynamického obsahu. SSI7 je tiež 
skriptovací jazyk a generuje rovnaký obsah ako skripty RabbitWebu. Jediný rozdiel je, 
že SSI môže volať funkcie CGI, čo RabbitWeb neumožňuje. 
Blok „Zserver“ 
Tento blok sa nachádza pod blokom HTTP (viď. Obr.  3.5) a nazýva sa tiež 
manažér zdrojov. Riadi prístup k väčšine ostatných blokov uvedených v diagrame a je 
vhodný aj pre iné typy serverov (napr. FTP) pretože poskytuje rozhranie pre rôzne 
druhy zdrojov. Pozostáva z manažéra zdrojov a virtuálneho súborového systému, ktorý 
používa podobný prístup k súborom a adresárom ako Unix. Okrem toho získava dáta aj 
z ďalších dvoch blokov – metadáta a autorizácia. 
3.4.2 Kontrola prístupu 
V prípade že je potrebná konfigurácia modulu na diaľku pomocou internetu, je 
potrebné pridať kontrolu prístupu ku konfiguračnému rozhraniu. Najjednoduchším 
riešením je definovanie užívateľov a metód autentifikácie a určiť prístupové práva  
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k zdrojom. Pomocou knižníc prostredia Dynamic C sa dá kontrola prístupu nastaviť 
pomocou dvoch tabuliek: 
Tabuľka užívateľov 
Tabuľka užívateľov obsahuje zoznam užívateľských ID a k nim pridelené 
autentifikačné informácie (heslo) a masku skupiny do ktorej užívateľ patrí. Maximálny 
počet skupín je 16. Vytvorenie užívateľa sa robí v dvoch krokoch: 
1. samotný užívateľ sa vytvorí pomocou funkcie 
userid = sauth_adduser( "meno", "heslo", server) 
kde posledná položka znamená, ktoré servery budú mať k užívateľovi prístup 
(napr. SERVER_HTTP – len pre HTTP server, SERVER_ANY – pre všetky), 
2. priradenie k skupine užívateľov pomocou funkcie 
sauth_setusermask( userid, skupina_uzivatelov,  
    doplnkove_data) 
kde položka doplnkove_data dáva možnosť pridať ďalšie dáta pre uloženie 
do tabuľky. Táto položka sa nevyužíva a býva nastavená na hodnotu NULL. 
 
Tabuľka pravidiel 
Tabuľka pravidiel obsahuje prístupové práva k zdrojom. Ku každému zdroju sú  
v tejto tabuľke priradené nasledovné informácie: 
• hodnota „realm“ (string) ktorá je zobrazená užívateľovi, 
• masku skupiny užívateľských skupín ktoré majú povolený prístup len na 
čítanie (ro), 
• masku skupiny užívateľských skupín ktoré majú povolený prístup na 
úpravu/zápis (rw), 
• servery ktoré majú povolený prístup k zdroju (ako pri tabuľke užívateľov), 
• metódu autentifikácie (najčastejšie SERVER_AUTH_BASIC), 
• doplnkové dáta (rovnaký význam ako v tabuľke užívateľov). 
 
Vytvorenie pravidla pre prístup k súboru index.html umiestnenom v koreňovom 
adresári môže vyzerať napr. takto: 
sspec_addrule( "/index.html", "realm", skupina_ro,  
 skupina_rw, server, metoda_autentifikacie,  
 doplnkove_data) 
 
Zdroje v tabuľkách statických a dynamických zdrojov môžu mať nastavené svoje 




4 Návrh hardvéru a riadiacej aplikácie 
V kapitolách 1 až 3 boli popísané vlastnosti mikroprocesora Rabbit 3000 a na ňom 
postavenom module RabbitCore RCM3700 s pripojením do siete ethernet. Ďalej boli 
popísané základné rysy vývojového prostredia Dynamic C a implementácia protokolu 
TCP/IP a HTTP servera. Na ich základe bude v tejto kapitole urobený kompletný návrh 
hardvéru pre vybrané periférie a návrh aplikácie pozostávajúci z návrhu samotnej 
riadiacej aplikácie a webového rozhrania slúžiaceho na nastavovanie a správu. Periférie 
boli zvolené nasledovne: LCD displej a 2x teplomer. Tieto periférie budú slúžiť  
na základnú demonštráciu možností mikroprocesora resp. modulu. 
 
4.1 Návrh hardvéru a jeho ovládania 
Základná doska pozostáva z dvoch pätíc, jednej pre osadenie modulu RabbitCore 
RCM3700 a druhej pre osadenie LCD displeja. Ďalej je vyvedený konektor  
pre teplomery a napájací konektor. Ako LCD displej je použitý dvojriadkový displej  
s radičom Hitachi HD44780 [9]. Teplomery, ktoré boli použité, sú digitálne teplotné 
senzory DS18B20 [11] od firmy Dallas Semiconductor (teraz Maxim Integrated 
Products) pripojené na spoločnej zbernici 1-Wire. Podrobnejší popis LCD displeja ako 
aj použitých teplotných senzorov je uvedený nižšie. K modulu RCM3700 je ďalej 
pripojené k vývodu PE1 paralelného portu E tlačidlo na prepínanie obsahu LCD 
displeja. O napájanie sa stará 5 V napäťový regulátor LM2575 [13]. 
Mikroprocesor zobrazuje teploty merané teplotnými senzormi na pripojenom 
displeji a zároveň pomocou webového rozhrania v internetovom prehliadači. 
Schéma navrhnutej základnej dosky, doska plošného spoja a osadzovací plán sú 
uvedené v prílohách. 




Obr.  4.1: Blokové usporiadanie hardvéru 
4.1.1 LCD displej s radičom HD44780 
LCD displeje s radičom HD44780 patria medzi najrozšírenejšie. Medzi ich výhody 
patrí relatívne jednoduché ovládanie, možnosť definovania vlastných (užívateľských) 
znakov a rôznorodosť veľkostí (1x8 až 4x40 znakov, kedy sú použité dva radiče). 
Ďalšou podstatnou výhodou je, že ich špecifikácia sa zavádza ako priemyselný štandard 
(v absolútnej väčšine prípadov aj vrátane zapojenia vývodov) čo umožňuje jednoduchú 
zámenu použitého displeja za iný. 
Dáta, ktoré budú zobrazené na displeji sú uložené v pamäti DDRAM8 , kde každý 
zobrazovaný znak je uložený na určitej adrese, ktorá určuje jeho pozíciu na displeji. 
Pevne dané sú začiatočné adresy jednotlivých riadkov (v prípade použitého displeja 
začína prvý riadok adresou 0h a druhý riadok adresou 40h). Kapacita tejto pamäte je 
maximálne 80 znakov, preto musia byť pri displejoch 4x40 znakov použité dva radiče. 
Jednotlivé znaky sú zobrazované ako matica 5x8 bodov (poprípade 5x10 bodov) 
pričom posledný riadok matice je využitý ako kurzor. Tieto znaky sú uložené napevno 
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vo vnútornej pamäti ROM. Pre vytvorenie vlastných znakov slúži pamäť CGRAM9  
do ktorej je možné uložiť 8 užívateľských znakov (pri použitej matici 5x8). 
Na ovládanie displeja slúžia vývody RS, R/W a E ktorých význam je uvedený  
v Tab.  4.1. Na prenos dát slúžia vývody DB0 až DB7. Zápis dát do radiča prebieha pri 
závernej hrane signálu „enable“ (vývod E) ako je vidno z Obr.  4.2. 
 
VSS napájanie (GND) 
VDD napájanie (+5 V) 
V0 nastavenie kontrastu 
RS prepínanie medzi inštrukciami (0) a dátami (1) 
R/W prepínanie medzi zápisom (0) a čítaním (1) 
E signál „enable“ 
DB0 - DB7 dátové bity (pri 4-bitovej komunikácii sa využije len DB4 – DB7) 
Tab.  4.1: Význam jednotlivých vývodov displeja 
S displejom možno komunikovať pomocou 4-bitovej alebo 8-bitovej zbernice. 
Dĺžka zbernice sa nastavuje pri inicializácii displeja. Pri 4-bitovej zbernici sú všetky 
inštrukcie okrem inicializácie posielané na displej na dva krát (najskôr sa vyšle horná 
polovica bytu a potom spodná) a sú využité len dátové vodiče DB4 až DB7. Priebehy 
zápisu inštrukcie pri komunikácii pomocou 4-bitovej a 8-bitovej zbernice sú zobrazené 
na Obr.  4.2. 
 
 
Obr.  4.2: Priebeh zápisu inštrukcie pri 8-bitovej a 4-bitovej zbernici pre bit DB7 
Po pripojení napájania musí nasledovať inicializácia (dĺžka zbernice, ...) 
a nastavenie displeja pomocou inštrukcií uvedených v Tab.  4.2, kde sú uvedené aj 
inštrukcie pre zápis a čítanie dát z displeja. Postup inicializácie a nastavenia displeja  
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pre realizované zapojenie (popis zapojenia displeja uvedený nižšie) je zobrazený  
na Obr.  4.3 a vychádza z popisu uvedeného v [9]. 
 
Zapnutie napájania
Čakanie min. 15 ms na nábeh 
napätia na úroveň 4,5 V
RS  DB7  DB6  DB5  DB4
   0      0       0       1       1
Čakanie min. 4,1 ms
Čakanie min. 100 µs
RS  DB7  DB6  DB5  DB4
   0      0       0       1       1
RS  DB7  DB6  DB5  DB4
   0      0       0       1       1
RS  DB7  DB6  DB5  DB4
   0      0       0       1       0
Koniec inicializácie a 
nastavenia
Počas inicializácie je zbernica 
8-bitová a nie je možné čítať 
BF z displeja.
Nastavenie 4-bitovej zbernice. 
Ďalšie inštrukcie už sú posielané po štyroch bitoch na dva krát.
Po inštrukcii sa čaká min. 40 µs
RS  DB7  DB6  DB5  DB4
   0      0       0       1       0
   0      1       0       1       0
Nastavenie funkcie displeja:
4-bitová dátová zbernica, 2 riadky, font 5x8.
Po inštrukcii sa čaká min. 40 µs
RS  DB7  DB6  DB5  DB4
   0      0       0       0       0
   0      1       0       0       0
Nastavenie módu displeja:
displej vypnutý, kurzor vypnutý, blikanie kurzora vypnuté.
Po inštrukcii sa čaká min. 40 µs
RS  DB7  DB6  DB5  DB4
   0      0       0       0       0
   0      0       0       0       1
Zmazať displej.
Po inštrukcii sa čaká min. 1,64 ms
RS  DB7  DB6  DB5  DB4
   0      0       0       0       0
   0      1       1       0       0
Nastavenie módu displeja:
displej zapnutý, kurzor vypnutý, blikanie kurzora vypnuté.
Po inštrukcii sa čaká min. 40 µs
RS  DB7  DB6  DB5  DB4
   0      0       0       0       0
   0      0       1       1       0
Nastavenie módu vstupu dát:
inkrementácia pozície kurzora, posuv dipleja vypnutý.
Po inštrukcii sa čaká min. 40 µs
Pri inicialzácii sa berie do úvahy, 
že vývod R/W je trvale uzemnený.
 
Obr.  4.3: Postup inicializácie a nastavenia displeja 
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Riadiace bity a kód inštrukcie 
Inštrukcia 
RS R/W 7 6 5 4 3 2 1 0 
Popis 
(stav pri log. 0 / log. 1) 
zmazať displej 0 0 0 0 0 0 0 0 0 1 vymaže celý displej a nastaví 
adresu DDRAM na 0 
návrat na 
začiatok 0 0 0 0 0 0 0 0 1 * 
nastaví adresu DDRAM na 0 
bez zmeny obsahu a posunie 




0 0 0 0 0 0 0 1 ID S ID - posuv kurzora dec / inc 
S - posuv displeja vyp / zap 
nastavenie 
módu displeja 0 0 0 0 0 0 1 D C B 
D - displej vyp / zap 
C – kurzor vyp / zap 
B - blikanie kurzora vyp / zap  
posuv kurzora 
alebo displeja 0 0 0 0 0 1 SC RL * * 
SC - posuv kurzora / displeja  
RL - smer posuvu vľavo / 
vpravo 
nastavenie 
funkcie displeja 0 0 0 0 1 DL N F * * 
DL - dátová zbernica 4 / 8 
N - počet riadkov 1 / 2, 4 
F - font znakov 5x8 / 5x10 
nastavenie 
adresy CGRAM 0 0 0 1 6-bitová CGRAM adresa 
nastaví adresu CGRAM 
a prenesie dáta 
nastavenie 
adresy DDRAM 0 0 1 7-bitová DDRAM adresa 
nastaví adresu DDRAM 
a prenesie dáta 
čítanie BF a 
adresy 0 1 BF 
7-bitová CGRAM / DDRAM 
adresa 
BF – indikuje prebiehajúcu 
operáciu 
číta adresu CGRAM alebo 
DDRAM 
zápis dát do 
CGRAM alebo 
DDRAM 
1 0 zápis dát zapíše dáta do CGRAM alebo DDRAM 
čítanie dát 
z CGRAM alebo 
DDRAM 
1 1 čítanie dát prečíta dáta z CGRAM alebo DDRAM 
Tab.  4.2: Inštrukčná sada radiča HD44780 
Ako už bolo uvedené vyššie, v zapojení je použitý displej veľkosti 2x16 znakov  
bez podsvietenia od firmy Everbouquet (zapojenie vývodov je uvedené v [10]) 
komunikujúci s modulom RCM3700 pomocou 4-bitovej zbernice. Vývody DB4 až DB7 
sú pripojené k paralelnému portu A procesora (vývody PA4 až PA7). Riadiace signály 
RS a E sú pripojené k paralelnému portu B procesora (vývody PB1 a PB0). Signál R/W 
je pripojený trvale na zem, pretože čítanie z displeja nie je využité. 
Softvérové riešenie komunikácie s displejom 
Na ovládanie displeja slúžia funkcie LCDinit, LCDsendData, LCDsendData4, 
LCDprintLine a LCDshow. Ich presný popis nasleduje nižšie. 
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LCDinit() 
Funkcia slúžiaca k inicializácii a počiatočnému nastaveniu displeja (podľa postupu 
zobrazeného na Obr.  4.3). Funkcia nepreberá žiadne argumenty a nemá návratovú 
hodnotu. 
 
LCDsendData( DATA, RS) 
Funkcia slúži pre zápis dát na displej pri 8-bitovej zbernici. Preberá argumenty 
DATA a RS, návratovú hodnotu nemá. 
DATA – kód inštrukcie alebo znaku (závisí na RS), 
RS – udáva hodnotu signálu RS (zápis inštrukcií alebo znakov). 
 
LCDsendData4( DATA, RS) 
Funkcia slúži pre zápis dát na displej pri 4-bitovej zbernici. Zápis prebieha na dva 
krát pomocou funkcie LCDsendData. Preberá argumenty DATA a RS, návratovú 
hodnotu nemá. 
DATA – kód inštrukcie alebo znaku (závisí na RS), 
RS – udáva hodnotu signálu RS (zápis inštrukcií alebo znakov). 
 
LCDprintLine( *LINE) 
Funkcia zapíše reťazec na displej v režime zápisu znakov. Využíva funkciu  
LCDsendData4. Reťazec je automaticky rozdelený na 2x16 znakov. Z reťazca 
presahujúceho rozsah displeja je vypísaných len prvých 32 znakov. Preberá ukazateľ  
na argument LINE, návratovú hodnotu nemá. 
LINE – reťazec pre zápis na displej. 
 
LCDshow( incCnt, sysMsg) 
Funkcia zobrazí aktuálnu, najnižšiu, najvyššiu teplotu a meno pre zvolený teplotný 
senzor (prepína sa pripojeným tlačidlom) na displeji. Ďalej zobrazuje systémové správy 
(napr. novú IP adresu po zmene nastavenia). Využíva funkcie LCDsendData4  
a LCDprintLine. Preberá argumenty incCnt, a sysMsg. Návratovú hodnotu nemá. 
incCnt – udáva, či sa má zvýšiť identifikátor správ, 




4.1.2 Digitálny teplotný senzor DS18B20 
DS18B20 je digitálny teplotný senzor s nastaviteľnou presnosťou merania 9 až 12 
bitov a s funkciou alarmu (nastavením medzných teplôt). Dokáže merať teplotu 
v rozsahu -55 °C až +125 °C. V rozsahu -10 °C až +85 °C má výrobcom zaručenú 
presnosť meranej teploty ±0,5 °C. Komunikácia so senzorom prebieha pomocou 
jednovodičovej sériovej zbernice 1-Wire® (vývod DQ). Napájanie môže byť privedené 
k senzoru buď priamo, alebo môže byť napájaný formou tzv. parazitného napájania  
cez komunikačnú linku (viď. Obr.  4.4). Jeho hlavnou výhodou je to, že sa jedná  
o digitálny senzor, teda nie je potrebný A/D prevodník (mikroprocesor Rabbit 3000 ani 
modul RCM3700 A/D prevodník neobsahujú). 
 
 
Obr.  4.4: Spôsoby napájania teplotného senzora DS18B20 
Na zbernici 1-Wire môže byť veľké množstvo zariadení rôznych typov ktoré sa 
odlišujú pomocou jedinečného 64-bitového ROM kódu. Tento kód do zariadenia 
zapisuje priamo výrobca a je nemenný. Posledných 8 bitov kódu určuje tzv. rodinu, 
ktorá má pri použitom senzore hodnotu 28h. Štruktúra kódu je znázornená na Obr.  4.5. 
 
CRC (8b) sériové číslo (48b) kód rodiny (8b) 
Obr.  4.5: Štruktúra ROM kódu 
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Organizácia pamäte senzora je zobrazená na Obr.  4.6. Pozostáva z SRAM pamäte 
(Scratchpad), a z pamäte typu EEPROM uchovávajúcej uložené dáta aj po výpadku 
napájania. V tejto pamäti sú uložené registre potrebné pre alarm (TH a TL) 
a konfiguračný register (nastavenie presnosti meranej teploty). Do týchto registrov 
možno zapisovať, ostatné registre sú určené len na čítanie. Byty 5 až 7 sú určené  
na vnútorné použitie a pri čítaní z nich senzor vráti samé „1“. 
 
 
Obr.  4.6: Organizácia pamäte senzora 
Vzhľadom na to, že alarmy nie sú v aplikácii použité a je využitá prednastavená 
presnosť merania teploty 12 bitov, nebudem sa možnostiam nastavovania bližšie 
venovať. Prípadné podrobnosti sú uvedené v [11]. 
Výmena dát medzi senzorom a riadiacim mikroprocesorom prebieha vždy v troch 
krokoch: 
1. Inicializácia (viď. Obr.  4.7), 
2. príkaz ROM (viď. Tab.  4.3) nasledovaný vzájomnou výmenou dát, 
3. príkaz funkcie (viď. Tab.  4.4) nasledovaný vzájomnou výmenou dát. 
 
Inicializácia pozostáva z resetovacieho impulzu z riadiaceho mikroprocesora 
nasledovaného tzv. presence impulzom zo senzora. Pomocou presence impulzu riadiaci 




Obr.  4.7: Priebeh inicializácie na zbernici 1-Wire® 
Po inicializácii zariadenia na zbernici zašle procesor na zbernicu ROM príkaz. Tieto 
príkazy pracujú s ROM kódmi, tzn. musia byť známe pre všetky pripojené zariadenia 
(okrem prípadu pripojenia len jedného zariadenia). Pomocou týchto príkazov vie 
riadiaci procesor zistiť koľko a aké zariadenia sú k zbernici pripojené a určuje s ktorým 
konkrétnym zariadením bude ďalej komunikovať. ROM príkazy sú uvedené 
v nasledujúcej tabuľke. 
 
Príkaz Kód  príkazu Popis 
Search 
ROM F0h 
vyhľadáva ROM kódy všetkých pripojených senzorov (podrobne 
popísanú procedúru vyhľadávania možno nájsť v [12]) 
Read 
ROM 33h 
prečíta ROM kód z pripojeného senzora (použije sa len v prípade, že je 
pripojené len jedno zariadenie) 
Match 
ROM 55h 
vyberie pre komunikáciu senzor s konkrétnym ROM kódom (ostatné 
zariadenia čakajú na resetovací impulz) 
Skip ROM CCh použije sa pri posielaní príkazu funkcie určeného pre všetky pripojené 
senzory (napr. konverzia teploty pre všetky pripojené teplotné senzory) 
Alarm 
Search ECh 
obdobný príkaz ako Search ROM, ale senzory posielajú riadiacemu 
procesoru výstrahy alarmov 
Tab.  4.3: ROM príkazy senzora 
Po zaslaní ROM príkazu posiela riadiaci procesor vybranému senzoru príkaz 
funkcie. Tieto príkazy mu umožňujú zapisovať a čítať dáta z a do pamäte senzora 
(Scratchpad), iniciovať konverziu teploty a podobne. Príkazy funkcií sú opäť uvedené 





Príkaz Kód príkazu Popis 
Convert T 44h 
vykoná konverziu teploty (teplota sa uloží do prvých dvoch bytov 
pamäte Scratchpad – viď. Obr.  4.6) a pošle stavu riadiacemu 
procesoru – funkcia sa nedá  použiť pri parazitnom napájaní 
Write 
Scratchpad 4Eh 
postupný zápis troch posielaných bytov z riadiaceho procesora do 
registrov TH, TL a konfiguračného registra 
Read 
Scratchpad BEh 
prečíta a odošle riadiacemu procesoru kompletný obsah pamäte 
Scratchpad od nultého po ôsmy byte (zaslaním resetovacieho 
impulzu možno čítanie ukončiť aj skôr) 
Copy 
Scratchpad 48h 
skopíruje obsah registrov TH, TL a konfiguračného registra do 
pamäti EEPROM 
Recall E2 B8h obnoví obsah registrov TH, TL a konfiguračného registra z pamäti EEPROM do pamäti Scratchpad a pošle stav riadiacemu procesoru 
Read Power 
Supply B4h pošle riadiacemu procesoru informáciu o forme napájania senzora 
Tab.  4.4: Príkazy funkcií senzora 
Samotný priebeh zápisu a čítania na zbernici je zobrazený na nasledujúcom 
obrázku. 
60 - 120 µs










MIN         TYP         MAX
zápis log. 1
na senzor
15 µs 15 µs 30 µs
senzor testuje úroveň
MIN         TYP         MAX
















Obr.  4.8: Priebeh zápisu a čítania na zbernici 1-Wire® 
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Softvérové riešenie komunikácie s teplotným senzorom 
Na ovládanie teplotného senzora slúžia funkcie DSreset, DSwriteBit, DSwrite, 
DSreadBit, DSread, DSsearchROM, DSconvertT a DSreadTemp. Ďalej sú to 
funkcie zabezpečujúce funkciu už spomenutých. Presný popis funkcií nasleduje nižšie. 
 
state DSreset() 
Funkcia slúžiaca k počiatočnej inicializácii zbernice (podľa priebehu zobrazeného 
na Obr.  4.7). Funkcia nepreberá žiadne argumenty a vracia hodnotu „0“ po príjme 
presence impulzu od senzora. 
 
DSwriteBit( BIT) 
Funkcia zapíše jeden bit na zbernicu. Preberá argument BIT, návratovú hodnotu 
nemá. 
BIT – hodnota bitu zapisovaného na zbernicu. 
 
DSwrite( DATA) 
Funkcia zapíše na zbernicu dáta veľkosti 1 byte. Preberá argument DATA, návratovú 
hodnotu nemá. 
DATA – 8-bitové slovo k zápisu na zbernicu. 
 
data DSreadBit() 
Funkcia prečíta jeden bit zo zbernice. Funkcia nepreberá žiadne argumenty a vracia 
hodnotu prečítaného bitu. 
 
data DSread() 
Funkcia prečíta jeden byte zo zbernice. Funkcia nepreberá žiadne argumenty 
a vracia 8-bitové prečítané slovo. 
 
DSsearchROM() 
Funkcia vyhľadá všetky zariadenia prítomné na zbernici a prečíta z nich ROM 
kódy. Využíva pritom ROM príkaz Search ROM (viď. Tab.  4.3). K svojej činnosti 
potrebuje funkcie DSfirst, DSnext a DScrc. Nájdené ROM kódy ukladá  
do dvojrozmerného poľa (premenná FoundROM). Algoritmus funkcie bol prevzatý  




Funkcia prevedie príkaz funkcie Convert T (viď. Tab.  4.4) pre všetky pripojené 
senzory. Funkcia nepreberá žiadne argumenty ani nemá návratovú hodnotu. 
 
tf DSreadTemp( DSNUM) 
Funkcia prečíta aktuálnu teplotu pomocou príkazu funkcie Read Scratchpad  
(viď. Tab.  4.4) pre konkrétny senzor. Funkcia preberá argument DSNUM a vracia 
aktuálnu teplotu v premennej typu float. 
DSNUM – poradové číslo senzora v premennej FoundROM z ktorého sa prečíta 
teplota. 
 
4.2 Návrh riadiacej aplikácie a webového rozhrania 
V nasledujúcich kapitolách je uvedený popis činnosti riadiacej aplikácie a možnosti  
webového rozhrania. 
4.2.1 Riadiaca aplikácia 
Riadiaca aplikácia využíva všetky funkcie pre ovládanie LCD displeja ako aj 
teplotného senzora popísané vyššie a pridáva k nim ďalšie funkcie zabezpečujúce 
funkciu web servera, zobrazenie dát na displeji a vo webovom rozhraní ako aj samotné 
nastavenie webového rozhrania. 
Po spustení aplikácia sa prevedie inicializácia pripojených zariadení a webového 
rozhrania v krokoch zobrazených na nasledujúcom Obr.  4.9. Popis jednotlivých 
krokov: 
1. Inicializácia premenných: prevedie sa inicializácia všetkých premenných 
potrebných pre správnu činnosť programu, 
2. Nastavenie paralelných portov A, B a E procesora: port A sa nastaví ako 
paralelný port na výstup, paralelný port B a E sa nastaví na výstup  
(pre podrobnosti viď. kapitoly 1.1.5 a 3.2), 
3. Inicializácia displeja a senzorov: inicializuje displej a vyhľadá pripojené 
teplotné senzory (viď. kapitoly 4.1.1 a 4.1.2), 
4. Inicializácia http servera: inicializuje TCP/IP a spustí http server  
(viď. kapitola 3.3.2), 
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5. Nastavenie prístupových práv: nastaví prístup do adresára /admin pre skupinu 
užívateľov admin a pridá do nej užívateľa „dp“ s heslom „diplomka“ (podrobný 
popis v kapitole 3.4.2), 
6. Načítanie nastavení ethernetu: načíta nastavenie rozhrania ethernetu (IP adresa, 




nastavenie paralelných portov 
A, B a E procesora














Obr.  4.9: Inicializácia hlavnej aplikácie 
Po dokončení inicializácie aplikácia pokračuje na hlavnú slučku programu, ktorú 
tvorí stavový automat popísaný v kapitole 3.1, teda využíva kooperatívny multitasking. 
V slučke sa spracúvajú celkovo štyri úlohy ohraničené blokmi costate podľa postupu 
zobrazeného na Obr.  4.10. Popis jednotlivých úloh: 
1. Meranie teploty a zobrazovanie údajov na displeji: meria teplotu na pripojených 
teplotných senzoroch a pomocou volania funkcie LCDshow() zobrazuje 
aktuálnu teplotu (alebo najnižšiu a najvyššiu teplotu – volí sa tlačidlom) 
vybraného senzora na displeji. Zobrazenie sa obnovuje periodicky každých  
5 sekúnd (oneskorenie riešené pomocou funkcie waitfor() –  
- viď. kapitola 3.1). 
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2. Sledovanie pripojeného tlačidla: sleduje sa, či bolo zatlačené tlačidlo. Ak áno, 
zavolá sa funkcia LCDshow() s atribútom 1, teda na displeji sa zobrazí 
nasledujúca správa (pri prvom zatlačení najnižšia zmeraná teplota pre prvý 
pripojený teplotný senzor). Tlačidlo je sledované neustále bez oneskorenia. 
3. Zápis hodnôt pre graf a sledovanie alarmov: periodicky po určitej dobe 
(nastaviteľnej pomocou webového rozhrania) zapisuje naposledy zmerané 
teploty pre všetky pripojené senzory spolu s aktuálnym časom do štruktúry 
dataDS, ktorá poskytuje údaje pre graf vo webovom rozhraní. Zároveň zapisuje 
hodnoty najnižších a najvyšších zmeraných teplôt pre jednotlivé senzory a  
pri prekročení medzných teplôt (nastavených opäť pomocou webového 
rozhrania) zapisuje alarmy. 











zápis hodnôt pre 









Obr.  4.10: Nekonečná slučka hlavnej aplikácie 
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4.2.2 Webové rozhranie 
Webové rozhranie aplikácie pozostáva z dvoch stránok. Prvá je samotný monitor 
teploty (viď. Obr.  4.11), kde je zobrazená tabuľka s nameranými najnižšími 
a najvyššími teplotami pre jednotlivé teplotné senzory. Pri prekročení medzných teplôt 
je pred prekročenou teplotou zobrazený alarm signalizovaný červeným výkričníkom. 
Pod tabuľkou je zobrazený graf nameraných teplôt pre jednotlivé teplotné senzory, 
ktorý preberá údaje zo štruktúry dataDS (viď. predchádzajúca kapitola) a vykresľuje 
teploty v závislosti na čase. Pre vykreslenie grafu bola použitá javascriptová aplikácia 
flot [14], ktorá poskytuje množstvo funkcií a nie je príliš náročná na pamäťový priestor 
(aj s potrebnými knižnicami má veľkosť 67 kB). Graf je vykreslený z celkom 
dvadsiatich hodnôt (obmedzené kvôli rýchlosti spracovania stránky), ktoré sa 
zaznamenávajú v intervale nastavenom v administračnom rozhraní (obmedzený  
na 5 sekúnd až 1 hodinu). 
 
 
Obr.  4.11: Rozhranie monitora teploty 
Druhú stránku tvorí administračné rozhranie (viď. Obr.  4.12), ktoré je prístupné len 
po zadaní prihlasovacieho mena a hesla (viď. vytvorený užívateľ v predchádzajúcej 
kapitole). V administračnom rozhraní je možné nastaviť ethernetové rozhranie modulu. 
Na výber je ako statická konfigurácia tak aj dynamická pomocou DHCP serveru. 
54 
V prípade nastavenia DHCP serveru a zistenia jeho neprítomnosti v sieti je konfigurácia 
zmenená späť na statickú s prednastavenými hodnotami (IP adresa 192.168.1.254 
a maska 255.255.0.0). Pri prvom spustení je aktívna statická konfigurácia 
s prednastavenými hodnotami. Ďalšou nastaviteľnou položkou je aktuálny dátum a čas, 
po ktorého zmene sú všetky zmerané teploty vymazané a meranie začína od začiatku  
(z dôvodu skresleného zobrazenia grafu pri veľkom časovom rozptyle hodnôt). Ďalšiu 
položku tvoria samotné teplotné senzory a ich nastavenie. Senzor je identifikovaný 
pomocou ROM kódu (viď. kapitola 4.1.2). Ku každému senzoru je možné uložiť jeho 
meno, ktoré bude zobrazované vo webovom rozhraní aj na displeji. Štandardne sú 
senzory nazvané t<číslo senzora>. Ďalej je možné určiť hodnoty medzných teplôt 
(alarmy) pre každý senzor (štandardne nastavené na -10 a +85). Poslednou 
nastaviteľnou položkou je interval zaznamenávania údajov do grafu. 
 
 





V úvode tejto práce boli spomenuté dôvody a možnosti vzdialeného ovládania 
zariadení. Boli rozobraté výhody takéhoto ovládania cez internet a popísané dva 
prístupy k jeho realizácii. 
V ďalšej časti tejto práce boli popísané vlastnosti procesora Rabbit 3000 vybraného 
pre implementáciu ovládania periférií najmä vďaka svojej podpore pripojenia do siete 
ethernet. Boli popísané hlavne vstupno/výstupné porty a ich možnosti. Rovnako boli 
popísané aj vlastnosti modulu RabbitCore RCM3700 vybaveného ethernetovým 
pripojením postavenom na tomto procesore, a jeho vývojovej dosky. 
Ďalej bol uvedený popis vývojového prostredia Dynamic C podrobnejšie zameraný 
najmä na ovládanie paralelných portov, implementáciu multitaskingu, protokolov 
TCP/IP a webového servera. Bol vysvetlený prístup k paralelným portom procesora, 
princíp kooperatívneho multitaskingu, konfigurácia IP adries a inicializácia TCP/IP 
subsystému. Pri webovom serveri bola zobrazená a vysvetlená jeho štruktúra a možnosti 
kontroly prístupu. 
Ďalšie kapitoly boli zamerané na samotnú realizáciu. Boli zvolené tieto periférie – 
LCD displej od firmy Everbouquet veľkosti 2x16 znakov a dva digitálne teplotné 
senzory DS18B20 od firmy Dallas Semiconductors. V prvej časti bol urobený návrh 
hardvéru a základnej dosky. Na základnej doske je umiestnený LCD displej, tlačidlo 
prepínania zobrazenia na displeji, konektor na pripojenie teplotných senzorov, napájacia 
časť a procesorový modul. K  perifériám bol uvedený stručný popis ich možností 
a samotného ovládania spolu s popisom vytvorených ovládacích funkcií. V ďalšej časti 
bola navrhnutá softvérová časť zariadenia. Je v nej popísaná činnosť hlavného 
programu, ktorý využíva kooperatívny multitasking a jeho spolupráca s funkciami 
slúžiacimi na ovládanie periférií. V poslednej  časti práce je popísané webové rozhranie 
aplikácie, ktoré tvorí samotný monitor teploty zobrazujúci grafický priebeh nameraných 
teplôt a ich medzné hodnoty a administračné rozhranie slúžiace na nastavovanie 
parametrov zariadenia (ako napr. názvy senzorov, nastavenia alarmov, atď.). 
Administračné rozhranie je kvôli obmedzeniu prístupu len pre oprávnené osoby 
zabezpečené prihlasovacím menom a heslom. 
Realizované zariadenie umožňuje merať teplotu pomocou pripojených senzorov  
až do vzdialenosti 65 metrov a spracovať namerané výsledky (zobrazenie do grafu, 
nastavenie a indikácia alarmov). Výsledky zobrazuje na LCD displeji a pomocou 
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webového rozhrania. Zariadenie nevyužíva všetky možnosti procesorového modulu 
RCM3700 ale slúži najmä ako príklad využitia jeho ethernetového rozhrania  
a webového servera. Môže byť ďalej rozširované po hardvérovej aj softvérovej stránke 
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