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La corporación militar y civil del Centro de Informática y estadística (CINFE), tiene la 
necesidad de poseer un sistema que compruebe la identificación eficaz e instantáneo y de 
forma automático el ingreso de toda persona o vehículo automotor, así mismo el control de 
acceso a los diferentes recintos dentro de las instalaciones, para así optimizar el control y 
registro de entrada y salida. Para la solución a esta necesidad, se propone utilizar 
tecnología, de biometría con huella dactilar el cual permite la veracidad de la identidad de 
la persona, identificación por radiofrecuencia (RFID) y el lector de código de barras los 
cuales permitirán el control de acceso de las personas y vehículos. 
Entonces se pretende esbozar un prototipo que pueda ser utilizado por la corporación 
militar y civil del Centro de Informática y Estadística, para optimizar el control de acceso a 




Para lograr el objetivo, se ha diseñado un prototipo basado en tecnología biométrica de 
huella dactilar, RFID y lector de código de barras utilizando el lenguaje de programación C 
Sharp, el cual permitirá un correcto y eficaz control de identificación del personal militar y 
civil, así mismo la identificación de los vehículos. 
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Los sistemas de control de acceso, se definen como sistemas automatizados, donde en 
función de protocolos de seguridad establecidos por el encargado de seguridad, permiten 
de forma eficaz, la autorización o negación de acceso de personas o vehículos a zonas 
comunes o restringidas en las instalaciones de entidades públicas o privadas. 
La característica principal de este tipo de sistemas es la comprobación de la identificación 
del sujeto y la identificación de los vehículos, para así tener un debido control y registro 
automatizado de los movimientos de entrada y salida. 
El presente trabajo tiene como objetivo, el esbozo de un prototipo de control de acceso 
para las instalaciones del Centro de Informática y Estadística del Ejercito basado en 
tecnología biométrica de huella dactilar, lector de barras y rfid utilizando el lenguaje de 
programación C Sharp, el cual permitirá un correcto y eficaz control de identificación del 
personal militar y civil, y así como también la identificación de los vehículos. 
Para distinguir esta problemática es indispensable mencionar su origen, iniciando por la 
inexistencia de un sistema en el control de acceso peatonal y vehicular, así como también 
la inadecuada forma de identificación, ya que no son los más correctos ni eficaces. La falta 




informática y Estadística. La indagación de este enigma se produjo por el aliciente de 
establecer protocolos de seguridad de identificación, a través del prototipo de control de 
acceso. 
El presente trabajo realiza la descripción de todo el proceso de materialización del 
prototipo, que fundamentalmente está compuesto por cuatro partes, desde el análisis, 
diseño, desarrollo y pruebas de funcionamiento en campo con el personal militar y civil del 
centro de informática y Estadística.  
La primera parte se enfoca en la identificación del problema, objetivos, alcances, 
justificación y viabilidad del prototipo. 
La segunda parte se basa en el marco teórico, análisis y descripción de antecedentes, y la 
conceptualización de las tecnologías usadas en el desarrollo del prototipo. 
La tercera parte es el desarrollo de la solución, se describe la metodología del prototipado, 
donde se ilustran la estructura de trabajo, cronograma de actividades, proceso funcional, 
partes del prototipo, el software y hardware utilizado en todo el proceso de desarrollo. 
La cuarta parte describe los desenlaces logrados en las diferentes fases de desarrollo del 
prototipo. 
El presente trabajo es escalable por lo tanto puede llegar a ser un sistema integral con un 
proceso de implementación a gran escala, donde el prototipo llegaría a ser considerado 











CAPITULO 1  
PLANTEAMIENTO DEL PROBLEMA 
1.1 Definición 
1.1.1 Descripción 
En la concluyente década los sistemas de control biométrico se están 
implantando en todo el mundo. Distintas entidades públicas y privadas, 
incluso personas de a pie optan por este tipo de tecnologías biométricas a 
través de aplicaciones en dispositivos celulares, tabletas, computadoras u 
otros dispositivos, para lograr un mejor control de acceso a sus 
informaciones, estas tecnologías también se han convertido en una 
necesidad para el uso de identificación de personas, estas tecnologías son 
utilizados por la Oficina Federal de Investigaciones (FBI), principal agencia 
de pesquisa criminal de Estados Unidos, y tal como explica “Ucciferri 
Leandro y Ferreyra Eduardo (2017), cuantificando identidades en América 
Latina, p.19”, Perú en 1996, la Superintendencia Nacional de los registros 
públicos (SUNARP), inicio la verificación de identidad mediante biometría 
de huella dactilar de las personas que realizaran sus procesos de registros, 
luego en 2006 este modo de identificación, pero solo las huellas dactilares 




Nacional de Identificación y Estado Civil (RENIEC), organismo público 
comisionado del sistema de identificación de personas en el Perú, luego en 
2013 el RENIEC realizó una actualización para el uso del Documento 
Nacional de Identidad (DNI) electrónico, esta vez tomando las muestras de 
las huellas dactilares de los 10 dedos de ambas manos y las características 
del rostro de los ciudadanos.  
“Díaz Saravia Morris William(2015), REVISTA TECNOLÓGICA N˚ 8, Control 
de Acceso con Tecnologías NFC y Arduino, p.34“, destaca que el manejo 
conjunto de la tecnología de biometría de huella dactilar, con la lectura de 
código de barras y RFID, en promedio proveen un nivel de seguridad “Alta”, 
confiabilidad “Alta”, seguridad “Alta”, dificultad de instalación “Media”, costos 
iniciales “intermedio” y que implementada de manera correcta generara un 
confiable método de comprobación de acceso peatonal y vehicular(ver 
anexo A) 
En ese sentido el uso de tecnología biométrica ya no es únicamente utilizado 
solo como identificación personal, sino también para la gestión de control de 
acceso en aeropuertos, instituciones educativas, oficinas, bancos y otros 
establecimientos que requieran de un óptimo sistema de control de acceso, 
y debido a la gran demanda de estos métodos de control de acceso, también 
son implementadas en instituciones castrenses. En este caso particular se 
desea utilizar un método de comprobación de acceso peatonal con la 
técnica de biometría en huella dactilar, incluyendo tecnologías de lector de 
barras y RFID, para el control de acceso vehicular en los estacionamientos 
de uso exclusivo por los funcionarios de altos cargos. 
El 2018 el instituto de defensa legal (IDL), publico el informe anual de 




inseguridad según el tipo delictivo donde se refleja que el 69.7 % es respecto 
al robo de vivienda y el 30.6 al robo de vehículos (ver anexo B) 
En tal sentido el método de acceso peatonal con tecnología biométrica de 
huella dactilar es desarrollado para el Centro de Informática y Estadística, 
ya que actualmente el ingreso de empleados y burócratas a las instalaciones 
es de forma manual por el personal de seguridad mediante la validación del 
carnet de identificación personal, propio de la institución, motivo por el cual 
destaca la obligación de que los inmuebles del Centro de Informática y 
Estadística cuenten con un sistema de control de acceso peatonal 
automático con tecnología biométrica de huella dactilar que genere un nivel 
de seguridad óptimo, así como también el método de comprobación 
vehicular con tecnología de lector de código de barras y RFID, es 
desarrollado para los estacionamientos, ya que actualmente el ingreso de 
los funcionarios con altos cargos a los estacionamientos se realiza de 
manera manual por el personal de seguridad mediante la validación del 
carnet de identificación personal, propio de la institución y un pase vehicular 
también entregado por la institución siendo así muy posible el ingreso de 
personas no autorizadas pudiendo así cometer actos delincuenciales. 
Durante el estudio técnico de la situación actual del control de acceso se 
obtuvieron los siguientes problemas: La identificación de personas a las 
instalaciones del Centro de Informática y Estadística se realiza mediante el 
documento nacional de identidad (DNI) y/o el carnet de identidad 
personal(CIP) y el registro de los datos de las personas son anotadas en 
forma manual en un cuaderno de escritorio; La identificación de las personas 
con sus respectivos vehículos se realiza mediante la presentación de un 




vehículo y que estacionamiento le está asignado de acuerdo a una relación 
impresa y emitida por el jefe encargado de seguridad ocasionando así la 
vulneración en la seguridad de las instalaciones, fuga de información 
importante con respecto al funcionamiento administrativo y operativo del 
Centro de Informática y Estadística debido a la posible falsificación de estos 
documentos,  por el cual surge la necesidad de que el ingreso a los 
estacionamientos e instalaciones del Centro de Informática y Estadística, 
cuenten con un método de comprobación de acceso peatonal y vehicular 
automático con tecnología de lector de código de barras y RFID asegurando 
así la fiabilidad en la identificación del funcionario y/o visitante para el 
acceso a los inmuebles del Centro de Informática y Estadística y/o a su 
respectivo estacionamiento. 
 1.1.2 Formulación del problema 
  1.1.2.1 Principal 
¿Cómo diseñar un prototipo de control de acceso para perfeccionar 
el método de identificación peatonal y vehicular a los inmuebles del 
Centro de Informática y Estadística, fundamentándose en el manejo 
de tecnología biométrica de huella dactilar, lector de código de 
barras y RFID? 
  1.1.2.1 Específicos 
¿Cómo realizar la adquisición de datos de la huella dactilar, del 
documento de identidad y de la tarjeta RFID? 
¿Cómo desarrollar el prototipo de la tarjeta de control y potencia para 
los motores de las tranqueras vehiculares? 
¿Cómo desarrollar el software del arquetipo de control de acceso 




1.2 Definición de los objetivos 
 1.2.1 Objetivo general 
esbozar un arquetipo de control de acceso fiable para la identificación 
peatonal y vehicular basado en tecnología biométrica de huella dactilar, 
lector de barras y RFID. 
 1.2.2 Objetivos específicos 
efectuar la obtención de datos de la huella dactilar, del documento de 
identidad y de la tarjeta RFID. 
Desarrollar el prototipo de la tarjeta de control y potencia para los motores 
de las tranqueras vehiculares. 
Desarrollar el software del prototipo de control de acceso peatonal y 
vehicular utilizando la arquitectura de 3 capas con el lenguaje de 
programación C SHARP y haciendo uso del entorno de desarrollo Visual 
Studio. 
1.3 Alcances y limitaciones 
 1.3.1 Alcances 
Identificar el acceso autorizado y no autorizado a las instalaciones del 
Centro de Informática y Estadística. 
Controlar y registrar el acceso antes, durante y después de los horarios 
laborables. 
Visualización de todos los datos en el software del prototipo de control de 
acceso de la persona y vehículo identificado.  
Controlar el motor de la barrera vehicular en forma automática por medio de 





 1.3.2 Limitaciones 
La identificación de vehículos por medio de RFID no se realiza utilizando la 
adhesión de tags directamente en las placas de los vehículos. 
No se utiliza torniquetes peatonales para la obstrucción al acceso no 
autorizado. 
1.4 Justificación 
El diseño y desarrollo del prototipo de comprobación de acceso optimiza y tecnifica 
de manera general el ingreso de las personas a las instalaciones del Centro de 
Informática y Estadística, así como a los estacionamientos de uso exclusivo por los 
funcionarios de altos cargos, ya que el modo actual de identificación no tiene ningún 
tipo de seguridad debido a que la autentificación se suscita de forma manual al 
identificarse mediante el carnet ante una persona encargada de la seguridad de las 
instalaciones. Con este proyecto se solucionará los problemas de seguridad en la 
identificación para impedir la entrada de individuos no autorizados a las 
instalaciones del Centro de Informática y Estadística, así como la ocupación de 
estacionamientos por personas sin la autorización respectiva, evitando así la 
vulnerabilidad en la seguridad de las instalaciones. 
1.5 Estudio de la viabilidad 
 1.5.1 Viabilidad económica 
los recursos necesarios fueron entregados por el Centro de Informática y 
estadística, el software de desarrollo, el lector de huella dactilar, el lector de 
barras, y la tarjeta de desarrollo para la implementación de RFID se 
consiguieron de manera local para evitar complicaciones y demoras en su 
adquisición. Para este proyecto también se obtuvo la autorización del JEFE 
del Centro de Informática y Estadística para realizar el estudio e 




Los costos de los equipos utilizados en el proceso de desarrollo del prototipo 
del sistema de comprobación de acceso, se realizó mediante un análisis en 
el Centro de Informática y Estadística sobre el Costo beneficio que se 
obtiene con el proyecto. 
Se asumen los supuestos para la realización del análisis financiero: 
 Los precios de los equipos se tomaron de los actuales en el mercado, 
tal y como se visualiza en la Tabla 1. 
 El salario asignado al personal que realizaran la dirección y el desarrollo 
del prototipo del método de comprobación de acceso será solo por el 
primer año que es el periodo donde se instalara el sistema de 
comprobación de acceso en la Sede del centro de Informática y 
estadística, y a partir del segundo año hasta el décimo año el salario 
asignado será el mismo al del primer año puesto que se encargaran de 
realizar el UPGRADE del sistema y el monitoreo constante de buen 
funcionamiento, detallado en la Tabla 2. 
 El salario del personal técnico (militar) que realizará la instalación de 
equipos será solo el primer año, a partir del segundo año y por un 
periodo de diez (10) años el personal técnico encargado de la 
instalación apoyará en el sostenimiento precautorio y correctivo del 
sistema de comprobación de acceso, ya que sería un ahorro 
considerable, puesto que si lo realiza una empresa estos costos serían 



















Fuente: Elaboración Propia. 
 















































    
s/. 114,000.00 
Fuente: Elaboración Propia. 
 
Obtenidos los datos de la Tabla 1 y la Tabla 2 se elaboró el flujo de caja 
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los salarios del primer año y el costo total de equipos, considerando el 
estimando de durabilidad de diez (10) años (ver anexo C). 
1.5.2 Viabilidad técnica 
Actualmente en el mercado existen múltiples sistemas que cumplen con un 
adecuado control de acceso de personas y vehículos, aunque se pudiera 
pensar que lo más adecuado sería adquirir uno de estos programas ya 
existentes en el mercado, no es así, puesto que un sistema propio debe 
tener un manejo adecuado de la información, porque cada institución 
necesita cierta información específica. Es por esto y dadas las necesidades 
del centro de Informática y Estadística que se desarrolla un sistema a la 
medida utilizando componentes y herramientas en el mercado local y 
nacional el cual se detalla de la siguiente manera; 
Las herramientas RFID, lector de huella dactilar y lector de código de barras 
fueron adquiridos a empresas peruanas, como ELECTROPRO con domicilio 
fiscal en la ciudad de Piura, también a través de empresas ubicadas en la 
ciudad de lima como es el caso de la empresa ZACETREX 
TECHNOLOGICS y de la tienda virtual MERCADOLIBRE PERU. 
Por lo tanto, el prototipo tiene asegurada la disponibilidad de los recursos 
tecnológicos para cuando se presente cualquier eventualidad antes, durante 



















Tal como lo realizo Ramos Samamé (2017), “Implementación de un lector 
biométrico para el control de asistencias en el centro de cómputo de la Universidad 
Nacional del Santa utilizando la plataforma electrónica arduino” 
La disertación fue desarrollada teniendo en cuenta la necesidad de optimizar la 
asiduidad de los educandos, al lugar de Computo, ya que el control de la asistencia 
aún se lleva a cabo de forma manual debiendo firmar su asistencia en una hoja de 
papel, lo que conlleva a desconocer lo hora del registro de los estudiantes, y en 
consecuencia no llevar un correcto control de las asistencias e inasistencias de los 
alumnos. 
Considerando lo anterior, el objetivo general de la tesis es progresar en la 
comprobación de asiduidad de los educandos al Centro de Computo, utilizando 
Arduino como plataforma de desarrollo electrónico e integrándolo con tecnología 
biométrica de huella dactilar, comprobando así la conjetura en base a los 




información de asiduidad, con lo cual se disminuyó gradualmente el índice de 
ausencia de los educandos.  
Así como lo implemento Gomero Vásquez (2017), “Diseño De Un Sistema De 
Acceso Vehicular A La PUCP basado En Tecnología RFID Y Detección De Placas 
Vehiculares”.  
El desarrollo de la tesis se enfoca en la problemática del uso indiscriminado de los 
estacionamientos por personas no autorizadas, a consecuencia de no haber sido 
correctamente identificados en el momento del ingreso a los inmuebles de la 
Pontificia Universidad Católica del Perú. 
Por lo expuesto en el párrafo anterior, la disertación plantea un método de accesión 
con el uso de tecnología RFID para lograr una correcta identificación de las 
personas que ingresen a los inmuebles de la Pontificia Universidad Católica del 
Perú y así hacer el debido uso de los estacionamientos asignados a los usuarios 
con las credenciales respectivas. 
Tal como lo desarrollo Balsero Meneses (2016), “Diseño E Implementación De Un 
Prototipo Para El Control De Acceso En La Sede De Ingeniería De La Universidad 
Distrital Francisco José De Caldas Mediante El Uso De Torniquetes Controlados 
Por Carnet Con Tecnología Nfc Y Lector Biométrico De Huella Dactilar”.  
La tesis fue realizada debido al problema en la admisión de sus burócratas y 
educandos. Ya que en el tiempo actual la accesión de las personas a las 
instalaciones de la Universidad no es fiable puesto que es realizado de forma 
casera al enseñar el carnet o recibo de pago al agente de seguridad validando así, 
que la persona que ingresa es miembro o no de la Universidad y en consecuencia 
quedando bajo su responsabilidad el aceptar o denegar, la accesión a las 
instalaciones de Universidad. A consecuencia de este proceso anticuado, en esta 




En consecuencia, se logrará integrar un sistema con un nivel superior de certeza 
en un periodo inferior lo cual ayudará evitar aglomeraciones a la entrada y salida 
mejorando así la comprobación de accesión a los inmuebles de la Universidad 
Distrital Francisco José de Caldas, primordialmente el periodo y la seguridad. 
Tal como lo implemento Guijosa Aranda (2014), “Sistema de control de parking 
basado en RFID”. 
El proyecto de tesis se enfocó en hacer uso de la tecnología RFID para implementar 
un método inteligente de comprobación de accesión vehicular para lograr una 
óptima afluencia de vehículos. 
El sistema es capaz de saber si el automóvil está autorizado para ocupar un 
estacionamiento y si en caso fuese así la puerta de ingreso se abrirá 
automáticamente y a la vez se almacenará la hora de entrada y salida del vehículo 
de forma automática, ofreciendo así al usuario un sistema funcional para optimizar 
su tiempo y una mejor información acerca del estado de los estacionamientos. 
Finalmente, para el desarrollo de esta tesis, el autor hizo uso de sus conocimientos 
en programación en lenguaje JAVA, el cual en la actualidad goza de una importante 
demanda en el campo de desarrollo de sistemas. 
2.2 Tecnologías/técnicas de sustento 
 2.2.1 Sistemas de control de acceso 
La comprobación de accesión se define como la pericia de asentir o 
imposibilitar el uso de un recurso físico (áreas restringidas) o implícito 
(información) a sujetos u organismos en particular. Para dar precisión al 
concepto, un método de comprobación de accesión mediante la validación 
de identificación por medio de diferentes formas de obtención de datos 




barras, lectoras de tarjetas RFID, lectores biométricos de huellas dactilares, 
etc.), restringe o permite el acceso a espacios específicas exclusivamente a 
personas autorizadas.  
En el presente se cuenta con una gran variedad de técnicas que pueden 
asistirnos. Razón por la cual, se analizaron los posibles programas de 
desarrollo, así como el hardware, las cuales se explican a continuación: 
 2.2.2 Biometría 
Instituto de ciberseguridad de España, 2016, “Tecnologías Biométricas 
aplicadas a la ciberseguridad”, define que la biometría es la identificación de 
individuos mediante el uso de características fisiológicas del cuerpo humano 
tomando como base ciertos patrones de su aspecto físico, voz, iris, huella 
dactilar, etc. (p. 04). 
Hoy en día, los conocimientos de dichos rasgos se han incrementado 
exponencialmente, por la tanto sus ventajas han ido superando a las 
inconvenientes que se pudieron ir presentando, es por eso que el uso de la 
biometría está siendo considerado como un elemento importante en la 
identificación de personas. 
2.2.2.1 Huella dactilar 
Instituto de ciberseguridad de España, 2016, “Tecnologías Biométricas 
aplicadas a la ciberseguridad”, define a la huella dactilar como el rasgo 
fisiológico del ser humano más utilizado en técnicas de identificación 
biométrica porque las huellas del ser humano son consideradas como 
únicas e inalterables, teniendo como virtud su alta exactitud y su sencillez 





Técnica de minucias 
Este método se enfoca en determinadas formas (minucias) fáciles de 
identificar, que se localizan en la huella dactilar, tal y como se muestra en la 
figura 1, para así poder registrar el tipo de forma y también saber cuál es su 
posición dentro de la huella dactilar y que a consecuencia se establecerán 
un conjunto de mediciones. 
 
Figura 1. Minucias de la huella dactilar. 
Fuente: Instituto de Ciberseguridad de España, 2016, p.07 
Entonces, la muestra de huella dactilar de cada persona es un modelo 
donde se indican las minucias que se tendrán que detectar al momento de 
la toma de datos, así como también la posición y las mediciones 
establecidas de la huella dactilar de cada persona (Instituto de 
ciberseguridad de España, 2016, “Tecnologías Biométricas aplicadas a la 
ciberseguridad”, p. 07).  
Técnica en correlación 
Mediante esta técnica se realiza el análisis del patrón general de la huella 




lograr el objetivo de esta técnica necesariamente se requiere ser preciso en 
el momento del registro de la huella dactilar, y su principal desventaja es en 
el momento de la lectura de la huella dactilar porque la captura de la huella 
se verá afectada por la forma como se obtiene la imagen de la huella 
dactilar, (Instituto de ciberseguridad de España, 2016, “Tecnologías 
Biométricas aplicadas a la ciberseguridad”, p. 07). 
 
Figura 2. Muestra de la huella dactilar 
Fuente: Instituto de Ciberseguridad de España, 2016, p.07 
2.2.2.2 Reconocimiento del iris. 
Las características particulares del iris de los ojos persisten en todo el 
periodo de la vida humana y compete a una muestra exclusiva de cada 
sujeto por ser únicas, (Instituto de ciberseguridad de España, 2016, 
“Tecnologías Biométricas aplicadas a la ciberseguridad”, p. 08). 
La lectura del iris al momento de ser escaneado se realiza mediante 
cámaras infrarrojo especialmente para este tipo de trabajo, el cual se exhibe 





Figura 3. Reconocimiento de iris. 
Fuente: Instituto de Ciberseguridad de España, 2016, p.08. 
  
Por el mismo hecho de que exista una gran cantidad de diferencias de 
patrones entre el ojo derecho con el ojo izquierdo de cada persona, tienen 
como consecuencia que la captura de sus patrones sean difíciles, por lo 
tanto el proceso de obtención  de la imagen del iris del ojo escaneado debe 
ser lo más confiable posible, tal y como se muestra en la Figura N° 4 , que 
en consecuencia causa que las tecnologías biométricas con reconocimiento 
de iris sean menos fraudulentas, (Instituto de ciberseguridad de España, 
2016, “Tecnologías Biométricas aplicadas a la ciberseguridad”, p. 09).  
 
Figura 4. Obtención de imagen del iris.  




2.2.2.3 Reconocimiento facial 
Este tipo de técnica en el uso de identificación biométrica se realiza 
mediante la imagen o fotografía de una persona para los cuales se hacen 
uso de algoritmos para analizar ciertos patrones del rostro de una persona, 
algunos de los patrones en tomar en cuenta son la distancia que existe entre 
el ojo derecho y el ojo izquierdo, la medida de la longitud de la nariz, así 
como también la medida del ángulo de la mandíbula, tal y como se muestra 
en la Figura 5, (Instituto de ciberseguridad de España, 2016, “Tecnologías 
Biométricas aplicadas a la ciberseguridad”, p. 08). 
 
Figura 5. Patrones del rostro.  
Fuente: Instituto de ciberseguridad de España, 2016, p.08 
2.2.2.4 Reconocimiento de la geometría de la mano 
Esta técnica de reconocimiento se realiza mediante la obtención de 
facciones de la forma de la mano del sujeto, las muestras de características 
extraídas de la mano pueden ser; de los dedos se obtienen el grosor, 
longitud y la forma de sus curvas, y de la mano propiamente dicha se 
obtienen el ancho del dorso y la altura respectivamente, este método de 
reconocimiento no toma en cuenta la lectura de las huellas dactilares, líneas 




ciberseguridad de España, 2016, “Tecnologías Biométricas aplicadas a la 
ciberseguridad”, p. 09) . 
2.2.3 Lector de huella digital USB digital persona 
El escáner de lectura de huella dactilar digital persona es un dispositivo final 
que se utiliza en métodos de comprobación de accesión, este artilugio 
puede trabajar en condiciones adversas por ser potente, su arquitectura 
estética es elegante puesto que fue diseñado para la identificación de 
individuos realizando un escáner de la huella dactilar.  
Su fabricación compacta se fundamentó para adecuarse a lugares con 
espacios compactos sin ningún problema puesto que cuenta con una 
cubierta en la parte inferior especial para evitar que se resbale., (Cross 
match Inc., 2016), el cual se exhibe en la Figura 6. 
 
Figura 6. Lector de huella UareU 4500. 
Fuente: Crossmatch.inc 
Las clasificaciones más conocidas de estas lectoras son básicamente dos, 
lectores de huella deslizantes y lectores de huella táctiles y dependerá del 
modo de operación. 
Los lectores deslizantes extraen las muestras de las huellas realizando el 
deslizamiento del dedo de la persona sobre la superficie de lectura del lector 




realizando una pequeña fuerza con la yema del dedo sobre la zona de 
lectura del lector de huella dactilar.  
Los costos de fabricación e implementación de los lectores deslizantes son 
de menor precio en comparación a los lectores táctiles, pero esta diferencia 
de costos ocasiona que le producto final de la lectora deslizante tenga un 
área menor de lectura, que en consecuencia pueden ocasionar una cantidad 
considerable de falsos positivos. A diferencia de los lectores deslizantes, los 
lectores táctiles tienen un área mayor de lectura que en consecuencia 
mejora la extracción de muestras de la huella dactilar tal y como se muestra 
en la figura 7, por la tanto la precisión de lectura de las huellas será óptima. 
Es por eso que se opta por los lectores táctiles ya que aseguran una gran 
fiabilidad en su desempeño de captura de la huella dactilar. 
 
Figura 7. Medidas del Lector de huella UareU 4500. 
Fuente: Crossmatch.inc 
 2.2.4 Rfid 
Javier I. Portillo García, 2013, “tecnología de identificación por 
radiofrecuencia (RFID): aplicaciones en el ámbito de la salud”, define esta 
tecnología como la identificación automática y transferencia de información 
por medio de radiofrecuencia, este objetivo se logra sin la obligación de 




transpondedores) y la lectora, básicamente solo es necesario que tengan 
una cierta distancia de proximidad entre ellos.  
El propósito fundamental de la tecnología RFID es transmitir la identidad de 
un objeto haciendo uso de las ondas electromagnéticas. 
2.2.4.1 TAGs  
Javier I. Portillo García, 2013, “tecnología de identificación por 
radiofrecuencia (RFID): aplicaciones en el ámbito de la salud”, define que 
los tags básicamente se clasifican en dos tipos, según su capacidad de 
programación y según su modo de alimentación. 
De acuerdo a su programación estos tags pueden ser de: únicamente de 
lectura, una sola escritura y varias lecturas, y también de pluralidad en 
lectura y también escritura; los tags de solo lectura su programación viene 
de fábrica por lo tanto no se pueden volver a programar, los tags de una 
única escritura y de varias lecturas solo admiten que se reprogramen por 
única vez, y los tags que admiten pluralidad en la lectura y escritura 
autorizan realizar diversas programaciones, así como se evidencia en la 
Figura 8. 
 





2.2.4.2 Características del RFID 
Las RFID son una forma de identificación automática sin contacto y una 
tecnología de captura de datos.  
Proceso de identificación y control de artículos es rápida, flexible y fiable. 
La virtud principal de las RFID tag es su alta eficacia en ambientes hostiles, 
donde los códigos de barras no resisten, lo que ha facilitado el 
establecimiento de RFID en un amplio abanico de mercados, incluyendo la 
identificación de vehículos (AVI) y la identificación de carga, debido a que 
es capaz de tener información actualizada de objetos en movimiento. 
Individualmente las etiquetas de RFID cuentan internamente con un sistema 
embebido y una pequeña antena, conteniendo una información particular ya 
sea de fábrica o los que fueron posteriormente ingresados después de su 
adquisición. 
Un sistema RFID utiliza dos antenas separadas, una en la tag y otra en el 
lector, para conseguir transferir datos por medio de señales de radio. 
 
Los datos adquiridos de la tag pueden ser enviados a multitud de 
ordenadores a través de interfaces estandarizadas, o estos datos pueden 
ser almacenados en un lector portátil y después cargados en un ordenador 
para el procesado de los datos. 
La comunicación de datos entre tags y lectores es una comunicación por 
radio.  
Existen dos métodos para distinguir y clasificar los sistemas RFID, uno está 
basado en la estrecha proximidad electromagnética o inductiva del lector y 




2.2.4.3 Módulo arduino mega 2560 
El módulo de arduino que está basado en la tecnología ATmega2560 el cual 
se exhibe en la Figura 9, es una placa de microcontrolador que posee 54 
puertos de recibimiento y partida, y gracias a lo visualizado por los 
fabricantes 15 de estos puertos son utilizados  como partida de modulación 
por ancho de pulso (PWM), también consideraron 16 ingresos analógicos, 
así mismo el dispositivo puede controlar 4 puertos asíncrono universal, la 
tarjeta controladora también posee un oscilador cuya frecuencia es de 16 
MHz, su comunicación para la transmisión y recepción de datos es por 
medio de USB, cuenta con puerto de alimentación, cuenta con la posibilidad 
de poder programar estando conectado en el circuito gracias a la 
programación serial, y finalmente con un botón de reinicio. Contiene todo lo 
necesario para soportar el microcontrolador (ver anexo D); simplemente se 
debe conectar a un puerto de comunicación serial USB para logra ser 
alimentado con la energía que requiere. 
 
Figura 9. Módulo arduino mega. 
Fuente: Elaboración propia 
2.2.4.5 Módulo RFID MFRC522 
Los lectores RFID MFRC522 (Figura 11), son utilizados en procedimientos 




particularmente forman parte importante en el apoyo a los métodos de 
seguridad, siendo uno de los casos en el paso de sujetos, ayuda a la 
logística con reconocimiento y organización de productos, también son 
utilizados como una especie contraseña en la apertura de puertas, estos 
dispositivos son empleados en diversas aplicaciones en la vida diaria del ser 
humano. 
Para iniciar el correcto trabajo de este sensor es necesario aproximar el tag 
sobre el dispositivo lector de identificación por radiofrecuencia, el TAG 
mediante este modo de comunicación transmite información con datos al 
lector. La trama de datos puede contener información básica, así como 
también una trama de datos compleja, el tamaño de la trama dependerá de 
la capacidad de cada tag. 
Hay módulos RFID baratos que pueden leer y escribir las etiquetas de Mifare 
y que se venden en eBay y otras tiendas online, y se incluyen con muchos 
"kits de inicio" en la actualidad. Simplemente se busca como 
RFID- RC522 (MF- RC522). El microcontrolador y el lector de tarjetas usan 
SPI para la comunicación, el chip admite los protocolos I2C y UART, el 
lector de tarjetas y las etiquetas se comunican mediante un campo 
electromagnético de 13.56MHz y la descripción de los pines se exhiben en 





Figura 10. Módulo RFID MFRC522. 
Fuente: Elaboración propia 
 
 
Figura 11. Módulo RFID MFRC522. 
Fuente: Recuperado de https://robu.in/product/rc522-rfid-card-reader-
module-13-56mhz/ 
 2.2.5 Código de barras 
2.2.5.1 Lector de barras honeywell ms 9520 
el MS 9520 con activación IR posee el modo de emulación de lápiz RS 232, 
también la emulación de teclado que es útil para la lectura directa de datos 




alimentación es a través del puerto USB al igual que para la transferencia 
de los datos adquiridos en el momento de aproximar el escáner al objeto 
que requiere ser leído. . 
este lector es muy práctico en su utilización y funcionamiento ya que puede 
ser utilizado sin la necesidad de la intervención de la mano del sujeto, así 
como se exhibe en la Figura 13. la funcionalidad más práctica para este 
lector es básicamente aproximar el código que requiere ser leído para que 
el escáner pueda realizar la adquisición de los datos contenidos en el código 
de barras 
 
Figura 12. Lector de código de barras. 
















DESARROLLO DE LA SOLUCION 
3.1 Metodología propuesta 
Para la gestión del proyecto se trabaja de acuerdo a una estructura de trabajo, el 
cual se divide en 3 principales aspectos, diseño, desarrollo e integración y 
validación (ver anexo E), y un cronograma de actividades con una duración de 12 






3.2 Diseño del prototipo 
En la Figura 13 se exhibe el diagrama de bloques requerido para el correcto 
desempeño del prototipo de control de acceso que se pretende implementar en el 
Centro de Informática y Estadística. 
 
Figura 13. Bloques del prototipo de control de acceso. 
Fuente: Elaboración propia 
También se detalla cómo esta subdividido el prototipo de control de acceso, 
indicando sus respectivas actividades a realizar (ver anexo G).  
3.2.1 Electrónica del prototipo. 
3.2.1.1 Etapa de control 
Para la etapa de control se utilizará el Modulo Arduino Mega2560, el cual 
obtendrá los datos recibidos por el módulo RFID RC522 y con la 
autenticación de información del software del sistema procederá a la 
aceptación denegación de acceso del personal civil o militar, para lograr el 
objetivo se descarga la librería correspondiente, la que se usará es la librería 
RFID una de las más comunes, al término de la descarga, se importa la 




correspondientes de acuerdo a la Figura 17, y la Tabla 5. 
 
Figura 14. Conexión módulo arduino mega con módulo rc522. 
Fuente: Recuperado de https://www.instructables.com/id/Interfacing-RFID-
RC522-With-Arduino-MEGA-a-Simple-/ 
 
Tabla 3. Tabla de conexiones. 
 
Fuente: elaboración propia 
Con toda la instalación concluida se procede a programar mediante el IDE 
de Arduino, para el desarrollo correcto de la aplicación de RFID es necesario 
incluir la librería <SPI.h>, el cual es el protocolo de comunicación necesario 
para la transferencia de datos entre el módulo arduino mega y el de rfid 
RC522, también la librería <MFRC522.h> para que el módulo arduino mega 
reconozca al módulo rfid RC522 y para el caso del prototipo la librería 
<LiquidCrystal.h> para la visualización de los mensajes predeterminados en 




arduino mega a utilizar, en la Figura 15, se muestra en el IDE de arduino 
algunas líneas de código de la programación de los módulos arduino. 
 
Figura 15. Código en IDE arduino. 
Fuente: Elaboración propia. 
  3.2.1.2 Etapa de potencia 
En esta etapa se hicieron trabajos de simulación mediante el software 
Proteus, se eligió esta alternativa puesto que demanda de costos elevados 
la materialización del prototipo, principalmente en la adquisición del motor, 
dispositivos electrónicos y eléctricos de potencia. 
Previo a la fase de potencia se hicieron trabajos de simulación de la fuente 
de alimentación tal como se muestra en la Figura 16, el cual se encargará 





Figura 16. Simulación de fuente de energía. 
Fuente: Elaboración propia 
Para garantizar el funcionamiento óptimo de la fuente de alimentación 
realizamos la simulación aproximando a los valores reales de los 
componentes existentes en el mercado, es así que se realizó el análisis 
matemático que a continuación se explica: 
PASO1: Voltaje entregado por el secundario del transformador TR1 
Se debe precisar que el transformador a utilizar debe entregar una corriente 
máxima de 20. 
Al utilizar el regulador de voltaje LM7824, en donde según su hoja de datos 
(ver anexo H), indica que el voltaje de entrada al regulador debe ser mínimo 




el voltaje eficaz del secundario del transformador con un valor de 27 VAC, 
es así que se realizó el análisis matemático de acuerdo al detalle siguiente: 
Valor conocido: 
VEFICAZ= 27 vac 
Se necesita obtener: 
Voltaje pico del secundario (VPICO) 
VPICO= VEFICAZ x 1.4142 
VPICO= 27 x 1.4142 
VPICO= 38.18 vac 
PASO2: Rectificación y filtrado del voltaje entregado por el secundario 
del transformador TR1 
Al utilizar el puente rectificador KBPC25005, en donde según su hoja de 
datos (ver anexo I), indica que la caída de voltaje directo en diodo (VF) tiene 
un valor de 1.1 vdc, es así que se realizó el análisis matemático de acuerdo 
al detalle siguiente: 
Valores conocidos: 
VPICO= 38.18 vac 
VREQUERIDO=27 vdc 
VFDIODO= 1.1 vdc 
IMAXIMA= 0.5 Amp 
FRED= 60 Hz 




FRIZADO= 2 (60) 
FRIZADO= 120 Hz 
Se necesita obtener: 
Voltaje rectificado máximo (VREC-MAX) 
VREC-MAX = VPICO - 2VFDIODO 
VREC-MAX = 38.18 – 2(1.1) 
VREC-MAX = 35.98 vdc 
Voltaje de rizado (VRIZADO) 
VRIZADO = VREC-MAX – VREQUERIDO 
VRIZADO = 35.98 – 27 
VRIZADO = 8.98 vdc 
Capacitancia del condensador para el filtrado (C1) 
C1  = (IMAXIMA)/ FRIZADO x  VRIZADO          
C1  = 0.5/ 120 x  8.98 
C1  = 0.00041750167 F 
C1  = 463.9940609 uF 
Entonces de acuerdo al valor comercial C1  = 470 uF a 50 v. 
los valores de los dispositivos se visualizan de acuerdo al diagrama 
esquemático del circuito (ver anexo J), el diseño PCB del circuito fue 
realizado en la herramienta ares del software proteus (ver anexo J-1), para 
un mejor enfoque de cómo sería el circuito real se realizó la simulación de 




J-2), así como también la simulación de la vista en 3D sin los dispositivos 
presentes en el circuito (ver anexo J-3), así mismo se realizó la simulación 
de la vista posterior en 3D con los dispositivos presentes en el circuito (ver 
anexo J-4), así como también la simulación de la vista posterior en 3D sin 
los dispositivos presentes en el circuito (ver anexo J-5), así mismo se diseñó 
el circuito de impresión PCB para una tarjeta física (ver anexo J-6),  y 
finalmente se identifica la ubicación de cada dispositivo para ser colocados 
y soldados correctamente en la impresión PCB del circuito (ver anexo J-7).  
En la fase de potencia se realizaron trabajos de simulación, así como se 
exhibe en la Figura 17, pero en la simulación se utilizó los valores del 
transistor BC546 (ver anexo K) y del relay T92 Series (ver anexo L) los 
cuales se encuentran en el mercado nacional. 
 
Figura 17. Simulación de la etapa de potencia. 




A continuación, se detalla el análisis matemático del diseño que se realizó 
en la simulación del circuito: 
CASO1: Resistencia R1, transistor Q1 y relay RL1 
Valores conocidos: 






hfe =110 y ICOLECTOR=βxIBASE 
RBOBINA=350 ohm. 
Se necesita obtener:  
Corriene del colector (IC): 
VBOBINA =   IC x RBobina 
IC = VBOBINA/RBOBINA 
IC = 24V/350 Omh 
IC = 0.07 Amp. 
Voltaje de la resistencia (VRB): 
VARDUINO= VRB + VBASE-EMISOR 





Corriente de la base (IB) 
IB= IC/β 
IB= 0.07Amp/110 
IB= 0.0006 Amp 
Resistencia de la base (RB) 
RB= VRB/ IB 
RB= 4.3V/0.0006Amp 
RB= 7166.6 Omh = 7.166k 




CASO2: Resistencia R2, transistor Q2 y relay RL2 
Valores conocidos: 









hfe =110 y ICOLECTOR=βxIBASE 
RBOBINA=350 ohm. 
Se necesita obtener:  
Corriene del colector (IC): 
VBOBINA =   IC x RBobina 
IC = VBOBINA/RBOBINA 
IC = 24V/350 Omh 
IC = 0.07 Amp. 
Voltaje de la resistencia (VRB): 
VARDUINO= VRB + VBASE-EMISOR 
VRB=5V – 0.7V 
VRB=4.3V 
Corriente de la base (IB) 
IB= IC/β 
IB= 0.07Amp/110 
IB= 0.0006 Amp 
Resistencia de la base (RB) 
RB= VRB/ IB 
RB= 4.3V/0.0006Amp 
RB= 7166.6 Omh = 7.166k 







los valores de los dispositivos se visualizan de acuerdo al diagrama 
esquemático del circuito (ver anexo M), el diseño PCB del circuito fue 
realizado en la herramienta ares del software proteus (ver anexo M-1), para 
un mejor enfoque de cómo sería el circuito real se realizó la simulación de 
la vista frontal en 3D con los dispositivos presentes en el circuito (ver anexo 
M-2), así como también la simulación de la vista en 3D sin los dispositivos 
presentes en el circuito (ver anexo M-3), así mismo se realizó la simulación 
de la vista posterior en 3D con los dispositivos presentes en el circuito (ver 
anexo M-4), así como también la simulación de la vista posterior en 3D sin 
los dispositivos presentes en el circuito (ver anexo M-5),así mismo se diseñó 
el circuito de impresión PCB para una tarjeta física (ver anexo M-6), y 
finalmente se identifica la ubicación de cada dispositivo para ser colocados 
y soldados correctamente en la impresión PCB del circuito (ver anexo M-7).  
 3.2.2 Hardware del prototipo  
  3.2.2.1 Kit de desarrollo de software para el lector de huella   
Para poder trabajar con el escáner de huella dactilar digital persona se tiene 
que instalar el respectivo driver tal como se visualiza en la Figura 18, así 
mismo, para diseñar y realizar la codificación de los datos obtenidos por el 
lector se hará uso del kit de desarrollo de software (SDK), en el caso del 






Figura 18. Driver digital persona uareu 4500. 
Fuente: Crossmatch.inc 
 
Figura 19. SDK digital persona uareu 4500. 
Fuente: Crossmatch.inc 
Luego de haber instalado el driver del lector de huella dactilar y el SDK .NET, 
se procede mediante el IDE Visual Studio, a la programación de las líneas 
de código para la obtención de la muestra de la huella dactilar, para dar 
inicio al desarrollo de obtención de muestra de la huella se hará uso de la 
directiva “using” para referenciar a las librerías del lector de huellas los 
cuales serán reconocidos mediante la sintaxis “DPFP”, principalmente 
“DPFP.Capture” y “DPFP.Verification”, también se consideró la inicialización 




Para mejor entendimiento del uso de la directiva “using” se muestra en la 
Figura 20 y la inicialización del módulo arduino en la Figura 21. 
 
Figura 20. Directiva Using. 
Fuente: Elaboración propia 
 
Figura 21. Inicialización modulo arduino. 
Fuente: elaboración propia 
En el desarrollo del código se consideró dos funciones muy importantes 




La visualización del código en el IDE de Visual Studio fortalecerá el 
entendimiento del código de acuerdo a la Figura 22. 
 
Figura 22. SDK digital persona uareu 4500. 
Fuente: Elaboración propia. 
También se consideró la implementación de una función para la conversión 
de la muestra de la huella dactilar a mapa de bits para que pueda ser 
almacenado en la base de datos y también lograr su visualización en el 
formulario mediante el control “Picture Box”, cuyo código en visual estudio 
es tal como se muestra en la Figura 23.   
   
Figura 23. Código de conversión de muestra. 




  3.2.2.2 Lector de barras 
Para utilizar el escáner en la lectura de los datos, se instalará el driver que 
corresponde para que el ordenador pueda reconocerlo. El lector que se 
utiliza en el prototipo es el MS 9520, visualizado en la Figura 24. 
 
Figura 24. Lector MS 9520. 
Fuente: Elaboración propia. 
Para la lectura de los datos a través del lector fue necesario desarrollar una 
función que pueda obtener los caracteres del código de barras y que gracias 
a la lectura y ejecución del enter de forma automáticamente se hace sencilla 
la implementación del código, Para entender mejor el código se muestra en 




   
Figura 25. Código de obtención de datos de lectora. 
Fuente: Elaboración propia. 
  3.2.2.3 Lector RFID 
Para utilizar el módulo RFID RC522, se descarga la librería MFRC522 y será 
incluido a la IDE de Arduino a través de un archivo .ZIP tal y como se 
visualiza en la Figura 26. 
 
Figura 26. Inclusión de librería MFRC522. 




Y para obtener los datos de la tarjeta RFID se desarrolló el código para el 
mfrc522 el cual es exhibido en la Figura 27. 
 
Figura 27. Lectura de tarjeta RFID con el módulo MFRC522. 
Fuente: Elaboración propia.   
 3.2.3 Software del prototipo 
Para la codificación del software del arquetipo se aplicó la metodología de 
programación por capas, tal cual se exhibe en la Figura 28, con el objetivo 
de separar las partes que componen el software del prototipo de control de 
acceso, en el cual definimos 3 niveles, donde cada nivel corresponde a cada 





 Capa de datos. 
 Capa de negocio. 
 Capa de presentación. 
 
Figura 28. Capas de programación de software del prototipo de control de 
acceso. 
Fuente: Elaboración propia 
La arquitectura de programación en 3 capas, nos permitió desarrollar el 
sistema en forma ordenada y principalmente para la reutilización de código 




  3.2.3.1 Capa de datos 
La capa datos, está compuesto por cuatro clases (clase Conexión, clase 
CapaDatosDeseg, clase CapaDatosIngreso y la clase 
CapaDatosTrabajador). 
La clase Conexión, nos permite tener acceso a la base de datos, tal y como 
se muestra en el siguiente código: 
public class Conexion 
    { 
        public static string Cn = Properties.Settings.Default.cn; 
    } 
La clase CapaDatosDeseg, contiene todos los atributos de la clase, así 
como también se codifica el constructor de la clase para la asignación de 
variables a los atributos de la clase, y por último se codifica los métodos de 
Insertar, editar, eliminar, mostrar, BuscarPorApellidos y 
BuscarPorNumDeDocumento, estos métodos se encargan de ingresar, 
editar, eliminar, mostrar, realizar la búsqueda por apellido y la búsqueda por 
el numero de documento respectivamente, mediante la manipulación de los 
datos de las personas los cuales serán reutilizados durante todo el 
desarrollo del prototipo, la codificación a detalle de esta clase se muestra en 
el anexo N, y parte de la codificación se muestra como sigue: 
public class CapaDatosDeseg 
    { 
        private int _Iddeseg; 
        private string _Nombre; 
        private string _Apellidos; 




        private string _NumDeDocumento; 
        private string _Dependencia; 
        private string _Celular; 
        private string _Anexo; 
        private string _TextoBuscar; 
       
La clase CapaDatosIngreso, contiene todos los atributos de la clase, así 
como también se codifica el constructor de la clase para la asignación de 
variables a los atributos de la clase, y por último se codifica los métodos de 
Insertar, editar, eliminar, mostrar, BuscarPorApellidos y 
BuscarPorNumDeDocumento, estos métodos se encargan de ingresar, 
editar, eliminar, mostrar, realizar la búsqueda por apellido y la búsqueda por 
el numero de documento respectivamente, mediante la manipulación de los 
datos ingresados de las personas en el momento que se les son solicitados, 
los cuales serán reutilizados durante todo el desarrollo del prototipo los 
cuales serán reutilizados durante todo el desarrollo del prototipo, la 
codificación a detalle de esta clase se muestra en el anexo O, y parte de la 
codificación se muestra como sigue: 
public class CapaDatosIngreso 
    { 
        private int _IdIngreso; 
        private int _IdTrabajador; 
        private int _IdDeseg; 
        private DateTime _FechaDeRegistro; 
        private string _DependenciaQueVisita; 
        private string _PersonaQueVisita; 




        private string _TipoDeDocumento; 
        private string _NumDeDocumento; 
        private string _Nacionalidad; 
        private string _Nombre; 
        private string _Apellidos; 
        private string _TextoBuscar; 
        public int IdIngreso     
La clase CapaDatosTrabajador, contiene todos los atributos de la clase, 
asi como también se codifica el constructor de la clase para la asignación 
de variables a los atributos de la clase, y por último se codifica los métodos 
de Insertar, editar, eliminar, mostrar, BuscarPorApellidos, 
BuscarPorNumDeDocumento y Login, estos métodos se encargan de 
ingresar, editar, eliminar, mostrar, realizar la búsqueda por apellido, la 
búsqueda por el numero de documento y el inicio de sesión 
respectivamente, mediante la manipulación de los datos de los trabajadores 
quienes serán los responsables de la manipulación del sistema, los cuales 
también serán reutilizados durante todo el desarrollo del prototipo, la 
codificación a detalle de esta clase se muestra en el anexo P, y parte de la 
codificación se muestra como sigue: 
public class CapaDatosTrabajador 
    { 
        private int _Idtrabajador; 
        private string _Nombre; 
        private string _Apellidos; 
        private string _Sexo; 
        private DateTime _FechaDeNacimiento; 




        private string _NumDeDocumento; 
        private string _Dependencia; 
        private string _Anexo; 
        private string _Grado; 
        private string _Situacion; 
        private string _Acceso; 
        private string _Usuario; 
        private string _Password; 
        private byte[] _Huella; 
        private byte[] _Fotografia; 
        private string _TextoBuscar; 
  3.2.3.2 Capa de negocio 
la capa negocio, está compuesto por tres clases (clase 
CapaNegocioDeseg, CapaNegocioIngreso, CapaNegocioTrabajador). 
La clase CapaNegocioDeseg, contiene la implementamos de los métodos 
(insertar, Editar, Eliminar, Mostrar, BuscarPorApellidos y 
BuscarPorNumDeDocumento), los cuales llaman a los métodos de las 
clases de la Capa de Datos ya descritos anteriormente, la codificación a 
detalle de esta clase se muestra en el anexo Q, y parte de la codificación 
para lograr la comunicación entre la capa negocio con la capa datos es como 
sigue: 
public class CapaNegocioDeseg 
    {       
public static string Insertar (string nombre, string apellidos, string 
tipodedocumento, string numdedocumento, string dependencia, 




        { 
            CapaDatosDeseg ObjetoDeseg = new CapaDatosDeseg();  
            ObjetoDeseg.Nombre = nombre; 
            ObjetoDeseg.Apellidos = apellidos; 
            ObjetoDeseg.TipoDeDocumento = tipodedocumento; 
            ObjetoDeseg.NumDeDocumento = numdedocumento; 
            ObjetoDeseg.Dependencia = dependencia; 
            ObjetoDeseg.Celular = celular; 
            ObjetoDeseg.Anexo = celular; 
            return ObjetoDeseg.Insertar(ObjetoDeseg); 
        } 
La clase CapaNegocioIngreso, contiene la implementación de los 
métodos (insertar, Editar, Eliminar, Mostrar, BuscarPorApellidos y 
BuscarPorNumDeDocumento), los cuales llaman a los métodos de las 
clases de la Capa de Datos ya descritos anteriormente, la codificación a 
detalle de esta clase se muestra en el anexo R, y parte de la codificación 
para lograr la comunicación entre la capa negocio con la capa datos es como 
sigue: 
public class CapaNegocioIngreso 
    { 
public static string Insertar(int idtrabajador, int iddeseg,DateTime 
fechaderegistro,string dependenciadevisita,string personaquevisita, 
string motivodevisita,string tipdedocumento,string 
numdedocumento,string nacionalidad,string nombre,string apellidos 
) 
        { 




            Objetoingreso.IdTrabajador = idtrabajador; 
            Objetoingreso.IdDeseg = iddeseg; 
            Objetoingreso.FechaDeRegistro = fechaderegistro; 
            Objetoingreso.DependenciaDeVisita = dependenciadevisita; 
            Objetoingreso.PersonaQueVisita = personaquevisita; 
            Objetoingreso.MotivoDeVisita = motivodevisita; 
            Objetoingreso.TipDeDocumento = tipdedocumento; 
            Objetoingreso.NumDeDocumento = numdedocumento; 
            Objetoingreso.Nacionalidad = nacionalidad; 
            Objetoingreso.Nombre = nombre; 
            Objetoingreso.Apellidos = apellidos; 
            return Objetoingreso.Insertar(Objetoingreso); 
        } 
La clase CapaNegocioTrabajador, contiene la implementamos de los 
métodos (insertar, Editar, Eliminar, Mostrar, BuscarPorApellidos, 
BuscarPorNumDeDocumento y Login), los cuales llaman a los métodos de 
las clases de la Capa de Datos ya descritos anteriormente, la codificación a 
detalle de esta clase se muestra en el anexo S, y parte de la codificación 
para lograr la comunicación entre la capa negocio con la capa datos es como 
sigue: 
public class CapaNegocioTrabajador 
    { 
public static string Insertar(string nombre, string apellidos, string 
sexo, 
DateTime fechadenacimiento, string tipdedocumento, string 




string anexo, string grado, string situacion, string acceso, string 
usuario, string password, byte[] huella, 
       byte[] fotografia) 
        { 
            CapaDatosTrabajador Objetotrabaj = new CapaDatosTrabajador(); 
            Objetotrabaj.Nombre = nombre; 
            Objetotrabaj.Apellidos = apellidos; 
            Objetotrabaj.Sexo = sexo; 
            Objetotrabaj.FechaDeNacimiento = fechadenacimiento; 
            Objetotrabaj.TipoDeDocumento = tipodedocumento; 
            Objetotrabaj.NumDeDocumento = numdedocumento; 
            Objetotrabaj.Dependencia = dependencia; 
            Objetotrabaj.Anexo = anexo; 
            Objetotrabaj.Grado = grado; 
            Objetotrabaj.Situacion = situacion; 
            Objetotrabaj.Acceso = acceso; 
            Objetotrabaj.Usuario = usuario; 
            Objetotrabaj.Password = password; 
            Objetotrabaj.Huella = huella; 
            Objetotrabaj.Fotografia = fotografia; 
            return Objetotrabaj.Insertar(Objetotrabaj); 
        } 
  3.2.3.3 Capa de presentación 
la Capa Presentacion, está compuesto por seis formularios 
(FormularioLogin, FormularioPrincipal, FormularioIngreso, 




formularios son la interfaz de visualización para el usuario, que a 
continuación se detalla: 
FormularioLogin, En el prototipo, se diseñó un formulario para iniciar 
sesión del   arquetipo de comprobación de accesión, a través de un usuario 
y contraseña, dicho formulario se evidencia en la Figura 29. 
 
Figura 29. Formulario de inicio de sesión. 
Fuente: Elaboración propia 
El formulario de inicio de sesión básicamente dentro de su código se creó 
una función para el botón ingresar, el cual está diseñado para que en el 
momento de hacer click en dicho botón, haga uso de los datos ingresados 
en las cajas de texto de usuario y contraseña, para la validación de los datos 
y así ingresar al sistema de control de acceso del centro de Informática y 
estadística, la codificación a detalle de este formulario se muestra en el 
anexo T, y una pequeña parte de la codificación de este formulario es como 
sigue: 
public partial class FormularioLogin : Form 
       { 
            public FormularioLogin() 
            { 
                InitializeComponent(); 
                lblHora.Text = DateTime.Now.ToString 




Para tener un mejor entendimiento del código conjuntamente con el 
entorno de desarrollo se muestra en la Figura 30. 
 
Figura 30. Código formulario login. 
Fuente: Elaboración propia. 
FormularioPrincipal, La Figura N° 31 exhibe el boceto del formulario 
principal del prototipo de control de acceso con las diferentes opciones del 
prototipo, ubicada en la parte superior. 
 
Figura 31. Formulario principal. 
Fuente: Elaboración propia 
El formulario principal es el que muestra los demás formularios del sistema 




de los formularios se dan gracias a la codificación de sus respectivas 
funciones, la codificación a detalle de este formulario se muestra en el anexo 
U, y una pequeña parte de la codificación de este formulario es como sigue: 
private void trabajadoresToolStripMenuItem_Click(object sender, 
EventArgs e) 
        { 
            FormularioTrabajador formulariotrab = new FormularioTrabajador(); 
            formulariotrab.MdiParent = this; 
            formulariotrab.Show(); 
        } 
 
Las funciones son codificadas en el entorno de desarrollo de visual studio 
tal y como se muestra en la Figura 32. 
 
 
Figura 32. Código del formulario principal.  
Fuente: Elaboración propia 
 
 
FormularioIngreso, en La Figura N° 33 se evidencia el esbozo del 
formulario de visitantes con el listado de las personas que visitaron las 
instalaciones y que a la vez se puede hacer una búsqueda de alguna 





Figura 33. Formulario de visitantes. 
   Fuente: Elaboración propia 
El formulario de visitantes cuenta principalmente con las funciones de 
filtrado del registro de visitantes por apellido o documento para luego 
visualizar el registro de los visitantes gracias a la función de mostrar, la 
codificación a detalle de este formulario se muestra en el anexo V, y una 
pequeña parte de la codificación de este formulario es detallado en el 
siguiente código: 
private void Mostrar() 
  { 
     this.dataListado.DataSource = CapaNegocioIngreso.Mostrar(); 
     this.OcultarColumnas(); 
lblTotal.Text = "Total de Registros: "+       
Convert.ToString(dataListado.Rows.Count);  } 
Dichas funciones descritas en el punto anterior son codificadas en el entorno 





Figura 34. Código del formulario de visitantes. 
Fuente: elaboración propia 
FormularioTrabajador(listado), la Figura N° 35 exhibe el esbozo del 
formulario de mantenimiento de trabajadores con la pestaña de listado de 
las personas que laboran dentro de la institución y por lo tanto tiene el 
acceso autorizado y que a la vez se puede hacer una búsqueda de algún 
trabajador en específico. 
 
Figura 35. Formulario de listado de trabajador. 




El formulario de mantenimiento de trabajador cuenta principalmente con las 
funciones de filtrado del registro del trabajador por apellido o documento 
para luego visualizar el registro gracias a la función de mostrar, la 
codificación a detalle de este formulario se muestra en el anexo W, y una 
pequeña parte de la codificación de este formulario es detallado en el 
siguiente código: 
private void Mostrar() 
        { 
            this.dataListado.DataSource = CapaNegocioTrabajador.Mostrar(); 
            this.OcultarColumnas(); 
            lblTotal.Text = "Total de Registros: " + 
Convert.ToString(dataListado.Rows.Count); 
        } 
Dichas funciones son codificadas en el entorno de desarrollo de visual studio 
tal y como se muestra en la Figura 36. 
 
Figura 36. Código del formulario de mantenimiento trabajador. 
Fuente: elaboración propia 
FrmTrabajador(mantenimiento), La Figura N° 37 exhibe el boceto del 




mantenimiento para registrar a un nuevo trabajador, así como también, 
editar, o eliminar a un trabajador que labora dentro de la institución y por lo 
tanto tendrán el acceso autorizado o denegado. 
 
Figura 37. Formulario de mantenimiento de trabajador. 
Fuente: Elaboración propia 
El formulario de mantenimiento cuenta principalmente con las funciones de 




funciones se pueden agregar nuevos usuarios, también se pueden editar 
algunos datos de personas ya registrados, así mismo se pueden eliminar el 
registro de personas, la codificación a detalle de este formulario se muestra 
en el anexo W, y una pequeña parte de la codificación de este formulario es 
detallado en el siguiente código: 
private void btnNuevo_Click(object sender, EventArgs e) 
        { 
            this.IsNuevo = true; 
            this.IsEditar = false; 
            this.Botones(); 
            this.Limpiar(); 
            this.Habilitar(true); 
            this.txtNombre.Focus(); 
        } 
Dichas funciones son codificadas en el entorno de desarrollo de visual studio 
tal y como se muestra en la Figura 38. 
   
Figura 38. Código de formulario de mantenimiento. 




FormularioConsulta, en la Figura 39 se evidencia el esbozo del formulario 
de verificación de trabajador donde al ingresar la huella dactilar la persona 
que labora en la institución, su acceso será autorizado, por lo tanto, los datos 
de la persona serán mostrados en el formulario y los que no laboran tendrán 
el acceso denegado y no se mostrarán sus datos de la persona. 
 
Figura 39. Formulario de verificación de trabajador. 
Fuente: Elaboración propia 
El formulario de verificación de personal cuenta principalmente con la 
función OnComplete que es nativo del SDK del lector de huella dactilar el 
cual se encarga de la verificación de la muestra de la huella dactilar para 
luego mostrar los datos del usuario, también cuenta con la función 
txtDocumento_KeyPress, el cual permite el ingreso de los datos del numero 
de documento de identidad ya sea por teclado o por medio del lector de 




el anexo X, y una pequeña parte de la codificación de este formulario es 
detallado en el siguiente código: 
private void txtDocumento_KeyPress(object sender, KeyPressEventArgs e) 
          { 
              if (e.KeyChar == (char)Keys.Enter) 
              { 
                   if (string.IsNullOrWhiteSpace(txtDocumento.Text)) 
                   { 
                       MessageBox.Show("Ingrese el numero de documento"); 
                   } 
                   else 
                   { 
                       button1_Click(sender, e); 
                       txtDocumento.Focus(); 
                   } 
              }             
          } 
3.3 Integración y ejecución del prototipo de control de acceso 
 3.3.1 Consideraciones iniciales 
Por ser un prototipo de proyecto, el Centro de Informática y Estadística 
(CINFE), demoro con el financiamiento de los dispositivos a utilizar, pero de 
acuerdo al cronograma de trabajo se fue realizando las actividades para ir 
materializando el prototipo, motivo por el cual el CINFE otorgo un 
financiamiento prudente para continuar con los trabajos del prototipo, los 
temas críticos fueron principalmente la electrónica, que al no contar con 
recursos necesarios se optó por realizar el trabajo de la etapa de control con 
el módulo 2560 de arduino y el módulo RFID MFRC522, y solo trabajos de 
simulación para la etapa de potencia puesto que demandaría de un costo 




motor, dispositivos electrónicos y eléctricos de potencia como se podrán 
visualizar en las Figura 40 y Figura 41. 
 
Figura 40. Diseño inicial del prototipo de control de acceso. 
Fuente: Elaboración propia 
  
Figura 41. Simulación de la etapa de potencia. 
Fuente: Elaboración propia 
3.3.2 Primer prototípo 
El prototipo inicial de control de acceso permitio realizar las correcciones 
iniciales en la captura de la huella dactilar, una vez superado esta 
observacion se procedio a implementar el primer prototipo con el escaner 




consideracion las limitaciones economicas iniciales, tal y como se exhibe en 
la Figura 42 y Figura 43. 
 
Figura 42. Primeras pruebas con lector de huella dactilar. 
Fuente: Elaboración 
 
Figura 43. Lector de código de barras. 
Fuente: Elaboración propia 
3.3.3 Consideraciones para la integración del hardware con el software. 
3.3.3.1 Instalación del software  
Visual Studio es una herramienta de entorno de desarrollo a utilizar tal y 
como se muestra en la Figura 44, por ser compatible con el lenguaje de 




código de barras, el módulo Arduino Mega2560 y el lector de huella dactilar 
UareU 4500, el cual se visualiza en la Figura 45, y así mismo para el lector 
de huella dactilar se hará uso de su Kit de Desarrollo de software (SDK), 
que, para nuestro caso utilizaremos las librerías para desarrollo en .NET, el 
cual se exhibe en la Figura 46. 
 
Figura 44. Entorno de desarrollo integrado. 
Fuente: Microsoft 
 
Figura 45. Reconocimiento de dispositivos. 





Figura 46. Librerías .NET. 
Fuente: Elaboración propia 
3.4 Pruebas 
Las pruebas de funcionamiento que se realizaron con el prototipo son ensayos que 
se hicieron desde el ingreso de datos del trabajador hasta la verificación de datos 
del trabajador que labora en el Centro de Informática y Estadística (CINFE), en 
estas pruebas se detallan desde la perspectiva de administrador del prototipo y así 
probar uno a uno el ingreso de datos de cada usuario verificando que hayan sido 
ingresadas correctamente, el objetivo es garantizar que el prototipo funcione 
correctamente y sea aceptable para su uso permanente. 
3.4.1  Pruebas de Ingreso de datos 
Estas pruebas se realizan con los trabajadores del Centro de Informática y 
Estadística (CINFE) como se puede observar en la Figura 47, para verificar 
que el prototipo guarde correctamente los datos obtenidos de la huella 
dactilar, del lector de código de barras, del lector RFID y los datos 






Figura 47. Prueba con ingreso de datos de trabajador. 
Fuente: Elaboración propia 
 
Figura 48. Datos personales de trabajador. 




Estos ensayos fueron realizados con diferentes trabajadores del Centro de 
Informática y Estadística. 
Tabla 4. Prueba 01, lectura y guardado de datos. 
Caso de prueba de lectura y guardado de datos 
Trabajador 1  
Datos                        : incorporación impecable de datos del trabajador 
Explicación             : contrastar inserción correcta de datos del trabajador 
Ejecución              : los datos de la huella dactilar, del lector de código de barras, 
del lector RFID y los datos ingresados por teclado son los rasgos para identificar 
al trabajador 
Pasos de Ejecución: se ingresa datos válidos para asentar al funcionario 
Resultado               : los datos del funcionario son reconocidos e ingresados al 
prototipo de control de acceso 
Evaluación               : Satisfactoria 
Fuente: Elaboración propia 
Tabla 5. Prueba 02, lectura y guardado de datos. 
Caso de prueba de lectura y guardado de datos 
Trabajador 2 
Datos                        : incorporación impecable de los datos del trabajador 
Explicación             : contrastar inserción correcta de datos del trabajador 
Ejecución              : los datos de la huella dactilar, del lector de código de barras, 
del lector RFID y los datos ingresados por teclado son los rasgos para identificar 
al trabajador 
Pasos de Ejecución: se ingresa datos válidos para asentar al funcionario 
Resultado               : los datos del funcionario son reconocidos e ingresados al 
prototipo de control de acceso 
Evaluación               : Satisfactoria 




Tabla 6. Prueba 03, lectura y guardado de datos. 
Caso de prueba de lectura y guardado de datos 
Trabajador 3  
Datos                        : incorporación impecable de los datos del trabajador 
Explicación            : contrastar inserción correcta de datos del trabajador 
Ejecución              : los datos de la huella dactilar, del lector de código de barras, 
del lector RFID y los datos ingresados por teclado son los rasgos para identificar 
al trabajador 
Pasos de Ejecución: se ingresa datos válidos para asentar al funcionario 
Resultado               : los datos del funcionario son reconocidos e ingresados al 
prototipo de control de acceso 
Evaluación               : Satisfactoria 
Fuente: Elaboración propia 
Tabla 7. Prueba 04, lectura y guardado de datos. 
Caso de prueba de lectura y guardado de datos 
Trabajador 4 
Datos                        : incorporación impecable de los datos del trabajador 
Explicación            : contrastar inserción correcta de datos del trabajador 
Ejecución              : los datos de la huella dactilar, del lector de código de barras, 
del lector RFID y los datos ingresados por teclado son los rasgos para identificar 
al trabajador 
Pasos de Ejecución: se ingresa datos válidos para asentar al funcionario 
Resultado               : los datos del funcionario son reconocidos e ingresados al 
prototipo de control de acceso 
Evaluación               : Satisfactoria 




Tabla 8. Prueba 05, lectura y guardado de datos. 
Caso de prueba de lectura y guardado de datos 
Trabajador 5  
Datos                        : incorporación impecable de los datos del trabajador 
Explicación             : contrastar inserción correcta de datos del trabajador 
Ejecución              : los datos de la huella dactilar, del lector de código de barras, 
del lector RFID y los datos ingresados por teclado son los rasgos para identificar 
al trabajador 
Pasos de Ejecución: se ingresa datos válidos para asentar al funcionario 
Resultado               : los datos del funcionario son reconocidos e ingresados al 
prototipo de control de acceso 
Evaluación               : Satisfactoria 
Fuente: Elaboración propia 
Tabla 9. Prueba 06, lectura y guardado de datos. 
Caso de prueba de lectura y guardado de datos 
Trabajador 6 
Datos                        : incorporación impecable de los datos del trabajador 
Explicación            : contrastar inserción correcta de datos del trabajador 
Ejecución              : los datos de la huella dactilar, del lector de código de barras, 
del lector RFID y los datos ingresados por teclado son los rasgos para identificar 
al trabajador 
Pasos de Ejecución: se ingresa datos válidos para asentar al funcionario 
Resultado               : los datos del funcionario son reconocidos e ingresados al 
prototipo de control de acceso 
Evaluación               : Satisfactoria 




Tabla 10. Prueba 07, lectura y guardado de datos. 
Caso de prueba de lectura y guardado de datos 
Trabajador 7  
Datos                        : incorporación impecable de los datos del trabajador 
Explicación             : contrastar inserción correcta de datos del trabajador 
Ejecución              : los datos de la huella dactilar, del lector de código de barras, 
del lector RFID y los datos ingresados por teclado son los rasgos para identificar 
al trabajador 
Pasos de Ejecución: se ingresa datos válidos para asentar al funcionario 
Resultado               : los datos del funcionario son reconocidos e ingresados al 
prototipo de control de acceso 
Evaluación               : Satisfactoria 
Fuente: Elaboración propia 
Tabla 11. Prueba 08, lectura y guardado de datos. 
Caso de prueba de lectura y guardado de datos 
Trabajador 8 
Datos                        : incorporación impecable de los datos del trabajador 
Explicación             : contrastar inserción correcta de datos del trabajador 
Ejecución              : los datos de la huella dactilar, del lector de código de barras, 
del lector RFID y los datos ingresados por teclado son los rasgos para identificar 
al trabajador 
Pasos de Ejecución: se ingresa datos válidos para asentar al funcionario 
Resultado               : los datos del funcionario son reconocidos e ingresados al 
prototipo de control de acceso 
Evaluación               : Satisfactoria 




Tabla 12. Prueba 09, lectura y guardado de datos. 
Caso de prueba de lectura y guardado de datos 
Trabajador 9 
Datos                        : incorporación impecable de los datos del trabajador 
Explicación             : contrastar inserción correcta de datos del trabajador 
Ejecución              : los datos de la huella dactilar, del lector de código de barras, 
del lector RFID y los datos ingresados por teclado son los rasgos para identificar 
al trabajador 
Pasos de Ejecución: se ingresa datos válidos para asentar al funcionario 
Resultado               : los datos del funcionario son reconocidos e ingresados al 
prototipo de control de acceso 
Evaluación               : Satisfactoria 
Fuente: Elaboración propia 
Tabla 13. Prueba 10, lectura y guardado de datos. 
Caso de prueba de lectura y guardado de datos 
Trabajador 10  
Datos                        : incorporación impecable de los datos del trabajador 
Explicación             : contrastar inserción correcta de datos del trabajador 
Ejecución              : los datos de la huella dactilar, del lector de código de barras, 
del lector RFID y los datos ingresados por teclado son los rasgos para identificar 
al trabajador 
Pasos de Ejecución: se ingresa datos válidos para asentar al funcionario 
Resultado               : los datos del funcionario son reconocidos e ingresados al 
prototipo de control de acceso 
Evaluación               : Satisfactoria 




Tabla 14. Prueba 11, lectura y guardado de datos. 
Caso de prueba de lectura y guardado de datos 
Trabajador 11 
Datos                        : incorporación impecable de los datos del trabajador 
Explicación            : contrastar inserción correcta de datos del trabajador 
Ejecución              : los datos de la huella dactilar, del lector de código de barras, 
del lector RFID y los datos ingresados por teclado son los rasgos para identificar 
al trabajador 
Pasos de Ejecución: se ingresa datos válidos para asentar al funcionario 
Resultado               : los datos del funcionario son reconocidos e ingresados al 
prototipo de control de acceso 
Evaluación               : Satisfactoria 
Fuente: Elaboración propia 
3.4.2  Pruebas de verificación  
Estas pruebas se realizan con los trabajadores del Centro de Informática y 
Estadística (CINFE) como se puede observar en la Figura 49, para verificar 
que el prototipo realice la lectura correctamente de los datos obtenidos de 
la lectora de huella dactilar, o del escáner de código de barras, o del escáner 
RFID, o de numero de documento de identidad ingresados mediante 





Figura 49. Prueba con ingreso de datos de trabajador. 
Fuente: Elaboración propia 
 
Figura 50. Verificación de datos del trabajador. 




Estos ensayos de verificación de datos para el acceso, fueron realizados con 
diferentes trabajadores del Centro de Informática y Estadística. 
Tabla 15. Verificación 01, para el acceso del trabajador. 
Caso de verificación para el acceso del trabajador 
Trabajador 1  
Datos                        : lectura de huella dactilar, o número de documento                     
Descripción             : probar lectura correcta de datos del trabajador 
Ejecución              : los datos de la huella dactilar, o del lector de código de 
barras, o del lector RFID, o los datos ingresados por teclado son los rasgos para 
identificar al trabajador 
Pasos de Ejecución: se ingresa datos válidos para identificar al trabajador 
Resultado               : los datos del trabajador son reconocidos y verificados en 
el prototipo de control de acceso 
Evaluación               : Satisfactoria 
Fuente: Elaboración propia 
 Tabla 16. Verificación 02, para el acceso del trabajador. 
Caso de verificación para el acceso del trabajador 
Trabajador 2 
Datos                        : lectura de huella dactilar, o número de documento                     
Descripción             : probar lectura correcta de datos del trabajador 
Ejecución              : los datos de la huella dactilar, o del lector de código de 
barras, o del lector RFID, o los datos ingresados por teclado son los rasgos para 
identificar al trabajador 
Pasos de Ejecución: se ingresa datos válidos para identificar al trabajador 
Resultado               : los datos del trabajador son reconocidos y verificados en 
el prototipo de control de acceso 
Evaluación               : Satisfactoria 




Tabla 17. Verificación 03, para el acceso del trabajador. 
Caso de verificación para el acceso del trabajador 
Trabajador 3 
Datos                        : lectura de huella dactilar, o número de documento                     
Descripción             : probar lectura correcta de datos del trabajador 
Ejecución              : los datos de la huella dactilar, o del lector de código de 
barras, o del lector RFID, o los datos ingresados por teclado son los rasgos para 
identificar al trabajador 
Pasos de Ejecución: se ingresa datos válidos para identificar al trabajador 
Resultado               : los datos del trabajador son reconocidos y verificados en 
el prototipo de control de acceso 
Evaluación               : Satisfactoria 
Fuente: Elaboración propia 
Tabla 18. Verificación 04, para el acceso del trabajador. 
Caso de verificación para el acceso del trabajador 
Trabajador 4 
Datos                        : lectura de huella dactilar, o número de documento                     
Descripción             : probar lectura correcta de datos del trabajador 
Ejecución              : los datos de la huella dactilar, o del lector de código de 
barras, o del lector RFID, o los datos ingresados por teclado son los rasgos para 
identificar al trabajador 
Pasos de Ejecución: se ingresa datos válidos para identificar al trabajador 
Resultado               : los datos del trabajador son reconocidos y verificados en 
el prototipo de control de acceso 
Evaluación               : Satisfactoria 




Tabla 19. Verificación 05, para el acceso del trabajador. 
Caso de verificación para el acceso del trabajador 
Trabajador 5 
Datos                        : lectura de huella dactilar, o número de documento                     
Descripción             : probar lectura correcta de datos del trabajador 
Ejecución              : los datos de la huella dactilar, o del lector de código de 
barras, o del lector RFID, o los datos ingresados por teclado son los rasgos para 
identificar al trabajador 
Pasos de Ejecución: se ingresa datos válidos para identificar al trabajador 
Resultado               : los datos del trabajador son reconocidos y verificados en 
el prototipo de control de acceso 
Evaluación               : Satisfactoria 
Fuente: Elaboración propia 
Tabla 20. Verificación 06, para el acceso del trabajador. 
Caso de verificación para el acceso del trabajador 
Trabajador 6 
Datos                        : lectura de huella dactilar, o número de documento                     
Descripción             : probar lectura correcta de datos del trabajador 
Ejecución              : los datos de la huella dactilar, o del lector de código de 
barras, o del lector RFID, o los datos ingresados por teclado son los rasgos para 
identificar al trabajador 
Pasos de Ejecución: se ingresa datos válidos para identificar al trabajador 
Resultado               : los datos del trabajador son reconocidos y verificados en el 
prototipo de control de acceso 
Evaluación               : Satisfactoria 




Tabla 21. Verificación 07, para el acceso del trabajador. 
Caso de verificación para el acceso del trabajador 
Trabajador 7 
Datos                        : lectura de huella dactilar, o número de documento                     
Descripción             : probar lectura correcta de datos del trabajador 
Ejecución              : los datos de la huella dactilar, o del lector de código de 
barras, o del lector RFID, o los datos ingresados por teclado son los rasgos para 
identificar al trabajador 
Pasos de Ejecución: se ingresa datos válidos para identificar al trabajador 
Resultado               : los datos del trabajador son reconocidos y verificados en 
el prototipo de control de acceso 
Evaluación               : Satisfactoria 
Fuente: Elaboración propia 
 
Tabla 22. Verificación 08, para el acceso del trabajador. 
Caso de verificación para el acceso del trabajador 
Trabajador 8 
Datos                        : lectura de huella dactilar, o número de documento                     
Descripción             : probar lectura correcta de datos del trabajador 
Ejecución              : los datos de la huella dactilar, o del lector de código de 
barras, o del lector RFID, o los datos ingresados por teclado son los rasgos para 
identificar al trabajador 
Pasos de Ejecución: se ingresa datos válidos para identificar al trabajador 
Resultado               : los datos del trabajador son reconocidos y verificados en el 
prototipo de control de acceso 
Evaluación               : Satisfactoria 




Tabla 23. Verificación 09, para el acceso del trabajador. 
Caso de verificación para el acceso del trabajador 
Trabajador 9 
Datos                        : lectura de huella dactilar, o número de documento                     
Descripción             : probar lectura correcta de datos del trabajador 
Ejecución              : los datos de la huella dactilar, o del lector de código de 
barras, o del lector RFID, o los datos ingresados por teclado son los rasgos para 
identificar al trabajador 
Pasos de Ejecución: se ingresa datos válidos para identificar al trabajador 
Resultado               : los datos del trabajador son reconocidos y verificados en 
el prototipo de control de acceso 
Evaluación               : Satisfactoria 
Fuente: Elaboración propia 
 
Tabla 24. Verificación 10, para el acceso del trabajador. 
Caso de verificación para el acceso del trabajador 
Trabajador 10 
Datos                        : lectura de huella dactilar, o número de documento                     
Descripción             : probar lectura correcta de datos del trabajador 
Ejecución              : los datos de la huella dactilar, o del lector de código de 
barras, o del lector RFID, o los datos ingresados por teclado son los rasgos para 
identificar al trabajador 
Pasos de Ejecución: se ingresa datos válidos para identificar al trabajador 
Resultado               : los datos del trabajador son reconocidos y verificados en el 
prototipo de control de acceso 
Evaluación               : Satisfactoria 




Tabla 25. Verificación 11, para el acceso del trabajador. 
Caso de verificación para el acceso del trabajador 
Trabajador 11 
Datos                        : lectura de huella dactilar, o número de documento                     
Descripción             : probar lectura correcta de datos del trabajador 
Ejecución              : los datos de la huella dactilar, o del lector de código de 
barras, o del lector RFID, o los datos ingresados por teclado son los rasgos para 
identificar al trabajador 
Pasos de Ejecución: se ingresa datos válidos para identificar al trabajador 
Resultado               : los datos del trabajador son reconocidos y verificados en 
el prototipo de control de acceso 
Evaluación               : Satisfactoria 















4.1.1 Primera etapa 
Se logró la identificación del trabajador mediante la lectura de su huella 
dactilar, el cual se visualiza en la Figura 51 y la verificación de sus datos 
fueron los correctos tal y como se exhibe en la Figura 52. 
 
Figura 51. Lectura de huella dactilar del trabajador. 





Figura 52. Verificación de datos del trabajador. 
Fuente: Elaboración propia 
4.1.2 Segunda etapa 
Se logró la identificación del trabajador mediante la lectura de su documento 
de identidad, el cual se visualiza en la Figura 53 y la verificación de sus 
datos fueron los correctos, el cual se exhibe en la Figura 54. 
 
Figura 53. Lectura de documento del trabajador. 





Figura 54. Verificación de datos del trabajador. 
Fuente: Elaboración propia 

















1. Se consiguió esbozar un prototipo de control de acceso confiable para la identificación 
exacta del personal militar y civil que laboran en el Centro de Informática y estadística 
(CINFE), cotejando la identificación de cada uno de ellos con la lectura de la huella 
dactilar, lectura del código de barras, y la lectura de la tarjeta RFID.   
2. Se logró obtener la muestra de la huella dactilar a través del escáner para ser 
procesado, almacenado y explotado mediante el código del arquetipo, así mismo se 
obtuvo los datos del código de barras del documento de identidad nacional (DNI), así 
como también los datos del código de barras del carnet de identidad personal (CIP), y 
por último se logró la adquisición de los datos almacenado en el dispositivo embebido 
de la tarjeta RFID, los cuales fueron esenciales para el desarrollo de un buen control y 
registro de entrada y salida de los datos obtenidos. 
3. Se diseñó y simulo el prototipo de la tarjeta de potencia para el correcto funcionamiento 
del motor.  
4. Se logró el desarrollo del software del arquetipo con la arquitectura de 3 capas 
utilizando el lenguaje de programación de alto nivel C Sharp, los cuales aumentaron la 
obtención de un enfoque ordenado, explicativo y sobre todo de reutilización de código, 














En base a los resultados y conclusiones obtenidos en el prototipo deseo sugerir algunas 
recomendaciones: 
1. En el desarrollo del prototipo se ha considerado la tecnología biométrica solo a 
la lectura de la huella dactilar, es conveniente ampliar el sistema con las demás 
características fisiológicas como son: el iris, voz, mano y cara. 
2. Revisar mediante herramientas avanzadas las diferentes vulnerabilidades de la 
tecnología rfid, considerando que la transferencia de datos por radio frecuencia 
pueden ser vulnerados por ciberdelincuentes. 
3. Analizar el subsistema grafico Windows presentation foundation(WPF), para 
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ANEXO F: Plan de trabajo. 
 
- FECHA  CRONOGRAMA 
  INIC TERM ENE FEB MAR ABR MAY JUN JUL AGO SEP OCT NOV DIC 
1 DISEÑO ENE MAY                         
1.1 DISEÑO DE BASE DE DATOS UNICA E INTEGRAL ENE ENE                         
  DISEÑO DE LA ARQUITECTURA     X                       
  DIAGRAMAS     X                       
1.2 DISEÑO DEL PROTOTIPO DE CONTROL Y POTENCIA FEB FEB                         
  DISEÑO DEL SISTEMA DE CONTROL        X                     
  DISEÑO DEL SISTEMA DE POTENCIA       X                     
1.3 DISEÑO DEL PROTOTIPO DE ADQUISICION DE DATOS MAR MAR                         
  Datos del lector biométrico         X                   
  Datos del lector de código de barras         X                   
  Datos del lector de RFID         X                   
1.4 
DISEÑO DEL PROTOTIPO DE CONTROL DE ACCESO 
PEATONAL 
ABR ABR 
                        
  DISEÑO DE LA CAPA DE DATOS           X                 
  DISEÑO DE LA CAPA LOGICA           X                 
  DISEÑO DE LA CAPA PRESENTACION           X                 
1.5 




                      
  DISEÑO DE LA CAPA DE DATOS             X               
  DISEÑO DE LA CAPA LOGICA             X               
  DISEÑO DE LA CAPA PRESENTACION             X               
2 DESARROLLO E INTEGRACION JUN SET                         
2.1 DESARROLLO DE LA BASE DE DATOS UNICA E INTEGRAL JUN JUN                         




2.2 DESARROLLO DEL PROTOTIPO DE CONTROL Y POTENCIA JUN JUN                         
  DESARROLLO DEL PROTOTIPO DE CONTROL                X             
  DESARROLLO DEL PROTOTIPO DE POTENCIA               X             
2.3 DESARROLLO DEL PROTOTIPO DE ADQUISICION DE DATOS JUL JUL                         
  PROGRAMACION DE DATOS DEL LECTOR BIOMETRICO                 X           
  PROGRAMACION DE DATOS DEL LECTOR CODIGO DE BARRAS                 X           
  PROGRAMACION DE DATOS DEL LECTOR DE RFID                 X           
2.4 
DESARROLLO DEL PROTOTIPO DE CONTROL DE ACCESO 
PEATONAL 
AGO AGO 
                        
  PORGRAMACION DE LA CAPA DE DATOS                   X         
  PROGRAMACION DE LA CAPA LOGICA                   X         
  PROGRAMACION DE LA CAPA PRESENTACION                   X         
2.5 




                      
  PORGRAMACION DE LA CAPA DE DATOS                   X         
  PROGRAMACION DE LA CAPA LOGICA                   X         
  PROGRAMACION DE LA CAPA PRESENTACION                   X         
2.6 INTEGRACION SET SET                         
  ACTIVIDADES                             
  
BASE DE DATOS CON EL PROTOTIPO DE ACCESO PEATONAL, 
EL SISTEMA DE ACCESO VEHICULAR Y EL SISTEMA DE 
CONTROL Y POTENCIA 
    
  
              X       
3 VALIDACION OCT DIC                         
3.1 PLAN DE PRUEBAS OCT OCT                         
  CRONOGRAMA DE PRUEBAS                       X     
3.2 PRUEBAS EN HORARIOS DE MAYOR AFLUENCIA OCT OCT                         
  CUADROS ESTADISTICOS DE RENDIMIENTO                       X     
  REPORTEDE PRUEBAS REALIZADAS                       X     
3.3 PRUEBAS EN HORARIOS DE MENOR AFLUENCIA NOV NOV                         
  CUADROS ESTADISTICOS DE RENDIMIENTO                         X   




3.4 ANALISIS DE DESEMPEÑO NOV NOV                         
  CUADROS COMPARATIVOS DE ERRORES                         X   
  RESULTADOS NUMERICOS                         X   
3.5 CORRECCION DE ERRORES DIC DIC                         
  INFORME TECNICO                            X 
3.6 VALIDACION DIC DIC                         
















DISEÑO DE UN PROTOTIPO DE CONTROL DE ACCESO BASADO EN 





























































































































































































































































































































ANEXO N: código de la clase CapaDatosDeseg 
public class CapaDatosDeseg 
    { 
        private int _Iddeseg; 
        private string _Nombre; 
        private string _Apellidos; 
        private string _TipoDeDocumento; 
        private string _NumDeDocumento; 
        private string _Dependencia; 
        private string _Celular; 
        private string _Anexo;         
        private string _TextoBuscar;  
        public CapaDatosDeseg(int iddeseg, string nombre, string apellidos, string 
tipodedocumento,                                    string numdedocumento, string dependencia, string 
celular,string anexo ) 
        { 
            this.Iddeseg = iddeseg; 
            this.Nombre = nombre; 
            this.Apellidos = apellidos;             
            this.TipoDeDocumento = tipodedocumento; 
            this.NumDeDocumento = numdedocumento; 
            this.Dependencia = dependencia; 
            this.Celular = celular; 
            this.Anexo = anexo;  
        } 
        public string Insertar(CapaDatosDeseg Deseg) 
        {   string rpta = ""; 
            SqlConnection SqlConexion = new SqlConnection(); 
            try 
            { 
                SqlConexion.ConnectionString = Conexion.Cn; 
                SqlConexion.Open(); 
                SqlCommand Sqlcomando = new SqlCommand(); 
                Sqlcomando.Connection = SqlConexion; 
                Sqlcomando.CommandText = "spinsertar_deseg"; 
                Sqlcomando.CommandType = CommandType.StoredProcedure; 
                rpta = Sqlcomando.ExecuteNonQuery() == 1 ? "OK" : "NO se Ingreso el       
     Registro"; 
            } 
            catch (Exception ex) { rpta = ex.Message; } 
            finally { if (SqlConexion.State == ConnectionState.Open) SqlConexion.Close();} 
            return rpta; 
        } 
  
        public string Editar(CapaDatosDeseg Deseg) 
        { 
            string rpta = ""; 
            SqlConnection SqlConexion = new SqlConnection(); 
            try 




                SqlConexion.ConnectionString = Conexion.Cn; 
                SqlConexion.Open(); 
                SqlCommand SqlComando = new SqlCommand(); 
                SqlComando.Connection = SqlComando; 
                SqlComando.CommandText = "speditar_deseg"; 
                SqlComando.CommandType = CommandType.StoredProcedure;                 
                rpta = SqlComando.ExecuteNonQuery() == 1 ? "OK" : "NO se Ingreso el  
     Registro"; 
            } 
            catch (Exception ex) 
            { 
                rpta = ex.Message; 
            } 
            finally 
            { 
                if (SqlConexion.State == ConnectionState.Open) SqlConexion.Close(); 
            } 
            return rpta; 
        } 
 
        public string Eliminar(CapaDatosDeseg Deseg) 
        { 
            string rpta = ""; 
            SqlConnection SqlConexion = new SqlConnection(); 
            try 
            { 
                SqlConexion.ConnectionString = Conexion.Cn; 
                SqlConexion.Open(); 
                SqlCommand SqlComando = new SqlCommand(); 
                SqlComando.Connection = SqlConexion; 
                SqlComando.CommandText = "speliminar_deseg"; 
                SqlComando.CommandType = CommandType.StoredProcedure;  
                rpta = SqlComando.ExecuteNonQuery() == 1 ? "OK" : "NO se Elimino el  
     Registro"; 
            } 
            catch (Exception ex) 
            { 
                rpta = ex.Message; 
            } 
            finally 
            { 
                if (SqlConexion.State == ConnectionState.Open) SqlConexion.Close(); 
            } 
            return rpta; 
        } 
    
        public DataTable Mostrar() 
        { 
            DataTable tabladatoResultado = new DataTable("deseg"); 
            SqlConnection SqlConexion = new SqlConnection(); 
            try 
            { 
                SqlConexion.ConnectionString = Conexion.Cn; 




                SqlComando.Connection = SqlConexion; 
                SqlComando.CommandText = "spmostrar_deseg"; 
                SqlComando.CommandType = CommandType.StoredProcedure; 
 
                SqlDataAdapter SqlAdaptador = new SqlDataAdapter(SqlComando); 
                SqlAdaptador.Fill(tabladatoResultado); 
            } 
            catch (Exception ex) 
            { 
                tabladatoResultado = null; 
            } 
            return tabladatoResultado; 
        } 
  
        public DataTable BuscarPorApellidos(CapaDatosDeseg Deseg) 
        { 
            DataTable tabladatoResultado = new DataTable("deseg"); 
            SqlConnection SqlConexion = new SqlConnection(); 
            try 
            { 
                SqlConexion.ConnectionString = Conexion.Cn; 
                SqlCommand SqlComando = new SqlCommand(); 
                SqlComando.Connection = SqlConexion; 
                SqlComando.CommandText = "spbuscar_deseg_apellidos"; 
                SqlComando.CommandType = CommandType.StoredProcedure; 
                SqlDataAdapter SqlAdaptador = new SqlDataAdapter(SqlComando); 
                SqlAdaptador.Fill(tabladatoResultado); 
            } 
            catch (Exception ex) 
            { 
                tabladatoResultado = null; 
            } 
            return tabladatoResultado; 
        } 
 
        public DataTable BuscarPorNumeroDeDocumento(CapaDatosDeseg Deseg) 
        { 
            DataTable tabladatoResultado = new DataTable("deseg"); 
            SqlConnection SqlConexion = new SqlConnection(); 
            try 
            { 
                SqlConexion.ConnectionString = Conexion.Cn; 
                SqlCommand SqlComando = new SqlCommand(); 
                SqlComando.Connection = SqlConexion; 
                SqlComando.CommandText = "spbuscar_deseg_num_documento"; 
                SqlComando.CommandType = CommandType.StoredProcedure;                 
                SqlDataAdapter SqlAdaptador = new SqlDataAdapter(SqlComando); 
                SqlDat.Fill(tabladatoResultado); 
            } 
            catch (Exception ex) 
            { 
                tabladatoResultado = null; 
            } 




ANEXO O: código de la clase CapaDatosIngreso. 
public class CapaDatosIngreso 
    { 
        private int _IdIngreso; 
        private int _IdTrabajador; 
        private int _IdDeseg; 
        //private DateTime _FechaDeIngreso; 
        private DateTime _FechaDeRegistro; 
        private string _DependenciaQueVisita; 
        private string _PersonaQueVisita; 
        private string _MotivoDeVisita;         
        private string _TipoDeDocumento; 
        private string _NumDeDocumento; 
        private string _Nacionalidad; 
        private string _Nombre; 
        private string _Apellidos; 
        private string _TextoBuscar;             
 
        public CapaDatosIngreso() 
        { 
 
        } 
 
public CapaDatosIngreso(int idingreso, int idtrabajador,int iddeseg,DateTime 
fechaderegistro, string dependenciaquevisita, string personaquevisita, string 
motivodevisita, string tipodedocumento, string numdedocumento, string nacionalidad, 
string nombre,          string apellidos) 
        { 
            this.IdIngreso = idingreso; 
            this.IdTrabajador = idtrabajador; 
            this.IdDeseg = iddeseg; 
            this.FechaDeRegistro = fechaderegistro; 
            this.DependenciaQueVisita = dependenciaquevisita; 
            this.PersonaQueVisita = personaquevisita; 
            this.MotivoDeVisita = motivodevisita; 
            this.TipoDeDocumento = tipodedocumento; 
            this.NumDeDocumento = numdedocumento; 
            this.Nacionalidad = nacionalidad; 
            this.Nombre = nombre; 
            this.Apellidos = apellidos;             
        } 
        public string Insertar(CapaDatosIngreso Ingreso) 
        { 
            string rpta = ""; 
            SqlConnection SqlConexion = new SqlConnection(); 
            try 
            { 
                SqlConexion.ConnectionString = Conexion.Cn; 
                SqlConexion.Open(); 
                SqlCommand SqlComando = new SqlCommand(); 
                SqlComando.Connection = SqlConexion; 




                SqlComando.CommandType = CommandType.StoredProcedure;  
                rpta = SqlComando.ExecuteNonQuery() == 1 ? "OK" : "NO se Ingreso el  
     Registro"; 
            } 
            catch (Exception ex) {  rpta = ex.Message;  } 
            finally {  if (SqlConexion.State == ConnectionState.Open) SqlConexion.Close(); } 
            return rpta; 
        } 
        public string Editar(CapaDatosIngreso Ingreso) 
        { 
            string rpta = ""; 
            SqlConnection SqlConexion = new SqlConnection(); 
            try 
            { 
                SqlConexion.ConnectionString = Conexion.Cn; 
                SqlConexion.Open(); 
                SqlCommand SqlComando = new SqlCommand(); 
                SqlComando.Connection = SqlConexion; 
                SqlComando.CommandText = "speditar_ingreso"; 
                SqlComando.CommandType = CommandType.StoredProcedure; 
                rpta = SqlComando.ExecuteNonQuery() == 1 ? "OK" : "NO se Actualizo el  
     Registro"; 
            } 
            catch (Exception ex) { rpta = ex.Message; } 
            finally { if (SqlConexion.State == ConnectionState.Open) SqlConexion.Close(); } 
            return rpta; 
        } 
        public string Eliminar(DIngreso Ingreso) 
        { 
            string rpta = ""; 
            SqlConnection SqlConexion = new SqlConnection(); 
            try 
            { 
                SqlConexion.ConnectionString = Conexion.Cn; 
                SqlConexion.Open(); 
                SqlCommand SqlComando = new SqlCommand(); 
                SqlComando.Connection = SqlConexion; 
                SqlComando.CommandText = "speliminar_ingreso"; 
                SqlComando.CommandType = CommandType.StoredProcedure;  
                rpta = SqlComando.ExecuteNonQuery() == 1 ? "OK" : "NO se Elimino el  
     Registro"; 
            } 
            catch (Exception ex) { rpta = ex.Message;  } 
            finally { if (SqlConexion.State == ConnectionState.Open) SqlConexion.Close();  } 
            return rpta; 
        } 
        public DataTable Mostrar() 
        { 
            DataTable datotablaResultado = new DataTable("ingreso"); 
            SqlConnection SqlConexion = new SqlConnection(); 
            try 
            { 
                SqlConexion.ConnectionString = Conexion.Cn; 




                SqlComando.Connection = SqlConexion; 
                SqlComando.CommandText = "spmostrar_ingreso"; 
                SqlComando.CommandType = CommandType.StoredProcedure; 
                SqlDataAdapter SqlAdaptador = new SqlDataAdapter(SqlComando); 
                Sqladaptador.Fill(datotablaResultado); 
 
            } 
            catch (Exception ex) { datotablaResultado = null; } 
            return datotablaResultado; 
        } 
        public DataTable BuscarPorApellidos(CapaDatosIngreso Ingreso) 
        { 
            DataTable datotablaResultado = new DataTable("ingreso"); 
            SqlConnection SqlConexion = new SqlConnection(); 
            try 
            { 
                SqlConexion.ConnectionString = Conexion.Cn; 
                SqlCommand SqlComando = new SqlCommand(); 
                SqlComando.Connection = SqlConexion; 
                SqlComando.CommandText = "spbuscar_ingreso_apellidos"; 
                SqlComando.CommandType = CommandType.StoredProcedure;                 
                SqlDataAdapter SqlAdaptador = new SqlDataAdapter(SqlComando); 
                SqlAdaptador.Fill(datotablaResultado); 
            } 
            catch (Exception ex) 
            { 
                datotablaResultado = null; 
            } 
            return datotablaResultado; 
        } 
 
        public DataTable BuscarPorNumDeDocumento(CapaDatosIngreso Ingreso) 
        { 
            DataTable datotablaResultado = new DataTable("ingreso"); 
            SqlConnection SqlConexion = new SqlConnection(); 
            try 
            { 
                SqlConexion.ConnectionString = Conexion.Cn; 
                SqlCommand SqlComando = new SqlCommand(); 
                SqlComando.Connection = SqlConexion; 
                SqlComando.CommandText = "spbuscar_ingreso_num_documento"; 
                SqlComando.CommandType = CommandType.StoredProcedure;                 
                SqlDataAdapter SqlAdaptador = new SqlDataAdapter(SqlComando); 
                SqlAdaptador.Fill(datotablaResultado); 
            } 
            catch (Exception ex) 
            { 
                datotablaResultado = null; 
            } 
            return datotablaResultado; 
        } 
 




ANEXO P: código de la clase CapaDatosTrabajador. 
public class CapaDatosTrabajador 
    { 
        private int _Idtrabajador; 
        private string _Nombre; 
        private string _Apellidos; 
        private string _Sexo; 
        private DateTime _FechaDeNacimiento; 
        private string _TipoDeDocumento; 
        private string _NumDeDocumento; 
        private string _Dependencia; 
        private string _Anexo; 
        private string _Grado; 
        private string _Situacion; 
        private string _Acceso; 
        private string _Usuario; 
        private string _Password; 
        private byte[] _Huella; 
        private byte[] _Fotografia; 
        private string _TextoBuscar; 
         
        public CapaDatosTrabajador() 
        { 
 
        } 
 
public CapaDatosTrabajador(int idtrabajador, string nombre, string apellidos, string 
sexo,DateTime fechadenacimiento, string tipodedocumento, string numdedocumento, 
string          dependencia,string anexo,string grado,string situacion, string acceso, string 
usuario, string password, byte[] huella, byte[] fotografia, string textobuscar) 
        { 
            this.Idtrabajador = idtrabajador; 
            this.Nombre = nombre; 
            this.Apellidos = apellidos; 
            this.Sexo = sexo; 
            this.FechaDeNacimiento = fechadenacimiento; 
            this.TipoDeDocumento = tipodedocumento; 
            this.NumDeDocumento = numdedocumento; 
            this.Dependencia = dependencia; 
            this.Anexo = anexo; 
            this.Grado = grado; 
            this.Situacion = situacion; 
            this.Acceso = acceso; 
            this.Usuario = usuario; 
            this.Password = password; 
            this.Huella = huella; 
            this.Fotografia = fotografia; 
            this.TextoBuscar = textobuscar; 







        public string Insertar(DTrabajador Trabajador) 
        { 
            string rpta = ""; 
            SqlConnection SqlConexion = new SqlConnection(); 
            try 
            { 
                SqlConexion.ConnectionString = Conexion.Cn; 
                SqlConexion.Open();                 
                SqlCommand SqlComando = new SqlCommand(); 
                SqlComando.Connection = SqlConexion; 
                SqlComando.CommandText = "spinsertar_trabajador"; 
                SqlComando.CommandType = CommandType.StoredProcedure;                 
                rpta = SqlComando.ExecuteNonQuery() == 1 ? "OK" : "NO se Ingreso el  
     Registro"; 
            } 
            catch (Exception ex) {  rpta = ex.Message;  } 
            finally  {  if (SqlConexion.State == ConnectionState.Open) SqlConexion.Close();  } 
            return rpta; 
        } 
        public string Editar(ClaseDatosTrabajador Trabajador) 
        { 
            string rpta = ""; 
            SqlConnection SqlConexion = new SqlConnection(); 
            try 
            { 
                SqlConexion.ConnectionString = Conexion.Cn; 
                SqlConexion.Open(); 
                SqlCommand SqlComando = new SqlCommand(); 
                SqlComando.Connection = SqlConexion; 
                SqlComando.CommandText = "spinsertar_trabajador"; 
                SqlComando.CommandType = CommandType.StoredProcedure;  
                rpta = SqlComando.ExecuteNonQuery() == 1 ? "OK" : "NO se Ingreso el  
     Registro"; 
            } 
            catch (Exception ex) {  ta = ex.Message; } 
            finally {  if (SqlConexion.State == ConnectionState.Open) SqlConexion.Close();  } 
            return rpta; 
        } 
        public string Eliminar(CapaDatosTrabajador Trabajador) 
        {   string rpta = ""; 
            SqlConnection SqlConexion = new SqlConnection(); 
            try 
            { 
                SqlConexion.ConnectionString = Conexion.Cn; 
                SqlConexion.Open(); 
                SqlCommand SqlComando = new SqlCommand(); 
                SqlComando.Connection = SqlConexion; 
                SqlComando.CommandText = "speliminar_trabajador"; 
                SqlComando.CommandType = CommandType.StoredProcedure;  
                rpta = SqlComando.ExecuteNonQuery() == 1 ? "OK" : "NO se Elimino el  
     Registro"; 
            } 
            catch (Exception ex) { rpta = ex.Message;   } 




            return rpta; 
        } 
        public DataTable Mostrar() 
        { 
            DataTable datotablaResultado = new DataTable("trabajador"); 
            SqlConnection SqlConexion = new SqlConnection(); 
            try 
            { 
                SqlConexion.ConnectionString = Conexion.Cn; 
                SqlCommand SqlComando = new SqlCommand(); 
                SqlComando.Connection = SqlConexion; 
                SqlComando.CommandText = "spmostrar_trabajador"; 
                SqlComando.CommandType = CommandType.StoredProcedure; 
                SqlDataAdapter SqlAdaptador = new SqlDataAdapter(SqlComando); 
                SqlAdaptador.Fill(datotablaResultado); 
            } 
            catch (Exception ex) {   datotablaResultado = null;} 
            return datotablaResultado; 
        } 
 
        public DataTable BuscarPorApellidos(CapaDatosTrabajador Trabajador) 
        { 
            DataTable datotablaResultado = new DataTable("trabajador"); 
            SqlConnection SqlConexion = new SqlConnection(); 
            try 
            { 
                SqlConexion.ConnectionString = Conexion.Cn; 
                SqlCommand SqlComando = new SqlCommand(); 
                SqlComando.Connection = SqlConexion; 
                SqlComando.CommandText = "spbuscar_trabajador_apellidos"; 
                SqlComando.CommandType = CommandType.StoredProcedure; 
                SqlDataAdapter SqlAdaptador = new SqlDataAdapter(SqlComando); 
                SqlAdaptador.Fill(DtResultado); 
            } 
            catch (Exception ex) { datotablaResultado = null; } 
            return datotablaResultado; 
        } 
 
        public DataTable BuscarPorNumDeDocumento(CapaDatosTrabajador Trabajador) 
        { 
            DataTable datotablaResultado = new DataTable("trabajador"); 
            SqlConnection SqlConexion = new SqlConnection(); 
            try 
            { 
                SqlConexion.ConnectionString = Conexion.Cn; 
                SqlCommand SqlComando = new SqlCommand(); 
                SqlComando.Connection = SqlConexion; 
                SqlComando.CommandText = "spbuscar_trabajador_num_documento"; 
                SqlComando.CommandType = CommandType.StoredProcedure;                 
                SqlDataAdapter SqlAdaptador = new SqlDataAdapter(SqlComando); 
                SqlAdaptador.Fill(DtResultado); 
            } 
            catch (Exception ex) { datotablaResultado = null; } 




        } 
 
        public DataTable Login(CapaDatosTrabajador Trabajador) 
        { 
            DataTable datotablaResultado = new DataTable("trabajador"); 
            SqlConnection SqlConexion = new SqlConnection(); 
            try 
            { 
                SqlConexion.ConnectionString = Conexion.Cn; 
                SqlCommand SqlComando = new SqlCommand(); 
                SqlComando.Connection = SqlConexion; 
                SqlComando.CommandText = "splogin"; 
                SqlComando.CommandType = CommandType.StoredProcedure 
                SqlDataAdapter SqlAdaptador = new SqlDataAdapter(SqlComando); 
                SqlAdaptador.Fill(datotablaResultado); 
            } 
            catch (Exception ex) 
            { 
                datotablaResultado = null; 
            } 
            return datotablaResultado; 
















ANEXO Q: código de la clase CapaNegocioDeseg. 
public class CapaNegocioDeseg 
    { 
        public static string Insertar(string nombre, string apellidos, string tipodedocumento, 
        string numdedocumento, string dependencia, string celular, string anexo) 
        { 
            CapaDatosDeseg ObjetoDeseg = new CapaDatosDeseg();  
            ObjetoDeseg.Nombre = nombre; 
            ObjetoDeseg.Apellidos = apellidos; 
            ObjetoDeseg.TipoDeDocumento = tipodedocumento; 
            ObjetoDeseg.NumDeDocumento = numdedocumento; 
            ObjetoDeseg.Dependencia = dependencia; 
            ObjetoDeseg.Celular = celular; 
            ObjetoDeseg.Anexo = celular;            
            return ObjetoDeseg.Insertar(ObjetoDeseg);  
       } 
public static string Editar(int iddeseg, string nombre, string apellidos, string 
tipodedocumento,   string numdedocumento, string dependencia, string celular, string 
anexo) 
        { 
            CapaDatosDeseg ObjetoDeseg = new CapaDatosDeseg(); 
            ObjetoDeseg.Iddeseg = iddeseg; 
            ObjetoDeseg.Nombre = nombre; 
            ObjetoDeseg.Apellidos = apellidos; 
            ObjetoDeseg.TipoDeDocumento = tipodedocumento; 
            ObjetoDeseg.NumDeDocumento = numdedocumento; 
            ObjetoDeseg.Dependencia = dependencia; 
            ObjetoDeseg.Celular = celular; 
            ObjetoDeseg.Anexo = celular; 
            return ObjetoDeseg.Editar(ObjetoDeseg); 
        } 
        public static string Eliminar(int iddeseg) 
        { 
CapaDatosDeseg ObjetoDeseg = new CapaDatosDeseg();            
ObjetoDeseg.Iddeseg = iddeseg; 
            return ObjetoDeseg.Eliminar(ObjetoDeseg); 
        } 
        public static DataTable Mostrar() 
        {  return new CapaDatosDeseg().Mostrar(); } 
        public static DataTable BuscarPorApellidos(string textobuscar) 
        { 
            CapaDatosDeseg ObjetoDeseg = new CapaDatosDeseg(); 
            ObjetoDeseg.TextoBuscar = textobuscar; 
            return ObjetoDeseg.BuscarApellidos(ObjetoDeseg); 
        } 
        public static DataTable BuscarPorNumDeDocumento(string textobuscar) 
        { 
            CapaDatosDeseg ObjetoDeseg = new CapaDatosDeseg(); 
            ObjetoDeseg.TextoBuscar = textobuscar; 
            return ObjetoDeseg.BuscarPorNumDeDocumento(ObjetoDeseg); 
        } 




ANEXO R: código de la clase CapaNegocioIngreso. 
public class CapaNegocioIngreso 
    { 
public static string Insertar(int idtrabajador, int iddeseg,DateTime                              
fechaderegistro,string dependenciaquevisita,string personaquevisita, 
string motivodevisita,string tipodedocumento,string numdedocumento,string 
nacionalidad,string nombre,string apellidos ) 
        { 
            CapaDatosIngreso Objetoingreso = new CapaDatosIngreso(); 
            Objetoingreso.IdTrabajador = idtrabajador; 
            Objetoingreso.IdDeseg = iddeseg; 
            Objetoingreso.FechaDeRegistro = fechaderegistro; 
            Objetoingreso.DependenciaQueVisita = dependenciaquevisita; 
            Objetoingreso.PersonaQueVisita = personaquevisita; 
            Objetoingreso.MotivoDeVisita = motivodevisita; 
            Objetoingreso.TipoDeDocumento = tipodedocumento; 
            Objetoingreso.NumDeDocumento = numdedocumento; 
            Objetoingreso.Nacionalidad = nacionalidad; 
            Objetoingreso.Nombre = nombre; 
            Objetoingreso.Apellidos = apellidos; 
            return Objetoingreso.Insertar(Objetoingreso); 
        } 
public static string Editar(int idingreso,int idtrabajador, int iddeseg, DateTime   
fechaderegistro, string dependenciaquevisita, string personaquevisita,string 
motivodevisita, string tipodedocumento, string numdedocumento, string nacionalidad, 
string nombre, string apellidos) 
        { 
            CapaDatosIngreso Objetoingreso = new CapaDatosIngreso(); 
            Objetoingreso.IdIngreso = idingreso; 
            Objetoingreso.IdTrabajador = idtrabajador; 
            Objetoingreso.IdDeseg = iddeseg; 
            Objetoingreso.FechaDeRegistro = fechaderegistro; 
            Objetoingreso.DependenciaDeVisita = dependenciadevisita; 
            Objetoingreso.PersonaQueVisita = personaquevisita; 
            Objetoingreso.MotivoDeVisita = motivodevisita; 
            Objetoingreso.TipoDeDocumento = tipodedocumento; 
            Objetoingreso.NumDeDocumento = numdedocumento; 
            Objetoingreso.Nacionalidad = nacionalidad; 
            Objetoingreso.Nombre = nombre; 
            Objetoingreso.Apellidos = apellidos; 
            return Objetoingreso.Editar(Objetoingreso); 
        } 
        public static string Eliminar(int idingreso) 
        { 
            CapaDatosIngreso Objetoingreso = new CapaDatosIngreso(); 
            Objetoingreso.IdIngreso = idingreso; 
            return Objetoingreso.Eliminar(Objetoingreso); 
        } 
        public static DataTable Mostrar() 
        { 
            return new CapaDatosIngreso().Mostrar(); 




        public static DataTable BuscarPorApellidos(string textobuscar) 
        { 
            CapaDatosIngreso Objetoingreso = new CapaDatosIngreso (); 
            Objetoingreso.TextoBuscar = textobuscar; 
            return Objetoingreso.BuscarPorApellidos(Objetoingreso); 
        } 
        public static DataTable BuscarPorNumDeDocumento(string textobuscar) 
        { 
            CapaDatosTrabajador Objetotrabaj = new CapaDatosTrabajador(); 
            Objetotrabaj.TextoBuscar = textobuscar; 
            return Objetotrabaj.BuscarPorNumDeDocumento(Objetotrabaj); 
        } 
    } 
 
    public class CapaNegocioDeseg 
    { 
        public static string Insertar(string nombre, string apellidos, string tipodedocumento, 
        string numdedocumento, string dependencia, string celular, string anexo) 
        { 
            CapaDatosDeseg Objetodeseg = new CapaDatosDeseg();  
            Objetodeseg.Nombre = nombre; 
            Objetodeseg.Apellidos = apellidos; 
            Objetodeseg.TipoDeDocumento = tipodedocumento; 
            Objetodeseg.NumDeDocumento = numdedocumento; 
            Objetodeseg.Dependencia = dependencia; 
            Objetodeseg.Celular = celular; 
            Objetodeseg.Anexo = celular;            
            return Objetodeseg.Insertar(Objetodeseg);   
      } 
 
public static string Editar(int iddeseg, string nombre, string apellidos, string    
tipodedocumento, string numdedocumento, string dependencia, string celular, string 
anexo) 
        { 
            CapaDatosDeseg Objetodeseg = new CapaDatosDeseg(); 
            Objetodeseg.Iddeseg = iddeseg; 
            Objetodeseg.Nombre = nombre; 
            Objetodeseg.Apellidos = apellidos; 
            Objetodeseg.TipoDeDocumento = tipodedocumento; 
            Objetodeseg.NumDeDocumento = numdedocumento; 
            Objetodeseg.Dependencia = dependencia; 
            Objetodeseg.Celular = celular; 
            Objetodeseg.Anexo = celular; 
            return Objetodeseg.Editar(Objetodeseg); 
        } 
 
        public static string Eliminar(int iddeseg) 
        { 
            CapaDatosDeseg Objetodeseg = new CapaDatosDeseg(); 
            Objetodeseg.Iddeseg = iddeseg; 
            return Objetodeseg.Eliminar(Objetodeseg); 
        } 
 




        { 
            return new CapaDatosDeseg().Mostrar(); 
        } 
 
        public static DataTable BuscarPorApellidos(string textobuscar) 
        { 
            CapaDatosDeseg Objetodeseg = new CapaDatosDeseg(); 
            Objetodeseg.TextoBuscar = textobuscar; 
            return Objetodeseg.BuscarPorApellidos(Objetodeseg); 
        } 
 
        public static DataTable BuscarPorNumDeDocumento(string textobuscar) 
        { 
            CapaDatosDeseg Objetodeseg = new CapaDatosDeseg(); 
            Objetodeseg.TextoBuscar = textobuscar; 
            return Objetodeseg.BuscarPorNumDeDocumento(Objetodeseg); 
        } 


















ANEXO S: código de la clase CapaNegocioTrabajador. 
public class CapaNegocioTrabajador 
    { 
        public static string Insertar(string nombre, string apellidos, string sexo, DateTime 
fechadenacimiento, string tipodedocumento, string numdedocumento, string 
dependencia,string anexo, string grado, string situacion, string acceso, string usuario, string 
password, byte[] huella,byte[] fotografia) 
        { 
            CapaDatosTrabajador Objetotrabaj = new CapaDatosTrabajador(); 
            Objetotrabaj.Nombre = nombre; 
            Objetotrabaj.Apellidos = apellidos; 
            Objetotrabaj.Sexo = sexo; 
            Objetotrabaj.FechaDeNacimiento = fechadenacimiento; 
            Objetotrabaj.TipoDeDocumento = tipodedocumento; 
            Objetotrabaj.NumDeDocumento = numdedocumento; 
            Objetotrabaj.Dependencia = dependencia; 
            Objetotrabaj.Anexo = anexo; 
            Objetotrabaj.Grado = grado; 
            Objetotrabaj.Situacion = situacion; 
            Objetotrabaj.Acceso = acceso; 
            Objetotrabaj.Usuario = usuario; 
            Objetotrabaj.Password = password; 
            Objetotrabaj.Huella = huella; 
            Objetotrabaj.Fotografia = fotografia; 
            return Objetotrabaj.Insertar(Objetotrabaj); 
        } 
        public static string Editar(int idtrabajador,string nombre, string apellidos, string sexo, 
DateTime fechadenacimiento, string tipodedocumento, string numdedocumento, 
string     dependencia,string anexo, string grado, string situacion, string acceso, 
string usuario, string password, byte[] huella, byte[] fotografia) 
        { 
            CapaDatosTrabajador Objetotrabaj = new CapaDatosTrabajador(); 
            Objetotrabaj.Idtrabajador = idtrabajador; 
            Objetotrabaj.Nombre = nombre; 
            Objetotrabaj.Apellidos = apellidos; 
            Objetotrabaj.Sexo = sexo; 
            Objetotrabaj.FechaDeNacimiento = fechadenacimiento; 
            Objetotrabaj.TipoDeDocumento = tipodedocumento; 
            Objetotrabaj.NumDeDocumento = numdedocumento; 
            Objetotrabaj.Dependencia = dependencia; 
            Objetotrabaj.Anexo = anexo; 
            Objetotrabaj.Grado = grado; 
            Objetotrabaj.Situacion = situacion; 
            Objetotrabaj.Acceso = acceso; 
            Objetotrabaj.Usuario = usuario; 
            Objetotrabaj.Password = password; 
            Objetotrabaj.Huella = huella; 
            Objetotrabaj.Fotografia = fotografia; 
            return Objetotrabaj.Editar(Objetotrabaj); 






        public static string Eliminar(int idtrabajador) 
        { 
            CapaDatosTrabajador Objetotrabaj = new CapaDatosTrabajador(); 
            Objetotrabaj.Idtrabajador = idtrabajador; 
            return Objetotrabaj.Eliminar(Objetotrabaj); 
        } 
        public static DataTable Mostrar() 
        { 
            return new CapaDatosTrabajador().Mostrar(); 
        } 
 
        public static DataTable BuscarPorApellidos(string textobuscar) 
        { 
            CapaDatosTrabajador Objetotrabaj = new CapaDatosTrabajador(); 
            Objetotrabaj.TextoBuscar = textobuscar; 
            return Objetotrabaj.BuscarApellidos(Objetotrabaj); 
        } 
        public static DataTable BuscarPorNumDeDocumento(string textobuscar) 
        { 
            CapaDatosTrabajador Objetotrabaj = new CapaDatosTrabajador(); 
            Objetotrabaj.TextoBuscar = textobuscar; 
            return Objetotrabaj.BuscarPorNumDeDocumento(Objetotrabaj); 
        } 
 
        public static DataTable Login(string usuario, string password) 
        { 
            CapaDatosTrabajador Objetotrabaj = new CapaDatosTrabajador(); 
            Objetotrabaj.Usuario = usuario; 
            Objetotrabaj.Password = password; 
            return Objetotrabaj.Login(Objetotrabaj); 
        } 













ANEXO T: código del formulario FormularioLogin. 
public partial class FormularioLogin : Form 
    { 
        public FormularioLogin() 
        { 
            InitializeComponent(); 
            lblHora.Text = DateTime.Now.ToString(); 
        } 
 
        private void frmLogin_Load(object sender, EventArgs e) 
        { 
 
        } 
 
        private void timer1_Tick(object sender, EventArgs e) 
        { 
            lblHora.Text = DateTime.Now.ToString(); 
        } 
 
        private void btnSalir_Click(object sender, EventArgs e) 
        { 
            Application.Exit(); 
        } 
 
        private void btnIngresar_Click(object sender, EventArgs e) 
        { 
            //creamos el datatable 
DataTable Datos = 
CapaNegocio.CapaNegocioTrabajador.Login(this.txtUsuario.Text, 
this.txtPassword.Text); 
            //Evaluar si existe el Usuario 
            if (Datos.Rows.Count == 0) 
            { 
MessageBox.Show("NO Tiene Acceso al Sistema", "Sistema de Acceso",     
MessageBoxButtons.OK, MessageBoxIcon.Error); 
            } 
            else 
            { 
                FormularioPrincipal formularioPrincipal = new FormularioPrincipal(); 
                formularioPrincipal.Idtrabajador = Datos.Rows[0][0].ToString(); 
                formularioPrincipal.Apellidos = Datos.Rows[0][1].ToString(); 
                formularioPrincipal.Nombre = Datos.Rows[0][2].ToString(); 
                formularioPrincipal.Acceso = Datos.Rows[0][3].ToString(); 
 
                formularioPrincipal.Show(); 
                this.Hide(); 
            } 
        } 





ANEXO U: código del formulario FormularioPrincipal. 
public partial class FormularioPrincipal : Form 
    { 
        private int childFormNumber = 0; 
        public string Idtrabajador = "";//para login 
        public string Apellidos = "";//para login 
        public string Nombre = "";//para login 
        public string Acceso = "";//para login 
        public FormularioPrincipal() 
        { 
            InitializeComponent(); 
        } 
        private void ShowNewForm(object sender, EventArgs e) 
        { 
            Form childForm = new Form(); 
            childForm.MdiParent = this; 
            childForm.Text = "Ventana " + childFormNumber++; 
            childForm.Show(); 
        } 
        private void OpenFile(object sender, EventArgs e) 
        { 
            OpenFileDialog openFileDialog = new OpenFileDialog(); 
openFileDialog.InitialDirectory =  
Environment.GetFolderPath(Environment.SpecialFolder.Personal); 
            openFileDialog.Filter = "Archivos de texto (*.txt)|*.txt|Todos los archivos (*.*)|*.*"; 
            if (openFileDialog.ShowDialog(this) == DialogResult.OK) 
            { string FileName = openFileDialog.FileName;   } 
        } 
        private void SaveAsToolStripMenuItem_Click(object sender, EventArgs e) 
        { 
            SaveFileDialog saveFileDialog = new SaveFileDialog(); 
saveFileDialog.InitialDirectory = 
Environment.GetFolderPath(Environment.SpecialFolder.Personal); 
            saveFileDialog.Filter = "Archivos de texto (*.txt)|*.txt|Todos los archivos (*.*)|*.*"; 
            if (saveFileDialog.ShowDialog(this) == DialogResult.OK) 
            { 
                string FileName = saveFileDialog.FileName; 
            } 
        } 
        private void ExitToolsStripMenuItem_Click(object sender, EventArgs e) 
        { 
            this.Close(); 
        } 
        private void ToolBarToolStripMenuItem_Click(object sender, EventArgs e) 
        { 
            toolStrip.Visible = toolBarToolStripMenuItem.Checked; 
        } 
        private void StatusBarToolStripMenuItem_Click(object sender, EventArgs e) 
        { 
            statusStrip.Visible = statusBarToolStripMenuItem.Checked; 





        private void CascadeToolStripMenuItem_Click(object sender, EventArgs e) 
        { 
            LayoutMdi(MdiLayout.Cascade); 
        } 
        private void TileVerticalToolStripMenuItem_Click(object sender, EventArgs e) 
        { 
            LayoutMdi(MdiLayout.TileVertical); 
        } 
        private void TileHorizontalToolStripMenuItem_Click(object sender, EventArgs e) 
        { 
            LayoutMdi(MdiLayout.TileHorizontal); 
        } 
        private void ArrangeIconsToolStripMenuItem_Click(object sender, EventArgs e) 
        { 
            LayoutMdi(MdiLayout.ArrangeIcons); 
        } 
        private void CloseAllToolStripMenuItem_Click(object sender, EventArgs e) 
        { 
            foreach (Form childForm in MdiChildren) 
            { 
                childForm.Close(); 
            } 
        } 
        private void salirToolStripMenuItem_Click(object sender, EventArgs e) 
        { 
            Application.Exit(); 
        } 
        private void visitasToolStripMenuItem1_Click(object sender, EventArgs e) 
        { 
            FormularioIngreso formularioingreso = new FormularioIngreso(); 
            formularioingreso.MdiParent = this; 
            formularioingreso.Show(); 
        } 
        private void trabajadoresToolStripMenuItem_Click(object sender, EventArgs e) 
        { 
            FormularioTrabajador formulariotrabajador = new FormularioTrabajador (); 
            formulariotrabajador.MdiParent = this; 
            formulariotrabajador.Show(); 
        } 
        private void desegToolStripMenuItem_Click(object sender, EventArgs e) 
        { 
            FormularioDeseg formulariodeseg = new FormularioDeseg(); 
            formulariodeseg.MdiParent = this; 
            formulariodeseg.Show(); 
        } 
        private void verificarIdentificacionToolStripMenuItem_Click 
        (object sender, EventArgs e) 
        { 
            FormularioConsulta formularioconsulta = new FormularioConsulta(); 
            formularioconsulta.MdiParent = this; 
            formularioconsulta.Show(); 
        } 





        private void frmPrincipal_Load(object sender, EventArgs e) 
        { 
            GestionUsuario(); 
        } 
 
        private void GestionUsuario()//para login 
        { 
            if (Acceso == "ADMINISTRADOR") 
            { 
                this.MnuSistema.Enabled = true; 
                this.MnuMantenimiento.Enabled = true; 
                this.MnuVisitas.Enabled = true; 
                this.MnuHerramientas.Enabled = true;                 
                this.MnuVer.Enabled = true;                 
                this.helpMenu.Enabled = true; 
 
            } 
            else if (Acceso == "SERVICIO") 
            { 
                this.MnuSistema.Enabled = true; 
                this.MnuMantenimiento.Enabled = false; 
                this.MnuVisitas.Enabled = true; 
                this.MnuHerramientas.Enabled = true; 
                this.MnuVer.Enabled = true;                 
                this.helpMenu.Enabled = true; 
 
            } 
            else if (Acceso == "DESEG") 
            { 
                this.MnuSistema.Enabled = true; 
                this.MnuMantenimiento.Enabled = true; 
                this.trabajadoresToolStripMenuItem.Enabled = false; 
                this.desegToolStripMenuItem.Enabled = true; 
                this.MnuVisitas.Enabled = true; 
                this.MnuHerramientas.Enabled = true; 
                this.MnuVer.Enabled = true;                 
                this.helpMenu.Enabled = true; 
 
            } 
            else 
            { 
                this.MnuSistema.Enabled = false; 
                this.MnuMantenimiento.Enabled = false; 
                this.MnuVisitas.Enabled = false; 
                this.MnuHerramientas.Enabled = false; 
                this.MnuVer.Enabled = false;                 
                this.helpMenu.Enabled = false; 
            } 
        }         






ANEXO V: código del formulario frmIngreso. 
public partial class FormularioIngreso : Form 
    { 
        private bool IsNuevo = false; 
        private bool IsEditar = false; 
        public FormularioIngreso() 
        { 
            InitializeComponent(); 
            this.ttMensaje.SetToolTip(this.txtNombre, "Ingrese el Nombre de la persona"); 
            this.ttMensaje.SetToolTip(this.txtApellidos,"Ingrese Los Apellidos de la persona "); 
this.ttMensaje.SetToolTip(this.txtNum_Documento, "Ingrese el Documento de la 
persona "); 
this.ttMensaje.SetToolTip(this.txtPersona_visita, "Ingrese la Dirección de la 
persona "); 
        } 
        private void FormularioIngreso_Load(object sender, EventArgs e) 
        {   this.Top = 0; 
            this.Left = 0; 
            this.Mostrar(); 
            this.Habilitar(false); 
            this.Botones(); 
        } 
        private void MensajeOK(string Mensaje) 
        { 
MessageBox.Show(Mensaje, "Sistema de acceso", MessageBoxButtons.OK, 
MessageBoxIcon.Information); 
        } 
        private void Limpiar() 
        { 
            this.txtIdingreso.Text = string.Empty; 
            this.txtNombre.Text = string.Empty; 
            this.txtApellidos.Text = string.Empty; 
            this.txtNumDeDocumento.Text = string.Empty; 
            this.txtDependencia.Text = string.Empty; 
            this.txtmotivodevisita.Text = string.Empty; 
            this.txtPersonaquevisita.Text = string.Empty; 
            this.txtNacionalidad.Text = string.Empty; 
            this.cbDocumento.Text = string.Empty; 
        } 
        private void Habilitar(bool Valor) 
        { 
            this.txtIdingreso.ReadOnly = !Valor; 
            this.txtNombre.ReadOnly = !Valor; 
            this.txtApellidos.ReadOnly = !Valor; 
            this.cbDocumento.Enabled = Valor; 
            this.dtFechaDeVisita.Enabled = Valor; 
            this.txtNumDeDocumento.Enabled = Valor; 
            this.txtDependencia.ReadOnly = !Valor; 
            this.txtmotivodevisita.ReadOnly = !Valor; 
            this.txtPersonaQuevisita.ReadOnly = !Valor;           
            this.txtNacionalidad.ReadOnly = !Valor; 




        private void Botones() 
        { 
            if (this.IsNuevo || this.IsEditar) 
            { 
                this.Habilitar(true); 
                this.btnNuevo.Enabled = false; 
                this.btnGuardar.Enabled = true; 
                this.btnEditar.Enabled = false; 
                this.btnCancelar.Enabled = true; 
            } 
            else 
            { 
                this.Habilitar(false); 
                this.btnNuevo.Enabled = true; 
                this.btnGuardar.Enabled = false; 
                this.btnEditar.Enabled = true; 
                this.btnCancelar.Enabled = false; 
            } 
        } 
        private void Mostrar() 
        { 
            this.dataListado.DataSource = CapaNegocioIngreso.Mostrar(); 
            this.OcultarColumnas(); 
            lblTotal.Text = "Total Registros: " + Convert.ToString(dataListado.Rows.Count); 
        } 
        private void BuscarPorApellidos() 
        { 
this.dataListado.DataSource = 
CapaNegocioIngreso.BuscarApellidos(this.txtBuscar.Text); 
            this.OcultarColumnas(); 
            lblTotal.Text = "Total de Registros: " + Convert.ToString(dataListado.Rows.Count); 
        } 
        private void BuscarPorNumDeDocumento() 
        { 
this.dataListado.DataSource = 
CapaNegocioIngreso.BuscarPorNumDeDocumento(this.txtBuscar.Text); 
            this.OcultarColumnas(); 
            lblTotal.Text = "Total de Registros: " + Convert.ToString(dataListado.Rows.Count); 
        } 
        private void btnNuevo_Click(object sender, EventArgs e) 
        { 
            this.IsNuevo = true; 
            this.IsEditar = false; 
            this.Botones(); 
            this.Limpiar(); 
            this.Habilitar(true); 
            this.txtNombre.Focus(); 
        } 
        private void btnGuardar_Click(object sender, EventArgs e) 
        { 
            try 
            { 




if (this.txtNombre.Text == string.Empty || this.txtApellidos.Text == string.Empty ||     
txtNumDeDocumento.Text == string.Empty || 
txtPersonaquevisita.Text == string.Empty || txtDependencia.Text == 
string.Empty) 
                { 
                    MensajeError("Falta ingresar algunos datos, serán remarcados"); 
                    errorIcono.SetError(txtNombre, "Ingrese un Valor"); 
                    errorIcono.SetError(txtApellidos, "Ingrese un Valor"); 
                    errorIcono.SetError(txtNumDeDocumento, "Ingrese un Valor"); 
                    errorIcono.SetError(txtPersonaquevisita, "Ingrese un Valor"); 
                    errorIcono.SetError(txtDependencia, "Ingrese un Valor"); 
                } 
                else 
                { 
                    if (this.IsNuevo) 
                    { 






                        this.txtApellidos.Text.Trim().ToUpper()); 
 
                    } 
                    else 
                    { 





this.txtNombre.Text.Trim().ToUpper(),                      
this.txtApellidos.Text.Trim().ToUpper()); 
                    } 
 
                    if (Rpta.Equals("OK")) 
                    { 
                        if (this.IsNuevo) 
                        { 
                            this.MensajeOK("Se insertó de forma correcta el registro"); 
                        } 
                        else 
                        { 
                            this.MensajeOK("Se actualizó de forma correcta el registro"); 
                        } 
 
                    } 
                    else 
                    { 
                        this.MensajeError(Rpta); 
                    } 
                    this.IsNuevo = false; 




                    this.Botones(); 
                    this.Limpiar(); 
                    this.Mostrar(); 
                    this.txtIdtrabajador.Text = ""; 
 
                } 
            } 
 
            catch (Exception ex) 
            { 
 
                MessageBox.Show(ex.Message + ex.StackTrace); 
            } 
        } 
 
        private void btnEditar_Click(object sender, EventArgs e) 
        { 
            if (!this.txtIdingreso.Text.Equals("")) 
            { 
                this.IsEditar = true; 
                this.Botones(); 
                this.Habilitar(true); 
            } 
 
            else 
            { 
                this.MensajeError("Debe de seleccionar primero el registro a modificar"); 
            } 
        } 
 
        private void btnCancelar_Click(object sender, EventArgs e) 
        { 
            this.IsNuevo = false; 
            this.IsEditar = false; 
            this.Botones(); 
            this.Limpiar(); 
            this.Habilitar(false); 
        }                 









ANEXO W: código del formulario FormularioTrabajador. 
public partial class FormularioTrabajador : Form, DPFP.Capture.EventHandler 
    {        
        public FormularioTrabajador () 
        { 
            InitializeComponent();             
        } 
        private void FormularioTrabajador_Load(object sender, EventArgs e) 
        { 
            this.Top = 0; 
            this.Left = 0; 
            this.Mostrar(); 
            this.Habilitar(false); 
            this.Botones(); 
            Init(); 
        } 
         
        #region Lector de Huellas Defecto 
public void OnComplete(object Capture, string ReaderSerialNumber, Sample 
Sample) 
        { 
            if (this.InvokeRequired) 
            { 
                this.Invoke(new Funcion(delegate () { Procesar(Sample); } )); 
            } 
        } 
        public void OnFingerGone(object Capture, string ReaderSerialNumber) 
        { //throw new NotImplementedException(); } 
 
        public void OnFingerTouch(object Capture, string ReaderSerialNumber) 
        { //throw new NotImplementedException(); } 
 
        public void OnReaderConnect(object Capture, string ReaderSerialNumber) 
        { //throw new NotImplementedException(); } 
 
        public void OnReaderDisconnect(object Capture, string ReaderSerialNumber) 
        {  throw new NotImplementedException();  } 
 
public void OnSampleQuality(object Capture, string ReaderSerialNumber,  
CaptureFeedback CaptureFeedback) 
        { throw new NotImplementedException();   } 
        #endregion 
 
        #region Lector de Huellas Implementacion 
        Capture Captura; 
        Enrollment Enrolador; 
        Template Plantilla; 
        protected virtual void Init() 
        { 
            try 
            { 




                if (Captura != null) 
                { 
                    Captura.EventHandler = this; 
                    Enrolador = new Enrollment(); 
                    StringBuilder texto = new StringBuilder(); 
 texto.AppendFormat("Necesitas pasar el dedo {0} veces",  
Enrolador.FeaturesNeeded); 
                    lblVecesdedo.Text = texto.ToString(); 
                } 
                else {MessageBox.Show("No se pudo instanciar la captura"); } 
            } 
            catch (Exception e) { MessageBox.Show("Error: " + e.ToString()); } 
        } 
 
        protected void iniciarCaptura() 
        { 
            if (Captura != null) 
            { 
                try { Captura.StartCapture(); } 
                catch (Exception e) 
                { 
                    MessageBox.Show("No se pudo iniciar la primera captura: " + e.ToString()); 
                } 
            } 
        } 
        protected void pararCaptura() 
        { 
            if (Captura != null) 
            { 
                try 
                { Captura.StopCapture(); } 
                catch (Exception e) 
                { 
                    MessageBox.Show("No se pudo detener la captura " + e.ToString()); 
                } 
            } 
        } 
        protected Bitmap ConvertirSampleAMapaDeBits(Sample muestra) 
        { 
            SampleConversion convertidor = new SampleConversion(); 
            Bitmap mapaBits = null; 
            convertidor.ConvertToPicture(muestra, ref mapaBits); 
            return mapaBits; 
        } 
protected FeatureSet extraerCaracteristicas(Sample muestra, DataPurpose   
proposito) 
        { 
            FeatureExtraction extractor = new FeatureExtraction(); 
            CaptureFeedback alimentacion = CaptureFeedback.None; 
            FeatureSet caracteristicas = new FeatureSet(); 
extractor.CreateFeatureSet(muestra, proposito, ref alimentacion, ref 
caracteristicas); 
            if (alimentacion == CaptureFeedback.Good) 




                return caracteristicas; 
            } 
            else 
            { 
                return null; 
            } 
        } 
        protected void Procesar(Sample muestra) 
        { 
FeatureSet caracteristicas = extraerCaracteristicas(muestra,  
DataPurpose.Enrollment); 
            if (caracteristicas != null) 
            { 
                try 
                { 
                    Enrolador.AddFeatures(caracteristicas); 
                } 
                finally 
                { 
                    StringBuilder texto = new StringBuilder(); 
texto.AppendFormat("Necesitas pasar el dedo {0} veces", 
Enrolador.FeaturesNeeded); 
                    lblVecesdedo.Text = texto.ToString(); 
                    pxHuella.Image = ConvertirSampleAMapaDeBits(muestra); 
                    switch (Enrolador.TemplateStatus) 
                    { 
                        case Enrollment.Status.Unknown: 
                            break; 
                        case Enrollment.Status.Insufficient: 
                            break; 
                        case Enrollment.Status.Failed: 
                            Enrolador.Clear(); 
                            pararCaptura(); 
                            iniciarCaptura(); 
                            break; 
                        case Enrollment.Status.Ready: 
                            Plantilla = Enrolador.Template; 
                            pararCaptura(); 
                            break; 
                        default: 
                            break; 
                    } 
                } 
            } 
        } 
 
        #endregion 






ANEXO X: código del formulario FormularioConsulta. 
public partial class FormularioConsulta : Form, DPFP.Capture.EventHandler 
    { 
        Template Plantilla; 
        Capture Captura; 
        Verification Verificador; 
        int tiempo; 
        public FormularioConsulta () 
        { 
            InitializeComponent();             
        } 
        #region EventHandler 
public void OnComplete(object Capture, string ReaderSerialNumber, Sample  
Sample) 
        {             
            SystemSounds.Exclamation.Play(); 
            if (this.InvokeRequired)     
            {  this.Invoke(new Funcion(delegate () {Verificar(Sample);}));} 
        } 
        public void OnReaderDisconnect(object Capture, string ReaderSerialNumber) 
        { 
            throw new NotImplementedException(); 
        } 
 
public void OnSampleQuality(object Capture, string ReaderSerialNumber, 
CaptureFeedback CaptureFeedback) 
        { 
            throw new NotImplementedException(); 
        } 
        #endregion 
 
        #region Lector de Huellas 
        protected virtual void Init() 
        { 
            try 
            { 
                Captura = new Capture(); 
                if (Captura != null) 
                { 
                    Captura.EventHandler = this; 
                    Verificador = new Verification(); 
                    Plantilla = new Template(); 
                } 
                else 
                { 
                    MessageBox.Show("No se pudo iniciar la captura"); 
                } 
            } 
            catch (Exception e) 
            { 
                MessageBox.Show("Error en Init(): \n" + e.ToString()); 




        } 
        protected void iniciarCaptura() 
        { 
            if (Captura != null) 
            { 
                try{Captura.StartCapture();} 
                catch (Exception e) 
                { 
                    MessageBox.Show("Error iniciarCaptura(): \n" + e.ToString()); 
                } 
            } 
        } 
        protected void pararCaptura() 
        { 
            if (Captura != null) 
            { 
                try {Captura.StopCapture();} 
                catch (Exception e) 
                { 
                    MessageBox.Show("Error pararCaptura(): \n" + e.ToString()); 
                } 
            } 
        } 
        protected Bitmap ConvertirSampleAMapaDeBits(Sample Muestra) 
        { 
            SampleConversion convertidor = new SampleConversion(); 
            Bitmap mapaBits = null; 
            convertidor.ConvertToPicture(Muestra, ref mapaBits); 
            return mapaBits; 
        } 
        protected FeatureSet extraerCarcteristicas(Sample Muestra, DataPurpose Proposito) 
        { 
            FeatureExtraction extractor = new FeatureExtraction(); 
            CaptureFeedback alimentacion = CaptureFeedback.None; 
            FeatureSet caracteristicas = new FeatureSet(); 
extractor.CreateFeatureSet(Muestra, Proposito, ref alimentacion, ref 
caracteristicas); 
            if (alimentacion == CaptureFeedback.Good) 
            { return caracteristicas; } 
            else { return null; } 
        } 
        public void Verificar(Sample Muestra) 
        { 
            pcbHuella.Image = ConvertirSampleAMapaDeBits(Muestra);             
FeatureSet caracteristicas = extraerCarcteristicas(Muestra, 
DataPurpose.Verification); 
            if (caracteristicas != null) 
            { 
                Verification.Result resultado = new Verification.Result(); 
                SqlConnection SqlConexion = new SqlConnection(); 
                try 
                { 
                    SqlConexion.ConnectionString = Conexion.Cn; 




                    SqlCommand  SqlComando = new SqlCommand(); 
                    SqlComando = SqlConexion.CreateCommand(); 
 SqlComando.CommandText = "select nombre, apellidos, grado, situacion, 
sexo,    tipodedocumento, numdedocumento, dependencia, anexo, huella, 
fotografia from Tocricoc.dbo.trabajador"; 
                    SqlDataReader lectura; 
                    lectura = SqlComando.ExecuteReader(); 
                    bool verificado = false; 
                    string nombre = string.Empty; 
                    string apellidos = string.Empty; 
                    string grado = string.Empty; 
                    string situacion = string.Empty; 
                    string sexo = string.Empty; 
                    string tipoDocu = string.Empty; 
                    string numDocu = string.Empty; 
                    string dependencia = string.Empty; 
                    string anexo = string.Empty; 
 
                    while (lectura.Read()) 
                    { 
                        nombre = (string)lectura["nombre"]; 
MemoryStream flujoMemoria = new 
MemoryStream((byte[])(lectura["huella"])); 
                        Plantilla.DeSerialize(flujoMemoria.ToArray()); 
                        Verificador.Verify(caracteristicas, Plantilla, ref resultado); 
                        if (resultado.Verified) 
                        { 
                            nombre = (string)lectura["nombre"]; 
                            apellidos = (string)lectura["apellidos"]; 
                            grado = (string)lectura["grado"]; 
                            situacion = (string)lectura["situacion"]; 
                            sexo = (string)lectura["sexo"]; 
                            tipoDocu = (string)lectura["tip_documento"]; 
                            numDocu = (string)lectura["num_documento"]; 
                            dependencia = (string)lectura["dependencia"]; 
                            anexo = (string)lectura["anexo"]; 
                            Byte[] foto = new Byte[0]; 
                            foto = (Byte[])lectura["fotografia"]; 
                            flujoMemoria = new MemoryStream(foto); 
                            pcbFoto.Image = Image.FromStream(flujoMemoria); 
                            verificado = true; 
                            break; 
                        } 
                    } 
                    if (verificado) 
                    { 
                        sintetizadorDeVoz.SpeakAsync("Autorizado " + apellidos); 
                        lblUsuario.Text = nombre + " " + apellidos; 
                        txtNombre.Text = nombre; 
                        txtApellido.Text = apellidos; 
                        txtGrado.Text = grado; 
                        txtSituacion.Text = situacion; 
                        txtSexo.Text = sexo; 




                        txtDocumento.Text = numDocu; 
                        txtDependencia.Text = dependencia; 
                        txtAnexo.Text = anexo; 
                        txtHora.Text = DateTime.Now.ToString(); 
                        lectura.Close(); 
                        GuardarFechaConsulta(numDocu, SqlCon);                         
                    } 
                    else 
                    { 
                        sintetizadorDeVoz.SpeakAsync("No está registrado, Denegado");                         
                        Limpiar(); 
                        lblUsuario.Text = "No encontrado"; 
                        pcbFoto.Image = Image.FromFile(@"UsuarioDesconocido.png"); 
                        pcbHuella.Image = Image.FromFile(@"HuellaDesconocida.jpg"); 
                        //ledDenegado(); 
                    } 
                    lectura.Dispose(); 
                    cmd.Dispose(); 
                    SqlConexion.Close(); 
                    SqlConexion.Dispose(); 
                } 
                catch (Exception e) 
                { 
 
                    MessageBox.Show("Error Verificando: \n" + e.ToString()); 
                } 
 
            } 
        }         
        #endregion 
         
        private void FormularioConsulta_Load(object sender, EventArgs e) 
        { 
            Init(); 
            rdbDocumento.Checked = true;            
        }         
        protected void ledPermitido() 
        { 
            serialPort1.Write("1"); 
            pcbFoco.Image = Image.FromFile(@"bulb_green.png"); 
        } 
        protected void ledDenegado() 
        { 
            serialPort1.Write("0"); 
            pcbFoco.Image = Image.FromFile(@"bulb_yellow.png"); 
        } 
        private void FormularioConsulta_FormClosed(object sender, FormClosedEventArgs 
        e)   
        { 
            pararCaptura(); 
            if (serialPort1.IsOpen) 
            { 
                serialPort1.Close(); 




        } 
        private void txtDocumento_KeyPress(object sender, KeyPressEventArgs e) 
        { 
            if (e.KeyChar == (char)Keys.Enter) 
            { 
                if (string.IsNullOrWhiteSpace(txtDocumento.Text)) 
                { 
                    MessageBox.Show("Ingrese el numero de documento"); 
                } 
                else 
                { 
                    button1_Click(sender, e); 
                    txtDocumento.Focus(); 
                } 
            }             
        } 
    } 
 
 
 
 
