Abstract. After more than a decade of research in Model-Driven Engineering (MDE), the state-of-the-art and the state-of-the-practice in MDE has significantly progressed. Therefore, during this workshop we raised the question of how to proceed next, and we identified a number of future challenges in the field of MDE. The objective of the workshop was to provide a forum for discussing the future of MDE research and practice. Seven presenters shared their vision on the future challenges in the field of MDE. Four breakout groups discussed scalability, consistency and co-evolution, formal foundations, and industrial adoption, respectively. These themes were identified as major categories of challenges by the participants. This report summarises the different presentations, the MDE challenges identified by the workshop participants, and the discussions of the breakout groups.
Introduction
MoDELS'08 is already the eleventh conference on UML, modelling and modeldriven engineering (MDE). After more than a decade, research in MDE has significantly evolved and improved. Nevertheless, still a lot of fundamental and practical issues remain. A recent article by France and Rumpe [1] described some challenges to realise the MDE vision of software development. The existence of the article and a number of recent events show the real need for a forum to discuss future challenges in MDE. One such forum was the Dagstuhl Perspectives Workshop 08331 on "Model Engineering of Complex Systems" 4 which was organised at Dagstuhl, Germany on August 10-13, 2008.
The MoDELS workshop on "Challenges in Model-Driven Software Engineering" can be considered as a continuation of the discussions held during this Dagstuhl seminar. More specifically, our workshop addressed the question of how to proceed next, by identifying the future short-term and long-term challenges in MDE, and proposing ways to address these challenges. The main objective of the workshop was to provide a forum for people from academia and industry to:
-identify obstacles to MDE research and practice; -facilitate transfer of research ideas to industry; -propose "revolutionary" novel ideas; -proclaim important challenges that are either fundamental or pragmatic.
Our initiative was strengthened by the MoDELS'08 panel on the "Past and Future of MDD" that took place three days after our workshop. Partly based on questions raised during our workshop, panelists presented their vision of how MDD technologies and particular aspects of model-driven development research will evolve over the next 10 or more years.
This report summarises the presentations, the discussions held, and the challenges identified during the workshop. It can be used as a guide to researchers in software engineering to help them plan their future research, and to convince policy makers of the continuing and increasing importance of MDE research.
About the Workshop
The event was one of the most successful workshops co-located with MoDELS'08. There were 66 registered participants coming from 19 different countries, of which 5 non-European ones. From a gender perspective, about 21% of the participants were female.
In total, we received 15 submissions, of which 11 were accepted. Seven of those were invited to present their ideas during the workshop. A short abstract of each presentation is listed below. The articles of thre three presentations marked with (*) are included in this Workshop Reader. For the other articles, as well as for the accepted submissions that were not presented during the workshop, please consult the electronic workshop proceedings [2] .
Parastoo Mohagheghi (*) MDE Adoption in Industry: Challenges and Success Criteria [3] MDE has been promoted to solve one of the main problems faced by software industry today: coping with the complexity of software development by raising the abstraction level and introducing more automation in the process. The promises are many. Among them are: improved software quality by increased traceability between artifacts, early defect detection, reducing manual and error-prone work and including knowledge in generators. However, to be successfully adopted by industry, MDE must be supported by a rich ecosystem of stable, compatible and standardized tools. It should also not introduce more complexity than it removes. The presentation reported on the authors' experience in adoption of MDE in industrial and research projects. It also discussed the areas in which MDE has potential for success and what the key success criteria are. Dimitrios Kolovos (*) Scalability: The Holy Grail of MDE [4] Scalability is a desirable property in MDE. The current focus of research in MDE is on declarative languages for model management, and scalable mechanisms for persisting models. The presenter claimed that, instead, modularity and encapsulation in modelling languages should be the main focus. This claim was justified by demonstrating how those two principles apply to a related domain, namely code development, where the issue of scalability has been addressed to a much greater extent than in MDE. Ernesto Posse A foundation for MDE [5] MDE is still lacking adoption by developers. To live up to its full potential MDE must rest on a solid foundation. Therefore, one of the main challenges facing MDE today is the establishment of such a foundation. Challenges for MDE [6] Three problems that MDE should tackle in order to be useful in industrial environments were outlined in this presentation. Firstly, the specification of the behavioural semantics of metamodels so that different kinds of analysis can be conducted, e.g., simulation, validation and model checking. A second challenge is the support of the notion of time in these behavioural descriptions, to be able to conduct, e.g., realistic performance and reliability analysis of industrial systems. As a third challenge, not only the accidental complexity involved in building software systems needs to be tackled, but their essential complexity should be addressed too. To achieve this, more effective use needs to be made of independent but complementary viewpoints to model large-scale systems, and correspondences between them to reason about the consistency of the global specifications need to be specified. Dennis Wagelaar Challenges in bootstrapping a model-driven way of software development [7] According to the presenter, current MDE technologies are often demonstrated using well-known scenarios that consider the MDE infrastructure to be already in place. If developers need to develop their own infrastructure because existing tools are insufficient, they will encounter a number of challenges. Generally, developers cannot just implement all their model transformations and other MDE infrastructure immediately, because it simply takes too long before they get usable results. An incremental approach to putting model-driven development into place gives you the necessary "breakpoints", but poses extra challenges with regard to the MDE technologies used. Some of these challenges are: how to bootstrap a step-wise refinement chain of model transformations, how to bootstrap the modelling language usage, how to fit in round-trip engineering, and what are the useful properties for a model transformation tool. Robert Clarisó UML/OCL Verification in Practice [8] One of the promises of model-driven development is the ability to identify defects early, at the level of models, which helps to reduce development costs and improve software quality. However, there is an emerging need for "lightweight" model verification techniques that are usable in practice, i.e., able to find and notify defects in realistic models without requiring a strong verification background or extensive model annotations. Some promising approaches revolve around the satisfiability property of a model, i.e., deciding whether it is possible to create a well-formed instantiation of the model. Existing solutions in the UML/OCL context were discussed. The presenter claimed that this problem has not yet been satisfactorily addressed. Jordi Cabot Improving Requirements Specifications in Model-Driven Development Processes [9] Understanding the organisational context and rationales that lead up to system requirements helps to analyse the stakeholders' interests and how they might be addressed or compromised by the different design alternatives. These aspects are very important for the ongoing success of the system but are not considered by current MDE methods. The presenter argued for the necessity of extending existing methods with improved requirement techniques based on goal-oriented techniques for the analysis and specification of the organisation context, and discussed the benefits and challenges of such integration.
Identified Challenges
During the plenary session that took place after the presentations, all workshop participants identified some of the major challenges in MDE. Those challenges are enumerated below. It is important to note that this list is inevitably incomplete. Also, the order in which we present the challenges here is of no particular importance.
Model quality. We need to deal with quality aspects in modelling and modeldriven engineering. This gives rise to a number of open questions: -How can we define model quality? -How can we assure, predict, measure, improve, control, manage quality? -How can we reconcile conflicting quality aspects? These, and many related challenges are very important, and have been discussed in more detail in the MoDELS'08 workshop on "Quality in Modelling" [10] . There is also a recent book that addresses these topics [11] . Run-time models. In model-driven software engineering focus has been primarily on using models at analysis, design, implementation, and deployment stages of development. The use of models during run-time extends the use of modelling techniques beyond the design and implementation phases of development and introduces a number of challenges: -How can we represent dynamic behaviour? -What should a run-time model look like? How can we use and maintain such models at run-time? -How do they relate to "static" models? -What are good approaches to follow when developing run-time models? -What are the differences, advantages and shortcomings of model interpretation, model simulation/execution and code generation techniques? These, and many related challenges have been discussed during the MoD-ELS'08 workshop on "Models@run.time" [12] . -Which languages, methods, principles and tools are necessary to design precise meta-models? -How can we support better modularity in MDE? -How to describe design pragmatics (as opposed to syntax and semantics)? -How can we allow for and deal with multi-models and multi-formalism modelling? Domain-specific modelling. Domain-specific modelling languages are designed to provide precise abstractions of domain-specific constructs. Models for complex systems encompass several domains. Capturing all important aspects of such a complex system requires developing multiple models using different domain-specific modelling languages and introduces many challenges.
-How to develop and integrate models using different domain-specific modelling languages? -What process and which tools should we use to analyse, design, develop, verify and validate domain-specific models and languages? -How can we increase reuse across different domain-specific modelling languages? -How can we facilitate code generation from domain-specific modelling languages?
-What is the trade-of between general-purpose modelling languages, tools, techniques and domain-specific ones? Do we get a higher degree of specialisation, higher expressiveness, and higher potential for code generation, model execution and formal reasoning? Panelists of the MoDELS'08 panel on "Addressing the Challenges of MultiModelling for Domain-Specific Modelling Languages" have commented on these and related challenges. Empirical analysis. In the context of MDE, the topic of empirical analysis raises a number of interesting challenges: -What are the main obstacles and potential remedies when performing empirical studies of MDE? -What are the strengths and weaknesses of evaluating MDE activities, tools and techniques in laboratory and field settings, as well as industrial case studies? -How should we deal with the unavoidable trade-offs between realism and control? -How can we obtain adequate estimations for an MDE process and which measurements are relevant for MDE? These and related challenges have been addressed and discussed at the MoD-ELS'08 workshop on "Empirical Studies in Model Driven Engineering" [13] . Model verification and validation. As in any software development approach, verification and validation are essential for MDE. In the context of MDE, it imposes a number of additional challenges: -How can we verify, validate, debug, and test the models and the code generated from those models? -How can we automatically generate test cases from models? -How can we provide incremental support for verification and validation? -How can we deal with partially incomplete and inconsistent models? -How can we support formal verification of models? -How can we address validation and verification in a multi-model world? Process support. Model-driven engineering encompasses many more activities than merely modelling. One important aspect that is often overlooked by the scientific community is process support. This gives rise to a number of essential questions: -Which processes should be used for MDE? -How should existing processes embrace MDE? -How should we teach and educate people in adopting MDE technology? -How can we incorporate the MDE environment in the MDE process? Fuzzy modelling. Models are not always complete and sometimes inconsistencies need to be tolerated. This gives rise to specific questions like: -How can we deal with modelling in presence of uncertainty? -How can we deal with models that are imperfect or ambiguous? -How can we reason about models that are incomplete or inconsistent? -How can we cope with imprecision of models? Industrial adoption. This topic will be discussed in section 4.1. Formal foundations. This topic will be discussed in section 4.2.
Scaleability issues. This topic will be discussed in section 4.3. Model consistency and co-evolution. This topic will be discussed in section 4.4.
As a general kind of meta-challenge, it was suggested by one of the participants that we need to be aware more of relevant past research (possibly in other software engineering domains), rather than trying to reinvent the wheel.
Discussion of Breakout Groups
Because it was not possible to explore all of the above challenges in detail during the workshop, we decided to break out into 4 different groups, each one focusing on a particular set of challenges that were considered to be important by the majority of participants.
Industrial Adoption
The "engineering" aspect of model-driven engineering implies that research in MDE is useless without having industrial adoption. The MDE community could benefit a lot from concrete industrial use cases, both positive and negative ones.
From the positive side, it would be good to learn which companies have successfully adopted MDE technology, and what was the reason of this success: Which tools, techniques and processes have been used, and what was the added value brought by MDE? Several participants mentioned examples of such success stories. For example, in the automotive industry, the use of MDE technology is standard practice. The same appears to be true for real-time and embedded systems. Also in the area of web application development there are various approaches that support MDE (e.g., AndroMDA). Finally, there were examples of the use of MDE in the telecommunications and insurance domains.
The opposite question was also discussed. Can we find failures of the use of MDE in industry, and the reasons underlying these failures? Similarly, can we find reasons why some software companies are not using MDE? Some interesting points were raised when discussing about these questions. First of all, there is a significant technological threshold and learning curve before you can actually use MDE in industry. Therefore, using MDE technology may not be cost effective for many industrial application scenarios. The argument was also made that, although some companies do not use MDE, they do use models for communication. Finally, while some companies may be interested in using MDE technology, it may not be possible if they still have a large legacy code base available that has been around for decades, and has been developed in "old" technology (e.g, COBOL code) that may be too costly or too hard to migrate.
One thing that appeared to be common to all discussed industrial use cases was the use of domain-specific modelling languages. This seems to indicate that MDE works well for specific problems in specific domains, and that the use of a universal modelling language (e.g., UML) may possibly not work well in an industrial setting.
We also discussed how MDE can bring value to industry. In some of the industrial cases discussed, MDE was used because of its ability to formally specify and analyse (part of) the system. This leads to a reduction in ambiguity and improved quality. Other potential advantages are cost reduction, productivity improvement, easier maintenance, and detection of problems and inconsistencies in the software system early in the life cycle. Of course, it is essential to keep in mind that any of these potential advantages should not be detrimental to the performance of the software system to be produced.
The main issue with the above is that we need to convince industry that there is actually added value of MDE, and we should come up with a deployment model to enable the adoption of MDE technology in industry. The only way this can be done is by performing convincing empirical case studies of the use of MDE in industry. Obviously, to be able to perform such studies, we need to be able to obtain detailed data about MDE practice from industry itself. In practice, it turns out to be very difficult to obtain industrial data, and to transfer technology and research results from academia to industry. Participants of the breakout group basically agreed that the only viable way to achieve this is by direct contact between the research community and industry. One way to establish such contact is via exchange programmes in which PhD students spend a couple of months in a company to understand the process used and the particular activities that are amenable to automation via MDE technology, as well as to raise awareness of industry in the benefits of MDE. Other possibilities are the use of dedicated industrial education and training programmes.
Formal Foundation
Verification and validation is an important research theme in the MDE community. To be able to verify and validate models and model transformations, a formal foundation is a necessity. The first challenge identified by the participants of this breakout group was to integrate formal verification tools into modelling environments. This needs to be done in such a way that the user of the modelling environment does not need to have expertise in the different formalisms and techniques used for verification. The feedback of these verification tools needs to be formulated in a language or formalism that the end user of the environment is familiar with.
To realise this smooth integration, the participants of the breakout group agreed that transformations from modelling languages to formal verification and analysis models need to be defined. The definition of transformations triggers several interesting challenges. How to define such transformations? How to prove correctness of model transformations, especially if the source models are informal? And how to proof that the transformation is correct? It is possible that the transformation of an informal model to a formal model is correct by construction, since the main goal of such semantic mapping is to define a precise semantic meaning for the concepts of the informal model. All participants of the breakout group agreed that first of all the notion of correctness needs to be defined, because many variations of correctness definitions exist in state-of-the-art literature. Once models are transformed into a certain formalism and verification of properties has been executed in this formalism, feedback needs to be given to the end user and incorporated into the source model. The question arises on how to reinterpret these results in the source models and tools.
There is a lot of existing work on using formalisms to support model-driven engineering. Examples are graph transformation theory, algebraic specifications, model checking, logic-based approaches and SAT solvers, and category theory. In the programming language area, operational, denotational and axiomatic semantics exist. These different approaches are useful for investigating different kinds of properties. The participants also recognised that different semantics and formalisms may be necessary at different phases in the development life cycle, and at at different levels of abstraction, since a single formalism may not fit all the models describing various aspects of a complex system. This gives rise to an interesting challenge: how to relate these levels and how to define the relationships between them. The participants posed the question whether it is necessary to define relations between the different formalisms. As a complex system is gradually being modelled using a multitude of often large models, and regularly extended and adapted, incremental verification and validation and scalability of the verification and validation tools become key challenges for MDE.
Precisely defining domain-specific modelling languages was another discussion topic. This raises the question how to help developers design good modelling languages that guarantee useful properties to the users of these languages. Reusability was recognised as a key issue in modelling language design. In analogy with design patterns, the participants propose to identify and define patterns and anti-patterns for designing modelling languages. The main challence that was identified is to define domain-specific modelling languages that enable and enforce model correctness by construction.
All participants agreed that, despite the multitude of existing formalisms and experiments to use them in MDE, a lot of research still needs to be done. This is especially true for tool support for verification and validation, as well as support for defining well-designed modelling languages. A goal-driven approach for MDE was suggested, by focusing on the question of what needs to be the added value of the languages, techniques, and tools?
Scaleability
Scaleability is a general problem in software engineering. Many software engineering research areas are struggling to cope with scaleability issues, and a large research effort has already been spent to develop solutions for overcoming scaleability problems. The MDE community must therefore focus on (1) the kind of scalability issues that are intrinsic for MDE; (2) elements about MDE do not scale well and the underlying reasons thereof; and (3) specific scalability problems for MDE that cannot be addressed by existing solutions from other software engineering domains.
Concerning the intrinsic type of scalability needed for MDE, one of the main problems is that MDE has to be able to cope with very large models in order to model systems of systems and Ultra-Large-Scale (ULS) systems. These models have to be constructed, transformed, merged, and used as a base for code generation. So one could try to develop solutions for optimising these activities in order to use them adequately on large models. However, often solutions for one type of activity can be rather different than those necessary for other types of activities. The question arises whether generic optimisation solutions can be developed for MDE activities. In addition, one must be aware that the time to load huge models is often greater than the time needed for checking, merging or transforming such models.
Elements that can cause scalability problems in an MDE approach are, among others, multi-site collaborative development, complexity of algorithms manipulating models, computer resources needed to manage huge models, and technical limitations of the used notations and tools (concerning support for modularity, concurrent access, distribution, etc.). In addition, the accidental complexity of underlying MDE technology should be reduced.
Mechanisms and techniques from other software engineering domains could be useful for solving MDE scaleability issues. From the programming community, techniques such as modular engineering principles, incremental processing, caches, and indices could be beneficial for MDE. Further solutions can come from logic inference engines for model checking, and high performance computing for optimisation techniques. The participants assessed that there are known solutions to all the problems they thought of, however, the issue is to generalise them for MDE. In addition, the design of modelling languages seems not always to respect known scaling problems in concrete languages.
Model Evolution and Inconsistency Management
Models do not appear after a big bang, but are developed by different persons in a distributed setting using different modelling languages. This multi-user, distributed setting, combined with the usage of different modelling languages to model a system can cause inconsistencies in and between models. Models evolve and so do their meta-models. The major challenge is to assess the impact of change of a model or meta-model on the other models and meta-models. The challenge increases if models are distributed. The participants of this breakout group propose -as a small step towards a solution -to categorise the different change types and the possible ways to resolve the inconsistencies introduced by the changes. Models are built using a variety of domain-specific modelling languages. The question arises how to develop domain-specific modelling languages (DSML) that can be efficiently extended, adapted or customised. The term efficiently is strongly related to traditional quality measures. More effort should go to a DSML process. One possible solution would be to have rapid prototyping for building DSMLs. Prototyping has the advantage of giving continuous, incremental feedback. In the context of evolution the question arises how a DSML evolves from version n − 1 to version n and what happens with the existing models adhering to the DSML version n − 1?
Other challenges that were identified are: how to deal with long-lived models and legacy models. How to maintain models? How to avoid model erosion? How to support long-lived software intensive systems that have been generated using MDE? The participants stated that more effort should go to a model-driven development process.
Once inconsistencies are identified in or between models, the question arises how to deal with these inconsistencies? Model-driven development environments need built-in support for inconsistency handling and resolution. Built-in support for inconsistency detection and handling is also needed in versioning tools. In a model-driven software development process, handling inconsistencies at model level will also affect the (generated) code. As such, an important research question is how to support model-code synchronisation and round-trip engineering.
Formalisms and techniques to detect, handle and resolve inconsistencies can be based on formal verification techniques used in other software engineering domains such as programming language engineering but also on formalisms and techniques used in database engineering and artificial intelligence.
The participants also discussed the question how collaboration in this field can be improved. They suggest two possible approaches. First the development of an ontology for the consistency/evolution area and secondly, a survey that unifies the different existing perspectives.
Past and Future of MDD
As one of the outcomes of the workshop, besides the current workshop report, each breakout group prepared a single question that was passed to the panelists of the MoDELS'08 panel on the "Past and Future of MDD". These questions were:
-How can we better understand the software process and activities that companies use and improve them with MDE technology? -Can incremental model verification and model checking contribute to successful adoption of MDE? -Are there scalability problems that are specific to MDE, and how can we address them? -How can we deal with co-evolution of models, metamodels and transformations in a distributed multi-developer environment?
Conclusions
During the workshop, a large number of challenges for MDE have been identified, covering a broad range of topics that are important for the successful application of MDE in practice. The organizers hope that the workshop results help to identify an MDE research agenda, to define the roadmap for future MDE research, and to inspire researchers for tackling important problems and develop novel and adequate solutions.
