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Resum 
 
L’objecte del present Treball de Fi de Carrera és dissenyar i implementar, tant 
a caire hardware com software, el funcionament d’un processador de dades 
digitals en llenguatge VHDL –Very High Speed Integrated Circuit (VHSIC) 
Hardware Description Language–. El maquinari sobre el qual es munta el 
disseny és la targeta UP1 d’ALTERA, programant-lo en un xip FPGA –Field 
Programable Gate Array– per verificar el seu correcte funcionament. 
 
A més, i per assolir la finalitat docent d’aquest treball, s’han realitzat pràctiques 
corresponents a l’assignatura “Sistemes Electrònics Digitals” –impartida en 
aquest centre– amb el propòsit de proporcionar una resolució detallada als 
alumnes que cursin l’assignatura i, alhora a nivell personal, per atènyer un 
nivell de coneixements necessaris per a dur a terme l’aplicació del 
processador, integradora de coneixements i conceptes desenvolupats en 
aquestes pràctiques.  
 
Aquest projecte ha sigut dut a terme amb la col·laboració de la Factoria de 
Recursos Docents d’aquesta escola entre els mesos de setembre i gener de 
2006. 
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Overview 
 
The object of this project is to design and implement, as much to look hardware 
as software, the operation of a digital data processor in VHDL language –Very 
High Speed Integrated Circuit (VHSIC) Hardware Description Language–. 
The hardware where the design is assembled is the UP1 board from Altera, 
programming it in a FPGA –Field Programable Gate Array– chip, to verify its 
correct operation.  
 
In addition, in order to obtain the educational purpose of this project, have been 
solved practices for "Digital Electronic Systems" subject –taught in this center– 
to provide a detailed resolution for the students who study the subject and, as 
well personally, to achieve a necessary knowledge level to carry out the 
application of the processor, which provide integrated knowledge and concepts 
developed in these practices.   
 
This project has been carried out in collaboration with the Factory of 
Educational Resources of this school over a period from September to January 
2006. 
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INTRODUCCIÓ 
 
El present treball s’estructura en dos blocs principals: 
 
El primer bloc es centra en la realització de quatre pràctiques per a 
l’assignatura Sistemes Electrònics Digitals, que es cursa al primer quatrimestre 
del segon curs de la especialitat en Telemàtica. L’assignatura s’està 
remodelant per adaptar-se als plantejaments docents proposat a l’EEES, de 
manera que es volen introduir les eines de disseny de circuits digitals i 
programació en VHDL. Aquestes pràctiques són les que l’alumnat haurà de 
realitzar, per tant, amb el present treball es vol facilitar tant la tasca dels 
alumnes, com la del professor, proporcionant-los una possible resolució 
detallada d’aquestes.  
 
Les pràctiques que s’han realitzat m’han servit a la vegada, com a estudi i 
preparació prèvia per al disseny del processador; són les que es detallen a 
continuació: 
 
1. Pràctica 1:  (SPLD) 
 
Disseny amb esquemàtics i VHDL d’un descodificador BCD-7 Segments. 
 
2. Pràctica 2: (SPLD) 
 
Disseny d’un rellotge HH:MM:SS (hores, minuts i segons) amb esquemàtics i 
VHDL. 
 
3. Pràctica 3: (CPLD) 
 
Tutorial d’introducció als CPLD, FPGA i al programari QUARTUS II d’Altera: 
Disseny amb esquemàtics/VHDL d’un circuit combinacional senzill. 
 
4. Pràctica 4: (CPLD) 
 
Disseny d’un rellotge digital HH:MM:SS, en un sol xip, amb VHDL i/o 
esquemàtics en la targeta UP1 d’Altera. 
 
 
Al segon bloc d’aquest treball, es desenvolupa el disseny i implementació d’un 
processador de dades digitals mitjançant una descripció del seu comportament 
en VHDL. Aquesta aplicació, capaç de realitzar operacions lògiques i 
aritmètiques amb dades de 4 bits, s’ha muntat en la targeta UP1 programant-la 
en un xip FPGA de la familia FLEX10K d’Altera.  
  
Donada la complexitat del disseny, aquest s’ha realitzat de forma progressiva i 
jeràrquica. S’ha dividit en dos blocs, una unitat de procés i una unitat de control. 
 
El primer bloc a dissenyar és la unitat de procés. Inicialment es va proposar el 
disseny d’un sol registre, verificant el seu funcionament. A continuació, es va 
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dissenyar una unitat aritmetico-lògica (ALU) que permetés realitzar operacions 
lògiques i aritmètiques bàsiques, a més d’operacions de desplaçament. Poc a 
poc i amb detall,  es van anar afegint els diferents blocs que componen el 
sistema (banc de registres, multiplexors, ALU, sistema de busos, etc). Així 
mateix, també es van anar implementant operacions de transferència de dades 
entre els registres, fins a obtenir la unitat de procés que  més endavant 
desglossarem. 
 
Finalment es va procedir al disseny de la unitat de control, implementant tots 
els senyals necessaris per al control de la unitat de procés. 
 
S’han realitzat simulacions, prèvies a la programació del xip, per verificar el 
funcionament i facilitar l’anàlisi de manera gràfica del comportament del 
processador. 
 
Per finalitzar, s’ha muntat l’aplicació en la targeta UP1 d’Altera, la qual compta 
amb dos xips programables, un CPLD (MAX7000 ALTERA (EPM 7128SLC84-
7)) i una FPGA (FLEX 10K ALTERA (EPF 10K20RC240-4)). 
 
? El dispositiu EPM7128S es basa en elements programables de memòria 
EEPROM. El dispositiu ofereix 84 pins i 128 macrocel·les. Cada 
macrocel·la té una matriu de portes AND programable i una matriu de 
portes OR fixa. La capacitat del dispositiu és de 2.500 portes lògiques. Al 
tractar-se d’una arquitectura simple és ideal per als dissenys 
introductoris.  
 
? El dispositiu EPF10K70 es basa en tecnologia SRAM. Disposa de 240 
pins i 3.744 elements de lògica (LEs). Cada LE consisteix en una LUT i 
un flip-flop programable. Té una capacitat de 70.000 portes lògiques, 
ideal per al disseny de circuits digitals avançats, incloent arquitectura de 
computadors, comunicacions i per a l’ús de DSP. 
 
 
Els primers dissenys es van gravar en el xip CPLD MAX7000, però a mesura 
que el disseny va anar creixent, el nombre de portes necessàries també 
augmentava, per tant, la necessitat de gravar-ho en la FPGA FLEX 10K.
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ANTECEDENTS 
 
En els darrers deu anys la indústria electrònica ha tingut una gran evolució en 
el desenvolupament de sistemes digitals, des de computadors personals, 
sistemes d’àudio i vídeo fins a dispositius d’alta velocitat per a les 
comunicacions. Productes fets amb una alta tecnologia permeten augmentar la 
funcionalitat de la energia, així com una marcada tendència cap a la 
miniaturització. Això ha sigut possible gràcies a la implementació d’eines de 
disseny assistits per ordinador, conegudes com eines CAD (Computer Aided 
Design), encara que específicament es fa ús d’eines  EDA (Electronic Design 
Automation), que es el nom que se’ls hi dona a totes les eines CAD per al 
disseny de sistemes electrònics. Aquest software de disseny electrònic que 
facilita als enginyers el desenvolupament  de circuits, és cada vegada més 
sofisticat i, a més, contem amb ordinadors cada vegada més ràpids i de major 
capacitat de processament. Ambdós, hardware i software, constitueixen 
actualment eines molt importants que simplifiquen la tasca de disseny 
electrònic. A més de facilitar el treball, l’ús d’eines EDA també va accelerar els 
processos de disseny. Aquesta situació va conduir a adoptar noves 
metodologies per al disseny i avaluació dels circuits electrònics. L’ús de les 
eines EDA juntament amb els dispositius lògics programables, que poden ser 
utilitzats en diferents aplicacions i inclòs ser reprogramats, van canviar bastant 
el concepte de disseny de circuits digitals. 
 
La descripció del funcionament i estructura d’un circuit elèctric o digital es pot 
fer mitjançant blocs on es mostra l’arquitectura de disseny, o de comportament, 
és a dir, es descriu el funcionament del circuit en comtes d’especificar els 
elements dels que està compost. 
 
La descripció mitjançant blocs, cada un d’aquests està format per esquemàtics i 
portes lògiques. Aquest mètode poc a poc ha anat quedant obsolet conforme 
ha anat augmentant la complexitat i la grandària dels circuits. A finals dels anys 
setanta ja es va constatar el gran desfasament que existia entre tecnologia i 
disseny.  
 
La considerable dificultat que pot arribar a suposar el fabricar un circuit d’alta 
escala d’integració, involucra riscos i costos de disseny desmesurats i 
impossibles d’assumir per les empreses. És llavors, quan diversos grups 
d’investigadors comencen a crear i desenvolupar els anomenats “llenguatges 
de descripció de hardware”, llenguatges en els que no fos necessari 
caracteritzar elèctricament cada component del circuit, per així centrar-se 
solament en el funcionament lògic del sistema. 
 
VHDL és un llenguatge que es va crear per al disseny, modelat i documentació 
de circuits complexes. Actualment s’utilitza per a la síntesi de circuits digitals 
utilitzant dispositius lògics programables. És així com els dispositius lògics 
programables i VHD, Very High Speed Integrated Circuit(VHSIC) Hardware 
Despcription Language, constitueixen els elements fonamentals per a aquestes 
noves metodologies de disseny. 
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VHDL és un llenguatge de descripció de hardware utilitzat per a descriure 
circuits en un alt nivell d’abstracció el qual està esdevenint ràpidament acceptat 
com un mitjà estàndard dels llenguatges HDL, IEEE-1164 i IEEE-1076.3. 
 
Comparant un llenguatge HDL amb els llenguatges per al desenvolupament de 
software veiem que en un llenguatge d’aquest tipus, un programa es troba en 
un llenguatge d’alt nivell (VHDL), és a dir, necessita ser ensamblat en codi 
màquina (amb portes lògiques i connexions) per a poder ser interpretat pel 
processador. 
 
El present treball considera els dispositius lògics programables, enfocant els 
PLD’s, CPLD’s i FPGA’s, ja que el principal motiu pel que hem d’aprendre a 
utilitzar VHDL és el de dissenyar circuits lògics emprant aquest tipus de 
dispositius. 
 
Les FPGA’s representen uns dels últims avenços en tecnologia de dispositius 
lògics programables. És important assenyalar que una FPGA realment es 
reconfigura amb un programa, a diferencia del que normalment es coneix com 
a sistema programat ( microcontrolador, microprocessador, etc.) on un 
hardware fix es capaç d’interpretar i executar un programa especificat com un 
conjunt d’instruccions pel programador. En les FPGA el que es té, és un 
hardware que es configura realitzant connexions físiques que son especificades 
per un programa. És important notar que al realitzar un disseny amb FPGA es 
presenten els mateixos inconvenients que al realitzar un sistema amb 
components discrets, és a dir prenen rellevància els fenòmens de retard de 
propagació i els relacionats amb els senyals del rellotge. 
 
Els primers dispositius lògics programables van ser les PAL o els PLD, aquests  
presenten portes lògiques AND - OR fixes, que poden ser programades per 
respondre a determinades funcions de transferència. 
 
Les FPGA’s,  a diferencia dels PLD i PAL, la seva estructura no està 
composada per portes AND/OR, en el seu lloc contenen blocs lògics per 
implementar les funcions requerides. 
 
El component més utilitzat, disponible a cada bloc, és el LookUp Table (LUT), 
el qual conté cel·les d’emmagatzament, les que s’utilitzen per implementar 
funcions lògiques simples.  
 
 
Taula 1.  Evolució temporal i escala d’integració 
 
 
PAL,  PLD’s 
 
Suma de productes d’entrades i sortides realimentades 
 
 
200-1000 
portes 
 
CPLD’s 
 
Varies PAL’s interconnectades entres si 
 
 
1k-10k 
portes 
 
FPGA’s 
 
Blocs lògics configurables amb rutes d’interconnexió no prefixades 
 
 
10k-10M 
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CAPÍTOL 1. PRÀCTIQUES 
1.1 PRÀCTICA 1. Disseny amb esquemàtics i VHDL d’un 
 descodificacor BCD-7Segments 
 
1.1.1 Descripció general 
 
Instal·lació al PC dels programaris de disseny assistit per ordinador, Proteus 
VSM, ispLEVER i ispVSM. Instal·lació també del fitxer de llicència d’ús per cada 
programari. Capturació d’un circuit descodificador BCD-7Segments, ja 
dissenyat anteriorment a l’assignatura Electrònica Digital, a través d’un projecte 
ispLEVER. Compilació i simulació en PROTEUS-VSM. Programació amb 
ispVMS en un GAL22V10 a través de la targeta PROTOGAL. Finalment, 
muntatge del prototip al laboratori per verificar el seu funcionament.  
 
 
1.1.2 Conceptes relacionats amb la pràctica 
 
? Sistemes combinacionals. 
? Disseny de circuits digitals.  
? Llenguatges de descripció de circuits digitals (VHDL). 
? Entorns de disseny CAD (Computer Aided Design) per als sistemes 
electrònics digitals i la seva instal·lació.  
? Simulació de circuits electrònics basada en SPICE. 
? Dispositius lògics programables senzills SPLD. 
 
 
Nota: Veure Annex 1 per consultar l’enunciat i la resolució d’aquesta pràctica. 
 
 
1.2 PRÀCTICA 2. Disseny d’un rellotge HH:MM:SS amb 
esquemàtics i VHDL 
 
1.2.1 Descripció general 
 
Es pretén representar les hores i els minuts en dígits de 7 segments. El segons 
han d’il·luminar simultàniament i amb intermitència, els 2 LED que hi ha entre 
les hores i els minuts. La versió final (voluntària) ha d’incloure un parell de 
polsadors per permetre posar l’hora i els minuts.  
 
Per tal de facilitar l’aprenentatge i arribar a la solució final, es proposa una 
metodologia pautada que vagi incorporant prestacions poc a poc a partir del 
disseny bàsic elemental d’un comptador senzill. A grans trets:  
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a) Anàlisi i verificació de la descripció VHDL d’un comptador de 4 bits. 
 
b) Encadenament per obtenir el subsistema de segons amb les línies 
d’entrada (CE) i de sortida (TC) que permeten l’encadenament. 
 
c) Disseny del mòdul de minuts i del mòdul d’hores.  
 
d) Voluntàriament es pot continuar amb el disseny d’un divisor de 
freqüència per generar la base de temps d’un segon i amb l’addició dels 
botons de posta d’hora i minuts. 
 
 
Els subsistemes s’han de gravar en PLD’s GAL22V10 a través de projectes 
amb ispLEVER de Lattice Semiconductor a partir de fitxers VHDL. La 
comprovació de funcionament de cadascun dels mòduls es realitzarà sobre el 
laboratori virtual Proteus-VSM, usant el bloc CLK per a realitzar la base de 
temps d’1 segon. 
 
Més endavant es reprendrà el projecte per compilar-lo en un sol xip 
programable de més capacitat a través del programari QUARTUS II d’Altera. 
 
 
1.2.2 Conceptes relacionats amb la pràctica 
 
? Tots els anteriors. 
? Sistemes seqüencials en VHDL: projectes amb diversos processos 
concurrents. 
? La transició des d’una descripció estructural cap a una descripció d’alt 
nivell. 
? Disseny amb diversos SPLD. 
? Les limitacions dels SPLD.  
? Programació ISP (In Circuit Programming) de PLD’s. 
? Aspectes relacionats amb el muntatge d’una disseny comercial: consum 
i font d’alimentació. 
? Programari CAD d’ajuda al disseny de plaques de circuit imprès PCB 
(Printed Circuit Boards).  
? L’estalvi associat al pas de la simulació preliminar dels dissenys, abans 
de passar al muntatge del prototip.  
 
 
Nota: Veure Annex 2 per consultar l’enunciat i la resolució d’aquesta pràctica. 
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1.3 PRÀCTICA 3. Tutorial d’introducció als CPLD, FPGA i al 
 programari QUARTUS II d’Altera: Disseny amb 
 esquemàtics/VHDL d’un circuit combinacional senzill 
 
1.3.1 Descripció general 
 
Canvi d’eines de disseny assistit per ordinador de circuits digitals: del 
ispLEVER de Lattice Semiconductor al QUARTUS-II d’Altera. Tornem al 
començament, però amb la intenció de provar que la targeta UP1 del laboratori 
amb els PLD’s d’Altera, funciona correctament i està preparada per fer córrer 
els dissenys.  
 
Capturació del circuit de mostra, un parell de descodificadors BCD_7SEG,  
amb aquest nou programari com un projecte Quartus II. Simulació i 
implementació en la targeta UP1 per verificar la instal·lació i el funcionament de 
tot el procés de disseny.  
 
 
1.3.2 Conceptes relacionats amb la pràctica 
 
? Els PLD complexes (CPLD’s) i les FPGA (Field Programmable Gate 
Arrays).  
? La necessitat de l’enginyer d’adaptar-se a les eines CAD de fabricants 
diferents.  
? El tutorial i el material de mostra (samples, examples) com a punt de 
partida per introduir els nous productes als enginyers.  
? La simulació del projecte dins de l’entorn de disseny (functional/timed). 
? La targeta de desenvolupament de prototips o de demostració UP1 
d’Altera. 
 
 
Nota: Veure Annex 3 per consultar l’enunciat i la resolució d’aquesta pràctica. 
 
 
1.4 PRÀCTICA 4. Disseny d’un rellotge digital HH:MM:SS en 
un  sol xip amb VHDL i/o esquemàtics en la targeta UP1 
 d’Altera. 
 
1.4.1 Descripció general 
 
Implementació del circuit com un projecte Quartus II en VHDL. Disseny d’una 
base de temps d’1 s a partir d’un divisor de freqüències de l’oscil·lador de 
25.175 MHz de la UP1 i s’aprofitarà gran part del disseny VHDL desenvolupat 
anteriorment per muntar el rellotge. Així també es farà la demostració de la 
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transportabilitat d’un disseny VHDL. Verificació del funcionament del sistema 
realitzant una simulació funcional Test-Bench (amb el programari DirectVHDL 
PE) amb antelació al muntatge en la targeta UP1. 
 
 
1.4.2 Conceptes relacionats amb la pràctica 
 
? L’estalvi associat a un major nivell d’integració: menor consum de 
potència.  
? Reducció de la superfície de circuit imprès. 
? Estalvi de components.  
? Transportabilitat del programari dissenyat en VHDL entre diferents 
entorns de programació.  
? Els límits associats als PLD (CPLD i FPGA) en front dels xips dissenyats 
per aplicacions de gran consum Standard Cells, Gate Arrays.   
? Avantatges i inconvenients del disseny de sistemes electrònics digitals 
amb PLD’s.  
? Introducció a la simulació Test-Bench en VHDL. 
? Els programaris EDA de terceres fonts com a complements específics de 
l’entorn bàsic de programació: DirectVHDL PE, ModelSim, etc. 
 
 
Nota: Veure Annex 4 per consultar l’enunciat i la resolució d’aquesta pràctica.
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CAPÍTOL 2. DISSENY I IMPLEMENTACIÓ EN VHDL 
D’UN PROCESSADOR DE  DADES DIGITALS 
 
2.1. Introducció 
 
A l’abordar el disseny d’un sistema digital mitjanament complex no cal centrar-
se en la generació d’una màquina d’estats. La majoria de vegades es inviable 
codificar tots els estats, pel que cal dividir el sistema en diferents mòduls 
(subsistemes) cada un dels quals realitzarà una tasca específica, és a dir, 
caldrà realitzar un disseny modular amb una certa jerarquia. Els mòduls es 
construeixen jeràrquicament a partir de blocs funcionals com registres, 
comptadors, descodificadors, multiplexors, busos, elements aritmètics, flip-flops 
i portes lògiques.  Els diversos subsistemes es comuniquen amb senyals de 
dades i de control  per formar els sistemes digitals. 
 
Es planteja per tant, la utilització de sistemes microprocessadors en els que les 
tasques s’emmagatzemen en forma d’instruccions i el sistema va processant-
les una darrera l’altra, com si de diferents estats es tractessin. D’aquesta forma, 
el disseny només ha de preocupar-se de la descodificació de la instrucció i de 
la seva correcta execució. 
 
Un sistema microprocessador general està format per una unitat central de 
procés, una unitat de control i diversos busos que li permeten la comunicació 
amb les diferents unitats externes que formen el sistema, com la memòria, 
lògica d’entrada/sortida, mitjançant les dades d’entrada, dades de sortida, 
entrades i sortides de control. 
 
Així doncs, es poden plantejar dues arquitectures depenent del maneig de la 
memòria del sistema: 
 
? Arquitectura Harvard, en la que es diferencia entre la memòria 
d’instruccions i la memòria de dades. A nivell de hardware es disposa de 
diferents busos de direccions i dades. La utilització d’una arquitectura 
Harvard permetrà aconseguir majors rendiments en el processat 
d’instruccions, al poder accedir de forma simultània tant a les dades com 
a les instruccions.  
 
? Arquitectura von Neumann en la que s’utilitza una memòria única per a 
les dades i les instruccions. 
 
 
El disseny que aquí es proposa no té una memòria en si, per enregistrar les 
dades, aquestes s’emmagatzemen en registres, seguint però les instruccions 
que seguiríem si treballéssim amb una memòria externa.  
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En la majoria dels dissenys de sistemes digitals dividim el sistema en dos tipus 
de mòduls: una unitat de procés, la qual realitza les operacions de processat de 
dades i una unitat de control, que determina la seqüència d’aquestes 
operacions. La figura 2.1 mostra la relació entre la unitat de procés i la unitat de 
control.  
 
 
 
Fig. 2.1.  Interacció entre la unitat de procés i la unitat de control 
 
 
A continuació es descriu la funcionalitat de cada un dels blocs, així com les 
entrades, sortides i diferents senyals que componen el sistema : 
  
? La entrada i sortida de dades tenen lloc a la unitat de procés. Els 
operants d’entrada són dades de 4 bits que són introduïts manualment a 
través del switch de la targeta UP1. El resultat de l’operació, de 8 bits, 
apareix a la sortida del sistema i és emmagatzemat en un registre. 
(Notar que quan més gran sigui la mida de les dades, major serà el 
circuit combinacional i per tant major retard s’introduirà). 
 
 
? La unitat de control és un circuit seqüencial amb estats que determinen 
els passos i les operacions que ha de realitzar la unitat de procés. Les 
instruccions són enviades a la unitat de procés a través dels senyals de 
control i aquestes són executades. D’aquesta manera, per realitzar una 
determinada operació, la unitat de control només ha de generar la 
seqüència adequada de senyals de control. 
 
  
? La unitat de procés consisteix en un conjunt de registres, multiplexors i 
una unitat aritmetico-lògica que processen dades. Realitza operacions 
aritmètiques de suma, resta, multiplicació i baixa l’ operant a més 
d’operacions lògiques AND, OR, XOR i NOT. La unitat de procés ha 
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d’informar en tot moment de l’estat de la última operació, a través de la 
línia d’estat Z, indicant si el resultat és zero.  
El processador dissenyat permet treballar amb dos formats de dades, 
depenent del format, el rang d’operació del processador, és: 
 
? Unsigned: 0 15Q≤ ≤   
 
El format sense signe, permet representar nombres naturals fins a 
42 bits, ja que la dada d’entrada és de 4 bits. 
 
? Signed: 8 7Q− ≤ ≤  
 
El format amb signe, permet representar nombres naturals fins a 32  bits, 
ja que el bit de més pes és el bit de signe. 
 
 
? Els senyals de control són senyals binàries que activen les diverses 
operacions per al processament de dades. Per activar la seqüència 
d’aquestes operacions, la unitat de control envia la seqüència adequada 
de senyals de control a la unitat de procés.  
 
 
? Els senyals d’estat són rebuts a la unitat de control. Descriuen aspectes 
de l’estat de la unitat de procés, indicant si el resultat de la última 
operació realitzada ha sigut zero. La unitat de control utilitza els bits 
d’estat per definir la seqüència especifica d’operacions que s’ha de dur a 
terme.  
 
 
? Les entrades de control de la unitat de control son les següents: 
 
? GS: Grup Select és un polsador que, al ser premut emmagatzema 
en un registre el número en binari que s’acaba d’introduir. A 
continuació es detallen els instants en que s’ha de prémer GS: 
 
1. Introduir l’operant A. 
2. Polsar GS. 
3. Introduir l’operand B. 
4. Polsar GS. 
5. Introduir Operació. 
6. Polsar GS. 
 
En aquest darrer GS l’operació no queda gravada en cap registre, ja 
que no és necessari. En el moment en que s’introdueix l’operació 
desitjada les instruccions són executades directament. 
 
? Operació: Aquesta entrada és fa mitjançant el switch de la 
targeta UP1. És un nombre binari de tres bits que identifica 
l’operació que es vol realitzar. 
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   Taula 2.1.  Codi de cada operació 
 
CODI OPERACIÓ 
001 OR 
010 AND 
011 Suma 
100 Resta 
101 Multiplicació 
   
 
Les operacions són realitzades formant seqüències de senyals de 
control, utilitzant el conjunt d’operacions bàsiques que realitza 
l’ALU i transferències entre registres.  
 
 
? Les sortides de control de la unitat de control visualitzen mitjançant 
LED’s l’estat de les operacions. Els dos primers díodes s’encenen a 
l’introduir les dades A i B respectivament. Els altres cinc, s’encenen quan 
l’operació corresponent s’inicia. 
 
? LED_A 
? LED_B 
? LED_OR 
? LED_AND 
? LED_SUMA 
? LED_RESTA 
? LED_MULTIPLICACIÓ 
 
 
? El senyal de Clock és un generador de rellotge principal que 
proporciona un tren de polsos continu a tots els registres, incloent la 
unitat de control. De fet, el rellotge principal  actua com el “cor” que 
proporciona un pols constant a totes les parts del sistema. El clock que 
s’aplica al sistema és d’1µs. 
 
 
? La entrada Reset va connectada als dos blocs principals, unitat de 
control i unitat de procés. S’utilitza un reset asíncron, per inicialitzar els 
registres amb valor zero abans d’operar amb el rellotge. 
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2.2. Unitat de procés 
 
2.2.1. Introducció 
 
La unitat de procés consta de lògica de processament i una col·lecció de 
registres que realitzen el processat de les dades. Tal i com s’ha esmentat 
anteriorment, els processos són seqüenciats per la unitat de control.  
 
Aquesta realitza operacions aritmètiques de suma, resta, multiplicació i baixar 
l’operand, a més d’operacions lògiques AND, OR, XOR i NOT. Notar que les 
operacions NOT i XOR són solament operacions bàsiques de l’ALU per a 
realitzar altres operacion, és a dir, no poden ser seleccionades des de l’exterior. 
 
La unitat de procés està constituïda per diferents blocs: 
 
? Unitats funcionals, com l’ALU -Unitat Aritmetico-Lògica- o el 
desplaçador. 
 
? Banc de registres. Són el component bàsic dels sistemes digitals. En el 
disseny d’un processador duen a terme principalment operacions  de 
transferència, mouen el contingut del registre font al registre destí sense 
modificar la dada binària, i d’emmagatzematge de dades. 
 
? Multiplexors. Dispositius de derivació amb dos o més entrades i una 
sola sortida, que es transmesa a un registre compartit. 
 
 
Veure Annex 5.2.2 on es mostra la situació de la Unitat de Procés com a bloc 
del processador. 
 
Veure Annex 5.2.3 on es mostra el hardware que forma la Unitat de Procés. 
 
 
2.2.2. Unitat Aritmetico-Lògica 
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Fig. 2.2.  Símbol creat per la Unitat Aritmetico-Lògica 
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És un circuit plenament combinacional que realitza operacions aritmètiques i 
lògiques bàsiques i operacions de desplaçament de dades. Aquestes són 
realitzades en un únic cicle de rellotge. La operació de desplaçament és duta a 
terme en la mateixa ALU, encara que a cops es considera una unitat separada 
de la  ALU.  
  
La figura 2.2. mostra el símbol que representa a l’ALU, i a continuació en forma 
de taula s’indiquen les operacions que aquesta pot realitzar. 
 
 
Taula 2.2.  Codi de cada operació que realitza l’ALU 
 
CODI OPERACIÓ 
000 Suma 
001 AND 
010 Baixa l’operant A 
011 XOR 
100 Suma i desplaça a l’esquerra 
101 AND i desplaça a l’esquerra 
110 Baixa A i desplaça a l’esquerra 
111 Baixa B i desplaça a l’esquerra 
 
 
A través de la entrada Sel es selecciona el tipus d’operació que es vol realitzar, 
amb les dades prèviament col·locades a les entrades entrada_1 i entrada_2. El 
resultat ve donat per sortida, mentre el senyal Z proporciona la informació 
referent a l’estat de l’operació realitzada, indicant si el resultat ha sigut zero. 
 
 
Consultar Annex 5.1.1.1 per veure la implementació de l’ALU en VHDL. 
 
Veure Annex 5.2.3 on es mostra la situació de la ALU com a bloc de la unitat de 
procés. 
 
 
2.2.3. Registres 
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Fig. 2.3.  Símbol creat per un registre 
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La figura 2.3. mostra el símbol que representa un registre. Aquest símbol 
permet l’ús d’un registre en un disseny jeràrquic. 
 
La transferència de nova informació al registre es denomina càrrega del 
registre. Tots els bits d’entrada del registre es carreguen simultàniament amb el 
pols de rellotge comú, per tant diem que la càrrega es realitza en paral·lel. 
 
Generalment, la temporització de tots els registres en un sistema digital síncron 
es controla a través del rellotge. Els polsos del rellotge s’apliquen a tots els 
registres del sistema, incloent la unitat de control. En aquest disseny, s’ha 
d’impedir que el rellotge general actuï sobre la entrada de rellotge del sistema 
si es vol deixar inalterat el contingut del registre. Per això, s’utilitza un senyal de 
control a part, per controlar que els cicles de rellotge afectin al registre. Així 
s’evita que els polsos del rellotge arribin al registre si el seu contingut no ha de 
ser canviat. Aquesta funció es realitza amb una entrada de control de càrrega, 
LD (Load), combinada amb el rellotge, que  habilita o deshabilita la càrrega de 
una nova dada en aquests registres. Les entrades de càrrega determinen el 
registre o registres de destí que es carreguen amb la dada del bus: 
 
 
? Si el senyal LD és ‘1’, el registre es sincronitza normalment i la nova 
informació es transfereix al registre amb el flanc de pujada del rellotge. 
 
? Si el senyal LD és ‘0’, no hi ha flancs positius a la entrada, així que el 
contingut del registre roman sense canviar. 
 
 
La notació transferència de registres descriu el moviment de les dades 
emmagatzemades en els registres i al processat realitzat sobre les dades, a 
través de la lògica de processament. El hardware dedicat a transferir dades 
utilitzant multiplexors i el hardware compartit per a aquesta transferència, 
anomenat bus, realitzen el moviment de les dades. 
 
Les operacions de transferència de registres d’un sistema digital s’especifiquen 
mitjançant tres components bàsics següents: 
 
1. Conjunt de registres del sistema. 
2. Operacions que es realitzen sobre les dades emmagatzemades en els 
registres 
3. El control que supervisa la seqüència d’operacions del sistema. 
 
 
La unitat de procés conté nou registres, llistats a continuació, que s’utilitzen de 
forma extensiva per emmagatzematge temporal de dades i estan involucrats en 
la transferència de registres. La mida de cada registre és de 8 bits:  
 
? REG Data A:  
 
En aquest registre s’emmagatzema la dada d’entrada A quan el senyal 
de càrrega LDA és 1. 
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? REG Data B:  
 
En aquest registre s’emmagatzema la dada d’entrada B quan el senyal 
de càrrega LDB és 1. 
 
? REG A:  
 
En aquest registre s’emmagatzema la dada de sortida del primer 
multiplexor quan el senyal de càrrega LDRA és 1. 
 
? REG B: 
 
En aquest registre s’emmagatzema la dada de sortida del segon 
multiplexor quan el senyal de càrrega LDRB és 1. 
 
? REG MASC: 
 
En aquest registre s’emmagatzema la dada de sortida del tercer 
multiplexor quan el senyal de càrrega LDRM és 1. Depenent de la 
selecció del multiplexor, s’emmagatzemarà una dada o altra. 
 
? REG: 
 
En aquest registre s’emmagatzema el sumatori (REG = REG + Data A) 
al realitzar l’operació de multiplicació, quan el senyal de càrrega LDR és 
1. 
 
? REG AD: 
 
En aquest registre s’emmagatzema la dada A desplaçada, al realitzar la 
operació de multiplicació, quan el senyal de càrrega LDAD és 1.  
 
 
? REG C: 
 
En aquest registre s’emmagatzema la dada de sortida de l’ALU quan el 
senyal de càrrega LDRC és 1. 
 
? DATA C: 
 
En aquest registre s’emmagatzema el resultat final de l’operació quan el 
senyal de càrrega LDC és 1. 
 
 
Consultar Annex 5.1.1.2 per veure la implementació d’un registre en VHDL. 
 
Veure Annex 5.2.3 on es mostra la situació dels registres com a blocs de la 
unitat de procés. 
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2.2.4. Multiplexors 
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Fig. 2.4.  Símbol creat per un multiplexor 
 
 
Tal i com hem vist, el processador dissenyat és un sistema digital que consta 
de molts registres i el nombre de rutes que s’han de crear per transferir dades 
d’un registre a un altre és molt elevat. Un esquema més eficient per transferir 
dades entre registres és un sistema que usa un camí de transferència 
compartida anomenat bus.  
 
Hi ha ocasions en que un mateix registre rep dades de dos o més fonts en 
diferents estats de temps. Per a que això sigui possible és necessària la 
utilització d’un multiplexor, que en funció del seu senyal de control selecciona 
una sola font d’entrada per realitzar la transferència. 
 
En aquest disseny s’han utilitzat tres multiplexors 8MUX4, el símbol que els 
representa és el de la figura 2.4. Aquests, seleccionen una d’entre quatre 
entrades diferents, a través del  valor del senyal de control Sel_*. La línia de 
selecció és de 2 bits que determina el contingut del registre font que apareixerà 
a la sortida del multiplexor, és a dir, en el bus. 
 
A les taules següents -2.3., 2.4. i 2.5.- s’il·lustren les transferències entre els 
registres del disseny -Veure Annex 5.2.3.- a través dels tres multiplexors 
8MUX4 que seleccionen dades de quatre entrades i del sistema de busos.  
 
 
Taula 2.3. Línies de selecció del primer multiplexor 
 
1er.  8MUX4 
ENTRADES SEL_1 SORTIDA 
00 A 
01 Registre REG 
10 Registre MASC 
A 
Registre REG 
Registre MASC 
C 11 C 
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? La primera transferència és del registre REG Data A al registre REG A, 
per a Select igual a “00”, es selecciona la entrada A del multiplexor. El 
senyal de càrrega LDRA del registre A està a ‘1’ i els demés senyals de 
càrrega estan a ‘0’, fent que el contingut del registre REG Data A que 
està en el bus es carregui en el registre REG A amb el següent flanc de 
pujada del rellotge. 
 
? La segona transferència de la taula il·lustra la càrrega del contingut del 
registre REG  en el registre REG A . El registre font REG es selecciona 
ja que Select és igual a “01”. El senyal de càrrega LDRA és igual a ‘1’ 
per tal de que el registre REG A es carregui amb el contingut del registre 
REG. 
 
? La tercera transferència de la taula és del registre REG MASC al registre 
REG A, quan Select és igual a “01”. El senyal de càrrega LDRA és igual 
a ‘1’ per tal de que el registre REG A es carregui amb el contingut del 
registre REG MASC. 
 
? A la quarta transferència, la entrada no prové d’un registre, és la sortida 
C del registre de sortida de l’ALU que es realimenta quan Select val “11”. 
El senyal de càrrega LDRA és igual a ‘1’ per tal de que el registre REG A 
es carregui amb el contingut de l’últim resultat. 
 
 
Taula 2.4. Línies de selecció del segon multiplexor 
 
                                  2on.  8MUX4 
ENTRADES SEL_2 SORTIDA 
00 B 
01 Registre REG 
10 Registre MASC 
B 
Registre REG 
Registre MASC 
Registre AD 11 Registre AD 
 
 
Aquest segon multiplexor és quasi una rèplica del primer, al tenir tres de les 
quatre entrades iguals. 
 
? La primera transferència és del registre REG Data B al registre REG B, 
per a Select igual a “00”, es selecciona la entrada B del multiplexor. El 
senyal de càrrega LDRB del registre REG B està a ‘1’ i els demés 
senyals de càrrega estan a ‘0’, fent que el contingut del registre REG 
Data B que està en el bus es carregui en el registre REG B amb el 
següent flanc de pujada del rellotge. 
 
? La segona transferència de la taula il·lustra la càrrega del contingut del 
registre REG  en el registre REG B . El registre font REG es selecciona 
ja que Select és igual a “01”. El senyal de càrrega LDRB és igual a ‘1’ 
per tal de que el registre REG B es carregui amb el contingut del registre 
REG. 
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? La tercera transferència de la taula és del registre REG MASC al registre 
REG B, quan Select és igual a “01”. El senyal de càrrega LDRB és igual 
a ‘1’ per tal de que el registre REG B es carregui amb el contingut del 
registre REG MASC. 
 
? La quarta transferència és del registre REG AD al registre REG B, quan 
Select és igual a “11”. El senyal de càrrega LDRB és igual a ‘1’ per tal de 
que el registre REG B es carregui amb el contingut del registre REG AD. 
 
 
Taula 2.5. Línies de selecció del tercer multiplexor 
 
                                3er.  8MUX4 
ENTRADES SEL_3 SORTIDA 
00 “00000000” 
01 “00000001” 
10 “11111111” 
“00000000” 
“00000001” 
“11111111” 
C 11 C 
  
 
? A la primera transferència, la font d’entrada no prové d’un registre. És 
una dada de 8 bits, tots ells a ‘0’ que representa el número 0. S’utilitzarà 
en l’algoritme de la multiplicació que veurem més endavant. 
Per a Select igual a “00”, es selecciona la entrada “00000000” del 
multiplexor. El senyal de càrrega LDRM del registre REG MASC està a 
‘1’ i els demés senyals de càrrega estan a ‘0’, fent que la dada 
“00000000” que està en el bus es carregui en el registre REG MASC 
amb el següent flanc de pujada del rellotge. 
 
? A la segona transferència de la taula, la font d’entrada tampoc prové de 
d’un registre. És una dada de 8 bits que representa la màscara 
“00000001” que s’utilitzarà també en l’algoritme de la multiplicació. 
La màscara es selecciona ja que Select és igual a “01”. El senyal de 
càrrega LDRM és igual a ‘1’ per tal de que el registre REG MASC es 
carregui amb el contingut de la màscara. 
 
? La tercera transferència de la taula també prové d’una font d’entrada que 
no és un registre. Aquesta és una dada de 8 bits, tots ells a ‘1’, que 
s’utilitzarà en l’algoritme de l’operació OR i la multiplicació per fer un bit 
test de la màscara mitjançant la instrucció XOR. La entrada “11111111” 
es selecciona quan Select és igual a “10”. El senyal de càrrega LDRM és 
igual a ‘1’ per tal de que el registre REG MASC es carregui amb el 
contingut de la dada “11111111”. 
 
? A la quarta transferència, la entrada tampoc prové d’un registre, és la 
sortida C del registre de sortida de l’ALU que es realimenta quan Select 
val “11”. El senyal de càrrega LDRM és igual a ‘1’ per tal de que el 
registre REG MASC es carregui amb el contingut de l’últim resultat. 
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Consultar Annex 5.1.1.3 per veure la implementació d’un multiplexor en VHDL. 
 
Veure Annex 5.2.3 on es mostra la situació dels multiplexors com a blocs de la 
unitat de procés. 
 
2.3. Unitat de control 
 
La unitat de control, realitzada amb lògica, determina la seqüència del 
processat de dades realitzada per la unitat de procés. El disseny del circuit de 
control pot ser bastant complicat, això indica que un disseny  detallat de la 
lògica seria molt complex. La manera més polida de fer-ho és amb una taula 
d’estats. 
 
A continuació, a la figura 2.5. es mostra el símbol creat per a la unitat de 
control. 
Operacio[2..0]
Z
Clock
Reset
GS
LDA
LDB
LDRA
LDRB
LDRM
LDR
LDAD
LDRC
LDC
Sel_1[1..0]
Sel_2[1..0]
Sel_3[1..0]
Sel_ALU[2..0]
LED_A
LED_B
LED_OR
LED_AND
LED_SUMA
LED_RESTA
LED_MULT
Unitat_Control
inst
 
 
Figura 2.5. Símbol creat per la unitat de control 
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En el disseny global d’un sistema digital podem distingir dos tipus diferents 
d’unitat de control:  
 
2.3.1. Unitat de control per sistemes programables 
 
En un sistema programable, part de la entrada al processador està formada per 
una seqüència d’instruccions. Cada instrucció especifica l’operació que el 
sistema va a executar, quins operants utilitzar, on col·locar el resultat de 
l’operació i, en alguns casos, quina serà la propera instrucció a executar. En els 
sistemes programables es sol emmagatzemar la informació en una memòria 
RAM o ROM. Per executar una seqüència d’instruccions és  necessari 
proporcionar la direcció de memòria que va a ser executada. Aquesta direcció 
parteix d’un registre anomenat comptador de programa, PC, (de l’anglès 
Program Counter). Com el seu propi nom indica, el PC, posseeix una lògica 
que permet el seu compte. A més per canviar la seqüència d’operacions, 
basant-se en la informació de l’estat de la ruta de dades, el PC necessita tenir 
la possibilitat de realitzar una càrrega en paral·lel. Així, en el cas d’un sistema 
programable, la unitat de control conté tant un PC amb lògica de control com 
lògica per interpretar la instrucció. Executar una instrucció significa l’activació 
de la seqüència de microoperacions necessàries en una determinada ruta de 
dades per desenvolupar l’operació especificada per la instrucció. 
 
2.3.2. Unitat de control per sistemes no programables 
 
En un sistema no programable, la unitat de control no es responsable d’obtenir 
instruccions de la memòria ni és responsable de la seqüència d’execució 
d’aquestes instruccions. No hi ha PC ni registre similar en un sistema així. En 
canvi, la unitat de control, determina les operacions a executar i la seqüència 
d’aquestes operacions, basant-se en la informació de les seves entrades i els 
bits d’estat de la unitat de procés.  
 
El disseny proposat ha sigut basat en una unitat de control per sistemes no 
programables. S’han considerat dos aspectes diferents: el control dels senyals 
de control, valgui la redundància, i la seqüència de la unitat de control i les 
operacions. En poques paraules, el primer ha de veure amb la part de control 
que genera els senyals de control i el segon amb la part de control que 
determina què succeirà després. Aquí separarem aquests dos aspectes dividint 
les especificacions originals en dues parts: un diagrama FSM que representa 
les transicions d’un estat a l’altre i una taula que defineix els senyals de control 
en termes d’estats i entrades.  
 
Encara que separem aquests dos aspectes per entendre-ho millor, els dos 
comparteixen un mateix diagrama FSM, ja que en l’estat F on es “grava” 
l’operació a realitzar, es desplega  un altre diagrama FSM per a cada operació. 
Per a la seva il·lustració s’empra l’algoritme de la màquina d’estats finita (FSM). 
El passos de procediment i els camins de decisió de l’algoritme s’especifiquen 
en la figura 2.6. 
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2.3.2.1. Màquina d’estats finita  de la Unitat de Control 
 
Una tasca de processament es pot definir mitjançant unes microoperacions de 
transferència de registres controlades per un mecanisme de seqüència. 
Aquesta tasca es pot especificar com un algoritme hardware consistent en un 
nombre finit de procediments que realitzen la tasca de processament. La part 
més estimulant i creativa del disseny digital és el plantejament d’algoritmes 
hardware que portin a aconseguir els objectius requerits. Un algoritme 
hardware es pot utilitzar com a base per a dissenyar la unitat de procés i la 
unitat de control de un sistema. 
 
Un diagrama de flux per a un algoritme hardware ha de tenir unes  
característiques especials que lliguin d’a prop el desenvolupament hardware 
d’un algoritme determinat. Per això utilitzem el diagrama de flux anomenat 
algoritme de màquina d’estats finita (FSM) per definir algoritmes per a hardware 
digital. Per tant, aquesta màquina d’estats definirà el nostre circuit seqüencial. 
Un diagrama de flux convencional descriu els passos  del procediments sense 
establir una relació temporal. Per contra, un diagrama FSM proporciona, no  
solament la seqüència d’esdeveniments, sinó que a més descriu la relació 
temporal entre estats de la unitat de control i les accions de la unitat de procés 
que  es porten a terme en els estats, com a resposta als polsos del rellotge. 
 
 
 
  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura 2.6. Màquina d’estats finita de la unitat de control 
GS = 0 
GS = 0 
GS = 1GS = 1
GS = 0 
GS = 0 
GS = 1 
 
GS = 0
GS = 1 
A  
AND
 
 
Suma
 
 
Resta 
 
 
 
OR 
 
 
 
GS = 1 
INICI 
B  
C  
D  
E  
F G  
Mult.
 
 
Entra A 
Grava A 
Entra B 
Grava B
Entra Op 
Grava Op Càrrega C 
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Com ja hem vist en apartats anteriors, la informació emmagatzemada en un 
processador digital es pot classificar en dades i en informació de control.  
 
Les dades es manipulen a la unitat de procés, realitzant operacions bàsiques  i 
transferències de registres. La unitat de control proporciona els senyals de 
control que activen els diferents mòduls  de la unitat de procés (registres, 
multiplexors i ALU) per a dur a terme una operació concreta. La unitat de 
control també determina  la seqüència en la que es realitzen les diverses 
operacions. 
 
El disseny d’un sistema digital es tracta, en general, dividint-lo en dues parts 
ben diferenciades, dels registres i les seves transferències i la unitat de control. 
Aquest sistema digital, més complex, consta a més d’una unitat aritmetico-
lògica i multiplexors per encaminar les dades. 
 
Recordem que, tant la entrada de Reset com els polsos del rellotge, s’apliquen 
a tots els registres del sistema, incloent-hi la unitat de control.  
 
Les variables binàries que controlen les entrades de selecció dels multiplexors, 
els busos, la lògica de processament i les entrades de control de càrrega dels 
registres es generen en la unitat de control. 
 
La unitat de control, encarregada de generar els senyals de control per a la 
seqüència de les operacions, és un circuit seqüencial, els estats del qual són 
governats per senyals de control del sistema. En qualsevol instant, l’estat actual 
d’un circuit seqüencial activa un determinat conjunt de senyals de control ja 
previst anteriorment. Utilitzant les condicions d’estat i les entrades de control, la 
unitat de control determina el pròxim estat. El circuit digital que actua com a 
controlador proporciona una seqüència de senyals per a poder dur a terme les 
operacions bàsiques desitjades, i a la vegada, determina el següent estat. 
 
A continuació es defineix el conjunt de senyals de control necessàries per a la 
unitat de control i la seva seqüència, per poder realitzar l’operació desitjada.  
 
Una operació pot implicar més d’una operació bàsica de forma conjunta. És 
important, per tant, definir el nombre d’operacions bàsiques i la funció 
associada a aquestes abans de realitzar el disseny, de manera que es conegui 
el tipus d’operacions aritmetico-lògiques o de desplaçament que són 
necessàries i, en conseqüència, les unitats funcionals a dissenyar per la unitat 
de procés. 
 
La primera columna de cada taula mostra l’estat en que es du a terme la 
selecció del senyal de control corresponent. 
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2.3.3. Operació lògica OR 
 
La taula 2.6. defineix la seqüència seguida pels senyals de control per a 
realitzar l’operació lògica OR. 
Remarcar que l’operació lògica OR no és una operació bàsica que realitzi la 
nostra ALU. Caldrà manipular prèviament l’expressió  mitjançant l’Àlgebra de 
Boole per obtenir una expressió composada d’operacions bàsiques, possibles 
de resoldre amb l’ALU. Utilitzant les identitats bàsiques algebraiques booleanes 
obtenim la següent expressió: 
 
 
                                                (2.1) 
 
 
   (2.2) 
 
Taula 2.6. Taula d’estats per a realitzar l’operació lògica OR 
 
OR 
Estat Senyal Control Comentaris 
NOT A 
1-2 Sel_3 = 10 Selecció “11111111” del MUX 3 
2 LDRM = 1 Càrrega registre REG MASC 
3-4 Sel_1 = 00 
Sel_2 = 10 
Selecció Data A del MUX 1 
Selecció Màscara del MUX 2 
4 LDRA = 1 
LDRB = 1 
Càrrega registre REG A 
Càrrega registre REG B 
5-6 Sel_ALU = 011 Selecció operació XOR a l’ALU 
6 LDRC = 1 Càrrega registre REG C 
7 LDR= 1 Càrrega registre REG 
NOT B 
8-9 Sel_3 = 10 Selecció “11111111” del MUX 3 
9 LDRM = 1 Càrrega registre REG MASC 
10-11 Sel_1 = 10 
Sel_2 = 00 
Selecció Màscara del MUX 1 
Selecció Data B del MUX 2 
11 LDRA = 1 
LDRB = 1 
Càrrega registre REG A 
Càrrega registre REG B 
12-13 Sel_ALU = 011 Selecció operació XOR a l’ALU 
13 LDRC = 1 Càrrega registre REG C 
14-15 Sel_3 = 11 Selecció Data C del MUX 3 
15 LDRM = 1 Càrrega registre REG MASC 
NOT A · NOT B 
16-17 Sel_1 = 01 
Sel_2 = 10 
Selecció Registre del MUX 1 
Selecció Màscara del MUX 2 
17 LDRA = 1 
LDRB = 1 
Càrrega registre REG A 
Càrrega registre REG B 
A OR B = NOT (NOT A · NOT B)
A OR B = [(A XOR “11111111”) AND (B XOR “11111111”)] XOR “11111111”
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18-19 Sel_ALU = 001 Selecció operació AND a l’ALU 
19 LDRC = 1 Càrrega registre REG C 
20 LDR = 1 Càrrega registre REG 
NOT(NOT A·NOT B) 
21-22 Sel_3 = 10 Selecció “11111111” del MUX 3 
22 LDRM = 1 Càrrega registre REG MASC 
23-24 Sel_1 = 01 
Sel_2 = 10 
Selecció Registre del MUX 1 
Selecció Màscara del MUX 2 
24 LDRA = 1 
LDRB = 1 
Càrrega registre REG A 
Càrrega registre REG B 
25-26 Sel_ALU = 011 Selecció operació XOR a l’ALU 
 
 
2.3.4. Operació lògica AND 
 
A diferència de l’operació OR, la AND sí que és una operació bàsica que 
realitza l’ALU, per tant no serà necessària la manipulació prèvia de l’expressió. 
 
 
               (2.3) 
 
 
Taula 2.7. Taula d’estats per a la realització de l’operació lògica AND 
 
AND 
Estat Senyal Control Comentaris 
27-28 Sel_1 = 00 
Sel_2 = 00 
Selecció data A del MUX 1 
Selecció data B del MUX 2 
28 LDRA = 1 
LDRB = 1 
Càrrega registre REGA 
Càrrega registre REGB 
29-30 Sel_ALU= 001 Selecció operació AND a l’ALU 
30 LDRC = 1 Càrrega registre REGC 
 
 
2.3.5. Operació aritmètica Suma 
 
La taula 2.8. defineix la seqüència seguida pels senyals de control per a 
realitzar l’operació aritmètica suma. 
 
L’operació Suma també és una operació bàsica que realitza l’ALU, per tant no 
serà necessària la manipulació prèvia de l’expressió: 
 
          
                     (2.4) 
 
 
 
A AND B = A AND B
A + B = A + B
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Taula 2.8. Taula d’estats per a la realització de l’operació aritmètica suma 
 
SUMA 
Estat Senyal Control Comentaris 
31-32 Sel_1 = 00 
Sel_2 = 00 
Selecció data A del MUX 1 
Selecció data B del MUX 2 
32 LDRA = 1 
LDRB = 1 
Càrrega registre REGA 
Càrrega registre REGB 
33-34 Sel_ALU = 001 Selecció operació Suma a l’ALU 
34 LDRC = 1 Càrrega registre REGC 
 
 
2.3.6. Operació aritmètica Resta 
 
La taula 2.9. defineix la seqüència seguida pels senyals de control per a 
realitzar l’operació aritmètica resta. 
 
Recordem que l’operació resta amb números binaris equival a sumar el número 
més el complement a 2 del número i sumar-li 1: 
 
                                   (2.5) 
 
 
El complement a 2 equival a intercanviar els 
0 per 1 i viceversa. Aquesta operació la realitzarem fent l’operació XOR amb tot 
uns. Així la expressió de la resta queda: 
 
                                                                  (2.6) 
 
 
Taula 2.9. Taula d’estats per a la realització de l’operació aritmètica resta 
 
RESTA 
Estat Senyal Control Comentaris 
B XOR “11111111” 
35-36 Sel_3 = 10 Selecció “11111111” del MUX 3 
36 LDRM = 1 Càrrega registre REGMASC 
37-38 Sel_1 = 10 
Sel_2 = 00 
Selecció Màscara del MUX 1 
Selecció data B del MUX 2 
38 LDRA = 1 
LDRB = 1 
Càrrega registre REGA 
Càrrega registre REGB 
39-40 Sel_ALU = 011 Selecció operació XOR a l’ALU 
40 LDRC = 1 Càrrega registre REGC 
41 LDR= 1 Càrrega registre REG 
(B XOR “11111111”) + “00000001” 
42-43 Sel_3 = 01 Selecció màscara del MUX 3 
43 LDRM = 1 Càrrega registre REGMASC 
A – B = A + (Ca2 B + 1)
A – B = A + [(B XOR “11111111”) + “00000001”] 
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44-45 Sel_1 = 01 
Sel_2 = 10 
Selecció Registre del MUX 1 
Selecció Màscara del MUX 2 
45 LDRA = 1 
LDRB = 1 
Càrrega registre REGA 
Càrrega registre REGB 
46-47 Sel_ALU = 000 Selecció operació Suma a l’ALU 
47 LDRC = 1 Càrrega registre REGC 
48 LDR = 1 Càrrega registre REG 
A + [(B XOR “11111111”) + “00000001”] 
49-50 Sel_1 = 00 
Sel_2 = 01 
Selecció data A del MUX 1 
Selecció registre del MUX 2 
50 LDRA = 1 
LDRB = 1 
Càrrega registre REGA 
Càrrega registre REGB 
51-52 Sel_ALU = 000 Selecció operació Suma a l’ALU 
52 LDRC = 1 Càrrega registre REGC 
 
2.3.7. Operació aritmètica Multiplicació 
 
Es proposa en els apartats següents una solució software per l’algoritme de la 
multiplicació i, a mode de comparativa, una visió general de la solució 
hardware. 
2.3.7.1. Solució software 
 
Realitzar aquesta operació amb operacions bàsiques de l’ALU, comporta 
moltes operacions bàsiques de l’ALU, així com un gran nombre de 
transferències entre registres. A continuació, s’il·lustra el  diagrama de flux de  
l’algoritme de la multiplicació. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura 2.7. Diagrama de flux de l’operació aritmètica multiplicació 
NO SI 
i = 8 
i -- i ≠ 0
i = 0
Bit Test B  (B AND Màscara)
Resultat = Resultat + A Resultat = 0
RESULTAT
Desplaçar A ?       Desplaçar B?
Z=1
?
28  Desenvolupament de targetes d’aplicació de sistemes digitals 
 
La taula 2.10 defineix la seqüència seguida pels senyals de control per a 
realitzar l’operació aritmètica multiplicació.  
 
 
Taula 2.10. Taula d’estats per a la realització de la funció aritmètica 
multiplicació 
 
MULTIPLICACIÓ 
Posar a “00000000” el registre REG 
53-54 Sel_3 = 00 Selecció “00000000” del MUX 3 
54 LDRM = 1 Càrrega registre REGMASC 
55-56 Sel_1 = 10 Selecció màscara del MUX 1 
56 LDRA = 1 Càrrega registre REGA 
57-58 Sel_ALU = 010 Selecció operació Baixa A a l’ALU 
58 LDRC = 1 Càrrega registre REGC 
59 LDR= 1 Càrrega registre REG 
Carregar registre REGAD amb data A 
60-61 Sel_1 = 00 Selecció data A del MUX 1 
61 LDRA = 1 Càrrega registre REGA 
62-63 Sel_ALU = 010 Selecció operació Baixa A a l’ALU 
63 LDRC = 1 Càrrega registre REGC 
64 LDAD = 1 Càrrega registre REGAD 
B AND Màscara 
65-66 Sel_3 = 01 Selecció Màscara del MUX 3 
66 LDRM = 1 Càrrega registre REGMASC 
67-68 Sel_1 = 10 
Sel_2 = 00 
Selecció Màscara del MUX 1 
Selecció data B del MUX 2 
68 LDRA = 1 
LDRB = 1 
Càrrega registre REGA 
Càrrega registre REGB 
69-70 Sel_ALU = 001 Selecció operació AND a l’ALU 
70  IF ( Z = 0 ) 
71-72 Sel_1 = 00 
Sel_2 = 01 
Selecció data A del MUX 1 
Selecció Registre del MUX 2 
72 LDRA = 1 
LDRB = 1 
Càrrega registre REGA 
Càrrega registre REGB 
73-74 Sel_ALU = 000 Selecció operació Suma a l’ALU 
74 LDRC = 1 Càrrega registre REGC 
75 LDR = 1 Càrrega registre REG 
70  ELSE 
76 LDRC = 1 Càrrega registre REGC 
77 i -- Decrementar comptador 
78-79 Sel_3 = 01 Selecció Màscara del MUX 3 
79 LDRM = 1 Càrrega registre REGMASC 
WHILE (i ≠ 0) 
80-81 Sel_1 = 10 Selecció Màscara del MUX 1 
81 LDRA = 1 Càrrega registre REGA 
82-83 Sel_ALU = 110 Selecció op. A+desplaça a l’ALU 
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83 LDRC = 1 Càrrega registre REGC 
84-85 
 
Sel_3 = 11 
Sel_1 = 11 
Selecció data C del MUX 3 
Selecció data C del MUX 1 
85 LDRM = 1 Càrrega registre REGMASC 
B AND Màscara 
84-85 Sel_2 = 00 Selecció data B del MUX 1 
85 
 
LDRA = 1 
LDRB = 1 
Càrrega registre REGA 
Càrrega registre REGB 
86-87 Sel_ALU = 001 Selecció operació AND a l’ALU 
87  IF ( Z = 0 ) 
Desplaça A desplaçada 
88-89 Sel_2 = 11 Selecció REGAD del MUX 1 
89 LDRB = 1 Càrrega registre REGA 
90-91 Sel_ALU = 111 Selecció operació AND a l’ALU 
91 LDRC = 1 Càrrega registre REGC 
92 LDAD = 1 Càrrega registre REGAD 
93-94 Sel_1 = 11 
Sel_2 = 01 
Selecció data C del MUX 1 
Selecció Registre del MUX 2 
94 LDRA = 1 
LDRB = 1 
Càrrega registre REGA 
Càrrega registre REGB 
95-96 Sel_ALU = 000 Selecció operació Suma a l’ALU 
96 LDRC = 1 Càrrega registre REGC 
97 LDR = 1 Càrrega registre REG 
87  ELSE 
98-99 Sel_2 = 11 Selecció registre REGAD del MUX1 
99 LDRB = 1 Càrrega registre REGB 
100-  
101 
Sel_ALU = 111 Selecció op. B+desplaça a l’ALU 
101 LDRC = 1 Càrrega registre REGC 
102 LDAD = 1 Càrrega registre REGAD 
103 i -- Decrementar comptador 
104  END WHILE 
CÀRREGA RESULTAT 
 105-
106 
Sel_1 = 01 Selecció registre REG del MUX 1 
106 LDRA = 1 Càrrega registre REGA 
107-
108 
Sel_ALU = 010 Selecció Baixa A a l’ALU 
108 LDRC = 1 Càrrega registre REGC 
 
 
2.3.7.2.  Solució hardware 
 
S’ha de  dissenyar un circuit combinacional  capaç de multiplicar  dos nombres 
naturals de 4 bits. La sortida ha de ser de 8 bits, per tal de poder extreure’n el 
resultat. 
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Un possible circuit combinacional per a realitzar multiplicacions de nombres 
binaris està representat a la figura 2.8.  
  
 
 
Figura 2.8. Multiplicador ràpid paral·lel de nombres de 4 bits encadenable 
 
 
Observem que el mòdul genèric UBMC (Unitat Bàsica Multiplicador 
Combinacional) -Figura 2.9.- es va repetint diverses vegades de forma que 
s’intueix com es pot anar encadenant per tal de realitzar multiplicacions amb 
nombres de 4 bits fins a obtenir el circuit final.  
 
 
Si
-1 AB
Ci
Ci+1 Si
 
 
Figura 2.9. Mòdul genèric UBMC 
 
 
L’algoritme de multiplicació es deriva observant com es multiplica de forma 
manual: es multipliquen parcialment els bits dels nombres A i B, i desprès a 
partir de les sumes d’aquests productes parcials i els ròssecs de les etapes 
anteriors, s’obté paral·lelament el resultat final. 
 
 
    (2.7) 
 
 
 
 
 
 
P = A × B = A3A2A1A0 × B3B2B1B0 = P7P6P5P4P3P2P1P0 
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     A3 A2 A1 A0 
     B3 B2 B1 B0 
     B0·A3 B0·A2 B0·A1 B0·A0 
    B1·A3 B1·A2 B1·A1 B1·A0     
  B2·A3 B2·A2 B2·A1 B2·A0 
  B4·A3 B4·A2 B4·A1 B4·A0 
 
 P7 P6 P5 P4 P3 P2  P1 P0   (2.8) 
  
 
Notar que aquesta solució és molt més ràpida que la solució software 
proposada anteriorment, al no tractar-se d’un circuit seqüencial, no té retards 
de propagació ni retards relacionats amb el rellotge del sistema.  Els operants 
baixen directament a través dels mòduls. El temps que triguen en baixar, és 
l’únic retard a considerar, per tant, un temps pràcticament menyspreable.  
 
 
Consultar Annex 5.1.2  per veure la implementació de la Unitat de Control en 
VHDL. 
 
Veure Annex 5.2.2 on es mostra la situació de la Unitat de Control com a bloc 
principal del processador. 
 
 
2.4. Resultats de la simulació  
 
Procedirem, a continuació, a la verificació del correcte funcionament del 
sistema mitjançant la simulació de formes d’ona. En cada un dels subapartats, 
es comprova que el processador realitza l’operació desitjada per a unes dades 
d’entrada concretes dins el rang d’operació de treball.  
 
En la simulació s’han visualitzat els següents senyals d’entrada i sortida: 
 
? Entrada: 
 Clock, Reset, Entrada (4 bits), GS i Operació (3 bits). 
 
? Sortida: 
 LED_A, LED_B, LED_OR, LED_AND, LED_SUMA, LED_RESTA, 
 LED_MULT i el Resultat. 
 
 
2.4.1. Operació lògica OR 
 
Observem a la següent simulació que el temps necessari per a que el 
processador realitzi l’operació lògica OR és aproximadament 72µs. 
 
*
32  Desenvolupament de targetes d’aplicació de sistemes digitals 
 
OR 
Comprovem que funciona correctament. Els passos seguits són els següents: 
 
1. Reset del sistema 
2. Introduïm l’operant A: 0100 
3. Polsem GS per emmagatzemar la dada. 
4. Introduïm l’operant B: 0011 
5. Polsem GS per emmagatzemar la dada. 
6. Introduïm el codi de l’operació OR: 001 
 
 
7. Obtenció del resultat:    
                    
                0100    
             0011     
       
              0000 0111                 
 
 
Taula 2.11. Taula d’estats de la funció lògica OR 
 
 
 
 
 
 
 
 
 
 
 
Figura 2.10. Simulació de l’operació lògica OR 
 
 
 
 
 
X Y X OR Y 
0 0 0 
0 1 1 
1 0 1 
1 1 1 
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2.4.2. Operació lògica AND 
 
Observem a la següent simulació que el temps necessari per a que el 
processador realitzi l’operació lògica AND és menor que l’anterior, ja que el 
nombre d’instruccions també és menor, aproximadament 51µs. 
 
Comprovem que funciona correctament. Els passos seguits són els següents: 
 
1. Reset del sistema 
2. Introduïm l’operant A: 0111 
3. Polsem GS per emmagatzemar la dada. 
4. Introduïm l’operant B: 0101 
5. Polsem GS per emmagatzemar la dada. 
6. Introduïm el codi de l’operació AND: 010 
 
 
 
7. Obtenció del resultat: 
             0111    
             0101  
       
              0000 0101 
 
 
Taula 2.12. Taula d’estats de la funció lògica AND 
 
 
 
 
 
 
 
 
 
 
 
Figura 2.11. Simulació de l’operació lògica AND 
 
X Y X AND Y 
0 0 0 
0 1 0 
1 0 0 
1 1 1 
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+ 
2.4.3. Operació aritmètica Suma 
 
Observem a la següent simulació que el temps necessari per a que el 
processador realitzi l’operació aritmètica suma és aproximadament 72µs. 
 
Comprovem que funciona correctament. Els passos seguits són els següents: 
 
1. Reset del sistema 
2. Introduïm l’operant A: 0100 = 4 
3. Polsem GS per emmagatzemar la dada. 
4. Introduïm l’operant B: 0011 = 3 
(Notar que s’han visualitzat les dades en hexadecimal per tal de facilitar-
 ne la lectura). 
5. Polsem GS per emmagatzemar la dada. 
6. Introduïm el codi de l’operació suma: 011 
 
 
7. Obtenció del resultat: 
             0100 = 4  
             0011 = 3 
       
              0000 0111 = 7 
 
 
Taula 2.13 Taula d’estats de la funció aritmètica suma 
 
 
 
 
 
 
 
 
 
 
Figura 2.12. Simulació de l’operació aritmètica Suma 
 
 
X Y X + Y 
0 0 0 
0 1 1 
1 0 1 
1 1 0 
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2.4.4. Operació aritmètica Resta 
 
Observem a la següent simulació que el temps necessari per a que el 
processador realitzi l’operació aritmètica resta és aproximadament 62µs. 
 
Comprovem que funciona correctament. Els passos seguits són els següents: 
 
1. Reset del sistema 
2. Introduïm l’operant A: 0111 = 7 
3. Polsem GS per emmagatzemar la dada. 
4. Introduïm l’operant B: 0010 = 2 
5. Polsem GS per emmagatzemar la dada. 
6. Introduïm el codi de l’operació resta: 100 
 
 
7. Obtenció del resultat:  
             0111 = 7  
             0010 = 2 
       
              0000 0101 = 5 
 
 
L’operació resta es realitza seguint les instruccions anteriorment indicades a 
l’apartat 2.3.5. (Clickar en aquest vincle per accedir-hi). 
 
 
 
 
Figura 2.13. Simulació de l’operació aritmètica Resta 
 
 
2.4.5. Operació aritmètica Multiplicació 
 
Observem a la següent simulació que el temps necessari per a que el 
processador realitzi l’operació aritmètica multiplicació és aproximadament 
200µs. Veiem que el temps és més del doble del que triga per a realitzar 
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qualsevol altra operació, degut a la complexitat del codi implementat, ja que ha 
d’executar un gran nombre d’instruccions. 
 
Comprovem que funciona correctament. Els passos seguits són els següents: 
 
1. Reset del sistema 
2. Introduïm l’operant A: 0111 = 7 
3. Polsem GS per emmagatzemar la dada. 
4. Introduïm l’operant B: 0010 = 2 
5. Polsem GS per emmagatzemar la dada. 
6. Introduïm el codi de l’operació multiplicació: 101 
7. Obtenció del resultat: 
             0111 = 7   
             0010 = 2 
       
              0000 1110 = 0E (Hexadecimal)  = 14 
 
 
L’operació multiplicació es realitza seguint les instruccions anteriorment 
indicades a l’apartat 2.3.4. (Clickar en aquest vincle per accedir-hi). 
 
 
 
 
Figura 2.14. Simulació de l’operació aritmètica Multiplicació 
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CONCLUSIONS 
 
La realització d’aquest treball, m’ha introduït en el món de la programació 
hardware, desconegut per mi d'antuvi. He fet un viatge en l’evolució del 
desenvolupament dels sistemes electrònics digitals, des del disseny en 
esquemàtics fins als dispositius lògics programables (PLD’s, CPLD’s i FPGA’s). 
 
Es detallen a continuació, a mode de conclusions, els aspectes més 
significatius que caracteritzen al disseny de sistemes electrònics digitals 
mitjançant VHDL: 
 
? Possibilitat de verificar el funcionament del sistema dins del procés de 
disseny sense necessitat d’implementar el circuit. 
 
? Les simulacions del disseny, abans de que aquest sigui implementat 
mitjançant portes lògiques, permet provar l’arquitectura del sistema per 
prendre decisions en quant a canvis en el disseny. 
 
? Les eines de síntesi tenen la capacitat de convertir una descripció VHDL 
a portes lògiques i, a més, optimitzar la descripció d’acord a la tecnologia 
utilitzada. 
 
? Aquesta metodologia  elimina l’antic mètode tediós de disseny mitjançant 
portes lògiques, redueix el temps de disseny i la quantitat d’errors 
produïts pel complex circuit. 
 
? Les eines de síntesi poden transformar automàticament un circuit 
obtingut mitjançant la síntesi d’un codi VHD, a un circuit petit i ràpid. A 
més, és possible aplicar característiques al circuit dins de la descripció 
VHDL per afinar detalls (retards, simplificació de portes, etc.) en 
l’arquitectura del circuit. 
 
? Les descripcions en VHDL proporcionen documentació de la 
funcionalitat d’un disseny independentment de la tecnologia utilitzada. 
 
? Un circuit implementat mitjançant una descripció VHDL pot ser utilitzat 
en qualsevol tipus de dispositiu programable capaç de suportar la 
densitat del disseny. És a dir, no es necessari adequar el circuit a cada 
dispositiu perquè són les eines de síntesi les que s’encarreguen d’això. 
 
? Una descripció VHDL és més fàcil de llegir i interpretar que els circuits 
esquemàtics. 
 
? El que ha fet que VHDL sigui, en un temps tant curt, el llenguatge de 
descripció de hardware més utilitzat per la indústria electrònica, és la 
seva independència amb la metodologia utilitzada per cada dissenyador, 
la seva capacitat de descripció a diferents nivells d’abstracció, i en 
definitiva, la possibilitat de poder reutilitzar en diferents aplicacions un 
mateix codi. 
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? La clau per descriure i sintetitzar fàcilment circuits digitals amb VHDL, a 
diferència de la programació software, és pensar en termes de portes 
lògiques i registres i no en funcions de variables i subrutines, al ser 
programació de hardware.  
 
 
Hem vist que les FPGA’s representen uns dels últims avenços en tecnologia de 
dispositius lògics programables. A continuació es fa una comparativa de les 
FPGA’s en front a la lògica discreta: 
 
Avantatges: 
 
? Temps de disseny, ja que es poden fer canvis sense necessitat de 
soldar els components en una placa de circuit imprès.  
 
? Densitat d’integració (dimensions i pes menors). 
 
? Majors prestacions (consum, velocitat). 
 
? Menor cost a l’implementar circuits mitjans-complexes. 
 
? Augment del número d’unitats per tirada en la seva fabricació. 
 
Desavantatges: 
 
? Major cost a l’implementar circuits molt simples. 
 
? Eines de disseny especifiques per a cada fabricant. 
 
 
S’han utilitzat vàries eines de disseny assistides per ordinador, el que ha 
suposat una dedicació important, a l’haver de familiaritzar-se amb els diferents 
entorns de treball. 
 
Notar que aquest treball ha sigut dissenyat de la forma més versàtil possible, 
per tal de poder deixar-lo “obert”, susceptible de ser ampliat. Una possible 
ampliació seria afegir un subsistema perifèric de transmissió/ recepció sèrie per 
la connexió al PC. 
 
Arribat en aquest punt, vull amb aquestes paraules, fer una reflexió personal 
d’aquests últims quatre mesos. Quatre mesos d’intens treball, però amb la 
satisfacció d’haver dedicat un temps que suposa una excel·lent inversió 
personal en formació.  
 
Com a rol d’enginyera, dir que em sento satisfeta per haver assolit els propòsits 
d’aquest treball de fi de carrera i haver aconseguit que el processador 
implementat funcionés correctament. 
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ESTUDI D’AMBIENTALITZACIÓ 
 
Els aspectes relacionats amb la preservació del Medi Ambient, pel que 
respecta  als dispositius lògics programables i a les FPGA’s, es detallen a 
continuació: 
 
? Estalvi de silici associat a les plaques de circuit imprès.  
 
? L’alimentació pot ser mitjançant bateries, el que comporta un augment 
de la funcionalitat de la energia, i a més, si aquestes són recarregables, 
un estalvi d’energia major. 
 
? A l’augmentar el nombre d’unitats per tirada, en la seva fabricació, també 
coopera a minimitzar els costos d’energia.  
 
? La marcada tendència cap a la miniaturització, comporta un estalvi de 
materials força significatiu. 
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Programari software 
 
El programes utilitzats es detallen a continuació: 
 
? Proteus VSM 
? IspLEVER 
? IspVSM 
? Programari CAD d’ajuda al disseny de plaques de circuit imprès PCB 
(Printed Circuit Boards). 
? Els programaris EDA de terceres fonts com a complements específics de 
l’entorn bàsic de programació: DirectVHDL PE, ModelSim, etc. 
? QUARTUS-II d’Altera 
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ANNEX 1 PRÀCTICA 1. DISSENY AMB 
ESQUEMÀTICS I VHDL D’UN 
DESCODIFICADOR BCD-7SEG                                       
 
1.1. Enunciat de la pràctica 
1.1.1. Descripció 
 
S’instal·laran correctament al PC els programaris de disseny assistit per 
ordinador, Proteus VSM, ispLEVER i ispVSM. S’instal·larà també el fitxer de 
llicència d’ús per cada programari. Un circuit senzill ja dissenyat anteriorment a 
l’ED, es capturarà a través d’un projecte ispLEVER, es compilarà, se simularà 
en PROTEUS-VSM, i finalment, es programarà amb ispVMS en un GAL22V10 
a través de la targeta PROTOGAL. Al laboratori es muntarà el prototip per 
verificar el seu funcionament. 
 
 
1.1.2. Conceptes relacionats amb aquesta pràctica/problema 
 
Sistemes combinacionals; disseny de circuits digitals;  llenguatges de 
descripció de circuits digitals (VHDL); entorns de disseny CAD (Computer 
Aided Design) per als sistemes electrònics digitals i la seva instal·lació; 
simulació de circuits electrònics basada en SPICE; dispositius lògics 
programables senzills SPLD. 
 
 
1.1.3. Temps d’estudi 
 
Una sessió de TGB al laboratori (2h); 2 sessions de treball en grup TGC (4h). 
 
1.1.4. Desenvolupament de la pràctica 
1.1.4.1. La instal·lació dels programes 
 
a)  Instal·leu el Proteus – VSM a l’ordinador i activeu el fitxer de llicència.  
 
 
b)  Arrenqueu l’aplicació de captura de circuits ISIS i seleccioneu qualsevol 
programa de mostra del que inclou (Sample Design). 
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Fig. 1 Pantalla del PROTEUS que mostra els exemples 
 
c)  Instal·leu el programa ispLEVER Starter que consta de 2 fitxers i un altre 
d’ajuda d’opcional: 
 
En primer lloc heu d’instal·lar el programa principal : 
- isp5_0m1.CPLD.exe 
Tot seguit heu d'instal·lar el mòdul Synplify: 
 - isp5_0m2.Synplify.exe 
Voluntàriament podeu instal·lar també el mòdul d’ajuda: 
 - isp5_0m4.Help.exe 
 
Finalment, és necessari instal·lar també el mòdul "ispvmSystemV15.3.2a.exe" 
que és el que cal per poder gravar finalment el xip a partir del fitxer *.JED 
obtingut amb els compiladors anteriors. 
 
 
1.1.4.2. La llicència d’ús del programari 
 
d)  Col·loqueu al directori “License”, el fitxer de llicència que heu obtingut 
prèviament a través del vostre correu electrònic i la web de Lattice 
Semiconductor.  
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Fig. 2 Directoris  on queda instal·lat el ispLEVER 
 
 
 
 
Fig. 3 Pantalla de la web on podeu aconseguir la llicèncid’ús del 
programari per 6 mesos. 
http://www.latticesemi.com/licensing/flexlmlicense.cfm 
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1.1.4.3. El Project Navigator 
 
e)  Executeu el “Project Navigator” i carregueu-li el projecte inicial HEX-
7SEG.  
 
 
    
  
 Fig. 4  Projecte HEX-7SEG carregat al Project Navigator 
 
 
Aquest projecte HEX-7SEG està construït a partir d’esquemàtics i VHDL i 
preparat per gravar-lo al dispositiu sPLD GAL22V10, el més senzill de Lattice i 
tot un clàssic que té unes 500 portes lògiques equivalents.  
 
 
Fig. 5  Device Selector 
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f)  Busqueu per Internet el datasheet d’aquest component i estudieu la 
seva arquitectura interna. Imprimiu les 3 o 4 primeres pàgines del manual. 
Repasseu també la Unitat 1.15 i l’exercici 1.6 de l’assignatura ED per obtenir 
més informació sobre els sPLD. 
 
 
Fig. 6  Símbol del descodificador HEX_7SEG 
 
 
Si premeu damunt de l’arbre de fitxers veureu la composició dels blocs i 
esquemes que configuren el projecte.  
 
 
Fig. 7 L’esquema intern del descodificador HEX_7SEG 
 
Podeu comprovar com el disseny intern del descodificador, els SC2 i SC3 són 
esquemàtics amb portes lògiques, i en canvi el SC1 és un disseny 
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combinacional a partir de la seva descripció VHDL. Imprimiu el fitxer d’aquest 
SC1 i intenteu explicar quines són les seves parts més importants. 
 
 
1.1.4.4. La compilació del projecte  
 
g)  Compileu el disseny HEX-7SEG i examineu els fitxers JED i RPT on hi 
trobareu la distribució de les patilletes del xip. 
 
Fig. 8 La distribució de terminals una vegada realitzada la compilació 
 
 
Per veure si el dispositiu ha quedat ben gravat amb el fitxer *.JED, cal que 
arrenqueu el programa Proteus – ISIS amb el disseny inicial que conté el xip i 
està preparat per simular el funcionament del circuit.  
 
SC
DESCODIFICADOR HEX-7SEG
B
A
b_L
c_L
d_L
e_L
f_L
g_L
a_LD
C
RBO_L
LT_L
BI_L
RBI_L
R1
330
Vcc
0
0
1
0
1
1
1 1
 
Fig. 9 L’esquema capturat amb Proteus. Dins del bloc SC hi ha el GAL22V10 
que conté el fitxer JED 
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1.1.4.5. La programació en VHDL de sistemes combinacionals 
 
h)  Al directori “nomes_VHDL” teniu un altre projecte amb un fitxer començat 
en VHDL (solament té implementada la línia BI_L) per poder-lo analitzar i 
acabar-lo per tal que tingui la mateixa funcionalitat del xip descodificador 
anterior. 
 
 
Fig. 10 Símbol del fitxer VHDL del HEX_7SEG per acabar perquè encara no 
estan implementades les línies LT_L i RBI_L i RBO_L 
 
 
Comenceu a documentar-vos sobre el llenguatge VHDL. A més del material de 
SED, teniu disponible informació d’altres universitats:  
Documents PDF : “06CombinVHDL.pdf” “didacticiel_GAL_Lattice_ISP.pdf”, etc 
Tutorials interactius ALDEC_EVITA; U_VIGO 
Un llibre de text en xarxa “cookbook_llibre_VHDL.pdf” 
Unitat 1.14 d’ED, etc.. 
 
 
i)  Realitzeu una altra vegada la simulació Proteus del xip a partir del JED 
generat a partir del  
 
j)  Gravació del xip a la targeta PROTOGAL a través del ispVM System i 
muntatge del prototipe laboratori. 
 
    
 
Fig. 11 ispVM System per gravar els components programables a través del 
mètode ”In Circuit Programmimg” sense haver de treure el component de la 
seva ubicació definitiva en l’aplicació final 
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Fig. 12 Targeta PROTOGAL per poder gravar d’una forma 
senzilla el ispGAL22V10 i poder-lo usar directament sobre el 
board de connexions del laboratori 
 
k) Examineu un esquema similar al de la PROTOGAL per veure quins 
components i quants cables són necessaris per realitzar una programació “isp”. 
Cerqueu a la Internet més informació a través d’un buscador, per exemple amb 
el text “In Circuit Programming”. 
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1.2. Resolució de la pràctica 
 
El pas previ a la programació, és dissenyar l’algoritme que haurà d’executar el 
programa, per poder entendre bé la funcionalitat del  bloc. 
 
El diagrama de flux és el següent:  
 
 
 
Figura 1.1. Diagrama de flux del disseny 
 
 
1.2.1. Primera versió del disseny 
 
El descodificador BCD-7segments està configurat per 3 blocs principals. Els 
blocs SC2 i el SC3 estan dissenyats amb portes lògiques, i el SC3 és un 
sistema combinacional  dissenyat a partir de la seva descripció VHDL.  
 
 
f)  A continuació es mostra el sistema combinacional 1 implementat en 
VHDL: 
 
 
LIBRARY IEEE; 
USE IEEE.STD_LOGIC_1164.ALL; 
ENTITY HEX_7SEG_VHDL  IS 
SI 
SI
NO 
SI 
NO
INICI 
LT_L=0
?
BI_L = 1 
?
V_SOR =“00000000”/ RBO_L = 0 
LED's OFF 
V_ENT = ”0000”
     &     ? 
RBI_L= 0 
TdV 
LED’s 
RBO_L = 1 
NO 
V_SOR=“11111111”/ RBO_L =1
LED's ON 
V_SOR =“00000000”/ RBO_L = 0 
LED's OFF 
FINAL
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 PORT ( 
  V_ENT: IN STD_LOGIC_VECTOR (3 DOWNTO 0);           
  V_SOR: OUT STD_LOGIC_VECTOR (6 DOWNTO 0) 
             ); 
END HEX_7SEG_VHDL; 
-- El vector d'entrada és: V_ENT(3) = D; V_ENT(2) = C; V_ENT(1) = B; V_ENT(0) = A;    
-- El vector de sortida és V_SOR(6) = a; V_SOR(5) = b; V_SOR(4) = c; V_SOR(3) = d; V_SOR(6) = e; V_SOR(2) = f;  
--V_SOR(1) = g; 
  
-- Descripció de l'arquitectura del bloc a partir de la TdV 
 
ARCHITECTURE Arch_Taula_Veritat OF HEX_7SEG_VHDL IS 
BEGIN 
   WITH V_ENT SELECT       
          --                 abcdefg                DCBA 
     V_SOR <= "1111110" WHEN "0000",    -- 0  
           "0110000"  WHEN "0001",     -- 1 
           "1101101"  WHEN "0010", -- 2 
           "1111001"  WHEN "0011"; -- 3      
           "0110011"  WHEN "0100",     -- 4 
           "1011011"  WHEN "0101",     -- 5  
           "1011111"  WHEN "0110",     -- 6 
           "1110000"  WHEN "0111",     -- 7 
           "1111111"  WHEN "1000",     -- 8 
           "1110011"  WHEN "1001",     -- 9 
           "1110111"  WHEN "1010",     -- A 
           "0011111"  WHEN "1011",     -- b 
           "1001110"  WHEN "1100",     -- C 
           "0111101"  WHEN "1101",     -- d 
           "1001111"  WHEN "1110",     -- E 
           "1000111"  WHEN OTHERS; -- F 
                       
END Arch_Taula_Veritat; 
 
 
EL vector d'entrada és de 3 bits que corresponen a les entrades: 
 
? V_ENT(3) = D 
? V_ENT(2) = C 
? V_ENT(1) = B 
? V_ENT(0) = A  
   
El vector de sortida és de 7 bits, corresponents als LED’s del dígit lluminós 
(Display Segment): 
 
? V_SOR (6) = a  
? V_SOR (5) = b  
? V_SOR (4) = c   
? V_SOR (3) = d  
? V_SOR(6) = e 
? V_SOR(2) = f 
? V_SOR(1) = g 
 
 
Es descriu l’arquitectura del bloc 1 del descodificador mitjançant la taula de 
veritat on s’activen els pins de sortida en resposta a un codi d’entrada. 
 
Per poder veure l’esquemàtic que hi ha dins els blocs combinacionals SC2 i 
SC3, hem de prémer les tecles “Ctrl + C”. 
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SC2: 
 
Fig. 1.2 Disseny Esquemàtic del SC2 
 
 
SC3: 
 
Fig. 1.3 Disseny Esquemàtic del SC 
 
 
A continuació es descriu la funció de cada una de les entrades i sortides: 
 
? A, B, C, D: Entrada BCD 
 
? RBI_L: Ripple Blanking Input 
 
 Aplicant un nivell baix, deixa al visualitzador sense il·luminació quan la 
 entrada BCD és 0. 
 
? BI: Blanking Input 
 
      Encén o apaga el visualitzador (ON/OFF). 
 
? LT_L: Lamp Test 
 
           Si està a nivell baix encén tots els segments per comprovar que      
           funcionen. 
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? RBO: Ripple Blanking Output 
            
          S’activa quan ho està RBI_L i la entrada BCD és 0.  
          Apaga els ‘0’ a la esquerra. 
 
 
g)  El següent pas és compilar el disseny, mitjançant la instrucció: Jedec ? 
Force 
Una vegada realitzada la compilació analitzem els fitxers *.JED i RPT (Chip 
Report) on trobem la distribució de patilles següent:    
     
 
 
Fig. 1.4. Distribució dels terminals del xip 
 
 
Comprovarem que el dispositiu ha quedat ben gravat, mitjançant el programa 
Proteus. Arrenquem el programa amb el disseny inicial que conté el xip. 
 
Open ? Load Design *(.dsn) 
 
A la taula 1.1 observem que el funcionament és el correcte: 
 
Taula 1.1. Exemple 
 
ENTRADA 0110 
BI_L 1 
LT_L 1 
RBI_L 1 
RBO_L 1 
SORTIDA 6 
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Fig. 1.5. Esquema capturat en Proteus on es pot visualitzar el correcte 
funcionament 
 
 
Cal tenir en compte la distribució dels terminals del xip. Entrem dins el bloc 
(Ctrl+C) i comprovem que el patillatge correspon al del Chip Report. Si no és el 
correcte, es modifica manualment. 
 
 
 
 
Fig. 1.4. Distribució dels terminals del xip al disseny Proteus 
 
 
h) 
1.2.2. Segona versió del disseny 
 
A continuació s’ha implementat el descodificador BCD-HEX_7Segments en un 
sol bloc, programat en VHDL. 
 
 
 
Fig. 1.5. Símbol creat pel descodificaror BCD-HEX 7Segments 
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LIBRARY IEEE; 
USE  IEEE.STD_LOGIC_1164.ALL; 
ENTITY HEX_7SEG_VHDL IS 
 
  PORT ( 
   V_ENT : IN STD_LOGIC_VECTOR (3 DOWNTO 0);  
   BI_L : IN STD_LOGIC; 
   LT_L : IN STD_LOGIC; 
   RBI_L : IN STD_LOGIC; 
   RBO_L : OUT STD_LOGIC;       
   V_SOR : OUT STD_LOGIC_VECTOR (6 DOWNTO 0) 
     ); 
 
END HEX_7SEG_VHDL; 
 
 -- EL vector d'entrada és: V_ENT(3) = D; V_ENT(2) = C; V_ENT(1) = B; V_ENT(0) = A;    
  
 -- EL vector de sortida és V_SOR(6) = a; V_SOR(5) = b; V_SOR(4) = c; V_SOR(3) = d;     
 --  V_SOR(2) = e; V_SOR(1) = f; V_SOR(0) = g; 
 
 
ARCHITECTURE Arch_Taula_Veritat OF HEX_7SEG_VHDL IS 
BEGIN 
 PROCESS (V_ENT, BI_L, LT_L, RBI_L)   
  BEGIN 
   IF (BI_L = '1') THEN  -- ON 
    IF (LT_L = '1') THEN --Lamp Test desactivat. Es visualitzarà el número 
     IF (V_ENT = "0000" AND RBI_L = '0') THEN  
      V_SOR <= NOT("0000000"); -- Tots els LED'S apagats 
      RBO_L <= '0'; 
     
     ELSE 
      RBO_L <= '1';  
 
     - Descripció de l'arquitectura del bloc a partir de la Taula de Veritat         
      CASE V_ENT IS 
  
      --  El NOT representa sortides actives a nivell baix  
         --              DCBA                       abcdefg         
 
       WHEN "0000" =>         -- 0 
        V_SOR <= NOT("1111110"); 
       WHEN "0001" =>         -- 1 
        V_SOR <= NOT("0110000"); 
       WHEN "0010" =>         -- 2 
        V_SOR <= NOT("1101101"); 
       WHEN "0011" =>         -- 3 
        V_SOR <= NOT("1111001"); 
       WHEN "0100" =>         -- 4 
        V_SOR <= NOT("0110011"); 
       WHEN "0101" =>         -- 5 
        V_SOR <= NOT("1011011"); 
       WHEN "0110" =>         -- 6 
        V_SOR <= NOT("1011111"); 
       WHEN "0111" =>         -- 7 
        V_SOR <= NOT("1110000"); 
       WHEN "1000" =>         -- 8 
        V_SOR <= NOT("1111111"); 
       WHEN "1001" =>         -- 9 
        V_SOR <= NOT("1110011"); 
       WHEN "1010" =>         -- A 
        V_SOR <= NOT("1110111"); 
       WHEN "1011" =>         -- b 
        V_SOR <= NOT("0011111"); 
       WHEN "1100" =>         -- C 
        V_SOR <= NOT("1001110"); 
       WHEN "1101" =>         -- d 
        V_SOR <= NOT("0111101"); 
       WHEN "1110" =>         -- E 
        V_SOR <= NOT("1001111"); 
       WHEN "1111" =>         -- F 
        V_SOR <= NOT("1000111"); 
      END CASE;  
     END IF;  
    ELSE --Lamp Test = ‘0’ Encèn tots els LED’s 
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V_SOR <= "0000000"; 
BO_L <= '1'; --Tots els LED's encesos 
    END IF; 
   ELSE  --OFF 
V_SOR <= NOT ("0000000"); 
RBO_L <= '0'; --Tots els LED'S apagats 
   END IF; 
 END PROCESS; 
                      
END Arch_Taula_Veritat; 
 
 
j) Una vegada compilat, s’analitza el Chip Report i verifiquem que la 
distribució del patillatge en el disseny  Proteus és la correcta. 
 
 
Fig. 1.6. Distribució dels terminals del xip 
 
 
 
 
Figura 1.7. Esquema capturat en Proteus on es pot visualitzar el correcte 
funcionament 
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Datasheet del GAL22V10 
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ANNEX 2 PRÀCTICA 2. DISSENY D’UN RELLOTGE  
   HH:MM:SS AMB ESQUEMÀTICS I VHDL                      
2.1. Enunciat de la pràctica 
 
2.1.1. Descripció 
 
La  
Fig. 13 representa l’esquema general del rellotge. Tal com veieu es pretén 
representar les hores i els minuts dígits de 7 segments. El segons han 
d’il·luminar simultàniament i amb intermitència els 2 LED que hi ha entre les 
hores i els minuts. La versió final (voluntària) ha d’incloure un parell de 
polsadors per permetre posar l’hora i els minuts.  
Per tal de facilitar l’aprenentatge i arribar a la solució final, es proposa una 
metodologia pautada que vagi incorporant prestacions poc a poc a partir del 
disseny bàsic elemental d’un comptador senzill. A grans trets: a) Anàlisi i 
verificació de la descripció VHDL d’un comptador de 4 bits, b) encadenament 
per obtenir el subsistema de segons amb les línies d’entrada (CE) i de sortida 
(TC) que permeten l’encadenament; c) disseny del mòdul de minuts i del mòdul 
d’hores. Voluntàriament es pot continuar amb el disseny d’un divisor de 
freqüència per generar la base de temps d0un segon i amb l’addició dels 
botons de posta d’hora i minuts. 
 
Els subsistemes s’han de gravar en PLD’s GAL22V10 a través de projectes 
amb ispLEVER de Lattice Semiconductor a partir de fitxers VHDL. La 
comprovació de funcionament de cadascun dels mòduls es realitzarà sobre el 
laboratori virtual Proteus-VSM, usant el bloc CLK per a realitzar la base de 
temps d’1 segon. 
 
Més endavant es reprendrà el projecte per compilar-lo en un sol xip 
programable de més capacitat a través del programari QUARTUS II d’Altera. 
 
RELLOTGE
CCT001
OSC1
X1
FREQ=10MHz
OSC2
HD[6..0]
HU[6..0]
MD[6..0]
MU[6..0]
SEGONS
BAT
5V
Vcc
GND
HORES MINUTS
SEGONS
HORES
MINUTS
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Fig. 13 Diagrama en blocs del rellotge a dissenyar. La versió final 
tindrà botons per posar l’hora i els minuts 
2.1.2. Conceptes relacionats amb aquesta pràctica/problema 
 
Tots els anteriors; sistemes seqüencials en VHDL: projectes amb diversos 
processos concurrents; la transició des d’una descripció estructural cap a una 
descripció d’alt nivell; disseny amb diversos sPLD; les limitacions dels sPLD; 
programació ISP (In Circuit Programming) de PLD’s; aspectes relacionats amb 
el muntatge d’una disseny comercial: consum i font d’alimentació; programari 
CAD d’ajuda al disseny de plaques de circuit imprès PCB (Printed Circuit 
Boards); l’estalvi associat al pas de la simulació preliminar dels dissenys abans 
de passar al muntatge del prototip.  
 
2.1.3. Desenvolupament de la pràctica  
 
2.1.3.1. La base: un sistema seqüencial en VHDL 
 
a)  Al directori SPLD_Practica_2, teniu disponible el projecte ispLEVER 
“comptador_4_bits.syn” corresponent a un comptador binari de 4 dígits El 
projecte consta d’un únic fitxer “comptador_4_bits.vhd” (vegeu la Fig. 14).. Es 
tracta de la descripció d’un comptador a alt nivell. Estudieu-lo i fixeu-vos 
sobretot amb la sentència PROCESS. Llegiu la documentació disponible, els 
programes tutorials sobre VHDL i els aspectes relacionats amb la descripció de 
sistemes seqüencials i la concurrència. 
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Fig. 14 Exemple de fitxer VHDL corresponent a un comptador binari de 4 bits 
amb solament un senyal de Reset asíncron. 
b)  En el mateix directori de la pràctica, també teniu un projecte Proteus-
VSM: “compt_proteus.DSN” amb l’esquema començat per tal que verifiqueu el 
funcionament del circuit una vegada compilat i realitzat el fitxer JED pel sPLD 
GAL22V10 amb el disseny del comptador simple de 4 bits (Fig. 15). 
 
 
CLK CLOCK=2Hz
0CLR
I0/CLK1
I12
I23
I34
I45
I56
I67
I78
I89
I910
I1011
I1113
IO0 23
IO1 22
IO2 21
IO3 20
IO4 19
IO5 18
IO6 17
IO7 16
IO8 15
IO9 14
U1
AM22V10
0
1
0
0
 
Fig. 15 Exemple de circuit senzill per provar que efectivament el comptador 
VHDL compta correctament. Heu d’assignat al AM22V10 el fitxer 
“comptador_4_bits.jed” 
 
2.1.3.2. Els senyals per encadenar mòduls  
 
c)  Al directori “Rellotge” teniu el projecte: “rellotge.sym” al qual heu de 
col·locar el fitxer VHDL anterior modificat per permetre transformar el circuit en 
un comptador BCD: “comptador_mod_10.vhd”. Fixeu-vos com adaptem a la 
programació VHDL els mateixos dissenys de comptadors de l’assignatura ED 
(Unitats 2.9 i 2.10). És a dir, l’estructura en blocs continua sent vàlida, tal com 
veureu més endavant en el disseny de màquines d’estats finits (FSM).  
 
 
  
 
Comptador BCD 
CD (reset) 
CLK 
4 
Count[3..0] 
 
Sistema  
Combinacional 
4 
TC 
(Procés SSeq) 
(Procés SComb) 
 
 
Fig. 16 Observeu com cal ampliar el fitxer VHDL amb un altre procés que 
s’executa concurrentment amb el procés comptador per tal de modelar la 
sortida importantíssima TC per permetre després encadenar 
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d)  Compileu el circuit i proveu-lo amb el Proteus, usant també el 
descodificador HEX_7SEG de la pràctica anterior (SPLD_Practica_1) i un 
visualitzador de 7 segments. Teniu començat l’esquema amb el nom: 
“comptador_mod_10.DSN”). 
 
 
CLK U
3
U
2
U
1
U
0
U
3
U
1
U
0
U
2
SC
DESCODIFICADOR HEX-7SEG
B
A
b_L
c_L
d_L
e_L
f_L
g_L
a_LD
C
RBO_L
LT_L
BI_L
RBI_L
R1
330
Vcc
I0/CLK1
I12
I23
I34
I45
I56
I67
I78
I89
I910
I1011
I1113
IO0 23
IO1 22
IO2 21
IO3 20
IO4 19
IO5 18
IO6 17
IO7 16
IO8 15
IO9 14
U2
AM22V10
VCC
CLK
CLOCK=1Hz
CD
R8
1k
VCC
U[3..0]
1
TC
 
Fig. 17 Esquema per verificar el funcionament del comptador BCD amb TC 
 
 
e)  Per permetre l’encadenament de comptadors síncrons, encara ens 
queda afegir el codi corresponent per implementar una entrada fonamental per 
aquesta aplicació: el senyal Count Enable (CE). Estudieu el fitxer 
“comptador_mod_10_CE.vhd” i reemplaceu-lo en el projecte “Rellotge.syn”. 
Observant la Fig. 18 podeu comprovar com el senyal CE solament afectarà al 
procés (SSeq).  
 
 
 
 
Comptador BCD 
CD (reset) 
CLK 
4 
Count[3..0] 
 
Sistema  
Combinacional 
4 
TC 
(Procés SSeq) 
(Procés SComb) 
CE 
 
 
Fig. 18 Esquema en blocs del comptador BCD ja amb tots els senyals 
necessaris per permetre encadenaments 
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2.1.3.3. El disseny del mòdul de comptatge de segons 
 
f)  Disseny del comptador mòdul 60 per als segons (o minuts). Ara tenim 2 
possibilitats per continuar ampliant el nostre disseny: a) a través de codi VHDL 
(però implica aprendre’n una mica més); b) a través d’un esquema encadenant 
els símbols dels comptadors BCD i dissenyant altres blocs combinacionals. 
Ambdues opcions es poden encabir en un sol xip GAL22V10 perquè té prou 
registres.  
 
Opció 1: És la que triem tenint en compte que volem aprofundir en el 
coneixement del llenguatge Ja teniu al directori “Rellotge” un fitxer VHDL 
amb un comptador complet de mòdul 60: “comptador_mod_60.vhd”. 
Analitzeu-lo observant simultàniament el diagrama de blocs de la Fig. 19 
i el fitxer VHDL. Fixeu-vos la funció que realitzen els “SIGNAL”. 
Comproveu que una vegada compilat, sí que hi cap en un sPLD 
GAL22V10. Per tant, quants sPLD  aproximadament és d’esperar que 
tingui el projecte de rellotge complet de la  
Fig. 13? 
 
Opció 2: A través d’un projecte mixt esquemàtics/VHDL. És a dir, 
essencialment, partint de la mateixa Fig. 19 però optant per no ampliar els 
fitxers VHDL i en canvi realitzar els “SIGNAL” a través de connexions en un 
esquema. No és la opció recomanable perquè els projectes amb esquemes fan 
molt més difícil o impossible la transportabilitat a un altre entorn de 
programació.  
 
 
 
 
68  Desenvolupament de targetes d’aplicació de sistemes digitals 
 
 
COMPTADOR 
BCD 
CLR 
CLK 
CE 
4 
TC 
SC 
COMPTADOR 
BCD 
CLR 
CE 
4 
TC 
CE 
QD[7:4] QU[3:0] 
unitats desenes 
CLR 
4 
4 
TC60 
 
 
Fig. 19 Diagrama en blocs d’un encadenament de comptadors BCD per obtenir 
un comptador de mòdul 60 
 
 
g)  Ja teniu un projecte Proteus mig començat (“comptador_mod_60.DSN”) 
per verificar el funcionament del comptador mòdul 60.  
 
CLK U
3
U
2
U
1
U
0
U
3
U
1
U
0
U
2
D
3
D
2
D
1
D
0
D
1
D
3
D
0
D
2
IC=0
SC
DESCODIFICADOR HEX-7SEG
B
A
b_L
c_L
d_L
e_L
f_L
g_L
a_LD
C
RBO_L
LT_L
BI_L
RBI_L
R1
330
Vcc
I0/CLK1
I12
I23
I34
I45
I56
I67
I78
I89
I910
I1011
I1113
IO0 23
IO1 22
IO2 21
IO3 20
IO4 19
IO5 18
IO6 17
IO7 16
IO8 15
IO9 14
U2
AM22V10
VCC
CLK
CLOCK=2Hz
CD
R8
1000k
VCC
U[3..0]
0
1
SC2
DESCODIFICADOR HEX-7SEG
B
A
b_L
c_L
d_L
e_L
f_L
g_L
a_LD
C
RBO_L
LT_L
BI_L
RBI_L
R9
330
Vcc
VCC
D[3..0]
1 2
C1
100uF
 
 
Fig. 20 Esquema del subsistema de comptatge de segons 
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2.1.3.4. Hores, minuts i segons  
 
h)  Amplieu  ara el codi VHDL i l’esquema en Proteus encadenant blocs per 
aconseguir el rellotge complet d’HH:MM:SS. 
 
2.1.3.5. Treball addicional  
 
i)  Dissenyeu i verifiqueu el funcionament del mòdul de base de temps CLK 
d’un segon a partir del cristall de quars de 10 MHz. 
 
 
j)  Com ampliaríeu el disseny per aconseguir que tingui polsadors per 
posar l’hora i els minuts?  
 
k)  Com ampliaríeu el disseny per aconseguir que sigui un rellotge 
comptador i descomptador?  
 
 
 
2.2. Resolució de la pràctica 
 
a)  A continuació es mostra el codi implementat en VHDL del comptador 
binari de 4 dígits: 
 
 
USE  IEEE.STD_LOGIC_1164.ALL; 
USE  IEEE.STD_LOGIC_ARITH.ALL; 
USE  IEEE.STD_LOGIC_UNSIGNED.ALL; 
 
ENTITY Counter IS 
      PORT (    
     Clock : IN    STD_LOGIC; 
             Reset : IN    STD_LOGIC; 
             Coun  : OUT   STD_LOGIC_VECTOR (3 DOWNTO  0) 
 ); 
 
END Counter; 
 
-- Descripció interna del comptador: 
 
ARCHITECTURE behavior OF Counter IS 
 
CONSTANT Max_count : STD_LOGIC_VECTOR(3 DOWNTO 0) := "1111"; -- Màxim 
compte  
 
--Senyals internes del mòdul: 
 
SIGNAL internal_count: STD_LOGIC_VECTOR(3 DOWNTO 0); 
 
BEGIN 
  Count <= internal_count; 
 
 PROCESS (Reset,Clock) --Llista de sensibilitat 
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 BEGIN   
  IF (Reset = '1') THEN -- Reset asíncron 
   internal_Count <= "0000";  -- Reseteja el comptador 
 
  ELSIF (Clock'EVENT AND Clock = '1') THEN -- No fa res 
mentre no hi hagi un flanc de pujada 
     
   IF (internal_count < Max_count) THEN -- Comprova 
que no hagi arribat al Max_Count 
    internal_count <= internal_count + 1; -- 
Incrementa el comptador 
   ELSE 
    internal_Count <= "0000"; -- Si arriba a 
Max_Count reseteja 
   END IF; 
 
  END IF; 
 
  END PROCESS; 
END behavior; 
 
 
b)  Una vegada compilat el codi i realitzat el fitxer *.jed, verifiquem el 
funcionament del circuit a través del programa Proteus. No oblidar d’assignar al 
AM22V10 el fitxer corresponent *.jed. 
 
Podem observar a la sortida com fa el compte de “0000” a “1111”, en aquest 
cas amb un Clock de 2Hz. 
 
A continuació es mostra l’instant en que el compte està a “0111” equivalent a 
un 7: 
 
 
 
Figura 2.1. Exemple per comprovar el correcte funcionament 
 
 
 
c)  El codi implementat per al comptador BCD mòdul 10 amb el senyal 
Terminal Count per permetre encadenar és el següent: 
 
 
USE.IEEE.STD_LOGIC_1164.ALL; 
USE.IEEE.STD_LOGIC_ARITH.ALL; 
USE.IEEE.STD_LOGIC_UNSIGNED.ALL; 
 
ENTITY Counter_BCD_mod10 IS 
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 PORT (  
   Clock   : IN    STD_LOGIC; 
   Reset   : IN    STD_LOGIC; 
        Count   : OUT   STD_LOGIC_VECTOR (3 DOWNTO 0); 
        Terminal_Count : OUT   STD_LOGIC 
 );  
 
END Counter_BCD_mod10; 
 
-- Descripció interna del comptador de mòdul 10 per usar com a base 
per construir després el comptador de mòdul 60 
 
ARCHITECTURE behavior OF Counter_BCD_mod10 IS 
 
CONSTANT Max_count_BCD : STD_LOGIC_VECTOR (3 DOWNTO 0) := "1001"; -- 
Màxim compte"9" 
 
-- Senyals internes de l'arquitectura per connectar processos: 
 
SIGNAL internal_count : STD_LOGIC_VECTOR (3 DOWNTO 0):= "0000"; -- 
Valor inicial del comptador = “0000” 
 
-- Descripció dels processos concurrents: 
 
BEGIN 
 
-- Aquest és el sistema seqüencial síncron que compta fins a 9 
 
SS_compt: PROCESS (Reset,Clock)   
  BEGIN 
   IF (Reset = '1') THEN  -- Reset asíncron  
    internal_Count <= "0000"; -- Reseteja el 
  -- comptador 
   
ELSIF (Clock'EVENT AND Clock = '1') THEN -- No fa res 
-- mentre no hi hagi un flanc de pujada 
     
    IF (internal_count < Max_count_BCD) THEN  
  
internal_count <= internal_count + 1; -- 
Incrementa el comptador 
   
ELSE  -- Quan el comptador arriba a  
-- Max_Count_BCD reinicialitza  
-- el comptador 
     internal_Count <= "0000"; 
    END IF; 
   END IF; 
  
 END PROCESS SS_compt; 
 
-- Aquest és el sistema combinacional de sortida 
-- Per fixar el nivell de la sortida d'encadenament Terminal_Count 
 
SC_sort: PROCESS (internal_count)  
  BEGIN 
IF (internal_count = Max_count_BCD)      THEN  -- 
Quan arriba a Max_Count (9), 
-- activa el senyal TC  
-- d’encadenament de mòduls 
ELSE 
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    Terminal_Count <= '1';     
    Terminal_Count <= '0'; 
 
   END IF; 
 END PROCESS SC_sort; 
 
 count <= internal_count; 
 
END behavior; 
 
 
 
d)  Compilar el circuit i comprovar el seu funcionament amb Proteus. S’ha 
d’afegir el descodificador BCD-7Segments per visualitzar el compte al display 
de 7 segments. Comprovem que compta fins a 9. 
 
 
 
  
 
 
                Comptador binari 4 bits      Convertidor BCD-7Segments 
 
 
Figura 2.2. Esquema per verificar el funcionament del comptador BCD amb TC 
 
 
e)  Afegim el codi corresponent a la entrada Count Enable, també per 
permetre 
l’ encadenament: 
 
USE  IEEE.STD_LOGIC_1164.ALL; 
USE  IEEE.STD_LOGIC_ARITH.ALL; 
USE  IEEE.STD_LOGIC_UNSIGNED.ALL; 
 
ENTITY Counter_BCD_mod10 IS 
 PORT (  
   Clock   : IN    STD_LOGIC; 
  Reset   : IN    STD_LOGIC;   
  Count_Enable  : IN    STD_LOGIC; 
            Count   : OUT   STD_LOGIC_VECTOR (3 DOWNTO 0); 
            Terminal_Count : OUT   STD_LOGIC 
); 
 
END Counter_BCD_mod10; 
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-- Descripció interna del comptador de mòdul 10 per usar com a base 
per construir després el comptador de mòdul 60 
ARCHITECTURE behavior OF Counter_BCD_mod10 IS 
 
CONSTANT Max_count_BCD : STD_LOGIC_VECTOR(3 DOWNTO 0) := "1001"; -- 
Màxim compte"9" 
 
-- Senyals internes de l'arquitectura per connectar processos: 
 
SIGNAL internal_count : STD_LOGIC_VECTOR (3 DOWNTO 0):= "0000"; -- 
Valor inicial del comptador = “0000” 
 
-- Descripció dels processos concurrents: 
 
BEGIN 
 
-- Aquest és el sistema seqüencial síncron que compta fins a 9, té 
reset asíncron  i també té CE per permetre o no el comptatge 
 
SS_compt: PROCESS (Reset,Clock,Count_Enable)   
 BEGIN 
  IF (Reset = '1') THEN    -- reset asíncron 
   internal_Count <= "0000";  
   
  ELSIF (clock'EVENT AND clock='1') THEN 
 
   IF (Count_Enable = '0')  THEN   -- li torna a 
assignar el mateix estat 
    internal_count <= internal_count;  
        -- 
Compta normalment 
   ELSE IF (internal_count < Max_count_BCD) THEN  
     internal_count <= internal_count + 1; 
    ELSE  -- Quan el comptador arriba a 
Max_Count_BCD reinicialitza el comptador 
     internal_Count <= "0000"; 
    END IF; 
   END IF; 
  END IF; 
  
END PROCESS SS_compt; 
 
-- Aquest és el sistema combinacional de sortida 
-- Per fixar el nivell de la sortida d'encadenament Terminal_Count 
 
SC_sort:PROCESS (internal_count)  
 BEGIN 
  IF internal_count = Max_count_BCD THEN 
   Terminal_Count <= '1'; 
  ELSE  
   Terminal_Count <= '0'; 
  END IF; 
 
END PROCESS SC_sort; 
 
count <= internal_count; 
 
END behavior; 
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f)  A continuació s’ha implementat el comptador mòdul 60, de segons o 
minuts, ja que els dos compten fins a 60: 
 
USE  IEEE.STD_LOGIC_1164.ALL; 
USE  IEEE.STD_LOGIC_ARITH.ALL; 
USE  IEEE.STD_LOGIC_UNSIGNED.ALL; 
 
 
ENTITY Counter_BCD_mod10 IS 
 Port (  
Clock  : IN    STD_LOGIC; 
  Reset  : IN    STD_LOGIC; 
  Count_Enable  : IN    STD_LOGIC; 
            Count_Unitats : OUT   STD_LOGIC_VECTOR(3 DOWNTO 0); 
            Count_Decenes : OUT   STD_LOGIC_VECTOR(3 DOWNTO 0); 
            Terminal_Count : OUT   STD_LOGIC 
 ); 
 
END Counter_BCD_mod10; 
 
 
-- Descripció interna del comptador de mòdul 10 per usar com a base  
-- per construir  
-- després el comptador de mòdul 60 
 
ARCHITECTURE behavior OF Counter_BCD_mod10 IS 
 
CONSTANT Max_count_BCD : STD_LOGIC_VECTOR(3 DOWNTO 0) := "1001"; -- 
Màxim compte"9" 
CONSTANT Max_count_60 : STD_LOGIC_VECTOR(3 DOWNTO 0) := "0101"; -- 
Màxim compte"5" 
 
 
-- Senyals internes de l'arquitectura per connectar processos: 
 
SIGNAL internal_count_uni : STD_LOGIC_VECTOR(3 DOWNTO 0):= "0000"; -- 
Valor inicial del comptador = 0000 
 
SIGNAL internal_count_dec : STD_LOGIC_VECTOR(3 DOWNTO 0):= "0000"; -- 
Valor inicial del comptador = 0000 
 
SIGNAL tc_unitats: STD_LOGIC := '0'; -- Valor inicial del TC de les 
unitats 
SIGNAL CE_decenes: STD_LOGIC := '0'; -- Valor inicial de l'entrada CE 
del mòdul Decenes 
 
 
-- Descripció dels processos concurrents: 
 
BEGIN 
 
-- SUBCOMPTADOR D'UNITATS 
-- Aquest és el sistema seqüencial síncron que compta fins a 9, té  
-- reset asíncron  
-- i també té CE per permetre o no el comptatge 
 
SS_compt_unitats:PROCESS (Reset,Clock,Count_Enable)   
 BEGIN 
   IF (Reset = '1') THEN    -- reset asíncron 
    internal_count_uni <= "0000";  
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   ELSIF (Clock'EVENT AND Clock='1') THEN 
 
    IF (Count_Enable = '0') THEN   -- li torna 
a assignar el mateix estat 
     internal_count_uni <= internal_count_uni;  
        -- Compta normalment 
    ELSE IF(internal_count_uni<Max_count_BCD) THEN 
     internal_count_uni<=internal_count_uni+1; 
 
     ELSE  -- Quan el comptador arriba a 
Max_Count_BCD reinicialitza el comptador 
      internal_count_uni <= "0000"; 
     END IF; 
    END IF; 
   END IF; 
  
 END PROCESS SS_compt_unitats; 
 
-- Aquest és el sistema combinacional de sortida 
-- Per fixar el nivell de la sortida d'encadenament Terminal_Count 
 
SC_sort_unitats:PROCESS (internal_count_uni)  
 BEGIN 
   IF (internal_count_uni = Max_count_BCD AND  
    Count_Enable = '1') THEN 
    tc_unitats <= '1'; 
   ELSE  
    tc_unitats <= '0'; 
   END IF; 
 
 END PROCESS SC_sort_unitats; 
 
 CE_decenes <= tc_unitats; 
 
 
 
-- SUBCOMPTADOR DE DECENES 
-- Aquest és el sistema seqüencial síncron que compta fins a 5, té 
reset asíncron  
-- i també té CE per permetre o no el comptatge (connectat a 
tc_unitats) 
 
SS_compt_decenes:PROCESS (Reset,Clock,CE_decenes)   
 BEGIN 
   IF (Reset = '1') THEN    -- reset asíncron 
    internal_count_dec <= "0000";  
   
   ELSIF (clock'EVENT AND clock='1') THEN 
 
    IF (CE_decenes = '0') THEN   -- li torna a 
assignar el mateix estat 
     internal_count_dec <= internal_count_dec;  
        -- Compta normalment 
    ELSE IF (internal_count_dec<Max_count_60) THEN 
         internal_count_dec<= internal_count_dec+1; 
     ELSE  -- Quan el comptador arriba a 
Max_Count_BCD reinicialitza el comptador 
      internal_count_dec <= "0000"; 
     END IF; 
    END IF; 
   END IF; 
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 END PROCESS SS_compt_decenes; 
-- Aquest és el sistema combinacional de sortida que activa el senyal 
TC 
-- quan el compte arriba a 59; 
 
SC_sort_final:PROCESS (internal_count_dec,internal_count_uni)  
  BEGIN 
   IF (internal_count_uni = Max_count_BCD) AND 
(internal_count_dec = Max_count_60)  THEN 
    Terminal_Count <= '1'; 
   ELSE  
    Terminal_Count <= '0'; 
   END IF; 
 END PROCESS SC_sort_final; 
 
 Count_Unitats <= internal_count_uni; 
 Count_Decenes <= internal_count_dec; 
 
 
END behavior; 
 
 
 
g)  Verifiquem el funcionament del comptador amb un projecte Proteus. 
Notar que són necessaris dos GAL22V10 un per cada dígit que volem 
visualitzar (1dígit corresponent a les decenes i 1 dígit corresponent a les  
unitats). 
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Figura 2.3. Exemple per visualitzar el compte fins a 59 
 
 
h)  Ampliem el projecte per tal d’aconseguir un rellotge complet d’ 
HH:MM:SS. 
El codi implementat pels mòduls minuts i segons és el de l’apartat f. Afegim el 
codi implementat per al mòdul d’hores: 
 
-- Aquest és el sistema seqüencial síncron que compta fins a 
MODUL_COMPTADOR,  
-- té un Clear Direct (CD) i un Count Enable (CE) per permetre o no el 
comptatge 
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-- Un Terminal Count (TC) s'activa quan s'arriba a l'estat 
MODUL_COMPTADOR 
 
LIBRARY IEEE; 
USE  IEEE.STD_LOGIC_1164.ALL; 
USE  IEEE.STD_LOGIC_ARITH.ALL; 
USE  IEEE.STD_LOGIC_UNSIGNED.ALL; 
 
 
ENTITY COMPT_BCD_2 IS 
 PORT (  
  CLK, CD, LD, CE  : IN    STD_LOGIC; 
  PIU   : IN    STD_LOGIC_VECTOR(3 DOWNTO 0); 
  PID   : IN   STD_LOGIC_VECTOR(3 DOWNTO 0); 
  QD   : OUT   STD_LOGIC_VECTOR(3 DOWNTO 0); 
  QU   : OUT   STD_LOGIC_VECTOR(3 DOWNTO 0); 
  TC100   : OUT   STD_LOGIC; 
  TC24   : OUT   STD_LOGIC 
 
 ); 
END COMPT_BCD_2; 
 
-- Descripció interna del comptador de 4 bits amb CD i CE 
 
ARCHITECTURE alt_nivell OF COMPT_BCD_2 IS 
 
-- MODUL_COMPTADOR és un a constant que es correspon al màxim compte 
en BCD 
CONSTANT MODUL_COMPTADOR: STD_LOGIC_VECTOR(3 DOWNTO 0) := "1001";  
CONSTANT INICI_COMPTADOR: STD_LOGIC_VECTOR(3 DOWNTO 0) := "0000";  
 
-- Senyals internes de l'arquitectura per connectar processos: 
 
SIGNAL estat_intern: STD_LOGIC_VECTOR(3 DOWNTO 0):= INICI_COMPTADOR;  
SIGNAL estat_intern_decenes: STD_LOGIC_VECTOR(3 DOWNTO 0):= 
INICI_COMPTADOR;  
 
SIGNAL CE_decenes  : STD_LOGIC; 
SIGNAL TC10_decenes : STD_LOGIC; 
SIGNAL TC10_unitats : STD_LOGIC; 
 
-- Descripció dels processos concurrents: 
BEGIN 
 
SS_comptador:PROCESS (CD,CLK,CE, PIU)   
 BEGIN 
  IF (CD = '1') THEN    -- reset asíncron 
   estat_intern <= INICI_COMPTADOR;  
 
  ELSIF (CLK'EVENT AND CLK='1') THEN -- No fa res mentre no 
hi hagi un flanc de pujada 
   IF (LD = '1') THEN 
    estat_intern <= PIU;  -- El senyal LD és el 
que té més prioritat 
   ELSE     
    IF (CE = '0') THEN -- li torna a assignar 
el mateix estat 
     estat_intern  <= estat_intern ;  
      
    ELSIF (estat_intern < MODUL_COMPTADOR) THEN  
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     estat_intern <= estat_intern + 1; -- 
Compta normalment 
      
    ELSE -- Quan el comptador arriba a 
MODUL_COMPTADOR reinicialitza  
     estat_intern <= INICI_COMPTADOR; 
    END IF; 
   END IF; 
  END IF; 
 
END PROCESS SS_comptador; 
 
-- Aquest és el sistema combinacional de sortida 
-- El senyal de sortida d'encadenament TC s'activa quan el comptador 
està  
-- a l'estat MODUL_COMPTADOR i a més CE està activat. 
 
SC_sortida_Uni:PROCESS (estat_intern, CE, LD)  
 BEGIN 
  IF (estat_intern = MODUL_COMPTADOR AND CE ='1' AND LD = 
'0')THEN 
   TC10_unitats <= '1'; 
  ELSE  
   TC10_unitats <= '0'; 
  END IF; 
END PROCESS SC_sortida_Uni; 
 
-- Aquesta és la sortida del comptador 
QU <= estat_intern ; 
 
-- Habilitació del comptador de decenes 
 
CE_decenes <= TC10_unitats AND CE; 
-------------------------------------------------------- 
--DECENES 
 
SS_comptador_decenes:PROCESS (CD,CLK,CE_decenes, PID)   
 BEGIN 
  IF (CD = '1') THEN    -- reset asíncron 
   estat_intern_decenes <= INICI_COMPTADOR;  
 
  ELSIF (CLK'EVENT AND CLK='1') THEN -- No fa res mentre no 
hi hagi un flanc de pujada 
   IF (LD = '1') THEN 
    estat_intern_decenes <= PID;  -- El senyal LD 
és el que té més prioritat 
   ELSE     
    IF (CE_decenes = '0') THEN -- li torna a 
assignar el mateix estat 
     estat_intern_decenes  <= 
estat_intern_decenes  ;  
      
    ELSIF (estat_intern_decenes  < MODUL_COMPTADOR) 
THEN  
     estat_intern_decenes <= 
estat_intern_decenes  + 1; -- Compta normalment 
      
    ELSE -- Quan el comptador arriba a 
MODUL_COMPTADOR reinicialitza  
     estat_intern_decenes  <= INICI_COMPTADOR; 
    END IF; 
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   END IF; 
  END IF; 
 
END PROCESS SS_comptador_decenes; 
 
-- Aquest és el sistema combinacional de sortida 
-- El senyal de sortida d'encadenament TC s'activa quan el comptador 
està  
-- a l'estat MODUL_COMPTADOR i a més CE està activat. 
 
SC_sortida:PROCESS (estat_intern_decenes , CE_decenes, LD)  
 BEGIN 
  IF (estat_intern_decenes  = MODUL_COMPTADOR AND CE_decenes 
='1' AND LD = '0')THEN 
   TC10_decenes <= '1'; 
  ELSE  
   TC10_decenes <= '0'; 
  END IF; 
END PROCESS SC_sortida; 
 
 
 
-- Aquesta és la sortida del comptador 
QD <= estat_intern_decenes ; 
 
 
TC100 <= TC10_decenes AND TC10_unitats; 
 
----------------------------------------------------------------  
-- Generació de l'altre sistema combinacional que detecta l'estat 23 
-- Amb aquest senyal, a través d'una connexió externa al LD 
-- amb les entrades paral·lel a "00000000" es pot generar un  
-- comptador de mòdul 24 
 
SC_TC24:PROCESS (estat_intern_decenes , estat_intern,CE)  
 BEGIN 
  IF (estat_intern_decenes  = "0010" AND estat_intern = 
"0011" AND CE ='1' )THEN 
   TC24 <= '1'; 
  ELSE  
   TC24 <= '0'; 
  END IF; 
END PROCESS SC_TC24; 
 
 
END alt_nivell ; 
 
 
Comprovem el funcionament del rellotge HH:MM:SS a través del disseny 
Proteus: 
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Figura 2.4. Esquema del sistema comptador HH:MM:SS 
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ANNEX 3 PRÀCTICA 3. TUTORIAL D’INTRODUCCIÓ 
ALS CPLD, FPGA I AL PROGRAMARI 
QUARTUS II D’ALTERA: DISSENY AMB 
ESQUEMÀTICS/VHDL D’UN CIRCUIT 
COMBINACIONAL SENZILL 
 
3.1. Enunciat de la pràctica 
3.1.1. Descripció de la pràctica 
 
Canvi d’eines de disseny assistit per ordinador de circuits digitals: del 
ispLEVER de Lattice Semiconductor al QUARTUS-II d’Altera. Tornem al 
començament, però amb la intenció de provar que la targeta UP1 del laboratori 
amb els PLD’s d’Altera funciona correctament i està preparada per fer córrer els 
vostres dissenys. El circuit de mostra, un parell de descodificadors BCD_7SEG, 
es capturarà amb aquest nou programari com un projecte Quartus II, se 
simularà i s’implementarà en la targeta UP1 per verificar la instal·lació i el 
funcionament de tot el procés de disseny.  
 
3.1.2. Conceptes relacionats amb aquesta pràctica/problema 
 
Els PLD complexes (CPLD’s) i els FPGA (Field Programmable Gate Arrays); la 
necessitat de l’enginyer d’adaptar-se a les eines CAD de fabricants diferents; el 
tutorial i el material de mostra (samples, examples) com a punt de partida per 
introduir els nous productes als enginyers; la simulació del projecte dins 
d’entorn de disseny (functional/timed); la targeta de desenvolupament de 
prototips o de demostració UP1 d’Altera. 
 
3.1.3. Desenvolupament de la pràctica/problema 
3.1.3.1. Instal·lació del programari QUARTUS-II 
 
a)  Arrenqueu el programari QUARTUS-II, l’entorn de disseny d’Altera per 
als seus PLD’s. 
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Fig. 21 El programari QUARTUS-II d’Altera. Amb llicència d’ús gratuïta lligada 
al número NIC de la targeta de xarxa (o xarxa sense fils) del vostre ordinador. 
 
 
 
 
Fig. 22 Targeta UP1 d’Altera amb la qual es desenvoluparan les pràctiques de 
laboratori 
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Fig. 23 Pantalla d’opcions sobre el “License Setup”. Heu d’aconseguir que 
Altera us enviï través del correu electrònic el fitxer de llicència per al vostre PC. 
Per exemple, en aquest cas, el NIC de la targeta de xarxa és 00-0A-E4-58-3A-
69 
 
3.1.3.2. El projecte d’exemple: un SC senzill amb esquemàtics 
 
b)  Carregueu el fitxer “Practica_1.qpf” que correspon a aquest projecte 
inicial. Veureu que té aquest circuit combinacional realitzat directament amb un 
esquemàtic amb xips clàssics TTL 
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Fig. 24 Circuit corresponent a la UP1_PLD_Practica_1: un parell de 
descodificadors per il·luminar els dígits de 7 segments que té. 
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Compileu el projecte i descarregueu el fitxer “Practica_1.sof” directament sobre 
la targeta UP1 a través del cable ByteBlaster-MV. Prèviament heu configurar 
els “jumpers” de la targeta tal com mostra la Fig. 26. 
 
 
 
 
 
 
Fig. 25 Quan cliqueu Tools -> Programmer, accediu a aquesta pantalla que us 
permet descarregar el fitxer al PLD, en aquest cas el FLEX10K a través del 
cable ByteBlasterMV 
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Fig. 26 Connexió dels “jumpers” per gravar solament el EPF10K20RC240-4  
amb el ByteBlasterMV 
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3.1.3.3. La documentació teòrica sobre CPLD i FPGA i les seves possibilitats  
 
c)  Classifiqueu tots els documents, transparències i altres materials o webs 
que heu consultat per posar en marxa aquesta pràctica. Indiqueu en un full els 
punts essencials que caldrà realitzar cada vegada que vulguem programar la 
targeta UP1. 
 
 
d)  Redacteu un document explicatiu de les característiques principals i els 
diagrames de blocs dels xips MAX7000 i FLEX10K (un parell de fulls per cada 
xip). 
 
 
3.1.3.4. La simulació del projecte sobre el mateix entorn de disseny 
 
e)  Utilitzeu, abans de provar el circuit definitiu al laboratori a través de la 
targeta UP1, el simulador interactiu integrat en el QUARTUS-II. És a dir, 
genereu un fitxer de formes d’ona de test per verificar les combinacions de la 
taula de veritat i realitzeu la simulació observant tot seguit el valor que adopten 
els senyals de sortida del xip. 
 
 
3.1.3.5. La transportabilitat del disseny entre PLD’s 
 
f)  Readapteu el projecte per tal que es pugui implementar al xip 
MAX7128S. Graveu-lo i verifiqueu el seu funcionament. És a dir, salveu el 
projecte amb un altre nom, per exemple “Practica_1_MAX7k.qpf”, i feu els 
canvis en aquest nou projecte. 
 
 
3.1.3.6. Treball addicional  
 
g)  Reconvertiu el projecte d’esquemàtics actual en un projecte VHDL. 
Compileu-lo i torneu a verificar a través de la targeta UP1 el seu funcionament 
correcte.  
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3.2. Resolució de la pràctica 
 
c) La documentació teòrica necessària per a la realització d’aquesta 
pràctica -pel que respecta a la targeta UP1-, es pot consultar a la direcció web 
d’Altera: http://www.altera.com 
 
Aquí hi trobarem molta informació: aplicacions relacionades amb el software 
Quartus II, tutorials de la funcionalitat del programa, etc. 
 
Els passos que haurem de seguir cada vegada que es vulgui programar la 
targeta UP1 són els que es detallen a continuació: 
 
1. Obrir el programa Quartus II. 
 
2. Depenent de si volem crear un projecte nou o obrir-ne un de ja creat, 
farem: 
   File ? New Project Wizard  
  File ? Open Project 
 
3. Adaptar el nostre projecte al xip que es vol programar: 
 Assignments ? Device 
 
Haurem de seleccionar primer la família del xip i a continuació el xip en   
concret. 
 
4. Compilació: 
Processing ? Start Compilation o bé clicant soble la icona 
 
5. Assignació de pins d’acord amb el patillatge del xip: 
 Assignments ? Assignment Editor 
 
 Al camp Category: All / Locations /Pin 
Introduir els pins fent doble click a la columna To. A la columna 
Location  fent doble click farem l’assignació de pins corresponent 
segons el datasheet (Consultar Annex 6). 
 
6. Simulació del projecte sobre el mateix entorn de disseny  a través del 
fitxer de formes d’ona: 
 File ? New ? Other Files? Vector Waveform File 
 
Fent doble click a la columna Name, apareix una finestra on clickem 
Node  Finder. 
 
En la nova finestra que s’obre, en la opció Filter seleccionem: 
Pins: input i clickem a List. Així apareixen llistats tots els pins d’entrada.  
Per seleccionar-los clickem sobre la icona 
 
Repetim l’operació amb els pins de sortida: Pins: output 
Una vegada estan tots els pins seleccionats premem OK 
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7. Simulació interactiva de formes d’ona: 
 Tools ? Simulator Tool  
 
A la opció Simulation Mode seleccionar el mode Functional. 
A la opció Simulation Input  assegurar-se d’estar treballant amb el fitxer     
 corresponent *.vwf 
 
Fer click sobre Generate Functional Simulation Netlist. Una vegada 
finalitzi fer click en Start. 
 
8. Programació del xip: 
Tools ? Programmer    
  
Seleccionar l’arxiu *.sof  i comprovar que la opció Program /   
Configure està seleccionada. 
 
9. Selecció del port de l’ordinador al qual connectarem la placa: 
Hardware Setup ? ByteBlasterMV connectat al port LPT1. 
 
10.  Start 
 
 
e) La simulació del projecte sobre el mateix entorn de disseny es duu a 
terme seguint els passos anteriorment indicats. 
 
 
 
 
Figura 3.1. Fitxer de formes d’ona per verificar el seu funcionament 
 
 
Per comprovar el seu funcionament, introduïm a la entrada el nombre 1010 
1001 en BCD. Observem com a la sortida s’obté el número 5 i 9 en els 
respectius displays  de 7 segments. 
 
Per facilitar la lectura podem col·locar la barra blava mòbil sobre dels valors on 
volem fer la lectura i observar així aquests valors en la columna Value. 
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A continuació s’il·lustra en les taules 4.1. i 4.2. els resultats obtinguts: 
 
Les sortides d*a, d*b, d*c, d*d, d*e, d*f, d*g corresponen als set dígits del 
display 7 segments. La sortida d*dp correspon al dígit del punt. 
 
 
 
Figura 3.2. Dígit 7 Segments 
 
 
Taula 4.1. Verificació dels resultats obtinguts I 
 
  INPUTS OUTPUTS 
sw1 1 d1a 0 d2a 0 
sw2 0 d1b 1 d2b 0 
sw3 1 d1c 0 d2c 0 
sw4 0 
 
5 
d1d 0 d2d 1 
sw5 1 d1e 1 d2e 1 
sw6 0 d1f 0 d2f 0 
sw7 0 d1g 0 d2g 0 
sw8 1 
 
9 
d1dp 1 
 
 
 
 
d2dp 1 
 
 
 
 
 
Notar que a nivell  1 els dígits estan apagats i a nivell 0 estan apagats. 
 
Observem també que, al introduir el nombre 0100 1000 en BCD, obtenim a la 
sortida el nombre 21: 
 
 
Taula 4.2. Verificació dels resultats obtinguts II 
 
INPUTS OUTPUTS 
sw1 0 d1a 0 d2a 1 
sw2 1 d1b 0 d2b 0 
sw3 0 d1c 1 d2c 0 
sw4 0 
 
2 
d1d 0 d2d 1 
sw5 1 d1e 0 d2e 1 
sw6 0 d1f 1 d2f 1 
sw7 0 d1g 0 d2g 1 
sw8 0 
 
1 
d1dp 1 
 
 
 
 
d2dp 1 
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f) Per readaptar el projecte per tal que es pugui implementar amb el xip 
MAX7000, caldrà seleccionar-lo a la opció Device. Correspon a la familia 
MAX7000S i el xip, el corresponent a la tarjeta UP1. 
 
El proper pas és fer la nova assignació de pins d’acord amb el datasheet 
(Consultar Annex 6). Haurem de modificar també els jumpers de la tarjeta per 
tal de poder gravar en el xip MAX7000 d’acord amb la distribució següent: 
 
 
 
Figura 3.3. Posició dels jumpers per a gravar la MAX7000 
 
 
Escollirem els pins del P3 per a connectar al switch. Caldrà realitzar les 
connexions externes amb cablejat, entre el switch i el P3. 
 
Endollem la targeta a la xarxa i a l'ordinador mitjançant el port paral·lel.  Ja 
estem en condicions de programar el xip. 
 
Per comprovar que s’ha gravat correctament fem varies proves amb diferents 
números i observem que funciona correctament.  
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ANNEX 4 PRÀCTICA 4. DISSENY D’UN RELLOTGE 
DIGITAL HH:MM:SS EN UN SOL XIP AMB VHDL I/O 
ESQUEMÀTICS EN LA TARGETA UP1 D’ALTERA 
 
4.1. Enunciat de la pràctica 
4.1.1. Descripció de la pràctica 
 
El circuit s’implementarà com un projecte Quartus II en VHDL. Es dissenyarà 
una base de temps d’1 s a partir d’un divisor de freqüències de l’oscil·lador de 
25.175 MHz de la UP1 i s’aprofitarà gran part del disseny VHDL desenvolupat 
anteriorment per muntar el rellotge; així també es demostrarà la transportabilitat 
d’un disseny VHDL. Es verificarà el funcionament del sistema realitzant una 
simulació funcional Test-Bench (amb el programari DirectVHDL PE) amb 
antelació al muntatge en la targeta UP1. 
 
 
4.1.2. Conceptes relacionats amb aquesta pràctica/problema 
 
L’estalvi associat a un major nivell d’integració: menor consum de potència; 
reducció de la superfície de circuit imprès; estalvi de components. 
Transportabilitat del programari dissenyat en VHDL entre diferents entorns de 
programació. Els límits associats als PLD (CPLD i FPGA) en front dels xips 
dissenyats per aplicacions de gran consum Standard Cells, Gate Arrays;  
avantatges i inconvenients del disseny de sistemes electrònics digitals amb 
PLD. Introducció a la simulació Test-Bench en VHDL; els programaris EDA de 
terceres fonts com a complements específics de l’entorn bàsic de programació: 
DirectVHDL PE, ModelSim, etc. 
 
 
4.1.3. Desenvolupament de la pràctica/problema 
4.1.3.1. El disseny de la base de temps d’1 s a partir de l’oscil·lador de 25175 
MHz i la seva simulació en l’entorn VHDL 
 
a)  En primer lloc obrireu el projecte ubicat al directori 
“PLD_Practica_2/previ_1” anomenat “divisor_1Hz”.  
Veureu el bloc representatiu del divisor de la freqüència del rellotge de la 
targeta UP1 que és de 25,175 MHz. Observeu el fitxer VHDL i comproveu amb 
quina facilitat s’ha implementat el circuit digital (imagineu-vos la quantitat de 
recursos que representaria fer aquest divisor de freqüències amb xips TTL 
convencionals). 
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Fig. 27 Bloc d’esquemàtic corresponent al divisor de freqüència:L’entrada està 
connectada al rellotge del sistema i la sortida directament un pin de sortida. 
 
 
b)  Genereu un fitxer de formes d’ona de test per verificar el disseny del 
divisor de freqüència (feu que sigui un divisor per 100 per tal d’aconseguir una 
simulació més àgil). Alternativament, podeu generar-vos un Test-Bench per al 
programari DirectVHDL PE. 
 
 
c)  Compileu-lo i graveu-lo al xip MAX7128S de la targeta UP1.  
Essencialment es tracta de veure com el LED corresponent al punt decimal del 
segon dígit s’il·lumina amb una intermitència d’1 segon. L’assignació de pins cal 
fer-la de la mateixa manera que a la pràctica anterior, abans de realitzar la 
programació del xip. 
 
 
 
 
 
 
 
 
 
 
 
Fig. 28 La utilitat “Assignment Editor” i la representació dels dígits 
connectats al dispositiu MAX7128S. El punt decimal  MAX_DIG2-DP_L 
és el que il·luminarem amb una periodicitat d’1 segon. 
MAX_DIG2-DP_L 
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4.1.3.2. La importació del disseny principal del rellotge i la problemàtica dels 
polsadors 
 
d)  Obriu ara el projecte “div_visualitzador_1” disponible ja al directori 
“PLD_Practica_2/previ_2” per veure com s’han importat sense problemes els 
dissenys VHDL de les pràctiques anteriors amb SPLD (comptador mòdul 60, 
descodificador 7 segments). Comproveu com el disseny correspon a un circuit 
que compta cada vegada que premem el polsador MAX_PB2 (CE), i com es 
posa a zero el comptador al prémer el polsador MAX_PB1 (CD). 
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Fig. 29 Connexió externa del CD i el CLK per estudiar la problemàtica dels 
polsadors mecànics 
 
 
 
 
Fig. 30 Per usar els polsadors MAX_PB1 i MAX_PB2 heu de connectar-
los per exemple als pins d’entrada 55 i 54 disponibles al connector P4 a 
través d’un parell de cables. Així disposareu d’un parell de senyals a 
través de les quals podreu comandar el rellotge. 
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Expliqueu quins problemes presenta el polsador. 
 
4.1.3.3. La solució al problema dels rebots (debouncing circuits)  
 
e)  Per arreglar el problema dels polsadors, que són en definitiva elements 
mecànics, cal introduir un circuit com el “DEBOUNCE” que filtra el  senyal 
provinent del polsador i genera un únic pols lliure de rebots. A partir de la seva 
descripció VHDL, deduïu el seu esquema elèctric digital. Obriu el projecte que 
està ja al directori “PLD_Practica_2/Previ_3” i assageu-lo sobre la targeta per 
verificar que efectivament els problemes amb els polsadors han desaparegut. 
Es tracta d’una solució similar a la que ofereixen els temporitzadors i els latches 
(vegeu també la Unitat 2.4 d’ED). 
 
pb
clock_100Hz
pb_debounced
debounce
inst5
 
Fig. 31  Bloc funcional “Debounce” per filtrar els rebots dels polsadors.  
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Fig. 32 Circuit tal com està fins al projecte “divisor_visualitzador_pulsadors.qpf”  
disponible al directori “PLD_Practica_2/Previ_3” 
 
4.1.3.4. La resta del rellotge ...fins on vulgueu arribar ... 
 
f)  Ara ja esteu en condicions de dissenyar la resta de circuit necessària per 
realitzar un rellotge d’HH:MM:SS solament amb el MAX7128S i amb la vostra 
pròpia iniciativa. Feu també que en l’únic parell de dígits MAX_DIGIT es vegi 
alternativament l’hora, els minuts o els segons al prémer el polsador MAX_PB2. 
 
NOTA: Aquesta és una proposta que feu vosaltres per primera vegada, per tant, si el disseny 
complet no cap en el xip MAX7128S, proveu de compilar el disseny per al FLEX10K de 20000 
portes lògiques equivalents. 
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g)  Reflexioneu sobre què ha representat fer aquesta pràctica, sobre quins 
coneixements heu après, calculeu orientativament el temps d’estudi que heu 
invertit, com us heu distribuït el treball en grup, indiqueu si us sembla 
interessant aquesta línia de treball amb PLD’s. Coneixeu altres circuits o 
aplicacions que es puguin realitzar amb aquesta tecnologia? 
 
 
4.2. Resolució de la pràctica 
 
a)  A continuació es mostra el bloc representatiu creat del divisor de la 
freqüència del rellotge de la targeta UP1, que és de 25.175 MHz. El bloc dóna 
una ona quadrada de període 1 Hz.  
 
El circuit va comptant fins que arriba a la meitat de la xifra màxima del 
comptador, moment en què canvia el valor del senyal de sortida. 
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Figura 4.1. Símbol del divisor de freqüència amb l’assignació de pins 
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La descripció funcional del comptador per dividir la freqüència del Clock de la 
placa UP1 és la següent: 
 
 
 
LIBRARY IEEE; 
USE IEEE.STD_LOGIC_1164.ALL; 
 
ENTITY Div_Freq_UP1_1Hz IS  
PORT ( 
 Clock : IN STD_LOGIC; 
 clkout : OUT STD_LOGIC 
); 
 
-- L'arquitectura que es proposa és d'alt nivell i directament descriu 
el funcionament  
-- del comptador 
 
ARCHITECTURE funcional OF Div_Freq_UP1_1Hz IS 
 
CONSTANT COMPTATGE : INTEGER := 12587500;  -- Correspon a la 
meitat de la freqüència de -- la 
UP1      
SIGNAL clkdiv : STD_LOGIC; -- Senyal per saber quan el comptador és a 
la meitat 
SIGNAL divlimit : INTEGER RANGE COMPTATGE DOWNTO 0 := 1;--Capacitat 
màxima del comptador 
            -- L'ininialitzem a 1 
BEGIN 
 divisor_freq: PROCESS (Clock) 
  BEGIN 
IF (clk'EVENT AND Clock = '1') THEN 
    
    IF (divlimit /= COMPTATGE) THEN 
     divlimit <= divlimit +1; 
      
    ELSE 
     divlimit <= 1;  -- Inicialitza el 
comptador i  
     clkdiv <= NOT clkdiv;  -- inverteix la 
sortida cada  
-- vegada que arriba a  
-- COMPTATGE    
    END IF;  
   END IF; 
 END PROCESS divisor_freq; 
 
 clkout <= clkdiv;      
 
END funcional; 
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b) Per comprovar el seu funcionament, utilitzarem els dígits de la targeta 
UP1, comprovant que el punt decimal del segon dígit- MAX_DIG2-DP_L- 
s’ilumina amb una periodicitat d’1 segon. 
 
 
 
 
Figura 4.2. Observem com estan tots els LED’s a 1. L’únic que està encès -
nivell 0-  és el punt decimal del segon dígit.  
 
 
c)  Una vegada generat el fitxer de forma d’ona i veure que funciona 
correctament, ja podem programar el xip, fent prèviament l’assignació de pins 
corresponent amb el datasheet (Consultar Annex 6). Podem observar a la 
targeta UP1 com el LED corresponent al punt decimal del segon dígit s’il·lumina 
amb una intermitència d’1 segon. 
 
 
d)  Comprovem com el disseny correspon a un circuit que compta cada 
vegada que es prem el polsador MAX_PB2 (CE), i com es posa a zero el 
comptador al prémer el polsador MAX_PB1(CD). El polsador MAX_PB2 el 
connectarem al CLK_Manual per tal de que el circuit compti cada vegada que 
el polsem. 
 
Recordar que per poder utilitzar els polsadors de la targeta UP1, haurem de fer 
les connexions externes corresponents als pins que volem assignar els 
polsadors. 
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Figura 4.3. Circuit amb assignació de pins per comprovar el correcte 
funcionament 
 
 
Observem que apareix un problema amb els polsadors. Això és degut a que els 
polsadors són elements mecànics i no generen un pols net, sinó que  presenta 
rebots en la transició de 0 a 1 i viceversa. Aquest problema s’arreglarà en 
l’apartat següent amb el circuit Debounce. 
 
 
e)  El circuit Debounce filtra el senyal que prové del polsador, generant un 
pols net, és a dir sense rebots.  
 
LIBRARY IEEE; 
USE  IEEE.STD_LOGIC_1164.ALL; 
USE  IEEE.STD_LOGIC_ARITH.ALL; 
USE  IEEE.STD_LOGIC_UNSIGNED.ALL; 
 
ENTITY debounce IS 
 PORT(  
    pb, clock_100Hz : IN STD_LOGIC; 
    pb_debounced    : OUT STD_LOGIC 
  ); 
END debounce; 
 
ARCHITECTURE alt_nivell OF debounce IS 
 
 SIGNAL shift_pb : STD_LOGIC_VECTOR(3 DOWNTO 0); 
 
BEGIN 
 
--Debounce:  Elimina els rebots mecànics deguts al polsador. 
-- El clock del Debounce és de 10ms 
 
PROCESS  
BEGIN 
  WAIT UNTIL (clock_100Hz'EVENT) AND (clock_100Hz = '1'); 
 
   shift_pb(2 DOWNTO 0) <= shift_pb(3 DOWNTO 1); 
   shift_pb(3) <= NOT PB; 
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   IF shift_pb(3 DOWNTO 0) = "0000" THEN 
  pb_debounced <= '0'; 
   ELSE  
     pb_debounced <= '1'; 
   END IF; 
END PROCESS; 
END alt_nivell; 
 
 
 
Comprovem que a l’afegir aquest circuit, el problema que teniem amb els 
polsadors ha desaparegut. 
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Figura 4.4. Circuit amb el mòdul debounce per eliminar els rebots 
 
 
f)  En aquest apartat dissenyarem el circuit complet per realitzar un rellotge 
d’hores, minuts i segons. 
 
Mòduls segons i minuts 
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Figura 4.5. Circuit per comprovar el correcte funcionament del mòdul dels 
segons 
Previ 1
Previ 2
 
100  Desenvolupament de targetes d’aplicació de sistemes digitals 
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Figura 4.6. Circuit per comprovar el correcte funcionament del mòdul dels 
minuts 
 
 
 
El codi implementat per els mòduls segons i minuts és el següent: 
 
LIBRARY IEEE; 
USE  IEEE.STD_LOGIC_1164.ALL; 
USE  IEEE.STD_LOGIC_ARITH.ALL; 
USE  IEEE.STD_LOGIC_UNSIGNED.ALL; 
 
 
ENTITY Comptador_BCD_mod60_minuts IS 
 PORT (  
Clock    : IN    STD_LOGIC; 
  Reset      : IN    STD_LOGIC; 
  Count_Enable   : IN    STD_LOGIC; 
             Count_Unitats  : OUT   STD_LOGIC_VECTOR(3 DOWNTO 
0); 
             Count_Decenes  : OUT   STD_LOGIC_VECTOR(3 DOWNTO 0); 
             Terminal_Count_L: OUT   STD_LOGIC 
 ); 
 
END Comptador_BCD_mod60_minuts; 
 
 
-- Descripció interna del comptador de mòdul 10 per usar com a base 
per construir  
-- després el comptador de mòdul 60 
 
ARCHITECTURE behavior OF Comptador_BCD_mod60_minuts IS 
 
CONSTANT Max_count_BCD : STD_LOGIC_VECTOR(3 DOWNTO 0) := "1001"; -- 
Màxim compte"9" 
CONSTANT Max_count_60 : STD_LOGIC_VECTOR(3 DOWNTO 0) := "0101"; -- 
Màxim compte"5" 
 
 
-- Senyals internes de l'arquitectura per connectar processos: 
 
SIGNAL internal_count_uni : STD_LOGIC_VECTOR(3 DOWNTO 0):= "0000"; -- 
Valor inicial del comptador = 0000 
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SIGNAL internal_count_dec : STD_LOGIC_VECTOR(3 DOWNTO 0):= "0000"; -- 
Valor inicial del comptador = 0000 
 
SIGNAL tc_unitats: STD_LOGIC := '0'; -- Valor inicial del TC de les 
unitats 
SIGNAL CE_decenes: STD_LOGIC := '0'; -- Valor inicial de l'entrada CE 
del mòdul Decenes 
 
-- Descripció dels processos concurrents: 
 
 
BEGIN 
 
-- SUBCOMPTADOR D'UNITATS 
-- Aquest és el sistema seqüencial síncron que compta fins a 9, té 
reset asíncron i  
-- també té CE per permetre o no el comptatge 
 
SS_compt_unitats:PROCESS (Reset,Clock,Count_Enable)   
 BEGIN 
   IF (Reset = '1') THEN    -- Reset asíncron 
    internal_count_uni <= "0000";  
   
   ELSIF (clock'EVENT AND clock='1') THEN 
 
IF (Count_Enable = '0') THEN   
        -- Li torna a assignar el mateix estat 
     internal_count_uni <= internal_count_uni;  
         
    ELSE IF (internal_count_uni < Max_count_BCD) 
THEN  
-- Compta normalment 
internal_count_uni <= internal_count_uni 
+ 1; 
 
     ELSE -- Quan el comptador arriba a  
-- Max_Count_BCD reinicialitza el 
comptador 
      internal_count_uni <= "0000"; 
     END IF; 
    END IF; 
   END IF; 
  
 END PROCESS SS_compt_unitats; 
 
-- Aquest és el sistema combinacional de sortida 
-- Per fixar el nivell de la sortida d'encadenament Terminal_Count 
 
SC_sort_unitats:PROCESS (internal_count_uni)  
 BEGIN 
   IF (internal_count_uni = Max_count_BCD AND 
Count_Enable = '1')THEN 
    tc_unitats <= '1'; 
   ELSE  
    tc_unitats <= '0'; 
   END IF; 
 
 END PROCESS SC_sort_unitats; 
 
 CE_decenes <= tc_unitats; 
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-- SUBCOMPTADOR DE DECENES 
-- Aquest és el sistema seqüencial síncron que compta fins a 5, té 
reset asíncron i  
--també té CE per permetre o no el comptatge (connectat a tc_unitats) 
 
SS_compt_decenes:PROCESS (Reset,Clock,CE_decenes)   
 BEGIN 
   IF (Reset = '1') THEN    -- Reset asíncron 
    internal_count_dec <= "0000";  
   
   ELSIF (clock'EVENT AND clock='1') THEN 
 
    IF (CE_decenes = '0') THEN    
-- Li torna a assignar el mateix estat 
     internal_count_dec <= internal_count_dec;  
         
    ELSE IF (internal_count_dec < Max_count_60) 
THEN  
     -- Compta normalment 
     internal_count_dec <= internal_count_dec 
+ 1; 
 
     ELSE   
-- Quan el comptador arriba a Max_Count_BCD reinicialitza 
el comptador 
      internal_count_dec <= "0000"; 
     END IF; 
    END IF; 
   END IF; 
  
 END PROCESS SS_compt_decenes; 
 
 
-- Aquest és el sistema combinacional de sortida que activa el senyal 
TC quan el compte -- arriba a 59 
 
SC_sort_final: PROCESS (internal_count_dec,internal_count_uni)  
 BEGIN 
IF ((internal_count_uni = Max_count_BCD) AND 
(internal_count_dec =  
     Max_count_60)AND (Count_Enable = '1'))THEN --59min 
59seg 
    Terminal_Count_L <= '0'; -- Activa el comptador 
d'hores 
 
  ELSE  
   Terminal_Count_L <= '1'; -- No l'activa 
   
END IF; 
 
 END PROCESS SC_sort_final; 
 
 Count_Unitats <= internal_count_uni; 
 Count_Decenes <= internal_count_dec; 
 
END behavior; 
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Mòdul hores 
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Figura 4.7. Circuit per comprovar el correcte funcionament del mòdul de les 
hores 
 
 
El codi implementat per al mòdul hores és el següent: 
 
-- Aquest és el sistema seqüencial síncron que compta fins a 
MODUL_COMPTADOR,  
-- té un Reset i un Count Enable per permetre o no el comptatge 
-- Un Terminal Count (TC) s'activa quan s'arriba a l'estat 
MODUL_COMPTADOR 
 
LIBRARY IEEE; 
USE  IEEE.STD_LOGIC_1164.ALL; 
USE  IEEE.STD_LOGIC_ARITH.ALL; 
USE  IEEE.STD_LOGIC_UNSIGNED.ALL; 
 
 
ENTITY Comptador_mod24_hores IS 
 PORT (  
  Clock, Reset, LD, Count_Enable: IN STD_LOGIC; 
  PIU : IN STD_LOGIC_VECTOR(3 DOWNTO 0); 
  PID : IN STD_LOGIC_VECTOR(3 DOWNTO 0); 
  QD : OUT STD_LOGIC_VECTOR(3 DOWNTO 0); 
  QU : OUT STD_LOGIC_VECTOR(3 DOWNTO 0); 
  TC100 : OUT STD_LOGIC; 
  TC24 : OUT STD_LOGIC 
 
 ); 
END Comptador_mod24_hores; 
 
-- Descripció interna del comptador de 4 bits amb Reset i Count_Enable 
 
ARCHITECTURE alt_nivell OF Comptador_mod24_hores IS 
 
-- MODUL_COMPTADOR és un a constant que es correspon al màxim compte 
en BCD 
CONSTANT MODUL_COMPTADOR: STD_LOGIC_VECTOR(3 DOWNTO 0) := "1001";  
CONSTANT INICI_COMPTADOR: STD_LOGIC_VECTOR(3 DOWNTO 0) := "0000";  
 
-- Senyals internes de l'arquitectura per connectar processos: 
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SIGNAL estat_intern  : STD_LOGIC_VECTOR(3 DOWNTO 0):= 
INICI_COMPTADOR;  
SIGNAL estat_intern_decenes : STD_LOGIC_VECTOR(3 DOWNTO 0):= 
INICI_COMPTADOR;  
 
SIGNAL CE_decenes  : STD_LOGIC; 
SIGNAL TC10_decenes  : STD_LOGIC; 
SIGNAL TC10_unitats  : STD_LOGIC; 
 
-- Descripció dels processos concurrents: 
BEGIN 
 
SS_comptador:PROCESS (Reset,Clock,Count_Enable, PIU)   
 BEGIN 
  IF (Reset = '1') THEN    -- Reset asíncron 
   estat_intern <= INICI_COMPTADOR;  
 
  ELSIF (Clock'EVENT AND Clock='1') THEN  
-- No fa res mentre no hi hagi un flanc de pujada 
   IF (LD = '1') THEN 
    estat_intern <= PIU;   
 
-- El senyal LD és el que té més prioritat 
   ELSE     
    IF (Count_Enable = '0') THEN 
    -- Li torna a assignar el mateix estat 
  
     estat_intern  <= estat_intern ;  
      
    ELSIF (estat_intern < MODUL_COMPTADOR) THEN  
     -- Compta normalment 
     estat_intern <= estat_intern + 1;  
     
    ELSE  
-- Quan el comptador arriba a MODUL_COMPTADOR 
reinicialitza  
     estat_intern <= INICI_COMPTADOR; 
    END IF; 
   END IF; 
  END IF; 
 
END PROCESS SS_comptador; 
 
-- Aquest és el sistema combinacional de sortida 
-- El senyal de sortida d'encadenament TC s'activa quan el comptador 
està  
-- a l'estat MODUL_COMPTADOR i a més Count_Enable està activat. 
 
SC_sortida_Uni: PROCESS (estat_intern, Count_Enable, LD)  
 BEGIN 
IF (estat_intern = MODUL_COMPTADOR AND Count_Enable ='1' 
AND LD =  
    '0')THEN 
   TC10_unitats <= '1'; 
  ELSE  
   TC10_unitats <= '0'; 
  END IF; 
END PROCESS SC_sortida_Uni; 
 
-- Aquesta és la sortida del comptador 
QU <= estat_intern ; 
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-- Habilitació del comptador de decenes 
 
CE_decenes <= TC10_unitats AND Count_Enable; 
 
-------------------------------------------------------- 
--DECENES 
 
SS_comptador_decenes: PROCESS (Reset,Clock,CE_decenes, PID)   
 BEGIN 
  IF (Reset = '1') THEN   -- Reset asíncron 
   estat_intern_decenes <= INICI_COMPTADOR;  
 
  ELSIF (Clock'EVENT AND Clock='1') THEN  
-- No fa res mentre no hi hagi un flanc de pujada 
   IF (LD = '1') THEN 
   -- El senyal LD és el que té més prioritat 
    estat_intern_decenes <= PID;    
ELSE     
    IF (CE_decenes = '0') THEN  
-- Li torna a assignar el mateix estat 
     estat_intern_decenes  <= 
estat_intern_decenes  ;  
      
    ELSIF (estat_intern_decenes  < MODUL_COMPTADOR) 
THEN  
-- Compta normalment 
     estat_intern_decenes  <= 
estat_intern_decenes  + 1;      
      
       ELSE  
-- Quan el comptador arriba a MODUL_COMPTADOR 
reinicialitza  
     estat_intern_decenes  <= INICI_COMPTADOR; 
    END IF; 
   END IF; 
  END IF; 
 
END PROCESS SS_comptador_decenes; 
 
-- Aquest és el sistema combinacional de sortida 
-- El senyal de sortida d'encadenament TC s'activa quan el comptador 
està  
-- a l'estat MODUL_COMPTADOR i a més Count_Enable està activat. 
 
SC_sortida: PROCESS (estat_intern_decenes , CE_decenes, LD)  
 BEGIN 
IF (estat_intern_decenes  = MODUL_COMPTADOR AND CE_decenes 
='1' AND LD =         '0')THEN 
   TC10_decenes <= '1'; 
  ELSE  
   TC10_decenes <= '0'; 
  END IF; 
END PROCESS SC_sortida; 
 
 
 
-- Aquesta és la sortida del comptador 
QD <= estat_intern_decenes ; 
 
 
TC100 <= TC10_decenes AND TC10_unitats; 
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----------------------------------------------------------------------  
-- Generació de l'altre sistema combinacional que detecta l'estat 23 
-- Amb aquest senyal, a través d'una connexió externa al LD amb les 
entrades paral·lel a -- "00000000" es pot generar un comptador de 
mòdul 24 
 
 
SC_TC24: PROCESS (estat_intern_decenes , estat_intern,Count_Enable)  
 BEGIN 
IF (estat_intern_decenes  = "0010" AND estat_intern = 
"0011" AND  
    Count_Enable ='1' )THEN 
   TC24 <= '1'; 
  ELSE  
   TC24 <= '0'; 
  END IF; 
END PROCESS SC_TC24; 
 
END alt_nivell ; 
 
 
 
Disseny del rellotge complet 
 
Per  poder veure alternativament l’hora, els minuts o els segons a l’únic parell 
de dígits MAX_DIGIT, són necessaris dos multiplexors, un per seleccionar la 
font d’entrada al dígit de les decenes i un altre per seleccionar la font d’entrada 
al dígit de les unitats. El codi implementat pel multiplexor és el següent: 
 
 
LIBRARY IEEE; 
USE IEEE.STD_LOGIC_1164.ALL; 
 
ENTITY MUX_4mux4 IS 
PORT( 
 S0    : IN STD_LOGIC; --SELECT_0 
 S1    : IN STD_LOGIC; --SELECT_1 
 segons, minuts, hores, sort : IN STD_LOGIC_VECTOR (3 DOWNTO 0);  
 y    : OUT STD_LOGIC_VECTOR (3 DOWNTO 0) 
     ); 
END MUX_4mux4; 
 
ARCHITECTURE alt_nivell OF MUX_4mux4 IS 
 BEGIN 
  PROCESS (S0,S1,segons, minuts, hores) 
   BEGIN 
    IF(S1='0' AND S0='0')THEN 
     y <= segons; 
    ELSE IF (S1='0' AND S0='1') THEN 
     y <= minuts; 
     ELSE IF (S1='1' AND S0='0') THEN 
      y <= hores; 
     END IF; 
    END IF; 
    END IF; 
  END PROCESS; 
END alt_nivell; 
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Figura 4.7. Circuit, amb l’assignació de pins, del rellotge complet per verificar el 
seu correcte funcionament 
 
 
A continuació es proposa una solució més òptima del circuit anterior. S’ha 
afegit un mòdul FSM_Moore el qual selecciona si es vol visualitzar hores, 
minuts o segons a través d’un polsador. A la solució anterior es fa la selecció a 
través del switch. Com és una manera incomoda de fer-ho, s’ha dissenyat una 
alternativa per tal de poder fer la selecció amb un polsador, de manera que si 
es prem una vegada es visualitzen els segons, si es prem dos cops es 
visualitzen els minuts i si es prem tres cops es visualitza la hora. 
 
S’ha dissenyat també el bloc decoder_2_4 encarregat d’encendre un LED quan 
es selecciona visualitzar els segons, d’encendre un altre LED quan es 
seleccionen els minuts i un altre per les hores. 
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Figura 4.8. Circuit amb els mòduls auxiliars de millora 
 
 
 
Mòdul FSM_Moore 
 
 
LIBRARY IEEE;  
USE IEEE.STD_LOGIC_1164.ALL ;  
 
ENTITY FSM_Moore IS  
 PORT (   
  CLK  : IN  STD_LOGIC ; 
  CD  : IN  STD_LOGIC ; 
  set  : IN  STD_LOGIC ; -- Entrada que fa canviar l'estat 
  sel : OUT STD_LOGIC_VECTOR(1 DOWNTO 0) 
 ); 
 
END FSM_Moore; 
 
ARCHITECTURE alt_nivell_2_processos OF FSM_Moore IS 
 
 TYPE Estats IS (S0, S1, S2, S3, S4, S5) ; -- Definició dels 
estats 
 
 SIGNAL estat_actual, estat_futur: Estats; -- Variables d'estat 
 
 -- Aquest atrIbut permet escollir el sistema de codificació dels 
estat: 
 -- sequential, gray, oneshot, etc.. 
 -- per tal que pugui gravar-se al GAL 22V10  
 -- la codificació ha de ser "sequential" o "gray" 
-- ATTRIBUTE  syn_encoding OF estat_actual : signal is 
"sequential" ; 
 
 
BEGIN 
 
---------------------------------------------- 
-- SC1 de càlcul de l'estat futur S+ = f( S, X)   
---------------------------------------------- 
 PROCESS ( set, estat_actual) 
 BEGIN 
  CASE estat_actual IS 
   WHEN S0 => 
    IF (set = '0') THEN 
     estat_futur <= S0 ; 
    ELSE 
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     estat_futur <= S1 ; 
    END IF ; 
 
 
   WHEN S1 => 
    IF (set = '1') THEN 
     estat_futur <= S1 ; 
    ELSE 
     estat_futur <= S2 ; 
    END IF ; 
 
   WHEN S2 => 
    IF (set = '0') THEN 
     estat_futur <= S2 ; 
    ELSE 
     estat_futur <= S3 ; 
    END IF ; 
 
   WHEN S3 => 
    IF (set = '1') THEN 
     estat_futur <= S3 ; 
    ELSE 
     estat_futur <= S4 ; 
    END IF ; 
 
   WHEN S4 => 
    IF (set = '0') THEN 
     estat_futur <= S4 ; 
    ELSE 
     estat_futur <= S5 ; 
    END IF ; 
 
   WHEN S5 => 
    IF (set = '1') THEN 
     estat_futur <= S5 ; 
    ELSE 
     estat_futur <= S0 ; 
    END IF ; 
 
  END CASE ; 
END PROCESS; 
 
--------------------------- 
-- Memòria d'estat síncrona 
--------------------------- 
PROCESS ( CLK, CD )  
 BEGIN 
  IF (CD = '1') THEN 
   estat_actual <= S0 ; 
 
  ELSIF (CLK'EVENT AND CLK = '1') THEN 
   estat_actual <= estat_futur; 
  END IF ; 
END PROCESS ; 
 
------------------------------------ 
-- SC2 de sortida  Z = f(S)  (Moore) 
------------------------------------ 
WITH estat_actual SELECT  
 sel <=  "00" WHEN S1,  
  "00" WHEN S2,  
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  "01" WHEN S3,  
  "01" WHEN S4, 
  "10" WHEN S5,  
  "10" WHEN S0; 
 
END alt_nivell_2_processos ; 
 
 
Decoder 
 
LIBRARY IEEE; 
USE  IEEE.STD_LOGIC_1164.ALL; 
 
ENTITY decoder_2_4 IS 
 
 PORT ( 
  E_L : IN STD_LOGIC;  
  ent : IN STD_LOGIC_VECTOR(1 DOWNTO 0);        
  Y_L : OUT  STD_LOGIC_VECTOR(3 DOWNTO 0) 
 ); 
 
END decoder_2_4; 
 
-- Descodificador DEC 2:4 amb sortides actives a nivell baix i 
entrada d'habilitació  
-- activa a nivell baix 
 
ARCHITECTURE alt_nivell OF decoder_2_4 IS 
BEGIN 
 
dec_2_4: PROCESS (E_L, ent) 
BEGIN 
 IF (E_L = '1') THEN  
  Y_L <=  "1111"; -- Deshabilitat 
 ELSE 
  CASE ent IS 
   WHEN "00" =>  
    Y_L <= "1110"; 
   WHEN "01" =>  
    Y_L <= "1101"; 
   WHEN "10" =>  
    Y_L <= "1011"; 
   WHEN "11" =>  
    Y_L <= "0111"; 
  END CASE; 
 END IF; 
     
END PROCESS dec_2_4; 
     
END ARCHITECTURE alt_nivell; 
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Figura 4.9. Verificació a la placa del correcte funcionament 
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ANNEX 5 DISSENY I IMPLEMENTACIÓ EN VHDL 
D’UN PROCESSADOR DE  DADES 
DIGITALS           
5.1. Disseny en VHDL 
5.1.1. Unitat de procés 
5.1.1.1. Unitat Aritmetico-Lògica 
 
LIBRARY IEEE; 
USE IEEE.STD_LOGIC_1164.ALL; 
USE IEEE.STD_LOGIC_ARITH.ALL; 
USE IEEE.STD_LOGIC_UNSIGNED.ALL;                
 
ENTITY ALU IS 
 
PORT ( entrada_1  : IN STD_LOGIC_VECTOR(7 DOWNTO 0); 
       entrada_2  : IN STD_LOGIC_VECTOR(7 DOWNTO 0); 
       Sel   : IN STD_LOGIC_VECTOR(2 DOWNTO 0); 
       sortida  : OUT STD_LOGIC_VECTOR(7 DOWNTO 0); 
  Z           : OUT STD_LOGIC --"Indicador "Flag"  de resultat 
zero"  de qualsevol operació de la   ALU                      
 ); 
END ALU; 
 
ARCHITECTURE alt_nivell OF ALU IS 
 
SIGNAL sortida_1 : STD_LOGIC_VECTOR (7 DOWNTO 0); 
SIGNAL sortida_2 : STD_LOGIC_VECTOR (7 DOWNTO 0); 
 
BEGIN 
PROCESS (Sel, entrada_1, entrada_2) 
  BEGIN 
   CASE Sel IS 
      
    WHEN "000" =>   -- SUMA 
     sortida_1 <= entrada_1 + entrada_2; 
       
    WHEN "001" =>   -- AND 
     sortida_1 <= entrada_1 AND entrada_2; 
      
    WHEN "010" =>   -- Baixa A 
     sortida_1 <= entrada_1; 
      
    WHEN "011" =>   -- XOR 
     sortida_1 <= entrada_1 XOR entrada_2; 
      
    WHEN "100" =>   -- SUMA i 
DESPLAÇA 
     sortida_2 <= entrada_1 + entrada_2; 
     sortida_1 <= sortida_2(6 DOWNTO 0) & '0'; 
--Desplaçament cap a l'esquerra
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    WHEN "101" =>   -- AND i DESPLAÇA 
     sortida_2 <= entrada_1 AND entrada_2; 
     sortida_1 <= sortida_2(6 DOWNTO 0) & '0'; 
-- Desplaçament cap a l'esquerra 
     
    WHEN "110" =>   -- A i DESPLAÇA 
     sortida_2 <= entrada_1; 
     sortida_1 <= sortida_2(6 DOWNTO 0) & '0'; 
-- Desplaçament A cap a l'esquerra    
    
    WHEN "111" =>   -- B i DESPLAÇA 
     sortida_2 <= entrada_2; 
     sortida_1 <= sortida_2(6 DOWNTO 0) & '0'; 
-- Desplaçament B cap a l'esquerra  
     
    WHEN OTHERS => 
     sortida_1 <= "00000000"; 
   END CASE; 
    
     
   IF (sortida_1 = "00000000") THEN  
    Z <='1'; 
   ELSE  
    Z <='0'; 
   END IF; 
      
   sortida <= sortida_1; 
 END PROCESS; 
 END alt_nivell; 
 
5.1.1.2. Registre 
 
LIBRARY IEEE;  
USE  IEEE.STD_LOGIC_1164.ALL; 
USE  IEEE.STD_LOGIC_ARITH.ALL; 
USE  IEEE.STD_LOGIC_UNSIGNED.ALL; 
 
ENTITY Registre IS 
PORT (  
  Clock    : IN  STD_LOGIC; 
  LD   : IN STD_LOGIC; -- Load (càrrega paral·lel) 
  Reset  : IN  STD_LOGIC; 
  entrada  : IN  STD_LOGIC_VECTOR(7 DOWNTO 0); 
  sortida  : OUT STD_LOGIC_VECTOR(7 DOWNTO 0) 
 ); 
END Registre; 
 
ARCHITECTURE alt_nivell OF Registre IS 
 
 SIGNAL estat_intern: STD_LOGIC_VECTOR(7 DOWNTO 0):= "00000000";  
 
BEGIN 
PROCESS (Reset,Clock, entrada)   
 BEGIN 
  IF (Reset = '1') THEN    -- reset asíncron 
estat_intern <= "00000000"; -- No fa res mentre no hi    
hagi un flanc de pujada 
  ELSIF (Clock'EVENT AND Clock='1') THEN  
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   IF (LD = '1') THEN 
estat_intern <= entrada;  -- El senyal LD 
és el que té més prioritat 
   ELSE     
    estat_intern  <= estat_intern ;  
     
   END IF; 
  END IF; 
END PROCESS; 
 
sortida <= estat_intern ; 
 
END alt_nivell ; 
 
5.1.1.3. Multiplexor -8MUX4- 
 
LIBRARY IEEE; 
USE IEEE.STD_LOGIC_1164.ALL;                 
 
ENTITY MUX_8mux4 IS 
PORT( 
 entrada_0 : IN STD_LOGIC_VECTOR (7 DOWNTO 0); 
 entrada_1 : IN STD_LOGIC_VECTOR (7 DOWNTO 0); 
 entrada_2 : IN STD_LOGIC_VECTOR (7 DOWNTO 0); 
 entrada_3 : IN STD_LOGIC_VECTOR (7 DOWNTO 0); 
 Sel  : IN STD_LOGIC_VECTOR (1 DOWNTO 0); 
 sortida : OUT STD_LOGIC_VECTOR (7 DOWNTO 0) 
   
 ); 
END MUX_8mux4; 
 
ARCHITECTURE alt_nivell OF MUX_8mux4 IS 
BEGIN 
 PROCESS (Sel) 
  BEGIN 
   CASE(Sel) IS 
    WHEN "00" => 
     sortida <= entrada_0; 
       
    WHEN "01" => 
     sortida <= entrada_1; 
     
    WHEN "10" => 
     sortida <= entrada_2; 
     
    WHEN "11" => 
     sortida <= entrada_3; 
        
   END CASE; 
 END PROCESS; 
END alt_nivell; 
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5.1.2. Unitat de control 
 
LIBRARY IEEE; 
USE IEEE.STD_LOGIC_1164.ALL; 
USE IEEE.STD_LOGIC_ARITH.ALL; 
USE IEEE.STD_LOGIC_UNSIGNED.ALL; 
 
ENTITY Unitat_Control IS 
PORT (  
  Operacio : IN STD_LOGIC_VECTOR(2 DOWNTO 0);  
  Z     : IN STD_LOGIC;  
  Clock    : IN STD_LOGIC; 
  Reset    : IN STD_LOGIC; 
  GS     : IN STD_LOGIC; --Grup Select: Grava l'operand 
   
  ------- LOAD REGISTRES -------    
     
  LDA  : OUT  STD_LOGIC;                   
  LDB  : OUT  STD_LOGIC; 
  LDRA  : OUT  STD_LOGIC; 
  LDRB  : OUT  STD_LOGIC; 
  LDRM  : OUT  STD_LOGIC; 
  LDR  : OUT  STD_LOGIC; 
  LDAD  : OUT  STD_LOGIC; 
  LDRC  : OUT  STD_LOGIC; 
  LDC  : OUT  STD_LOGIC; 
  
  
 ------- SELECT MUX's -------  
   
  Sel_1  : OUT  STD_LOGIC_VECTOR (1 DOWNTO 0); 
  Sel_2  : OUT  STD_LOGIC_VECTOR (1 DOWNTO 0); 
  Sel_3  : OUT  STD_LOGIC_VECTOR (1 DOWNTO 0); 
 Sel_ALU   : OUT  STD_LOGIC_VECTOR (2 DOWNTO 0);  
   
 ------- LED's SORTIDA ------ 
   
 LED_A   : OUT STD_LOGIC;    
 LED_B   : OUT STD_LOGIC; 
 LED_OR  : OUT STD_LOGIC; 
 LED_AND  : OUT STD_LOGIC; 
 LED_SUMA  : OUT STD_LOGIC;   
 LED_RESTA : OUT STD_LOGIC; 
 LED_MULT  : OUT STD_LOGIC 
 ); 
END Unitat_Control; 
 
ARCHITECTURE alt_nivell OF Unitat_Control IS 
 
 TYPE Estat_tipus IS (A,B,C,D,E,F,G, 
OP0,OP1,OP2,OP3,OP4,OP5,OP6,OP7,OP8,OP9,OP10,OP11,OP12,OP13, 
OP14,OP15,OP16,OP17,OP18,OP19,OP20,OP21,OP22,OP23,OP24,OP25, 
OP26,OP27,OP28,OP29,OP30,OP31,OP32,OP33,OP34,OP35,OP36,OP37, 
OP38,OP39,OP40,OP41,OP42,OP43,OP44,OP45,OP46,OP47,OP48,OP49, 
 OP50,OP51,OP52,OP53,OP54,OP55,OP56,OP57,OP58,OP59,OP60,OP61, 
OP62,OP63,OP64,OP65,OP66,OP67,OP68,OP69,OP70,OP71,OP72,OP73, 
OP74,OP75,OP76,OP77,OP78,OP79,OP80,OP81,OP82,OP83,OP84,OP85, 
OP86,OP87,OP88,OP89,OP90,OP91,OP92,OP93,OP94,OP95,OP96,OP97, 
OP98,OP99,OP100,OP101,OP102,OP103,OP104,OP105,OP106,OP107, 
OP108); 
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 SIGNAL estat, estat_op : Estat_tipus; 
  
BEGIN 
PROCESS (Reset,Clock,GS) 
 
VARIABLE comptador: STD_LOGIC_VECTOR(3 DOWNTO 0); 
 
BEGIN 
 IF (Reset = '1') THEN  -- Reset asíncron 
  estat <= A; 
  estat_op <= OP0; -- Estat inicial de totes les operacions 
      
 ELSIF (Clock'EVENT AND Clock = '1') THEN 
  CASE estat IS 
--**********************************-- 
   WHEN A =>  --*******     ENTRA A      *********-- 
--**********************************-- 
     
    IF (GS = '0') THEN 
     estat <= A; 
    ELSE 
     estat <= B; 
    END IF; 
     
 
 
 
--***********************************-- 
   WHEN B =>  --*********   CÀRREGA A   ***********-- 
          --***********************************-- 
       
    IF (GS = '0') THEN 
     estat <= C; 
    ELSE 
     estat <= B; 
    END IF; 
     
            
     --***********************************-- 
   WHEN C =>  --*********    ENTRA B    ***********-- 
     --***********************************-- 
    
    IF (GS = '0') THEN 
     estat <= C; 
    ELSE 
     estat <= D; 
    END IF; 
     
            
     --***********************************-- 
   WHEN D =>  --*********   CÀRREGA B   ***********-- 
     --***********************************-- 
      
    IF (GS = '0') THEN 
     estat <= E; 
      
    ELSE 
     estat <= D; 
    END IF; 
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--***********************************-- 
   WHEN E =>  --********  ENTRA OPERACIO  *********-- 
     --***********************************--  
    
    IF (GS = '0') THEN 
     estat <= E; 
       
    ELSE 
     estat <= F; 
     END IF; 
      
     --**********************************-- 
   WHEN F =>  --******  SELECCIO OPERACIO  *******-- 
     --**********************************--  
    CASE Operacio IS 
          
    ----------------------- 
     WHEN "001" =>   --    OR        -- 
                ----------------------- 
       
      CASE estat_op IS 
       
       WHEN OP0 => 
        estat_op <= OP1; 
         
       -- NOT A = A XOR "11111111"  
        
       WHEN OP1 =>  
        estat_op <= OP2; 
         
       WHEN OP2 => 
        estat_op <= OP3; 
         
       WHEN OP3 => 
        estat_op <= OP4; 
         
       WHEN OP4 => 
        estat_op <= OP5; 
         
       WHEN OP5 => 
        estat_op <= OP6; 
         
       WHEN OP6 => 
        estat_op <= OP7; 
         
       WHEN OP7 => 
        estat_op <= OP8; 
         
       -- NOT B = B XOR "11111111"  
       
       WHEN OP8 => 
        estat_op <= OP9; 
         
       WHEN OP9 => 
        estat_op <= OP10; 
          
       WHEN OP10 => 
        estat_op <= OP11; 
         
       WHEN OP11 => 
        estat_op <= OP12; 
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       WHEN OP12 => 
        estat_op <= OP13; 
         
       WHEN OP13 => 
        estat_op <= OP14; 
         
       WHEN OP14 => 
        estat_op <= OP15; 
         
       WHEN OP15 => 
        estat_op <= OP16; 
         
  -- NOT A * NOT B = (A XOR "11111111")AND(B XOR "11111111") 
        
       WHEN OP16 => 
        estat_op <= OP17; 
         
       WHEN OP17 => 
        estat_op <= OP18; 
         
       WHEN OP18 => 
        estat_op <= OP19; 
         
       WHEN OP19 => 
        estat_op <= OP20; 
         
       WHEN OP20 => 
        estat_op <= OP21; 
        
-- NOT (NOT A * NOT B) = [(A XOR "11111111")AND(B XOR "11111111")]XOR 
"11111111" 
        
       WHEN OP21 => 
        estat_op <= OP22; 
         
       WHEN OP22 => 
        estat_op <= OP23; 
         
       WHEN OP23 => 
        estat_op <= OP24; 
         
       WHEN OP24 => 
        estat_op <= OP25; 
         
       WHEN OP25 => 
        estat_op <= OP26; 
         
       WHEN OP26 => 
        estat <= G;  
 
       WHEN OTHERS => 
        estat <= A; 
         
      END CASE; 
       
           ----------------------- 
WHEN "010" =>   --        AND        -- 
    ----------------------- 
       
         CASE estat_op IS 
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       WHEN OP0 => 
        estat_op <= OP27; 
  
       WHEN OP27 =>  
      -- Selecció dels canals dels MUX 
      
        estat_op <= OP28; 
           
       WHEN OP28 =>  
       -- Càrrega registres A i B 
        
        estat_op <= OP29; 
          
       WHEN OP29 => 
       -- Selecció operació AND a l'ALU 
         
        estat_op <= OP30; 
           
       WHEN OP30 => -- Càrrega REGC 
         
        estat <= G; 
         
       WHEN OTHERS => 
         
        estat <= A; 
       
      END CASE; 
        
        --------------------- 
WHEN "011" =>     --     SUMA     --                
                  --------------------- 
       
      CASE estat_op IS 
        
       WHEN OP0 => 
        estat_op <= OP31; 
        
       WHEN OP31 => -- Selecció dels 
canals dels MUX 
        estat_op <= OP32; 
        
       WHEN OP32 => -- Càrrega 
registres A i B 
        estat_op <= OP33; 
         
       WHEN OP33 => -- Selecció 
operació suma ALU 
        estat_op <= OP34; 
        
       WHEN OP34 => -- Càrrega REGC 
        estat <= G; 
        
       WHEN OTHERS => 
        estat <= A; 
      END CASE; 
        
             --------------------- 
     WHEN "100" =>     --    RESTA   ---- 
--------------------- 
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     CASE estat_op IS 
        
       WHEN OP0 => 
        estat_op <= OP35; 
         
       -- B XOR "11111111"  
        
       WHEN OP35 => 
        estat_op <= OP36; 
        
       WHEN OP36 => 
        estat_op <= OP37; 
        
       WHEN OP37 => 
        estat_op <= OP38; 
         
       WHEN OP38 => 
        estat_op <= OP39; 
         
       WHEN OP39 => 
        estat_op <= OP40; 
 
       WHEN OP40 => 
        estat_op <= OP41; 
         
       WHEN OP41 => 
        estat_op <= OP42; 
        
      -- (B XOR "11111111")+"00000001"  
         
       WHEN OP42 => 
        estat_op <= OP43; 
       
       WHEN OP43 => 
        estat_op <= OP44; 
       
       WHEN OP44 => 
        estat_op <= OP45; 
         
       WHEN OP45 => 
        estat_op <= OP46; 
         
       WHEN OP46 => 
        estat_op <= OP47; 
         
       WHEN OP47 => 
        estat_op <= OP48; 
            
        
       WHEN OP48 => 
        estat_op <= OP49; 
         
        
-- RESTA = A + (B XOR "11111111")+ "00000001" 
        
       WHEN OP49 => 
        estat_op <= OP50; 
         
       WHEN OP50 => 
        estat_op <= OP51; 
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       WHEN OP51 => 
        estat_op <= OP52; 
         
       WHEN OP52 => 
        estat <= G; 
       
       WHEN OTHERS => 
        estat <= A; 
      END CASE; 
         
                  -----------------------  
     WHEN "101" =>     --   MULTIPLICACIO   -- 
              ----------------------- 
     
      CASE estat_op IS 
       
       WHEN OP0 => 
        estat_op <= OP53; 
         
         -- Posar a "00000000" el registre REG 
        
       WHEN OP53 => 
        comptador := "1000"; 
        estat_op <= OP54; 
         
       WHEN OP54 => 
        estat_op <= OP55; 
         
       WHEN OP55 => 
        estat_op <= OP56; 
         
       WHEN OP56 => 
        estat_op <= OP57; 
         
       WHEN OP57 => 
        estat_op <= OP58; 
         
       WHEN OP58 => 
        estat_op <= OP59; 
         
       WHEN OP59 => 
        estat_op <= OP60; 
       
           -- Baixar A al registre REG AD 
        
       WHEN OP60 => 
        estat_op <= OP61; 
         
       WHEN OP61 => 
        estat_op <= OP62; 
         
       WHEN OP62 => 
        estat_op <= OP63; 
         
       WHEN OP63 => 
        estat_op <= OP64; 
         
       WHEN OP64 => 
        estat_op <= OP65; 
        
       -- B AND Màscara  
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       WHEN OP65 => 
        estat_op <= OP66; 
        
       WHEN OP66 => 
        estat_op <= OP67; 
        
       WHEN OP67 => 
        estat_op <= OP68; 
        
       WHEN OP68 => 
        estat_op <= OP69; 
        
       WHEN OP69 => 
        estat_op <= OP70; 
        
       -- REG = REG + A  
 
       WHEN OP70 => 
        IF (Z = '0') THEN  
         estat_op <= OP71; 
        ELSE 
         estat_op <= OP76;  
        END IF; 
         
       WHEN OP71 => 
        estat_op <= OP72; 
 
       WHEN OP72 => 
        estat_op <= OP73; 
         
       WHEN OP73 => 
        estat_op <= OP74; 
          
       WHEN OP74 => 
        estat_op <= OP75; 
          
       WHEN OP75 => 
        estat_op <= OP77; 
         
       WHEN OP76 => -- ELSE 
        estat_op <= OP77; 
        
       WHEN OP77 =>   
      
        Comptador :=(comptador-1);  
        estat_op <= OP78; 
        
       WHEN OP78 => 
        estat_op <= OP79; 
     
        
       WHEN OP79 => 
        estat_op <= OP80; 
        
       -- BUCLE WHILE (i /= 0) 
         
       -- Màscara desplaçada  
        
       WHEN OP80 => 
        estat_op <= OP81; 
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       WHEN OP81 => 
        estat_op <= OP82; 
         
       WHEN OP82 => 
        estat_op <= OP83; 
         
       WHEN OP83 => 
        estat_op <= OP84; 
         
       WHEN OP84 => 
        estat_op <= OP85; 
         
       -- B AND Màscara desplaçada  
        
       WHEN OP85 => 
        estat_op <= OP86; 
         
       WHEN OP86 => 
        estat_op <= OP87; 
         
       WHEN OP87 => 
         
        IF (Z = '0') THEN  
estat_op <= OP88;  
        ELSE –-REG = REG + A 
         estat_op <= OP98;  
        END IF; 
        
       -- Desplaça A (desplaçada) 
         
       WHEN OP88 => 
        estat_op <= OP89; 
         
       WHEN OP89 => 
        estat_op <= OP90; 
         
       WHEN OP90 => 
        estat_op <= OP91; 
         
       WHEN OP91 => 
        estat_op <= OP92; 
         
       WHEN OP92 => 
        estat_op <= OP93; 
        
       WHEN OP93 => 
        estat_op <= OP94; 
         
       WHEN OP94 => 
        estat_op <= OP95; 
         
       WHEN OP95 => 
        estat_op <= OP96; 
          
       WHEN OP96 => 
        estat_op <= OP97; 
          
       WHEN OP97 =>  
        estat_op <= OP103; 
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       WHEN OP98 => -- ELSE 
        estat_op <= OP99; 
        
       WHEN OP99 =>  
        estat_op <= OP100; 
        
       WHEN OP100 => 
        estat_op <= OP101; 
        
       WHEN OP101 => 
        estat_op <= OP102; 
        
       WHEN OP102 => 
        estat_op <= OP103; 
         
       WHEN OP103 => 
        comptador :=(comptador-1); 
        estat_op <= OP104; 
            
   
       WHEN OP104 => 
         
             IF (comptador /= "0000") THEN 
         estat_op <= OP80; 
        ELSE 
         estat_op <= OP105; 
        END IF; 
        
       WHEN OP105 => 
        estat_op <= OP106; 
         
       WHEN OP106 => 
        estat_op <= OP107; 
        
       WHEN OP107 => 
        estat_op <= OP108; 
 
       WHEN OP108 => 
        estat <= G; 
             
       WHEN OTHERS => 
        estat <= A; 
        
      END CASE; 
       
     WHEN OTHERS => 
      estat <= A; 
    END CASE; 
 
--************************************-- 
   WHEN G =>  --*******   CÀRREGA DATA C   *********-- 
     --************************************--  
     
     estat <= A;  
    
   WHEN OTHERS => 
     
    estat <= A; 
            
  
  END CASE;  
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 END IF; 
END PROCESS; 
 
------------------------- 
-- ASSIGNACIO SORTIDES -- 
------------------------- 
 
WITH estat SELECT 
 
 LDA  <= '1' WHEN B, 
      '0' WHEN OTHERS; 
    
WITH estat SELECT 
 
 LDB  <= '1' WHEN D, 
      '0' WHEN OTHERS; 
 
WITH estat SELECT 
 
 LDC  <= '0' WHEN B, 
    '0' WHEN D, 
    '1' WHEN G, 
         '0' WHEN OTHERS; 
 
WITH estat SELECT 
 
 LED_A <= '1' WHEN B, 
     '0' WHEN OTHERS; 
 
WITH estat SELECT 
 
 LED_B <= '0' WHEN B, 
     '1' WHEN D, 
          '0' WHEN OTHERS; 
   
-------------------------------- 
 
WITH estat_op SELECT 
 
 LED_OR <= '1'  WHEN OP1,  
      '0'  WHEN OTHERS; 
 
WITH estat_op SELECT 
 
 LED_AND <= '1'  WHEN OP27, 
       '0'  WHEN OTHERS; 
    
WITH estat_op SELECT 
 
 LED_SUMA  <= '1'  WHEN OP31, 
    '0'  WHEN OTHERS; 
    
WITH estat_op SELECT 
 
 LED_RESTA <= '1'  WHEN OP35,  
    '0'  WHEN OTHERS; 
    
WITH estat_op SELECT 
 
 LED_MULT <= '1'  WHEN OP53,  
   '0'  WHEN OTHERS; 
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WITH estat_op SELECT 
 
 Sel_1 <= "00" WHEN OP3,   -- A 
     "00" WHEN OP4,   -- Mante el valor fins que LDRA=1 
     "01" WHEN OP16,  -- Registre 
     "01" WHEN OP17,  -- Mante el valor fins que LDRA=1 
          "10" WHEN OP10,  -- Màscara  
     "10" WHEN OP11,  -- Mante el valor fins que LDRA=1 
     "01" WHEN OP23,  -- Registre 
     "01" WHEN OP24,  -- Mante el valor fins que LDRA=1 
     "00" WHEN OP27,  -- A 
     "00" WHEN OP28,  -- Mante el valor fins que LDRA=1 
     "00" WHEN OP31,  -- A 
     "00" WHEN OP32,  -- Mante el valor fins que LDRA=1 
     "10"  WHEN OP37,  -- Màscara  
     "10"  WHEN OP38,  -- Mante el valor fins que LDRA=1 
     "01" WHEN OP44,  -- Registre 
     "01"  WHEN OP45,  -- Mante el valor fins que LDRA=1 
     "00"  WHEN OP49,  -- A 
     "00"  WHEN OP50,  -- Mante el valor fins que LDRA=1 
     "10"  WHEN OP55,  -- Màscara  
     "10"  WHEN OP56,  -- Mante el valor fins que LDRA=1 
     "00"    WHEN OP60,  -- A 
     "00"  WHEN OP61,  -- Mante el valor fins que LDRA=1 
     "10"  WHEN OP67,  -- Màscara 
     "10"  WHEN OP68,  -- Mante el valor fins que LDRA=1 
     "00" WHEN OP71,  -- A 
     "00"  WHEN OP72,  -- Mante el valor fins que LDRA=1 
     "10"  WHEN OP80,  -- Màscara  
     "10"  WHEN OP81,  -- Mante el valor fins que LDRA=1   
     "11"  WHEN OP85,  -- Màscara desplaçada(C)  
     "11"  WHEN OP85,  -- Mante el valor fins que LDRA=1    
     "11"  WHEN OP93,  -- A desplaçada(C) 
     "11"  WHEN OP94,  -- Mante el valor fins que LDRA=1   
     "01"  WHEN OP105, -- Registre 
     "01"  WHEN OP106; -- Mante el valor fins que LDRA=1 
    
WITH estat_op SELECT 
 
 Sel_2 <= "10" WHEN OP3,  -- Màscara 
     "10"  WHEN OP4,  -- Mante el valor fins que LDRB=1                 
     "00" WHEN OP10, -- B 
     "00"  WHEN OP11, -- Mante el valor fins que LDRB=1  
     "10" WHEN OP16, -- Màscara 
     "10"  WHEN OP17, -- Mante el valor fins que LDRB=1  
     "10" WHEN OP23, -- Màscara 
     "10"  WHEN OP24, -- Mante el valor fins que LDRB=1  
     "00" WHEN OP27, -- B 
     "00" WHEN OP28, -- Mante el valor fins que LDRB=1 
     "00" WHEN OP31, -- B 
     "00" WHEN OP32, -- Mante el valor fins que LDRB=1 
     "00" WHEN OP37, -- B 
     "00"  WHEN OP38, -- Mante el valor fins que LDRB=1             
     "10" WHEN OP44, -- Màscara 
     "10"  WHEN OP45, -- Mante el valor fins que LDRB=1  
     "01" WHEN OP49, -- Registre 
     "01"  WHEN OP50, -- Mante el valor fins que LDRB=1   
     "00" WHEN OP67, -- B 
     "00"  WHEN OP68, -- Mante el valor fins que LDRB=1                 
     "01" WHEN OP71, -- Registre 
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     "01"  WHEN OP72, -- Mante el valor fins que LDRB=1  
     "00" WHEN OP84, -- B 
     "00"  WHEN OP85, -- Mante el valor fins que LDRB=1   
     "11" WHEN OP88, -- A desplaçada(REG AD) 
     "11"  WHEN OP89, -- Mante el valor fins que LDRB=1  
     "01" WHEN OP93, -- Registre 
     "01"  WHEN OP94, -- Mante el valor fins que LDRB=1  
     "11" WHEN OP98, -- A desplaçada(REG AD) 
     "11"  WHEN OP99; -- Mante el valor fins que LDRB=1  
       
       
WITH estat_op SELECT 
 
 Sel_3 <= "10" WHEN OP1,  -- "11111111" 
          "10" WHEN OP2,  -- Mante el valor fins que LDRM=1  
     "10" WHEN OP8,  -- "11111111" 
     "10" WHEN OP9,  -- Mante el valor fins que LDRM=1  
     "11" WHEN OP14, -- C 
     "11" WHEN OP15, -- Mante el valor fins que LDRM=1  
     "10" WHEN OP21, -- "11111111" 
     "10" WHEN OP22, -- Mante el valor fins que LDRM=1  
     "10" WHEN OP35, -- "11111111" 
          "10" WHEN OP36, -- Mante el valor fins que LDRM=1  
     "01" WHEN OP42, -- "00000001" 
     "01" WHEN OP43, -- Mante el valor fins que LDRM=1  
     "00" WHEN OP53, -- "00000000"     
          "00" WHEN OP54, -- Mante el valor fins que LDRM=1  
     "01" WHEN OP65, -- "00000001" 
     "01" WHEN OP66, -- Mante el valor fins que LDRM=1  
     "01" WHEN OP78, -- "00000001" 
     "01" WHEN OP79, -- Mante el valor fins que LDRM=1  
     "11" WHEN OP84, -- Màscara desplaçada(C) 
     "11" WHEN OP85; -- Mante el valor fins que LDRM=1 
     
     
WITH estat_op SELECT 
 
Sel_ALU <= "011" WHEN OP5,   -- XOR 
            "011" WHEN OP6,   -- Mante el valor fins que LDRC=1  
       "011" WHEN OP12,  -- XOR 
       "011" WHEN OP13,  -- Mante el valor fins que LDRC=1  
       "001" WHEN OP18,  -- AND 
       "001" WHEN OP19,  -- Mante el valor fins que LDRC=1  
       "011" WHEN OP25,  -- XOR 
       "011" WHEN OP26,  -- Mante el valor fins que LDRC=1  
       "001" WHEN OP29,  -- AND  
       "001" WHEN OP30,  -- Mante el valor fins que LDRC=1 
       "000" WHEN OP33,  -- SUMA 
       "000" WHEN OP34,  -- Mante el valor fins que LDRC=1 
       "011" WHEN OP39,  -- XOR 
            "011" WHEN OP40,  -- Mante el valor fins que LDRC=1  
       "000" WHEN OP46,  -- SUMA 
       "000" WHEN OP47,  -- Mante el valor fins que LDRC=1  
       "000" WHEN OP51,  -- SUMA 
       "000" WHEN OP52,  -- Mante el valor fins que LDRC=1  
       "010" WHEN OP57,  -- Baixar A 
            "010" WHEN OP58,  -- Mante el valor fins que LDRC=1  
       "010" WHEN OP62,  -- Baixar A 
       "010" WHEN OP63,  -- Mante el valor fins que LDRC=1  
       "001" WHEN OP69,  -- AND 
       "001" WHEN OP70,  -- Mante el valor fins que LDRC=1  
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       "000" WHEN OP73,  -- SUMA 
       "000" WHEN OP74,  -- Mante el valor fins que LDRC=1  
       "110" WHEN OP82,  -- Baixa i desplaça la màscara(A) 
       "110" WHEN OP83,  -- Mante el valor fins que LDRC=1  
       "001" WHEN OP86,  -- AND 
       "001"  WHEN OP87,  -- Mante el valor fins que LDRC=1   
            "111" WHEN OP90,  -- Baixa i desplaça A desplaçada(B) 
       "111" WHEN OP91,  -- Mante el valor fins que LDRC=1   
       "000" WHEN OP95,  -- SUMA 
       "000" WHEN OP96,  -- Mante el valor fins que LDRC=1 
       "111" WHEN OP100, -- Baixa i desplaça A desplaçada(B) 
       "111" WHEN OP101, -- Mante el valor fins que LDRC=1  
       "010" WHEN OP107, -- Baixar A 
       "010" WHEN OP108; -- Mante el valor fins que LDRC=1  
    
WITH estat_op SELECT 
  
 LDRA <= '1' WHEN OP4, 
    '1' WHEN OP11, 
         '1' WHEN OP17, 
    '1' WHEN OP24, 
    '1' WHEN OP28, 
         '1' WHEN OP32, 
    '1' WHEN OP38, 
   '1' WHEN OP45, 
   '1' WHEN OP50, 
   '1' WHEN OP56, 
   '1' WHEN OP61, 
   '1' WHEN OP68, 
        '1' WHEN OP72, 
   '1' WHEN OP81, 
   '1' WHEN OP85, 
        '1' WHEN OP94, 
   '1' WHEN OP106, 
   '0' WHEN OTHERS;  
  
WITH estat_op SELECT 
  
 LDRB <= '1' WHEN OP4, 
    '1' WHEN OP11, 
    '1' WHEN OP17, 
    '1' WHEN OP24, 
    '1' WHEN OP28, 
    '1' WHEN OP32, 
    '1' WHEN OP38, 
    '1' WHEN OP45, 
    '1' WHEN OP50, 
         '1' WHEN OP68, 
    '1' WHEN OP72, 
    '1' WHEN OP85, 
    '1' WHEN OP89, 
    '1' WHEN OP94, 
    '1' WHEN OP99, 
    '0' WHEN OTHERS;  
  
WITH estat_op SELECT 
  
 LDRC <= '1' WHEN OP6, 
    '1' WHEN OP13, 
    '1' WHEN OP19, 
    '1' WHEN OP26, 
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    '1' WHEN OP30, 
         '1' WHEN OP34, 
    '1' WHEN OP40, 
    '1' WHEN OP47, 
    '1' WHEN OP52, 
    '1' WHEN OP58, 
    '1' WHEN OP63, 
    '1' WHEN OP74, 
    '1' WHEN OP76, 
    '1' WHEN OP83, 
    '1' WHEN OP91, 
    '1' WHEN OP96, 
         '1' WHEN OP101, 
    '1' WHEN OP108, 
    '0' WHEN OTHERS;  
  
WITH estat_op SELECT 
  
 LDR <= '1'  WHEN OP7, 
   '1'  WHEN OP20, 
   '1'  WHEN OP41, 
   '1'  WHEN OP48, 
   '1'  WHEN OP59, 
   '1'  WHEN OP75, 
   '1'  WHEN OP97, 
             '0'  WHEN OTHERS;  
        
WITH estat_op SELECT 
  
 LDRM <= '1' WHEN OP2, 
    '1' WHEN OP9, 
    '1' WHEN OP15, 
    '1' WHEN OP22, 
    '1' WHEN OP36, 
    '1' WHEN OP43, 
    '1' WHEN OP54, 
    '1' WHEN OP66, 
    '1' WHEN OP79, 
         '1' WHEN OP85, 
    '0' WHEN OTHERS;  
 
WITH estat_op SELECT 
  
 LDAD <= '1' WHEN OP64, 
    '1' WHEN OP92,-- A desplaçada en REG AD 
    '1' WHEN OP102,-- A desplaçada en REG AD 
    '0' WHEN OTHERS;  
 
END alt_nivell; 
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Nota: Per major resolució consultar document adjunt “Desenvolupament de targetes d’aplicació de sistemes digitals-
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5.2.  Disseny en esquemàtic 
5.2.1.  Esquemàtic Capa 1 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
TITLE CAPA 1 PROCESSADOR
COMPANY EPSC
DESIGNER Noemí Jaquet Solé
NUMBER 1.00 REV A
DATE Sat Jan 14 17:33:00 2006 SHEET 1 OF 3
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5.2.2.   Esquemàtic Capa 2 
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5.2.3.   Esquemàtic Capa 3 
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ANNEX 6 DATASHEET DE LA TARGETA UP1 
D’ALTERA 
 
 
Notar que el datasheet que s’adjunta a continuació correspon a la placa UP2 
d’Altera, però aquesta amb la UP1 són equivalents. 
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