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Resumen. Antecedentes. La creciente importancia del Open Source Software 
(OSS) ha llevado a los investigadores a estudiar como los procesos OSS difie-
ren de los procesos de la ingenieria del software tradicional. Objetivo. Determi-
nar las diferencias y similitudes entre las actividades del proceso de manteni-
miento seguido por la comunidad OSS y el establecido por el estandar IEEE 
1074:2006. Metodo. Para conocer las actividades que conforman el proceso de 
desarrollo OSS realizamos un Systematic Mapping Study. Posteriormente, reali-
zamos un emparejamiento entre las actividades del estandar IEEE 1074:2006 
con las actividades del proceso OSS. Resultados. Encontramos un total de 22 
estudios primarios. De estos estudios, el 73% contaban con actividades relacio-
nadas con el proceso de mantenimiento. Conclusiones. El proceso de manteni-
miento tradicional del software no encaja con lo que ocurre en la comunidad 
OSS. En su lugar, puede ser mejor caracterizar la dinamica general de la evolu-
cion OSS como reinvencion. Esta reinvencion emerge continuamente de la 
adaptacion, aprendizaje, y mejora de las funcionalidades y calidad del OSS. Los 
proyectos OSS evolucionan a traves de mejoras menores donde participan tanto 
usuarios como desarrolladores. 
Palabras clave. Systematic Mapping Study, Proceso de Mantenimiento, Open 
Source Software. 
1 Introduccion 
La creciente importancia del Open Source Software (OSS) en los ultimos anos ha 
llevado a los investigadores a estudiar como los procesos OSS difieren de los proce-
sos de ingenieria del software tradicional. La comprension del contexto, estructura y 
actividades de los procesos de desarrollo OSS que se encuentran en la practica ha sido 
y sigue siendo un problema dificil de resolver [15]. 
Algunos estudios han demostrado que los procesos OSS son diferentes en muchos 
aspectos de los procesos software tradicionales [15][16][11]. Por otro lado, algunos 
autores como Fuggetta [4] y Godfrey y Lu [5] no son de tal opinion y afirman que el 
modelo de desarrollo OSS no es exactamente una nueva descripcion del proceso, sino 
solo una vision alternativa de las actividades de ingenieria del software aplicadas a los 
modelos de desarrollo comercial tradicional. En cualquier caso, podemos facilmente 
encontrar numerosos ejemplos de sistemas OSS exitosos, como los estudiados por 
Mockus et al. [8][9]. Por tanto, los procesos seguidos por la comunidad OSS objeti-
vamente funcionan ya que obtienen resultados de calidad reconocidos a nivel mun-
dial, lo cual a su vez implica que una mejor comprension de los mismos puede infor-
mar y favorecer los procesos de desarrollo de software mas habituales. 
Existen pocos trabajos que analicen el proceso de desarrollo OSS. El trabajo de [3] 
realiza una revision de la literatura relacionada con el proceso de desarrollo OSS, en 
particular sobre las practicas seguidas por los equipos de desarrollo OSS durante el 
analisis de requisitos, la implementacion, las pruebas, la liberacion de versiones y el 
mantenimiento. El proceso de requisitos seguido en proyectos de desarrollo OSS en 
diferentes dominios (como la astrofisica, juegos de ordenador en red y sistemas de 
disefio de software) ha sido estudiado por Scacchi y colegas [12][13][14]. En estos 
estudios se ha encontrado, por ejemplo, que por lo general no hay documentos de 
requisitos de software explicitos. Los procesos de requisitos, disefio e implementacion 
seguidos por la comunidad OSS tambien han sido estudiados por Castro y Acuna [2]. 
Estos autores observan, por ejemplo, que hay ciertos factores comunes en todos los 
proyectos OSS: (1) la modularidad con la que se disenan e implementan los sistemas 
software; (2) la implementacion como prioridad en la comunidad OSS; y, (3) los 
desarrolladores eligen lo que desean disenar segiin sus preferencias. 
Realmente, <^ puede afirmarse que los procesos OSS difieren del modelo tradicio-
nal? Este trabajo apunta en la direccion de responder a esta inquietud, centrandonos 
en el proceso de mantenimiento, ya que los esfuerzos de la comunidad OSS apuntan 
principalmente en esa direccion [1]. Ademas, este trabajo es el segundo de una serie 
de trabajos donde estudiamos el proceso de desarrollo OSS. Esta serie de trabajos esta 
basada en un unico SMS. En el primero de estos [1], abordamos el estudio de los 
procesos de requisitos, disefio e implementacion seguidos por la comunidad OSS. 
Nuestro objetivo es determinar las diferencias y similitudes existentes entre el proceso 
de mantenimiento seguido por la comunidad OSS y el establecido por el estandar 
IEEE 1074:2006 [6]. Este estandar es nuestro modelo de proceso de referenda, pues 
su influencia se extiende a muchos procesos de desarrollo y es lo que consideramos 
en este trabajo de investigacion como desarrollo tradicional. 
Para lograr este objetivo, primeramente necesitamos conocer las actividades que 
conforman el proceso de mantenimiento seguido por la comunidad OSS, para lo cual 
hemos realizado un Systematic Mapping Study (SMS), siguiendo el procedimiento 
propuesto por Kitchenham y colegas [7]. Un SMS es una metodologia que consiste en 
investigar la literatura sobre un area de interes particular, con el objetivo de determi-
nar la naturaleza, el alcance y la cantidad de estudios primarios publicados [10]. He-
mos elegido esta metodologia, porque nos permite identificar y categorizar la literatu-
ra mostrando una vision sintetizada del area de investigacion que esta siendo conside-
rada, con el fin de dirigir la investigacion futura. Posteriormente, hemos comparado 
estas actividades con las establecidas por el estandar IEEE 1074 [6]. Finalmente, he-
mos reconciliado las diferencias existentes y obtenido las caracteristicas principales 
que caracterizan al proceso de mantenimiento OSS. 
Este trabajo se organiza de la siguiente manera. En la seccion 2 se describe el me-
todo de investigacion. La seccion 3 describe el emparejamiento realizado entre las 
actividades del proceso de mantenimiento del Estandar IEEE 1074 con las actividades 
analogas del proceso seguido por la comunidad OSS. En la seccion 4 se realiza una 
comparativa entre estas actividades. La seccion 5 presenta la discusion del proceso de 
mantenimiento seguido por la comunidad OSS. En la seccion 6 se describen las ame-
nazas a la validez de esta investigacion, y finalmente en la seccion 7 se presentan las 
conclusiones. 
2 Metodo de Investigacion 
El metodo de investigacion aplicado fue el SMS [10]. Este SMS tenia por objetivo 
responder a la siguiente pregunta de investigacion: 
RQ: <!,Que actividades conforman los modelos de proceso OSS? 
El proceso de SMS se inicio con la identificacion de las palabras clave y las cade-
nas de biisqueda las cuales se derivaron a partir de la pregunta de investigacion plan-
teada. Se realizo una biisqueda preliminar, a partir de la cual se obtuvieron algunos 
articulos que fueron estudiados para determinar los terminos mas apropiados para el 
SMS. Estos terminos fueron validados y completados por dos expertos investigadores 
en el area de ingenieria del software. Las cadenas de biisqueda finalmente empleadas 
fueron: 
• Open Source AND Software Process Model 
• Open Source AND Software Development Process 
• Open Source AND Development Process 
• Free Source AND Software Process Model 
• Free Source AND Software Development Process 
• Free Source AND Development Process 
Las bases de datos (BBDD) electronicas usadas en el SMS fueron: IEEE Xplore, 
ACM Digital Library, SpringerLink, Science Direct y Scopus. Cada una de las seis 
cadenas de biisqueda definidas fue aplicada a cada una de las BBDD seleccionadas. 
La Tabla 1 presenta para cada una de estas BBDD electronicas los campos utilizados 
en la biisqueda. Los campos utilizados no fueron siempre los mismos, ya que depen-
dian de las opciones que brindaba cada una de las BBDD. Los campos "Abstract" y 
"Title " fueron utilizados en todas las BBDD. 
Durante la biisqueda se frjo como fecha limite de publicacion de los articulos el 31 
de marzo de 2010. Para la determinacion de los estudios primarios que son relevantes 
a nuestra pregunta de investigacion, se utilizaron los siguientes criterios de inclusion y 
exclusion que se muestran en la Tabla 2. 
Tabla 1. Campos de Búsqueda Empleados en cada BBDD 
BBDD 
IEEE Xplore 
ACM 
SpringerLink 
Science Direct 
Scopus 
Sitio Web 
http 
http 
http 
http 
//ieeexplore.ieee.org/ 
//portal, acm.org/ 
//www.spri ngerlink.com/ 
//www. sciencedirect.com/ 
http://www.scopus.com/ 
Campos de Búsqueda Seleccionados 
"Index Terms" 
"Abstract" 
"Al lTextORAbstrac t" 
"Abstract OR Title OR Keywords" 
"Article Title OR Abstract OR Key-
words" 
Tabla 2. Criterios de Inclusión y Exclusión 
Criterios de Inclusión 
(El título del artículo debe contener las palabras 'open source' o 'free source' OR 
Las palabras clave hacían alusión al proceso de desarrollo OSS OR El resumen 
mencionaba alguna cuestión sobre el proceso de desarrollo OSS) 
AND 
(El artículo describe el proceso de desarrollo OSS OR El artículo presenta las 
actividades del proceso de desarrollo OSS OR El artículo presenta las actividades 
del proceso de desarrollo de software free source OR El artículo describe el proce-
so de desarrollo seguido en un proyecto particular OSS OR El artículo presenta 
una propuesta de un proceso de desarrollo OSS) 
Criterios de Exclusión 
(El artículo no describe el proceso de desarrollo OSS OR El artículo no presenta 
las actividades del proceso de desarrollo OSS OR El artículo no presenta las acti-
vidades del proceso de desarrollo de software free source) 
La Tabla 3 muestra para cada BBDD el número de artículos obtenidos al aplicar las 
seis cadenas de búsqueda, así como el número de artículos candidatos seleccionados. 
Los artículos candidatos son todos aquellos estudios que cumplen con los criterios de 
inclusión pero aplicados únicamente sobre el título y las palabras clave. Esta estrate-
gia nos ha permitido filtrar rápidamente el resultado de las búsquedas, al reducir de 
12.267 a 619 el número de artículos que evaluar en detalle (solo un 5% del total). Este 
conjunto de candidatos no contiene duplicados. 
Tabla 3. Número Total de Artículos Obtenidos en cada BBDD 
Términos de Búsqueda 
IEEE Xplore 
ACM Digital Library 
SpringerLink 
Science Direct 
Scopus 
TOTAL 
Encontrados 
387 
6.118 
2.459 
199 
3.104 
12.267 
Candidatos 
89 
282 
147 
21 
80 
619 
Estudios Primarios 
7 
8 
3 
0 
1 
19 
A continuación, se obtuvieron 19 estudios primarios después de aplicar los criterios 
de inclusión y exclusión de forma rigurosa. Posteriormente, se revisaron las referen-
cias de estos estudios primarios y se encontraron 8 nuevos estudios que no se encon-
traban en ninguna de las cinco BBDD utilizadas. Así, el número total de estudios 
primarios ascendió a 27. De estos 27 estudios primarios, se eliminaron 5 debido a que 
los autores no definían las actividades del proceso OSS, lo que impedía que no se 
pudiera realizar el análisis de las mismas. Finalmente, el número de estudios prima-
rios utilizados fue de 22, los cuales se muestran en el Apéndice A. Se ha asignado un 
código a cada uno de dichos estudios primarios para facilitar su referencia en el pre-
sente trabajo. 
3 Emparejamiento entre las Actividades del Estándar IEEE 
1074 con las Actividades del Proceso OSS 
De las actividades que conforman los procesos OSS nos hemos centrado en el análisis 
de las actividades relacionadas con el proceso de mantenimiento. Por una parte, el 
total de estudios primarios, más de la mitad (55%) estudian proyectos OSS particula-
res. De este 55% de estudios, más del 80% (10 de 12) cuenta con actividades relacio-
nadas con el mantenimiento. Por otra parte, el 73% del total de estudios primarios 
encontrados (16 de 22), cuenta con actividades relacionadas con el mantenimiento. La 
revisión de dichos estudios nos permitió obtener el nombre (cuando estaba disponible) 
y la descripción de la actividad dada por cada autor. Según la descripción de cada 
actividad, realizamos un emparejamiento con la actividad análoga del estándar IEEE 
1074 [6], teniendo en cuenta para ello no el nombre, sino el objetivo de la actividad 
de proceso OSS. 
Al terminar el emparejamiento, obtuvimos una tabla donde cada una de las activi-
dades del proceso OSS relacionadas con el proceso de mantenimiento fueron empare-
jadas con una actividad del estándar IEEE 1074. A esta tabla la denominamos Tabla 
de Instanciación, y contiene para cada actividad el nombre y la descripción dado por 
el autor, así como un comentario. La Labia 4 ilustra solo un fragmento de esta tabla 
de instanciación, que por restricciones de espacio no podemos presentar de manera 
completa. 
El emparejamiento supuso un gran esfuerzo, pues algunos autores no dividían la 
descripción del proceso de desarrollo OSS en actividades, sino que la presentaban 
como una narrativa, la cual tuvo que ser separada en fragmentos para facilitar su aná-
lisis y posterior emparejamiento. En otros casos, cuando los autores si dividían el 
proceso en actividades, los nombres de éstas no eran los apropiados para las defini-
ciones que los mismos autores aportaban. Por esta razón, se decidió realizar el empa-
rejamiento basándose únicamente en la descripción pero no en el nombre dado por el 
autor. Adicionalmente, algunas definiciones enmarcadas bajo un solo nombre de acti-
vidad debían ser procesadas por partes ya que el autor estaba definiendo realmente 
varias actividades. De estas dificultades encontradas se han definido las siguientes 
tipologías: 
CN-CC: Correspondencia Correcta en Nombre, Correcta en Contenido. 
IN-CC: Correspondencia Inadecuada en Nombre, Correcta en Contenido. 
SN-CC: Sin Nombre, Correcta en Contenido. 
Tabla 4. Fragmento de la Tabla de Instanciación 
Nombre Aelív. 
Estándar I E E E 
1074 [6] 
Implcmcnt 
Problem 
Rcponing 
Mcthod 
RcappLy SPI.CP 
\ cimbre \ i / im i i ; : i : 
para el A uto r 
1. Communication 
and duc^ u mentatúm 
[MurtOT] 
1. Communication 
and documentaron 
[Mart07] 
Dcd niiiü'i n LI-L-L Aut i i r 
Anuthcr puwcrfu] t(](il in thu Miftwan: pruebas is Lhc bujj or ISMUC 
trackcr. An issuc i ratk t r lets dcvclopcrs and users rtiiort software 
LHHUUK und próvidas a placu U> Morí: feuturu ruquuMH \u Lhiiy'rc ]i(]L 
forgortcn. W t thosc thc Wcb-based phpBugTratktr systcm because 
tt's casy to instad, has a elcan uscr interface, and can easily handlc 
múltiple projeets. As dcvclopcrs and ustrs cc/catc issuts in the systcmh 
thc issucs are given a untque ILl and can be assigned a severity and 
prLciHty. Thi: ÍIÍÜLIL: trauker** udmini&tniLur L\LI: \':VC áavuíapam ¿XIT.\ 
privilegcs. so that thcy tan assign status and rtsoLutions lo issucs. Th t 
Hysunn aUo LLT(Í yon LIL';LLII files lo ÍKKUUJÍ, pruvidin^ a way Lo :••.•..• 
rcpioduc ¡ble test tases and even souree palthts. 
AiKuntr powcrfu] tool in thc software process is the bug or issue 
trackcr. An issuc trackcr lets dcvclopcrs and users report software 
LSSUCS and provides a place lo siorc featurc rcqucsls so they'rc not 
forgotten. Wc chosc the Wcb-based phpBugTrackcr system because 
i[hj¡ casy Lo ¡ 11 :-• 1 :J 1L. has ;J citan UXL:T I :: 1 LT (ate . and LJLTL casily handlc 
múltiple projeets. As devvlopun a cid UÍLTS ercate LÍSUCÍ in the üyslum, 
'.'.:•-• iüüuex un.L giveci a umejue ID and can be asixigned a •¡CYeriLy and 
pnority. Thc issue trackcr's administrator can givc dcvclopcrs extra 
pTivilegcs, so that thcy can assign status and resolutions lo issucs. Thc 
system also lets you attach files to issucs, providing a way to give 
repiud LicibLe tfSt CUH and even suurcu palthus. 
í -nmui lurní 
Tamhiún es-taen: 
- Pcrfonn Architcctural 
iJeüijjn 
- Report Evaluation 
Rcsults 
- ttcapply SPLCP 
También está en; 
* Pcrfonn Architcctural 
Ltesign 
* Report Evaluation 
RmJa 
- Icnplsmunt Prubtam 
k cp< i rLi 111'. VfelhcvJ 
Partiendo de la Tabla de Instanciación anterior, se procedió a realizar un análisis 
para determinar si el nombre y la descripción dada por cada uno de los autores a las 
actividades fue el adecuado. Como resultado de este proceso obtenemos una nueva 
tabla que denominamos Tabla de Análisis, de la cual se muestra un fragmento en la 
Tabla 5. Hemos usado las mismas actividades que en la Tabla 4 para ilustrar cómo 
evoluciona la información en cada una de las tablas y el proceso seguido. Como se 
puede apreciar, algunos de los nombres de las actividades dados por los autores han 
sido resaltados en gris, pues el nombre no es el adecuado según la finalidad de la acti-
vidad y el emparejamiento realizado. También fragmentos de la definición de ciertas 
actividades han sido resaltados en gris porque no aportan nada a la definición de la 
actividad o porque sencillamente definen otra actividad; es decir, el autor ha mezclado 
actividades con un mismo nombre. Hemos empleado texto resaltado en gris porque en 
blanco y negro no es posible utilizar códigos de colores. 
A continuación, la Tabla 6 presenta el emparejamiento de todas las actividades 
identificadas del proceso de mantenimiento OSS con las actividades del proceso de 
mantenimiento del estándar IEEE 1074. Cada una de estas actividades tiene asignada 
su tipología correspondiente según lo explicado anteriormente, y el código asignado 
al estudio primario donde se encuentra esta actividad. Por restricciones de espacio no 
presentamos en la Tabla 6 las definiciones dadas por cada autor a cada actividad. 
Tabla 5. Fragmento de la Tabla de Análisis 
Nombre Actív. 
Estándar I E E E 
1074 [6| 
lili 
RcappLy SPI.CP 
Nombre Actividad 
para el Autor 
1 . C o m m u n i c a l i o n 
a n d LI LMJ IJ I n •_: I I LLI L i: M I 
[Mart07] 
1. Commuriication 
and .¡iv.iii:aiL.ili;;ii 
[Marttf í ] 
Deflnicirín ik-l Au l í i r 
Anothcr pOWCffal lOOl in thü scpflwArc (HVt t f l ¡S th t bug ^ r ÍKKUC 
tracker. An ISSUÍ tracker Icts dcvclopcrs and users rcport software 
¡HHii-L-s and provides a pluec Eo niara fcaturc rcqucüts SU ihey'rc nol 
forgortcn. We choso the Wcb-based phptiLigirackcr system bccausc 
it's casy to instaLL, has a clean uscr irtlcrfacc. and can easily handle 
múltiple projccls. As devclopers and u¿crs árcate ISSUÍÜ in the syslcmn 
the issucs are gjvcn a unique ID and can be assigned a wverity and 
prmrily. The LSSUC uraclctr*s aclininijiLraUír can jjLve dcveloperx eiLra 
priviLegc5r so that Lhcy can assign status and rcsolmions to issues. The 
syslcm :\h\i LL:IÜ you aLlaeh lilus In issucs, provislini1 a way Lu give 
rcproduciblc test cases and even sourec patches. 
Another powerrul too] in the software process is the bug or issuc 
Lratíker. An issuc Lrueltcr leLs dcvehipers ;nnl users repoiL software 
issucs and provides a place lo store reatare requests so they're not 
furyífCLcn. W L ehose the Web-hased phpRayTriLukci aystem beeuusc 
itTs casy to instaLL, his a elcan ose: injeríate, and tan casi [y handle 
múltiple proJL-cls. As. devclopcrs and users crcaLe issucs in ihe syslcui, 
the issucs are givcn a unique ID and can be assigned a severity and 
priority. The Lssuc trackcr's admLnistrator can give dcvclopcrs extra 
privilegCS, M I LhaL lhcy can ussign stiilus and resnlalions [[] issucs. The 
ayslcm aLso LL'1K YUU aLlaeh files LU ÍSSUCÍ, pruviding a way lu £¡ve 
rcpmducible [tal cases ;ind even Muirte patches. 
TIpoJOEJLl 
IN-CC 
(Se corresponde con 
:i::.i de ana uetÍYidad) 
TN-CC 
{Se corresponde con 
más de una actividad) 
Tabla 6. Emparejamiento entre las Actividades del Estándar IEEE 1074 y las Actividades del 
Proceso de Mantenimiento OSS 
Activ. Estándar 
IEEE 1074 [61 
Identify Software 
Improvement 
Needs 
Implement Prob-
lem Reporting 
Method 
Nombre Actividad para el Autor 
Opening up requirements 
Consult newsgroups 
Quality 
Identification of work to be done 
Phase III: Establishing open source development 
project 
Treating your users as co-developers is your 
least-hassle route to rapid code improvement 
and effective debugging 
Discovering that a problem exists 
Parallel debugging 
Users regarding feature requests, bugs 
Change requests 
Reporting problems or requesting enhancements 
Consult newsgroups 
Identifying work to be done 
Tiered participation 
Volunteer 
Tipología 
IN-CC 
IN-CC 
IN-CC 
CN-CC 
IN-CC 
IN-CC 
SN-CC 
IN-CC 
CN-CC 
CN-CC 
CN-CC 
IN-CC 
IN-CC 
IN-CC 
IN-CC 
Código 
ÍSeny041 
ÍMock021 
ÍErdo091 
ÍDinh051 
[GurbOÓ] 
[Raym99] 
ÍMockOOl 
TlorgOll 
ÍWynn041 
ÍMock021 
ÍMock021 
ÍMock021 
ÍMock021 
ÍSimm031 
ÍIohnOll 
Tabla 6 (Continuación). Emparejamiento entre las Actividades del Estándar IEEE 1074 y las 
Actividades del Proceso de Mantenimiento OSS 
Activ. Estándar 
IEEE 1074 [61 
Implement Prob-
lem Reporting 
Method 
(Continuación) 
Reapply SPLCP 
Nombre Actividad para el Autor 
Maintenance as evolutionary redevelopment, 
reinvention and revitalization 
Quality 
Communication and documentation 
Identification of work to be done 
User-initiated change request 
Production of packages 
Bug report 
Fixing bugs or implementing the proposals 
Fixing bugs 
Implement new features 
Discovering that a problem exists 
Reporting problems or requesting enhancements 
Communication and documentation 
Tipología 
CN-CC 
IN-CC 
IN-CC 
IN-CC 
CN-CC 
IN-CC 
SN-CC 
CN-CC 
CN-CC 
IN-CC 
SN-CC 
CN-CC 
IN-CC 
Código 
[Scac04] 
ÍErdo091 
ÍMart071 
ÍDinh051 
ÍGurbOól 
ÍMong041 
ÍYamaOOl 
ÍYamaOOl 
ÍEgan041 
ÍEgan041 
ÍMockOOl 
ÍMock021 
ÍMart071 
La Tabla 7 presenta un resumen de la tipología de las actividades OSS relacionadas 
con cada una de las actividades del proceso de mantenimiento del estándar IEEE 
1074. Este resumen incluye por cada actividad del proceso de mantenimiento tradi-
cional y por cada tipología, el número total de actividades OSS y el número total de 
estudios primarios diferentes con respecto a esta tipología. 
Tabla 7. Resumen de la Frecuencia de las Actividades OSS por Tipología 
Nombre de la Actividad 
en IEEE 
Identify Software Im-
provement Needs 
Implement Problem Report-
ing Method 
Reapply SPLCP 
Tipología 
CN-CC 
IN-CC 
CN-CC 
IN-CC 
SN-CC 
CN-CC 
IN-CC 
SN-CC 
Nro. Total de 
Actividades OSS 
1 
4 
7 
11 
2 
1 
1 
1 
Nro. Total de Estudios 
Primarios Diferentes 
1 
4 
6 
10 
2 
1 
1 
1 
Para la actividad Identify Software Improvement Needs, el 80% (4 de 5) del total de 
estudios primarios emparejados en esta actividad nombra erróneamente las activida-
des. En cuanto a la actividad Implement Problem Reporting Method: el 56% (10 de 
18) del total de estudios primarios emparejados en esta actividad nombra erróneamen-
te las actividades, mientras que el 33% (6 de 18) cuenta con nombres adecuados se-
gún la descripción dada por el autor. Finalmente, para la actividad Reapply SPLCP 
existe un estudio primario para cada una de las tipologías: CN-CC, IN-CC y SN-CC. 
Finalmente, hemos comparado la definición dada por el estándar IEEE 1074 con la 
definición dada por cada autor según el emparejamiento realizado. De esta comparati-
va hemos obtenido las diferencias y similitudes entre los procesos de mantenimiento 
OSS y tradicional, las cuales se describen en el apartado siguiente. 
4 Actividades Proceso de Mantenimiento del Estándar IEEE 
1074 vs. Actividades Proceso de Mantenimiento OSS 
La Tabla 8 ilustra un fragmento de las diferencias y similitudes encontradas entre las 
actividades del mantenimiento, que por razones de espacio no podemos presentar de 
manera completa. 
Tabla 8. Fragmento de la Comparativa del Estándar IEEE 1074 y las Actividades del Proceso 
de Mantenimiento OSS 
Nombre Actlv. 
Estándar IEEE 
1074 [61 
Implemcnl 
Prohlcm 
Keporting Mcüiod 
Reapply SPLCP 
Nombre Actividad p i n el 
Autor 
1. Communiíaticn and 
dncumcnLullon 
[ManQ7] 
J. Communitaüon and 
documental i en 
fMalt071 
Actividad Proceso Tradicional y Definición Dada por el Autor 
Diferencias 
En la comunidad OSS los reportes de problemas o 
solicitudes de mejoras, pueden ser realizados por 
cualquier persona, incluidos los usuarios. Estos. 
diagnostican problemas y a la vez sugieren correcciones, 
en forma de ideas o de código fuente. En el desarrollo 
tradicional los usuarios solo reportan los errores, no los 
coniftcn, 
E!n IB comunidad OSS los den arrollad ores a ]as us.uarton 
pueden modifiear ul estado de un pnihlcmu (si esta 
resucito o noj. En el desarrollo Tradicional esto no es asi. 
Similitudes 
El objetivo es el misino: reportar 
los problemas; encontrados. 
Se realiza un sc-gu i miento de los 
prohlomas renorlado.H. E-xisLe un 
responsable de esta actividad de 
sfifcui miento. 
En la comunidad OSS cualquier persona, en cualquier momento, puede sugerir o 
aportar mejoras al sistema software [Gurb06][Mock02][Seny04]. Estas mejoras son 
comunicadas generalmente a través de listas de correos. Los usuarios finales OSS que 
actúan como desabolladores o como los encargados de realizar el mantenimiento, 
producen continuamente estas mejoras. Las modificaciones o actualizaciones de los 
sistemas OSS, se convierten luego de revisiones en versiones que son recombinadas 
con otras para liberar una versión estable. Estas mejoras articulan y adaptan un siste-
ma OSS a las necesidades de los usuarios-desarrolladores, mientras lo reinventan 
[Scac04]. En algunos proyectos OSS, son los miembros del equipo núcleo los que 
deciden si adicionan o no una nueva funcionalidad [Dinh05]. En el desarrollo tradi-
cional, la identificación de estas mejoras se realiza con base en diferentes documen-
tos, resultado de otras actividades relacionadas con la planificación del proyecto. 
Además, son identificadas las herramientas, técnicas y métodos para la aplicación de 
estas recomendaciones. En algunos proyectos OSS, gracias a sistemas de puntuación, 
los usuarios saben lo que obtendrán de cada mejora del software. La comunidad OSS 
evalúa cada funcionalidad continuamente, y las puntuaciones cambian con el tiempo. 
De esta manera la calidad es visible [Erdo09]. El estándar IEEE 1074 establece que 
las recomendaciones de mejora incluyan su impacto en la calidad del software. 
En la comunidad OSS, los reportes de problemas o solicitudes de mejoras pueden 
ser realizados por cualquier persona, incluidos los usuarios, quienes diagnostican 
problemas y a la vez sugieren correcciones, en forma de ideas o de código fuente 
[Egan04][John01][Mock02][Raym99][Simm03][Yama00]. Estos reportes de proble-
mas o solicitudes de mejoras se realizan a través de diferentes medios, como listas de 
correo y grupos de noticias [MockOO]. No hay un repositorio central. Las solicitudes 
que se encuentran en las listas de correo tienen la mayor prioridad [Mock02]. En el 
desarrollo tradicional, los usuarios solo reportan errores, no los corrigen. Estos repor-
tes tienen una estructura definida. No todas las personas involucradas en el desarrollo 
tienen acceso al reporte de mejoras. Los desarrolladores o los usuarios en la comuni-
dad OSS pueden categorizar los problemas y las solicitudes de mejoras, así como 
también modificar el estado de un problema o un error [Mart07]. En el desarrollo 
tradicional los usuarios no realizan esta labor. 
5 Discusión del Proceso de Mantenimiento OSS 
El mantenimiento de software es un proceso generalizado y recurrente en las comuni-
dades de desarrollo OSS como lo es en el desarrollo tradicional. Lal vez esto no es de 
extrañar teniendo en cuenta que el mantenimiento generalmente es visto como la 
principal actividad asociada a un sistema software en su ciclo de vida. Sin embargo, el 
proceso de mantenimiento tradicional del software no encaja con lo que ocurre en la 
comunidad OSS. Las diferencias encontradas entre el proceso de mantenimiento de 
software en el desarrollo tradicional y el desarrollo OSS son debidas a la propia natu-
raleza de cada uno de los procesos. En su lugar, puede ser mejor caracterizar la diná-
mica general de la evolución OSS como reinvención. La reinvención se produce al 
intercambiar, examinar, modificar y redistribuir los conceptos y técnicas que han 
aparecido en el desarrollo tradicional, en publicaciones científicas y libros de texto, 
conferencias y experiencias de los usuarios-desarrolladores al participar en múltiples 
proyectos OSS. De este modo, la reinvención es una fuente que emerge continuamen-
te de la adaptación, aprendizaje, y mejora de las funcionalidades y calidad del OSS 
[Scac04]. No hay distinción entre mantenimiento correctivo y evolutivo. 
Los sistemas OSS evolucionan a través de mejoras menores o transformaciones 
que son expresadas, recombinadas, y redistribuidas a través de múltiples liberaciones 
con ciclos de vida cortos. Los usuarios finales OSS que actúan como desarrolladores 
(o como los encargados de realizar el mantenimiento) producen continuamente estas 
transformaciones. Cualquier persona dentro de la comunidad OSS puede reportar 
errores, o solicitar mejoras al sistema software. Algunos proyectos OSS como Apache 
cuentan con sus propias herramientas para el reporte de errores o problemas 
[Mock02]. Las modificaciones o actualizaciones se expresan como versiones alpha, 
beta que son redistribuidas y revisadas. Estas versiones pueden ser recombinadas con 
otras transformaciones para liberar una nueva versión estable. Las transformaciones 
articulan y adaptan un sistema OSS a lo que sus usuarios-desarrolladores desean que 
haga, mientras reinventan el sistema [Scac04]. En algunos proyectos OSS, uno o dos 
desarrolladores realizan el seguimiento periódico de las nuevas peticiones, la elimina-
ción de los reportes de problemas equivocados o mal dirigidos, dan respuesta a las 
solicitudes sencillas y envían los problemas que consideran críticos a la lista de correo 
de los desarrolladores[MockOO], [Mock02]. Cuando un problema de cualquier fuente 
ha sido solucionado, es buscado en los reportes de problemas para que sea incluido en 
el reporte de incidencias resueltas. El proyecto Apache contaba con una herramienta 
(BUGDB) para tal fin. 
6 Amenazas a la Validez 
La validez del SMS presentado en este trabajo se ve amenazada por incluir solamente 
artículos en inglés, pues todos los términos de búsqueda fueron definidos en este 
idioma. En este caso no existe riesgo de descarte de estudios primarios, al haber sido 
contrastados los resultados del proceso de selección con un experto en el área. 
No podemos garantizar que todos los estudios primarios relevantes fueron selec-
cionados durante el proceso de búsqueda. Reducimos esta amenaza siguiendo las 
referencias en los estudios primarios. Dentro de la comunidad OSS hay una tendencia 
que aboga por licencias para los manuales y documentación que también sean "open", 
como por ejemplo creative commons y similares. Las fuentes consultadas no están 
soportadas mayoritariamente con este tipo de licencias, por lo que es probable que 
haya estudios fuera de dichas fuentes. 
7 Conclusiones y Trabajos Futuros 
Este trabajo de investigación reporta un estudio del proceso de mantenimiento segui-
do por la comunidad OSS, comparándolo con el prescripto por la ingeniería de soft-
ware tradicional. Para conocer el proceso de mantenimiento OSS se ha realizado un 
SMS, cuyo objetivo era responder a la pregunta de investigación: ¿Qué actividades 
conforman los modelos de proceso OSS? Se encontraron un total de 22 estudios pri-
marios, de los cuales el 73% contaba en sus procesos de desarrollo con actividades 
relacionadas con el mantenimiento. Estos estudios primarios sirven como punto de 
partida para realizar un análisis posterior de los procesos OSS y proponer un modelo 
del proceso seguido por esta comunidad. 
La comunidad OSS no sigue los modelos y estándares prescriptivos de la ingenie-
ría del software tradicional. El objetivo principal de esta comunidad es el soporte y 
mantenimiento de las funcionalidades existentes. No hay una distinción entre mante-
nimiento correctivo o evolutivo. El mantenimiento en la comunidad OSS puede ser 
definido como reinvención. Artefactos Web como listas de correos y e-mails son fun-
damentales en esta reinvención. Los proyectos OSS representan un paradigma alterna-
tivo al defendido durante mucho tiempo por la ingeniería del software tradicional. 
Los proyectos OSS evolucionan a través de mejoras menores donde participan tan-
to usuarios como desarrolladores. En algunos proyectos OSS hay una prioridad esta-
blecida para la construcción de las nuevas funcionalidades, o para decidir cuales erro-
res deben resolverse primero de acuerdo a una severidad. La corrección de errores es 
una tarea de introducción apropiada en un proyecto OSS, si se es una persona a quien 
le gustan los desafíos. La comunidad OSS también cuenta con actividades análogas a 
las prescriptas por el estándar IEEE 1074 [6], pero desarrolladas de manera diferente, 
como por ejemplo que los usuarios pueden contribuir con ideas o con código fuente 
para corregir los problemas reportados, o que cualquiera dentro de la comunidad pue-
da asignar prioridades a las mejoras del sistema software. 
Dentro de nuestros trabajos futuros, está el realizar una investigación empírica, 
más de campo, en la que se estudien directamente los registros generados por la co-
munidad OSS, como listas de correos, wikis, etc. Además de estudiar los trabajos 
publicados en libresoft.es, http://2012.msrconf.org. Luego, definiremos un modelo de 
proceso de desarrollo OSS. Una vez definido este modelo, identificaremos un conjun-
to de técnicas de usabilidad apropiadas para su incorporación en las principales acti-
vidades de este modelo. Esta incorporación deberá tener en cuenta las características e 
idiosincrasias propias del desarrollo OSS, así como también la actividad del proceso 
donde será ubicada. Se pretende, por ejemplo, determinar cuál o cuáles técnicas de 
usabilidad pueden incorporarse en el grupo de actividades de mantenimiento. 
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