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 Στα πλαίσια της παρούσας εργασίας πραγµατοποιήθηκε η Βελτιστοποίηση του MPEG-2 
αποκωδικοποιητή σε αρχιτεκτονική ARM Cortex A8. Ο στόχος που τέθηκε ήταν η 
αναπαραγωγή MPEG-2 βίντεο ανάλυσης SD (Standard Definition) σε πραγµατικό χρόνο. Για 
την εργασία πάνω σε αυτό το πρόβληµα αποκτήθηκαν γνώσεις πάνω στις έννοιες της 
κωδικοποίησης και της αποκωδικοποίησης  βίντεο και πιο συγκεκριµένα στο standard συµπίεσης 
MPEG-2. Επίσης ήταν απαραίτητη η µελέτη της αρχιτεκτονικής ARM Cortex A8 και η 
εξοικείωση πάνω στον προγραµµατισµό στην συγκεκριµένη αρχιτεκτονική. Απαραίτητο 
στοιχείο επίσης για την ανάπτυξη Βελτιστοποιηµένου κώδικα αποτελεί και η µελέτη µεθόδων 
Βελτιστοποίησης Λογισµικού.  Όλα τα παραπάνω στοιχεία µαζί µε της βελτιστοποιήσεις που 
πραγµατοποιήθηκαν πάνω στον αποκωδικοποιητή, παρουσιάζονται στην παρούσα εργασία. 
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 Στο κεφάλαιο αυτό καταγράφεται το θεωρητικό υπόβαθρο που αποκτήθηκε για την 
υλοποίηση της παρούσας εργασίας. Αρχικά γίνεται µια σύντοµη παρουσίαση του Standard 
αποκωδικοποίησης MPEG-2. Αναφέρονται οι εφαρµογές του και ιστορικά στοιχεία για την 
ανάπτυξη του. Στη συνέχεια αναλύονται οι διαδικασίες της κωδικοποίησης και της 
αποκωδικοποίησης ενώ περιγράφονται τα στάδια και των δύο διαδικασιών.  Στην επόµενη 
ενότητα παρουσιάζεται η αρχιτεκτονική ARM  και ειδικότερα ο επεξεργαστής Cortex A8. 
Καταγράφονται τα κύρια γνωρίσµατα της αρχιτεκτονικής ARM και του Cortex Α8. Επίσης 
αναφέρονται οι εφαρµογές του συγκεκριµένου επεξεργαστή και ορισµένες ενδεικτικές συσκευές 










2.1 MPEG-2 Video Standard 
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 Τα αρχικά MPEG προέρχονται από τις λέξεις Moving Picture Experts Group (Οµάδα 
Ειδικών στην Κινούµενη Εικόνα) . Πρόκειται για  µία επιτροπή που δρα στα πλαίσια του 
∆ιεθνούς Οργανισµού τυποποίησης. Επίσηµα είναι γνωστή σαν ISO/IEC JTC1/SC29/WG11. 
Ιδρύθηκε το 1988  και είναι µέλος του JTC1 (Joint ISO/IEC Technical Committee on 
Information Technology - Ενωµένη Τεχνική επιτροπή ΙSO/IEC στην Τεχνολογία της 
Πληροφορικής) .  
 Το MPEG-2 αποτελεί ένα standard για “Generic coding of moving pictures and 
associated audio information” και αναπτύχθηκε από την ISO/IEC JTC1/SC29/WG11 στις αρχές 
της δεκαετίας του 1990. Εγκρίθηκε σαν πρότυπο (standard) και δηµοσιεύτηκε το 1995 µε όνοµα 
ISO/IEC 13818. Το MPEG2 δηµοσιεύτηκε σε τέσσερα τµήµατα ( parts ): 
 Part I Systems: Περιγράφει το συγχρονισµό και τη σύνθεση του βίντεο και του ήχου. 
 Part II Video: Περιγράφει την κωδικοποιηµένη αναπαράσταση του βίντεο και τη 
διαδικασία αποκωδικοποίησης. 
 Part III Audio: Περιγράφει την κωδικοποιηµένη αναπαράσταση του ήχου. 
 Part IV Conformance Testing: Περιγράφει διαδικασίες για την δοκιµή της συµβατότητας 
µε το standard.  
 Αναπτύχθηκε για εφαρµογή στην ψηφιακή τηλεόραση. Υποστηρίζει µέγεθος εικόνας που 
ακολουθεί το τηλεοπτικό πρότυπο CCIR-601 (broadcast quality - ποιότητα εκποµπής) δηλαδή 
704x480 pixels (NTSC) ή 704x576 pixels (PAL), HDTV (1920x1080) ποιότητα και εικόνα 
πλεκτής σάρωσης (interlaced). Ο ρυθµός µετάδοσης κυµαίνεται από 3 ως και πάνω από 15 
Mbits/sec. 
 Οι εφαρµογές του είναι στην καλωδιακή τηλεόραση (CableTV), στη δορυφορική 
(Direct Broadcasting Satellite TV), όπως επίσης και στην ψηφιακή τηλεόραση (DVB, DTV). 





2.1.1 Γενικά Χαρακτηριστικά του MPEG-2 Βίντεο 
 Το αρχείο βίντεο (video bitstream) που ακολουθεί το πρότυπο MPEG-2 αποτελείται από 
πέντε επίπεδα : Video Sequence, Group Of  Pictures (GOP), Picture, Slice, Macroblock, Block. 
Video Sequence: Η υψηλότερη δοµή αρχείου βίντεο. Αρχίζει µε ένα sequence header, που 
προαιρετικά µπορεί να ακολουθείτε από ένα group of pictures header και έπειτα από ένα ή 
περισσότερα κωδικοποιηµένα pictures. Η σειρά των κωδικοποιηµένων pictures στο 
κωδικοποιηµένο video bitstream είναι η σειρά µε την οποία ο κωδικοποιητής τα επεξεργάζεται 
και όχι απαραίτητα η σειρά µε την οποία αναπαράγονται. Το video sequence τερµατίζεται µε ένα 
sequence_end_code ( ακολουθία bits που δηλώνει το τέλος του video sequence ). Σε διάφορα 
σηµεία του video sequence, µία επανάληψη του sequence header ή ένα group of picture header ή 
και τα δύο µπορούν να προηγούνται ενός κωδικοποιηµένου picture. 
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Group Οf Pictures (GOP): Αποτελείται από ένα group of pictures header και µια σειρά από ένα 
ή περισσότερα κωδικοποιηµένα pictures που σκοπός του είναι να παρέχεται η δυνατότητα 
τυχαίας προσπέλασης τους στο video sequence. 
Picture: Η κύρια µονάδα κωδικοποίησης ενός video sequence. Ένα picture αποτελείτε από τρεις 
ορθογώνιους πίνακες που αντιπροσωπεύουν τη φωτεινότητα ( luminance - Y) και τα δύο 
χρώµατα ( Cb , Cr ή U , V). Για τύπο χρώµατος (chroma format) 4:2:0 οι πίνακες U , V έχουν το 
µισό µέγεθος από τον πίνακα Y και στις δύο κατευθύνσεις (οριζόντια και κάθετα). Για τύπο 
χρώµατος 4:2:2 οι πίνακες U και V έχουν το ίδιο οριζόντιο και το µισό κάθετο µέγεθος του 
πίνακα Y. Τέλος για τύπο χρώµατος 4:4:4 οι πίνακες U, V έχουν το ίδιο µέγεθος µε τον Y και 
στις δύο κατευθύνσεις. Το MPEG-2 καθορίζει τριών ειδών pictures: 
• Intra Pictures: Τα Intra Pictures ή I-Pictures, κωδικοποιούνται χρησιµοποιώντας 
πληροφορίες από το Picture αυτό καθαυτά. Παρέχουν τα σηµεία πρόσβασης στο video 
sequence όπου µπορεί να ξεκινήσει η αποκωδικοποίηση, αλλά κωδικοποιούνται µε 
µέτρια κωδικοποίηση. 
• Predicted Pictures: Τα Prediction Pictures ή P-Pictures κωδικοποιούνται µε αναφορά 
στα κοντινότερα προηγούµενα I ή P Pictures. Αυτή η τεχνική ονοµάζεται forward 
prediction και παρουσιάζεται στην εικόνα 2.1. Όπως τα I-Pictures έτσι και τα P-
Pictures µπορούν να χρησιµοποιηθούν ως Pictures αναφοράς για B-Pictures και 
µελλοντικά P-Pictures. Επιπλέον, τα P-Pictures χρησιµοποιούν motion compensation 
κατά τη κωδικοποίηση τους, τεχνική που επιτυγχάνει µεγαλύτερη συµπίεση. 
• Bidirectional Pictures: Τα Bidirectional Pictures ή B-Pictures είναι Pictures που 
χρησιµοποιούν και ένα προηγούµενο και ένα µελλοντικό Picture ως αναφορά (εικόνα 
2.1). Αυτή η τεχνική καλείται bidirectional prediction. Τα B-Pictures παρέχουν τη 
µεγαλύτερη συµπίεση, ωστόσο ο χρόνος υπολογισµού τους είναι ο υψηλότερος. 
 
Εικόνα 2.1: Παράδειγµα των τριών ειδών Picture 
 
Slice: Ένα ή περισσότερα συνεχόµενα macroblock. Η σειρά των macroblock σε ένα slice είναι 
από αριστερά προς τα δεξιά και από πάνω προς τα κάτω. Το slice είναι σηµαντικό στο χειρισµό 
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των λαθών ( errors ). Αν το video bitstream περιέχει κάποιο λάθος, τότε ο αποκωδικοποιητής 
µπορεί να αγνοήσει το λανθασµένο slice και να µεταβεί στο επόµενο. Η ύπαρξη περισσοτέρων 
slice βοηθάει στην απόκρυψη λαθών, ωστόσο τα bits που δεσµεύονται θα µπορούσαν να 
χρησιµοποιηθούν για να βελτιωθεί η ποιότητα των κωδικοποιηµένων picture. 
Macroblock: Η βασική µονάδα κωδικοποίησης στον αλγόριθµο MPEG-2. Είναι ένα 16x16 
κοµµάτι ενός picture. Σε αντιστοιχία µε τον ορισµό του picture, το macroblock αποτελείτε από 
τέσσερα 8x8 luminance block (πίνακας Y) και δύο (για chrominance format 4:2:0), τέσσερα (για 
chrominance format 4:2:2), ή οχτώ (για chrominance format 4:4:4), που προέρχονται από τα 
αντίστοιχα τµήµατα του chrominance (πίνακες U, V). Το macroblock χρησιµοποιείται για να 
αναφερθεί και στα δεδοµένα του δείγµατος (pixel) αλλά και στην κωδικοποιηµένη 
αναπαράσταση τους (π.χ. macroblock DCT συντελεστών).  
Block: Η µικρότερη µονάδα κωδικοποίησης στον αλγόριθµο MPEG-2. Έχει µέγεθος 8x8 και 
µπορεί να περιέχει δεδοµένα του δείγµατος (pixel) ή 64 DCT συντελεστές (συντελεστές που 
προέρχονται από το ∆ιακριτό Μετασχηµατισµό Συνηµίτονου – Discrete Cosine Transform).  
  
 
 Μία επιπλέον τεχνική που παρέχεται από το MPEG-2 είναι το scalability (κλιµµάκωση). 
Το scalability παρέχει τη δυνατότητα να χωριστεί το MPEG-2 βίντεο σε διαφορετικά στρώµατα. 
Το standard υποστηρίζει τέσσερις διαφορετικούς τρόπους για scalability. 
Spatial Scalability: Το spatial scalability περιλαµβάνει τη δηµιουργία δύο στρωµάτων βίντεο 
από ένα βίντεο πηγή, έτσι ώστε το χαµηλότερο στρώµα ( base layer ) να κωδικοποιείται από 
µόνο του παρέχοντας τη βασική χωρική ευκρίνεια του βίντεο, ενώ το «ενισχυτικό» στρώµα 
(enhancement layer) χρησιµοποιεί το χαµηλότερο στρώµα και φέρει την πλήρη χωρική ευκρίνεια 
του βίντεο πηγή. 
SNR Scalability: Το SNR scalability περιλαµβάνει τη δηµιουργία δύο στρωµάτων βίντεο από 
ένα βίντεο πηγή, µε την ίδια χωρική ευκρίνεια αλλά µε διαφορετική ποιότητα βίντεο, έτσι ώστε 
το χαµηλότερο στρώµα ( base layer ) να κωδικοποιείται από µόνο του παρέχοντας τη βασική 
ποιότητα βίντεο και το «ενισχυτικό» στρώµα (enhancement layer) κωδικοποιείται για να 
ενισχύσει το χαµηλότερο στρώµα. 
Temporal Scalability: To temporal scalability περιλαµβάνει το χωρισµό των frames σε 
στρώµατα. Το χαµηλότερο στρώµα (layer) κωδικοποιείται από µόνο του, µε χαµηλότερο frame 
rate, ενώ τα ενδιάµεσα frames κωδικοποιούνται από το “ενισχυτικό” στρώµα (enhancement 
layer)  χρησιµοποιώντας τα ανακατασκευασµένα frames του base layer για πρόβλεψη.  
Data Partitioning: Το data partitioning είναι µία µέθοδος στο πεδίο της συχνότητας που χωρίζει 
το block των 64 κβαντισµένων DCT συντελεστές σε δύο στρώµατα. Το χαµηλότερο στρώµα 
περιέχει τους πιο κρίσιµους, χαµηλής συχνότητας συντελεστές και δευτερεύοντες πληροφορίες 
(όπως οι τιµές DC, τα motion vectors).  Το ενισχυτικό στρώµα φέρει τις τιµές των υψηλών 
συχνοτήτων AC. 
 Μία ακόµη δυνατότητα του MPEG-2 είναι πως υποστηρίζει δύο µεθόδους σάρωσης, την 
προοδευτική (progressive) και την πλεκτή (interlaced). Η interlaced σάρωση σαρώνει τις 
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περιττές γραµµές ενός frame σαν ένα πεδίο (odd field) και τις άρτιες γραµµές σαν ένα άλλο 
πεδίο (even field). Η progressive σάρωση σαρώνει διαδοχικές γραµµές συνεχόµενα. 
 Ένα interlaced βίντεο χρησιµοποιεί δύο δοµές picture: frame structure και field structure. 
Στη frame structure οι γραµµές των δύο field εναλλάσσονται και κωδικοποιούνται µαζί σαν 
frame. Ένα picture header χρησιµοποιείται και για τα δύο. Στη field structure τα δύο field ενός 
frame κωδικοποιούνται ανεξάρτητα το ένα από το άλλο και το odd filed ακολουθείται από το 
even field. Κάθε field έχει το δικό του picture header. 




2.1.2 Η ∆ιαδικασία Κωδικοποίησης του MPEG-2 
 




Εικόνα 2.2: ∆ιαδικασία Κωδικοποίησης MPEG-2 
 
 
 Η κωδικοποίηση των P και B picture διαφέρει από αυτή των I picture. Στα P και B 
picture το κάθε macroblock µε τις τιµές pixel, περνάει στον αφαιρετή (-) και στη διαδικασία 
motion estimation (ME). To ME βρίσκει το macroblock του picture αναφοράς του ταιριάζει 
περισσότερο στο macroblock προς αποκωδικοποίηση και υπολογίζει το διάνυσµα κίνησης 
(motion vector) µε µια διαδικασία που περιγράφεται στην παράγραφο 2.1.3 .Στη συνέχεια 
στέλνει το macroblock του reference picture στον αφαιρέτη ο οποίος υπολογίζει τη διαφορά και 
τη στέλνει για κωδικοποίηση.  
 Η διαφορά µετασχηµατίζεται από το χωρικό πεδίο στο πεδίο συχνοτήτων µέσω 
∆ιακριτού Μετασχηµατισµού Συνηµίτονου (DCT) 2 διαστάσεων (παράγραφος 2.1.5).  
Institutional Repository - Library & Information Centre - University of Thessaly
09/12/2017 04:56:11 EET - 137.108.70.7




 Στη συνέχεια οι DCT συντελεστές της διαφοράς κβαντίζονται (Quant) ώστε να µειωθεί 
ο αριθµός των bits  για την αναπαράσταση κάθε συντελεστή (παράγραφος 2.1.6). Συνήθως 
πολλοί συντελεστές κβαντίζονται στο 0.  
 Οι κβαντισµένοι συντελεστές στη συνέχεια περνούν από το στάδιο του zigzag scanning 
(ZigZag Scan – παράγραφος 3.1.7), ώστε να προκύψουν ευνοϊκότερες ακολουθίες DCT 
συντελεστών για το Run-Length Encoding. Έπειτα κωδικοποιούνται µέσω Run-Length 
Encoding και Huffman (VLC - παράγραφος 2.1.7). ∆ιαδικασία που µειώνει ακόµα 
περισσότερο των αριθµό των bits για κάθε συντελεστή. Σε αυτή τη διαδικασία οι DCT 
συντελεστές συνδυάζονται µε τα motion vector και µε άλλα απαραίτητα δεδοµένα. 
 Στην περίπτωση των P-picture, επειδή αυτά χρησιµοποιούνται σαν picture αναφοράς από  
B και P picture, οι κβαντισµένοι DCT συντελεστές στέλνονται σε µια διαδικασία εσωτερικής 
αποκωδικοποίησης. Η διαφορά περνάει από τα στάδια αντίστροφης κβαντοποίησης (inverse 
quantize) και του αντίστροφου µετασχηµατισµού (Inverse DCT). To macroblock του reference 
picture διαβάζεται από τη µνήµη, προστίθεται µε τη διαφορά (residual) και αποθηκεύεται πίσω 
στη µνήµη για να χρησιµοποιηθεί σαν αναφορά για επόµενα picture. Ο σκοπός είναι τα 
δεδοµένα του reference picture που χρησιµοποιείται στον κωδικοποιητή να ταιριάζουν µε τα 
δεδοµένα του reference picture του αποκωδικοποιητή. Τα B-picture δεν χρησιµοποιούνται σαν 
picture αναφοράς. 
 Η κωδικοποίηση των I-picture ακολουθεί την ίδια διαδικασία, χωρίς το motion 
compensation ενώ ο αφαιρέτης ( - ) λαµβάνει την τιµή 0 αντί των διαφορών του macroblock. Σε 
αυτή την περίπτωση οι DCT συντελεστές αναπαριστούν µετασχηµατισµένες τιµές pixel  και όχι 
διαφορών. Όπως και στην περίπτωση των P-picture και τα αποκωδικοποιηµένα I-picture 




2.1.3 Το Πρότυπο Αποκωδικοποίησης MPEG-2 
 
Η διαδικασία αποκωδικοποίησης του MPEG-2 παρουσιάζεται σχηµατικά από την εικόνα 2.3.  
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Εικόνα 2.3: ∆ιαδικασία Αποκωδικοποίησης MPEG-2 
 
 Η διαδικασία της αποκωδικοποίησης αποτελεί την αντίστροφη διαδικασία της 
κωδικοποίησης.  
 Τα κωδικοποιηµένα δεδοµένα που λαµβάνονται περνούν από το στάδιο Run – Length 
Decoding και Huffman (VLD – παράγραφος 2.1.8). Τη διαδικασία VLD ακολουθεί το στάδιο 
του inverse zigzag scanning (inverse Scan - παράγραφος 2.1.7). Στη συνέχεια οι κβαντισµένοι 
DCT συντελεστές περνούν από το στάδιο αντίστροφου κβαντισµού (inverse quant) και έπειτα 
στον αντίστροφο µετασχηµατισµό DCT (Inverse DCT – παράγραφος 2.1.5) που µετασχηµατίζει 
τα δεδοµένα πίσω στο χωρικό πεδίο. Τα motion vector έρχονται από το VLD και περνούν στη 
διαδικασία motion compensation (MC - παράγραφος 2.1.4). Για τα B και P picture, τα 
δεδοµένα των motion vector µεταφράζονται σε διεύθυνση µνήµης από το motion compensation, 
ώστε να διαβαστεί ένα συγκεκριµένο macroblock από προηγούµενο αποθηκευµένο reference 
picture. Ο αθροιστής (+) προσθέτει τις τιµές αυτού του macroblock µε αυτές της διαφοράς, ώστε 
να επιτευχθεί η ανάκτηση των δεδοµένων του picture. Για τα I picture, δεν υπάρχουν motion 
vector ή reference picture, έτσι το macroblock πρόβλεψης θεωρείται µηδέν. Για τα I και P 
picture, το αποτέλεσµα του αθροιστή αποθηκεύεται πίσω στη µνήµη ώστε να χρησιµοποιηθεί 




2.1.4 Motion Estimation και Motion Compensation 
 Το motion estimation και το motion compensation αποτελούν ουσιαστικά δύο 
αντίστροφες διαδικασίες. Το motion estimation χρησιµοποιείται κατά την κωδικοποίηση ενός 
βίντεο MPEG-2 ενώ το motion compensation κατά την αποκωδικοποίηση ενός τέτοιου βίντεο. 
 Στον κωδικοποιητή ο motion estimator συγκρίνει κάθε ένα από τα macroblock προς 
κωδικοποίηση µε macroblock σε προηγούµενα  picture ή pictures αναφοράς (reference), τα 
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οποία είναι αποθηκευµένα στη µνήµη. Βρίσκει την περιοχή (διαστάσεων macroblock) του 
reference picture που ταιριάζει περισσότερο µε το macroblock προς κωδικοποίηση. Για το 
ταίριασµα αυτό χρησιµοποιείται το Sum of Absolute Differences (SAD). Στη συνέχεια ο motion 
estimator  υπολογίζει ένα διάνυσµα κίνησης (motion vector) που αντιπροσωπεύει την κάθετη 
και την οριζόντια µετατόπιση του macroblock προς κωδικοποίηση, ώστε να συµπίπτει µε την 
περιοχή (διαστάσεων macroblock) του reference picture που του ταιριάζει περισσότερο. ∆ηλαδή 
υπολογίζεται η διαφορά των οριζοντίων και καθέτων συντεταγµένων. Πρέπει να σηµειωθεί πως 
τα motion vector επιτυγχάνουν πρόβλεψη ½ pixel µε γραµµική παρεµβολή των γειτονικών pixel. 
Ο motion estimator διαβάζει αυτό το matching macroblock (predicted macroblock) από το 
reference picture και το στέλνει στον αφαιρετή, ο οποίος το αφαιρεί pixel προς pixel από το 
macroblock προς κωδικοποίηση. 
 Σύµφωνα µε τα είδη των picture που παρουσιάζονται στην παράγραφο 2.1.1, για B 
picture προκύπτουν δυο motion vector για κάθε macroblock ενώ για P picture ένα. Η διαδικασία 
αυτή πραγµατοποιείται στο πρώτο στάδιο κωδικοποίησης των P και B picture. 
 
 Η αντίστροφη διαδικασία κατά την αποκωδικοποίηση είναι το motion compensation. 
Πριν από αυτή τη διαδικασία, τα motion vector λαµβάνονται από το video bitstream και 
αποκωδικοποιούνται µε τη χρήση των Run – Length Decoding και Huffman. Στη συνέχεια 
περνούν στο στάδιο του motion compensation. Εκεί, από το reference picture που έχει ήδη 
αποκωδικοποιηθεί και βρίσκεται στη µνήµη, υπολογίζεται µέσω γραµµικής παρεµβολής (αν 
είναι απαραίτητο) η περιοχή διαστάσεων macroblock reference picture. Αυτή η περιοχή (που 
ονοµάζεται prediction macroblock) στη συνέχεια θα περάσει στον αθροιστή, ώστε να 
προστεθεί µε τα δεδοµένα που προέκυψαν από την αποκωδικοποίηση των κωδικοποιηµένων 
διαφορών (residual).  
 Ο αθροιστής αποτελεί το τελευταίο στάδιο της αποκωδικοποίησης. Σε αυτόν γίνεται η 
πρόσθεση των δεδοµένων αποκωδικοποίησης µε τα δεδοµένα της πρόβλεψης (adding 
prediction and coefficient data). Σε αυτό το στάδιο πραγµατοποιείται και το τελικό saturate 
ώστε οι τιµές των pixel που προκύπτουν να βρίσκονται στο πεδίο [0,255] (8bits). Στη συνέχεια 
τα αποκωδικοποιηµένα picture είναι έτοιµα για αναπαραγωγή µε τη σειρά ωστόσο 
αναπαραγωγής και όχι µε τη σειρά επεξεργασίας τους. 
 Στις περιπτώσεις των I και P picture, τα picture αποθηκεύονται πίσω στη µνήµη ώστε να 
χρησιµοποιηθούν σαν picture πρόβλεψης από µελλοντικά P και B picture. Τα B picture δεν 




2.1.5 Discrete Cosine Transform και Inverse Transform 
 
 Ο ∆ιακριτός Μετασχηµατισµός Συνηµίτονου (Discrete Cosine Transform) είναι µία 
µέθοδος που βρίσκει µεγάλη εφαρµογή  στην ψηφιακή συµπίεση γενικά, αλλά και στο MPEG 
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ειδικότερα. Με το µετασχηµατισµό DCT µπορούµε να µεταφέρουµε την πληροφορία που 
περικλείει η εικόνα από το πεδίο του χώρου στο πεδίο της συχνότητας (αφηρηµένο πεδίο), όπου 
η περιγραφή της µπορεί να γίνει τελικά µε σηµαντικά µικρότερο πλήθος bits. Βασικό 
χαρακτηριστικό του DCT (και πολλών άλλων ορθογώνιων µετασχηµατισµών ) είναι η 
συγκέντρωση της ενέργειας του σήµατος σε ένα σχετικά µικρό πλήθος συντελεστών του 
µετασχηµατισµού (στις χαµηλές συχνότητες). 
 
 Στο MPEG-2 εφαρµόζεται 2 διαστάσεων DCT 8 σηµείων σε κάθε block 8x8. Πρώτα 
εφαρµόζεται µονοδιάστατος DCT στις γραµµές του block και στη συνέχεια µονοδιάστατος DCT 
στις στήλες. Ο µονοδιάστατος ∆ιακριτός Μετασχηµατισµός Συνηµίτονου 8 σηµείων ορίζεται 
από το µαθηµατικό τύπο: 
 
 Στη διαδικασία της κωδικοποίησης το DCT είναι το πρώτο στάδιο κωδικοποίησης αν 
πρόκειται για κωδικοποίηση I picture ή το δεύτερο στάδιο αν πρόκειται για P ή B picture 
(προηγείται η διαδικασία motion estimation και ο υπολογισµός των διαφορών). Στα I picture 
µετασχηµατίζονται οι τιµές των pixel κάθε block, ενώ στα P και B τα block των διαφορών που 
προκύπτουν από την αφαίρεση του macroblock προς κωδικοποίηση και του prediction 
macroblock. 
  
 Στην αποκωδικοποίηση, η αντίστροφη διαδικασία DCT είναι ο Inverse DCT. Ο Inverse 
Discrete Cosine Transform 8 σηµείων ορίζεται µε από τον µαθηµατικό τύπο : 
 
Εφαρµόζεται και αυτός σε block 8x8 κατά τη µία διάσταση αρχικά (γραµµές) και κατά τη 
δεύτερη διάσταση στη συνέχεια (στήλες). Στη διαδικασία της αποκωδικοποίησης το IDCT είναι 
το προτελευταίο στάδιο πριν τον αθροιστή (adding prediction and coefficient data). 
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Πραγµατοποιεί ακριβώς την αντίστροφη διαδικασία από το DCT, δηλαδή µετασχηµατίζει τους 
συντελεστές από το πεδίο της συχνότητας στο χωρικό πεδίο (pixel). 
 Η πολυπλοκότητα του παραπάνω µετασχηµατισµού είναι αρκετά υψηλή ( Ο(	Ν) ). Για 
αυτό το λόγο σπάνια χρησιµοποιείται ο ορισµός σε πραγµατικές εφαρµογές, αλλά 





2.1.6 Quantization και Inverse Quantization 
 
 Η µέθοδος που µας βοηθάει να απαλλαγούµε από σηµαντικό µέρος της πληροφορίας 
είναι η κβαντοποίηση. Με τον όρο κβαντοποίηση γενικά εννοούµε τη µετατροπή ενός σήµατος 
άπειρων (η πάρα πολλών) τιµών σε ένα σήµα ορισµένων διακριτών τιµών π.χ. η κβαντοποίηση 
µιας εικόνας που περιέχει εκατοµµύρια χρώµατα οδηγεί σε µία εικόνα που έχει 256 διαφορετικές 
τιµές για το χρώµα. Με άλλα λόγια κβαντοποίηση είναι ο περιορισµός των bits µε τα οποία 
περιγράφουµε τα δείγµατα του σήµατος. 
  
 Στη διαδικασία της κωδικοποίησης, η κβαντοποίηση  εφαρµόζεται στο 8x8 block των 
DCT συντελεστών που έχει προκύψει από τη διαδικασία DCT. Η περιοχή χαµηλότερης 
συχνότητας (DC και οι κοντινοί AC συντελεστές) παίρνει την ελάχιστη κβαντοποίηση  ενώ η 
περιοχή υψηλής συχνότητας παίρνει τη µέγιστη κβαντοποίηση. Αυτό συµβαίνει επειδή το µάτι 
είναι πιο ευαίσθητο στις χαµηλές συχνότητες παρά στις υψηλές και αυτός είν.   ∆εδοµένου ότι η 
ακρίβεια των DCT συντελεστών θα µειωθεί µε την κβαντοποίηση , ο βαθµός και το σχήµα της 
είναι σχεδιασµένο  διαφορετικά για κάθε τύπο picture, ώστε να µην προκαλέσει ορατή ζηµιά στο 
βίντεο που θα προκύψει από την µετέπειτα αποκωδικοποίηση. Έτσι το MPEG-2 επιτρέπει να 
χρησιµοποιηθούν διαφορετικού βάρους πίνακες, ένας για Intra και ένας για NonIntra, για να 
ταιριάζουν µε τα χαρακτηριστικά της συχνότητας του κάθε είδους picture. Η πράξη που 
εκτελείται κατά τη κβαντοποίηση είναι η διαίρεση του block µε τον αντίστοιχο πίνακα. Μία 
επιπλέον δυνατότητα που παρέχει το MPEG-2 είναι πως µπορούν να οριστούν νέοι πίνακες 
κβαντοποίησης από το χρήστη, οι οποίοι χρησιµοποιούνται από τον κωδικοποιητή και 
περιλαµβάνονται στα headers του video bitstream ώστε να χρησιµοποιηθούν οι ίδιοι και από τον 
αποκωδικοποιητή. 
 Στη διαδικασία της αποκωδικοποίησης, το inverse quantization εφαρµόζεται αµέσως 
µετά το zigzag scanning, ώστε να έχει προκύψει το 8x8 DCT block. Η µέθοδος που 
ακολουθείται είναι η αντίστροφη της κβαντοποίησης. ∆ηλαδή, το 8x8 block πολλαπλασιάζεται 
µε τον αντίστοιχο πίνακα. Η διαδικασία αυτή πραγµατοποιείται πριν το IDCT. Στο στάδιο αυτό 
πραγµατοποιούνται (πριν το IDCT) πραγµατοποιούνται επίσης και δύο άλλες λειτουργίες της 
αποκωδικοποίησης. Η Saturate και η Mismatch Control.  
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 Στη διαδικασία saturate οι DCT συντελεστές περιορίζονται στο διάστηµα [-2048, 2047], 
σύµφωνα µε τον µαθηµατικό τύπο: 
 
όπου F΄΄[v][u] οι αντίστοιχες αρχικές τιµές των DCT συντελεστών στο 8x8 block και F΄[v][u], οι 
saturated τιµές των συντελεστών. 
 Η διαδικασία mismatch control ορίζεται από τη µαθηµατική σχέση: 
 
 
όπου F΄[v][u] οι κβαντικοποιηµένες τιµές των συντελεστών του 8x8 block πριν το mismatch 
control και F[v][u] οι νέες τιµές των συντελεστών µετά το mismatch control.  
Αρχικά υπολογίζεται το άθροισµα όλων των κβαντικοποιηµένων συντελεστών DCT ενός block. 
Ανάλογα µε την τιµή του αθροίσµατος µεταβάλλεται η τιµή του τελευταίου AC συντελεστή ως 
εξής:  
• Αν το άθροισµα είναι περιττός αριθµός τότε η τιµή δεν µεταβάλλεται. 
• Αν το άθροισµα είναι άρτιος αριθµός και ο τελευταίος AC συντελεστής (F΄[7][7]) είναι 
περιττός τότε η τιµή αυτού µειώνεται κατά 1. 
• Αν το άθροισµα είναι άρτιος αριθµός και ο τελευταίος AC συντελεστής (F΄[7][7]) είναι 
άρτιος τότε η τιµή αυτού αυξάνεται κατά 1. 
Όπως αναφέρθηκε και στην παράγραφο 2.1.5 ο αλγόριθµος IDCT έχει αρκετά υψηλή 
πολυπλοκότητα. Αυτός είναι ο λόγος που χρησιµοποιούνται πιο γρήγοροι µέθοδοι για να 
επιτευχθεί η διαδικασία IDCT. Οι µέθοδοι αυτοί διαφέρουν σε ακρίβεια αποτελέσµατος τόσο µε 
τον ορισµό του IDCT, όσο και µεταξύ τους. Συνεπώς τα ανακατασκευασµένα picture των 
αποκωδικοποιητών θα αρχίσουν να αποκλίνουν µε την πάροδο του χρόνου, καθώς δεδοµένων 
των διαφορών στις IDCT µεθόδους, θα αποκωδικοποιούν περιστασιακά,  ελαφρώς διαφορετικά 
block. Η διαδικασία mismatch control χρησιµοποιείται να µειωθεί αυτή η  διαφορά µεταξύ των 
διαφορετικών αλγορίθµων Fast IDCT που χρησιµοποιούνται. Ο Η µέθοδος που χρησιµοποιείται 
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είναι η εξάλειψη των bit patterns που στατιστικά έχουν τη µέγιστη συµβολή για τις διαφορές 




2.1.7 ZigZag Scan και Inverse ZigZag Scan 
 
 Το zigzag scan (εικόνα 2.4) αποτελεί µία µέθοδο για τη µετατροπή ενός δυσδιάστατου 
πίνακα σε µία µονοδιάστατη ακολουθία για κωδικοποίηση run-length. Το zigzag scan 
εφαρµόζεται στα 8x8 block των κβαντισµένων συντελεστών DCT και ξεκινώντας από το DC 
σαρώνει το block µε µία διαγώνια διαδροµή ώστε να προκύψει µία µονοδιάστατη ακολουθία. 
Με αυτή τη διαδικασία επιδιώκεται να εµφανιστούν όσο το δυνατόν περισσότερες συνεχόµενες 
µηδενικές τιµές στην ακολουθία, καθώς αυτές, κατά τη διαδικασία run-length coding 
κωδικοποιούνται µε µηδενικό κόστος. Στο MPEG-2 υιοθετούνται δύο τρόποι για zigzag scan 
όπως φαίνεται στην εικόνα 2.4, µε το δεύτερο τρόπο να είναι πιο αποδοτικός για interlaced video 
bitstream.  
 
Εικόνα 2.4: ( 1 ) MPEG-2 zigzag block scan. ( 2 ) MPEG-2 alternative zigzag block scan. 
 Στον κωδικοποιητή το στάδιο zigzag scanning εφαρµόζεται πριν το στάδιο Variable 
Length Coding (VLD – Run Length Encoding και Huffman), ώστε να προκύψουν περισσότερα 
συνεχόµενα µηδενικά. Αποτελεί το προτελευταίο στάδιο της κωδικοποίησης. 
 Στον αποκωδικοποιητή, εφαρµόζεται η αντίστροφη διαδικασία. Το Inverse zigzag scan 
(εικόνα 2.3) παίρνει τη µονοδιάστατη ακολουθία των DCT συντελεστών και παράγει το 8x8 
block. To Inverse zigzag scan αποτελεί το δεύτερο στάδιο της αποκωδικοποίησης και 





Institutional Repository - Library & Information Centre - University of Thessaly
09/12/2017 04:56:11 EET - 137.108.70.7




2.1.8 Run Length Encoding - Decoding και Huffman 
 
Οι δύο αυτές µέθοδοι δεν µεταβάλουν τις τιµές των δειγµάτων (όπως ο µετασχηµατισµός 
DCT για παράδειγµα ή η κβαντοποίηση), αλλά χρησιµοποιούνται στο τελικό στάδιο της 
κωδικοποίησης, για να µειώσουν τον αριθµό bits που χρησιµοποιούνται για τη µετάδοση τους.  
Η πρώτη (Run-Length-Encoding) στηρίζεται στο γεγονός ότι υπάρχουν πολλά µηδενικά 
σε διαδοχικές θέσεις και ανάµεσά τους κάποιες µη µηδενικές τιµές. Έτσι χρησιµοποιώντας 
κάποια σύµβολα (flags) που δείχνουν ότι αυτό που τα ακολουθεί δεν είναι διακριτή τιµή του 
σήµατος αλλά οµάδα τιµών, οµαδοποιούν τα µηδενικά και τα µεταδίδουν σαν έναν αριθµό 
(πλήθος µηδενικών). Έτσι σχηµατίζονται ζευγάρια τιµών που ο πρώτος δείχνει το πλάτος µιας 
µη µηδενικής συνιστώσας και ο δεύτερος των αριθµό µηδενικών που ακολουθεί µέχρι την 
επόµενη, γλυτώνοντας έτσι πολλά bit.  
Η δεύτερη (Huffman) είναι µια µέθοδος που αντιστοιχίζει σε συχνότερα εµφανιζόµενες 
τιµές µία συµβολική τιµή που είναι µικρή (έχει όσο το δυνατόν λιγότερα bits). Ταυτόχρονα 
δηµιουργεί και ένα «λεξικό» (έναν πίνακα δηλαδή) που δείχνει αυτή την αντιστοίχηση και 
προσθέτει και το λεξικό αυτό στο σήµα για να χρησιµοποιηθεί από τον αποκωδικοποιητή. Έτσι 
τιµές που εµφανίζονται συχνά και έχουν µεγάλο αριθµό bits περιγράφονται µε άλλες που έχουν 
µικρότερο, άρα πάλι έχουµε οικονοµία σε bits.  
 
Και οι δύο αυτές µέθοδοι συνδυάζονται στο στάδιο Variable Length Coding (VLC 
εικόνα 2.2) του κωδικοποιητή. Σε αυτό το στάδιο ανιχνεύονται οι ακολουθίες συνεχόµενων 
µηδενικών DCT συντελεστών και προκύπτουν τα ζεύγη (run, length), όπου run το πλήθος των 
διαδοχικών µηδενικών τιµών και length η απόλυτη τιµή της επόµενης µη µηδενικής τιµής που 
ακολουθεί (το πρόσηµο κωδικοποιείται µε ξεχωριστό bit).  Τα ζεύγη αυτά κωδικοποιούνται στη 
συνέχεια µε πίνακες Huffman, ώστε για τα ζεύγη µε µεγαλύτερη πιθανότητα εµφάνισης να 
δαπανούνται και λιγότερα bits. Μέσω τέτοιων πινάκων κωδικοποιούνται και άλλα 
χαρακτηριστικά του βίντεο (π.χ. το macroblock type).  
 
 Η αντίστροφη διαδικασία Variable Length Decoding (VLD εικόνα 2.3) αποτελεί το 
πρώτο στάδιο της αποκωδικοποίησης. Σε αυτό το στάδιο η ακολουθία των bits που λαµβάνεται 
από το video bitstream µέσω των πινάκων Huffman και της διαδικασίας Run Length Decoding, 
αντιστοιχίζεται στα χαρακτηριστικά και τα δεδοµένα των βίντεο. Τα motion vector που 
προκύπτουν από το VLD χρησιµοποιούνται από το MC για την εύρεση των prediction 
macroblock στα reference picture. Ενώ οι DCT συντελεστές (ή οι διαφορές αυτών - P, B picture) 
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2.2 ARM Cortex A8                                                                                                          
 
2.2.1 Αρχιτεκτονική ARM 
 Η αρχιτεκτονική ARM αποτελεί µία 32-bit reduced instruction set computer (RISC) 
αρχιτεκτονική. Χαρακτηριστικό γνώρισµα των RISC αρχιτεκτονικών είναι πως βασίζονται σε 
µία λογική σχεδιασµού επεξεργαστών που υποστηρίζει πως απλοποιηµένες εντολές µπορούν να 
παρέχουν µεγαλύτερη απόδοση, αν αυτή η απλοποίηση µπορεί να παρέχει πιο γρήγορη εκτέλεση 
των εντολών. Το εικόνα 2.5 φαίνεται σχηµατικά η λογική της RISC αρχιτεκτονικής σε σχέση 
αυτή της CISC ( Complex instruction set computing ). 
 
Εικόνα 2.5 : CISC vs RISC. Η CISC εστιάζει στην πολυπλοκότητα του επεξεργαστή ενώ η RISC 
στην πολυπλοκότητα του µεταγλωτιστή. 
 
Βασικά χαρακτηριστικά της αρχιτεκτονικής RISC που ενσωµατώνει η ARM είναι: 
• Τη load/store αρχιτεκτονική. 
• Τη µη υποστήριξη για misaligned προσπελάσεις µνήµης (ωστόσο τώρα υποστηρίζεται 
από τους ARMv6 πυρήνες και µετά). 
• Συγκεκριµένο µέγεθος εντολών στα 32 bits  για γρήγορη αποκωδικοποίηση και 
pipelining. Ωστόσο στη συνέχεια µε την υποστήριξη των Thumb εντολών (16-bit) αυτό 
άλλαξε. 
• Εκτέλεση σε single-cycle (κυρίως). 
 
 Οι επεξεργαστές ARM κατατάσσονται ανάλογα µε την “οικογένεια” επεξεργαστών που 
ανήκουν, το version της αρχιτεκτονικής και τον πυρήνα τους Η τελευταία οικογένεια 
επεξεργαστών είναι η Cortex στην οποία ανήκει και ο πυρήνας Cortex A8 µε version ARMv7-A.  
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 Ένα σηµαντικό χαρακτηριστικό των επεξεργαστών ARM από τους ARM7TDMI και 
έπειτα είναι η υποστήριξη των Thumb instructions. Όταν ο επεξεργαστής δουλεύει σε αυτό το 
mode, εκτελούνται 16-bit εντολές. Τις περισσότερες φορές οι εντολές αυτές αντιστοιχίζονται 
απευθείας σε κανονικές εντολές ARM. Αυτή η εξοικονόµηση χώρου σε bits επιτυγχάνεται από 
ορισµένες λειτουργίες µίας εντολής που υπονοούνται και από το όριο που τίθεται στο µέγεθος 
των τελεστών. Η τελευταία γενιά των Thumb εντολών είναι το Thumb2 που υποστηρίζει και 




2.2.2 Επεξεργαστής Cortex A8 
 Ο επεξεργαστής ARM Cortex A8, όπως αναφέρεται και στην προηγούµενη παράγραφο 
κατατάσσεται στην οικογένεια επεξεργαστών Cortex µε version ARMv7-A. Αποτελεί ένα 
σύγχρονο επεξεργαστή χαµηλής κατανάλωσης που στοχεύει να κατακτήσει τον κόσµο των smart 
devices αλλά και να µπει δυναµικά στο χώρο των netbook. Συσκευές που ενσωµατώνουν τον 
επεξεργαστή Cortex A8 µεταξύ άλλων είναι το Apple iPhone 3GS, το Apple iPhone 4, to Nokia 
N900, το Sony Ericsson Satio, το Apple iPad. Μερικές από τις εφαρµογές του φαίνονται στον 




Πίνακας 2.1 : Εφαρµογές του επεξεργαστή ARM Cortex A8 
 
Τα βασικά χαρακτηριστικά της αρχιτεκτονικής Cortex A8 είναι : 
 
 Συχνότητα λειτουργίας από 600MHz έως και πάνω από 1GHz.  
 Dhrystone Performance : 2.0 DMIPS / MHz ( Dhrystone Millions Instructions Per 
Second) / MHz 
 Single core  
 Dual pipeline 
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 Instruction Set Architecture :  
 ARM.  
 Thumb2 – Thumb.  
 NEON (περιγράφονται στην παράγραφο 5.3) 
 VFPv3 Floating point: Υποστηρίζεται η δυνατότητα της χρήσης SIMD και στους 
floating point. 
 Memory Management Unit (MMU)  
 Optimized Level 1 cache: Το επίπεδο 1 της µνήµης cache είναι ενσωµατωµένο στενά 
στον επεξεργαστή παρέχοντας πρόσβαση σε ένα κύκλο µηχανής και συνδυάζει το 
ελάχιστο latency µε τη µέθοδο hash για να µεγιστοποιηθεί η απόδοση και να 
ελαχιστοποιηθεί η κατανάλωση ισχύος.  
 Integrated Level 2 cache: Το επίπεδο 2 της µνήµης cache είναι ενσωµατωµένο στον 
πυρήνα. 
 Dynamic Branch Prediction : Για να ελαχιστοποιηθούν τα λάθη στο branch prediction, ο 
δυναµικός branch predictor πετυχαίνει 95% ακρίβεια σε ένα µεγάλο µέρος των 
συγκριτικών µετρήσεων επίδοσης.  
 Σύστηµα µνήµης: Βελτιστοποιηµένο για χαµηλή κατανάλωση ενέργειας και υψηλή 
επίδοση. 
 
Στην παρακάτω εικόνα (2.6) παρουσιάζεται το σχήµα του επεξεργαστή ARM Cortex A8.  
 
Εικόνα 2.6: ARM Cortex A8 Schema 
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ΚΕΦΑΛΑΙΟ 3   
 





 Στο κεφάλαιο αυτό καταγράφονται και αναλύονται οι τρόποι Βελτιστοποίησης 
Λογισµικού. Αρχικά περιγράφονται οι τεχνικές που µπορούν να χρησιµοποιηθούν σε επίπεδο 
Γλώσσας Προγραµµατισµού ώστε ο πηγαίος κώδικας να γίνει πιο αποδοτικός. Στη συνέχεια 
παρουσιάζονται η βελτιστοποίηση αλγορίθµων και η χρήση ιδιοτήτων των αρχείων εισόδου, ως 
εργαλεία για τη βελτίωση της απόδοσης, ενώ γίνεται αναφορά και στον τρόπο που αυτά τα 
εργαλεία χρησιµοποιήθηκαν στην παρούσα εργασία. Η υποστήριξη που παρέχεται από την 
εκάστοτε αρχιτεκτονική, µέσω των SIMD εντολών, παρουσιάζεται στην επόµενη παράγραφο. 
∆ίνεται ο ορισµός του SIMD και αναλύεται ο τρόπος λειτουργίας των εντολών αυτών. 
Παρουσιάζονται οι NEON εντολές που υποστηρίζονται από την αρχιτεκτονική ARM και 
περιγράφεται ο τρόπος που µπορούν αυτές να χρησιµοποιηθούν αποδοτικά. Τέλος, 
παρουσιάζονται οι διάφορες επιλογές βελτιστοποίησης του µεταγλωττιστή ARM και γίνεται 
ανάλυση της κάθε επιλογής ως προς το είδος της βελτιστοποίησης που επιτυγχάνει.  
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3.1 Βελτιστοποίηση Πηγαίου Κώδικα C 
 Σηµαντικό ρόλο στην απόδοση µιας εφαρµογής παίζει ο τρόπος που χρησιµοποιείται η 
εκάστοτε Γλώσσα Προγραµµατισµού για την ανάπτυξη του πηγαίου κώδικα και την υλοποίηση 
των απαραίτητων αλγορίθµων.  
 Σε πολλές περιπτώσεις, µε χρήση απλών µεθόδων και τεχνικών, ο πηγαίος κώδικας 
µπορεί να τροποποιηθεί βελτιώνοντας την απόδοση. Συνήθως αυτές στοχεύουν στην 
ελαχιστοποίηση της χρήσης µνήµης, στην αντικατάσταση πράξεων µε υψηλό υπολογιστικό 
κόστος και στη µείωση των branches. 
 Τέτοιες µέθοδοι χρησιµοποιούνται και στην παρούσα εργασία και αφορούν τη Γλώσσα 
Προγραµµατισµού C, µε την οποία έχει αναπτυχθεί ο κώδικας αναφοράς του Mpeg2 Decoder. 
Πιο συγκεκριµένα σε διάφορα σηµεία του πηγαίου κώδικα χρησιµοποιούνται οι παρακάτω 
µέθοδοι : 
• Ελαχιστοποίηση της χρήσης µνήµης και επαναχρησιµοποίηση ενδιάµεσων 
αποτελεσµάτων στους καταχωρητές.  
• Μείωση των ελέγχων ( if statements ) µε αντικατάσταση τους από απλές πράξεις. 
• Loop Unrolling. Αποτελεί και αυτό ένα τρόπο για µείωση των ελέγχων ( if statements ). 
Επιτυγχάνεται µειώνοντας τον αριθµό των επαναλήψεων και ξεδιπλώνοντας τις 
εσωτερικές πράξεις του loop.  
• Χρήση LookUp Table. Όταν το σύνολο των αποτελεσµάτων µίας υπολογιστικά ακριβής 
πράξης ή ενός ελέγχου είναι ήδη γνωστό, µπορεί να αποθηκευτεί στη µνήµη και να 
διαβαστεί από εκεί το κατάλληλο αποτέλεσµα χωρίς να εκτελεστεί η πράξη ή ο έλεγχος. 
Επιπλέον µέθοδος για µείωση των ελέγχων ( if statements ). 
• Αντικατάσταση εκφράσεων από εκφράσεις που έχουν µικρότερο υπολογιστικό κόστος. 
Συνήθως αντικατάσταση αριθµητικών µε λογικές πράξεις. 
• Μεταφορά υπολογισµών που δεν εξαρτώνται από το loop, έξω από αυτό. Με αυτό τον 
τρόπο µειώνεται ο αριθµός των εκτελέσιµων εντολών. 
• Μείωση των κλήσεων συναρτήσεων. Κάθε κλήση συνάρτησης επιφέρει επιπλέον κόστος 
λόγω της ανάγκης για αποθήκευση και αποκατάσταση των απαραίτητων καταχωρητών. 
Επιτυγχάνεται µε χρήση inline συναρτήσεων, ένωση συναρτήσεων ακολουθούν η µία 




3.2 Βελτιστοποίηση Αλγορίθµων και Χρήση Ιδιοτήτων των Βίντεο 
 
 Οι αλγόριθµοι που υλοποιούνται στα πλαίσια µιας εφαρµογής αποτελούν ένα σηµαντικό 
παράγοντα απόδοσης. Η βελτιστοποίηση αλγορίθµων µπορεί να επιτευχθεί είτε σε θεωρητικό 
είτε σε επίπεδο υλοποίησης σε κάποιο υπολογιστικό περιβάλλον.  
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 Κύριο χαρακτηριστικό τους είναι η πολυπλοκότητα. Η πολυπλοκότητα υπολογίζεται είτε 
συναρτήσει του µεγέθους της εισόδου σε υπολογιστικές πράξεις (time complexity) είτε σε 
ανάγκες αποθηκευτικού χώρου (storage complexity). Συνεπώς η βελτιστοποίηση αλγορίθµων 
ανάγεται σε µείωση της πολυπλοκότητας τους. 
 
 Οι τεχνικές που χρησιµοποιούνται ποικίλουν ανάλογα µε το είδος του αλγορίθµου. Έτσι 
π.χ. για επαναληπτικούς αλγορίθµους χρησιµοποιούνται τεχνικές µείωσης των επαναλήψεων ή 
για αναδροµικούς µείωση της χρήσης στοίβας. Επίσης η χρήση ενδιάµεσων αποτελεσµάτων 
µπορεί να χρησιµοποιηθεί για τη µείωση του συνολικού αριθµού πράξεων που απαιτούνται 
(περίπτωση IDCT σε Fast IDCT). 
  
 Η µελέτη κοινών χαρακτηριστικών που εµφανίζονται στα δεδοµένα εισόδου ενός 
αλγορίθµου και η ανάπτυξη ενός αποτελεσµατικού τρόπου για την αξιοποίησή τους αποτελεί 
επίσης µία αποτελεσµατική µέθοδο στη βελτιστοποίηση αλγορίθµων. Συνήθως, εξετάζεται η 
συχνότητα εµφάνισης ενός τέτοιου χαρακτηριστικού. Τις περισσότερες φορές  τα 
χαρακτηριστικά αυτά αποτελούν ειδικές περιπτώσεις του αλγορίθµου για τις οποίες δεν 
απαιτείται η πλήρης διαδικασία. Οπότε, αν η πιθανότητα εµφάνισής τους είναι υψηλή και ο 
αλγόριθµος τροποποιηθεί αποδοτικά, τότε κατά την πρώτη επεξεργασία των δεδοµένων εισόδου 
µπορεί να επιλεχθεί η βελτιωµένη έκδοση. Ωστόσο, για να επιτευχθεί ο παραπάνω στόχος δεν θα 
πρέπει το κόστος του αρχικού ελέγχου µαζί µε το κόστος του βελτιωµένου αλγορίθµου να 




3.3 Χρήση SIMD - ΝΕΟΝ Εντολών  
 
 Με τον όρο SIMD (Simple Instruction, Multiply Data) εννοούµε ειδικές εντολές που 
παρέχονται από τις αρχιτεκτονικές, οι οποίες µε µία εντολή εκτελούν τη συγκεκριµένη πράξη σε 
πολλά δεδοµένα ταυτόχρονα. Τα δεδοµένα φορτώνονται σε ειδικούς registers µεγαλύτερου 
µεγέθους από αυτούς γενικής χρήσης του επεξεργαστή οι οποίοι συνήθως έχουν µέγεθος 64bit 
και 128bit. Στην αποκωδικοποίηση βίντεο και γενικότερα σε εφαρµογές multimedia αποτελούν 
σηµαντικό εργαλείο για τη βελτιστοποίηση της απόδοση. Αυτό συµβαίνει επειδή σε τέτοιες 
εφαρµογές απαιτούνται συνήθως οι ίδιες πράξεις σε πολλά δεδοµένα (π.χ σε όλα τα pixel ενός 
frame). Στην εικόνα 5.1 παρουσιάζεται ένα παράδειγµα εκτέλεσης µίας πράξης SIMD. 
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 Η αρχιτεκτονική ARM Cortex A8 υποστηρίζει SIMD εντολές οι οποίες ονοµάζονται 
NEON. Η µονάδα που τις υποστηρίζει είναι ανεξάρτητη από την κύρια µονάδα επεξεργασίας. 
Το NEON Unit παρέχει 32 64bit registers οι οποίοι συνδυαζόµενοι αποτελούν και τους 16 
128bit registers. Επίσης προσφέρει ένα πλήρες Instructions Set για τη χρήση των registers ενώ 
όλες οι εντολές που υποστηρίζονται πακετάρονται σε µορφή συναρτήσεων C. Αυτή η µορφή 
των ΝΕΟΝ εντολών ονοµάζεται Intrinsic.    
 Για τη χρήση NEON εντολών µέσω Intrinsic υποστηρίζονται οι παρακάτω τύποι 
µεταβλητών : 
      
64 bit vector 128 bit vector Τύπος Μεταβλητής 
int8x8_t int8x16_t Sign integer 8 bit 
int16x4_t int16x8_t Sign integer 16 bit 
int32x2_t int32x4_t Sign integer 32 bit 
int64x1_t int64x2_t Sign integer 64 bit 
uint8x8_t uint8x16_t Unsigned integer 8 bit 
uint16x4_t uint16x8_t Unsigned integer 16 bit 
uint32x2_t uint32x4_t Unsigned integer 32 bit 
uint64x1_t uint64x2_t Unsigned integer 64 bit 
float16x4_t float16x8_t Float 16 bit 
float32x2_t float32x 4_t Float 32 bit 
Πίνακας 3.1: Είδη ΝΕΟΝ µεταβλητών  
  
 Επίσης υποστηρίζεται και ο τύπος της µορφής struct int16x4x2_t{  int16x4_t val[2]; }; 
για όλους τους τύπους του πίνακα 3.1, ενώ οι τύποι µεταβλητών float ανήκουν στην κατηγορία 
VFPv3 Floating point instruction. 
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• Absolute difference 
• Max/Min 
• Pairwise addition 
• Folding minimum 
• Folding minimum 
• Reciprocal/Sqrt 
• Shifts by signed variable 
• Shifts by a constant 
• Shifts with insert 
• Loads and stores of a single vector 
• Loads and stores of an N-element structure 
• Extract lanes from a vector 
• Set lanes within a vector 
• Initialize a vector from bit pattern 
• Set all lanes to same value 
• Combining vectors 
• Splitting vectors 
• Converting vectors 
• Table look up 
• Extended table look up intrinsics 
• Operations with a scalar value 
• Vector extract 
• Reverse vector elements (swap endianness) 
• Other single operand arithmetic 
• Logical operations 




3.4 Compiler Optimization Options 
 
 Η χρήση των επιλογών βελτιστοποίησης που παρέχονται από το µεταγλωττιστή αποτελεί 
µία επιπλέον µέθοδο βελτιστοποίησης λογισµικού. Κάθε επιλογή στοχεύει σε συγκεκριµένο 
επίπεδο βελτιστοποίησης. 
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 Ο µεταγλωττιστής ARM  επιτυγχάνει υψηλή βελτιστοποίηση για την παραγωγή 
µικρότερου µεγέθους κώδικα και την αύξηση της απόδοσης. Εφαρµόζει βελτιστοποιήσεις κοινές 
µε άλλους µεταγλωττιστές. Για παράδειγµα βελτιστοποιήσεις ροής πληροφοριών, όπως η 
απαλοιφή µιας κοινής υπό – έκφρασης και βελτιστοποιήσεις βρόγχου όπως ο συνδυασµός και η 
κατανοµή.  
 Ο µεταγλωττιστής ARM παρέχει δύο επιλογές βελτιστοποίησης για το µέγεθος του  
κώδικα (-Ospace) και την απόδοση (-Otime). 
• -Ospace: Η επιλογή αυτή επιβάλλει στο µεταγλωττιστή να εφαρµόσει βελτιστοποίηση 
για την µείωση του µεγέθους του παραγοµένου image εις βάρος του συνολικού χρόνου 
εκτέλεσης. Η -Ospace επιλέγεται όταν το µέγεθος του κώδικα θεωρείται πιο κρίσιµο από 
την απόδοση. Για παράδειγµα όταν επιλέγεται η –Ospace, µεγάλα κοµµάτια κώδικα 
εκτελούνται µε κλήση συναρτήσεων αντί για inline κώδικα. Αν είναι απαραίτητο, τα 
τµήµατα του κώδικα που είναι κρίσιµα ως προς το χρόνο µπορούν να µεταγλωττιστούν 
µε την επιλογή –Otime και τα υπόλοιπα µε την επιλογή –Ospace. Αν δεν επιλεχθεί καµία 
από τις –Otime και -Ospace, ο µεταγλωττιστής υποθέτει την –Ospace ( Default choice ). 
• -Otime: Η επιλογή αυτή επιβάλλει στο µεταγλωττιστή να εφαρµόσει βελτιστοποιήσεις 
για τη µείωση του χρόνου εκτέλεσης, εις βάρος του µεγέθους του image. Η  -Otime 
επιλέγεται όταν ο χρόνος εκτέλεσης θεωρείται πιο σηµαντικός από το µέγεθος του 
image. Για παράδειγµα µε όταν επιλέγεται η –Otime, ο µεταγλωττιστής µεταγλωττίζει 








 do {body;} 
 while (expression); 
}. 
 Οι παραπάνω επιλογές βελτιστοποίησης επιτυγχάνουν το στόχο τους στην πλειοψηφία 
των περιπτώσεων. Ωστόσο δεν είναι εγγυηµένο πως πάντα η –Ospace  θα παράγει µικρότερου 
µεγέθους image ή η –Otime θα επιτυγχάνει καλύτερο χρόνος εκτέλεσης.  
  
 Ο µεταγλωττιστής ARM δίνει και τη δυνατότητα επιλογής του επιπέδου βελτιστοποίησης 
µέσω της -Onum. Το τελικό αποτέλεσµα βελτιστοποίησης εξαρτάται από το επίπεδο 
βελτιστοποίησης που θα επιλεγεί και από την επιλογή ανάµεσα σε µείωση του µεγέθους του 
image και µείωση του χρόνου εκτέλεσης.  
 Οι τιµές που µπορεί να πάρει το num και τα αντίστοιχα επίπεδα βελτιστοποίησης είναι : 
• -O0: Ελάχιστη βελτιστοποίηση. Οι περισσότερες από τις βελτιστοποιήσεις 
απενεργοποιούνται. Επιτυγχάνει το καλύτερο δυνατό αποτέλεσµα για debug και το 
χαµηλότερο επίπεδο βελτιστοποίησης. 
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• -O1: Ισορροπηµένη βελτιστοποίηση. Αφαιρεί inline και static συναρτήσεις που δεν 
χρησιµοποιούνται. Απενεργοποιεί τις βελτιστοποιήσεις που βλάπτουν το debug mode. 
• -O2: Υψηλή βελτιστοποίηση. Αποτελεί το default επίπεδο βελτιστοποίησης. Αν 
χρησιµοποιείται το --debug command line argument, η αντιστοίχιση του κώδικα 
αντικειµένου µε τον πηγαίο κώδικα δεν είναι ξεκάθαρη. 
• -O3: Μέγιστη βελτιστοποίηση. Η –Ο3 εφαρµόζει τις ίδιες βελτιστοποιήσεις µε την –Ο2, 
ωστόσο ευνοεί ακόµη περισσότερο από την –O2 τη µείωση του µεγέθους του κώδικα ή 
τη βελτίωση της απόδοσης, ανάλογα µε τη βελτιστοποίηση που έχει επιλεγεί. ∆ηλαδή : 
 Η –O3 –Otime αποσκοπεί στην δηµιουργία ταχύτερου κώδικα από ότι η –O2 –
Otime, µε το ρίσκο να µεγαλώσει ακόµη περισσότερο το µέγεθος του κώδικα. 
 H –O3 –Ospace αποσκοπεί στην δηµιουργία ακόµη µικρότερου µεγέθους κώδικα 
από ότι η –O2 –Ospace, µε το ρίσκο να µειωθεί ακόµη περισσότερο η απόδοση. 
 
Επίσης, η –O3 εφαρµόζει και επιπλέον, πιο επιθετικές βελτιστοποιήσεις όπως είναι : 
• High-level scalar optimizations, συµπεριλαµβανοµένου του ξετύλιγµα βρόχου (loop 
unrolling), για -O3 -Otime. Αυτό µπορεί να επιτύχει σηµαντική βελτίωση µε µικρό 
κόστος στο µέγεθος του κώδικα, αλλά µε το ρίσκο να αυξηθεί ο χρόνος µεταγλώττισης . 
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ΚΕΦΑΛΑΙΟ 4  
 
Υλοποίηση – Βελτιστοποίηση Λογισµικού 
 
 
 Στο κεφάλαιο αυτό αρχικά παρουσιάζεται το εργαλείο RVDS v4.0 που χρησιµοποιήθηκε 
στη παρούσα εργασία. Στη συνέχεια αναφέρονται τα κριτήρια επιλογής των κατάλληλων 
αρχείων  που χρησιµοποιούνται σαν είσοδοι σε ένα πρόβληµα Βελτιστοποίησης Λογισµικού. 
Έπειτα καταγράφονται τα χαρακτηριστικά του αρχείου εισόδου που χρησιµοποιήθηκε στην 
παρούσα εργασία, καθώς και η διαδικασία δηµιουργίας του. Στη δεύτερη παράγραφο 
περιγράφεται η διαδικασία profiling και ο ρόλος της στη Βελτιστοποίηση Λογισµικού, ενώ 
παρουσιάζονται και τα αποτελέσµατα του profiling του κώδικα αναφοράς. Αποτελέσµατα που 
αποτελούν οδηγό για την επιλογή των σηµείων του κώδικα που βελτιώθηκε. Στις επόµενες 
παραγράφους  περιγράφονται οι αλλαγές - βελτιώσεις που πραγµατοποιηθήκαν σε κάθε σηµείο 
του κώδικα, οµαδοποιηµένες σε υποπαραγράφους ανάλογα µε το στάδιο της αποκωδικοποίησης 
που αυτές συµµετέχουν, καθώς και οι λόγοι που µας οδήγησαν στην κάθε αλλαγή - βελτίωση. 
Για κάθε µία από αυτές παρουσιάζονται οι σχετικές µετρήσεις απόδοσης. Πρέπει να σηµειωθεί 
πως η ανάπτυξη του κώδικα σε περιβάλλον επεξεργαστή ARM Cortex A8, καθώς και τα 
profiling για τις µετρήσεις απόδοσης έγιναν µε το Real View Development Suite v4.0 (RVDS 
v4.0). Οι λειτουργίες και οι  δυνατότητες του RVDS περιγράφονται στην παράγραφο 4.1. 
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4.1 Real View Development Suite v4.0 (RVDS v4.0) 
 Το πρόγραµµα Real View development Suite αποτελεί ένα εργαλείο προσοµοίωσης  για 
επεξεργαστές αρχιτεκτονικής ARM. To RVDS χρησιµοποιήθηκε στην παρούσα εργασία για την 
ανάπτυξη κώδικα σε περιβάλλον ARM Cortex A8.  
 Μια σηµαντική δυνατότητα που παρέχεται από το RVDS είναι η δυνατότητα για 
profiling µε τη χρήση του RVDS profiler. Το αποτέλεσµα του profiling µετά το πέρας της 




Εικόνα 4.1: Παράδειγµα αποτελέσµατος profiling στο RVDS 
  
 Η προσοµοίωση του κώδικα ARM πραγµατοποιήθηκε µε τη χρήση του RTMS Emulation 
Baseboard Cortex A8. Ωστόσο µε αυτό το εργαλείο θα πρέπει να ορίσουµε κάποιες παραδοχές. 
Αυτό το συµπέρασµα προκύπτει από τις µετρήσεις που πραγµατοποιήθηκαν στην παρούσα 
εργασία. Από τα αποτελέσµατα προέκυψαν πως δεν προσοµοιώνεται το dual pipelining του 
επεξεργαστή καθώς πάντα το CPI ( Cycles Per Instruction είναι > =1 ). Επίσης δεν έγινε 




4.2 ∆ηµιουργία Αρχείου Εισόδου (Input Video) 
 Η σωστή µέτρηση της απόδοσης µιας εφαρµογής προϋποθέτει τη χρήση ενός  
κατάλληλου και αντιπροσωπευτικού αρχείου εισόδου. Όσα περισσότερα χαρακτηριστικά 
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συγκεντρώνει ένα αρχείο εισόδου τόσο πιο ρεαλιστικά και αξιόπιστα θα είναι τα αποτελέσµατα 
που θα προκύψουν. 
Στην παρούσα εργασία σαν αρχείο εισόδου χρησιµοποιήθηκε µε τα εξής βασικά 
χαρακτηριστικά : 
 Συνολικός Αριθµός Καρέ : 2600 
 Frame Rate : 30 fps 
 Ανάλυση : 720x480 
 Bit Rate : 4Mbps  
 Chroma Format : 4:2:0 
 
Το παραπάνω βίντεο προέκυψε από το συνδυασµό δέκα µικρότερων βίντεο των 260 
καρέ. Τα αρχικά βίντεο ήταν σε ασυµπίεστη µορφή (αρχεία .yuv), µε Chroma  Format 4:2:0 και 
ανάλυση επίσης 720x480. Αρχικά, τα βίντεο κωδικοποιήθηκαν µε τη χρήση του  Mpeg2 
Encoder v1.2 του MPEG Software Simulation Group. Για την κωδικοποίηση χρησιµοποιήθηκαν 
frame και field DCT coding, ενώ επιλέχθηκε Bit Rate ίσο µε 4 Mbps. Στη συνέχεια τα βίντεο 
των 260 καρέ που προέκυψαν από την κωδικοποίηση, ενώθηκαν για να παραχθεί το 
Input_Inter.m2v που χρησιµοποιήθηκε τελικά σαν είσοδος στην εφαρµογή.  
Τα παραπάνω χαρακτηριστικά αποτελούν τα χαρακτηριστικά ενός κοινού DVD – movie. 





4.3 Profiling Κώδικα Αναφοράς 
 Το profiling αποτελεί µία από τις σηµαντικότερες διαδικασίες που πρέπει να γίνουν σε 
µια εργασία Βελτιστοποίησης Λογισµικού. Με τον όρο profiling ονοµάζουµε τη διαδικασία 
συλλογής πειραµατικών δεδοµένων που θα αντικατοπτρίζουν την πολυπλοκότητα της 
εφαρµογής στο σύστηµα το οποίο επιθυµούµε να τρέξουµε την εφαρµογή µας.  
  
 Σηµαντικό ρόλο για ένα σωστό profiling παίζει το αρχείο που θα χρησιµοποιήσουµε σαν 
είσοδο. Για να λάβουµε ρεαλιστικά και αξιόπιστα αποτελέσµατα θα πρέπει το αρχείο εισόδου να 
πληροί κάποιες προϋποθέσεις όπως αυτές περιγράφονται στην παράγραφο 4.2. Στο αρχικό 
profiling που πραγµατοποιήθηκε στον κώδικα αναφοράς, όπως επίσης και στις µετρήσεις 
απόδοσης που ακολουθούν κάθε βελτιστοποίηση του κώδικα χρησιµοποιείται το βίντεο 
Input_Video.m2v.   
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4.4 Saturate, Mismatch Control και Fast IDCT  
 
 
4.4.1 Ανάλυση Ιδιοτήτων των Βίντεο για Βελτιστοποίηση 
 
∆ύο σηµαντικά εργαλεία για τη βελτίωση της απόδοση µιας εφαρµογής αποτελούν, η 
χρησιµοποίηση χαρακτηριστικών γνωρισµάτων που µπορεί να έχουν τα αρχεία εισόδου 
(παράγραφος 3.2), καθώς και η αξιοποίηση ορισµένων ειδικών  περιπτώσεις των αλγορίθµων 
που υλοποιούνται στα πλαίσια της εφαρµογής. Με αυτά µπορούµε να βελτιώσουµε την απόδοση 
µιας εφαρµογής είτε µε απλές µεθόδους είτε µε πιο σύνθετους τρόπους. 
 
 Χαρακτηριστικό στοιχείο της συµπίεσης βίντεο αποτελεί το Variable Length Coding (για 
τον κωδικοποιητή). Με αυτή τη µέθοδο (όπως περιγράφεται και στην παράγραφο 2.1.8) 
επιτυγχάνεται σηµαντικό ποσοστό συµπίεσης. Μεγάλο πλεονέκτηµα του VLC είναι πως µπορεί 
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φανερό πως ο κωδικοποιητής προσπαθεί να παράγει όσο το δυνατόν περισσότερα συνεχόµενα 
µηδενικά στην κωδικοποίηση των blocks.  
 Ο αποκωδικοποιητής αντίστοιχα µπορεί µέσω της αντίστροφης διαδικασίας (Variable 
Length Decoding) να αποκωδικοποιεί µε µηδενικό κόστος συνεχόµενους µηδενικούς DCT 
συντελεστές. Στη περίπτωση του  αποκωδικοποιητή που χρησιµοποιείτε στην παρούσα εργασία 
(κώδικας αναφοράς), µετά από αυτό το στάδιο ακολουθείτε η συνήθη διαδικασία 
αποκωδικοποίησης χωρίς να λαµβάνονται υπόψη οι µηδενικοί συντελεστές  DCT που 
προκύπτουν. Με αυτό τον τρόπο εκτελούνται τετριµµένες πράξεις και άσκοπες κλήσεις 
συναρτήσεων.  
Οι παραπάνω παρατηρήσεις οδηγούν στα εξής συµπεράσµατα : 
 Σε block που υπάρχουν µόνο µηδενικοί DCT συντελεστές δεν είναι απαραίτητο να 
χρησιµοποιείται Inverse Discrete Cosine Transform καθώς το αποτέλεσµα θα είναι 
πάντα ένα block µε µηδενικά. 
 Αξιοποιώντας τους µηδενικούς  DCT συντελεστές µπορούν να δηµιουργηθούν 
ξεχωριστές συναρτήσεις IDCT για κάθε περίπτωση, που θα χρησιµοποιούν λιγότερες 
πράξεις. 
 ∆εν είναι απαραίτητο να εξετάζονται οι µηδενικοί συντελεστές κατά τη διαδικασία 
Saturating, καθώς δίνουν πάντα αποτέλεσµα µηδέν. 
 ∆εν είναι απαραίτητο να προστίθενται οι µηδενικοί συντελεστές στο τελικό άθροισµα 
των συντελεστών κατά τη διαδικασία Mismatch Control καθώς αποτελούν ουδέτερο 
στοιχείο και δεν αλλάζουν το αποτέλεσµα της πρόσθεσης. 
 
 
 Χρησιµοποιώντας σαν είσοδο το αρχείο Input_Inter.m2v πραγµατοποιήθηκαν οι 
παρακάτω µετρήσεις για τον αριθµό των block που απαιτούν IDCT. Τα αποτελέσµατα που 
προέκυψαν είναι τα ακόλουθα : 
 
 







Αριθµός Skipped Block (OXI IDCT)
Αριθµός Block µε όλους τους DCT 
συντελεστές µηδέν (ΟΧΙ IDCT)
Αριθµός Block µε τουλάχιστον έναν µη 
µηδενικό DCT συντελεστή (ΝΑΙ IDCT)
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 Ένα πολύ χρήσιµο χαρακτηριστικό των blocks που έχουν τουλάχιστον ένα µη µηδενικό 
συντελεστή είναι, το πώς αυτοί οι συντελεστές κατανέµονται στο block. ∆ηλαδή είναι 
σηµαντικό να γνωρίζουµε αν αυτοί οι συντελεστές είναι συγκεντρωµένοι σε ένα µικρότερο sub – 
block διαστάσεων 1x1 , 2x2 ή 4x4. Θυµίζουµε πως µιλάµε για αρχικό block διαστάσεων 8x8.  
Στο παρακάτω διάγραµµα φαίνεται πως τα 7,930,955 block του Input_Inter.m2v που 
απαιτούν IDCT κατανέµονται ανάλογα µε το sub – block στο οποίο είναι συγκεντρωµένοι οι µη 
µηδενικοί DCT συντελεστές: 
 
 
∆ιάγραµµα 3: Κατανοµή των block ανάλογα µε τη συγκέντρωση των µη µηδενικών DCT 
συντελεστών στα sub – block 
 
 
4.4.2 Saturate and Mismatch Control 
 Οι διαδικασίες Saturate και Mismatch Control περιγράφονται αναλυτικά στην 
παράγραφο 2.1.6. Στην παρούσα παράγραφο µελετώνται και βελτιώνονται µαζί, καθώς στον 
κώδικα αναφοράς  υλοποιούνται στην ίδια συνάρτηση ( Saturate ). Επίσης, ο τρόπος 
βελτιστοποίησης που χρησιµοποιείται είναι ταυτόσηµος και για τις δύο διαδικασίες, γεγονός που 
συνηγορεί στην παράλληλη βελτιστοποίηση τους.  
 Από το διάγραµµα 1 προκύπτει πως η συνάρτηση Saturate καταλαµβάνει την τρίτη θέση 
στο αρχικό profiling µε ποσοστό 16.26%. ∆ηλαδή καταναλώνει 16.26% του συνολικού χρόνου 
εκτέλεσης. Το ποσοστό αυτό καθιστά αναγκαία την βελτιστοποίησής της.  
 
 Από την ανάλυση και τις µετρήσεις της παραγράφου 4.4.1 προκύπτει το συµπέρασµα 









1x1 sub – block (Only DC)  
2x2 sub – block
4x4 sub – block
8x8 block
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οι  πράξεις αφορούν τους µηδενικούς DCT συντελεστές που εµφανίζονται σε µεγάλο ποσοστό 
στα DCT block, οι οποίοι αποτελούν ουδέτερα στοιχεία και στις δύο διαδικασίες.  
 Για την αποφυγή αυτών των πράξεων, οι διαδικασίες Saturate και Mismatch Control 
ενσωµατώνονται στη διαδικασία αποκωδικοποίησης των DCT συντελεστών. Με τον τρόπο αυτό 
µόνο για τους µη µηδενικούς συντελεστές εκτελούνται οι πράξεις των δυο διαδικασιών.  
 Για τη διαδικασία Mismatch Control  παρατηρούµε ( όπως περιγράφεται στην 
παράγραφο 3.1 ) πως ελέγχεται αν το άθροισµα των DCT συντελεστών ενός block είναι περιττό 
ή άρτιο. Ο παραπάνω έλεγχος µπορεί να πραγµατοποιηθεί εξετάζοντας µόνο το τελευταίο bit του 
αθροίσµατος ( 0 για άρτιο και 1 για περιττό ). Αυτή η πληροφορία µπορεί να δοθεί και από το 
τελευταίο bit της πράξης XOR όλων των συντελεστών. Με αυτό τον τρόπο η διαδικασία 
Mismatch Control βελτιώνεται ακόµη περισσότερο µε την αντικατάσταση του τελικού if 
statement  από λογικές πράξεις και του αθροίσµατος από την πράξη XOR.  
 Για την εφαρµογή των βελτιστοποιήσεων, η συνάρτηση Saturate ενσωµατώνεται στις 
συναρτήσεις Decode_MPEG2_Intra_Block και Decode_MPEG2_Non_Intra_Block του πηγαίου 
κώδικα. Επιπλέον αντικαθίσταται η εντολή sum += val; µε την xorval ^= val; και η πράξη if ( 
(sum&1) == 0 ) { bp[63]^= 1; } µε την bp[63] ^= ( xorval&1 ) ^ 1;.  
 
 Η προηγούµενη υλοποίηση µπορεί να εφαρµοστεί µόνο όταν δεν υπάρχει SNR scalable 
extension στο βίντεο προς αποκωδικοποίηση. Σε αντίθετη περίπτωση θα πρέπει να 
ολοκληρωθούν οι διαδικασίες αποκωδικοποίησης των DCT συντελεστών των σχετικών block 
και των δύο επιπέδων, να προστεθούν και έπειτα να συνεχιστεί η διαδικασία αποκωδικοποίησης 
του νέου πλέον block. ∆ηλαδή, δεν είναι εφικτό να εκτελεστούν οι Saturate και Mismatch 
Control κατά τη διάρκεια αποκωδικοποίησης των DCT συντελεστών. 
  Για να λυθεί αυτό το πρόβληµα δηµιουργούνται δύο νέες συναρτήσεις, η 
Decode_MPEG2_Intra_Block_WithSNR και η Decode_MPEG2_Non_Intra_Block_WithSNR. 
Οι  συναρτήσεις αυτές είναι ίδιες µε αυτές που χρησιµοποιούνται στον κώδικα αναφοράς για την 
αποκωδικοποίηση των DCT συντελεστών και δεν ενσωµατώνουν τη συνάρτηση Saturate. Αν 
υπάρχει SNR scalable extension καλούνται οι “_WithSNR” συναρτήσεις και η 
αποκωδικοποίηση συνεχίζεται σύµφωνα µε την υλοποίηση του κώδικα αναφοράς.  
 Μετά την παραπάνω αλλαγή, ο έλεγχος για την ύπαρξη SNR scalable extension 
µεταφέρεται από το block στο macroblock. ∆ηλαδή, αντί να γίνεται ο έλεγχος αυτός για κάθε 
block του macroblock, γίνεται µία µόνο φορά για όλα τα blocks του macroblock. Με αυτό τον 
τρόπο ελαχιστοποιείτε η χρήση if statement στη συγκεκριµένη φάση της αποκωδικοποίησης, 
µειώνοντας έτσι τον αριθµό των εντολών.  
 Στον πηγαίο κώδικα αυτό µεταφράζεται ως εξής: 
 Στη συνάρτηση motion_compensation ο έλεγχος if ( ( Two_Streams && 
enhan.scalable_mode == SC_SNR )  ||  ld->MPEG2_Flag ) που βρίσκεται στο for loop το οποίο 
χρησιµοποιείται για την προσπέλαση των block κάθε macroblock τροποποιείται σε if ( ( 
Two_Streams && enhan.scalable_mode == SC_SNR ) ) και µεταφέρεται έξω από το for loop. 
Ουσιαστικά µε αυτό τον τρόπο ελέγχεται αν υπάρχει scalability και µάλιστα SNR scalability. Σε 
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αυτή την περίπτωση η διαδικασία της αποκωδικοποίησης συνεχίζεται χωρίς τις βελτιστοποιήσεις 
σε saturate και mismatch control (οι οποίες εκτελούνται µε την κλήση της συνάρτησης saturate) 
και  µε τη χρήση των συναρτήσεων  Decode_MPEG2_Intra_Block_WithSNR και 
Decode_MPEG2_Non_Intra_Block_WithSNR. Επίσης, ο αρχικός εσωτερικός έλεγχος στο for 
loop για την κλήση ή µη της συνάρτησης saturate θα έχει τη µορφή if ( ld->MPEG2_Flag ). Ο 
βελτιστοποιηµένος κώδικας περιλαµβάνεται πλέον στο for loop του else statement.  
 
 
4.4.3 Fast Inverse Discrete Cosine Transform ( FIDCT  ) 
 
Ο µετασχηµατισµός Inverse Discrete Cosine Transform αποτελεί, όπως προκύπτει και 
από τον διάγραµµα 1 την πιο δαπανηρή διαδικασία της αποκωδικοποίησης. Ο ορισµός του IDCT 
περιγράφεται αναλυτικά στην παράγραφο 2.1.5. Στην πράξη, σπάνια χρησιµοποιούµε υλοποίηση 
του ορισµού σε πραγµατικές εφαρµογές, λόγω της αυξηµένης πολυπλοκότητας του αλγορίθµου. 
Η υλοποίηση του  Mpeg2 Decoder που χρησιµοποιούµε σαν κώδικα αναφοράς, χρησιµοποιεί 
τον Chen-Wang algorithm (cf. IEEE ASSP-32, pp. 803-816, Aug. 1984)  που µε 11 πράξεις 
πολλαπλασιασµού και 29 πράξεις πρόσθεσης πετυχαίνει Inverse Discrete Cosine Transform 8 
σηµείων. Ωστόσο και αυτό το Fast IDCT, καταλαµβάνει την πρώτη θέση στο profiling ως η πιο 
δαπανηρή συνάρτηση.  
 
 
4.4.3.1 Ελαχιστοποίηση της χρήσης FIDCT 
 
 Από τον διάγραµµα 2 προκύπτει το συµπέρασµα πως σχεδόν το 60% των block δεν 
χρειάζονται Inverse Discrete Cosine Transform. Στο κώδικα αναφοράς ωστόσο εκτελείτε IDCT 
για όλα τα blocks εκτός των skipped (blocks των skipped macroblock). Όπως περιγράφεται και 
στην παράγραφο 4.4.1 πρόκειται για block που περιέχουν µόνο µηδενικούς DCT συντελεστές.  
 Η άσκοπη χρήση του IDCT αποφεύγεται µε την κλήση της κατάλληλης συνάρτησης 
αµέσως µετά το τέλος της αποκωδικοποίησης κάθε block. Με αυτό τον τρόπο µόνο τα block που 
χρειάζονται αποκωδικοποίηση των DCT συντελεστών θα χρησιµοποιήσουν IDCT. ∆ηλαδή, 
µόνο  τα block που περιέχουν τουλάχιστον ένα µη µηδενικό συντελεστή.  
 Για την εφαρµογή της παραπάνω βελτιστοποίησης µεταφέρουµε την κλήση της IDCT 
από το for loop ( προσοχή, το βελτιωµένο loop του else statement) της συνάρτησης 
motion_compensation στις συναρτήσεις Decode_MPEG2_Intra_Block και 
Decode_MPEG2_Non_Intra_Block. Πιο συγκεκριµένα στο κοµµάτι του κώδικα των 
συναρτήσεων που σηµατοδοτεί το τέλος της αποκωδικοποίησης των DCT συντελεστών ενός 
block. ∆ηλαδή, το  
if (tab->run==64) /* end_of_block */ 
    { 
     bp[63]^=(xorval&1)^1; 
     return; 
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    } 
γίνεται πλέον  
if (tab->run==64) /* end_of_block */ 
    { 
         bp[63]^=(xorval&1)^1; 
      
            if (Reference_IDCT_Flag) 
         Reference_IDCT(ld->block[comp]); 
            else 
        Fast_IDCT(ld->block[comp]); 
        
             return; 
    } 
 
  
4.4.3.2 Περιγραφή και Υλοποίηση Βελτιωµένου Αλγορίθµου FIDCT 
 Από την παρατήρηση των αποτελεσµάτων του διάγραµµα 3 µπορούµε να συµπεράνουµε 
πως το 45.07% των blocks που απαιτούν Inverse Discrete Cosine Transform, έχουν τους µη 
µηδενικούς συντελεστές DCT συγκεντρωµένους σε ένα µικρότερο sub – block του αρχικού 
block. Αυτή η παρατήρηση µας οδηγεί στην δηµιουργία µιας βελτιωµένης έκδοσης του 
αλγορίθµου των Chen-Wang που θα λαµβάνει υπόψη αυτή τη συγκέντρωση των συντελεστών 
σε µικρότερα blocks. 
 Για κάθε µία από τις περιπτώσεις του διαγράµµατος 3, γνωρίζουµε εκ των προτέρων 
ποιοι DCT συντελεστές  είναι σίγουρα µηδενικοί. Έτσι, αφαιρώντας ή απλοποιώντας εκείνες τις 
πράξεις που αυτοί οι συντελεστές εµφανίζονται ως τελεστές, επιτυγχάνεται η µείωση της 
πολυπλοκότητας του αλγορίθµου και η βελτίωση της απόδοσης του. Στην πραγµατικότητα 
περιορίζουµε τον αλγόριθµο  στο 1x1, 2x2 ή 4x4 sub-block αντίστοιχα. Στην παρακάτω εικόνα 
(εικόνα 4.2) φαίνεται η µορφή του 8x8 block σε κάθε µία από τις παραπάνω περιπτώσεις. 
 
Εικόνα 4.2: (1) Only DC (1x1) DCT block. (2) 2x2 DCT block. (3) 4x4 DCT block. 
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 Εκτός από τη συγκέντρωση των µη µηδενικών συντελεστών σε sub – block 
υποχρεούµαστε να λάβουµε υπόψη και το αποτέλεσµα του mismatch control (περιγράφεται στην 
παράγραφο 2.1.6). Αν το άθροισµα των συντελεστών του block είναι άρτιο, ο τελευταίος DCT 
συντελεστής, που (όπως προκύπτει από την περιγραφή των παραπάνω περιπτώσεων) είναι πάντα 
0, θα πάρει την τιµή 1. Αυτός ο παράγοντας εισάγει επιπλέον πολυπλοκότητα καθώς απαιτεί τον 
υπολογισµό του IDCT row για την τελευταία γραµµή, η οποία µετά το τέλος του υπολογισµού 
γεµίζει µε µη µηδενικά ενδιάµεσα αποτελέσµατα που πρέπει να χρησιµοποιηθούν στις πράξεις 
του IDCT column. 
 Από την παραπάνω διαδικασία προκύπτει πως για όλες τις περιπτώσεις συναρτήσεων  
IDCT mismatch1, η τελευταία γραµµή του block προς µετασχηµατισµό θα είναι πάντα [ 0  0  0  
0   0   0   0   1]  µε αποτέλεσµα IDCT row ίσο µε   [ 2  -6  9  -11  11  -9   6  -2]. Αποθηκεύοντας 
αυτό το αποτέλεσµα σε ένα πίνακα στη µνήµη, δεν χρειάζεται πλέον να εκτελείτε το IDCT row 
για την τελευταία γραµµή, καθώς το αποτέλεσµα µπορεί να φορτωθεί  από τον πίνακα. 
 Στον πηγαίο κώδικα ο παραπάνω πίνακας ονοµάζεται idct_table και ορίζεται σαν global 
µεταβλητή στο αρχείο idct.c ως short idct_table[8]; Ενώ η αρχικοποίηση γίνεται στη συνάρτηση 
Initialize_Fast_IDCT µε την εξής προσθήκη: 
 idct_table[0] = 2; 
 idct_table[1] = -6; 
 idct_table[2] = 9; 
 idct_table[3] = -11; 
 idct_table[4] = 11; 
 idct_table[5] = -9; 
 idct_table[6] = 6; 
 Idct_table[7] = -2; 
 
 Ειδικά για την περίπτωση που έχουµε 1x1 sub – block (Only DC), όταν ο µοναδικός µη 
µηδενικός συντελεστής είναι πολλαπλάσιος του 8, το block που προκύπτει µετά το IDCT είναι 
το ίδιο και για αποτέλεσµα mismatch 0 αλλά και για 1. Λαµβάνοντας υπόψη και αυτή την 
παρατήρηση µπορούµε να βελτιώσουµε την απόδοση για 1x1 IDCT. 
  
 Για την υλοποίηση του παραπάνω βελτιωµένου αλγορίθµου δηµιουργούµε τις ακόλουθες 
συναρτήσεις : 
 Full_Fast_IDCT : Είναι η συνάρτηση που χρησιµοποιεί ο κώδικας αναφοράς. 
Χρησιµοποιείται για 8x8 IDCT. 
 Fast_IDCT_OnlyDC_MisMatch0 : Συνάρτηση για το 1x1 (OnlyDC) IDCT µε  
αποτέλεσµα mismatch ίσο µε 0 ή µε αποτέλεσµα mismatch ίσο  µε 1 και DC 
πολλαπλάσιο του 8. 
 Fast_IDCT_OnlyDC_MisMatch1 : Συνάρτηση για το 1x1 (OnlyDC) IDCT µε 
αποτέλεσµα mismatch ίσο µε 1. 
 Fast_IDCT_2x2_MisMatch0 : Συνάρτηση για το 2x2 IDCT µε αποτέλεσµα mismatch ίσο 
µε 0. 
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 Fast_IDCT_2x2_MisMatch1 : Συνάρτηση για το 2x2 IDCT µε αποτέλεσµα mismatch ίσο 
µε 1. 
 Fast_IDCT_4x4_MisMatch0 : Συνάρτηση για το 4x4 IDCT µε αποτέλεσµα mismatch ίσο 
µε 0. 
 Fast_IDCT_4x4_MisMatch1 : Συνάρτηση για το 4x4 IDCT µε αποτέλεσµα mismatch ίσο 
µε 1. 
  
 Για την επιλογή της κατάλληλης συνάρτησης, κατά τη διάρκεια της αποκωδικοποίησης 
των DCT συντελεστών κάθε block, για όλους τους  µη µηδενικούς  συντελεστές, εκτελείτε η 
παρακάτω πράξη : 
orval |= ( ( pos_in_block >> 3) | ( pos_in_block & 7 ) ) : Όπου pos_in_block είναι η θέση 
του συντελεστή στο 8x8 block (παίρνει τιµές από 0 έως 64).  
Το αποτέλεσµα αυτής της πράξης είναι από 0 έως 7. Με βάση το αποτέλεσµα αυτό 
γίνεται η επιλογή του IDCT που θα χρησιµοποιηθεί. Για τις διάφορες τιµές της orval οι 
περιπτώσεις είναι : 
1. orval = 0 : Επιλογή 1x1 IDCT. 
2. orval = 1 : Επιλογή 2x2 IDCT. 
3. orval = 2 και  orval = 3: Επιλογή 4x4 IDCT. 
4. Αλλιώς (orval = 4… 7) : Επιλογή 8x8 IDCT (Full Fast IDCT). 
 
 Για την επιλογή ανάµεσα στο mismatch 0 και 1 ελέγχουµε την τιµή του τελευταίου 
συντελεστή του block. 
 Τέλος, γίνεται και ο έλεγχος για το αν o πρώτος συντελεστής (DC) είναι πολλαπλάσιος 
του 8. Όπως αναφέρθηκε παραπάνω, η παράµετρος αυτή χρησιµοποιείται µόνο στην περίπτωση 
του 1x1 IDCT. Για τον υπολογισµό της παραµέτρου αυτής εκτελούµε την  : 
 DC_mod8 = DC_συντελεστής & 7: Η πράξη αυτή για θετικούς ακέραιους δίνει το 
υπόλοιπο της διαίρεσης του DC µε το 8. Για αρνητικούς ακέραιους αριθµούς δίνει ένα 
αποτέλεσµα από 0 έως 7 χωρίς αναγκαία αυτό, να είναι και το υπόλοιπο της διαίρεσης του DC 
µε το 8. Ωστόσο οποιοσδήποτε ακέραιος πολλαπλάσιος του 8  θα έχει Integer & 7 ίσο µε  0.  
 
Συνδυάζοντας τα αποτελέσµατα των παραπάνω πράξεων επιλέγετε η κατάλληλη 
συνάρτηση. Για την επιλογή αυτή ορίζετε ένας global Function Pointer Table στον οποίο 
αποθηκεύονται, στις κατάλληλες θέσεις, οι δείκτες των  συναρτήσεων IDCT. Με αυτό τον τρόπο 
αποφεύγονται  τα πολλαπλά και δαπανηρά if statements.  
Ο παραπάνω πίνακας ορίζεται σαν global στο αρχείο global.h µε τον εξής τρόπο:  
typedef void (*ptrfunc)(short *); 
EXTERN ptrfunc FIDCT[8*2*8]; 
 Για την επιλογή της κατάλληλης συνάρτησης χρησιµοποιούνται τρεις παράγοντες που 
απαιτούν ένα τρισδιάστατο πίνακα. Ωστόσο για να αποφύγουµε τις πολλές προσπελάσεις 
µνήµης και να περιορίσουµε το κόστος σε αριθµητικές και λογικές πράξεις , ο πίνακας FIDCT 
ορίζεται σαν µονοδιάστατος, µεγέθους 8*2*8. Για την επιλογή της κατάλληλης συνάρτησης 
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µέσω του πίνακα χρησιµοποιείται η παράσταση (orval<<4) + ((bp[63]&1)<<3) + val_mod8. 
Εκτελείται η πράξη  bp[63]&1 ώστε να µην ξεφύγουµε από τα όρια του πίνακα. Ο πίνακας 
FIDCT αρχικοποιείται στη συνάρτηση Initialize_Decoder πριν την κλήση της συνάρτησης 
Initialize_Fast_IDCT µε το εξής κοµµάτι κώδικα: 
 for(i=0; i<9; i++) 
   FIDCT[i] = &Fast_IDCT_OnlyDC_MisMatch0; //(orval == 0, bp[63]&1 ==  0, val_mod8 E [0,7]) || 
(orval == 0, bp[63] == 1, val_mod8==0) 
for(i=9; i<16; i++) 
   FIDCT[i] = &Fast_IDCT_OnlyDC_MisMatch1; //orval == 0, bp[63]&1 == 1, val_mod8 != 0 
for(i=16; i<24; i++) 
   FIDCT[i] = &Fast_IDCT_2x2_MisMatch0; //orval == 1, bp[63]&1 == 0, val_mod8 E [0,7] 
for(i=24; i<32; i++) 
   FIDCT[i] = &Fast_IDCT_2x2_MisMatch1; //orval == 1, bp[63]&1 == 1, val_mod8 E [0,7]  
for(i=32; i<40; i++) 
   FIDCT[i] = &Fast_IDCT_4x4_MisMatch0; //orval == 2, bp[63]&1 == 0, val_mod8 E [0,7] 
for(i=40; i<48; i++) 
   FIDCT[i] = &Fast_IDCT_4x4_MisMatch1; //orval == 2, bp[63]&1 == 1, val_mod8 E [0,7] 
for(i=48; i<56; i++) 
   FIDCT[i] = &Fast_IDCT_4x4_MisMatch0; //orval == 3, bp[63]&1 == 0, val_mod8 E [0,7] 
for(i=56; i<64; i++) 
   FIDCT[i] = &Fast_IDCT_4x4_MisMatch1; //orval == 3, bp[63]&1 == 1, val_mod8 E [0,7] 
for(i=64; i<8*2*8; i++) 
   FIDCT[i] = &Full_Fast_IDCT; //orval > 3 
 Από τα σχόλια του παραπάνω κώδικα προκύπτει και ο τρόπος επιλογής της κατάλληλης 
συνάρτησης. 
 
Περεταίρω βελτίωση στο IDCT επιτυγχάνεται ενοποιώντας τις συναρτήσεις για row και 
column. Με αυτό τον τρόπο δηµιουργείτε  µία συνάρτηση που στην αρχή εκτελεί το κατά 
γραµµές και στη συνέχεια το κατά στήλες IDCT. Έτσι ελαττώνονται οι περιττές κλήσεις 
συναρτήσεων (8 κλήσεις IDCT row και 8 κλήσεις IDCT column για κάθε block ) καθώς µε τη 
βελτίωση αυτή η Fast_IDCT καλείται µία φορά και εκτελεί 8x8 IDCT δύο διαστάσεων.  
 
  
4.4.3.3 Χρήση NEON instructions 
Οι SIMD εντολές αποτελούν ένα πολύ σηµαντικό εργαλείο στη Βελτιστοποίηση 
Λογισµικού όπως περιγράφεται και στην παράγραφο 3.3. Η χρήση ωστόσο των εντολών αυτών 
προϋποθέτει την εύρεση των σηµείων του πηγαίου κώδικα όπου αυτές µπορούν να 
χρησιµοποιηθούν αποδοτικά. Ένα τέτοιο σηµείο στην περίπτωση µας  αποτελεί το IDCT.  
Χρησιµοποιώντας τις εντολές NEON που παρέχονται από την αρχιτεκτονική ARM 
Cortex A8 οι συναρτήσεις του Βελτιωµένου Αλγορίθµου IDCT  υλοποιούνται ως εξής : 
 Full_Fast_IDCT : Αποκλειστική χρήση NEON. 
 Fast_IDCT_OnlyDC_MisMatch0 : Αποκλειστική χρήση NEON. 
 Fast_IDCT_OnlyDC_MisMatch1 : Αποκλειστική χρήση NEON. 
 Fast_IDCT_2x2_MisMatch0 : Χρήση κώδικα C για το IDCT row και χρήση ΝΕΟΝ για 
το IDCT column. 
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 Fast_IDCT_2x2_MisMatch1 : Χρήση κώδικα C για το IDCT row και χρήση ΝΕΟΝ για 
το IDCT column. 
 Fast_IDCT_4x4_MisMatch0 : Αποκλειστική χρήση NEON. 
 Fast_IDCT_4x4_MisMatch1 : Αποκλειστική χρήση NEON. 
 
 Ένα σηµαντικό πρόβληµα που προέκυψε από τη χρήση NEON εντολών στο IDCT είναι 
η εύρεση ενός αποδοτικού τρόπου φόρτωσης των δεδοµένων από τη µνήµη στα NEON 
διανύσµατα.   
 Κάθε block DCT συντελεστών αποτελεί στην ουσία ένα πίνακα µεγέθους 64 = 8x8. Ο 
πίνακας αποθηκεύεται στη µνήµη κατά γραµµές. Ο IDCT 2 διαστάσεων που χρησιµοποιείται 
στον standard Mpeg2 εκτελεί πρώτα IDCT κατά γραµµές (row) και στη συνέχεια κατά στήλες 
(column). Ωστόσο, για να εκτελεστεί  το IDCT row µε τη χρήση διανυσµάτων (NEON) πρέπει 
το block να φορτωθεί στα διανύσµατα κατά στήλες.  
 Μία αποδοτική λύση για το παραπάνω πρόβληµα είναι οι DCT συντελεστές, κατά την 
αποκωδικοποίησης, να αποθηκεύονται µε τέτοιο τρόπο, ώστε κάθε γραµµή του block να περιέχει 
την αντίστοιχη στήλη.  
 Η παραπάνω λειτουργία επιτυγχάνεται µε την εκτέλεση της παρακάτω εντολής για κάθε 
µη µηδενικό συντελεστή: 
 new_pos = ( (  prev_pos & 7) <<3  ) + ( prev_pos >> 3)  )  
  
 
 Όσον αφορά την υλοποίηση των IDCT συναρτήσεων µε NEON εντολές, ακολουθήθηκε 
η εξής διαδικασία για κάθε µία από αυτές: 
 Στην συνάρτηση Full_Fast_IDCT αρχικά φορτώνεται το  block από τη µνήµη κατά 
γραµµές ( στις οποίες είναι αποθηκευµένες οι στήλες του block όπως περιγράφηκε παραπάνω ) 
µε τη χρήση δύο προσωρινών µεταβλητών τύπου int16x8_t . Για τη φόρτωση χρησιµοποιείται η 
εντολή  vld1q_s16. Στη συνέχεια από το vector αυτό φορτώνονται τα κύρια vector (τύπου 
int32x4_t) που χρησιµοποιούνται στην υλοποίηση του αλγορίθµου. Η πράξη αυτή γίνεται µέσω 
των εντολών vget_low_s16 και vget_high_s16 οι οποίες σπάζουν το  128 bit vector σε δύο 64 bit 
vector, και της εντολής vmovl_s16 που τα µετασχηµατίζει σε 128 bit vector. Αυτή η διαδικασία 
είναι απαραίτητη επειδή τα ενδιάµεσα αποτελέσµατα του αλγορίθµου Fast IDCT απαιτούν 
ακρίβεια µεγαλύτερη από 16 bit. Ενδεικτικός  κώδικας είναι ο παρακάτω : 
va_s16x8 = vld1q_s16(block);  
x01_s32x4 = vmovl_s16(vget_low_s16(va_s16x8)); 
x02_s32x4 = vmovl_s16(vget_high_s16(va_s16x8)); 
x01_s32x4 = vshlq_n_s32(x01_s32x4, 11); 
x02_s32x4 = vshlq_n_s32(x02_s32x4, 11); 
 Μετά την εκτέλεση του αλγορίθµου ακολουθείται η αντίστροφη διαδικασία για την 
αποθήκευση των vector αποτελέσµατος πίσω στο block. Οι εντολές που χρησιµοποιούνται σε 
αυτή την περίπτωση είναι η vqmovn_s32 που µετασχηµατίζει το 128 bit vector σε 64 bit vector 
εκτελώντας ταυτόχρονα και saturate, η vcombine_s16 που συνδυάζει δύο 64 bit vector σε ένα 
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128 bit vector και η vst1q_s16 που αποθηκεύει τα περιεχόµενα του vector στη µνήµη. Το 
saturate στο διάστηµα [-256, 255] των αποτελεσµάτων του IDCT που απαιτείται  πριν την 
αποθήκευση τους πραγµατοποιείται µέσω των εντολών vmaxq_s16 και vminq_s16 οι οποίες 
εκτελούν τις πράξεις VecResult[i] := (VecA[i] >= VecB[i]) ? VecA[i] : VecB[i] και VecResult[i] 
:= (VecA[i] >= VecB[i]) ? VecB[i] : VecA[i]. Ο ενδεικτικός κώδικας είναι: 
temp_s32x4 = vaddq_s32(x71_s32x4, x11_s32x4); 
temp_s32x4 = vshrq_n_s32(temp_s32x4, 14); 
x01_s16x4 = vqmovn_s32(temp_s32x4); 
  
temp_s32x4 = vaddq_s32(x72_s32x4, x12_s32x4); 
temp_s32x4 = vshrq_n_s32(temp_s32x4, 14); 
x02_s16x4 = vqmovn_s32(temp_s32x4); 
  
x_s16x8 = vcombine_s16(x01_s16x4, x02_s16x4); 
x_s16x8 = vmaxq_s16(x_s16x8, const_s16x8);   
x_s16x8 = vminq_s16(x_s16x8, const2_s16x8);  
vst1q_s16(block, x_s16x8); 
 Για τις πράξεις που πραγµατοποιούνται στα πλαίσια του Fast IDCT χρησιµοποιούνται 
κυρίως εντολές πρόσθεσης, αφαίρεσης, πολλαπλασιασµού και ολίσθησης. Ωστόσο 
χρησιµοποιούνται και  εντολές που δεν κατατάσσονται στις εντολές απλής πράξεις όπως: 
int32x4_t vmlaq_s32(int32x4_t a, int32x4_t b, int32x4_t c) : Vr[i] := Va[i] + Vb[i] * Vc[i] 
int32x4_t vmlal_s16(int32x4_t a, int16x4_t b, int16x4_t c) : Vr[i] := Va[i] + Vb[i] * Vc[i] 
Ένα σηµαντικό πρόβληµα που προκύπτει από τη χρήση NEON vector είναι ο τρόπος µε τον 
οποίο θα αντιστραφούν τα vector ώστε από το IDCT row να µεταβούµε στο IDCT column. Το 
πρόβληµα αυτό επιλύεται µε τη χρήση των εντολών vzipq_s16. Οι εντολές αυτές συνδυάζουν 
δύο vector ίδιου τύπου, κάνοντας interleaving (εναλλάξ σάρωση των στοιχείων των δυο vector) 
τα στοιχεία τους και αποθηκεύουν το αποτέλεσµα σε µεταβλητές τύπου vector struct όπως π.χ. 
struct int16x4x2_t 
{ 
 int16x4_t val[2]; 
}; 
Ο κώδικας που υλοποιεί την παραπάνω λειτουργία τη συνάρτηση Full_Fast_IDCT είναι: 
//Transpose block 
v0_s16x8x2 = vzipq_s16(v0_s16x8x2.val[0], v0_s16x8x2.val[1]); // (0) 1 5 1 5 1 5 1 5  (1) 1 5 1 5 1 5 1 5  
v1_s16x8x2 = vzipq_s16(v1_s16x8x2.val[0], v1_s16x8x2.val[1]); // (0) 3 7 3 7 3 7 3 7  (1) 3 7 3 7 3 7 3 7 
  
v6_s16x8x2 = vzipq_s16(v6_s16x8x2.val[0], v6_s16x8x2.val[1]); // (0) 0 4 0 4 0 4 0 4  (1) 0 4 0 4 0 4 0 4 
v7_s16x8x2 = vzipq_s16(v7_s16x8x2.val[0], v7_s16x8x2.val[1]); // (0) 2 6 2 6 2 6 2 6  (1) 2 6 2 6 2 6 2 6  
  
v4_s16x8x2 = vzipq_s16(v0_s16x8x2.val[0], v1_s16x8x2.val[0]); // (0) 1 3 5 7 1 3 5 7  (1) 1 3 5 7 1 3 5 7 
    
v5_s16x8x2 = vzipq_s16(v6_s16x8x2.val[0], v7_s16x8x2.val[0]); // (0) 0 2 4 6 0 2 4 6  (1) 0 2 4 6 0 2 4 6 
   
v2_s16x8x2 = vzipq_s16(v5_s16x8x2.val[0], v4_s16x8x2.val[0]); // (0) 0 1 2 3 4 5 6 7  (1) 0 1 2 3 4 5 6 7 
v3_s16x8x2 = vzipq_s16(v5_s16x8x2.val[1], v4_s16x8x2.val[1]); // (0) 0 1 2 3 4 5 6 7  (1) 0 1 2 3 4 5 6 7 
   
Institutional Repository - Library & Information Centre - University of Thessaly
09/12/2017 04:56:11 EET - 137.108.70.7




 v4_s16x8x2 = vzipq_s16(v0_s16x8x2.val[1], v1_s16x8x2.val[1]); // (0) 1 3 5 7 1 3 5 7  (1) 1 3 5 7 1 3 5 7 
   
v5_s16x8x2 = vzipq_s16(v6_s16x8x2.val[1], v7_s16x8x2.val[1]); // (0) 0 2 4 6 0 2 4 6  (1) 0 2 4 6 0 2 4 6 
   
v6_s16x8x2 = vzipq_s16(v5_s16x8x2.val[0], v4_s16x8x2.val[0]); // (0) 0 1 2 3 4 5 6 7  (1) 0 1 2 3 4 5 6 7 
v7_s16x8x2 = vzipq_s16(v5_s16x8x2.val[1], v4_s16x8x2.val[1]); // (0) 0 1 2 3 4 5 6 7  (1) 0 1 2 3 4 5 6 7 
 
 
 Η συνάρτηση Fast_IDCT_OnlyDC_MisMatch0 µετά την εφαρµογή του βελτιωµένου 
αλγορίθµου, καταλήγει στην αντιγραφή µιας συγκεκριµένης τιµής, που προκύπτει από πράξεις 
στον DC συντελεστή, σε όλες τις θέσεις του block. Η υλοποίησή της φαίνεται παρακάτω: 
void Fast_IDCT_OnlyDC_MisMatch0(short *block) 
{ 
 int val , i; 
 
 val = iclp[(block[0]+4)>>3]; 
 for(i=0;i<64;i++) 
 { 
  block[i] = val; 
 } 
} 
 Αλλάζοντας την παραπάνω υλοποίηση ώστε η τιµή iclp[(block[0]+4)>>3] να φoρτώνεται 
σε ένα vector το οποίο θα αποθηκεύεται σε όλες τις γραµµές του block προκύπτει η παρακάρω 
συνάρτηση: 
 void Fast_IDCT_OnlyDC_MisMatch0(short *block){ 
  
 int16x8_t va_s16x8; 
  
 va_s16x8 = vdupq_n_s16(iclp[(block[0]+4)>>3]); 
      
 vst1q_s16(block, va_s16x8); 
 vst1q_s16(block+8, va_s16x8); 
 vst1q_s16(block+16, va_s16x8); 
 vst1q_s16(block+24, va_s16x8); 
 vst1q_s16(block+32, va_s16x8); 
 vst1q_s16(block+40, va_s16x8); 
 vst1q_s16(block+48, va_s16x8); 




 Στη συνάρτηση Fast_IDCT_OnlyDC_MisMatch1 χρησιµοποιείται παρόµοια λογική µε 
αυτή της συνάρτησης Full_Fast_IDCT όσον αφορά την αποθήκευση των vector. Η φόρτωση των 
δεδοµένων για το IDCT row απαιτεί τις load vector πράξεις που φαίνονται παρακάτω (οι οποίες 
αποτελούν ταυτόχρονα και το αποτέλεσµα του IDCT row): 
va_s16x8 = vdupq_n_s16(block[0]<<3); 
vb_s16x8 = vld1q_s16(idct_table); 
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Στη συνέχεια, µε τον ίδιο τρόπο που περιγράφηκε στην Full_Fast_IDCT τα αποτελέσµατα του 
IDCT row από 16 bit µετασχηµατίζονται σε 32 bit. Η διαδικασία συνεχίζεται µε την εκτέλεση 
των πράξεων του IDCT column. 
 
 Στη συνάρτηση Fast_IDCT_2x2_MisMatch0 το IDCT row εκτελείται µε τη χρήση του 
πηγαίου κώδικα C, καθώς η χρήση NEON εντολών είναι ασύµφορη ( οι µη µηδενικοί 
συντελεστές δεν είναι περισσότεροι από δύο σε κάθε γραµµή ). Τα αποτελέσµατα του IDCT 
column αποθηκεύονται απευθείας στην κατάλληλη θέση των vector που θα χρησιµοποιηθούν 
στη συνέχεια για την εκτέλεση του IDCT column µέσω της εντολής vsetq_lane_s32 η οποία 
αποθηκεύει την τιµή ενός 32 bit ακέραιου στην θέση vector. Το vector, η θέση του και η 32 bit 
τιµή αποτελούν τους τελεστές της πράξης. 
 Η υλοποίηση της συνάρτησης Fast_IDCT_2x2_MisMatch1 είναι ίδια µε αυτή της 
Fast_IDCT_2x2_MisMatch0. Η διαφορά είναι πως µετά την IDCT row προκύπτουν µη µηδενικά 
αποτελέσµατα και στην τελευταία γραµµή του block, τα οποία φορτώνονται σε vector για την 
IDCT (περίπτωση αποτελέσµατος mismatch ίσο µε 1 και φόρτωση αποτελεσµάτων από το πίνακ 
idct_table). Η IDCT column εκτελείται όπως και στη Fast_IDCT_2x2_MisMatch0 µε τη 
διαφορά πως οι εκτελέσιµες πράξεις αυξάνονται και µερικές τροποποιούνται. 
 Η συνάρτηση Fast_IDCT_4x4_MisMatch0 υλοποιείται όµοια µε την Full_Fast_IDCT 
µε τη διαφορά πως χρησιµοποιείται ένα vector (τύπου int32x4_t) για κάθε γραµµή στο οποίο 
φορτώνονται οι τέσσερις πρώτη συντελεστές των τεσσάρων πρώτων γραµµών, καθώς οι 
υπόλοιποι   DCT συντελεστές είναι µηδενικοί. Επίσης, λαµβάνοντας υπόψη τους µηδενικούς 
συντελεστές γίνονται και οι κατάλληλες τροποποιήσεις – αφαιρέσεις των εκτελέσιµων πράξεων. 
Και σε αυτή την περίπτωση είναι απαραίτητο το transpose των vector για την έναρξη της IDCT 
column.  
 Τέλος η συνάρτηση Fast_IDCT_4x4_MisMatch1 υλοποιείται µε τον τρόπο υλοποίησης 
της Fast_IDCT_4x4_MisMatch0, λαµβάνοντας υπόψη και την τελευταία γραµµή του block 
στην υλοποίηση της IDCT column.  
 
 
4.4.4 Μέτρηση Απόδοσης – Νέο Profiling 
 
 Τα αποτελέσµατα που προκύπτουν όσον αφορά τη βελτίωση της απόδοσης µετά από τις 
βελτιστοποιήσεις της παρούσας παραγράφου παρουσιάζονται στα παρακάτω διαγράµµατα : 
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 Μετά τις βελτιστοποιήσεις σε Saturate, Mismatch Control και Fast IDCT τα 
αποτελέσµατα του profiling φαίνονται στο παρακάτω διάγραµµα :  
 
 




4.5 Motion Compensation 
 
 Η διαδικασία Motion Compensation περιγράφεται αναλυτικά στην παράγραφο 2.1.4. Το 
Motion Compensation υλοποιείτε στον κώδικα αναφοράς από τη συνάρτηση 
form_component_prediction. Από τα  διαγράµµατα 1 και 8 προκύπτει το συµπέρασµα πως η 
διαδικασία αυτή αποτελεί µία πολύ δαπανηρή διαδικασία, καθώς στο αρχικό profiling 
καταλαµβάνει τη δεύτερη θέση µε ποσοστό 21.16% ενώ στο τελευταίο profiling καταλαµβάνει 
την πρώτη θέση µε ποσοστό 37.08%. 
 
 
4.5.1  Χρήση NEON instructions 
 
 Το Motion Compensation αποτελεί µία διαδικασία που µπορούν να χρησιµοποιηθούν 
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όλα τα στοιχεία ενός macroblock 16x16 ή ενός block 16x8 του reference frame (ή field ), 
ανάλογα µε τον τύπο του motion vector που χρησιµοποιείται. Οι παραπάνω τύποι motion vector 
αναφέρονται στο luminance. Για το chrominance τα motion vectors αντιστοιχούν σε 16x16 
block για chroma format 4:4:4 και σε 8x8 block για chroma format 4:2:2 και 4:2:0. 
 Για να υλοποιηθεί το Motion Compensation µε NEON εντολές απαιτείται να γνωρίζουµε 
εκ των προτέρων το width του block. Αυτό συµβαίνει επειδή πρέπει να είναι γνωστό τι µεγέθους 
NEON vectors θα χρησιµοποιηθούν. Υπενθυµίζεται πως στη NEON unit υπάρχουν 64-bit και 
128-bit registers και πως στο standard MPEG-2 το κάθε στοιχείο του block αναπαριστάται µε 8 
bits.  
 Συνεπώς, για block µε width 16 χρησιµοποιείται 128-bit vector, στο οποίο φορτώνεται 
κάθε γραµµή του block, ενώ αντίστοιχα για block µε width 8 χρησιµοποιείται 64-bit vector µε 
τον ίδιο τρόπο. Τελικά, για να υποστηριχθεί η παραπάνω λειτουργικότητα συνάρτηση 
form_component_prediction αντικαθίσταται από δύο νέες συναρτήσεις ( για width 8 και για 
width 16), τις form_component_predictionWidth16 και form_component_predictionWidth8. 
Επίσης µειώνουµε το πλήθος των arguments που αυτές δέχονται αφαιρώντας το width argument, 
καθώς προκύπτει απευθείας από την κλήση της αντίστοιχης συνάρτησης.  
  
 Η υλοποίηση των συναρτήσεων form_component_predictionWidth16 και 
form_component_predictionWidth8 ακολουθέι την ίδια λογική µε τη µόνη διαφοράς στο 
µέγεθος των vector που χρησιµοποιούνται. Στη Width16 χρησιµοποιούνται vectors τύπου 
uint8x16_t ενώ στη Width8 vectors τύπου uint8x8_t . Η κύριες εντολές που χρησιµοποιούνται 
πέρα από της εντολές load, store και τις εντολές απλών πράξεων είναι οι : 
vhadd_u8(uint8x8_t a, uint8x8_t b); 
vhaddq_u8(uint8x16_t a, uint8x16_t b); 
οι οποίες εκτελούν την πράξη (Va[i]+Vb[i])>>1 και αποτελούν σηµαντικό εργαλείο στις 
περιπτώσεις παρεµβολής µισού pixel. 
 Ιδιαίτερες περιπτώσεις στις δυο αυτές συναρτήσεις αποτελούν οι ταυτόχρονες 
παρεµβολές οριζοντίως και καθέτως. Στην περίπτωση της form_component_predictionWidth16 
συνάρτησης υπάρχει περίπτωση υπερχείλισης των αποτελεσµάτων καθώς η πράξη που 
απαιτείται είναι η (a + b + c + d + 2)>>2  όπου a, b , c , d οι τιµές των γειτονικών pixel του 
σηµείου που θέλουµε να παρεµβάλουµε. Το πρόβληµα αυτό επιλύεται µε την  εξής µέθοδο : 
1. Φορτώνουµε όλα τα απαραίτητα δεδοµένα από τη µνήµη στους NEON registers. 
2. Με τη χρήση της εντολής vandq_u8 (λογικό AND) και της mask 0x3 αποθηκεύονται σε 
διαφορετικά vector στη µνήµη τα less significant bits, κάθε τιµής των vector. 
Παράδειγµα αποτελεί η εντολή :  
lsb1_u8x16 = vandq_u8(s1_u8x16, mask_u8x16); 
3. Με τα vector αυτά υπολογίζουµε τα κρατούµενα της πρόσθεσης των αρχικών vector 
µέσω απλών πράξεων πρόσθεσης. 
4. Στη συνέχεια αφού τα αρχικά vector έχουν απαλλαγεί από τα 2 less significant bits, τα 
ολισθαίνουµε κατά 2 bits δεξιά µε την εντολή vshrq_n_u8 που ολισθαίνει όλα τα 
στοιχεία ενός vector κατά δυο bits δεξιά. 
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5. Οι πράξεις πρόσθεσης εκτελούνται κανονικά πλέον χωρίς το φόβο υπερχειλίσεις και στη 
συνέχεια στο αποτέλεσµα προστίθενται και τα κρατούµενα της πρόσθεσης από το βήµα 
3. 
 Στη συνάρτηση form_component_predictionWidth16 το πρόβληµα επιλύεται µε πιο απλό τρόπο 
καθώς οι οκτώ 8bit αριθµοί του κάθε vector µετασχηµατίζονται σε 16bit και αποθηκεύονται σε 
128bit vector. Με αυτό τον τρόπο επιλύεται το πρόβληµα της υπερχείλισης. Στο τέλος της 
διαδικασίας πραγµατοποιείται η αντίστροφη διαδικασία. ∆ηλαδή οι 8 bit αριθµοί 
µετασχηµατίζονται πάλι σε 8 bit (δεν υπάρχει πλέον πρόβληµα υπερχείλισης). Για τις παραπάνω 
λειτουργίες χρησιµοποιούνται οι πράξεις vmovl_u8 (µετασχηµατισµός 8bit αριθµών σε 16bit 
αριθµούς) και vmovn_u16 (µετασχηµατισµός 16bit αριθµών σε 8bit αριθµούς). 
 
 Μία επιπλέον βελτίωση στην απόδοση µπορεί να επιτευχθεί κάνοντας χρήση των inline 
functions. Στην περίπτωση του Motion Compensation ως inline functions ορίζονται οι 




4.5.2 Μέτρηση Απόδοσης – Νέο Profiling 
 Ολοκληρώνοντας της βελτιώσεις στη διαδικασία Motion Compensation η απόδοση 
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∆ιάγραµµα 10 : Μέτρηση Απόδοσης Μετά τη Χρήση Inline στις Συναρτήσεις 
form_component_predictionWidth16 και form_component_predictionWidth8 
  
 
 Μετά τις βελτιστοποιήσεις στη διαδικασία Motion Compensation τα αποτελέσµατα του 
profiling φαίνονται στο παρακάτω διάγραµµα :  
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4.6 Adding Prediction and Coefficient Data 
 Η διαδικασία Adding Prediction and Coefficient Data µαζί µε το τελικό Saturation 
αποτελούν το τελευταίο στάδιο της αποκωδικοποίησης ενός picture ( frame ή field ). Μετά από 
αυτό το στάδιο προκύπτουν οι τελικές τιµές των pixel για το luminance και το chrominance του 
picture. Ουσιαστικά αυτό που γίνεται σε αυτό το στάδιο είναι να αθροίζονται τα δεδοµένα που 
προέκυψαν από τη διαδικασία αποκωδικοποίησης ενός macroblock µε τα δεδοµένα που 
προέκυψαν από το motion compensation κάνοντας ταυτόχρονα και το αντίστοιχο saturate στο 
διάστηµα [ 0 , 255 ]. 
 Η παραπάνω λειτουργικότητα υλοποιείται στο πηγαίο κώδικα αναφοράς από τη 
συνάρτηση Add_block. Στο profiling του κώδικα αναφοράς (διάγραµµα 1) η συνάρτηση 
Add_block καταλαµβάνει την τέταρτη θέση µε ποσοστό 14.57%  ενώ στο τελευταίο profiling 
(διάγραµµα 11) καταλαµβάνει την πρώτη θέση µε ποσοστό 38.63%.  
 
 
4.6.1 Βελτιώσεις σε Επίπεδο Γλώσσας C 
 
 Μία πρώτη βελτίωση της συνάρτησης Add_block αποτελεί η µεταφορά των if statements 
από την Add_block στην καλούσα συνάρτηση motion_compensation. Παράλληλα µε αυτή την 
αλλαγή µειώνονται τα call arguments της Add_block και ο έλεγχος για το . Με τα παραπάνω 
επιτυγχάνετε : 
1. Μείωση της χρήσης if statement. Οι έλεγχοι για το chroma format, για τον είδος του  
picture ( field – frame ) και για το είδος DCT Coding ( field based – frame based ) 
εκτελούνται µόνο µία φορά για κάθε macroblock και όχι ξεχωριστά για κάθε block. 
Πρόκειται για µία έγκυρη αλλαγή καθώς η αποκωδικοποίηση ενός picture γίνεται ανά 
macroblock, γεγονός που σηµαίνει πως όλα τα blocks ενός macroblock  θα έχουν τα 
ίδια χαρακτηριστικά.  
2. Ελάττωση των εκτελέσιµων εντολών.  
 Η αντιστοίχηση των blocks στα reference και current pictures και η εύρεση των 
αντίστοιχων διευθύνσεων πραγµατοποιείται σε επίπεδο macroblock, µία φορά για το 
luminance και µία φορά για κάθε chrominance ( ουσιαστικά υπολογίζεται η 
αντίστοιχη διεύθυνση για το πρώτο block ). Οι διευθύνσεις των υπολοίπων block 
υπολογίζονται προσθέτοντας το κατάλληλο διάστηµα ( ανάλογα µε τα 
χαρακτηριστικά των picture και του macroblock ) στην προηγούµενη διεύθυνση.  
 Παρόµοια υπολογίζεται και το διάστηµα που πρέπει να προστεθεί για να 
αντιστοιχίζεται η κάθε γραµµή του block µε την κατάλληλη θέση στο picture. Και 
αυτός ο υπολογισµός µεταφέρετε στη motion_compensation και εκτελείται σε 
επίπεδο macroblock,  µία φορά για το luminance και µία φορά για κάθε chrominance. 
 Η συνάρτηση Add_Block αντικαθίσταται από τις Add_Block_addflag1 και 
Add_Block_addflag1. Πλέον ο έλεγχος  
Institutional Repository - Library & Information Centre - University of Thessaly
09/12/2017 04:56:11 EET - 137.108.70.7




ιf ( ( macroblock_type & MACROBLOCK_INTRA ) == 0 ) 
µεταφέρεται στη συνάρτηση motion_compensation και εκτελείτε µία φορά για κάθε 
macroblock. Συνεπώς µε έναν ελέγχο επιλέγεται η κατάλληλη συναρτήση add_block 
που καλείται για κάθε block. 
 
 Υλοποιώντας τις παραπάνω αλλαγές στον πηγαίο κώδικα  προκύπτουν τα παρακάτω 
αποτελέσµατα όσον αφορά τη µέτρηση της απόδοσης : 
 
 
4.6.2 Χρήση NEON instructions 
 Η διαδικασία Adding Prediction and Coefficient Data αποτελεί ένα ακόµη σηµείο της 
αποκωδικοποίησης που µπορούν να χρησιµοποιηθούν αποδοτικά NEON εντολές. Σε αυτό το 
στάδιο αθροίζονται τα 8x8 block δεδοµένων ενός macroblock που προέκυψαν µετά το IDCT, µε 
τα αντίστοιχα 8x8 blocks που προέκυψαν από την αποκωδικοποίηση των motion vector και του 
motion compensation. Ταυτόχρονα, γίνεται και το saturate. 
 Το άθροισµα των στοιχείων των block υλοποιείτε στον κώδικα αναφοράς µε δύο for 
loop, ενώ το saturate υλοποιείτε µε τη χρήση ενός πίνακα µεγέθους 1024 µε διάστηµα 
αποθήκευσης στοιχείων [-384 , 640], ο οποίος αρχικοποιείται ως εξής : 
 for (i=-384; i<640; i++) 
      Clip[i] = (i<0) ? 0 : ((i>255) ? 255 : i); 
 Με τη χρήση διανυσµάτων χρησιµοποιείται µόνο ένα for loop  για το άθροισµα ενώ το 
δεύτερο αντικαθίσταται από NEON πράξεις. Το saturate επιτυγχάνεται µέσω των διανυσµατικών 
εντολών για µετατροπή των 16-bit αποτελεσµάτων σε 8-bit που απαιτούνται για την 
αναπαράσταση ενός pixel. Η παραπάνω µετατροπή πραγµατοποιείται µε τη χρήση της εντολής 
vqmovun_s16. 
 
 Περαιτέρω βελτίωση στη διαδικασία Adding Prediction and Coefficient Data 





4.6.3 Μέτρηση Απόδοσης – Νέο Profiling 
 
 Ολοκληρώνοντας τις βελτιώσεις στη διαδικασία Adding Prediction and Coefficient Data 
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∆ιάγραµµα 13 : Μέτρηση Απόδοσης Μετά τη Χρήση Εντολών NEON στη διαδικασία Adding 
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 Το νέο profiling παρουσιάζεται στον παρακάτω διάγραµµα : 
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4.7 Clear Block 
 
 Η συνάρτηση Clear_Block υλοποιεί το µηδενισµό των πινάκων που αποθηκεύονται τα 
αποκωδικοποιηµένα block και καλείται πάντα πριν την έναρξη της αποκωδικοποίησης ενός DCT 
block, ώστε να µην υπάρχουν δεδοµένα από προηγούµενα αποκωδικοποιηµένα block. 
 Η Clear_Block στο αρχικό profiling (διάγραµµα 1) καταλαµβάνει την Πέµπτη θέση µε 
ποσοστό 5.41% ενώ στο τελευταίο profiling (διάγραµµα 16) καταλαµβάνει την πρώτη θέση µε 




4.7.1 Χρήση NEON instructions 
 
 Η συνάρτηση Clear_Block υλοποιείται στον κώδικα αναφοράς µε τη χρήση ενός for loop 
και λειτουργεί θέτοντας την τιµή µηδέν σε κάθε στοιχείο του block. 
 For (i=0; i<64; i++) 
      *Block_Ptr++ = 0;   
Η Clear_Block βελτιώνεται µε τη χρήση NEON εντολών ως εξής : 
1. Ορίζεται ένα vector το οποίο αρχικοποιείται µε την τιµή µηδέν. 
2. Το vector αποθηκεύεται σε κάθε γραµµή του block. 
Με τον παραπάνω τρόπο ελαχιστοποιούµε της προσπελάσεις µνήµης δηµιουργώντας στην 
ουσιαστικά µία γρήγορη memset. 
 Ο πηγαίος κώδικας της συνάρτησης Clear_Block µε χρήση NEON vector είναι: 
static void Clear_Block (int comp) 
{ 
   short *Block_Ptr;   
   int16x8_t blk_s16x8; 
 
   Block_Ptr = ld->block[comp]; 
    
   //fοrtwnetai to 0 se vector 
   blk_s16x8 = vdupq_n_s16(0); 
    
   //apothikeueati se kthe grammi tou block 
   vst1q_s16(Block_Ptr, blk_s16x8); 
   vst1q_s16(Block_Ptr+8, blk_s16x8); 
   vst1q_s16(Block_Ptr+16, blk_s16x8); 
   vst1q_s16(Block_Ptr+24, blk_s16x8); 
   vst1q_s16(Block_Ptr+32, blk_s16x8); 
   vst1q_s16(Block_Ptr+40, blk_s16x8); 
   vst1q_s16(Block_Ptr+48, blk_s16x8); 
   vst1q_s16(Block_Ptr+56, blk_s16x8); 
} 
 Η απόδοση της Clear_Block βελτιώνεται ακόµη περισσότερο µε τον ορισµό της 
συνάρτησης ως inline function. 
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4.7.2 Μέτρηση Απόδοσης – Νέο Profiling 
  
 Ολοκληρώνοντας τις βελτιώσεις στη συνάρτηση Clear_Block η απόδοση µεταβάλλεται 
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Το νέο profiling παρουσιάζεται στο επόµενο διάγραµµα : 
 
 





4.8 Buffer and Bit Functions 
 
 Στην παράγραφο αυτή µελετώνται και βελτιώνονται οι λειτουργίες που 
πραγµατοποιούνται πάνω στον buffer.  
 Στον κώδικα αναφοράς η λειτουργία του buffer οργανώνεται σε δύο επίπεδα. Υπάρχει 
ένας εσωτερικός µεγέθους 32-bit, µε τον οποίο επικοινωνεί το κυρίως πρόγραµµα και ένας 
εξωτερικός µεγέθους 2048 bytes, στον οποίο φορτώνονται τα δεδοµένα από το bitstream 
(φορτώνονται δεδοµένα από το δίσκο σε bytes ). Στον εσωτερικό buffer τα δεδοµένα 
φορτώνονται από τον εξωτερικό ( σε bits ).  
 Οι συναρτήσεις που χρησιµοποιούνται για προσπέλαση των δεδοµένων του εσωτερικού 
buffer είναι :  
1. int Show_Bits( int N) : Επιστρέφει την αριθµητική τιµή n bits από τον εσωτερικό 
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2. void Flush_Buffer( int N) : Αποµακρύνει n bits από τον εσωτερικό buffer του 
συστήµατος. 
3. int Get_Bits( int N) : Αποµακρύνει n bits από τον εσωτερικό buffer του συστήµατος 
και επιστρέφει την αριθµητική τιµή των n bits. Υλοποιείται ως : int Get_Bits( int N ) 
{r = Show_Bits(N); Flush_Buffer(N); return r;} 
4. void Flush_Buffer32() : Όµοια µε τη Flush_Buffer για Ν = 32. 
5. int Get_Bits32() : Όµοια µε τη Get_Bits για N = 32. 
6. int Get_Bits1() :  Όµοια µε τη Get_Bits για N = 1. 
Ενώ για το γέµισµα του εξωτερικού buffer χρησιµοποιείτε η συνάρτηση : 
 void Fill_Buffer() : Μεταφέρει δεδοµένα από το bitstream στον εξωτερικό buffer. 
 
 Από το τελευταίο profiling (διάγραµµα 19) προκύπτει το συµπέρασµα πως οι παρπάνω 
συναρτήσεις απαιτούν συνολικά περίπου το 30% του συνολικού χρόνου εκτέλεσης. Μάλιστα η 
Flush_Buffer καταλαµβάνει την πρώτη θέση. 
    
 
4.8.1 ∆ηµιουργία Μεγαλύτερου Buffer 
 Από την παρατήρηση της υλοποίησης της Flush_Buffer και της Flush_Buffer32 
προκύπτει το συµπέρασµα πως για κάθε κλήση τους, που απαιτεί φόρτωση δεδοµένων από τον 
εξωτερικό στον εσωτερικό buffer, εκτελείται έλεγχος για την ανάγκη φόρτωσης  δεδοµένων 
στον εξωτερικό buffer.  
 Αυτός ο έλεγχος µπορεί να αποφευχθεί µε τη δηµιουργία ενός µεγαλύτερου εξωτερικού 
buffer και η µεταφορά του συγκεκριµένου ελέγχου σε διαφορετικό σηµείο του κώδικα όπου και 
θα πραγµατοποιείται λιγότερες φορές. 
 Για την εφαρµογή των παραπάνω στον πηγαίο κώδικα κάνουµε τις παρακάτω αλλαγές : 
4 Αυξάνεται το µέγεθος του εξωτερικού buffer από 2048 bytes σε 500 Kbytes. 
5 Μεταφέρεται ο έλεγχος από τις συνάρτησης Flush_Buffer και Flush_Buffer32 στη 
picture_data. Ο έλεγχος πλέον πραγµατοποιείται µετά το τέλος της αποκωδικοποίησης 
κάθε slice και είναι  της µορφής :  
if ( UnReadBytes <100Kbytes ) Fill_Buffer( ); 
6 Αλλάζει η υλοποίηση της συνάρτησης Fill_Buffer. Κάθε φορά που καλείτε η συνάρτηση 
υπολογίζεται ο αριθµός των bytes που είναι ακόµη αχρησιµοποίητα (από τον προηγούµενο 
έλεγχο ο αριθµός αυτός θα είναι < 102400). Τα συγκεκριµένα bytes θα είναι 
αποθηκευµένα στις τελευταίες θέσεις του buffer. Με τη χρήση µιας γρήγορης memcpy 
που υλοποιείτε µε τη βοήθεια NEON vector τα αχρησιµοποίητα bytes µεταφέρονται στην 
αρχή του buffer, ενώ στις υπόλοιπες θέσεις φορτώνονται νέα δεδοµένα.   
7 Πραγµατοποιούνται κατάλληλες αλλαγές και στη συνάρτηση Initialize_Buffer για να 
υποστηριχθούν οι νέες βελτιώσεις. 
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4.8.2 Ελαχιστοποίηση των Προσπελάσεων Μνήµης 
 
 Παρατηρώντας τις συναρτήσεις που αφορούν την προσπέλαση δεδοµένων των buffer 
προκύπτει το συµπέρασµα πως γίνονται περιττές προσπελάσεις µνήµης. Οι περισσότερες από τις 
εντολές των συναρτήσεων αυτών χρησιµοποιούν τελεστές µέσω δείκτη σε δοµή struct. Με αυτό 
τον τρόπο γίνεται µία προσπέλαση µνήµης για να ανακτηθεί η τελική διεύθυνση από το δείκτη 
και µία για να ανακτηθεί η τιµή του τελεστή. Η χρήση των δεικτών σε struct είναι απαραίτητη 
ώστε να υποστηριχθεί το scalability που περιγράφεται στο standard Mpeg2. Κάθε layer έχει τη 
δική του µεταβλητή struct µε τις δικές του τιµές µεταβλητών.  
 Για να ελαττωθούν οι προσπελάσεις µνήµης στις συγκεκριµένες συναρτήσεις ο πηγαίος 
κώδικας τροποποιείται  ως εξής : 
1. ∆ηµιουργούνται global µεταβλητές, αντίστοιχες µε αυτές που βρίσκονται στη δοµή 
struct και αφορούν τους buffer, στις οποίες ανατίθενται οι τιµές των αντίστοιχων 
µεταβλητών του struct. 
2. ∆ηµιουργείται η συνάρτηση switch_layer_context η οποία καλείται κάθε φορά που 
υπάρχει η ανάγκη να µεταβούµε σε διαφορετικό layer. ∆έχεται σαν όρισµα το δείκτη 
struct του επόµενου layer, αντιγράφει τις τιµές των global µεταβλητών πίσω στο struct 
του ενεργού layer, θέτει ως ενεργό το layer που δίνεται σαν όρισµα στη συνάρτηση 
και τελικά αντιγράφει τις τιµές των µεταβλητών που αφορούν τους buffer από το 
struct του ενεργού layer στις global µεταβλητές. 





4.8.3 Υπόλοιπες Βελτιστοποιήσεις 
 
 Περεταίρω βελτίωση των συναρτήσεων που χρησιµοποιούνται για την προσπέλαση των 
buffer, επιτυγχάνεται µε τη µείωση των εκτελέσιµων εντολών.  
 Στον κώδικα αναφοράς η µεταβλητή ld->Incnt ( η οποία γίνεται Incnt µετά τη χρήση 
global µεταβλητών ) χρησιµοποιείται για να µετράει τα διαθέσιµα bits του εσωτερικού 32-bit 
buffer. Αλλάζοντας τη λειτουργία της Incnt ώστε πλέον να µετράει τα bits του buffer που έχουν 
ήδη χρησιµοποιηθεί, καταργούνται οι εντολές αφαίρεσης που χρησιµοποιούνταν για την 
υπολογισµό των bits ολίσθησης κατά τη διαδικασία φόρτωσης δεδοµένων στον εσωτερικό 
buffer. 
 Μια επιπλέον βελτίωση µπορεί να επιτευχθεί µειώνοντας τις κλήσεις της Flush_Buffer. 
Αυτή η βελτίωση πραγµατοποιείται µέσω της συνάρτησης Get_Bits  που όπως περιγράφηκε 
παραπάνω υλοποιείτε µε µια κλήση της Show_Bits και µία κλήση της Flush_Buffer. Από την 
παρατήρηση του πηγαίου κώδικα προκύπτει το γεγονός πως για πολλές από τις κλήσεις της 
Get_Bits για Ν=1 ή της Get_Bits1, δεν είναι απαραίτητη η κλήση της Flush_Buffer καθώς 
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ακολουθούν ή ακολουθούνται από κλήσεις της Get_Bits µε Ν>1 ή της Flush_Buffer που 
πραγµατοποιούν τον απαιτούµενο έλεγχο για την ανάγκη φόρτωσης δεδοµένων στον εσωτερικό 
buffer.  
 Συνεπώς, αλλάζοντας την υλοποίηση της Get_Bits1 (ώστε να µην γίνεται κλήση της 
Flush_Buffer) και αντικαθιστώντας της προαναφερθείσες κλήσεις της  Get_Bits µε την 
Get_Bits1 επιτυγχάνεται η ζητούµενη βελτίωση. 
 
 Μία ακόµη συνάρτηση του αφορά προσπελάσεις του εσωτερικού buffer και δύναται να 
βελτιωθεί είναι η Show_Bits. Στον κώδικα αναφοράς η Show_Bits υλοποιείται ως εξής : 
 unsigned int Show_Bits(int N) {  return bfr >> (32-N); }  
Στην παραπάνω υλοποίηση η πράξη της αφαίρεσης µπορεί να αποφευχθεί για πολλές από της 
κλήσεις της Show_Bits. Αυτό είναι εφικτό αλλάζοντας τη λογική της Show_Bits ώστε να 
καλείται µε παράµετρο όχι το Ν, αλλά το 32-Ν. ∆ηλαδή να καλείται όχι µε τα bits του buffer που 
πρέπει να επιστραφούν, αλλά µε τα bits του buffer που πρέπει να ολισθήσουν. Η παραπάνω  
βελτίωση δεν είναι αποδοτική όταν η κλήση της Show_Bits πραγµατοποιείται µε παράµετρο 
µεταβλητή και όχι αριθµό (δηλαδή όταν καλείται µέσω της Get_Bits). 
 Για την εφαρµογή της παραπάνω βελτίωσης δηµιουργούµε τη συνάρτηση : 
 unsigned int Show_Bits_Direct(int N) {  return bfr >> N; }  
η οποία αντικαθιστά τις κλήσεις της Show_Bits στον πηγαίο κώδικα,όταν αυτή καλείται µε 
παράµετρο αριθµό. Η Show_Bits_Direct καλείται µε παράµετρο τον αριθµό των bits του buffer 
που πρέπει να ολισθήσουν ώστε να επιστραφεί το ζητούµενο αποτέλεσµα.   
 
 Μία τελευταία βελτίωση των συναρτήσεων που αφορούν τις προσπελάσεις δεδοµένων 
των buffer αποτελεί η χρήση των inline functions. 
 Για το σκοπό αυτό δηµιουργείται το αρχείο getbits.h στο οποίο µεταφέρουµε τις 
παραπάνω συναρτήσεις, τις οποίες ορίζουµε σαν inline. Η getbits.h γίνεται include από τα 





4.8.4 Μέτρηση Απόδοσης – Νέο Profiling 
 
 Ολοκληρώνοντας τις βελτιώσεις στις συναρτήσεις που αφορούν τους Buffer,  η απόδοση 
µεταβάλλεται σύµφωνα µε τα επόµενα διαγράµµατα: 
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∆ιάγραµµα 21 : Μέτρηση Απόδοσης Μετά την Ελαχιστοποίηση των Προσπελάσεων Μνήµης 
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∆ιάγραµµα 22 : Μέτρηση Απόδοσης Μετά τη Μείωση των Εκτελέσιµων Εντολών, την 





∆ιάγραµµα 23 : Μέτρηση Απόδοσης Μετά τον Ορισµό των Συναρτήσεων Προσπέλασης ∆εδοµένων 
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4.9 Επιπλέον Βελτιώσεις 
 
 Επιπλέον βελτιώσεις είναι εφικτό να πραγµατοποιηθούν στον πηγαίο κώδικα. Αυτές 
αφορούν κυρίως βελτιστοποιήσεις σε επίπεδο γλώσσας C. Στην παρούσα παράγραφο 




4.9.1 Αλλαγές – Βελτιώσεις 
 
 Από την ανάλυση της υλοποίησης της συνάρτησης decode_macroblock προκύπτει το 
συµπέρασµα πως πραγµατοποιούνται έλεγχοι και πράξεις που µπορούν αποφευχθούν. Για να 
επιτευχθεί αυτό η decode_macroblock τροποποιείται ως εξής : 
1. Πριν από κάθε κλήση των συναρτήσεων για αποκωδικοποίηση του κάθε block του 
macroblock, γίνεται έλεγχος για το είδος του macroblock (Mpeg1 ή Mpeg2), ώστε να 
επιλεγεί η κατάλληλη συνάρτηση. Αυτός ο έλεγχος µεταφέρεται, ώστε να 



















Institutional Repository - Library & Information Centre - University of Thessaly
09/12/2017 04:56:11 EET - 137.108.70.7




2. Για την προσπέλαση του κάθε block του macroblock χρησιµοποιείται ένα for loop, µε 
διάστηµα από 0 έως τον αριθµό των block (µεταβλητή block_count). Ο αριθµός αυτός 
µπορεί να υπολογιστεί ενός ελέγχου ( if statement ) για το chroma format. Με αυτό τον 
τρόπο επιτυγχάνεται το unroll του for loop και αποφεύγονται περιττοί έλεγχοι.  
3. Για κάθε block πραγµατοποιείτε έλεγχος για την ανάγκη αποκωδικοποίησης ή µη του 
block. Έλεγχος έχει ως εξής : 
if ( coded_block_pattern & ( 1<<(block_count-1-comp ) ) 
Με την προηγούµενη αλλαγή ( unroll for loop ) γνωρίζουµε ακριβώς το block_count ( 
συνολικός αριθµός block ) και το comp ( ο δείκτης του block ). Συνεπώς, οι πράξεις ( 
1<<(block_count-1-comp ) αντικαθίστανται από τα προϋπολογισµένα αποτελέσµατα. 
 
Οι συναρτήσεις αποκωδικοποίησης των DCT block ( Decode_MPEG2_Intra_Block και 
Decode_MPEG2_Non_Intra_Block )  µπορούν βελτιωθούν περισσότερο µε τους εξής τρόπους : 
1. Ο υπολογισµός της τελικής τιµής του κάθε µη µηδενικό DCT συντελεστή που 
αποκωδικοποιείται γίνεται µε την εξής εντολή : 
val = sign ? –val : val;  
Όπου val η ακέραια τιµή του συντελεστή και sign ( παίρνει τιµές 0 για θετικό και 1 για 
αρνητικό αριθµό ) το πρόσηµο που προέκυψε από την αποκωδικοποίηση. Η παραπάνω 
εντολή αποτελεί ουσιαστικά ένα if statement. Μπορεί ωστόσο να αντικατασταθεί από 
απλές πράξεις ως εξής : 
val = ( val XOR ( - sign ) ) + sign; 
Η εντολή αυτή λειτουργεί ως εξής : 
Για sign = 0 : val = ( val XOR (  0 ) ) + 0 = val + 0 = val. 
Για sign = 1 : val = ( val XOR (  [ 1 1 1 … 1 1 1]  (σε αναπαράσταση bits)  )  )  + 1 =  
   = (ΝΟΤ) val + 1 =  - val. 
Που καταλήγει στο ζητούµενο. 
2. Μετά την αποκωδικοποίηση κάθε DCT συντελεστή, πραγµατοποιείται ο έλεγχος : 
if (base.scalable_mode == SC_DP && nc == base.priority_breakpoint – 63) 
     switch_layer_context ( &enhan ); 
για την ύπαρξη Data Partitioning. Για την αποφύγει των περιττών ελέγχων ο έλεγχος  
if (base.scalable_mode == SC_DP) µεταφέρεται πριν την έναρξη της 
αποκωδικοποίησης των AC συντελεστών. Αν είναι αληθείς συνεχίζεται η η ίδια 
διαδικασία αποκωδικοποίησης µε τον έλεγχο  if (nc == base.priority_breakpoint – 63) { 
switch_layer_context ( &enhan ); }, ενώ σε περίπτωση που είναι ψευδείς δεν 
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4.9.2 Μέτρηση Απόδοσης – Νέο Profiling 
 
 Ολοκληρώνοντας τις βελτιώσεις σε επίπεδο γλώσσας C στα διάφορα σηµεία του πηγαίου 
κώδικα,  η απόδοση µεταβάλλεται σύµφωνα µε τα παρακάτω διαγράµµατα: 
 




Το νέο profiling παρουσιάζεται στο επόµενο διάγραµµα : 
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4.10  Compiler Optimization Options 
 
 Μία µέθοδος Βελτιστοποίησης Λογισµικού αποτελεί ( όπως περιγράφεται στην 
παράγραφο 3.4 ) η χρήση των επιλογών βελτιστοποίησης που παρέχονται από τον 
µεταγλωττιστή.  
 Από τις επιλογές βελτιστοποίησης που παρέχει ο armcc,  η ιδανικότερος συνδυασµός 
επιλογών για µείωση του συνολικού χρόνου εκτέλεσης είναι ο –O3 –Otime. Μεταγλωττίζοντας 
τον πηγαίο κώδικα µετά την υλοποίηση όλων των βελτιστοποιήσεων, µε τις επιλογές –O3 –
Otime και µετρώντας την απόδοση προκύπτουν τα αποτελέσµατα : 
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 Στο τελευταίο κεφάλαιο της εργασίας καταγράφονται συγκεντρωτικά τα αποτελέσµατα 
των µετρήσεων που προέκυψαν από κάθε στάδιο βελτιστοποίησης. Αναλύονται και 
παρουσιάζεται το τελικό αποτέλεσµα της όλης διαδικασίας. Τέλος, αναφέρονται ορισµένες 
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 Ολοκληρώνοντας την υλοποίηση των Βελτιστοποιήσεων  στον πηγαίο κώδικα και 
συγκεντρώνοντας όλα τα αποτελέσµατα που προέκυψαν από της µετρήσεις απόδοσης 
κατασκευάζεται το επόµενο διάγραµµα στο οποίο φαίνεται πως µεταβάλλεται η απόδοση σε 
κάθε στάδιο βελτιστοποίησης. 
 
 




 Στο παρακάτω διάγραµµα παρουσιάζεται η συµβολή κάθε τεχνικής βελτιστοποίησης που 
χρησιµοποιήθηκε στην παρούσα εργασία ως ποσοστό επί της συνολικής βελτίωσης της 
απόδοσης.  
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 Από το διάγραµµα 5.2 προκύπτει το συµπέρασµα πως η µεγαλύτερη βελτίωση 
επιτεύχθηκε µε τη χρήση NEON εντολών που αποτελούν κοµµάτι της εκάστοτε 
αρχιτεκτονικής. Αυτό υποδεικνύει το πόσο σηµαντική είναι η γνώση της αρχιτεκτονικής και των 
δυνατοτήτων που αυτή παρέχει για την ανάπτυξη µιας εφαρµογής. Η Βελτιστοποίηση µέσω 
Βελτιστοποίησης Αλγορίθµου αποτελεί τη δεύτερη καλύτερη µέθοδο που χρησιµοποιήθηκε και 
υποδεικνύει το σηµαντικό ρόλο της επιλογής κατάλληλου αλγορίθµου για µια εφαρµογή. Τρίτη 
είναι η Βελτιστοποίηση µέσω Βελτιστοποίησης του Πηγαίου Κώδικα που οδηγεί στο 
συµπέρασµα πως ένας “καλογραµµένος” Κώδικας, µε τον οποίο αποφεύγονται περιττές πράξεις 
και προσπελάσεις µνήµης αποτελεί σηµαντικό εργαλείο. Η τεχνική µε τη µικρότερη συνεισφορά 
είναι η χρήση των επιλογών Βελτιστοποίησης του Μεταγλωττιστή (Compiler), η οποία 
ωστόσο αποτέλεσε και την πιο “εύκολη”, από πλευράς χρόνου ενασχόλησης, τεχνική και 
αποτελεί έναν απλό τρόπο για τη βελτίωση της απόδοσης µιας εφαρµογής.   
 
 Μετά την ολοκλήρωση όλων των βελτιστοποιήσεων ο συνολικός χρόνος εκτέλεσης 
µειώνεται κατά 85.58%. Ή διαφορετικά η εκτέλεση επιταχύνεται κατά 6.93 φορές. Ωστόσο για 
την επίτευξη του στόχου της παρούσας εργασίας, που όπως αναφέρθηκε και στο εισαγωγικό 
κεφάλαιο (κεφάλαιο 1) είναι η αναπαραγωγή MPEG-2 βίντεο ανάλυσης SD (Standard 
Definition) σε πραγµατικό χρόνο, πρέπει να είναι γνωστή και η συχνότητα λειτουργίας του 
επεξεργαστή. Η δυνατότητα αυτή δεν παρέχεται από το RVDS. Ωστόσο στην παράγραφο 2.2.2 
αναφέρεται πως η συχνότητα λειτουργίας των Cortex A8 κυµαίνεται από 600MHz έως και πάνω 
από 1GHz. Από τον συνολικό αριθµό κύκλων µηχανής (19,387,859,079 cycles) που χρειάστηκε 
ο προσοµοιωτής για να αποκωδικοποιήσει το βίντεο εισόδου των 2600 frame 
(Input_Video.m2v), µε χρήση του βελτιστοποιηµένου κώδικα, προκύπτει το συµπέρασµα πως 
για να επιτευχθεί αναπαραγωγή MPEG-2 βίντεο ανάλυσης SD σε πραγµατικό χρόνο, απαιτείται 
επεξεργαστής Cortex A8 µε συχνότητα λειτουργίας τουλάχιστον   (19,387,859,079 cycles / 2600 
frames) * 30 frames/s = 223,706,066 cycles / s ή περίπου 224MHz. Συνεπώς ο στόχος 
επιτεύχθηκε. Μάλιστα είναι δυνατή η αναπαραγωγή βίντεο και υψηλότερης ανάλυσης σε 
πραγµατικό χρόνο.  
 
 Σαν συνέχεια της παρούσας εργασίας, θα µπορούσε ο βελτιστοποιηµένος MPEG-2 
αποκωδικοποιητής να δοκιµαστεί σε ένα πραγµατικό περιβάλλον αρχιτεκτονικής ARM Cortex 
A8. Στα πλαίσια της παρούσας εργασίας αυτό δεν ήταν εφικτό.  
 Η δουλειά ωστόσο που έγινε µπορεί να χρησιµοποιηθεί για περεταίρω έρευνα στη 
Βελτιστοποίηση βίντεο εφαρµογών στον Cortex αλλά και σε άλλες αρχιτεκτονικές. Ο 
βελτιωµένος αλγόριθµος Fast IDCT µπορεί να ενσωµατωθεί σε εφαρµογές άλλων 
αποκωδικοποιητών που κάνουν χρήση IDCT. Επίσης η δουλεία που έγινε πάνω στην 
ελαχιστοποίηση της χρήσης if µπορεί να αποτελέσει οδηγό για ανάλογες περιπτώσεις. Ο τρόπος 
που χρησιµοποιήθηκαν οι NEON εντολές και η λύση που δόθηκε στα διάφορα προβλήµατα 
υλοποίησης που προέκυψαν κατά τη χρήση τους µπορούν να χρησιµοποιηθούν και σε άλλες 
αρχιτεκτονικής που υποστηρίζουν SIMD. 
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