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Tato bakalářská práce se zabývá rekonstrukcí repetitivních motivů v genomových sekven-
cích. Motivací jejího vzniku byla potřeba vytvořit automatizovaný nástroj pro charakterizaci
telomerických sekvencí v rostlinných genech. Práce se však zabývá obecným řešením dané
problematiky. Navržené řešení je založeno na k-merové analýze, řadící se mezi metody ne-
využívající zarovnání. Největší výhodou této metody je schopnost rekonstruovat repetitivní
motivy z NGS sekvenačních dat. V rámci práce bylo navrženo a implementováno řešení,
které umožňuje automatizovaně volit vhodné parametry pro k-merovou analýzu jejich od-
vozením ze vstupních dat a následně jejich optimalizací pomocí lokálního prohledávání
stavového prostoru.
Abstract
This bachelor thesis focuses on reconstruction of repetitive patterns in DNA sequences.
Although it is motivated by need to create automated tool for telomere characterization
in plant genomes, its goal is creating general solution of given problem. Suggested solution
is based on k-mer analysis, which is alignment free method. Its greatest advantage lies in
possibility to reconstruct repetitive patterns from NGS sequencing data. Within the scope
of this work was designed and iplemented solution, which is able to automatically estiamte
suitable parametres for k-mer analysis from input data and optimize them by local state
space search method.
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Opakující se neboli repetitivní sekvence jsou v DNA hojně zastoupeny v mnoha formách.
U některých druhů tvoří tento typ DNA sekvencí více než polovinu genomu a proto je
jejich zkoumání jedním ze základních úkolů bioinformatiky. Přesto, že podle dosavadních
poznatků tyto sekvence většinou nenesou z genetického hlediska příliš významnou infor-
maci, plní často jiné, velmi důležité funkce a silně ovlivňují procesy v buňkách a nakonec i
vlastnosti daného organismu. Vzhledem k jejich zastoupení v genomu o něm mohou mnoho
prozradit.
Motivací ke vzniku této práce byla účast na projektu, zabývajícím se studiem rostlin-
ných telomer. Telomery jsou části DNA lokalizované na koncích chromozomů, kde plní řadu
klíčových funkcí. Mezi nejzajímavější z nich patří ochrana stability DNA. Schopnost udržo-
vat telomery funkční tedy přímo ovlivňuje životnost generace buněk. Telomery jsou typicky
dlouhé tandemové repetice tzn. úseky DNA, ve kterých se opakuje žřetězený motiv, který
bývá jednotky až desítky bazí dlouhý.
V rámci tohoto projektu bylo potřeba najít a charakterizovat v sekvenačních datech
kromě jiných také telomerické sekvence. Pro takové typy repetic však není k dispozici mnoho
vhodných nástrojů příp. je jejich použití komplikované vzhledem k daným potřebám. Tato
práce si tedy klade za cíl, najít vhodný nástroj pro tuto analýzu, úpravou současného řešení
nebo nalezením nového postupu.
Kvůli repetitivnímu charakteru těchto sekvencí, při jejich analýze často selhávájí běžně
používané přístupy a je proto třeba hledat nová řešení. Značné problémy repetice způsobují
především při sestavování genomu z NGS dat. Navržené řešení je založeno na k-merové
analýze. Jejím největším přínosem je fakt, že dokáže repetitivní motivy rekonstruovat přímo
z NGS dat a není tudíž třeba je předem sestavovat do delších celků.
Úvodní kapitola uvádí základní principy genomiky se zaměřením na repetitivní sekvence
a jejich typické zástupce. Náseledující kapitola prezentuje současné metody pro analýzu
repetic, jejich rozdělení podle typu vstupních znalostí a princip činnosti. Poté se práce
více zaměřuje na vybranou k-merovou analýzu, její vlastnoti a možnosti včetně popisu
výpočetních operací, které zahrnuje. V kapitole o návrhu řešení jsou nastíněny nedostatky
současné implementace vzhledem k systematickému zpracování většího množství souborů
a nedostatku nástrojů pro empirickou volbu vstupních parametrů. Navazující část popisuje
implementaci navrženého systému včetně jeho klíčových prvků, zvolených datových struktur





Deoxyribonukleová kyselina se spolu s proteiny řadí do kategorie informačních makromole-
kul. Je tvořena posloupností základních nukleových kyselin - adenin(A), thymin(T), cytosin
(C) a guanin (G). Zřetězením těchto elementárních jednotek vzniká posloupnost nesoucí
genetickou informaci. Molekula se přirozeně formuje do energeticky nejvýhodnějšího tvaru
pravotočivé dvoušroubovice. Protilehlé nukleotidy jsou spojeny vodíkovými můstky. Vzá-
jemně se pojí purinová a pyrimidinová báze, tedy adenin s thyminem a cytosin s guaninem.
Ostatní kombinace jsou energeticky náročné a tedy velmi nepravděpodobné. Z toho principu
je zřejmé, že genetická informace je v genomu redundantní. Tato vlastnost je klíčová při
dělení buněk. Z bionformatického hlediska nám tedy stačí pracovat s polovinou genetické
informace tj. pouze s jedním řetězcem. Při sekvenování je však třeba rozlišit, ve kterém
směru je genom čten. Směr určujeme podle 5’ konce a 3’ konce. Opačný směr tj. doplněk k
dopřednému se nazývá reverzní komplement.
2.2 RNA
Ribonukleová kyselina je obvykle jednovláknová nukleová kyselina, která vzniká přepisem
z DNA. V buňce zastává mnoho rozličných úloh díky větší reaktivitě se může formovat do
mnoha vyšších struktur. Rozlišujeme několik základních podtypů:
• m-RNA (matriční) - překládá informaci z genu a kóduje přesné pořádí aminokyselin
v proteinu
• t-RNA (přenosová) - přenáší aminokyseliny v daném pořad při vzniku proteinu
• r-RNA (ribozomální) - tvoří základ ribozomů
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2.3 Gen
Gen je základní jednotkou genetické informace. Je to určitý úsek DNA, tedy sekvence
nukleotidů na chromozomu.
Geny se dělí na několik typů:
Strukturní geny - Nesou informaci o primární struktuře řetězce nukleotidů, ze ktérého
vzniká přepisem do RNA protein.
Funkční geny - Mají významou funkci v procesu přepisu strukturních genů do proteinů,
samy se však nepřepisují.
2.4 Struktura DNA
Jak již bylo uvedeno, řetězením nukleových kyselin je v molekule DNA kódována genetická
informace, sloužicí jako stavební kámen všech živých organizmů. Předmětem zkoumání z
hlediska bioinformatiky jsou především různorodé struktury a komplexy vznikající tako-
výmto řetězením. Lze je systematicky dělit podle několika hledisek.
1. Podle funkce




– další řídící a funkčně specifické oblasti.
2. Podle počtu kopií
• jedinečné - vyskytují se pouze v jedné kopii a mají specifický účel,
• repetitivní - vyskytují se ve více kopiích.
2.5 Repetitivní sekvence
Jak již název napovídá, tyto sekvence se v genomu vyskytují vícekrát a často tvoří jeho
značnou část. Dále se dělí do několika kategorií podle způsobu opakování. Opakovaná sek-
vence se ozančuje jako jednotka repetice. Její délka je dána počtem nukleotidů. Repetice
popisujeme podle jejich typu, délky a výskytu. Dělí se jednak podle typu opakování a potom




Opakuje se stejná sekvence ve stejném směru DNA řetězce.
5’ . . . . .TCAG.. . . . . .TCAG.. . . . .TCAG 3’
3’ . . . . .AGTC.. . . . . .AGTC.. . . . .AGTC 5’
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Obrácené
Obrácená repetice se vykytuje na stejném řetězci ve své komplementární podobě tj. druhá
jednotka je reverzním komplementem první jednotky.
5’ . . .AGTC.. . .GACT.. . 3’
3’ . . .TCAG.. . .CTGA.. . 5’
Jestliže jsou obrácené repetice přímo navázané na sebe, označují se jako palindrom.
5’ . . .AGTCGACT.. . 3’
3’ . . .TCAGCTGA.. . 5’
Tandemové repetice
U tohoto typu se jednotka repetice opakuje bezprostředně za sebou tj. v tandemu. Délka
zákadní jednotky je většinou 5-10 bp (párů bazí), u obratlovců a rostlin však i 20-200bp.
Jednotky se v tandemu mohou opakovat až 107 krát a mohou tvořit až 15% DNA. Vzhle-
dem k tomu se označují jako vysoce se opakující. Tandemovou repetici jako celek, která
je rozptýlená po genomu ať už pravidelně nebo ne, můžeme na této úrovní považovat za
přímou. Vyskyují se typicky v centromerách.
5’ . . .ATTGAATTGAATTGAATTGAATTGA.. . . 3’
3’ . . .TAACTTAACTTAACTTAACTTAACT.. . . 5’
Vzhledem k tomu,že se tandemové repetice výrazně liší v délkách repetetitivních jedno-
tek i v délce celých tandemů, je rozdělení pouze přibližné. V praxi rozlišujeme tři kategorie:
1. Microsatelity - nebo také Krátké tandemové repetice (STR) jsou repetice o délce
motivu v řádu jednotek bp a počtem opakování v řádu několika stovek, řadí se sem
telomery.
2. Minisatelity - neboli Tademové repetice s proměnnou délkou (VNTR) jsou tande-
mové repetice s jednotkou délky od 10 do 60 bp, délka celku se pak pohybuje v řádech
kilobazí, vyskytují se v subtelomerických oblastech u člověka tvoří i části telomer
3. Satelity - jednotka repetice je řádově stovky parů bazí dlouhá, ale díky výskytu v
řádech miliónů kopií tvoří až 20% rostlinné DNA , vyskytují se v centromerách. Díky
značné délce snadno podléhají změnám a jsou jedny z nejvíce se měnících článků v
DNA. Často se liší druh od druhu.
Dělení podle výskytu
Rozptýlené repetice - transpozony
Transpozony jsou zvláštním typem repetic. Jejich kopie jsou náhodně rozptýlené po genomu.
To je způsobeno tím, že transpozony obsahují gen kódující transpozázu, která jim umožňuje
se přemisťovat. Pro úplnost je nutno dodat, že přemisťování neni zcela náhodné, protože
transpozáza rozeznává specifický úsek v genomu.
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Retrotranspozony
Podobně jako u transpozonů se jedná o rozptýlené repetice, jejichž výskyt je vesměs ná-
hodný. Rozdíl je ve způsobu replikace uvnitř genomu. K replikaci totiž využívají transkripci
do RNA a zpět. Dělí se ještě na autonomní a neautonomní, podle toho jestli doakáží kódo-
vat vlastní polymerázu(enzym, syntetizující dvoušroubovici DNA). Zajímavostí také je, že
tyto elementy tvoří až 45% lidského genomu.[14]
1. LTR - Long terminal repeats - (dlouhé koncové repetice) jedná se o retrotranspo-
zony obsahující dlouhé přímé repetice, vyskytující se na koncích DNA řetězců, přičemž
pro každý řetězec jsou oba konce stejné.
2. LINE - Long interspersed nuclear elements - (dlouhé rozptýlené jaderné ele-
menty) jsou autonomí retrotranspozony, tvoří asi 21% lidského genomu. vyskytují asi
v půl milionu kopií, rozsah délek je od 100bp do 6 kbp
3. SINE - Short interspersed nuclear elements - (krátké rozptýlene jaderné ele-
menty) patří mezi neautonomní retrotranspozony, dosahují délek do 500bp, u člověka
jsou nejvíce zastoupeny v podobě tzv. alu elementů, ty tvoří asi 11% lidského genomu.
Repetice v centromerách - Centromery jsou oblasti chromozomů, kde dochází ke
křížení obou chromatid (vláken chromozomu). Poloha centromery určuje mimojiné tvar
chromozomu. Centromery obsahují minimum funkčních genů, ale zato jsou z velké části
tvořeny různými druhy repetic, převážně satellity a retro/transpozony. Délka centromer se
výrazně liší od 125bp (kvasnice) do několika Mbp (kukuřice).
2.6 Rostlinná DNA
Vzhledem k tomu, že tato práce vznikla z iniciativy, jejímž cílem je hledání telomerické sek-
vence v rostlinném genomu, rád bych zde zmínil několik poznatků o rostlinné DNA. Pokud
byla v příkladech repetic zmínka o konkrétních výskytech, týkala se převážně lidské DNA.
Narozdíl od ní, kterou múžeme přes značné rozdíly mezi lidmy považovat za poměrně kon-
zervatinví, v případě rostlin je situace složitější. V přírodě nacházíme nespočet rostlinných
druhů, jejiž vývoj byl velmi různorodý. To předurčuje také značnou diverzifikaci genetické
informaci. V současné době z hlediska fylogenetiky 1 prakticky neexistuje rozdělení, kte-
rým by se daly vlastnosti rostilnné DNA systematizovat. Evidentnní je pouze vývoj změn
u příbuzných druhů. Rostlinná DNA se výrazně liší délkou genomu při zachování prak-
ticky stejného počtu kódujících genů. Rozsah délek je řádově 107bp (Arabidopsis thaliana)
- 1011bp. Podle dosavadním poznatků jsou tyto rozdíly způsobeny z velké části replikací
transpozonů a dalších typů repetitivních oblastí. Tyto repetice tvoří až 97% rostlinného
genomu.
Telomery
Telomery jsou zvláštním typem nekódujících olbastí. Jsou to typicky tandemové repetitivní
sekvence, vyskytující se na koncích chromozů. Jejích hlavní funkcí je ochrana a zajištění sta-
bility chromozomu především při buněčném dělení. Telomery však zároveň určují starnutí
1Obor zabývající se evolučními souvislostmi napříč různými skupinami organizmů s využitím genetické
informace - sekvenačních dat.
8
buněčné generace, protože během replikace je telomerická sekvence odbourávána. Telome-
rická sekvence u člověka je složena z asi 2000 opakování sekvence 5’ TTAGGG 3’, kdy při
jednom dělení je odbouráno 50 - 200 jednotek.
2.7 Zdroje dat - sekvenování
Základním zdrojem bioinformatických dat je technologie sekvenování. Cílem sekvenování je
převod genetické informace z biochemické formy (roztoku s DNA) do počítačem zpracova-
telné podoby.
Sekvenování je v současné době dynamicky se rozvíjející obor s cílem snížení ceny a
zvýšení přesnosti sekvenačních metod. Vývoj lze rozdělit do tří generací:[4]
1.Generace (1977) Sangerova metoda
Vužívá polymérázové reakce 2, která je řízeně ukončována tak, aby produkovala fragmenty
lišící se v délce jednoho nukleotidu. Ty jsou následné seřazeny podle velikosti a ukončující
nukleotid je detekován. Tím lze přečíst celou sekvenci. Metoda produkuje 500-800bp dlouhé
fragmenty za cenu přibližně $1M za genom. Z dnešního pohledu je metoda příliš časově
náročná (asi 1Gbáze/rok). [13]
2.Generace (současná)- NGS (Next Gen Sequencing)
Tento typ sekvenování celý proces rapidně urychluje využitím paralelního čtení. Na začátku
je vzorek rozdělen na velké množství fragmentů, které jsou potom současně sekvenovány vy-
užitím polymerázové reakce. Výstupem jsou až desítky milionů krátkých fragmentů (obvykle
50 - 100bp). Nevýhodou těchto metod je, že původní genom musí být poté algoritmicky
sestaven, což je např. právě u úseků obsahujících repetice problém. Cena je několik $1000
za genom.
3.Generace - pomalu přichází na trh - SMRT
Technologie Single molecule real time představuje vylepšený koncept paralelního sekveno-
vání. Na mřížkové nanostruktuře detekuje fluorescenční reakci několika tisíc molekul po-
lymerázy, s jednou molekulou DNA. Produkue během několika hodin fragmenty délky 4 -
8.5kbp.[8]
Formát FASTA
Je to jeden z nejpoužívanějších formátů pro ukládání sekvencí. Soubor se skládá z hlavičky
představující jednoznačný identifikátor sekvence a samotné sekvence. Hlavička je uvozena
znakem ¿. Každý řádek sekvence by měl být zalomen po osmdesáti znacích.
><id sekvence> # ’>’ uvozuje ID sekvence
<tělo sekvence>
2Chemická reakce, pří které je k jednomu vláknu DNA synteticky doplněno vlákno komplementární
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Formát FASTQ
Tento formát je podobně jako FASTA využíván pro ukládání sekvencí s tím rozdílem, že
navíc nese kvalitativní informace o každém znaku. Typicky je tedy výstupním formátem při
sekvenaci s informací o kvalitě čtení. Konkrétní kvalitatinví abecedy se pro různé technologie
(výrobce) liší. Struktura formátu je následující.
@<id sekvence> # ’@’ uvozuje ID sekvence
<tělo sekvence>
+ # ’+’ odděluje kvalitativní znaky
<kvalitatiní znaky>
Aktuální NGS metody umožňují oproti metodám založeným na Sangerově přístupu pa-
ralelně sekvenovat velké množství DNA fragmentů, čímž zkracují sekvenační čas z několika
let na několik týdnu až dnů. Vzorek DNA je rozštěpen na miliony fragmentů, na nichž pa-
ralelně probíhá čtecí reakce. Výstupem je však sada fragmentů v náhodném pořadí. Tímto
přístupem se ztrácí informace o původním umístění daného úseku v genomu, s čímž je třeba
počítat při návrhu analytických metod. Přesné sestavení původního genomu z takových dat
je výpočetně i metodicky velmi náročné.
Pokrytí
Pokrytí je údaj, který nám říká, kolikrát je daný úsek DNA v průměru osekvenován tj. v
kolika readech se vyskytuje. Vyšší pokrytí vede k redundanci, která je žádoucí pro eliminaci
sekvenačních chyb. Negativně ovlivňuje především statistiky.
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Kapitola 3
Současné metody pro analýzu
repetitic
Současné nástroje pro analýzu repetic lze rozdělit podle mnoha kritérií. Z našeho pohledu
nejzajímavější je dělení podle vstupních znalostí. Dělíme je potom na ty, které používají re-
ferenční databáze anotovaných sekvencí a na ty, které pracují s delšími předem sestavenými
genovými komplexy. Ty vznikají postupnou analýzou sekvenačních dat a jejich spojováním
do delších řetězců. Nejvyšším takovým komplexem je úplný model genomu tzv. assembly.
Ani to však obvykle napokrývá všechny oblasti.
3.1 Obecné metody
Zarovnání (Alignment)
Zarovnání je v bioinformatice pojem označující určení vzájemné podobnosti dvou či více
sekvencí. Je používán v řadě nástrojů. Pokud v jejich algorimtu hraje zarovnání klíčovou
roli, označují se alignment-based. Princip zarovnání spočívá v nalezení podobností mezi 2
a více sekvencemi a určení jejich vzájemné pozice. Díky tomu můžeme hodnotit rozdíly
ve stavbě genů (nebo proteinů v případě, že operujeme s aminokyselinami). Výstupem
alignmentu jsou vzájemně posunuté vstupní sekvence doplněné o případné mezery.
Zarovnání dělíme podle rozsahu a účelu na:
• globální - snaží se k sobě zarovnat celé sekvence, každá mezera je penalizováná
• semiglobální - umožňuje hledat kratší sekvenci uvnitř dlouhé sekvence tím, že oproti
globálnímu zarovnání nepealizuje okrajové mezery
• lokální - hledá všechny výskyty daného podřetězce, lokální zarovnání je klíčovou
operací v rámci bioinformatiky, umožňuje např. prohledávat referenční databáze
Dva základní algoritmy pro zarovnání jsou Needleman-Wunsh (globální zarovnání) a
Smith-Waterman (lokální zarovnání). Tyto algoritmy jsou optimální, za což se platí kvad-
ratickou časovou složitostí.
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3.2 Dělení metod podle vstupních znalostí
Jedno z hledisek, podle kterého lze nástroje pro analýzu repetic dělit je druh a množství
použitých vstupních znalostí. Obrázek 3.1 takové rozdělení ilustruje. Na ose x je znázorněno
rozdělení metod podle toho, zda daný nástroj využívá alignment k referenčnímu sestave-
nému genomu případně delším fragmentům (contigům). Na ose y je pak rozdělení podle
využití referenční datbáze anotovaných repetic.
Obrázek 3.1: Dělení metod podle vstupních znalostí
3.3 Využití databáze
Horní polovině obrázku 3.1 odpovídají metody pracující s referenční databází. Jejich účelem
je pomocí lokálního zarovnání vyhledávat zadané motivy v databázi a identifikovat je.
RepeatMasker je v této oblasti dominantní nástroj pracující nad databází RepBase.
Tyto nástroje typicky běží na pozadí nástrojů třetích stran, kde umožňují identifikaci zná-
mých motivů. Jeho jádrem je Smith-Waterman-Gotoh algoritmus pro lokální zarovnání.
[11]
3.4 Metody pracující s delšími celky
Tyto metody jsou v obrázku 3.1 v levem dolním rohu.
DotPlot(dot-matrix) je jednoduchá orientační metoda. Umožňuje přehledně vizualizo-
vat shodné úseky v sekvencích a odhadnout jejich povahu. Metoda spočívá ve vytvoření
grafu , na jehož osách leží porovnávané sekvence. Pokud se v první sekvenci na pozici X
vyskytuje stejná hodnota jako ve druhé sekvenci na pozici Y, v jejich průsečíku je zobrazena
tečka. Poté můžeme např. pomocí pravidelně se opakujících čar odhadnout výskyt repetic.
Nutno dodat, že dotplot je díky kvadratické složitosti vhodnější spíše na kratší úseky.
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PILER je sada nástrojů zaměřená na identifikaci několika různých typů repetic. K jejich
identifikaci využívá lokální zarovnání vstupních dat k sobě samým pomocí nástroje PALS,
který byl vyvinut právě pro toto použití. PILER definuje metody pro rozpoznávání tande-
mových repetic, terminálních repetic, pseudosatelitů (definovaných jako rozptýlené satelity)
a rozptýlených (dispersed) repetic.[1]
3.5 De-Novo metody
Tyto metody svým zaměřením odpovídají pravému dolnímu rohu v obrázku 3.1. Nevychází
z žádné předchozí znalosti a operují pouze nad sekvenovanými daty. Jejich výstupy bývají
základem dalších analýz, protože jejich cílem je čistě algoritmicky identifikovat repetice.
Tyto mohou být následně anotovány a uloženy do databáze. Ta je pak využívána dalšími
nástroji jako např. RepeatMaskerem.
RepeatExplorer
Je to jeden z komplexnějších nástrojů založených na shlukování, ale zároveň kombinující
více přístupů. Je vyvíjen na Ústavu molekulární biologie rostlin v Českých Budějovicích,
týmem vedeným RNDr. Jiřím Macasem,Ph.D.[7]
Jeho komplexní výpočetní proces postupně aplikuje několik druhů analýz:
1. předzpracování vstupních dat: filtrování kvality (FASTQ) , ready pod přijatelnou
úroveň kvality nemá smysl analyzovat
2. testovací běh - odhad časové náročnosti (ostrý běh trvá na běžném stroji řádově
dny)
3. shlukování - srovnání MegaBlastem [6], generování grafů a statistik, grafy reprezen-
tují shluky, jejich uzly představují jednotlivé čtené fragmenty (ready) a hrany před-
stavují podobnost mezi nimi,grafy jsou pro Repeat Exp. typické, přístup se nazývá
Graph based clustering tedy Shlukování na základě grafů
4. hloubková analýza shluků - analýza RepeatMaskerem
Výstupem analýzy je kromě rozdělení dat do clusterů, také sumarizace výsledků, sta-
tistiky clusterů, zmíněný graf a výsledky nalezené MegaBLASTem. Stovky clusterů vypro-
dukované RepeatExplorerem jsou jedním z cílů další analýzy např. k-merovou analýzou.
Přestože clustery sami o sobě jsou složeny ze zarovnaných repetic, je možné zkoumat jed-
notky tandemových repetic příp jejich variabilitu.
K-merová analýza
K-merová analýza je příklad zcela odlišného přístupu oproti metodám založeným na zarov-
nání sekvencí. Nejmenší jednotkou, se kteoru pracuje je K-mer, což je podřetězec o délce k.
Metoda nejprve ze sekvenačních dat extrahuje k-tice, sestaví tabulku četností jejich výskytů
a z jednotlivých k-tic se pak snaží sestavovat delší fragmenty repetitivních oblastí. Cílem je
sestavit fragmenty z významných repetitivních vzorů a jejich zarovnáním vytvořit sekvenční
logo, zobrazující variabilitu v dominantních repetitivních vzorech. [3]
Mezi hlavní přednosti této metody patří univerzálnost. Díky fragmentaci vstupních dat
ji lze použít jak na dlouhé sestavené sekvence či contigy, tak na hrubá NGS data.
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Metoda na druhou stranu není příliš vhodná na dlouhé repetitivní úseky, příp. vyšší
komplexy. Rekonstrukce příliš dlouhých fragmentů především z krátkých k-tic může vést ke
značným nepřesnostem.
Proces výpočtu
Výpočet je rozdělen do čtyř fází:
Pomyslným nultým bodem je předzpracování. Je třeba odfiltrovat všechny často se
vyskytující vložené značky a adaptory. Tento krok uvádím jen pro úplnost.
Analýza sestává z těchto kroků:
1. sestavení tabulky k-merů
2. rekonstrukce repetic na zákadě tabulky
3. vizualizace
(a) vícenásobné zarovnání fragmentů
(b) ohodnocení dat pro vizualizaci
Sestavení tabulky k-merů
Nejprve je celý vstupní soubor rozdělen pomocí posuvného okénka (sliding window) délky k
na k-mery. Při prvním výskytu je každý unikátní k-mer zaznamenán do tabulky. Při každém
dalším výskytu je záznam v tabulce inkrementován. Výstupem této fáze je tedy tabulka
četnosti k -tic. Klíčovým parametrem této fáze je tedy délka k-meru. Přestože průchod
vstupních dat má lineární časovou složitost, paměťová složitost roste exponenciálně s délkou
k-meru. V nejhorším případě by bylo nutné vytvořit tabulku o velikosti 4k položek, kde
každá položka obsahuje k znaků a čítač. Maximální velikost by tedy mohla být 4k× velikost
záznamu. V praxi se však u delších k-merů nevyskytují zdaleka všechny kombinace.
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Rekonstrukce repetic
Rekonstrukce je založena na zmíněném hladovém algoritmu 1 a spočívá v sestupném průchodu
tabulkou sestavenou v předchozím kroku od nejčetnějšího k-meru. Vstupními parametry re-
konstrukce je minimální frekvence seedu v rámci tabulky a relativní práh pro expanzi seedu.
Práh se dá vyjádřit jako (%) četnost právě zpracovávného seedu.
Algoritmus lze popsat takto:
1. Najdi v tabulce k-mer s největším výskytem a označ jej jako seed
2. Pro daný seed najdi nejlepší 1bp prefix, tj. k-mer s nejvyšším výskytem, jehož k-1
posledních prvků, tvoří prefix seedu
3. Opakuj krok 2 dokud je četnost k-meru vyšší než daný relativní práh
4. Stejným způsobem najdi nejlepší 1bp suffix a expanduj, dokud nedosáhneš prahu
5. Označ aktuální fragment za kompletní a vrať se na krok 1
6. Opakuj předchozí kroky, dokud je fseedu > fmin
Výstupem rekonstrukce je tedy několik typicky různě dlouhých fragmentů, sestavených z
nejčetnějších k-merů. Teorteticky optimálním výstupem jsou fragmenty stejné délky repre-
zentující mutace v jednotlivých vzorech. Z hlediska tolerance mutací a schopnosti korekntě
rekonstruovat motivy je pro tuto analýzu klíčová právě délka k-meru.
Obrázek 3.2: Ilustrace rozšiřování seedu
1Jedná se o třídu algoritmů, řešících optimalizační problémy. Tyto algoritmy iterativně prochází sérií
stavů a v každěm kroku vybírají lokální minimum (nejlepší hodnotu v závislosti na konkrétní aplikaci) a
snaží se tak najít minimum globální. Nezabývají se přitom předchozími kroky. Výsledek nemusí být optimální
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Vizualizace
Pro správnou vizualizaci výsledků je potřeba provést vícenásobné zarovnání fragmentů. V
ideálním případě budou fragmenty zarovnány na společný motiv a zvýrazní se tak variabi-
lita.
Sekvenční logo reprezentuje konsenzus (průnik) frekvenčního zastoupení jednotlivých
nukleotidů ve vzorku. Jednotlivé báze tvořící fragmenty jsou ohodnoceny frekvencí k-merů,
ze kterých byly rekonstruovány. Po zarovnání se provede součet na každé pozici, čímž do-
stane každý nukleotid váhu, která se v logu projeví patřičnou velikostí symbolu.
Výsledek je zarovnán a vizualizován pomocí sekvenčního loga, které vyjadřuje variabilitu
nejčastějších repetic ve zkoumaném souboru. Vizualizace zlepšuje čitelnost výsledků a při
dávkovém zpracování většího množství dat je nezbytná. Je nutné, aby byl výsledek analýzy
na první pohled zřejmý a bylo možné separovat potenciálně zajímavé vzorky od ostatních.
Obrázek 3.3: Toto logo je vytvořeno z 9-meru. Použito je prvních 2000 kmerů s prahem s
= 30%. Pro názornost byly z nejčetnějších vybrány 4 motivy podobné délky.
RepeatScout
RepeatScout pracuje se spektrem k-merů podobně jako k-merová analýza. Zaměřuje se
však na identifikaci rodin (typů) repetic a místo rozlišování mutací hledá konsenzus. V
prvním kroku generuje tabulku k-merů s tím rozdílem, že zaznamenává pozici posledního
výskytu, čímž neztrácí kontext. Při samotné rekonstrukci také využívá greedy přístup s
postupným rozšiřováním o jeden nukleotid, ale rozhoducjící je v tomto případě hodnotící
funkce. Sekvence jsou zarovnané pod sebou podle kmerů a jsou rozšiřovány do stran. Po-
stupně je vytvářen consensus z přidávaných nukleotidů. Rozhodující je v tomto případě
váhová funkce, která postupně odebírá jednotlivé fragmenty ze zarovnání. Pokud se zbylá




Cílém práce je návrh a implementace nástroje pro rekonstrukci repetitivních motivů z NGS
dat. Současné přístupy nad těmito typy dat často selhávají. Pro svou činnost většinou
vyžadují delší sestavené celky, které z NGS dat obsahujících repetice spolehlivě sestavit
nelze.
Cílem návrhu tedy je, vytvořit systém s jednoduchým rohraním, který by umožňoval
s minimální uživatelskou obsluhou, generovat ze vstupních dat sekvenční motiv v podobě
loga, zobrazujícího repetitivní motivy a jejich případné varianty vzniklé mutacemi. Zároveň
by měl umožňovat zpracování datové sady ve větším množství souborů. V neposlední řadě
by měl poskytovat metriky pro empirické určení vstupních parametrů, které by zajistily co
nejkvalitnější výstup. K tomu je nutná automatizace řady operací:
• Hledání vhodných vstupních parametrů
– Délka k-meru (k)
– Parametry rekonstrukce (s a e)
• Validace výstupu oproti vstupním datům
• Automatická tvorba zarovnání
• Generování loga
Vhodným základem pro návrh takového systému se jeví k-merová analýza a to pře-
devším pro svou schopnost rekonstruovat motivy přímo z NGS dat, bez nutnosti dalšího
předzpracování.
4.1 Kritika současného stavu
V současné době je analýza implmentována sadou perlovských skriptů, mezi nimiž jsou
mezivýsledky předávány pomocí souborů. oto řešení má řadu nevýhod. Především je velmi
náročné systematicky analyzovat větší množství dat. Zároveň nenabízí žádné nástroje pro
volbu vhodných vstupních parametrů a případné ověření kvality výsledků. Uživatel může
parametry určit pouze odhadem na základě zkušeností s dosavadními experimenty, nebo
časově náročnou analýzou mezivýsledků. Ani v tom případě však není definovám vhodný
empirický nástroj, který by umožnil srovnat vhodnost zvolených parametrů.
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V neposlední řadě jsou mnohé operace implementovány nainví formou bez optimalizace.
Ačkoliv typyckým vstupem analýzy nebývají příliš rozsáhlé soubory, iterativní zpracování
určitou míru optimalizace vyžaduje.
4.2 Stavový prostor a vlastnosti parametrů
Jak již bylo uvedeno, k-merová analýza má 3 vstupní parametry, tedy trojrozměrný stavový
prostor. Parametry jsou však aplikovány v různých krocích analýzy.
Délka k-meru
Délka k-meru je zásadním parametrem analýzy. Fragmentace jako jediná operace pracuje
se vstupními daty a tudíž přímo ovlivňuje jejich potenciální výtěžnost. Bereme-li v úvahu
abecedu [ATCG], tak teoretický počet k-merů roste exponenciálně 4k. S tím také roste
počet možných kombinací při rekonstrukci. S velikostí k se odvíjí schopnost pokrýt mutace
ve variabilitě jednotlivých motivů. Pokud zvolíme k velmi malé, např. méně než polovinu
jednoty repetice je pravděpodobné, že se motiv nezrekonstruuje celý. U velmi krátkých
telomerických motivů jako TTAGGG je rekonstrukce úspěšná až při k = 6.
Příklad pro monotónní tandemovou repetici deseti dokonalých motivů
• k = 3 : GGGTTAGG
• k = 4 : TAGGGTTAG
• k = 5 : TAGGGTTAGG
• k = 6 : GGGTTAGGGTT
Parametry rekonstrukce
Samotnoým jádrem rekonstrukce je dříve zmíněný hladový algoritmus. Ten pracuje se zá-
kladním k-merem zvaným seed, který se snaží rozšiřovat o nové prefixy a suffixy po jenom
nukleotidu v každém kroku. Má 2 vstupní parametry, které se týkají právě tabulky k-merů.
Prvním z nich je minimální četnost, značme s, kterou musí k-mer mít, aby byl přijat
jako seed. Jinými slovy, pokud si představíme seřazenou vstupní tabulku, tento parametr
určuje hloubku rekonstrukce, tj. z jakého množství k-merů bude vybírán seed při sestupném
průchodu seed. Pro úplnost nutno dodat, že ačkoli v definici algoritmu je dáno, že za seed
je vybrán k-mer s nejvyšší frekvencí, není zajištěno že N nejčetnějších k-merů z počáteční
tabulky bude vybráno. Při rozšiřování se další k-mer vybírá na základě překryvu i nejvyšší
frekvence, tudíž některé mohou být použity na rozšíření ještě předtím, než by došlo k jejich
vybrání za seed. Vzhledem k tomu, že se v praxi k-mery tvořicí společný motiv shlukují, se
tak často dějě. Parametr s nabývá hodnot z intervalu < 0, Fmax >.
Druhým parametrem je relativní práh pro rozšiřování seedu, značme e (extend). Rela-
tivní proto, že je závislý na frekvenci aktuálního seedu. Při rozšiřování frekvence k-merů
postupně klesá a tato hodnota určuje minimální frekvenci k-meru přijatelného pro rozšíření.
Nabývá hodnost z intervalu < 0, 1 > resp. < 0, 100 >. Délka rekonstruovaného fragmentu,
je nepřímo úměrná velikosti e. Pokud se je hodntoa e minimální, rozšiřování končí až ve
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chvíli, kdy dojdou vhodné k-mery. Pokud je maximální, za fragment je považován samotný
seed (vyjma případů, kdy by měli vhodné k-mery stejnou frekvenci jako seed).
Optimální hodnoty kombinace obou parametrů je taková, která dokonale oddělí repe-
titivní motiv od okolního šumu. Tato definice je však poměrně vágní. Taková hranice však
bude bez znalosti hledaného motivu vždy měkká a na reálných datech půjde vždy o více či
méně přesný odhad.
Generování referenčních dat
Abychom byli schopni zhodnotit kvalitu našeho řešení, je třeba mít k dispozici referenční
data, jejichž obsah dobře známe a umíme jej kvantifikovat. Proto bylo třeba vytvořit gene-
rátor modelových repetic. 1
Generátor umožňuje modelovat následující vlastnosti sekvencí.
• 3 typy repetic
přímé ATCmezeraATC
tandemové ATCATCATC
inverzní přímá a její RC (palindrom): ATCGAT
• mezery - náhodné sekvence mezi motivy
• mutace - záměny zadaného procenta nukleotidů
• různé zdroje dat : možnost nastavit počet a délku fragmentů
Motiv repetice je předán jako parametr. V případě palindromu je automaticky doplněn
revezní komplement. Generování je založeno na stochastickém přístupu.
Pro simulaci procesu sekvenace jsou data generována jako spojitá sekvence a až v po-
slední fázi jsou fragmentována podle zadaných kritérií. Jsme tudíž schopni generovat NGS
data i souvislé úseky genomu. Algoritmus má tři fáze:
1 Generování sekvencí: Výsledná sekvence je tvořena posloupností repetit. motivů a
mezer, přičemž konkrétní pořádí je dáno náhodně. Rozhoduje se pomocí čísla generovaného
rovnoměrným rozložením, pokud je toto číslo větší než P (mezery) je generován repeat. V
této fázi mají repetice dokonalý motiv. Mezery jsou naopak náhodné sekvence generované
rovnoměrných rozložením. Neměly by tudíž vykazovat žádné nabohacení. Délka mezer je
také variabilní. Konkrétní délka je generována normálním rozložením se střední hodnotou
odpovídajícím délce motivu a rozptylem o 1 menším.
2 Generování mutací: Mutace jsou vytvářeny obdobně. Po vytvoření modelové sekvence
je zadané procento bazí náhodně zaměněno.
3 Fragmentace: V této fázi je vytvořená sekvence rozdělena na fragmenty dané délky.
Sekvence je rozdělena lineárním průchodem vždy po zadaném počtu nukleotidů
1Pozn. bude-li v následujícím textu hovořeno o náhodnosti, jedná se o pseudonáhodnost zajištěnou kon-
gruentním generátorem.
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Validita: Kontrolní statistika výstupu založená na součtu nukleotidů (mezera/motiv)
ukazuje v případě přímých a inverzních repetic odchylky v řádu 0.01%− 0.1%.
Omezení: Narozdíl od NGS sekvenace nejsou jednotlivé fragmenty na výstupu seřazený
náhodně.Vzhledem k principu k-merové analýzu to není podstatné, ale pro jiné aplikace by
tento model nemusel být validní. Generátor také nevytváří reverzní komplement sekvencí.
4.3 Hledání vhodných parametrů
Přestože je stavový prostor analýzy trojrozměrný, můžeme vzhledem k posloupnosti operací
hledání parametrů rozdělit na dvě fáze. V první fázi určíme parametr k a ve druhé parametry
s a e.
Analýza spektra kmerů
Optimalizační metriky pro určení vstupních dat mohou nejlépe vycházet z histogramu k-
merů. Má značnou výpovědní hodnotu o povaze vstupních dat. Pozorováním spekter k-merů
nad různými typy modelových dat, lze vypozorovat několik tendenčních vlastností.
Práh motivu a šumu
Tvar spektra jasně reflekture množství mutací a mezer v datech. Zatímco spektra vypočtená
nad daty, která sestávají z řady dokonalých motivů mají typycky dlouhé konstatní oblasti
a ostré hrany, kde frekvence rychle klesá typicky v jediném bodě, se zvyšujícím se podílem
šumu můžeme pozorovat extrémní průběh. Například nepatrné množství mezer, např. do
5% se ve spektru promíntne jasným přechodem. Prahem motivu a šumu tedy myslíme
přechod oddělující k-mery vzniklé z hledaného motivu, od k-merů výrazně méně četných,
vzniklých z mezer, nebo motivů silně ovlivěnných mutacemi.
Obrázek 4.1: Spektrum,dokonalý motiv , 8bp
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Obrázek 4.2: Spektrum, 5% mezer, 8bp
Oba obrázky jsou generovány z přímé repetice o délce 8bp a vzoru ”TTTAAGGG”ze
souboru 1000 fragmentů o 100 bp. Různé barvy různé délky kpopsané legendou. Na obrázku
vlevo jsou patrné dokonalé hrany. Klesající hrana v tomto případě značí pouze fakt, že
frekvence k-merů není rovnoměrná kvůli koncům fragmentů. Průběh pro k = 5 tedy dělitele
100, tvoří přímku uprostřed grafu. Na obrázku vpravo vystupuje jasný předěl mezi signálem
a šumem. Na prvních pozicích je průběh velmi podobný prvnímu případu, ale poté následuje
ostrá hrana, protože mezery jsou zasoupeny v řádu jednotek.
Obrázek 4.3: Spektrum, 25% mezer
Se zvyšujícím se podílem šumu, se však průběh zplošťuje a určit přesný práh je stále
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Obrázek 4.4: Spektrum, 25% mezer a 10% mutací
náročnější. Zůstává však do jisté míry patrný maximální přechod. Vyšší podíl mutací způ-
sobil větší rozptych v maximálních frekvencích, ale základní rysy se dají považovat za velmi
podobné.
Oblast zájmu
Z dosud vypozorovaného můžeme odvodit jeden zásadní poznatek. V průběhu spektra
zůstavá více či méně patrná hrana, značíčí přechod mezi motivem a šumem a v mode-
lových datech ji lze poměrně snadno identifikovat jako oblast maxímální změny frekvence.
Za touto hodnotou se nahchází k-mery s relativně nízkou četností a tudíž je nelze považovat
za součást dominantního motivu. Je-li tedy možné v průběhu takovou hranu najít, pak nás
pro další analýzu bude především zajímat oblast, která jí předcází.
Optimální vstup pro rekonstrukci
Dalším kritériem podle kterého lze posuzovat vhodnou hodnotu k je, jaký průběh spektra
je ideálním vstupem pro rekonstrukci. Pokud se zamyslíme nad tím jak hladový algorit-
mus pracuje, vyžaduje vlastně to, co jsme hledali v předchozím odstavci. Potřebuje takový
průběh, který co nejjasněji odděluje motiv od okolního šumu. Průběh, který reprezentoval
dokonalý motiv v modelových datech by při rekonstrukci žádná omezení nepotřeboval. Pa-
rametry s a e by mohli být nulové. V případech, kdy se zvyšoval počet mezer a mutací
byl patrný jasný práh. V tomto případě by rekonsrukce vyžadovala nastavení , které by
odpovídalo právě hodnotě prahu.
V reálných datech navíc musíme očekávat přítomnost subdominantních motivů, přičemž
je žádoucí, abychom pro každý z nich dokázali stejný práh jasně určit. Vhodnou metriku
pro hodnocení vstupu rekonstrukce bychom tehy mohli definovat jako průběh, který sestává




Na základě právě definovaného můžeme odvodit následující funkci pro hodnocení průběhu.
1. Izolujme oblast zájmu, nalezením prahu s maximální změnou, k-mery za touto mezi
mají relativně nízkoou četnost a nelze je tedy považovat za repetice (přesněji řečeno
za seed repetice).
2. Ve vybrané oblasti zájmu najděme lokální maxima a ohodnoťme je
3. Tato maxima ohraňičují oblasti, kde předpokládáme konstantní frekvence
Označíme-li nalezená maxima jako M a hodnoty v relativně konstantních oblastech jako






Tato funkce definuje, že maximální ohodnocení bude mít průběh, který má nejvíce
’schodovitý’ tvar, tj. takový, kde se vyskytují pouze konstantní oblasti ohraničené skokovou
změnou frekvence. Funkce pro sovu úspěšnost předpokládá správnou identifikaci jednotli-
vých prahů.
Pro úplnost je třeba dodat ještě jeden předpoklad. Ve všech předchozích případech
očekáváme, že pokud se v průběhu spektra objevují lokalizované kostantní oblast, patří
tyto k-mery ke stejnému motivu. To ovšem v danou chvíli nevíme,protože pracujeme pouze
s řadou hodnot a jediná možnost jak to zjistit je právě rekonstrukce. Tu ale ve fázi, kdy
hledáme vhodnou metriku pro její vstupní parametry provést nemůžeme.
Znalosti získané z více spekter
Ačkoliv jsme již srovnávali průběhy pro několik různých k, hledali jsme jejich společné rysy.
Nyní se zaměříme na to, v čem jsou odlišné a co nám tyto odlišnosti mohou prozradit o
vstupních datech. Protože se snažíme sestavovat neznámý repetitivní motiv z fragmentů
dané délky, bylo by dobré mít možnost odhdadnout ze vstupních dat délku hledaného
motivu. Opět tedy využijeme modelových dat. Následující grafy zobrazují tendece spekter,
generovaných pro různá k, nad stejným přímým motivem délky 15bp.
Z obrázků 4.5 a 4.6 je patrný schodovitý tvar. Za pozornost ale stojí především to, že s
rostoucím k směrem k délce motivu se hrana přibližuje k počátku, tj. ubývá k-meru s (téměř)
maximální četností. Jakmile však mineme délku motivu hrana se opět vzdaluje od počátku
a opakuje se stejný průběh. Dojdeme-li k 2 násobku délky motivu opět vidíme minimum.
Můžeme tedy říct, že pro k odpovídající délku motivu tvoří první práh vzhledem k ostatním
lokální minimum, z čehož můžeme délku motivu odhadovat. Dá se přepokládatobdobné
chování obecně pro N násobky. Zvlště patrný bude tento jev u tandemových motivů.
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Obrázek 4.5: Spektra přímé repetice 15bp, dokonalá
Obrázek 4.6: Spektra přímé repetice 15bp, 2% mutací
Greedy algoritmus a kvalita rekonstrukce
V průběhu experimentů bylo zjištěno, že rekostrukční algoritmus je značně náchylný k
chybám. Na testovací sadě tandemových repetic byl úspěsný až pří k rovno délce motivu.
Hlavní příčinou tohoto chování je fakt, že algoritmus rozšiřuje původní seed nejprve jedním
směřem a až po vyčerpání vhodných k-merů (tj. dokročení na práh e) druhým směrem. V
případě navazujících motivů, jako jsou tandemy, kde se k-dery periodicky opakují, probíhala
rekonstrukce od seedu, kterým byla přibližně střední část motivu 5’ směrem až do poloviny
motivu předcházejícího. Sestrojil se tedy neúplný motiv. Například z motivu TTAGGG o
délce 6 vznikl pomocí 5-merů motiv TAGGGTTAGG. Jak je vidět tak fragment obsahuje
2 podřetězce hledaného motivu.
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Rekonstrukce je tedy vzhledem k seedu nevyvážená. Rešením se ukázala úprava algo-
ritmu, která periodicky střídá expanzi o prefix a suffix. Algoritmus lze popsat takto:
1. Najdi v tabulce k-mer s největším výskytem a označ jej jako seed
2. Pro daný seed najdi nejlepší 1bp prefix, tj. k-mer s nejvyšším výskytem, jehož k-1
posledních prvků, tvoří prefix seedu
3. Stejným způsobem najdi nejlepší 1bp suffix a expanduj
4. Opakuj kroky 2 a 3 dokud na obou koncích nenarazíš na práh
5. Pokud narazíš na jednom z konců, expanduj pouze druhý
6. Označ aktuální fragment za kompletní a vrať se na krok 1
7. Opakuj předchozí kroky, dokud je fseedu > fmin
Následující obrázek ilustruje rozdíl obou přístupů.
Obrázek 4.7: Srovnání původní a nové verze algoritmu
Střídáním je zajištěna symetrická expanze a experimety ukazují, že je algoritmus schopný
sestrojit původní motiv již z k-merů o nadpoloviční délce tj. pro případ TTAGGG byl algo-
ritmus úspěšný již od 3-merů, narozdíl od původní verze, která potřebovala celou délku
motivu, tedy 6-mer.
Výsledná heuristika
Díky této úpravě rekonstrukčního algoritmu máme více možností při volbě vhodného k.
Vycházejme z faktu, že umíme odhadnout délku motivu nalezením výše popsaného minima.
Toto není nutně pravda např. pro velmi dlouhé motivy, kdy je vzhledem k paměťové složitost
tato analýza nevhodná. U NGS dat, běžně dlouhých od 50 do 100bp lze uvažovat max.
délku k-meru 25-50bp. Teoretická velikost paměťi potřebná pro horní uvažovanou hranici
je 450 ∗ (sizeof(zaznam)), což je i s využitím komprese číslo rostoucí nad příjatelné meze.
V reálných datech se však nevyskytují zdaleka všechny kombinace, takže situace není tak
kritická. Tato analýza je však díky vysoké rozlišovací schopnost vhodná spíše na kratší
motivy. Uvažujme tedy k-mery do délky cca 30bp.
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V tuto chvíli je třeba diskutovat jaký výstup z rekonstrukce je teoreticky optimální.
Vzhledem k zachycení variability motivů, což je hlavním cílem analýzy je vhodně použít
k-mery přibližně o délce motivu. Například u tandemových repetic však můžeme chtít
zrekonstruovat více než jednu jednotku, abychom zachytili tandemovou povahu. Pro tento
případ je dostačující k = 1.5∗lmotivu. To můžeme považovat za přijatelnou horní hranici. Zda
se jedná o tandem můžeme odhadnout z toho, že zmíněný práh při porovnávání spekter
je minimální pro soudělné délky k-merů. Za primární kritérium tedy můžeme považovat
odhad délky motivu. Jako druhé kritérium použijeme skóre průběhu spektra.
Heuristiku proto definujme takto:
1. Iterativně vypočítej spektra pro k v rozsahu přibližně < 3, 30 >
2. Najdi práh oddělující motiv od šumu pro první skupinu k-merů
3. Porovnej pozice jednotlivých prahů a najdi k s lokálním minimem
4. Porovnej skóre spekter v okolí k a průběh s nejlepším skóre vyber jako optimální
Optimalizace parametrů s a e
Nyní se zaměříme na optimalizaci zbylých 2 parametrů, které určují, do jaké míry bude
spketrum k-merů využito. Od této chvíle už neuvažujeme pouze průběh frekvencí, ale také
k nim přiřazené k-mery. Jak již bylo popsáno v podkapitole 4.2 tyto 2 parametry společně
určují, jak velká část tabulky, bude při rekostrukci použita.
Hodnotící funkce
Abychom mohli hledat optimální nastavení, musíme nejprve nadefinovat hodnotící funkci.
Protože cílem analýzy je najít motivy, které jsou honjně zastoupené v původních datech,
mělo by se kvalitativní ohodnocení zákládat na nich. Pokud určitý fragment správně re-
prezuje repetici, měla by se na maximu možných míst v genomu vyskytovat stejná nebo
velice podobná sekvence a zároveň by se tam neměla vyskytovat delší sekvence s podobnými
či dokonce lepšími vlastnostmi. Z tohoto pohledu tedy hledáme nejdelší možnou sekvenci,
která se vyskytue v co největším množství shodných kopií.
Tyto tři vlastnosti chceme zajistit pro každý fragment.
Potřebné informace lze nejlépe získat použitím BLASTu. Tento software implementující
lokální zarovnání vyhledává každou sekvenci ze vstupní fronty a reportuje na výstupu každý
výskyt shodné nebo do značné míry podobné sekvence. Díky tomu můžeme zjistit počet
výskytů i míru shody se vstupní sekvencí.
Počet shodných bazí odvodíme ze score BLASTu, vypočtením jejich aritmetického průměru.
V průměru však zaniknou extrémní případy. Abychom ohondnotili podobnost výskytů,
vypočítáme ze skóre rozptyl, který od průměru odečteme. Díky tomu dostanou podobné
sekvence lepší ohodnocení.
Třetí parametrem je počet výskytů. U toho lze očekávat, že bude s rostoucí délkou
motivu klesat. Hledáme tedy takový stav, ve kterém jsou si tyto dvě skupiny nejblíže.
Vypočteme tedy absolutní hodnotu jejich rozdílu, který budeme minimalizovat. Označíme-
li x jako množinu všech skóre pro daný fragment a V jako počet výskytů, bude hodnotící
vypada takto:
S = abs (avg (x)− rozptyl (x)− V )
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Abychom skóre vyjádřili konkrétním číslem, hodnoty S pro všechny fragmenty nakonec
zprůměrujeme.
Prohledávání stavového prostoru
V tuto chvíli máme k dispozici metriky pro ohodnocení výstupu rekonstrukce. Parametry
s a e společně tvoří dvojrozměrný stavový prostor, ve kterém jsme schopni pro každou
kombinaci těchto vstupních parametrů určit výstupní skóre. Můžeme proto parametry op-
timalizovat prohledáním daného prostoru.
Simulované žíhání (Simulated annealing)
Pro optimalizaci byla zvolena metoda simulovaného žíhání. Je to metoda pro lokální pro-
hledávání. Neprochází tedy celý stavový prostor, ale hledá v okolí daného vstupního bodu
globální minimum. Jedná se o klasickou metodu horoleze (hill-climb) doplněnou o stochas-
tické chování, čímž se snaží překonávat nežádoucí lokální minima. Lokální prohledávání
je v tomto případě vhodné hlavně proto, že jsme na základě analýzy spektra, probrané v
přechozí části, schopni odhadnout počátěční stav.
Metoda se inspirovala žíháním kovů a převzala i jeho názvosloví.
Obecná definice algoritmu je následující:
1. Vytvoř tabulku s předpisem pro klesání teploty v závislosti na kroku výpočtu
2. Vytvoř uzel Current totožný s počátečním uzlem a nastav krok k = 0
3. Zjisti z tabulky akt. teplotu, je-li t = 0 ukonči řešení
4. Expanduj uzel Current a náhodně vyber jednoho z následníků (uzel Next)
5. Vypočítej rozdíl ohodnocení ∆Evalue(Next)− value(Current)
6. Pokud ∆E > 0, Current = Next, jiank P (Current = Next) = e∆E/T
7. Inkrementuj krok výpočtu
Obecnou nevýhodou algoritmů lokálního prohledávání je dosažení pouze lokálního mi-
nima. To je dáno tím, že algoritmy tohoto typu neznají ohodnocení celého stavového pro-
storu. Přestože se žíhání snaží tomuto zabraňovat přidáním stochastického chování, ani
tehdy není úspěch. Aby se takovým případným chybám předešlo, je žíhání spouštěno z
různých počátečních bodů. V našem případě je první bod odvozen z analýzy spektra a
další 4 jsou rovnoměrně rozmístěny po stavovém prostoru. Konkrétně pro parametr s jsou
odvozeny od maximální četnosti v následující posloupnosti. fmax ∗ [0.8, 0.6, 0.4, 0.2]
4.4 Vícenásobné zarovnání
Po úspněšné rekonstrukci dostaneme sadu fragmentů se vzory. Fragmenty jsou sekvence
jako každé jiné, většinou různě dlouhé. Abychom byli schopni zdůraznit jejich podobnost
nebo naopak variabilitu je potřeba vytvořit vícenásobné zarovnání. To znamená posunout
jednotlivé fragmenty vůči sobě tak, aby vynikly právě společné rysy. Tato operace je v
bioinformatice opět jednou z často prováděných a existuje pro ni řada aplikací.
Pro implementaci zarovnání v tomto systému byl vybrán algoritmus CLUSTAL, kon-
krétně jeho vylepšená verze ClustalW2.[2]
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4.5 Navržnená posloupnost operací
Obrázek 4.8: Přehled navržených operací k-merové analýzy
Každý výstup ve schématu z obrázku 4.8 odpovídá jednomu výstupnímu souboru ana-
lýzy. Tabulka k-merů může být ve formátu textové tabulky oddělené bílými znaky, nebo ve
formátu FASTA, kde sekce ID obsahuje četnost a v datové části je sekvence k-meru.
Výstupem rekonsrukce jsou hned tři důležité typy informací. Prvním z nich jsou sa-
motné sestavené fragmenty typicky ve formátu FASTA. Druhým užitečným souborem jsou
k-mery rozdělené do skupin, podle fragmentů, které z nich byly vytvořeny. Třetím soubo-
rem jsou hodnoty vah pro výstupní logo. Jedná se o vektor četností, který je definován pro
každý nukleotid sestaveného fragmenu. Výstup vícenásobného zarovnání je buď v nativním
formátu (clustal) nebo jako FASTA s doplněnými mezerami.
Logo je pak grafická reprezentace výstupu v běžných formátech. Váhová matice je zdro-





Pro implementaci řešení byl zvolen jazyk Pyhon2. Jde o interpretovaný multiparadigma-
tivní, dynamicky typovaný jazyk. Vhodný je zejména proto, že poskytuje dostatečné efek-
tivní datové struktury a zároveň umožňuje rychlý a pružný vývoj pro experimentování.
Nejrozšířenější interpret je napsán v jazyce C označovaný také CPython.
Tento jazyk získává nejen v rámci bioinformatiky stále více na popularitě díky srozu-
mitelné syntaxi a strmé učící křivce. Jsou pro něj vyvíjeny mnohé knihovny nástrojů.
5.1 Základní prvky systému
Řešení je implementováno modulárním přístupem, s částečným využitím objektové orien-
tace. Python považuje za modul jakýkoli zdrojový soubor, který je za běhu aplikace vyu-
žíván (nebo alespoň importován) a nebyl spuštěn shellem. Moduly tak mohou běžet zcela
samostatně (jsou-li splněny jejich závislosti).
Systém je rozdělěn do osmi modulů, které víceméně korespondují s jednotlivými ope-
racemi analýzy. Protože je běhěm výpočtů voláno několik externích aplikací jsou data pře-
dávana přes soubory na disku. Soubory žádoucí na výstupu analýzý jsou pojmenovány
podle zadaných parametrů. Názvy dočasných souborů jsou generovány pseudonáhodně s
ošetřením přepisu již existujících souborů a jsou smazány jakmile nejsou potřeba.
Obrázek 5.1: Schéma implementace systému
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• main - hlavní program, řídí běh pipeline volá ostatní moduly
• kmerSpectra - iterativní generování spekter, využívá jfWrap
• jfWrap - command line wrapper pro jellyfish (viz. dále)
• reonstruct - rekonstrukce a lokální prohledávaní st. prostoru, využívá modul verify
• verify - ohodnocení fragmentů pomocí BLAST
• alignment - vícenásobné zarovnání s využitím CLUSTALW2
• logo - vizualizace loga
• common - společné definice a funkce
Biopython
Téměř každá součást systému využívá některou z funkcionalit knihovního balíku Biopython.
Je to velmi rozšířený, objektově orientovaný, balík nástrojů usnadňující vývoj bioinforma-
tických aplikací v Pythonu [12].
Pro práci se sekvencemi a především čtení a zápis FASTA souborů jsou využity třídy
SeqIO a SeqRecord. Objekt třídy SeqRecord je ekvivalentní jednomu záznamu v sou-
boru sekvencí. Je navržen jako abstrakce pro použití nad libovolným formátem. Sekvenci
v SeqRecord zapouzdřuje objekt Seq, definující také její abecedu (dna, aminokyselina. .).
SeqRecord pak obsahuje metada o sekvenci. V našem případě ID z FASTA hlavičky.
Základní rozhraní pro práci s FASTA soubory poskytuje třída SeqIO. Ta definuje metody
parse, read index a write pro čtení a zápis. Metoda index je použita zřídka. Slouží
pro optimalizovaný přístup k velkým souborům jejich abstrakcí na pyhtonovský slovník.
5.2 Generování spektra k-merů
Tato operace je jedna z nejnáročnějších v celé analýze. V závislosti na parametru k, má
exponenciální paměťovou složitost. V navrženém systému se navíc tato operace provádí
iterativně pro různá k. Naivní implementace v Pythonu by se mohla silně podepsat na vý-
konu celého systému. Proto byl pro tuto operaci použit externí nástroj Jellyfish. Následující
funkcionalitu implementují moduly kmerSpectra a jfWrap.
Jellyfish
Jedná se o výkonnou implementaci multivláknového algoritmu pro generováno k-merových
histogramů. Na rozdíl od naivní implementace, která typicky využívá běžnou hashovací
tabulku, kde jsou uloženy páry k-mer : četnost , využivá jellyfish její vylepšnou verzi.
Prvním vylepšním je komprese. K-mer není uložen jako posloupnost znaků, ale jako integer
v rozsahu < 0, 4k − 1 >. Uvažujeme-li 32-bit architekturu a sizeof(char) = 1, je komprese
efektivní pro k > 4. Důležitější vylepšením z pohledu paralelního zpracování je lock-free
strategie pro přístup do kritické sekce Namísto používání zámků sekcí,jako jsou semafory, je
přístup řešen využitím instrukce CAS (Compare And Swap). Ta slouží k detekci paralelního
přístupu do paměti. Při zápisu se provádí následující kroky: [5]
1. Načte se obsah paměti na dané adrese (MOV)
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2. Zavolá se instrukce CAS(adresa, načtená hodnota,nová hodnta)
3. CAS porovná hodnotu na adrese s hodnotou z 1. kroku
4. Jsou li stejné, zapíše novou hodnotu, jinak detekuje kolizi
Kroky 2-4 jsou atomické, takže pokud dojde mezi načtením a zápisem k přepnutí kon-
textu a aktualizaci hodnoty, instrukce CAS selže a postup se opakuje. Tím je zajištěna
konzistence dat.
Nevýhodou přístupu je,že vyžaduje podporu na úrovni assembleru.
jfWrap
Protože je jellyfish implementován jako C++ aplikace, bylo nutné vytvořit rozhraní pro
použití v Pythonu. K tomu slouží modul jfWrap poskytující command-line wrapper. Pro
interakci s shellem je využita metoda check_call z knihovního modulu subproccess. Me-
todě je předán spouštěný příkaz příp. s dalším nastavením. Po spuštění je předán návratový
kód. Modul spouští jellyfish s počtem vláken rovným počtu jader hostujícího systému.
Předzpracování
V běžné praxi dochází k tomu, že až 90% všech nalezených k-merů se pohybuje pod úrovní
významnosti. Ta není nijak explicitně dána, ale můžeme jí stanovit relativně k maximální
frekvenci k-merů. Téměř polovinu spektra často tvoří k-mery s frekvencí 1. Ty nelze považo-
vat za součást repetice a můžeme je ignorovat. Další práh je otázkou nastavení. V systému
byl práh experimentálně nastaven na 5% tedy fmax ∗0.05. Je však upravitelný parametrem.
Datové struktury
Stěžejní datovou strukturou v systému je tabulka k-merů. Jak již bylo zmíněno, její typickou
implementací je hashovací tabulka nebo struktura jí velmi podobná. Jedním z argumentů
pro volbu pythonu byla právě jednoduchá a efektivní implementace takové struktury, v
pythonu zvané slovník (dictionary).
Slovník je implementován jako pole struktur dictobject. Tato struktura tvoří tzv.
slot a obsauhuje 3 položky (ukazatele) hash, klíč a hodnotu. Hash spolu s klíčem tvoří
jednoznačný identifikátor položky. Každý slot může být buď prázdný nebo nést tyto 3
hodnoty. Neodkazuje na žádný jiný slot, takže při kolizí nevznikají zřetězené seznamy. Kolize
jsou řešeny tzv. reprobingem. Je definována reprobe funkce, která pro každý hash definuje
různou (pseudonáhodnou) posloupnost indexů. Jeden hash tedy definuje posloupnost slotů
a ten správný je nalezen právě srovnáním klíčů. Tato funkce je iterativně volána dokud není
nalezen správný slot. Pokud jsou všechny sloty plné, dojde k realokaci tabulky (tedy pouze
ukazatelů na data). K realokaci dojde, pokud je tabulka zaplněna z více než 2/3. Tím je
počet realokací minimalizován. Vyhledávání má ideální složitost O(1).
V případech kdy pracujeme pouze s posloupností frekvencí, jako např. při analýe průběhu
spektra jsou tyto údaje uloženy v běžném poli z jazyka C. V Pythonu poskytuje rozrhaní
pro práci s polem modul array a pak předevsím numpy. Numpy tvoří spolu se scipy a
matplotlib komplexní řešení pro provádění pokročilých matematický analýz.
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S ohledem na paměťové nároky jsou při srovnávání různých spekter v paměti uloženy
pouze frekvence. Kompletní tabulky jsou uloženy na disku a po výběru optimálního k je
celá tabulka načtena do dictionary. V této fázi docházi k předzpracování.
5.3 Heuristika k-merů
Třída SpectraArray
Modul kmerSpectra definuje třídu SpectraArray, která zapouzdřuje operace nad spektrem
pro určité k. Implementuje analýzu průběhu včetně ohodnocení. Data jsou v této třídě
uložena právě v polích numpy.array typu ulong.
Hlavním analytickým nástrojem pro spektrum je vektor derivací. Ten je vypočítán ze
sestupně seřazeného vektoru frekvencí jako rozdíl sousedních hodnot.
Fitness funkce
Je implementována metodou getFitness a pracuje nad jediným spektrem, přesněji řečeno
nad vektorem jeho derivací. Funkce nalezne maximální derivaci, která by měla oddělovat
oblast zájmu od zbytku tabulky. V této oblasti pak hledá další maxima, reprezentující prahy
jednotlivých motivů.
Vzájemné porovnání průběhů
Rozhraní modulu kmerSpectra tvoří funkce getBestKmers, která iterativně volá jfWrap pro
generování tabulek k-merů, generuje objektry SpectraArray a zajišťuje jejich ohodnocení
fitness funkcí. Nakonec jejich vzájemným porovnáním určuje nejvhodnější délku k-meru.
Danou tabulku pak vrací funkci main.
5.4 Rekonstrukce a ohodnocení
Funkcionalita pro rekonstrukci je implementována module reconstruct, jeho rozhraní tvoří
stejnojmenná metoda, která opět řídí celý proces. Kromě samotné algoritmu je klíčovou
souástí metoda prohledávání stavového prostoru. Původně byla použita pokročilejší im-
plementace z knihovny Scipy, ale jejím velkým problémem bylo generování stavů mimi
definiční obor rekostrukce a tuto vlastnost se nepodařilo potlačit. Konečná implementace
přímo vychází z výše popsaného algoritmu. V případě kdy dojde ke generování stavů mimo
definiční obor, jsou generovány náhodné hodnoty v rámci definičního oboru. Toto řešení
sice přerušuje aktuální běh, ale dává větší šanci pro překonání lokálních extrémů. Žíhání
má tyto vlastnosti:
• Počáteční teplota 1000
• klesání teploty dáno předpisem T − T ∗ 0.001 ∗ k
• ustálený stav je definován jako ∆ < 1% z posledních 10 změn i
Funkce anneal implementující žíhání volá funkci annealFunc. Ta na základě vstupních
parametrů, které obdrží provede rekonstrukci a její ohodnocení s využitím modulu verify.
Score prak vrací zpět fci anneal.
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Aby se předešlo vyhodnocování extrémních výslekdů, je stavový prostor omezen pro
parametr s na interval < fmax ∗ 0.1, fmax ∗ 0.9 > a pro parametr e < 0.1, 0.8 >.
Kvůli překonání lokálních extrémů je žíhání voláno kromě původního odhadovaného poč.
stavu ještě ze 3 dalších. Ty jsou rozmístěny lineárně po stavovém prostoru dle předpisu.
Vzájemná inverze je zvolena opět kvůli eliminaci extrémních vstupů.
m = Fseed − Fseed ∗ 0.2 ∗ krok
e = 0.8/cycle
Pro volbu co nejlepších výstupů je z každé iterace žíhání použita konečná hodnota a
zároveň minimum, kterého bylo dosaženo. Tím vzniká potenciálně 8 výstupů. Z těchto jsou
eliminovány duplicity.
Ohodnocení BLASTem
Použití BLASTu pro ohodnocení je bohužel jedna z časově náročnějších operací celé ana-
lýzy, ale poskytuje cenné informace o kvalitě rekonstrukce. Protože může být rekonstrukční
algoritmus při liberálním nastavení vstupních parametrů značně nespolehlivý, je výstupy
třeba validuovat vůči původním datům.
Aby se minimalizoval počet iterací BLASTu, je implementována řada heuristik.
1 Omezení počtu fragmentů. Tím jednak zmenšíme vstupní fronty BLASTu a také zle-
pšíme kvalitu řešení. Práh takovho omezení je samozřejmě diskutabilní, ale v rámci systému
byl na základě dosavadním zkusšeností omezen na 40. Pokud bylo fragmentů více, většinou
se jednalo spíš o šum, který musel být během zarovnání odstraňen.
2 Protože mnoho kombinací parametrů může dávat stejný výstup a dá se předpokládát,
že tyto hodnoty budou v určitém intervalu je aktuální výstup porovnán s předešlým a jsou-li
stejné je použito skóre z předchozího kroku.
5.5 Vícenásobné zarovnání
Modul alignment řeší popsanou problematiku vícenásobného zarovnání. Definuje třídu
align, která pracuje vždy nad jedním souborem fragmentů. Metoda getAlign pak provádí
samotné zarovnání. Modul využívá wrapper pro CLUASTAL z balíku Biopython.
5.6 Logo
Tento modul se stará o generování výstupního loga. Vyžívá k tomu balík weblogolib.[10]
Generování matic Základní operací nutnou pro tvorbu je generování vstupních matic.
Matice je dvourozměrná. První rozměr odpovídá délce zarovnání, a druhý rozměr má ve-
likost 4 a obsahuje četnost pro každou bázi na dané pozici. Pokud je v zarovnání mezera,
pak je daná četnost nulová. Jinak odpovídá hodnotě, kterou měl k-mer daná báze pochází.
Všechny báze v seedu mají tedy stejnou četnost.
Samotné vektory jsou vypočteny již při rekonstrukci na rozdíl od původní implementace,
kde to řešil samostatný skript. Při rekonstrukci však neznáme zarovnání, kde vznikají v
sekvenci mezery, takže v první fázi je třeba korelovat vektor s mezerami. Vypočte se tak
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vektor hondot pro každý řádek zarovnání zvlášť. Nakonec je sečtením všech hodnot na dané
pozici vytvořen consensus.
Tyto operace jsou implementovány pomocí matic ndarray z balíku numpy. Na konec je
vygenerován soubor ve formátu TransFac, který je pomocí shellu předán weblogu.
Rozdíl oproti původní implementaci je ve zobrazení profilu četnost. Zatímco skript v R
zobrazoval četnost velikostí fontu dané báze, weblogo toto zobrazuje tloušťkou. Drobnou
nevýhodou je, že při velkých rozdílech jsou znaky až nečitelné. Následující obrázek ukazuje
výstup analýzy arabidopsis, obsahující telomerickou sekvenci s poměrně konzervativním
motivem.
Obrázek 5.2: Příklad výstupního loga
5.7 Uživatelské rozhraní
Uživatelské rozhraní je příkazové a je navrženo s ohledem na jednoduchost a efektivitu při
dávkokvém zpracování. Jediným nutným parametrem je vstupní soubor. Ten by měl být for-
mátu FASTA. Výstpní soubory jsou odvozeny z názvu vstupního přidáním odpovídajících
přípn:
• jf - databáze jellyfish)
• freq - FASTA soubor s kmery
• frag - FASTA soubor s rekonstruovanými fragmenty
• aln - zarovnání fragmentů pomocí clustalw2
• groups - soubor s kmery přiřazenými fragemnetům
• logo.[format] - grafický soubor loga dle zadaného formátui
• mat - zdrojová matice pro tvorbu loga ve formátu transfac
• log - loggovací soubor
Kromě automatického hledání parametrů systém umožňuje parametry také explicitně
zadat. Nezadaný parametr bude hledán, přičemž parametry s a e musí bý zadány splečně.





Výsledný program umožňuje efektivně realizovat k-merovou analýzu nad sadou vstupních
dat s minimální nutností další automatizace. Oproti původní implementaci nabízí řadu
optimalizací a heuristik ať už použitím jellyfish nebo vstupním předzpracováním, kdy je
odstraněna podstatná část šumu.
6.1 Analýza spektra k-merů
Implementovaná metoda odhadu vhodné délky k-meru byla testována na sadě modelo-
vých dat s motivy různé délky. Následující tabullky popisují dosažené výsledky pro jed-
notlivé typy repetic. Data byla generována dříve popsaným generátorem. U tandemo-
vých repetic jsou udávány hodnoty pouze pro zašuměné vzorky, protože přímá repetice
bez šumu je v podstatě tandemová. Spektra byla generována pro dvě řady hodnot. Pro
k = [5, 7, 9, 11, 13, 15, 17] (lichá řada) a pro k = [4, 6, 8, 10, 12, 14, 16, 18] (sudá řada). Pro-
tože jsou movtivy sudé délky, dvě řady slouží k porovnání vlivu shodné délky k-meru s
motivem.
U inverzních motivů je třeba brát na vědomí, že skutečný motiv je 2x delší než je
uváděno v tabulce. Číslo udává délku jeho přímé poloviny.
Tabulka 6.1: Přímé repetice
délka motivu mezery,mutace (%) k (sudé) k (liché)
8 0,0 7 4
8 20,8 9 10
12 0,0 5 4
12 20,8 13 14
16 0,0 7 4
16 20,8 5 4
Navzdory očekáváním můžeme kosntatovat, že detekce je nepatrně úspěšnější v případě,
kdy není délka k-meru rovna délce motivu. V obou případech má detekce podobné tendence
Z tabulek je zřejmé, že ačkoliv se čaasto opakuje hodnota 5, která je výrazně mimo
délku motivu, v nadpoloviční většině případů je odadnutá délka vzhledem k dostupným
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Tabulka 6.2: Tandemové repetice
délka motivu mezery,mutace (%) k (sudé) k (liché)
8 20,8 9 10
12 20,8 13 14
16 20,8 5 6
Tabulka 6.3: Inverzní repetice
délka motivu mezery,mutace (%) k (sudé) k (liché)
8 0,0 7 4
8 20,8 17 16
12 0,0 5 4
12 20,8 5 4
16 0,0 7 4
16 20,8 17 6
délkám k nejlepší možná.
V některých případech, kdy odhad délky v těsném sousedství hrálo roli skóre průběhu.
To bylo pro všechna testovaná velmi těsné, konkrétně 1000 + /− 10 jednotek.
6.2 Rekonstrukce
Úspěšnost rekonstrukce je kvůli stochastickým vlastnostem simulovaného žíhání velmi va-
riabilní. V závislosti na počátečních parametrech a samozřejmě vstupních datech se počet
rekonstrukcí, které projdou heuristikou do užšího výběru pohybuje v řádech desítek až sto-
vek. Z experimentů vyplývá, že zvolená hodnotící funkce není příliš citlivá. Hodnoty se pro
mnoho vstupů pohybují v řádově stejných hodnotách, což příliš nepřistpívá správné detekci.
Přesto některé testované výstupy poměrně věrně pokrývají modelovanou repetici.
Validace na modelových datech
Rekonstrukce byla testována na stejné sadě modelových repetic jako odhad k-merů.
Obrázek 6.1: Repetice o 16-ti jednotkách ’TTAGGGCTCGATTTAT’
Vzhledem k chybně detekovanému k=4 se motiv v obr. 6.1 nesestavil správně, ale hlavní
submotivy jsou v logu patrné.
V tomto případě (obr. 6.2) rekonstrukce selhala i pří k výrazně vyšším než polovina
motivu. To může být způsobeno volbou seedu a submotivy.
V obrázku 6.3 se rekonstrukce ze 4-merů podařila. Pokud srovnáme předchozí příklady
můžeme vidět, že úspěšnost hladového algoritmu velice závisí na datech, příp. submotivech.
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Obrázek 6.2: Příklad 16bp motivu ’TTAGGGCTCGATTTAT’
Obrázek 6.3: Příklad 12bp motivu ’TTAGGGCTCGAT’
V tomto případě se rekonstrukce zdařila pro k ¡ polovina motivu. Naopak v minulém případě
toto pravidlo selhalo.
Reálná data
Byl použit krátký fragment genomu Arabidopsis thaliana 4kbp, zakončený výrazným te-
lomerickým motivem ’TTTAGGG’ ve 41 dokonalých kopiích.Na obrázku je příklad rekon-
strukce pří explicitně zadaném k = 7.
Obrázek 6.4: Rekonstrukce arabidopsis, explicitní k=7
Obrázek 6.5 ukazuje rekonstrukci bez explicitních parametrů. Přestože byl izovlován
úsek s dominantím motivem práh není moc dobře nastaven a v logu se projevuje okolní,
šum s minimálním výskytem.




Problém rekonstrukce repetitivních motivů je vzhledem k jejich zastoupení v genomu velmi
aktuálním temátem bioinformatiky. Přesto, že jsou v dnešní době nejrozšířenějším typem
sekvenačních datp rávě NGS data, jsou v problematice rekonstrukce repetitivních motivů
právě z těchto dat stále značné možnosti pro zlepšování.
Tato práce se zaměřovala na možné řešení daného problému, založené na k-merové ana-
lýze. Ta umožňuje provádět přímou rekonstrukci repetic z NGS dat bez nutnosti vytvářet z
nich delší celky, což je často nereálný úkol. V rámci práce byly nastudovány základní prin-
cipy molekulární biologie se zaměřením na typy repetitivních sekvencí. Dále byly uvedeny
součásné přístupy a metody pro analýzu těchto sekvencí. Na základě jednoho z přístupů
bylo navrženo řešení vyhovující zadaným požadavkům, které bylo následně implemento-
váno. Přesto, že navržené metriky mají zančné rezervy, byl implementován robustní auto-
matizovaný systém podávající uspokojivé výsledky.
Pro budoucí pokračování projektu, lze doporučit vylepšování navržených heuristik a
implementaci řešení do komplexního systému jako je webové prostředí Galaxy, kde by se
systém stal účinným nástrojem pro efektivní charakterizaci většího množství dat.
38
Literatura
[1] Edgar, R. C.; Myers, E. W.: PILER: identification and classification of genomic
repeats. 2005: s. 152–158.
URL <http://dblp.uni-trier.de/db/conf/ismb/ismb2005.html#EdgarM05>
[2] Larkin, M.; Blackshields, G.; Brown, N.; aj.: Clustal W and Clustal X Version 2.0.
Bioinformatics, ročník 23, č. 21, Listopad 2007: s. 2947–2948, ISSN 1367-4803,
doi:10.1093/bioinformatics/btm404.
URL <http://dx.doi.org/10.1093/bioinformatics/btm404>
[3] Macas, J.; Neumann, P.; Novák, P.; aj.: Global sequence characterization of rice
centromeric satellite based on oligomer frequency analysis in large-scale sequencing
data. Bioinformatics, ročník 26, č. 17, 2010: s. 2101–2108.
URL <http://dblp.uni-trier.de/db/journals/bioinformatics/
bioinformatics26.html#MacasNNJ10>
[4] Martínek, T.: Úvod do Bioinformatiky. Prezentace k přednášce, 2014.
[5] Marc¸ais, G.; Kingsford, C.: A fast, lock-free approach for efficient parallel counting of
occurrences of k-mers. Bioinformatics, ročník 27, č. 6, 2011: s. 764–770.
URL <http://dblp.uni-trier.de/db/journals/bioinformatics/
bioinformatics27.html#MarcaisK11>
[6] NCBI - National Center for Biotechnology Information: MegaBlast.
http://blast.ncbi.nlm.nih.gov/html/megablast.html.
[7] Novák, P.; Neumann, P.; Pech, J.; aj.: RepeatExplorer: a Galaxy-based web server
for genome-wide characterization of eukaryotic repetitive elements from
next-generation sequence reads. Bioinformatics, ročník 29, č. 6, 2013: s. 792–793.
URL <http://dblp.uni-trier.de/db/journals/bioinformatics/
bioinformatics29.html#NovakNPSM13>
[8] Pacific Biosciences: SMRT Sequencing advantage.
http://www.pacificbiosciences.com/.
[9] Price, A. L.; Jones, N. C.; Pevzner, P. A.: De Novo Identification of Repeat Families
in Large Genomes. Bioinformatics, ročník 21, č. 1, Leden 2005: s. 351–358, ISSN
1367-4803, doi:10.1093/bioinformatics/bti1018.
URL <http://dx.doi.org/10.1093/bioinformatics/bti1018>
[10] Schneider, T. D.; Stephens, R. M.: Sequence Logos: A New Way to Display
Consensus Sequences. Nucleic Acids Res., ročník 18, 1990: s. 6097–6100.
39
[11] Smith, A.; R.Hubley; P.Green: RepeatMasker [online]. http://repeatmasker.org.
[12] WWW stránky: Biopython. http://biopython.org/wiki/Main Page.
[13] WWW stránky: Welcome trust. http://www.wellcome.ac.uk.
[14] Šeda, O.; Liška, F.; L.Šedová: Aktuální genetika [online].
http://biol.lf1.cuni.cz/ucebnice/repetitivni dna.htm, 2005-12-01.
40
