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Abstrakt
Jedním z aktuáln¥ nejvíce vyuºívaných p°ístup· pro veriﬁkaci hardwarových systém· je
funk£ní veriﬁkace. Tato diplomová práce se zabývá tvorbou veriﬁka£ního prost°edí s vyuºitím
metodiky UVM (Universal Veriﬁcation Methodology) pro ov¥°ení korektnosti °ídicí jednotky
robotického systému s cílem odstran¥ní funk£ních chyb z její implementace. Teoretická £ást
práce popisuje základní informace z oblasti funk£ní veriﬁkace, metody tvorby veriﬁka£ního
prost°edí, jazyk SystemVerilog a problematiku zaji²t¥ní odolnosti systém· proti poruchám.
Následující £ást práce se zam¥°uje na návrh veriﬁka£ního prost°edí, jeho implementaci a na
tvorbu test· slouºících k ov¥°ení korektnosti °ídicí jednotky. V záv¥ru práce jsou diskutovány
a zhodnoceny dosaºené výsledky veriﬁkace.
Abstract
One of the currently most used approaches for veriﬁcation of hardware systems is func-
tional veriﬁcation. This master thesis describes design and implementation of a veriﬁcation
environment using UVM (Universal Veriﬁcation Methodology) methodology for verifying
the correctness of the robot controller in order to eliminate functional errors and faults
of its implementation. The theoretical part of the thesis describes the basic information
about functional veriﬁcation, methodologies for creating veriﬁcation environments, the Sys-
temVerilog language and fault tolerance methodologies. The next part of thesis focuses on
the design of the veriﬁcation environment, its implementation and the creation of tests used
to verify the correctness of the robot controller. Results of veriﬁcation are discussed and
evaluated in the conclusion of this work.
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Kapitola 1
Úvod
V období posledných rokov sa výpo£tové systémy stali priam aº neoddelite©nou sú£as´ou
©udských ºivotov. Technologické napredovanie spolu s trendom rastu hustoty integrácie
hradiel tranzistorov nám dovo©uje vytvára´ £oraz komplexnej²ie systémy, ktoré nachádzajú
²iroké uplatnenie. Medzi tieto zariadenia patria aj ²pecializované systémy ur£ené na vyuºi-
tie v extrémnych podmienkach. Spolu s nárastom zloºitosti týchto zariadení sa do popredia
dostávajú poºiadavky na posúdenie ich korektnosti, spo©ahlivosti a zabezpe£enia ich správnej
funkcionality. Medzi takéto ²pecializované systémy patria zariadenia vysielané do vesmíru,
kde sú vystavené extrémnym podmienkam vo forme kozmického ºiarenia. Z h©adiska efek-
tívneho vyuºívania zdrojov je ve©mi dôleºité ma´ moºnos´ overi´ funk£nos´ a mieru odol-
nosti týchto zariadení proti poruchám e²te predtým, neº im budú vystavené v skuto£nom
prostredí. Jedným zo spôsobov je vyuºitie softvérovej simulácie. V rámci simula£ného prostre-
dia sa do zariadenia injektujú poruchy s cie©om overenia miery odolnosti daného zariade-
nia proti poruchám. Cie©om tejto práce je prezentova´ moºnosti urýchlenia a zefektívnenia
celého uvedeného procesu s vyuºitím funk£nej veriﬁkácie. Ide o inovatívne rie²enie, nako©ko
tento spôsob vyuºitia funk£nej veriﬁkácie nebol zatia© nikde realizovaný.
Táto práca sa zaoberá tvorbou veriﬁka£ného prostredia za ú£elom funk£nej veriﬁkácie
riadiacej jednotky robotického systému. Riadiaca jednotka, ktorá je predmetom overenia,
bola vytvorená s oh©adom na zabezpe£enie proti poruchám. Výsledky tejto práce budú pria-
mo pouºité v rámci výskumu odolnosti systémov proti poruchám, ktorý prebieha na Ústave
po£íta£ových systémov Fakulty informa£ných technológií VUT v Brne. Tvorba veriﬁka£ného
prostredia tvorí jednu z diel£ich £inností, ktorých cie©om je v budúcnosti vytvorenie plne
automatizovaného systému na overovanie odolnosti riadiacej jednotky proti poruchám, ktoré
budú do nej umelo injektované.
Text práce je rozdelený do nieko©kých kapitol. Kapitola 2 sa venuje motivácii k tvorbe
tejto práce a predstavuje £itate©ovi celkový koncept výskumného projektu a jasne vymedzuje
oblas´, ktorej sa v rámci konceptu venuje samotná práca. Kapitola 3 obsahuje teoretické in-
formácie, ktoré £itate©ovi objasnia základné pojmy z oblasti funk£nej veriﬁkácie, návrhu
veriﬁka£ného prostredia, jazyka SystemVerilog a problematiku zabezpe£enia odolnosti sys-
témov proti poruchám. Kapitola 4 sa venuje predstaveniu základnej funkcionality riadiacej
jednotky robotického systému, ktorá je predmetom veriﬁkácie. Obsahuje popis jednotlivých
blokov, z ktorých je jednotka zostavená a objas¬uje ich funkcionalitu. V rámci kapitoly 5
je uvedený návrh samotného veriﬁka£ného prostredia. Kapitola 6 obsahuje implementáciu
veriﬁka£ného prostredia a návrh testov. Sú£as´ou kapitoly je overenie funk£nosti prostre-
dia a analýza dosiahnutých výsledkov. Koncept budúceho vyuºitia veriﬁka£ného prostre-
dia ako sú£asti automatizovaného systému na overovanie odolnosti riadiacej jednotky proti
poruchám je predstavený v kapitole 7. Kapitola 8 obsahuje závere£né zhrnutie práce.
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Kapitola 2
Motivácia
Táto kapitola slúºi £itate©ovi k objasneniu dôvodov tvorby tejto práce a predstavuje zák-
ladný koncept £innosti jej návrhu a následnej implementácie.
Systémy, ktoré sa vysielajú do vesmíru bývajú vystavené najrôznej²ím formám kozmic-
kého ºiarenia. Cie©om rôznych výskumných organizácií je zabezpe£enie správnej funkciona-
lity týchto zariadení aj v takýchto extrémnych podmienkach. H©adaním odpovedí na otázky,
ktoré rie²ia úlohy tohto typu sa zaoberá oblas´ zabezpe£enia odolnosti systémov proti
poruchám.
Kozmické ºiarenie (protóny, neutróny a £astice alfa), ktorému sú systémy vo vesmíre
vystavené, obsahuje ve©ké mnoºstvo energie, ktoré je schopné ovplyvni´ fungovanie elek-
tromechanických zariadení. V rámci skúmania odolnosti systémov proti poruchám je ve©mi
dôleºité overi´ aké ú£inky môºe ºiarenie na zariadenie ma´ a aké chyby môºe spôsobi´.
Z h©adiska efektívneho vyuºívania materiálov a ﬁnan£ných zdrojov je ve©mi dôleºité ma´
moºnos´ overi´ mieru odolnosti systému proti poruchám predtým, neº bude týmto poruchám
systém vystavený v reálnom nasadení.
Existuje nieko©ko vyuºívaných prístupov k overeniu miery odolnosti systému proti poru-
chám. Jedným z nich je vytvorenie podobných podmienok ako sú vo vesmíre tu na Zemi.
Zariadenie je v ²peciálnej miestnosti vystavené týmto podmienkam, pri£om sa sleduje ich
vplyv na jeho funk£nos´. Na základe získaných informácií sa zariadenie alebo jeho £asti
upravujú tak, aby boli schopné týmto extrémnym podmienkam odola´. Toto rie²enie je
v²ak ﬁnan£ne nákladné. Druhým moºným prístupom je vytvorenie softvérovej simulácie,
v rámci ktorej sa do daného zariadenia umelo injektujú rôzne typy porúch. Tento spôsob je
momentálne predmetom výskumu, ktorý prebieha na Ústave po£íta£ových systémov (¤alej
len ÚPSY) Fakulty informa£ných technológii VUT v Brne. V rámci výskumnej skupiny
Diagnostika bola na ÚPSY vytvorená riadiaca jednotka robotického systému ur£eného pre
samo£inný pohyb v bludisku [9, 8].Táto riadiaca jednotka bola navrhnutá tak, ºe obsahuje
mechanizmy, ktoré zabezpe£ujú odolnos´ proti poruchám (napr. ide o mechanizmy Triple
Modular Redundancy - TMR, N-Modular Redundancy - NMR a Duplexné zabezpe£enie).
Podrobný popis zabezpe£ovacích mechanizmov sa nachádza v kapitole 3.5. V rámci simu-
la£ného prostredia sa do riadiacej jednotky injektujú poruchy a sleduje sa, ako na ne bude
riadiaca jednotka reagova´. Tento spôsob overovania je z £asového h©adiska zd¨havý, pretoºe
je potrebné manuálne spusti´ celý simula£ný proces a sledova´, £i robot plní svoju funkciu
a správne prechádza bludiskom zo ²tartovacej pozície do cie©ovej pozície.
Ke¤ºe sledovanie vplyvu porúch na riadiacu jednotku robota v rámci procesu overova-
nia odolnosti jednotky proti poruchám v simulácii bolo £asovo zd¨havé, vzi²iel návrh celý
proces zautomatizova´, a tým pádom ho výrazne zrýchli´ a zefektívni´. Pre realizáciu toh-
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to návrhu sme sa rozhodli pouºi´ prístup, ktorý na základe na²ich informácií zatia© nebol
za týmto ú£elom nikdy pouºitý. Jedná sa o vyuºitie funk£nej veriﬁkácie. Výhody vyuºitia
tohto prístupu budú uvedené v ¤al²ej £asti tejto práce. Cie©om tejto práce je vytvori´ veri-
ﬁka£né prostredie, pri£om v rámci práce budú vyuºité uº existujúce £asti výskumu z ÚPSY.
Schematický princíp rie²enia s vyuºitím veriﬁka£ného prostredia je znázornený na obrázku
2.1.
Obr. 2.1: Princíp fungovania veriﬁka£ného prostredia.
Samotný proces je moºné rozdeli´ na dve hlavné fázy:
 Prvá fáza tvorí základ tejto práce (návrh a implementácia veriﬁka£ného prostre-
dia). Jej cie©om je overi´ korektnos´ riadiacej jednotky robota. Za týmto ú£elom
bude vytvorené veriﬁka£né prostredie v jazyku SystemVerilog s vyuºitím metodiky
UVM (Universal Veriﬁcation Methodology). Funkcionalita riadiacej jednotky bude
overovaná vo£i funkcionalite tzv. referen£ného modelu. Referen£ný model je sú£as´ou
veriﬁka£ného prostredia a implementuje rovnakú £innos´ ako riadiaca jednotka. Jeho
implementácia je nezávislá na implementácii riadiacej jednotky, vychádza iba z rov-
nakej ²peciﬁkácie funkcionality. Na základe vstupných hodnôt, ktoré budú apliko-
vané ako na vstup riadiacej jednotky, tak aj na vstup referen£ného modelu, budeme
overova´ korektnos´ jednotky za ú£elom odstránenia funk£ných chýb z jej implemen-
tácie. Funk£ná veriﬁkácia disponuje tzv. analýzou pokrytia (angl. coverage analysis),
ktorá nám poskytuje informácie o tom, ktoré £asti riadiacej jednotky boli po£as veri-
ﬁkácie preverené. Na základe tejto informácie vieme z mnoºiny vstupných hodnôt
vybra´ iba tie hodnoty, pomocou ktorých je dosiahnuté úplné pokrytie riadiacej jed-
notky. Ako metriku pokrytia je moºné zvoli´ napr. pokrytie kódu. Táto vyselektovaná
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mnoºina vstupných hodnôt je pre nás ve©mi dôleºitá, nako©ko bude tvori´ základ pre
druhú fázu. Prvá fáza bude beºa´ kompletne v softvérovom simula£nom prostredí.
 Druhá fáza priamo nadväzuje na výsledky prvej fázy a bude v budúcnosti reali-
zovaná v rámci výskumu na ÚPSY. Samotná realizácia druhej fázy nie je predme-
tom tejto práce. Nako©ko v²ak priamo nadväzuje na výsledky prvej fázy, tak je tu
uvedená z dôvodu, aby £itate© získal celkový preh©ad o rie²ení problematiky, ktorý
je predmetom výskumu na ÚPSY. Jej cie©om je veriﬁkácia riadiacej jednotky, ktorá
bude umiestnená v hardvérovom obvode FPGA (Field-Programmable Gate Array), do
ktorej budú umelo injektované poruchy. Ako referen£ný model bude vyuºitá riadia-
ca jednotka robota, ktorú sme si pripravili v prvej fáze. Teda táto riadiaca jednotka
bude odladená a nebude obsahova´ funk£né chyby. Vstupy bude tvori´ vyselektovaná
mnoºina vstupných hodnôt o ktorých vieme, ºe poskytujú úplné pokrytie. Tieto vstup-
né hodnoty budú privedené na vstup referen£nej riadiacej jednotky, ktorá bude fun-
gova´ v softvérovej simulácii a na vstup riadiacej jednotky, ktorá bude umiestnená
v obvode FPGA, teda bude realizovaná v hardvéri. Do hardvérovej jednotky zárove¬
budú injektované poruchy a výstupy medzi týmito dvomi jednotkami budú porovná-
vané. Na základe porovnania bude moºné ur£i´, £i injektovaná porucha ovplyvnila
funk£nos´ riadiacej jednotky.
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Kapitola 3
Teoretický úvod
Táto kapitola sa venuje úvodu do problematiky funk£nej veriﬁkácie a overovania odolnosti
systémov proti poruchám. Obsahuje základné informácie, ktorých objasnenie je nevyhnutné
k pochopeniu ²ir²ích súvislostí, ktoré budú predstavené v rámci návrhu a implementácie
samotného veriﬁka£ného prostredia robotického systému.
3.1 SystemVerilog
SystemVerilog je programovací jazyk, ktorý radíme do skupiny tzv. HDVL jazykov [11],
teda jazykov pre popis a veriﬁkáciu hardvérových obvodov (angl. Hardware Description and
Veriﬁcation Language). Jazyk SystemVerilog je ²tandardizovaný (aktuálna verzia ²tandardu
je IEEE 1800-2012 [2]) a vznikol roz²írením jazyka Verilog o kon²trukcie, ktoré umoºnili
zvý²i´ efektívnos´ procesu simulácie a veriﬁkácie. Medzi tieto kon²trukcie patria napríklad:
 nové dátové typy:
 fronty (angl. queues), dynamické a asociatívne polia: umoº¬ujú zníºenie pamä´o-
vých nárokov, vstavaná podpora pre funkcie vyh©adávania a zora¤ovania,
 dvoj-stavové typy (angl. two state types): zníºenie pamä´ových nárokov a zvý²enie
výkonnosti simulátora,
 triedy a ²truktúry: podpora pre abstraktné dátové ²truktúry,
 re´azce: vstavaná podpora pre vyuºitie textových re´azcov,
 vymenované (angl. enumerated) dátové typy: umoº¬ujú jednoduch²í zápis a poro-
zumenie zapísaného kódu.
 objektovo-orientované programovanie (angl. object-oriented programming). Vyuºi-
tie princípov objektovo-orientovaného programovania ako napr. dedi£nos´, zapúzdre-
nie, návrhové vzory, polymorﬁzmus, at¤. umoº¬uje zvý²enie produktivity pri veri-
ﬁkácii rozsiahlej²ích obvodov najmä v¤aka moºnosti opätovného vyuºitia predtým
vytvorených veriﬁka£ných komponentov.
 spolupráca s ostatnými programovacími jazykmi. SystemVerilog umoº¬uje vola-
nie funkcií, ktoré boli zapísané v iných programovacích jazykoch (primárne v jazykoch
C a C++). Vyuºíva pritom rozhranie nazývané SystemVerilog DPI (angl. Direct Pro-
gramming interface). Hodnoty argumentov a výsledky funkcií je moºné prená²a´ pria-
mo. Rovnako tak môºu funkcie z iných programovacích jazykov vola´ funkcie z jazyka
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SystemVerilog, £ím môºu získa´ prístup k simula£nému £asu a udalostiam. Pre volanie
funkcií z jazyka SystemVerilog je potrebné, aby boli dané funkcie preloºené do formy
tzv. zdie©aných kniºníc (pre opera£né systémy Linux a Unix - Shared Objects - .so,
pre opera£né systémy od spolo£nosti Microsoft - Dynamic Link Library - .dll).
Preklad musí by´ vykonaný na rovnakej architektúre a verzii opera£ného systému, na
ktorej bude spustené veriﬁka£né prostredie. V rámci odovzdávania vstupných a výs-
tupných hodnôt medzi jazykom SystemVerilog a programovacím jazykom C/C++ je
potrebné dodrºa´ typovú kompatibilitu premenných. Tabu©ka 3.1 obsahuje dátové
typy jazyka SystemVerilog, ktoré sú priamo kompatibilné s dátovými typmi jazyka C.
Jednotlivé funkcie, ktoré budú volané z jazyka SystemVerilog je potrebné deklarova´.
V rámci deklarácie sa rozli²ujú dva typy funkcií: £isté (angl. pure) a kontex-
tové (angl. context). Kontextové funkcie zachovávajú kontext v rámci jednotlivých
volaní. Umoº¬ujú teda uchováva´ informácie napr. s vyuºitím statických a globálnych
premenných. istá funkcia musí sp¨¬a´ nasledujúce vlastnosti:
1. Návratová hodnota závisí iba od vstupných parametrov funkcie.
2. Typ návratovej hodnoty nesmie by´ typu void .
3. V prípade, ºe nie je potrebná návratová hodnota danej funkcie alebo ak pre dané
vstupné argumenty funkcie existuje uº vypo£ítaná hodnota, funkcia nemusí by´
z prostredia jazyka SystemVerilog vyvolaná.
4. Nesmie priamo alebo nepriamo vykonáva´ ºiadne z nasledujúcich operácií:
(a) Manipulácia so súbormi (vytváranie, otváranie, £ítanie, zápis, ...),
(b) ítanie alebo zápis do systémových premenných (angl. enviroment
variables), zdie©anej pamäte alebo sie´ových socketov.
(c) ítanie alebo zápis globálnych a statických premenných.
SystemVerilog C
byte char
int int
longint long int
shortint short int
real double
shortreal ﬂoat
chandle void*
string char*
Tabu©ka 3.1: Typová kompatibilita premenných jazyka SystemVerilog a jazyka C.
3.2 Simulácia a jednoduché testovacie prostredie obvodu
Simulácia a jednoduché testovacie prostredie (angl. testbench) sú jednou zo základných
metód vyuºívaných pre overovanie korektnosti £íslicových obvodov. íslicový systém, ktorý
je predmetom overenia, je v prvom kroku prevedený na softvérový model. Nad daným
softvérovým modelom sa následne vykonávajú experimenty za ú£elom zistenia, £i sa v danom
modeli nenachádzajú chyby. Vstupné stimuly sú vytvárané priamo veriﬁka£ným inºinierom,
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v rámci testovacieho prostredia. Výstupné hodnoty zo simula£ného prostredia sú následne
kontrolované a porovnávané s referen£nými hodnotami, ktoré sa o£akávajú na výstupe. Tento
spôsob overovania funk£nosti dokáºe odhali´ skryté chyby, ktoré sa v obvode nachádzajú,
nedokáºe v²ak potvrdi´, ºe obvod uº ºiadne chyby neobsahuje. To znamená, ºe nedokazuje
korektnos´ overovaného £íslicového systému.
S narastajúcou zloºitos´ou veriﬁkovaných systémov rastie aj po£et vstupných stimulov,
ktoré je potrebné manuálne vytvori´ a aplikova´ na testovaný obvod. Simulácia zloºitých
systémov je preto £asovo náro£nou úlohou, kedy je veriﬁka£ný inºinier obmedzený výkonom
simula£ného softvéru, ktorý je závislý od dostupných hardvérových prostriedkov.
Na základe vy²²ie uvedených poznatkov je moºné kon²tatova´, ºe simulácia sa vyuºíva
iba pre veriﬁkáciu men²ích £astí veriﬁkovaných obvodov.
3.3 Funk£ná veriﬁkácia
Funk£ná veriﬁkácia je zaloºená na simulácii, pri£om vyuºíva ¤al²ie prídavné techniky za
ú£elom zefektívnenia veriﬁka£ného procesu a roz²írenia jednoduchého testovacieho prostre-
dia. Medzi tieto techniky patrí:
 generovanie náhodných vstupných stimulov ( angl. constrained-random
stimulus generation): Pri veriﬁkácii obvodu je proces tvorby veriﬁka£ných scenárov
ve©mi náro£nou úlohou najmä pri veriﬁkácii vä£²ích obvodov. Stimuly sú generované
na základe sady obmedzujúcich podmienok ( angl. constraints), ktoré slúºia pre ²peci-
ﬁkáciu hodnôt, ktoré môºu stimuly nadobúda´. Týmto spôsobom je moºné sa zamera´
na ²peciﬁckú oblas´ obvodu, ktorú je potrebné veriﬁkova´.
 veriﬁkácia riadená pokrytím (angl. coverage-driven veriﬁcation). Po£as jednotli-
vých simula£ných behov sú zaznamenávané ²tatistiky, ktoré sa následne vyuºívajú
k interpretácii toho, ktoré stavy veriﬁkovaného systému boli preverené. Existuje viac
typov pokrytí, ktoré sa v ²tatistikách sledujú: funk£né pokrytie (angl. functional cover-
age), pokrytie kódu (angl. code coverage), pokrytie ciest (angl. path coverage), pokrytie
kone£ných automatov (angl. FSM coverage) a iné.
 veriﬁkácia zaloºená na formálnych tvrdeniach (angl. assertion-based veriﬁca-
tion). Pravdivos´ formálneho tvrdenia je vyhodnocovaná po£as celého simula£ného
behu v kaºdom kroku. Tieto formálne tvrdenia môºu by´ pouºité za ú£elom kontroly
rôznych prvkov obvodu, ako napr. vstupno-výstupných rozhraní, kontroly kríºenia
hodinových signálov at¤. Tieto formálne tvrdenia plnia monitorovaciu úlohu a medzi
prínosy ich vyuºitia patrí napr. okamºité rozpoznanie miesta v obvode, kde bolo for-
málne tvrdenie poru²ené.
 samo-kontrolné mechanizmy (angl. self-checking mechanisms). Pod©a ²peciﬁká-
cie veriﬁkovaného systému sú vstupné stimuly transformované na výstupné nezávisle
od vykonanej implementácie. Následne sa vykoná automatická kontrola reálnych výs-
tupov veriﬁkovaného systému s predpokladanými výstupmi. Medzi techniky samokon-
trolných mechanizmov patrí vyuºitie referen£ného modelu (anglické ozna£enie score-
boarding, oine checking).
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3.4 Proces veriﬁkácie
Veriﬁkácia je komplexný proces, ktorého cie©om je zabezpe£i´, aby veriﬁkovaný obvod (angl.
DUT - Design under test) vo výsledku sp¨¬al v²etky poºiadavky, ktoré boli na neho kladené
v jeho ²peciﬁkácii. Je to proces, ktorý typicky prebieha súbeºne s návrhom obvodu.
3.4.1 Veriﬁka£ný plán
Veriﬁka£ný plán je dokument, ktorý obsahuje postupy a kroky, ktoré je potrebné vykona´
v procese veriﬁkácie [3]. peciﬁkuje, ako má by´ veriﬁkovaný obvod overený uº v po£iato£nej
fáze návrhu a pomáha odha©ova´ chyby, ktoré mohli nasta´ v prvotných fázach návrhu
veriﬁka£ných postupov. Ur£uje metriky ukon£enia veriﬁkácie a ²peciﬁkuje zdroje, ktoré bude
potrebné pre veriﬁkáciu zabezpe£i´ (výpo£tové, ©udské, odhad ceny). Samotný veriﬁka£ný
plán obsahuje nasledujúce £asti:
 Veriﬁka£né testy aplikované na návrh obvodu. Testy sú ur£ené na veriﬁkáciu
funk£nosti návrhu pod©a ²peciﬁkácie. Sú to testy, ktoré majú by´ aplikované na naj-
vy²²iu úrove¬ (angl. top-level) a na jednotlivé pod-bloky návrhu.
 Veriﬁka£né prostredie pre veriﬁkovanú jednotku. Obsahuje deﬁnície pouºitých
veriﬁka£ných jazykov, ²truktúru veriﬁka£ného prostredia (tieº ozna£ované v literatúre
ako testbench, ide o pokro£ilú verziu testovacieho prostredia) a ²peciálne in²truk-
cie. Táto ²truktúra zah¯¬a jednotlivé komponenty veriﬁkovanej jednotky (na úrovni
rozhraní) a balíky (angl. packages) na deklara£nej úrovni.
 Valida£né prostredie pre veriﬁkovanú jednotku. Obsahuje popis veriﬁkovaného
a o£akávaného správania obvodu, postupy pre hlásenie chýb a typy detekovaných chýb.
3.4.2 Tvorba veriﬁka£ného prostredia
Úlohou veriﬁka£ného prostredia je ur£i´, £i veriﬁkovaný obvod sp¨¬a korektnos´ vzh©adom
k ²peciﬁkácii. Postup tvorby je nasledovný:
1. Vytvorenie vstupných stimulov. (V literatúre sa £asto stimul ozna£uje ako vstupná
transakcia, pretoºe veriﬁkácia pracuje na transak£nej úrovni. Transakcia je v podstate
dátová ²truktúra, ktorá zaobaluje stimul pre veriﬁka£né prostredie.)
2. Aplikácia stimulov na veriﬁkovaný obvod.
3. Uloºenie výstupných hodnôt.
4. Porovnanie skuto£ných výstupov s referen£nými výstupmi.
5. Zhodnotenie postupu vzh©adom k cie©om veriﬁkácie.
Hlavné £asti veriﬁka£ného prostredia znázorneného na niº²ie uvedenom diagrame (obr. 3.1)
sú nasledujúce:
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Obr. 3.1: Veriﬁka£né prostredie.
 Testovacie scenáre - obsahujú informácie o obmedzujúcich podmienkach (angl. con-
straints) pre generátor.
 Generátor - vytvára stimuly a odosiela ich do jednotky driver.
 Driver - stimuly, ktoré obdrºal delí na konkrétne signály, ktoré odosiela na vstup
veriﬁkovaného obvodu a na vstup jednotky Scoreboard.
 Monitor - z jednotlivých výstupov veriﬁkovanej jednotky vytvára transakcie (vy²²ie
dátové ²truktúry), ktoré odosiela na vstup jednotky Scoreboard.
 Scoreboard - implementuje referen£ný model, ktorý sa v literatúre ozna£uje aj ako
prediktor. Referen£ný model spracováva vstupné hodnoty z jednotky driver podob-
ným spôsobom, ako veriﬁkovaný obvod (DUT) a vytvára referen£né výstupy. Následne
porovnáva výstupné hodnoty z veriﬁkovaného obvodu (DUT) získané z jednotky moni-
tor s týmito referen£nými výstupmi. V prípade, ak sa nezhodujú, hlási chybu.
 Analýza pokrytia - zbiera a analyzuje informácie o vykonaných veriﬁka£ných be-
hoch, na základe ktorých generuje správu o pokrytí. Na základe tejto správy sa
vytvárajú ¤al²ie testovacie scenáre, ktoré slúºia k testovaniu tých £astí obvodu, ktoré
neboli e²te veriﬁkované. Princíp analýzy pokrytia je znázornený na nasledujúcom
obrázku (3.2).
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Obr. 3.2: Analýza pokrytia.
3.4.3 Veriﬁka£né metodiky
Veriﬁka£né metodiky ²peciﬁkujú ako vytvára´ znovu pouºite©né a jednoducho roz²írite©né
veriﬁka£né prostredie v jazyku SystemVerilog. Umoº¬ujú pouºitie predpripravených kom-
ponentov veriﬁka£ného prostredia, ktoré sú deﬁnované v podobe kniºníc. Medzi najznámej²ie
veriﬁka£né metodiky patria:
 Veriﬁcation Methodology Manual (VMM) - jedna z prvých úspe²ne vyuºí-
vaných metodík. Obsahovala ve©ký po£et odporú£aní pre tvorbu znovu pouºite©ného
veriﬁka£ného prostredia v jazyku SystemVerilog. Bola vytvorená spolo£nos´ou Syno-
psys. Vyuºívala výhody objektovo-orientovaného prístupu, funk£ného pokrytia, sady
obmedzení, at¤., k vytváraniu ²kálovate©ných a znovu pouºite©ných veriﬁka£ných pro-
stredí. Prínos metodiky VMM zohral dôleºitú úlohu v neskor²om vytvorení metodiky
UVM.
 Open Veriﬁcation Methodology (OVM) [5] - kniºnica objektov a funkcií ur£ených
na generovanie vstupných stimulov, zberu dát a kontrolu celého procesu veriﬁkácie.
Umoº¬uje rýchle a jednoduché vytváranie znovu pouºite©ných veriﬁka£ných prostredí
s vyºitím komunikácie na úrovni transakcií a funk£ného pokrytia. Bola vytvorená
spolo£nos´ami Mentor Graphics a Cadence. Metodika OVM prispela ve©kým podielom
k vývoju jej nasledovníka - metodiky UVM.
 Universal Veriﬁcation Methodology (UVM) [1] - kniºnica jazyka SystemVeri-
log, ktorá je distribuovaná pod licenciou Open Source. Ide o najnov²iu metodiku,
ktorá umoº¬uje jednoduché vytváranie znovu pouºite©ných komponentov veriﬁka£ného
prostredia s vyuºitím generovania náhodných stimulov a funk£ného pokrytia. Metodika
UVM stavia na úspe²nom nasadení metodík VMM a OVM. Jej hlavným cie©om je
zlep²i´ proces znovu pouºitia simula£ných prostredí, zabezpe£i´ vy²²iu prenosite©nos´
veriﬁka£ného kódu a vytvori´ priestor pre nasadenie univerzálneho veriﬁka£ného a vyso-
ko kvalitného veriﬁka£ného IP (angl. Intellectual Property).
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3.5 Overovanie odolnosti systémov proti poruchám
Pre zabezpe£enie odolnosti systému proti poruchám je na za£iatku nutné deﬁnova´, £o
je to spo©ahlivos´ systému. Spo©ahlivos´ nie je moºné vyjadri´ ako jednu vlasnos´, ktorá
by zahr¬ovala nieko©ko rôznych h©adísk, preto sa deﬁnuje pomocou nasledujúcich diel£ich
atribútov [7]:
 dostupnos´ (angl. availability) - pohotovos´ k vykonaniu správnej sluºby,
 spo©ahlivos´ (angl. reliability) - nepretrºitos´ poskytovania správnej sluºby,
 zabezpe£enos´ (angl. safety) - absencia katastroﬁckých následkov pre uºívate©a
a prostredie,
 dôvernos´ (angl. security) - absencia nepovolených odhalení informácie,
 integrita (angl. integrity) - absencia nevhodných zmien stavu systému,
 udrºiavate©nos´ (angl. maintainability) - schopnos´ vykonáva´ opravy a modiﬁkácie
systému.
S pojmom spo©ahlivos´ úzko súvisia nasledujúce pojmy:
 porucha (angl. fault) - jav, ktorý vedie k naru²eniu schopnosti objektu vykonáva´
poºadovanú funkciu. Za vznikom poruchy stojí spravidla nejaká vonkaj²ia prí£ina.
 chyba (angl. error) - jav, ktorý je vä£²inou dôsledkom poruchy, ale nie kaºdá porucha
musí spôsobi´ chybu. Chyba sa prejavuje produkovaním nesprávnych výstupov sys-
tému.
Systém sa ozna£uje ako odolný proti poruchám vtedy, pokia© je schopný správne vykoná-
va´ svoju funkciu aj v prítomnosti porúch technického vybavenia alebo chyby v programe.
Nako©ko termín správne vykonáva´ svoju funkciu je moºné chápa´ rôzne, obvykle sa
funk£nos´ povaºuje za správnu, pokia© sp¨¬a nasledujúce tri podmienky [6]:
 spracovanie dát nebolo zastavené ani zmenené v dôsledku poruchy,
 výsledok je správny,
 výsledok bol získaný v predpísanej dobe.
Pokia© systém nesp¨¬a v²etky tri uvedené podmienky, ale len niektoré z nich (napr. výsle-
dok je správny, ale bol dodaný oneskorene), býva ozna£ovaný ako £iasto£ne odolný proti
poruchám. Vºdy v²ak musí by´ splnená prvá podmienka - poºiadavka na zachovanie funk-
£nosti systému.
Pre zaistenie odolnosti systému proti poruchám rozli²ujeme nasledujúce dva základné
typy techník [4]:
 pasívna redundancia - vyuºíva maskovanie porúch, ktoré sa vyskytli v systéme.
Obvykle nie sú vyuºívané ºiadne techniky pre detekciu a opravu porúch. Naj£astej²ím
príkladom je technika ozna£ovaná ako TMR (angl. Triple Modular Redundancy),
ktorá spo£íva v trojnásobnom implementovaní rovnakých £astí systému a za výsledok
sa volí hodnota s najvä£²ím výskytom. Obdobne sa vyuºíva technika NMR (angl.
N - Modular Redundancy), ktorá vyuºiva N-násobné implementovanie rovnakých £astí
systému a následne sa vyberie hodnota s najvä£²ím výskytom.
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 aktívna redundancia - vyuºíva moºnos´ detekcie a opravy porúch. Pri tomto prís-
tupe je vykonávané testovanie systému za behu a o prípadnom výskyte poruchy je
systém okamºite informovaný. Následne je moºné poruchu lokalizova´ a izolova´, aby
neovplyv¬ovala ostatné £asti systému. Zistenú poruchu je moºné následne opravi´
a ovplyvnená £as´ systému je schopná opä´ plni´ svoju pôvodnú funkciu.
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Kapitola 4
Riadiaca jednotka robota
Ú£elom tejto práce je vytvorenie veriﬁka£ného prostredia pre riadiacu jednotku robota. Ria-
diaca jednotka robota ur£eného pre samo£inný pohyb v bludisku tvorí exemplárny systém,
ktorý je ur£ený pre testovanie a overovanie metodík pre zaistenie odolnosti proti poruchám.
Bloková schéma riadiacej jednotky sa nachádza na obrázku 4.1. Táto kapitola popisuje
základnú £innos´ riadiacej jednotky.
Obr. 4.1: Bloková schéma riadiacej jednotky robota.[8]
4.1 Výpo£et aktuálnej pozície
Blok pre vyhodnotenie pozície (Position Evaluation Unit - PEU ) slúºi pre výpo£et pozí-
cie robota na mape. Výpo£et je realizovaný na základe vzdialenosti od troch kontrolných
bodov, ktoré sú umiestnené na ﬁxných pozíciach na mape bludiska. Vypo£ítaná hodnota
je reprezentovaná v podobe súradníc X a Y. Obrázok 4.2 ilustruje princíp výpo£tu pozície.
Vzdialenosti od troch kontrolných bodov (DIST_A, DIST_B, DIST_C) tvoria vstupy pre
výpo£et, ktorý je realizovaný pomocou Pythagorovej vety. Výsledok tvoria hodnoty APP_X
a APP_Y.
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Obr. 4.2: Pozícia robota na mape.[8]
4.2 Vyhodnotenie prekáºok
Blok pre vyhodnotenie prekáºok (Barrier Detection Unit - BDU ) slúºi k vyhodnoteniu
prekáºok v mape. Pre vyhodnotenie prekáºok sa vyuºívajú 4 senzory (S_0, S_1, S_2,
S_3). Kaºdý senzor je umiestnený práve na jednej strane robota. Umiestnenie senzorov
demon²truje obrázok 4.3. Výpo£et vektora prekáºok spo£íva v porovnaní hodnoty získanej
zo senzora s referen£nou hodnotou. V prípade, ak hodnota získaná zo senzora je men²ia,
neº referen£ná hodnota, na danom polí£ku sa nachádza prekáºka. V prípade, ak získaná
hodnota je vä£²ia, neº referen£ná hodnota, dané polí£ko je prázdne a robot sa môºe na neho
presunú´. Princíp výpo£tu je znázornený na obrázku 4.4 .
Obr. 4.3: Senzory robota.[8]
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Obr. 4.4: Detekcia prekáºok.[8]
4.3 H©adanie cesty v bludisku
Blok pre h©adanie cesty v bludisku (Path Finding Unit - PFU ) realizuje algoritmus pre
h©adanie cesty v bludisku. Výpo£et prebieha na základe informácií o mape, ktorá sa vytvára
priebeºne. Výstupom tohto bloku je zoznam pozícií, ktoré musí robot prejs´ v nasledujúcom
kroku. Pre vyh©adanie cesty sa vyuºíva algoritmus ©avou rukou po stene. Toto pravidlo
zaru£í, ºe pokia© sa po£as prechádzania bludiska drºíme ©avou rukou steny, tak v danom
bludisku nezablúdime. Bu¤ nájdeme cestu do cie©a alebo sa vrátime spä´ na po£iato£nú
pozíciu.
4.4 Ovládanie pohybu
Blok pre ovládanie pohybu (Engine Control Unit - ECU) nastavuje rýchlos´ robota
v poºadovanom smere pohybu. Vzdialenos´, ktorú daný robot prejde ur£uje £as, v rámci
ktorého sa robot hýbe. Vstupom pre tento blok je zoznam polí£ok, ktoré musí robot prejs´.
Na základe zoznamu sa priebeºne nastavuje rýchlos´ pohybu v danom smere. Po nastavení
rýchlosti nastáva pohyb robota. Jeho zastavenie je realizované pomocou nastavenia rýchlosti
na hodnotu nula.
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Kapitola 5
Návrh
V rámci kapitoly sú uvedené podrobné informácie týkajúce sa návrhu veriﬁka£ného prostre-
dia. Sú£as´ou kapitoly sú uvedené poºiadavky pre úpravu riadiacej jednotky, aby bolo moºné
veriﬁkáciu vykona´.
5.1 Návrh veriﬁka£ného prostredia
Ako bolo spomenuté v úvode, cie©om tejto práce je vytvori´ veriﬁka£né prostredie pre
overovanie korektnosti riadiacej jednotky robota. Koncept veriﬁka£ného prostredia je ilus-
trovaný na nasledujúcom obrázku(5.1):
Obr. 5.1: Návrh veriﬁka£ného prostredia.
Veriﬁka£né prostredie je navrhnuté pomocou metodiky UVM v jazyku SystemVerilog.
Veriﬁka£né prostredie komunikuje s virtuálnym prostredím pre pohyb riadiacej jednotky
(Player/Stage). Nejedná sa teda o reálneho fyzického robota, ale virtuálne prostredie pre
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experimentálne ú£ely ho plne nahradzuje. Virtuálne prostredie umoº¬uje zobrazenie po-
hybu robota v reálnom £ase v rámci zvoleného bludiska. Samotná komunikácia medzi veri-
ﬁka£ným prostredím a virtuálnym prostredím prebieha prostredníctvom sie´ových socketov
[10] s vyuºitím transportného protokolu UDP. Princíp komunikácie je zobrazený na obrázku
5.2. Virtuálne prostredie zasiela veriﬁka£nému prostrediu údaje o aktuálnej polohe (vzdia-
lenosti od ﬁxných bodov A, B, C) robota a údaje o aktuálnej vzdialenosti od prekáºok
(hodnoty senzorov S0, S1, S2, S3). Veriﬁka£né prostredie zasiela virtuálnemu prostrediu
údaje o práve vykonávanom pohybe (hodnoty pohybu v smere X a Y).
Obr. 5.2: Schéma komunikácie medzi veriﬁka£ným prostredím a virtuálnym prostredím.
Na základe týchto údajov, virtuálne prostredie vykres©uje pohyb robota bludiskom v reál-
nom £ase. Komunikácia prebieha v nekone£nej slu£ke, pokia© robot nedosiahne cie©ovú
pozíciu v bludisku. Z poh©adu veriﬁka£ného prostredia sú pre komunikáciu vyuºívané DPI
rozhrania. Na prijímacej strane veriﬁka£né prostredie volá funkcie, ktoré vytvoria sie´ový
socket vyuºívajúci transportný protokol UDP a príjme správu od virtuálneho prostredia.
Na odosielacej strane veriﬁka£né prostredie volá funkcie, ktoré opä´ vytvoria sie´ový socket,
¤alej vytvoria odosielanú správu a s vyuºitím transportného protokolu UDP ju následne
odo²lú do virtuálneho prostredia. Formát zasielaných údajov je zobrazený na obrázku 5.3.
Hlavi£ka tvorí prvú poloºku prená²anej správy. Na základe hodnoty hlavi£ky je moºné roz-
lí²i´ rôzne typy prená²aných správ. Hodnota hlavi£ky je v prípade oboch typov správ (údaje
o polohe a údaje o pohybe) nastavená na hodnotu 0. V prípade potrebného roz²írenia
komunika£ného rozhrania je moºné nadeﬁnova´ nové typy prená²aných správ a identiﬁkova´
ich pod©a hodnoty hlavi£ky.
Jednotlivé správy sú prijímané komponentom veriﬁka£ného prostredia, ktorý sa nazýva
Driver. Tento komponent transformuje prijatú správu na signálovú reprezentáciu a odosie-
la ju na vstup veriﬁkovanej jednotky a na vstup komponenty Scoreboard. Vstupné a výs-
tupné rozhranie riadiacej jednotky je schematicky znázornené na obrázku 5.4. Popis týchto
rozhraní je uvedený na obrázkoch 5.5 a 5.6.
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Prijímaná správa
Poloºka Hlavi£ka DIST_A DIST_B DIST_C S_0 S_1 S_2 S_3
Dátová ²írka 1 Byte 1 Byte 1 Byte 1 Byte 1 Byte 1 Byte 1 Byte 1 Byte
Odosielaná správa
Poloºka Hlavi£ka SPEED_X SPEED_Y
Dátová ²írka 1 Byte 1 Byte 1 Byte
Obr. 5.3: Formát prijímaných a odosielaných údajov z poh©adu veriﬁka£ného prostredia.
Obr. 5.4: Riadiaca jednotka s rozhraniami.
Údaje z výstupného rozhrania veriﬁkovanej jednotky sú privádzané na vstup komponenty
Monitor. V tejto komponente sa z prijatých signálov vytvára výstupná transakcia, ktorá
sa odosiela na vstup komponenty Scoreboard a zárove¬ prostredníctvom DPI rozhrania sa
vytvára sie´ový socket vyuºívajúci transportný protokol UDP a výstupná správa, ktorá sa
odosiela do virtuálneho prostredia (Player/Stage).
Názov rozhrania Dátová ²írka rozhrania Popis rozhrania
DIST_A DATA_WIDTH Vzdialenos´ od bodu A.
DIST_B DATA_WIDTH Vzdialenos´ od bodu B.
DIST_C DATA_WIDTH Vzdialenos´ od bodu C.
S_0 DATA_WIDTH Hodnota senzoru 0.
S_1 DATA_WIDTH Hodnota senzoru 1.
S_2 DATA_WIDTH Hodnota senzoru 2.
S_3 DATA_WIDTH Hodnota senzoru 3.
DATA_VLD logic Príznak platnosti dát.
Obr. 5.5: Vstupné rozhranie riadiacej jednotky.
Názov rozhrania Dátová ²írka rozhrania Popis rozhrania
X_SPEED DATA_WIDTH Rýchlos´ v smere X
Y_SPEED DATA_WIDTH Rýchlos´ v smere Y.
Obr. 5.6: Výstupné rozhranie riadiacej jednotky.
Komponenta Scoreboard vykonáva funkciu porovnávania hodnôt medzi o£akávaným
pohybom robota a medzi skuto£ným pohybom robota. Po prijatí vstupnej transakcie od
jednotky Driver odo²le prijaté hodnoty prostredníctvom DPI rozhrania do referen£ného
modelu, ktorý implementuje rovnaký algoritmus h©adania cesty v bludisku ako veriﬁkovaný
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obvod. Presný popis referen£ného modelu sa nachádza v kapitole 5.3. Prostredníctvom DPI
rozhrania príjme z referen£ného modelu vypo£ítanú hodnotu pohybu a porovná ju so skuto£-
nou hodnotou pohybu, ktorú prijal z kopomenty Monitor. Výsledok porovnania sa následne
zaznamená pre potreby vyhodnotenia. Komponenta Scoreboard taktieº na za£iatku veri-
ﬁkácie nastavuje cie©ovú pozíciu v bludisku, ktorú prostredníctvom DPI rozhrania oznámi
referen£nému modelu. Referen£ný model na základe tejto informácie kontroluje, £i robot uº
dosiahol cie©ovú pozíciu. V prípade, ak robot dosiahol na základe informácie z referen£ného
modelu cie©ovú pozíciu v bludisku, veriﬁkácia sa úspe²ne ukon£í a informuje o výsledných
porovnaniach formou ²tatistiky.
5.2 Úprava riadiacej jednotky
Pre overenie správnej funkcionality riadiacej jednotky robota je potrebné kontrolova´ hod-
noty na jej výstupnom rozhraní. Ide o hodnoty nastavenia rýchlosti v smere X (signál
X_SPEED) a v smere Y (signál Y_SPEED). Ako bolo uvedené v kapitole 4, tieto hod-
noty sa nastavujú v jednotke ECU. Nako©ko v²ak doba výpo£tu nasledujúcej pozície robota
nie je kon²tantná a teda £as, v ktorom môºeme o£akáva´ nastavenie hodnôt nie je moºné
jednozna£ne ur£i´, je potrebné informova´ veriﬁka£né prostredie, kedy je moºné vykona´
porovnanie. Z tohto dôvodu bola vznesená poºiadavka na implementáciu signálu, ktorý by
na základe svojej hodnoty informoval, £i sa robot pohybuje. Po analýze zdrojového kódu
riadiacej jednotky robota bolo zistené, ºe takýto signál v rámci implementácie bloku ECU
existuje a sta£ilo ho iba vyvies´ na výstupné rozhranie riadiacej jednotky. Tento signál má
ozna£enie MOVEMENT a je sú£as´ou výstupného rozhrania. Aktualizovaná schéma ria-
diacej jednotky s rozhraniami je znázornená na obrázku 5.7.
Obr. 5.7: Riadiaca jednotka s rozhraniami po úprave.
5.3 Návrh referen£ného modelu
Referen£ný model (tieº ozna£ovaný ako golden model alebo prediktor) implementuje
funkciu h©adania cesty v bludisku. Tento model slúºi na overenie korektnosti riadiacej jed-
notky robota. Pre h©adanie cesty v bludisku vyuºíva algoritmus ©avou rukou po stene. Spô-
sob jeho fungovania, teda spracovávania vstupných údajov, ich vyhodnocovanie a výpo£et
pozície pre pohyb, je implementované tak, aby bolo moºné overi´ v²etky kroky, ktoré
vykonáva riadiaca jednotka robota. Postup operácií, ktoré musí referen£ný model vykona´
je nasledovný:
1. Na£ítanie cie©ovej pozície.
2. Na£ítanie vstupných údajov.
3. Výpo£et aktuálnej pozície.
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4. Výpo£et vektora prekáºok.
5. Výpo£et cie©a pohybu.
5.3.1 Na£ítanie údajov
Na za£iatku si referen£ný model na£íta cie©ové súradnice. Súradnice sú reprezentované dvo-
jicou <X , Y>, pri£om hodnota súradnice vyjadruje polí£ko bludiska. Mapa bludiska môºe
ma´ rôznu ve©kos´, v základnej verzii pracuje referen£ný model s ve©kos´ou 8 x 8 polí£ok.
Samotná mapa je reprezentovaná pomocou dvoch bitov - 1 a 0. Polí£ko, ktoré reprezen-
tuje stenu je ozna£ené bitom s hodnotou 1 a polí£ko, ktoré reprezentuje cestu je ozna£ené
bitom s hodnotou 0. Príklad mapy s jej binárnou reprezentáciou je uvedený na obrázku
5.8 .
Obr. 5.8: Mapa a jej bitová reprezentácia
Na£ítanie údajov je realizované pomocou odoslania príslu²ných parametrov z veriﬁka£ného
prostredia. Ide o sedem parametrov - DIST_A, DIST_B, DIST_C, S_0, S_1, S_2, S_3.
5.3.2 Výpo£et pozície
Aktuálna pozícia sa vypo£ítava pomocou vyhodnotenia vzdialenosti od troch kontrolných
bodov - A, B a C, ktoré sú rozmiestnené na ﬁxných pozíciach. Na základe vzdialenosti od
týchto bodov (DIST_A, DIST_B, DIST_C) vieme pomocou Pythagorovej vety vypo£íta´
presnú pozíciu robota (APP_X, APP_Y). Na základe tejto vety boli odvodené nasledujúce
2 rovnice:
APP 2X +APP
2
Y = DIST
2
B (5.1)
(XMAX −APPX)2 +APP 2Y = DIST 2C (5.2)
Po úprave vy²²ie uvedených rovníc je moºné vyjadri´ hodnoty APP_X a APP_Y,
ktoré reprezentujú súradnice X a Y. Nako©ko sa robot pohybuje po jednotlivých polí£kach,
je potrebné získané hodnoty súradníc previes´ na hodnotu súradnice, ktorá je vyjadrená
v polí£kach mapy. Toto vyjadrenie zabezpe£íme vydelením získanej hodnoty súradnice hod-
notou kon²tanty BOX_SIZE. Táto kon²tanta reprezentuje ve©kos´ polí£ka bludiska.
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APPX =
X2MAX −DIST 2C +DIST 2B
2.XMAX
(5.3)
X =
APPX
BOXSIZE
(5.4)
APPY =
Y 2MAX −DIST 2A +DIST 2B
2.YMAX
(5.5)
Y =
APPY
BOXSIZE
(5.6)
5.3.3 Výpo£et vektora prekáºok
Pre vyhodnotenie prekáºok sa vyuºívajú 4 senzory (S_0, S_1, S_2, S_3), pri£om kaºdý
senzor je umiestnený práve na jednej strane robota. Výpo£et vektora prekáºok spo£íva
v porovnaní vstupných hodnôt z jednotlivých senzorov s referen£nou hodnotou DIST_MAX.
V prípade, ak je získaná hodnota senzora men²ia, neº referen£ná hodnota, tak potom sa
v danom smere nenachádza ºiadna prekáºka a polí£ko je vo©né. V opa£nom prípade sa
v danom smere nachádza prekáºka a pohyb týmto smerom nie je moºný.
5.3.4 Výpo£et cesty v bludisku
Výpo£et cesty v bludisku je realizovaný pomocou algoritmu ©avou rukou po stene. Tento
algoritmus vychádza z pravidla, ktoré tvrdí, ºe pokia© sa budeme po£as h©adania východu
z bludiska drºa´ vºdy ©avou rukou steny, tak nezablúdime. Bu¤ nájdeme východ z bludiska
alebo sa vrátime spä´ na po£iato£nú pozíciu. Referen£ný model v kaºdom kroku vyhodnotí
svoju aktuálnu pozíciu, porovná ju s cie©ovou pozíciou a v prípade, ak sa nenachádza v cieli,
ur£í nasledujúcu súradnicu pohybu tak, aby sa vºdy drºal ©avou rukou steny bludiska.
Návrh algoritmu je nasledujúci: robot sa pri kaºdom pohybe snaºí prejs´ na polí£ko, ktoré
sa nachádza na ©avej strane od jeho pozície. Tento princíp je realizovaný tak, ºe samotný
pohyb je moºné realizova´ v ²tyroch smeroch, ktoré robot môºe absolvova´ v nasledujúcom
poradí cyklicky: východ  sever  západ  juh  východ  ... Táto cyklická závislos´
pohybu zabezpe£í, ºe robot sa vºdy bude drºa´ ©avou rukou pri stene. Ak je teda polí£ko
na©avo vo©né, presunie sa na¬. Pokia© sa v²ak na danom polí£ku nachádza prekáºka, oto£í
sa smerom doprava a opä´ sa pokú²a prejs´ na polí£ko, ktoré sa nachádza na ©avej strane
od jeho pozície. Robot sa otá£a do pravej strany dovtedy, kým nie je polí£ko na©avo od jeho
pozície vo©né. Tento proces sa cyklicky opakuje, pokým robot neprejde na cie©ovú súradnicu
polí£ka. Princíp výpo£tu cesty je demon²trovaný pseudokódom v Algoritme 1.
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Algoritmus 1: Pseudokód pohybu robota
1: smer = VÝCHOD;
2: while nie som v cieli do
3: smer = smer - 1 ; // oto£enie do©ava
4: while ciel pohybu == STENA do
5: smer = smer +1 ; // oto£enie doprava
6: end while
7: vykonaj pohyb(smer) ; // robot sa presunie na novú pozíciu vo
vypo£ítanom smere
8: end while
Samotná realizácia pohybu spo£íva v nastavovaní rýchlosti pohybu v poºadovanom smere
v rámci svetových strán:
 V prípade pohybu smerom na sever sa hodnota X_SPEED nastaví na hodnotu 1,
 V prípade pohybu smerom na juh sa hodnota X_SPEED nastaví na hodnotu -1,
 V prípade pohybu smerom na východ sa hodnota Y_SPEED nastaví na hodnotu 1,
 V prípade pohybu smerom na západ sa hodnota Y_SPEED nastaví na hodnotu -1.
V prípade, ak sú premenné X_SPEED a Y_SPEED nastavené na hodnotu 0, robot sa
nehýbe. Situácia, kedy by boli obidve premenené nastavené sú£asne na inú hodnotu neº 0
nemôºe nasta´, nako©ko robot sa môºe hýba´ iba vo vertikálnom alebo horizontálnom smere.
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Kapitola 6
Implementácia a analýza výsledkov
V rámci kapitoly sú uvedené implementa£né podrobnosti veriﬁka£ného prostredia, refe-
ren£ného modelu a komunika£ného rámca. Taktieº sú tu uvedené popisy implementovaných
tried, návrhy testov, ich analýza a vyhodnotenie.
6.1 Implementácia simulácie virtuálneho prostredia pre po-
hyb robota
V £ase implementácie veriﬁka£ného prostredia nebolo moºné vyuºi´ virtuálne prostredie pre
pohyb robota (Player/Stage) z dôvodu nefunk£nosti komunika£ného rozhrania medzi týmto
virtuálnym prostredím a jeho okolím. Nako©ko implementácia komunika£ného rozhrania
nie je predmetom tejto práce a pre veriﬁkáciu riadiacej jednotky je funk£nos´ virtuálneho
prostredia nutná, bolo rozhodnuté, ºe virtuálne prostredie bude nahradené jeho zjednodu²e-
nou podobou, ktorá bola implementovaná v programovacom jazyku C. Ide o aplikáciu,
ktorá beºí na serveri a pre svoju £innos´ vyuºíva sie´ové sockety. Táto aplikácia poskytuje
moºnos´ zasiela´ hodnoty na vstup veriﬁka£ného prostredia. Po spustení aplikácie sa vytvorí
sie´ový socket a následný prenos je realizovaný pomocou transportného protokolu UDP. Na
poºadovanú cie©ovú adresu a poºadovaný cie©ový port sa v pevných £asových intervaloch
odosielajú vstupné informácie pre veriﬁka£né prostredie vo formáte, aký bol prezentovaný
v kapitole 5.1. Jednotlivé hodnoty, ktoré aplikácia odosiela sú pre jednoduchos´ a efektívnos´
implementácie sú£as´ou zdrojového kódu. Pri ich zmene alebo doplnení týchto údajov je
potrebné vykona´ opätovný preklad aplikácie. Aplikácia sa spú²´a z terminálu (konzoly)
daného po£íta£a a ako vstupné parametre poºaduje cie©ovú adresu a cie©ový port po£íta£a
na ktorý má odosla´ údaje. Parametre aplikácie je moºné upravi´ v rámci hlavi£kového
súboru. Veriﬁka£né prostredie musí by´ spustené pred spustením tejto aplikácie.
6.2 Implementácia referen£ného modelu
Referen£ný model bol implementovaný v programovacom jazyku C. Nako©ko program je
vyuºívaný vo forme zdie©anej kniºnice v opera£nom systéme Linux (shared object - .so),
tak vstupným rozhraním nie je ²tandardná funkcia jazyka C: main(). Program je pouºí-
vate©ovi dostupný ako skupina individuálnych funkcií, ktoré je moºné nezávisle na sebe vola´
z prostredia opera£ného systému. Z tohto dôvodu bolo potrebné vyrie²i´ udrºiavanie kon-
textu v rámci celého programu po£as doby jeho vyuºívania. tandardným spôsobom, ako
tento problém vyrie²i´ je vyuºitie globálnych statických premenných, ktoré si udrºujú svoju
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hodnotu aj po skon£ení vykonávanej funkcie. Pri opätovnom volaní poºadovanej funkcie je
moºné nadviaza´ na predchádzajúcu postupnos´ v¤aka informáciám z týchto premenných.
V rámci implementácie sú vyuºívané dve globálne statické premenné: X_goal a Y_goal.
Tieto premenné si po£as celej doby uchovávajú súradnice cie©a pohybu robota v mape.
V²etky deﬁnície funkcií, vymenované typy (enum) a kon²tanty sú uvedené v hlavi£kom
súbore golden_model.h. Postupnos´ volaní implementovaných funkcií je nasledujúca:
1. Volanie funkcie set_goal(...) - nastaví cie©ové súradnice. Táto funkcia musí by´
zavolaná na za£iatku práce s programom.
2. Volanie funkcie get_speed(...) - táto funkcia obsahuje hlavnú £as´ výpo£tu celého
programu. Ako svoj vstup poºaduje osem parametrov, ktoré sú poskytované virtuál-
nym prostredím pre pohyb robota (vzdialenosti od bodov A, B, C, hodnoty senzorov
S0 aº S3 a poºadovaná rýchlos´ v smere X alebo Y ). V rámci tejto funkcie je im-
plementovaný samotný algoritmus ©avou rukou po stene a kontrola, £i robot dosia-
hol cie©ovú súradnicu. Návratová hodnota funkcie predstavuje vypo£ítanú hodnotu
rýchlosti v smere pohybu pre poºadovanú súradnicu. V prípade, ak robot dosiahol
cie©ovú pozíciu, funkcia vráti hodnotu GOAL_REACHED. V rámci svojej £innosti volá
nasledujúce funkcie:
(a) my_position_x(...), my_position_y(...) - na základe vzdialeností od bodov
A, B, C vypo£íta svoju pozíciu v bludisku,
(b) check_direction(...) - na základe hodnoty jednotlivých senzorov kontroluje,
£i sa v poºadovanom smere pohybu nachádza stena,
(c) normalize_direction(...) - zabezpe£uje cyklické otá£anie v smere svetových
strán (východ, juh, západ, sever, východ, ...),
(d) move (...) - vykonáva samotný pohyb. Návratovou hodnotou je nastavená rých-
los´ v poºadovanom smere pohybu.
6.3 Overenie funk£nosti referen£ného modelu
Funk£nos´ implementácie referen£ného modelu bola overená prostredníctvom jednoduchého
testovacieho prostredia implementovaného v jazyku C. V kaºdom kroku výpo£tu, od po£ia-
to£nej pozície aº do cie©ovej pozície, sa sledovala aktuálna pozícia robota a smer, ktorým sa
robot pohol. Tieto hodnoty sa následne porovnávali s o£akávanými hodnotami. Po£iato£né
a cie©ové pozície boli zvolené tak, aby po£et potrebných krokov, ktoré musí robot vykona´
v rámci priechodu kaºdého bludiska bol minimálne 10. V rámci overovania bolo vyuºitých
6 bludísk (5 bludísk o rozmere 8x8 polí£ok a 1 bludisko o rozmere 16x16 polí£ok). V rámci
kaºdého bludiska boli vykonané 2 experimenty s rozdielnymi po£iato£nými a cie©ovými pozí-
ciami. Konkrétne údaje o vykonaných experimentoch sú uvedené v tabu©ke 6.1.
Rozmer bludiska Priemerný po£et krokov Po£et vykonaných experimentov
8x8 22 10
16x16 39 2
Po£et experimentov spolu 12
Tabu©ka 6.1: Experimentálne overenie referen£ného modelu.
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Funk£nos´ implementovaného referen£ného modelu je demon²trovaná pomocou diagramu
(obrázok 6.1), ktorý znázor¬uje pohyb robota po bludisku o ve©kosti 8x8 polí£ok z po£ia-
to£nej pozície do cie©ovej pozície.
Obr. 6.1: Pohyb robota po bludisku.
6.4 Implementácia veriﬁka£ného prostredia
Veriﬁka£né prostredie bolo implementované v jazyku SystemVerilog s vyuºitím metodiky
UVM. Toto veriﬁka£né prostredie vyuºíva pre svoju £innos´ simula£né prostredie ModelSim
verzie 10.0 od spolo£nosti Mentor Graphics a kniºnicu UVM verzie 1.1d. Jednotlivé zloºky
veriﬁka£ného prostredia boli implementované pomocou komponent, ktoré obsahuje kniºnica
UVM. Nasledujúca sekcia obsahuje podrobný popis implementovaných tried.
6.4.1 Popis implementovaných tried
1. rcInputTransaction - pre svoju £innos´ roz²iruje (dedí) ²tandardnú triedu
uvm_sequence_item. Táto trieda deﬁnuje presný formát vstupných transakcií.
V rámci triedy pouºíva metódu do_copy(), pomocou ktorej sa vytvárajú nové transak-
cie a metódu print(), ktorá slúºi pre výpis obsahu transakcie.
2. rcOutputTransaction - pre svoju £innos´ roz²iruje (dedí) ²tandardnú triedu
uvm_sequence_item. Táto trieda deﬁnuje presný formát výstupných transakcií.
V rámci triedy pouºíva metódu do_copy(), ktorá slúºi na vytváranie nových transak-
cií metódu print(), ktorá slúºi pre výpis obsahu transakcie a metódu do_compare(),
ktorá sa vyuºíva na porovnanie hodnôt výstupných transakcií (nastavenie rýchlosti
X_SPEED a Y_SPEED) .
3. TransactionSequence - pre svoju £innos´ roz²iruje (dedí) ²tandardnú triedu
uvm_sequence. V rámci tejto triedy sa nastavujú konkrétne hodnoty vstupnej transak-
cie. Pre nastavenie hodnôt sa vyuºívajú DPI volania funkcií implementovaných
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v jazyku C. V rámci sekcie TransactionSequence::body sa volá funkcia
receive_data(), ktorá vytvorí sie´ový socket a s vyuºitím transportného protokolu
UDP príjme vstupné dáta z virtuálneho prostredia pre pohyb robota (Player/Stage).
Nako©ko pre príjem dát sa vyuºívaná funkcia recvfrom(), ktorá je blokujúceho typu,
veriﬁkácia bude £aka´, kým vstupné dáta neprijme. Po ich prijatí pomocou funkcie
get_data() naplní jednotlivé poloºky vstupnej transakcie.
4. TransactionSequencer - pre svoju £innos´ roz²iruje (dedí) ²tandardnú triedu
uvm_sequencer. Táto trieda koordinuje zasielanie vstupných transakcií medzi kom-
ponentami Sequence a Driver. V prípade vyuºívania paralelného zasielania transak-
cií, bude táto trieda rozhodova´ o poradí v akom budú zasielané.
5. rcDriver - pre svoju £innos´ roz²iruje (dedí) ²tandardnú triedu uvm_driver. Táto
trieda prijíma vstupné transakcie a transformuje ich do signálovej reprezentácie. Hod-
noty signálov následne odosiela na vstupné rozhranie riadiacej jednotky robota. Odo-
sielanie dát je synchronizované na nástupnú hranu hodinového signálu CLK. rcDriver
zárove¬ vyuºíva tzv. analysis port, pomocou ktorého vstupnú transakciu odosiela
do komponentu Scoreboard pre ¤al²ie spracovanie.
6. rcMonitor - pre svoju £innos´ roz²iruje (dedí) ²tandardnú triedu uvm_monitor. Táto
trieda prijíma signály z výstupného rozhrania riadiacej jednotky robota a transfor-
muje ich do formy výstupnej transkacie. Pomocou rozhrania analysis port odosiela
transakciu do komponentu Scoreboard. Odosielanie transakcie je synchronizované na
nástupnú hranu hodinového signálu CLK.
7. rcScoreboard - pre svoju £innos´ roz²iruje (dedí) ²tandardnú triedu uvm_scoreboard.
Trieda prijíma vstupné transakcie z komponenty Driver a výstupné transakcie z kom-
ponenty Monitor. Po prijatí vstupnej transakcie zasiela prijaté údaje pomocou DPI
rozhrania do referen£ného modelu. Následne z referen£ného modelu príjme vypo£í-
tané výstupné hodnoty a porovná ich s hodnotami prijatými z komponentu Monitor.
Výsledky jednotlivých porovnaní sú zaznamenávané. Zárove¬ kontroluje, £i robot ria-
dený riadiacou jednotkou dosiahol cie©ové súradnice. V prípade ich dosiahnutia ukon£í
veriﬁkáciu a vypí²e ²tatistiku vykonaných porovnaní. Ak robot nedosiahol cie©ové
súradnice ani po predpokladanom (nastavenom) po£te krokov, ukon£í veriﬁkáciu ako
neúspe²nú a vypí²e ²tatistiku vykonaných porovnaní.
8. rcAgent - pre svoju £innos´ roz²iruje (dedí) ²tandardnú triedu uvm_component.
V rámci triedy sú deﬁnované komponenty TransactionSequencer, rcDriver
a rcMonitor. Zárove¬ sa vytvára prepojenie medzi týmito komponentami.
9. rcEnv - pre svoju £innos´ roz²iruje (dedí) ²tandardnú triedu uvm_env. V rámci
triedy sú deﬁnované komponenty rcAgent a rcScoreboard a následne je medzi
nimi vytvorené prepojenie.
10. rcTest - pre svoju £innos´ roz²iruje (dedí) ²tandardnú triedu uvm_test. Trieda deﬁ-
nuje a nastavuje veriﬁka£né prostredie rcEnv a v rámci sekcie rcTest::main_phase
spú²´a zasielanie vstupných transakcií.
Sú£as´ou veriﬁka£ného prostredia sú nasledujúce súbory, ktoré konﬁgurujú veriﬁka£né pros-
tredie pomocou parametrov a prepájajú ho s riadiacou jednotkou robota:
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1. top_level.sv - komponent najvy²²ej úrovne. Deﬁnuje hodinový signál CLK a rese-
tovací signál RST. Prepája vstupné a výstupné rozhranie riadiacej jednotky robota
s veriﬁka£ným prostredím prostredníctvom tzv. virtuálnych rozhraní. Spú²´a samotnú
veriﬁkáciu.
2. interface.sv - súbor, v rámci ktorého je deﬁnované vstupné a výstupné rozhranie veri-
ﬁka£ného prostredia. V rámci súboru je nastavená synchronizácia vstupných
a výstupných signálov na nábehovú hranu hodinového signálu CLK.
3. testing_parameters.sv - súbor, ktorý obsahuje konﬁgura£né parametre pre veri-
ﬁka£né prostredie.
4. simulation.fdo - skript, ktorý slúºi pre preklad a spustenie veriﬁkácie.
V²etky tieto súbory sú priloºené na CD nosi£i v rámci prílohy A.
6.5 Návrh testov
Pre overenie funk£nosti a korektnosti riadiacej jednotky robota bolo navrhnutých pä´ testov.
Kaºdý test pozostával z jedného typu bludiska. Cie©om testu bolo overenie, £i robot
v presne stanovenom po£te krokov dorazí z po£iato£nej pozície do cie©ovej pozície. Jed-
notlivé testovacie bludiská sú znázornené na obrázkoch 6.2 a 6.3.
Test 1 Test 2 Test 3 Test 4
rozmer : 8x8 polí£ok rozmer: 8x8 polí£ok rozmer: 8x8 polí£ok rozmer: 8x8 polí£ok
Obr. 6.2: Testovacie bludiská - rozmer 8x8.
Pred veriﬁkáciou je potrebné nastavi´ parametre veriﬁka£ného prostredia. Ich hodnoty
sú uvedené v tabu©ke 6.2.
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Test 5
rozmer: 16x16 polí£ok
Obr. 6.3: Testovacie bludisko - rozmer 16x16.
Názov parametra Popis parametra Hodnota parametra
DATA_WIDTH Dátová ²írka rozhraní. 16 bitov
CLK_PERIOD Perióda hodinového signálu. 30 ns
RESET_TIME Doba, po£as ktorej je aktívny signál reset. 100 ns
WAIT_TIME as £akania medzi vstupnými transakciami. 2 300 ns
GOAL_X Cie©ová súradnica v rovine X. pod©a konkrétneho testu
GOAL_Y Cie©ová súradnica v rovine Y. pod©a konkrétneho testu
TRANS_COUNT Po£et vstupných transakcií. pod©a konkrétneho testu
TRANS_COMPARE_COUNT Po£et porovnaní v komponente Scoreboard. 10
Tabu©ka 6.2: Parametre veriﬁka£ného prostredia.
Pre jednotlivé testy je potrebné nastavi´ ²peciﬁcké parametre, ktoré sú závislé od konkrét-
neho bludiska. Hodnoty parametrov pre jednotlivé testy sú uvedené v tabu©ke 6.3.
Názov Test 1 Test 2 Test 3 Test 4 Test 5
GOAL_X 6 6 3 6 12
GOAL_Y 1 1 1 6 3
TRANS_COUNT 13 33 27 29 48
Tabu©ka 6.3: Hodnoty parametrov pre jednotlivé testy.
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6.6 Priebeh veriﬁkácie
Pri realizácií veriﬁkácie je ve©mi dôleºité ma´ moºnos´ sledova´ presnú postupnos´ prechodu
transakcií jednotlivými komponentami veriﬁka£ného prostredia. Z dôvodu rýchleho odhale-
nia a jednoduch²ej analýzy chýb sú v rámci tejto sekcie uvedené kontrolné výpisy obsahu
transakcií. V²etky výpisy sa zobrazujú v rámci okna Transcript programu ModelSim.
Na za£iatku simulácie sa vypí²u nastavené parametre pre aktuálne spú²´aný test. Tento
výpis je zobrazený na obrázku 6.4.
Obr. 6.4: Výpis parametrov testu.
Výpis obsahujúci vstupné transakcie je moºné vidie´ na obrázku 6.5. Tento výpis zo-
brazuje vstupnú transakciu, ktorej hodnoty boli získané z virtuálneho prostredia pre pohyb
robota prostredníctvom DPI rozhrania. Výpis je realizovaný v rámci komponenty Driver,
ktorá danú transakciu obdrºala od komponenty Sequencer. Tento výpis predstavuje prvé
miesto kontroly správnej funk£nosti veriﬁka£ného prostredia. Pokia© by komunikácia medzi
veriﬁka£ným prostredím a virtuálnym prostredím pre pohyb robota nefungovala správne,
v rámci tohto výpisu by sme spozorovali nesprávne nastavenie hodnôt vstupnej transakcie.
Obr. 6.5: Výpis vstupnej transakcie - Driver.
V rámci komponenty Monitor je zobrazený výpis obsahujúci výstupnú transakciu,
ktorú komponenta obdrºala z výstupného rozhrania riadiacej jednotky. Tento výpis pred-
stavuje druhé miesto kontroly správnej funk£nosti veriﬁka£ného prostredia. V prípade, ak
by riadiaca jednotka robota vypo£ítala hodnoty iné ako -1, 0 alebo 1, tak v rámci tohto
výpisu by bolo moºné vidie´ chybu. Výpis je zobrazený na obrázku 6.6.
Obr. 6.6: Výpis výstupnej transakcie - Monitor.
Komponenta Monitor v rámci svojej funkcionality navy²e kontroluje, £i robot nevykoná-
va pohyb v £ase, kedy je signál MOVEMENT nastavený na hodnotu 0. Ako bolo spomenu-
té v kapitole 5.2, signál MOVEMENT informuje o práve vykonávanom pohybe. Pokia© je
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signál nastavený na hodnotu 0, tak sa robot nesmie hýba´. Táto kontrola je ve©mi dôleºitá,
najmä z dôvodu vyuºitia veriﬁka£ného prostredia v budúcnosti pre overovanie miery zabez-
pe£enia riadiacej jednotky robota vo£i chybám, ktoré budú do nej injektované. V prípade,
ak teda nastane pohyb v rámci doby, kedy je signál MOVEMENT nastavený na hodnotu
0, tak veriﬁka£né prostredie vypí²e informáciu o takto vzniknutej situácii (vi¤ obrázok
6.7).
Obr. 6.7: Výpis chyby - Monitor.
Najvä£²í po£et výpisov je realizovaný v komponente Scoreboard. Ako prvý je moºné
vidie´ výpis prijatej vstupnej transakcie z jednotky Driver (vi¤ obrázok 6.8). Hodnoty
transakcie budú vyuºité ako vstup pre referen£ný model. Tento výpis predstavuje tretie
miesto kontroly.
Obr. 6.8: Výpis vstupnej transakcie - Scoreboard.
Výpis, ktorý je uvedený na obrázku 6.9 zobrazuje vypo£ítané hodnoty, ktoré veriﬁka£né
prostredie prijalo z referen£ného modelu prostredníctvom DPI rozhrania. Výpis predstavuje
²tvrté miesto kontroly. V prípade, ak by referen£ný model nesprávne vypo£ítal rýchlos´
pohybu, v rámci tohto výpisu je moºné odhali´ chybu.
Obr. 6.9: Výpis výstupnej transakcie - Referen£ný model.
V rámci £innosti porovnávania skuto£nej hodnoty výstupnej transakcie (teda pohybu
robota) a o£akávanie hodnoty výstupnej transakcie (vypo£ítaná hodnota z referen£ného
modelu) je moºné zobrazi´ hodnoty týchto transakcií. Výpis je zobrazený na obrázku 6.10.
Tento výpis reprezentuje piate miesto kontroly.
Obr. 6.10: Výpis porovnania transakcií - Scoreboard.
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Posledný výpis, ktorý sa zobrazuje v rámci veriﬁka£ného prostredia je oznámenie
o vykonanej veriﬁkácii. V prípade, ak robot dosiahol cie©ové súradnice, veriﬁka£né prostredie
oznámi túto skuto£nos´ prostredníctvom výpisu, ktorý sa nachádza na obrázku 6.11. V prí-
pade, ak robot nedosiahol cie©ové súradnice, veriﬁkácia je ukon£ená ako neúspe²ná a infor-
muje o tom prostredníctvom výpisu, ktorý je uvedený na obrázku 6.12.
Obr. 6.11: Úspe²né ukon£enie veriﬁkácie.
Obr. 6.12: Neúspe²né ukon£enie veriﬁkácie.
6.7 Odhalenie a analýza chybových stavov
Stav je moºné ozna£i´ ako chybový vtedy, pokia© komponenta veriﬁka£ného prostredia pro-
dukuje hodnoty, ktoré nezodpovedajú ²peciﬁkácii. Ak hodnoty na výstupnom rozhraní veri-
ﬁkovanej jednotky nezodpovedajú o£akávaným hodnotám, je moºné tento stav taktieº oz-
na£i´ ako chybový. V nasledujúcej £asti sú popísané problémy a chybové stavy, ktoré boli
odhalené po£as veriﬁkácie.
6.7.1 Test 1
Po£as vykonávania testu 1 boli odhalené nasledujúce chybové stavy:
Chyba £. 1: Na základe ²peciﬁkácie bolo navrhnuté oneskorenie zasielania vstupných tran-
sakcií na rozhranie riadiacej jednotky. Z dôvodu správnej funk£nosti riadiacej jed-
notky je potrebné, aby vstupné hodnoty boli odosielané na vstup riadiacej jednotky
v £ase, ke¤ robot vykonáva pohyb. Nako©ko robot riadený riadiacou jednotkou vykoná-
val pohyb po dobu 10 hodinových taktov, bolo ve©mi náro£né vypo£íta´ presný £as,
kedy vstupné hodnoty odosla´. Navy²e doba výpo£tu prvej pozície je dlh²ia, neº doba
výpo£tu nasledujúcich pozícií.
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Rie²enie: V rámci veriﬁka£ného prostredia bol pridaný parameter INITIAL_WAIT_TIME,
ktorý ur£uje prvotnú dobu £akania. Po uplynutí tejto doby odo²le veriﬁka£né prostredie
na vstup riadiacej jednotky vstupné hodnoty. Hodnota parametra bola na základe
experimentov nastavená na hodnotu 3 700 ns. Po zavedení tohto parametra bola
veriﬁkácia úspe²ne ukon£ená (vi¤ obrázok 6.13).
Obr. 6.13: Test 1 - úspe²né ukon£enie veriﬁkácie.
6.7.2 Test 2
Po£as vykonávania testu 2 boli odhalené nasledujúce chybové stavy:
Chyba £. 2: Po£as h©adania cesty v bludisku ²peciﬁkovanom v teste 2 nastala situácia,
kedy sa robot musel vráti´ po trase, ktorú uº raz absolvoval, nako©ko sa dostal do
slepej uli£ky. Ke¤ºe robot túto trasu uº raz pre²iel, výpo£et potrebný pre ur£enie
nasledujúcej súradnice pohybu nebolo potrebné realizova´. Z tohto dôvodu vznikla
situácia, kedy hodnota nastavenia rýchlosti v príslu²nom smere bola z riadiacej jed-
notky odoslaná uº po piatich hodinových taktoch. Veriﬁka£né prostredie teda nemohlo
vykona´ porovnanie vo vopred stanovenom £ase a veriﬁkáciu ukon£ilo ako neúspe²nú.
Túto situáciu ilustrujú obrázky 6.14 a 6.15.
Obr. 6.14: Test 2 - priebeh signálov v ModelSime.
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Obr. 6.15: Test 2 - neúspe²né ukon£enie veriﬁkácie.
Rie²enie: Pri analýze zdrojového kódu riadiacej jednotky bolo zistené, ºe doba po£as
ktorej roboy vykonáva pohyb je nastavovaná pomocou kon²tanty MAX_COUNT,
ktorá sa nastavuje v rámci bloku ECU (Engine Control Unit). Pri vývoji samotnej
riadiacej jednotky bola táto kon²tanta nastavená na hodnotu 10 hodinových taktov
z dôvodu rýchleho testovania. V reálnom nasadení riadiacej jednotky v FPGA sa v²ak
táto kon²tanta nastavuje na hodnotu nieko©ko miliónkrát vy²²iu. Z dôvodu veriﬁkácie
bola teda táto kon²tanta upravená na hodnotu 5000 hodinových taktov. Na zák-
lade tejto zmeny bolo potrebné upravi´ parametre veriﬁka£ného prostredia. Upravené
hodnoty parametrov sú uvedené v tabu©ke 6.4.
Názov parametra Pôvodná hodnota parametra Nová hodnota parametra
WAIT_TIME 2 300 ns 151 000 ns
INITIAL_WAIT_TIME 3 700 ns 125 000 ns
TRANS_COMPARE_COUNT 10 5 000
Tabu©ka 6.4: Úprava hodnôt veriﬁka£ného prostredia.
Po vykonaní vy²²ie uvedených úprav bola veriﬁkácia úspe²ne ukon£ená. Túto situáciu
ilustruje obrázok 6.16.
Obr. 6.16: Test 2 - úspe²né ukon£enie veriﬁkácie.
6.7.3 Test 3
Chyba £. 3: Po£as h©adania cesty v bludisku, ktoré je ²peciﬁkované v teste 3, bola odhalená
chyba. Pri priechode bludiskom sa robot prestal pohybova´ po tom, ke¤ sa presunul
na súradnicu <6,1>. Robot sa ¤alej nepohyboval napriek tomu, ºe obdrºal korektné
údaje v korektnom £ase. Na základe prijatých hodnôt mal vykona´ pohyb v smere na
západ. Túto chybu ilustrujú obrázky 6.17 a 6.18.
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Obr. 6.17: Test 3 - priebeh signálov v ModelSime.
Obr. 6.18: Test 3 - neúspe²né ukon£enie veriﬁkácie.
Rie²enie: Pri analýze zdrojového kódu riadiacej jednotky bolo zistené, ºe v rámci bloku
PFU (Path Finding Unit), ktorý realizuje algoritmus h©adania cesty v bludisku sa
nachádzajú kon²tanty X_TARGET a Y_TARGET. Tieto kon²tanty mali napevno
priradené hodnoty 6 a 1. Na základe hodnôt týchto dvoch kon²tánt, riadiaca jed-
notka nesprávne ukon£ila svoju £innos´ pri h©adaní cesty v bludisku. Po úprave prís-
lu²ných kon²tánt na poºadované hodnoty (X_TARGET = 3 a Y_TARGET = 1)
bola veriﬁkácia úspe²ne ukon£ená (vi¤ obrázok 6.19). Existencia takýchto signálov
v implementácii riadiacej jednotky robota je nezmyselná, a preto sa v budúcnosti
táto situácia vyrie²i tak, ºe kon²tanty sa odstránia a nahradia sa vstupnými signálmi
v rozhraní riadiacej jednotky robota.
Obr. 6.19: Test 3 - úspe²né ukon£enie veriﬁkácie.
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6.7.4 Test 4
V rámci vykonávania testu 4 neboli odhalené ºiadne chyby. Riadiaca jednotka pri h©adaní
cesty zo ²tartovacej pozície do cie©ovej pozície vykonala o£akávaný po£et krokov (28).
Obr. 6.20: Test 4 - úspe²né ukon£enie veriﬁkácie.
6.7.5 Test 5
Test 5 vyuºíva pre overenie korektnosti riadiacej jednotky bludisko o rozmeroch 16 x 16
polí£ok. Z tohto dôvodu bola potrebná malá modiﬁkácia referen£ného modelu. V rámci hla-
vi£kového súboru golden_model.h bolo potrebné zmeni´ hodnoty kon²tánt x_dimension
a y_dimension na hodnotu 16 a vykona´ preklad. Nako©ko hodnoty, ktoré sa budú pre
výpo£et pozície vyuºíva´ budú ma´ hodnotu vä£²iu ako 127, je potrebné navý²i´ ve©kos´
prená²aných správ zo simulácie virtuálneho prostredia pre pohyb robota (Player/Stage) na
dvojnásobnú hodnotu. Jednotlivé poloºky prená²aných správ nebudú ma´ ve©kos´ 1 Bajt
ale 2 Bajty.
Nako©ko riadiaca jednotka robota bola nastavená tak, ºe vedela pracova´ iba s bludiskom
o rozmeroch 8 x 8 polí£ok, bolo potrebné vykona´ modiﬁkáciu jej zdrojového kódu. Po
analýze zdrojového kódu bolo zistené, ºe je potrebné vykona´ modiﬁkáciu kon²tánt, ktoré sa
nachádzajú v zdrojovom kóde bloku PEU (Position Evaluation Unit). Modiﬁkácia kon²tánt
je uvedená v tabu©ke 6.5.
Názov kon²tanty Pôvodná hodnota kon²tanty Nová hodnota kon²tanty
X_MAX 4 096 16 384
EXP_X_MAX 6 7
Y_MAX 4 096 16 384
EXP_Y_MAX 6 7
Tabu©ka 6.5: Modiﬁkácia kon²tánt PEU v riadiacej jednotke.
Po aplikovaní vy²²ie uvedených modiﬁkácií bola vykonaná úspe²ná veriﬁkácia (vi¤ obrá-
zok 6.21). Robot riadený riadiacou jednotkou vykonal pri h©adaní cesty v bludisku predpokla-
daný po£et krokov (47). V rámci testu nebola odhalená ºiadna chyba. Na základe tohto
testu bola demon²trovaná schopnos´ riadiacej jednotky korektne pracova´ aj s bludiskom
o rozmeroch 16 x 16 polí£ok, ako z poh©adu veriﬁka£ného prostredia, tak aj z poh©adu
riadiacej jednotky.
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Obr. 6.21: Test 5 - úspe²né ukon£enie veriﬁkácie.
6.8 Analýza pokrytia kódu
Pokrytie kódu tvorí ve©mi dôleºitú metriku, ktorá sa kontroluje v rámci veriﬁkácie. Poskytuje
nám informáciu o tom, aká ve©ká £as´ zdrojového kódu veriﬁkovanej jednotky bola v rámci
konkrétneho testu po£as veriﬁkácie overená. V tabu©ke 6.6 sú uvedené hodnoty pokrytia
zdrojového kódu riadiacej jednotky robota, ktoré boli získané pre jednotlivé testy. V tabu©ke
je uvedený aj po£et transakcií, ktoré boli v rámci testu realizované. V rámci overovania
pokrytia kódu sa kontrolovali nasledujúce parametre:
 Príkazy (angl. Statements) - príkazy (riadky zdrojového kódu), ktoré boli vykonané.
Do pokrytia sa nepo£ítajú komentáre a riadiace ²truktúry (ako napr. library, gene-
ric, port, module, begin, end, at¤.).
 Vetvy (angl. Branches) - vykonanie kaºdej vetvy podmie¬ovacieho príkazu.
 Podmienky (angl. Conditions) - overenie platnosti splnenia podmienky v podmie¬o-
vacom príkaze.
 Výrazy (angl. Expressions) - overenie nastavenia hodnôt signálov, ktoré môºu ovplyv-
ni´ výpo£et.
Sú£as´ou hodnotenia pokrytia kódu sú správy s podrobnými informáciami o dosiahnutom
pokrytí konkrétnych blokov riadiacej jednotky. Z dôvodu ich ve©kosti sú priloºené na CD
nosi£i v rámci prílohy A.
Pokrytie kódu Test 1 Test 2 Test 3 Test 4 Test 5
Príkazy (angl. Statements) 93,0 % 93,6 % 93,6 % 93,6 % 93,6 %
Vetvenie (angl. Branches) 94,4 % 95,2 % 95,2 % 95,2 % 95,1 %
Podmienky (angl. Conditions) 84,8 % 85,8 % 84,8 % 84,8 % 84,8 %
Výrazy (angl. Expressions) 74,6 % 74,6 % 74,6 % 74,6 % 74,6 %
Po£et transakcií 13 33 27 29 48
Tabu©ka 6.6: Pokrytie kódu riadiacej jednotky v rámci testov.
Pri porovnaní hodnôt dosiahnutého pokrytia kódu medzi jednotlivými testami, ktoré boli
vykonané je vidie´, ºe pokrytie v rámci testu 1 je men²ie, neº u iných testov. Pri analýze
vykonaného testu je vidie´, ºe robot pri h©adaní cesty v bludisku nikdy neodbo£il smerom
na západ. Po analýze podrobnej správy o vykonanom pokrytí bolo odhalené, ºe v porovnaní
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s ostatnými testami nastalo niº²ie pokrytie zdrojového kódu v rámci bloku ECU (Engine
Control Unit), teda bloku, ktorý riadi pohyb robota.
Pri veriﬁkácii sa vºdy kladie dôraz na to, aby pokrytie kódu dosahovalo £o najvy²²ie
hodnoty, ideálne 100 %. Veriﬁka£né prostredie zasiela na vstupné rozhranie riadiacej jed-
notky robota sedem vstupných hodnôt (vzdialenos´ od bodov A, B, C a hodnoty senzorov
S0, S1, S2, S3). Iba na základe týchto hodnôt môºe ovplyv¬ova´ fungovanie riadiacej jed-
notky. Z vykonaných experimentov je zrejmé, ºe kombináciou vstupných hodnôt nie je moºné
z poh©adu veriﬁka£ného prostredia dosiahnu´ pokrytie vy²²ie, neº je uvedené v tabu©ke 6.6.
Na základe tohto bola vykonaná analýza podrobných správ o dosiahnutom pokrytí s cie©om
odhali´ tie £asti zdrojového kódu, ktoré neboli pokryté. Výsledky analýzy sú nasledujúce:
 Najvä£²iu £as´ nepokrytého kódu tvoria vetvy riadiacej ²truktúry výberových príka-
zov (CASE <výraz> IS WHEN ... => <príkaz>) v rámci ktorých sa kontroluje hodnota
výrazov. Pri návrhu obvodu musia by´ v rámci tohto riadiaceho príkazu kontrolované
v²etky moºné hodnoty kontrolovaného výrazu, z dôvodu o²etrenia moºných chýb. Kon-
trola na hodnoty výrazu, ktoré nie sú z poh©adu funkcionality obvodu rozhodujúce, sa
v jazyku VHDL spravidla rie²i pomocou vetvy WHEN others => <príkaz>. Nako©-
ko riadiaca jednotka pracovala korektne, vykonanie týchto vetiev nikdy nenastalo
a teda v rámci analýzy pokrytia kódu neboli tieto £asti nikdy pokryté. Prípadné odstrá-
nenie týchto £astí kódu by mohlo spôsobi´ problémy z poh©adu správnej funk£nosti
riadiacej jednotky.
 al²iu £as´ nepokrytého kódu tvoria vetvy riadiacej ²truktúry podmie¬ovacích príka-
zov, v ktorých sa kontroluje hodnota výrazu vo£i kon²tante. Nepokryté £asti zdro-
jových kódov konkrétnych súborov sú uvedené v tabu©ke 6.7.
Súbor íslo riadku Zdrojový kód
move.vhd 163
if COUNT = MAX_COUNT then
COUNT:=(OTHERS => '0');
wb_sif_write_master.vhd 89
if (COUNT_INT = 5) then
COUNT_INT := 0;
wb_mu_read_master.vhd 210
if (COUNT_INT = 15) then
COUNT_INT := 0;
wb_pfu_read_master.vhd
135 if (n = const_in_num) then
207
if (COUNT_INT = 15) then
COUNT_INT := 0;
Tabu©ka 6.7: Nepokryté £asti zdrojového kódu.
 Nepokrytie výrazov predstavuje poslednú £as´ nepokrytého kódu riadiacej jednotky.
V rámci zdrojového kódu sa kontrolujú kombinácie vstupných hodnôt, ktoré ovplyv¬ujú
hodnoty výrazu. Nako©ko po£et nepokrytých výrazov v rámci analýzy kódu bol vä£²í,
na obrázku 6.22 je uvedený príklad nepokrytia konkrétneho výrazu v rámci zdrojového
kódu bloku PEU (Position Evaluation Unit - jednotka pre vyhodnotenie polohy ro-
bota). Signál sig_mult1_2vld nastavuje svoju hodnotu na základe hodnoty výrazu
sig_mult1_vld AND sig_mult2_vld. Nako©ko v rámci výpo£tu nikdy nenastala
situácia, kedy by hodnota signálu sig_mult_1_vld alebo signálu sig_mult_2_vld
nadobúdala hodnotu 0, výraz sig_mult1_2vld <= sig_mult1_vld AND
sig_mult2_vld je ozna£ený, ako nepokrytý.
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Obr. 6.22: Nepokrytie výrazu.
Nepokryté £asti zdrojového kódu riadiacej jednotky je potrebné podrobi´ detailnej analý-
ze a vykona´ úpravy tých £astí kódu, ktoré nedosahujú plné pokrytie. V rámci budúcej
práce s riadiacou jednotkou, ktorej sú£as´ou bude overovanie zabezpe£enia jednotky vo£i
poruchám, ktoré budú do nej injektované je dôleºité, aby pokrytie kódu bolo £o najvy²²ie.
V prípade, ak injektovaná porucha ovplyvní funk£nos´ riadiacej jednotky v mieste, ktoré
nie je pokryté, bude ve©mi náro£né odhali´, aký vplyv injektovaná porucha na fungovanie
riadiacej jednotky ako celku v skuto£nosti mala.
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Kapitola 7
Budúca práca
Ako bolo uvedené v kapitole 2, v rámci výskumnej skupiny Diagnostika na ÚPSY Fakulty in-
forma£ných technológií VUT, prebieha výskum zameraný na overovanie odolnosti systémov
proti poruchám. V procese overovania bude vyuºívaná softvérová simulácia, v rámci ktorej
sa do overovaného systému budú umelo injektova´ rôzne typy porúch. Tvorba veriﬁka£ného
prostredia za ú£elom funk£nej veriﬁkácie riadiacej jednotky robotického systém je jednou
z diel£ich £inností, ktoré sú v rámci výskumnej skupiny realizované. Veriﬁka£né prostredie
vytvorené v tejto práci bude ako sú£as´ budúcej práce vyuºité pre automatizovanú veri-
ﬁkáciu riadiacej jednotky, do ktorej budú injektované poruchy za ú£elom overenia miery
odolnosti tejto jednotky proti injektovaným poruchám.
Obr. 7.1: Schéma automatizovaného veriﬁka£ného prostredia.
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Schéma uvedená na obrázku 7.1 predstavuje koncept vyuºitia veriﬁka£ného prostredia
ako sú£as´ automatizovaného systému veriﬁkácie riadiacej jednotky robotického systému.
Jednotlivé bloky, ktoré sú v schéme ozna£ené bledomodrou farbou predstavujú kompo-
nenty, ktoré boli implementované v rámci tejto práce. Popis £innosti veriﬁka£ného prostre-
dia je nasledovný: Virtuálne prostredie pre pohyb robota (Player/Stage) prostredníctvom
DPI rozhrania odosiela informácie, na základe ktorých riadiaca jednotka vykonáva pohyb.
Komponenta Sequence Inputs z prijatých hodnôt vytvára vstupné transakcie, ktoré sú
prostredníctvom komponenty Sequencer odosielané do komponenty Driver. Transakcie,
ktoré komponenta Driver príjme, sú prostredníctvom analysis portu odosielané do kom-
ponenty Scoreboard. Zárove¬ sa vstupné transakcie prevádzajú na signálovú reprezentáciu
a prostredníctvom virtúalneho rozhrania (angl. virtual interface) sú odosielané na vstup ria-
diacej jednotky. Výstupné signály z riadiacej jednotky sa transformujú do podoby výstupnej
transakcie, ktorá sa odosiela prostredníctvom analysis portu do komponenty Scoreboard
a zárove¬ sa odosiela prostredníctvom DPI rozhrania do virtuálneho prostredia pre pohyb
robota (Player/Stage). Komponenta Scoreboard prostredníctvom DPI rozhrania odo²le
vstupnú transakciu do referen£ného modelu a následne z neho príjme vypo£ítané hodnoty vo
forme výstupnej transkacie. Transakciu, ktorú obdrºal od komponenty Monitor a transak-
ciu, ktorú prijal z referen£ného modelu porovná a vyhodnotí. Tento proces sa opakuje, kým
robot nedosiahne cie©ové súradnice alebo po£as veriﬁkácie nevznikne chyba.
Pre implementáciu overovania odolnosti riadiacej jednotky robota vo£i poruchám je
potrebné implementova´ bloky, ktoré sú v schéme ozna£ené zelenou farbou. Blok Input
wrapper slúºi na transformáciu vstupnej transakcie do formy dátovej jednotky, ktorá bude
prostredníctvom DPI rozhrania odosielaná na vstup riadiacej jednotky. Riadiaca jednotka
bude umiestnená v hardvérovom obvode FPGA. Do tejto jednotky budú injektované poruchy
a prostredníctvom DPI rozhrania budú výstupné hodnoty zasielané z riadiacej jednotky do
komponenty Output wrapper. Táto komponenta transformuje prijaté dátové jednotky do
formy výstupných transakcií. Výstupné transakcie následne odo²le do komponenty Moni-
tor, ktorá prijaté transakcie odo²le prostredníctvom DPI rozhrania do virtuálneho prostre-
dia pre pohyb robota a zárove¬ ich odo²le do komponenty Scoreboard. V rámci jednotky
Scoreboard bude realizované porovnávanie s o£akávanými hodnotami z riadiacej jednotky,
ktorá nebude obsahova´ funk£né chyby (odladená verzia implementácie riadiacej jednotky
v jazyku VHDL z veriﬁka£nej fázy), prípadne s hodnotami z referen£ného modelu imple-
mentovanom v jazyku C. Na základe výsledkov tohto porovnania bude moºné ur£i´, £i
injektovaná porucha spôsobila chybu v riadiacej jednotke alebo nie.
Za ú£elom vytvorenia plne automatizovaného prostredia pre veriﬁkáciu riadiacej jed-
notky je potrebné implementova´ bloky, ktoré sú v rámci schémy ozna£ené ruºovou farbou.
Celý proces bude riadený pomocou komponenty Sequence tests. V rámci tejto kompo-
nenty budú implementované tzv. hierarchické sekvencie, ktoré budú slúºi´ na riadenie jed-
notlivých podúrov¬ových sekvencií. Vstupom pre túto jednotku budú testovacie scenáre. Na
základe týchto testovacích scenárov sa vytvorí konﬁgura£ný súbor ur£ený pre inicializáciu
virtuálneho prostredia pre pohyb robota (Player/Stage). Prostredníctvom DPI rozhrania
sa tento konﬁgura£ný súbor odo²le do komponenty Driver of Player/Stage, ktorý inicia-
lizuje virtuálne prostredie. Po úspe²nej inicializácii túto informáciu oznámi naspä´ kompo-
nente Sequence tests. Na základe tejto informácie odo²le poºiadavku na reset veriﬁka£ného
prostredia a reset riadiacej jednotky robota prostredníctvom Sequence reset. Po resetovaní
sa spustí vstupná sekvencia Sequence Inputs, ktorá prijíma hodnoty z virtuálneho prostre-
dia. Proces veriﬁkácie následne prebieha tak, ako je uvedený v rámci implementa£nej £asti
tejto práce. Test sa ukon£í potom, £o robot riadený riadiacou jednotkou dosiahne cie©ové
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súradnice, prípadne v rámci veriﬁkácie vznikne chyba, ktorá neumoºní robotovi dosiahnu´
cie©ové súradnice. Po ukon£ení testu sa s vyuºitím vy²²ie uvedených krokov automaticky
spustí ¤al²í test.
Týmto princípom bude realizovaná automatizácia veriﬁka£ného prostredia.
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Kapitola 8
Záver
Cie©om práce bol návrh a implementácia veriﬁka£ného prostredia pomocou metodiky UVM
pre riadiacu jednotku robotického systému. V úvodnej £asti práce bol predstavený zámer
a motivácia k tvorbe veriﬁka£ného prostredia v rámci výskumnej £innosti, ktorá je realizo-
vaná na Ústave po£íta£ových systémov Fakulty informa£ných technológií VUT v Brne.
Predmetom veriﬁkácie bola riadiaca jednotka robotického systému, ktorá h©adá cestu
v bludisku. Na základe teoretických informácií o funk£nej veriﬁkácií, jazyka SystemVerilog
a metodike UVM bolo v rámci práce navrhnuté a implementované veriﬁka£né prostredie
pre riadiacu jednotku robota. Sú£as´ou veriﬁka£ného prostredia je referen£ný model, ktorý
vykonáva rovnakú funkciu ako riadiaca jednotka. Bol navrhnutý na základe ²peciﬁkácie,
z ktorej vychádzala aj implementácia riadiacej jednotky. Referen£ný model slúºi na overova-
nie funk£nosti riadiacej jednotky. Sú£as´ou implementácie je simulácia virtuálneho prostre-
dia pre pohyb robota (Player/Stage), ktorá slúºi na zasielanie vstupných informácií do veri-
ﬁka£ného prostredia. V rámci práce je popísaný postup veriﬁkácie riadiacej jednotky spolu
s demon²tráciou moºností odhalenia chýb. Za ú£elom overenia funk£nosti riadiacej jednotky
bolo vytvorených pä´ testov. Na základe výsledkov testovania boli odhalené chyby v riadiacej
jednotke, ktoré boli následne opravené. Po vykonaných úpravách zdrojového kódu riadiacej
jednotky bola veriﬁkácia vo v²etkých testovacích scenároch úspe²ne ukon£ená, robot v blu-
disku dosiahol cie©ové súradnice. Po úspe²nom overení funk£nosti riadiacej jednotky bola
vykonaná analýza pokrytia jej zdrojového kódu. Vo výsledku analýzy sú uvedené nepokryté
£asti zdrojového kódu a moºné dôvody ich nepokrytia. V závere textu je prezentovaný kon-
cept budúcej práce. Veriﬁka£né prostredie, ktoré bolo vytvorené v rámci tejto práce tvorí
základnú sú£as´ celého konceptu, ktorého cie©om je v budúcnosti vytvori´ automatizovaný
systém pre overovanie odolnosti riadiacej jednotky robotického systému proti poruchám.
Princíp vyuºitia funk£nej veriﬁkácie v oblasti odolnosti systémov proti poruchám je
moºné povaºova´ za inovatívny, nako©ko podobný prístup nebol zatia© nikde realizovaný.
Je dôleºité poznamena´, ºe tento prístup bol navrhnutý genericky tak, aby bolo moºné
veriﬁkova´ akýko©vek £íslicový obvod a pripravi´ ho na následné overovanie odolnosti proti
poruchám. V tejto práci bol uvedený princíp demon²trovaný na príklade riadiacej jednotky.
Výsledkom tejto práce je veriﬁka£né prostredie, ktoré slúºi na overenie korektnosti ria-
diacej jednotky a mnoºina vstupných hodnôt s informáciou o dosiahnutom pokrytí zdro-
jového kódu. Nako©ko dosiahnuté pokrytie kódu nebolo v ºiadnom z vykonaných testov
100 %-né, je dôleºité, aby pred budúcou realizáciou overovania odolnosti riadiacej jednotky
robota proti poruchám bola vykonaná úprava jej zdrojového kódu tak, aby sa eliminovali
tie £asti, ktoré sa v rámci vykonaných testov nepokryli. V prípade, ak injektovaná porucha
ovplyvní £innos´ riadiacej jednotky v mieste, ktoré nie je pokryté, bude ve©mi náro£né
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odhali´ aký vplyv injektovaná porucha na fungovanie riadiacej jednotky ako celku v sku-
to£nosti mala. V rámci úpravy zdrojového kódu riadiacej jednotky odporú£am, aby bola
zavedená moºnos´ parametrizovania nasledujúcich hodnôt: nastavenie cie©ových súradníc,
nastavenie ve©kosti bludiska. V aktuálnej implementácii riadiacej jednotky sú tieto hodnoty
nastavené napevno v rámci zdrojového kódu a v prípade ich zmeny je potrebné vykona´
opätovný preklad zdrojových súborov riadiacej jednotky robota.
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Dodatok A
Obsah CD
Na priloºenom CD sa nachádzajú nasledujúce súbory:
 Diplomová práca vo formáte pdf v adresári /DP/pdf.
 Zdrojové kódy diplomovej práce vo formáte LATEX v adresári /DP/latex.
 Zdrojové kódy diplomovej práce vo formáte LYX v adresári /DP/lyx.
 Zdrojové kódy veriﬁka£ného prostredia v adresári /verification_enviroment.
 Testovacie scenáre reprezentované vo forme vstupných hodnôt v adresári /test_inputs.
 Analýza pokrytia zdrojového kódu riadiacej jednotky robotického systému v adresári
/test_coverage.
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Dodatok B
Veriﬁka£né prostredie v ModelSime
Nástroj ModelSim poskytuje prostredie pre veriﬁkáciu v jazyku SystemVerilog. Na niº²ie
uvedených obrázkoch sa nachádzajú priebehy signálov pre jednotlivé testy, ktoré boli vyko-
nané za ú£elom veriﬁkácie riadiacej jednotky robota.
Obr. B.1: Veriﬁkácia riadiacej jednotky - Test 1.
Obr. B.2: Veriﬁkácia riadiacej jednotky - Test 2.
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Obr. B.3: Veriﬁkácia riadiacej jednotky - Test 3.
Obr. B.4: Veriﬁkácia riadiacej jednotky - Test 4.
Obr. B.5: Veriﬁkácia riadiacej jednotky - Test 5.
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