Abstract. This paper presents our ongoing work on the Vertex Separator Problem (VSP), and its application to knowledge discovery in graphs representing real data. The classic VSP is modeled as an integer linear program. We propose several variants to adapt this model to graphs with various properties. To evaluate the relevance of our approach on real data, we created two graphs of different size from the IMDb database. The model was applied to the separation of these graphs. The results demonstrate how the model is able to semantically separate graphs into clusters.
Introduction
Extracting knowledge from graphs is often performed by clustering algorithms. While several methods are based on random walks or spectral decomposition for example [12] , this paper focuses on graph separation through the Vertex Separator Problem (VSP) and its applications. The VSP can be formally defined as follows. Given a connected undirected graph G = (V, E), a vertex separator in G is a subset of vertices whose removal disconnects G. In other words, finding a vertex separator is finding a partition of V composed of 3 non-empty classes A, B and C such that there is no edge between A and B, as depicted in Figure 1 . C is usually called the separator while A and B are the pillars. The VSP appears in a wide range of applications like very-large-scale integration design [15] , matrix factorization [4] , bioinformatics [6] , or network security [13] . The VSP consists in finding a minimum-sized separator in any connected graph. In any finite connected graph which is not complete, one can find a minimum-sized separator since the number of subsets of the vertex set is finite. The VSP is NP-hard [8, 3] , even if the graph is planar [7] . In [10] , Kanevsky provided an algorithm to find all minimum-sized separators in a graph. However, the method is not efficient for computing balanced pillars, especially on large instances. Indeed, computing a minimum-sized separator often leads to finding pillars of highly unbalanced cardinalities. Since most of the applications to real-life problems look for reasonably balanced pillars, adding cardinality constraints often results in finding slightly larger separators. Figure 2 shows on a small graph this trade-off between finding a small-sized separator and finding a balanced result. A minimum-sized separator is only composed of the red vertex, which separates the graph in two subsets whose cardinalities are 9 and 1. Any graph which contains a terminal vertex (i.e. which degree is 1). In Figure 2 , the separator composed of blue vertices may be a better choice because it separates the graph into balanced dense subsets.
Other approaches to solve the VSP have been recently proposed. Among them, Benlic and Hao present an approximate solution, which uses Breakout Local Search [2] . The algorithm requires an initial solution, and then looks for a local optimum using a mountain climbing method. In order to avoid getting stuck on a local optimum, once the algorithm reaches a local optimum, a perturbation is added to leap to another search zone. A continuous polyhedral solution is proposed by Hager and Hungerford in [9] where the optimization problem relaxes the separation constraint (|(A × B) ∩ E| = 0) to include it in the objective function. However, the optimization problem is quadratic thus not easily solvable by a mathematical programming solver. Following the seminal work from Balas and De Souza [1, 14] , the work we present in this paper is based on the polyhedral approach introduced by Didi Biha and Meurs. In [5] , they presented a formulation of a Mixed-Integer Linear Programming (MILP) to solve the VSP. This solution is useful and elegant since it is exact and allows to easily add constraints on the sizes of the pillars.
Our initial model and the proposed variants are presented in the next Section. To evaluate the efficiency of our approach and its ability to provide semantic sets of vertices (pillars), we applied our approach to several graphs extracted from the Internet Movie Database (IMDb) 1 . Section 3 describes these experiments and results, while we conclude and discuss future work in Section 4.
Initial Model
Since this paper presents an extension of [5] , it uses the same notations for the sake of clarity. Let G = (V, E) be a finite undirected graph, the goal is to find a partition (A, B, C) as defined previously. Let x and y be two vectors indexed by the vertices in V , which are indicators of the presence of a vertex in A or B (i.e. x u = 1 if u ∈ A, x u = 0 otherwise). Computing the VSP is equivalent to finding a partition (A, B, C) such as there is no edge between A and B and if n denotes |V |, |A| + |B| = n − |C| = v∈V (x v + y v ) is maximized. The integer linear program is hence formulated as follows:
Note that (VSP) is equivalent to
Constraint (1) reflects the fact that a vertex can not simultaneously be in A and in B.
(2) and (3) express that there is no edge between A and B. (VSP) subject to (1)-(3) computes a minimum-sized separator of a graph G. An extension of the Menger's theorem defined in [10] states that the size of a separator in a graph is necessarily greater than or equal to the connectivity of the graph. Adding this constraint reduces the size of the polyhedron admissible solutions, shrinking down the computation time needed to solve the model. Let k G denote the connectivity of the graph, the linear program can be strengthened by adding a new constraint :
As seen previously, it can be useful to compute separators which lead to balanced pillars. Didi Biha and Meurs added two constraints to the linear program (VSP) in order to avoid large imbalances. Given β(n) an arbitrary number, they forced the cardinalities of the pillars A and B to be smaller than or equal to β(n). The literature usually recommends β(n) = 2n/3 [11] .
2.2 Relaxing the constraints on the partition size (VSP) subject to (1)- (6) computes a low-sized separator of a graph while generally avoiding large imbalances in the pillars. However, β(n) is arbitrarily chosen so it may lead to inconsistency. The graph in Figure 3 is clearly composed of 2 different dense blocks (cliques) linked by a single vertex (denoted 25). The bigger clique contains more than 2n/3 vertices, hence the linear program can not choose {25} as a separator. In order to satisfy constraints (5) and (6), the solver must add unnecessary vertices in the separator, which are part of a dense connected component. In this paper we present a new approach to compute low-sized balanced separator in a graph. Instead of fixing an arbitrary upper bound to the sizes of the pillars, we relax constraints (5) and (6) but we penalize large gaps between |A| and |B| in the objective function. The objective function becomes:
where γ ∈ [0, 1] and |A| ≤ |B|
Note that because pillars A and B have no predefined meaning, one can set |A| ≤ |B| or |B| ≤ |A| with no loss of generality.
The objective function can be simplified as follows:
Since (1 + γ) is positive, we can remove this term from the objective function and still find the same solutions x and y. Moreover γ → 
The new linear program is formulated as (VSPr) subject to (1)- (4) and (7). We can notice that λ measures the trade-off between finding a small size separator and finding balanced pillars. If λ = 1, (VSPr) is equivalent to the first linear program (VSP) so the solver will output a minimum-sized separator. If λ = 0 then the program will maximize |A| given (7), thus generating a well balanced partition.
Adding weights to the vertices
subject to (1)- (4) and
This version, though taking into account vertex weights, is as simple as the previous one. Note that c(A) (respectively c(B)) can be calculated as c x (respectively c y).
Taking distances into account
We have previously seen that the VSP can be used in order to split a graph into balanced pillars. In such a context, the data points (graph vertices) have relational links (graph edges) but these links can also be associated to intrinsic information which leads to defining metrics, as for example distances between vertices. In order to have more consistent results, it is interesting to take these distances into account. The main goal here is to find a well-balanced partition separated by a small size separator while minimizing intern distances in the resulting pillars.
Let d : (u, v) → d(u, v) denote the metric between the vertices. Since we only care about the distances between vertices that are both in A or B, we only consider pairs (u, v) where (x u = 1 ∧ x v = 1) or (y u = 1 ∧ y v = 1). This means we only take into account the pairs (u, v) where x u x v = 1 or y u y v = 1, i.e. x u x v + y u y v = 1 because both terms can not be equal to 1.
The constraints of the optimization program remain (1)-(4), (8) but the objective function becomes:
where µ ∈ [0, 1]. As for λ, µ measures the trade-off between finding a partition with a small size separator and whose weights are balanced, and minimizing the distances within the pillars A and B.
If µ = 1 the solver will minimize the distance within the subsets, so it will surely put all the vertices in the separator C to reach its optimal value. If µ = 0, the optimization program is exactly (VSPw). The higher µ is, the more the optimization program takes the distances into account.
The program (VSPd) is not linear anymore since it contains quadratic terms in the objective function. Common free and commercial solvers are also able to solve Mixed-Integer Non-Linear Programs (MINLP), however the computation time is usually much higher. To linearize (VSPd), we introduce a new family of variables (z uv ), for all (u, v) ∈ V 2 , v > u. We want z uv to be an indicator whether u and v are both in the same pillar. We can not define z uv = x u x v + y u y v because it would add quadratic constraints to the linear program. Hence in order to have the family (z uv ) be such indicators, we add the following constraints to the linear program.
The new objective function is :
Let u, v be two different vertices such that v > u, if both u and v are in A, then x u = 1 and x v = 1 so necessarily z uv = 1. Similarly if u and v are both in B, z uv = 1. If u and v are not in the same subset then constraints (9)- (11) force z uv ≥ 0 ; since µ and d(u, v) are both positive then the maximization of the objective function leads to z uv = 0.
(VSPdist) subject to constraints (1)- (4), (8)- (11) represents a new extension of the Vertex Separator Problem which computes a small size separator and splits the graph into balanced subsets while minimizing the distances within these subsets. Moreover, selecting such a trade-off is easily doable by setting the values of the hyper-parameters λ and µ.
a, b-separation
Vertex separation can also be useful to separate two particular nodes in a graph. For instance in a transportation network, it may be desired to know which stations are necessarily part of any path from station a to station b. Thus, the goal in this context is to find a separation that puts a in a given pillar and b in the other.
Towards this goal, we present a variation of the VSP called a, b-separation, which can be combined with every version of the VSP discussed earlier. An a, b-separation problem model is a linear program composed of any objective function seen previously (VSP), (VSPr), (VSPw) or (VSPdist) subject to their associated constraints plus the two following ones:
x a = 1 (12)
Note that we fixed a ∈ A and b ∈ B, but besides in the (VSP) version, A and B do not have symmetrical roles. Indeed (7) and (8) created an asymmetry in the problem. This is why setting a ∈ B and b ∈ A can lead to a better value than setting a ∈ A and b ∈ B. In order to avoid having to try both cases, we defined a new set of constraints which sets a and b in A and B without forcing knowing the order.
x a + y a = 1 (14) (14) implies that a is either in A or B, a can not be in the separator. (15) and (16) imply that b is necessarily in the subset where a is not. Since either x a or y a is equal to 1, then b can not be in the separator as well.
Application to the Internet Movie Database (IMDb)
In order to evaluate how our approach performs,we applied it to graphs created from the IMDb database. We have access to the list of all the movies inventoried in the database and the list of the movies each actor / director contributed to. We created a graph where the vertices correspond to the movies, which are connected by an edge if they have at least one common contributor.
For our first experiment, we kept the 100 most popular movies. We constructed the graph and only kept the biggest connected component (the graph must be connected).
We considered equivalent weights for each vertices and a trade-off parameter λ = 0.7. The VSPr model was implemented in R and solved using the free solver lpSolve on a 2.5 GHz Intel Core i7 processor. This VSPr instance was solved in 4ms CPU.
The resulting graph is composed of 74 vertices. In order to have a deeper understanding of how the graph has been separated, we plotted the histograms of the countries and years of release of the movies in A and B. Figure 5 shows that the countries of production are fairly distributed between the two pillars. However, Figure 6 shows that the algorithm semantically splits the graph according to the year of production. Indeed, it separated older movies from more recent ones. Note that we had not given any of this information to the algorithm.
For the second experiment, we kept 1000 movies. The corresponding VSPr model (with same parameters than previously, also implemented in R) was solved with Gurobi in 260s on Calcul Québec's servers (8 cores).
The biggest connected component was a graph composed of 273 vertices. the graph structure. Figure9 shows that the algorithm separated the graph according to the countries of production. Besides the United States of America, for all the countries, the movies produced there are almost all in the same pillar.
Conclusion and Future Work
In this paper, we proposed several variants of the VSP (VSPr, VSPw, a-b separation) for which we propose integer linear models. We also proposed a new version of the VSP able to take into account distances between vertices (VSPd), and its linearization (VSPdist).
Preliminary experiments on the IMDb database provided promising results: the proposed approach has been able to semantically split graphs without considering the in- Our future work is focused on applying the VSP to air transportation. Ongoing computational experiments are conducted on several graphs that represent air transportation network. This field of application is of particular interest to evaluate the variants of our algorithm, especially regarding distance related constraints or a, b-separation. 
