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A tool for visualizing the usage of the
input data for a method using alias analysis
Yu Kashima1,a) Takashi Ishio1,b) Katsuro Inoue1,c)
Abstract: In program comprehension, developers often spend a lot of time for the investigation of in-
put/output during an execution of a method. In Java program, input for a method includes arguments,
fields and class variables. To identify fields and class variables used by a method, developers must invetigate
all methods which may be called from the method. In this paper, we propose a tool for visualizing input of
a method including fields and class variables by investigating the method and methods which may be called
from it. Using alias analysis, this tool shows field access using their access paths from variables of the speci-
fied method. We performed a controlled experiment in which participants perform program comprehension
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1: protected boolean validateForm(
2: final HttpServletRequest request,
3: final UserForm form) throws ServiceException {
4: if (form.getId() == 0) {
































































































2: for p ∈ parameters(m) do
3: I(m) (p, ∗, ∗, ∗)
4: end for
5: R(m)← {m} ∪ reachables(m)
6: for all (v,m′, l, RW ) ∈ searchClassV ariableUsage(R(m))
do
7: I(m) (v,m′, l, RW )
8: end for
9: for all {v|(v,m′, l, RW ) ∈ I(m)} do
10: worklist v
11: end for
12: while not isEmpty(worklist) do
13: v ← pop(worklist)
14: for all (x.f,m′, l, RW ) ∈ fieldUsage(R(m)) do
15: if isAlias(v, x) then
16: I(m) (v.f,m′, l, RW )
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