Abstract. In this paper, we present the results of a case study conducted together with a small company that develops a workflow modeling tool. During the case study, we created a pattern collection for the domain of workflow modeling tools and evaluated a subset of these patterns. Beside the pattern description itself, the contribution of our work is a systematic process for identifying patterns. The results of the case study showed, that the identified pattern are a valuable instrument for software developers to improve the usability of their software in the given domain. Additionally this finding shows that the process of pattern identification is valuable as well.
Introduction
In the RL-KMU Project, we were in search of methods that support small and medium-sized companies in improving their usability competence. These companies usually do not have their own usability department; also, they cannot effort expensive usability training or consultancy [1] . Software engineers in these companies usually have to do user interface design and coding, but never learned how to systematically do this as part of their education. All these constraints made us investigate the use of user interface patterns in more detail. User interface patterns are a promising approach to transfer knowledge about user interface design to user interface designers [2] [3] [4] . Due to the fact that patterns are a commonly accepted approach in the area of software engineering [5] , they seem especially well suited to train/support software engineers [6] . In addition, several libraries are publicly available without extra charge and provide access to a large set of patterns [7] [8] . While validating the suitability of these libraries for the small enterprise in our project, it turned out that the libraries were not specific enough for the software applications developed in the company. The most popular libraries offer patterns for unspecific software systems. For specific domains, these patterns are often not sufficiently tailored. Some recently developed libraries have addressed more specific domains, like web systems [9] , e-business applications [10] , or museum websites [11] . But none of the available pattern libraries addresses the design problems of our company, which develops a graphical workflow modeling tool.
In this paper, we present the results of a case study during which we developed a pattern collection for the domain of workflow modeling tools. The contribution of our work is twofold:
• It includes the pattern description of 40 patterns identified in the domain of workflow modeling tools. We evaluated these patterns to ensure their validity.
• We developed a process to systematically derive patterns by abstracting them from best solutions found in software applications of the same domain.
In section two, we will elaborate the process we applied to derive the patterns. We will show one of the extracted patterns as an example. Section three presents the results of the pattern evaluation, which gives evidence that the presented process to create patterns is valuable as well.
Derive Patterns from Best Solutions
In order to identify the workflow-specific patterns, we followed the steps shown in Figure 1 . First, we created a usage model for novice users and phrased functional and nonfunctional requirements for workflow modeling tools based upon this usage model. In the next steps we evaluated strengths and weaknesses in the usability of four tools (cp. Table 2 ) and identified the best solutions among the four tools for each functional and nonfunctional requirement. In step 4, we described these solutions in a pattern notation in order to get a collection of 40 workflow-specific patterns.
In the following subsections, we will elaborate each of the 4 steps in more detail.
Step 1: Collecting User Tasks and Nonfunctional Requirements
The first step to gain the pattern was the creation of a usage model derived from the requirements of the workflow manamgent tools. This usage model assumes the following imaginary inexperienced user, e.g., an employee of a small or mediumsized enterprise whose goal is to improve the effectiveness of a specific process within the company. In order to improve the process, s/he has to implement the process into a workflow tool. The employee has not modeled business processes before and is familiar with standard PC applications, but not with workflow modeling tools. The main reason for the choice of this actor is the productivity related goal of enabling non-experts to customize workflow tools and thus the higher degree of user support needed. The usage model represented by a use-case diagram is shown in Figure 2 . The employee, after having installed the workflow modeling tool, first of all wants to create or refresh his/her implicit mental model of the business process. Since s/he needs visual representations, the first activity is to build a sketch of the process. Sketching means prototyping on a high level of abstraction and requires many changes and refinements. The ability to get tool support in the sketching activity is a very strong requirement. Afterwards, the actual modeling begins. Elements representing the workflow (such as activity, role, or artifact) have to be inserted, refined, changed, and extended by certain attributes. It would be nice to have the possibility to check the model for correctness and adapt elements by deleting, changing, or inserting new elements. Since a process has many process stakeholders, the employee might want to create the workflow model collaboratively or at least export or communicate the model. After having described each use case in detail, we added usability requirements. These usability requirements were derived from two kinds of sources: Quality models (e.g., ISO9126; ISO9241) and the "Cognitive Dimensions Framework" [12] (cp. Table 1 ). The latter recommends a set of criteria for the evaluation of notations, programming environments and data visualization. The result of step 1 was a complete specification of functional and usability requirements for a workflow modeling tool. The next step was to evaluate existing tools against these requirements.
Step 2: Expert Evaluation
In the next step, we explored four existing tools (cp. Table 2 ) with regard to their capability to accomplish the requirements. For this purpose usability experts from Fraunhofer IESE evaluated two scenarios. In each, they modeled a complete workflow. In Scenario 1, a large and complex workflow was modeled and in Scenario 2, it was a short workflow that was easy to oversee. The scenarios were chosen in order to capture each of the use cases introduced in Figure 2 . For each use case, the fulfillment of the functional requirements, the usability requirements, and the nonfunctional requirements derived from the "cognitive dimensions framework" was evaluated. Table 2 lists the analyzed tools. We will not rate the tools, since our purpose was not to compare the tools, but to identify the best solutions for our (tool-independent) requirements. Step 3: Identification of the best solution For each positively evaluated functional requirement and for each positively evaluated nonfunctional requirement, the design solution implemented in the tool was analyzed. Every good solution that met our requirements would be a candidate for a workflow-usability pattern. We will give an example for such a best solution in Table  3 : Table 3 : Example for a requirement and its corresponding best solution Requirement
In the use case "create new model", we phrased the nonfunctional requirement "enable a condensed representation of the complete process". This requirement was derived from the dimension "visibility" according to the "Cognitive Dimensions Framework" and refers to the ability to view components easily. A complex workflow model can become too large to fit on a single screen. In order to get an overview of every component, a condensed view was required.
Solution
One of the tools offered an elegant solution to this requirement, the Condensed View Feature, which can always be utilized to gain an overview.
For each best solution, we derived a pattern by abstracting from the concrete solution and describing the principles of that specific solution. Table 5 demonstrates an example of one of the workflow patterns.
Step 4: Description of usability pattern
In this way, we were able to identify 40 different patterns. The patterns were classified into several types of patterns as listed in Table 4 . Some of these patterns seem to be useful in other domains as well. The basic patterns, for instance, are applicable to almost any kind of application, while the drawing patterns should be found especially in graphic tools. The complete set of categories is probably applicable to any graphical modeling tool. For a detailed description of all patterns, see [13] . To get an impression of the pattern description, in Table 5 we present the view pattern "Condensed View". 
Forces
Condensed representation of the workflow model (visibility); the exact position to insert a new element has to be identified; a specific position within the workflow has to be found; the position of an erroneous element within the workflow has to be identified; easy cognitive walkthrough activity.
Context
Workflow does not fit on a single computer screen and is smaller than 400 symbols.
Solution
Present the complete (downsized) process in a separate window, without scrollbars. Upon double-clicking on a specific spot, center the same spot in the main screen showing the details.
Known Uses <name of the tool with the best solution>

Pattern Evaluation
Usually, pattern descriptions end up in libraries without any empirical validation. Few empirical results are published about the usage of user interface patterns in general [4] [14]. Very few pattern authors set up rules to assure a certain level of quality for their patterns [15] . For example, at "Yahoo!" [16] , a solution has to be used in at least two software systems before it becomes a "pattern".
To validate the usefulness of the pattern in our project, we wanted to go far beyond this. We formulated the following research hypotheses as a foundation of our investigation:
H: The identified patterns support the software developers in improving the usability of their application.
In order to elaborate this hypothesis we divided it up into the following sub-questions: Before exploring each of the hypotheses in more detail by stressing their meaning and showing the results of the case study concerning the questions, we will explain the general design of the case study.
Design of the case study
The case study was conducted in three steps. We will elaborate the steps while referring to Figure 3 to clarify the rationale of the case study design. Figure 3 illustrates the relationship between the usability problems and the pattern description, as well as the hypothesis/questions that drove the case study.
1. We did a usability test to identify the current weaknesses of the workflow modeling tool. The test was performed with three test users. As part of the test, they had to modify and extend a given workflow, presented in the graphical environment of the workflow modeling tool. In total, 37 usability bugs were identified as result of the usability test. Figure 3 shows the usability problems as little circles in the software. The purpose of the usability test was to identify the weaknesses in the current design that could be solved by using the design patterns. Neither the person conducting the usability test nor the test users knew the pattern before.
2. In a second step, we matched the usability problems to problem descriptions in our pattern collection. This step is represented as an arrow with the title "pattern matching".
3. Afterwards, we conducted an expert evaluation by running guided interviews with three experts. Two interview partners were usability experts. The third one was the lead software engineer of the workflow modeling tool company. Involving experts from both areas was important, because we believe that for the different research questions listed above, expertise from different areas is necessary. The "Understandability" is especially important from the view of the software developer, whereas the question of whether a pattern solution solves a pattern problem should be validated by a usability expert (this question refers to the arrow "concretization" in Figure 3 ). During the interviews, the 10 patterns were presented one after the other to our interview partners. For each pattern, we investigated Q2, Q3, and Q4. Additionally we asked whether we matched the patterns correctly. 
Contribution to design challenges in the domain of workflow modeling tools
We investigated the question of whether the identified patterns match the design challenges in the domain of workflow modeling tools. Only if the proposed patterns solve challenges in that domain is the pattern collection of any value. Our case study showed that 10 of the 40 identified patterns matched one or more of the 37 usability bugs. Some bugs matched more than one pattern. In summary, 12 bugs could be linked to patterns. Those patterns not matching any of the identified design problems either do not cover tasks that were set up in the usability test, or the system contained already a usable solution. For example, none of the tasks conducted in the usability test covered the task of debugging a workflow for execution or working on a workflow collaboratively, but 6 of the 40 patterns support these tasks. For one of the 10 patterns our experts judged the matching between usability defect and pattern as wrong. Of the remaining nine, seven were judged to be valuable contributions to the domain of workflow modeling tools.
The following investigation refers to the 9 "matching" patterns of our collection. The case study has to be extended in order to make a statement concerning the remaining 30 patterns.
Understandability of patterns
We investigated the question of whether software developers understand the pattern description. The appropriate wording is the precondition for their usage by software engineers. 8 of the 9 pattern descriptions were judged to be understandable. Nevertheless, our interview partners gave us hints onto improve the description for all nine patterns.
Terms from the domain of workflow modeling tools have to be worked out more properly in order to improve the understandability of the current description. Also, the names of the pattern should be made more specific and recognizable.
Internal consistency of the patterns
We wanted to find out whether the solutions described as part of the pattern descriptions really solve the problems stated in the problem description of the pattern. We call this internal consistency of the pattern. Only if the internal consistency is given for a pattern, it can improve the usability of a system. 8 of the 9 patterns under investigation were judged to be internally consistent. For one of the patterns, we got a suggestion to improve the solution, and for one pattern, an additional, alternative solution was proposed.
Applicability of abstract pattern solution to a concrete software design solution
Even if a pattern is internally consistent, its description of the solution is understandable, and the selected pattern could be matched to a given usability problem of the software system, it might happen that the pattern cannot be transferred to a usable solution in the software system. What remains as a possible pitfall is the step of concretization, which means the transfer of the abstract pattern description to a concrete solution in the software system. This step has to be made by the software developer when applying the pattern. Figure 4 elaborates this problem in more detail. The solution <s> given in a pattern description <P> is an abstraction of a concrete solution <s*> found in another software system X. For example, layout or color details as well as very detailed interaction steps were not specified as part of the pattern description. When applying pattern P to software system Y, the solution <s'> is a concretization of <s>. <s'> may differ in many details from the original solution <s*>. If the pattern description is not complete or leaves design decisions open that are important to address Problem <p'>, concretization might fail and end up in a solution <s'> that does not improve the usability of system Y.
Figure 4: Abstraction and concretisation of patterns
Our experts judged 8 of the 9 patterns to be suitable for deriving a concrete design solution. For a second pattern, one expert proposed a more concrete description. We believe that we need to run additional experiments to gain more insights into the problem of concretization. A guided interview is not well suited for investigating this. Running usability tests on the next version of the software that contains implementations of the suggested pattern could show us whether the concrete solutions really improve usability.
Conclusion and Future Work
The findings support our main hypothesis: For 7 of the 9 patterns, the evaluation showed that the identified patterns support the software developers in improving the usability of their application. As a positive side effect, we found a lot of valuable hints to improve the pattern descriptions. The positive judgment of the patterns under investigation can be interpreted as evidence for the quality of the process we used to identify the patterns. The quality requirements for user interface patterns -like understandability, internal consistency, and ability for concretization -worked out in the design of the case study, gave us further ideas how to improve the process of pattern identification. With our future work, we want to enrich the process with guidelines for pattern description in order to improve step 4 of the pattern identification process. The guidelines should formalize the consistency between solution and problem and the process of abstraction. As a consequence, the probability of deriving "high quality" pattern collections will increase. Controlled experiments should investigate the contribution of our patterns to the quality of the end product in terms of statistically valid data. We are also thinking about evaluating the identified pattern in a "design from stratch"-experiment. This experiment will investigate how patterns not only improve a given design, but also support the new design of a system. In future projects, we want to extend our research to process guidance for software developers in finding the right pattern description in a given pattern collection or library. Only if this step is sufficiently well supported can user interface patterns support software developers in improving user interface design in their daily work.
