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Schneider: Base-116 Encoding

Base-116 Encoding
ABSTRACT
Base-64 encoding is a binary-to-text encoding scheme that is popular in HTML
applications since it encodes to relatively safe characters (A-Z, a-z, 0-9, +, /) that can survive
all sorts of transmission media. However, it is quite inefficient, expanding every 3 bytes of input
data to 4 characters of output data, an expansion in data size of 33%. This disclosure describes
base-116 encoding, which, by encoding every 6 bytes of input data to 7 characters of output data,
expands the input by only 16.67%. Base-116 encoding is very efficient in its use of codepoint
space, and it can be efficiently encoded and decoded using floating-point arithmetic of
JavaScript.
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BACKGROUND
When writing standalone HTML applications, it is useful to store a large amount of
binary data, e.g., images, directly in the HTML. It is important to be able to do so efficiently,
without breaking browsers or preexisting communication protocols that were designed to carry
human-readable text. This means the binary data cannot be stored directly; it must be encoded
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(converted to text) in a less-efficient format in order to be able to be treated as a JavaScript
string.
Base-64 encoding is the standard approach for this task. The problem with base-64
encoding is that it is inefficient, storing 3 bytes in 4 characters, resulting in a 33% increase in
data size. For example, the 3-byte bit-pattern ‘010000010100001001000011’ (ABC in ASCII)
is converted to a text string using base-64 encoding by splitting the 8×3=24 bits into four groups
of six bits and mapping each group of six bits to characters using the base-64 bits-to-character
table [1] as follows.
010000

010100

Q

U

001001 000011
J

D

Base-64 encoding is thus seen to expand three bytes to four characters, a 33% increase in
size. Yet, base-64 remains a popular binary-to-text encoding scheme since it uses only very safe
characters (A-Z, a-z, 0-9, +, /) that can survive all sorts of transmission media (email,
terminals, etc.). It is also efficient in the sense that there is a 1:1 mapping of input and output
code points, or rather, there are no unused codepoints in the 4-character space.
Base-85/ASCII-85 encoding is less common, but is still relatively well known. It extends
the codespace to store 4 bytes in 5 characters, increasing the data size by 20%, lesser than base64. Depending on the code set used, this can still be safely stored and transmitted in a variety of
media, and is in fact used for IPv6 address encoding. While it is an improvement in size over
base-64, it notably has a lot of unused codepoints (3.2% are unmapped), which in some of the
versions are used for simple compression schemes. Base-94 exists online, but the implementation
is complex and the coding efficiency is not good.
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DESCRIPTION
Standalone HTML applications in modern browsers have a greater range of safe
characters within the 127-character ASCII space, e.g., more than the 64 characters assumed by
the base-64 standard. This disclosure leverages the expanded set of safe characters to describe a
binary-to-text encoding with a radix of 116. This choice of radix, 116, is optimal in that its size
expansion is 16.67% (substantially lower than the 33% of base-64 encoding); its codepoint
efficiency is nearly 100%; and, because the number of its codepoints is less than
MAX_SAFE_INTEGER (253−1), it enjoys very fast encoding and decoding using the floatingpoint arithmetic of JavaScript.
In base-116 encoding, described herein, not only can a few additional readable characters
be included, but several control characters — usually unrenderable — can also be safely
included in JavaScript strings.

Fig. 1: Converted-size efficiencies (e1) and codepoint efficiencies (e3) of selected radices

Fig. 1 illustrates the converted-size efficiencies and the codepoint efficiencies of selected
radices. For each type of encoding (base-64, base-85, etc.), f bytes, e.g., 8f bits, are converted to
strings from an S-ary alphabet, where S is the radix (64, 85, etc.) of the code. The space of
codepoints with 8f bits is C = 28f in size. The number of characters from an S-ary alphabet
needed to cover C codepoints is t, the smallest integer above logSC = log C / log S. The
number of codepoints generable by an S-ary alphabet is P = St. The converted-size efficiency
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e1 is given by t/f, while the codepoint efficiency, e.g., the fraction of codepoints that are valid
characters in the S-ary alphabet to all possible codepoints generable by an S-ary alphabet is
given by e3 = C/P.
Fig. 1 indicates that the base-116 encoding has a converted-size efficiency of 116.67%,
e.g., the encoded output text string is only 16.67 percent longer than the input binary string
expressed in ASCII (6 input bytes is converted to 7 output bytes). By comparison, traditional
base-64 encoding renders the length of the encoded text 33% higher than the input binary string.
Also, base-116 encoding has a codepoint efficiency of 99.6%, nearly the same as the maximum
100% achieved by base-64 encoding. Additionally, the number of codepoints in base-116
encoding, 282,621,973,446,656, is well less than MAX_SAFE_INTEGER (253−1 =
9,007,199,254,740,991), so that encoding and decoding can be done using the very fast floatingpoint arithmetic of JavaScript. Moving to encodings beyond radix 116, e.g., base-117, base-118,
etc., reduce either the codepoint efficiency, the converted-size efficiency, or increase the number
of codepoints beyond MAX_SAFE_INTEGER. Thus, base-116 is determined to be the largest size
and the most computationally efficient of radices (when computations are done in JavaScript)
that also has very high converted size and codepoint efficiencies.
The symbol space, e.g., the 116 characters of the base-116 code, is selected to be parsed
error-free by modern browsers and to not interfere with embedding the data as a JavaScript
string. The exact symbol space is not critical — there are many permutations, as well as 6
leftover control characters in the ASCII/browser space that can be safely swapped into the base116 dictionary.
Base-116 encoding can be used for locally-stored HTML applications, or for binary-totext encodings that involve raw control characters which are normally not found in html files.
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CONCLUSION
This disclosure describes base-116 encoding, which, by encoding every 6 bytes of input
data to 7 characters of output data, expands the input by only 16.67%. Base-116 encoding is very
efficient in its use of codepoint space, and it can be efficiently encoded and decoded using
floating-point arithmetic of JavaScript.
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