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A model-based development tool for productivity 






  Enterprise systems that support enterprise business processes are indispensable 
tools for companies today. They embody the ideas of businesses and are a necessity for 
their continued existence. 
  Many enterprise systems have been developed over the past 40 years in Japan. 
System architectures, processing modes, and programming languages became popular 
at the time at which they were developed. Continued and long-term use of enterprise 
systems has been a conventional way of maintaining productivity and cost 
performance. 
  Development tools are sought after that contribute to productivity and improve the 
quality of system development of coexisting new and old systems of various 
architectures. 
  This research describes (with results of actual field use) a proposed enterprise 
system development tool with multi-architecture support from batch processing, 
widely used in the 70's, to on-line processing of the host concentration type, client 
servers, Web developing, and today's service-oriented architecture (SOA) . The 
proposed tool is based on model driven engineering (MDE). 
 
  Proposed is a style of modeling systems with finalized specifications. It is not a tool 
for evaluating the productivity of the programmer, but rather the user directly with 




  This thesis is comprised of several chapters. First, Chapter 1 describes the 
background of enterprise systems and their development. 
Multi-architecture support is indispensable to enterprise systems developed today, and 
any development tool that contributes to improving their productivity and the quality 
is assumed to have the flexibility to respond to various architectures. A development 
tool is proposed that fulfils this requirement and the results of actual field use are 
described. 
  It proposes the development tool that fills these preconditions, and it tries to use in 
an actual field, and this thesis describes the result. 
  Three problems hung when it proposed the development tool.  One is a necessity for 
the multi architecture. The second is achievement of the development tool 
corresponding to the development process where the model base development and the 
iterative development were combined. The third point presumes the cost of the 
software development project, and is establishment of the technique for estimating the 
scale to measure the development progress accurately. 
  Three issues were encountered when proposing the tool. First, the necessity for 
multi–architecture support. Second, the complexity of creating a tool that supports 
processes where model-based and iterative development are combined. Third, the 
establishment of a technique for estimating the scale of a project so cost and progress 
can be accurately measured. 
  Chapter 2 analyzes the three issues posed in Chapter 1. 
  Chapter 3 describes a new technique for multi-architecture support. The technique 
is able to manage all aspects of system architecture and the processing mode from 
which the simple, strong three-layer (P- layer, F- layer, and D-layer) application 
structure is now often seen. 
  Chapter 4 describes the development of the proposed tool’s capacity for managing 
the combination of model-based and iterative development. It explains the functions 
required to integrate two conflicting development processes in a balanced way. The 
proposed tool is not capable of coding all processing, so the outside these limits must be 
 
 
manually coded. The proposed tool’s method of integrating this automatic and manual 
coding is described. 
  Chapter 5 describes the proposed tool’s highly accurate scale estimation technique. 
As enterprise system development (especially on a large scale) is a difficult process, an 
accurate estimate of the scale of the system is an important factor in project success. 
  Chapter 6 describes the specific method of operation and the features of the proposed 
tool. These are comprised of the automatic code generation function of the program, 
which is expected to be used during the development process, and, where the 
model-based development is combined with iterative development proposed in Chapter 
4 and it according to the three-layer application structure to achieve the 
multi-architecture support proposed in Chapter 3.  Moreover, the functions of other 
similar development tools available at the same time are compared, and the 
practicality of this tool’s is described. Additionally, the technique for accurately 
estimating system scale, introduced in Chapter 5, is described. 
  Chapter 7 envisages that 10 years after the full-scale rollout, the tool is used in the 
system development of more than 300 enterprise systems in large companies. It shows 
that iterative development is still effective in continued development and  effects on 
productivity, quality, and utilization of multi-architecture support functions. 
  Chapter 8 summarizes the results of this research. 
 
  One of the factors that has been thought about for ten years or more in the field is 
the integration of multiple architectures. Most thought that it was an indication of a 
technology’s adoption when new software featuring that technology can be clearly, 
simply, and easily created. 
  Moreover, the software development process didn’t attach enough importance to the 
automatic generation of code from the model. Iterative development in this approach is 
for balance with manual coding. 
  Agile and model-based system development is assumed to become more popular 
than normal methods in the future, as they make the best use of the NoSQL database 
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 エンタプライズシステムは開発が活発化した 80 年代から今日まで，長い開発期間，高
い開発・保守費，リリース後品質の不安定感，期待した機能・効果が発揮されないなど，
開発とその保守にまつわる困難さが度々社会問題としても取り上げられてきた． 











































2000年代にはMDA(Model Driven Architecture)が登場してきた． 













































































































































































































































	 2000年代後半から今日まではSOA(Service Oriented Architecture)と仮想化，クラウド，
スマートデバイスが特に重要なシステム構成要素となっている． 

















































	 MDE は，エンタプライズ系のシステム開発で OMG(Object Management Group)が






































	 我々もメインフレーム上でのソフトウェア開発が主流であった 1980 年よりエンタプラ
イズ系ソフトウェア開発向けのCASEツールを自社開発し，広く社内外で適用していた[9]．
1980年代後半のダウンサイジング時に流行したクライアント・サーバ・アーキテクチャ，

















	 本論文では，まず 2．2 でモデルを主としながらも反復型開発を行えるツールの必要性
を述べる． 




























































































































































































































Figure 2-3	 Database management system adopted with system  



























































































































































Figure 2-7	 The main factors affecting development productivity. 
 
	 最も影響度の大きい再利用には1) ERPをはじめとする業務パッケージや商用ライブラ
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Figure 2-9	  Software size estimation stages and related risks. 
Drawn based on Barry Boehm : “Software Engineering Economics”, Prentice-Hall 
 
	 FP の計測が可能となるのは，早くとも要件定義プロセス(Requirements Definition 
Process)の後半(図2-9の3rd)からで，この時期は簡易手法を利用する必要がある[19]．エ
ンタプライズシステムで最も利用されるFP計測手法であるIFPUG法を利用する場合は，
外部仕様を明確化する設計プロセス(Design Process) まで(図2-9の4th)待つ必要がある． 
FP(Function Point) 
LOC(Lines of code) 
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 FPはエンタプライズ系アプリケーションの計測向けに ISO/IEC 20926として IFPAG
法が規格化されており，計測の専門家を養成することで客観的にソフトウェア規模を計測
できる． 
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Figure 2-13	 Conversion from FP to LOC. 
 
	 そこで，図2-13に示すように，基本設計(外部設計：External design)で計測されたFP

















































































































































は 2．1 で示したように，処理形態においては 1）バッチ処理，2）対話処理，3）トラン
ザクション処理の3つに，システムアーキテクチャはａ）メインフレーム，ｂ）クライア
ント・サーバ，ｃ）Web，ｄ）スタンドアロン，ｅ）SOAとなっている． 
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Figure 3-2	 Application template for asynchronous execution. 
(Basic configuration A) 
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Figure 3-3	 Basic model of distributed application processing. 
 





Visual programming language 















































Figure 3-4	 Distributed application that function overemphasizes to X. 
 (Basic configuration B) 
 
	 90 年代前半では，パフォーマンスの観点から一台のY でまかなえるX の台数は数十台
が限界であった．しかし，サーバの性能向上とLANの性能も同期して向上し，90年代後
半には100台を超えるXを接続可能となった[24]． 
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Figure 3-5	  Batch processing using client server type data base. 











Figure 3-6	 Distributed application that function overemphasizes to Y. 
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 Web ブラウザ，シンクライアント，VDI などは今現在広く利用されている技術だが，
端末エミュエータも使われ続けている．端末エミュエータを利用したメインフレームを中
核としたシステム構成（基本構成D）を示す．メインフレームによる集中処理の場合には，





Figure 3-7	  On-line processing architecture of mainframe seen well in the past. 
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Figure 3-9	 Small-scale Web system architecture. 
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Figure 3-10	 Three layer client server system architecture.  









Figure 3-11	 Three layer Web system architecture. 
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Figure 3-14	 Distributed application that oneself implements exclusive control  
















メッセージ転送型，（ｃ-３）Peer to Peerの対話型に大きく分類出来る． 
 
（ｃ-１）RPC 型 
	 RPC(Remote Procedure Call)はUNIXのネットワーク機能，分散コンピューティング
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Figure 3-16	  Distributed application using message transfer protocol. 
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 コンピュータネットワークの世界では OSI 参照モデルにも採用された IBM の
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 バッチ処理 対話処理 オンライン処理 








Web -＊1 基本構成E 基本構成H 
スタンドアロン 基本構成A ＊基本構成B -＊3 
SOA -＊4 -＊4 -＊4 
図3-18	 システム構成の組合せ 








































	 第3の言語としてVisual Basicの後継と目されたC#やVisual Basic .NETなどをサポー
トする.NET環境を選択した． 













































	 D層は今日DAO(Data Access Object)と呼ばれるものであり，データソースをカプセル
























Figure 3-20	 Three-layers access order. 
 
	 図3-20に示すようにアクセス順序はP層(P layer)，F層(F layer)，D層(D layer)の順
のみを許し，逆は許さない．単純な機能の実現の場合は，P層からD層を直接アクセスす
ることで不要にF層を作らず済むようにした（図3-20のP1→D1）． 
	 また F 層は複数 F 層で階層を形成することも可能とする．これによりビジネスルール
をコンポーネント化した F 層を作り，それを複数の F 層や P 層から共用することで再利
用性を向上させる（図3-20のF3）．  
 









	 3．1 の結果を見ると機器 X,Y をまたがってアプリケーションを配置せざるを得ない構
成は，基本構成FとHであり，一般に3層クライアント・サーバシステム，3層Webシ





































	 本章で扱うP 層，F 層はソフトウェア・コンポーネントの区分であり，上記の 1 層，2
層など物理装置の区分とは異なるが，基本構成Fは，P層F層と1層2層の切れ目がたま








図3-21	 P層，F 層，D層の配置（基本構成F） 
Figure 3-21	 Three layer client server system architecture. 
(Basic configuration F) 
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Figure 3-22	 Example of roles in application X and Y. 
 
図 3-22 は，画面からの入力イベントが通知されてから結果を画面出力するまでの簡単





























































Figure 3-23	  The implementation by the MVC pattern. 
 
	 図 3-23 は図 3-22 の右の図を，画面遷移を起点に書き直したものである．ここでｘ2）
個別処理の呼出しを加えて図3-22では無かったｙ1）個別処理を新たに呼出している．こ
れはｘ4）画面に表示する情報をF層から取得している． 
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Presentation とAbstraction が独立して存在し，Control から必要な時に呼出される構造
である．Presentationは必ずしも特定のAbstractionに縛られず，一方のAbstractionも
特定のPresentationを必要としない． 







Figure 3-25	 Two points where layer is divided. (P layer and F layer) 
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 D層は今日，DAO(Data Access Object)と称されるものとほぼ同等の役割を担う． 
	 DAOはJ2EEのパターンとして登場した[33]と言われているが，データソースのアクセ
スを楽にするライブラリだと単純に捉える．OOSEのエンティティクラスやJavaのエン
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Figure 3-28	 Function that D-layer provides. 
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ライアント・サーバならばOLTP モニタ，Web ならばAP サーバなどミドルウェアが充
実しているため，これらの利用を前提にアプリケーション・フレームワークやライブラリ
を用意し，意識したコード生成する． 


















Figure 3-29	 Butch processing. (Basic configuration A) 
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 図中D層と業務ロジック(Business logic)を抱えたF層は，3．2で述べてきたD層， 
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Figure 3-31	 Client server system configuration of conversation processing type.  
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Figure 3-32	 Client server system configuration of online transaction processing type. 
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Figure 3-33	  Client server system configuration of online transaction processing type.  
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Figure 3-34	 Web system configuration of conversation processing type.  





	 ただし，本論文の 3．2 で示した明確な分担ルールで実装するには，プロジェクトマネ
ジメントの力量が問われる． 
	 3 層のソフトウェア・コンポーネントについては，F 層，D 層は Java のサーバサイド
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Figure 3-35	 Web system configuration of online transaction processing type. 



















































































Figure 3-36	  Eight system configurations that are basic of multi architecture.  
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Figure 4-1	 Software development process. 
 
	 最上位のプロセスはソフトウェア要件定義プロセス(Software Requirement Analysis 
Process)であり，人的エラーなどに配慮した人間工学仕様(Human-factors engendering 
specification)や，ソフトウェアと操作者や他システムとの外界のインタフェース仕様
(Interfaces external to the software item)，データ定義やデータベースに対する要求項目

















































	 次の階層がソフトウェア方式設計プロセス(Software Architecture Design Process)で，
ここでは要件をソフトウェアで実現すべき機能に変換(Transform the requirements for 
the software items)し，ソフトウェアで実現する機能が持つ外界とのインタフェースを設
計し，加えてソフトウェア機能をコンポーネントに分割し，コンポーネント同士のインタ
フェースも設計(Design for the interfaces external to the software item and between the 






	 3層目がソフトウェア詳細設計プロセス(Software Detailed Design Process)で，インタ
フェースの詳細設計(detailed design for the interface)，ソフトウェアで実現する機能を構
成するソフトウェア・コンポーネントそれぞれの詳細設計(Detailed design for each 

















































































に加えソフトウェア・コンポーネント間の構造(Between the software componentsに該
当)を明示的に示すため，ソフトウェア方式設計プロセスの設計情報であるクラス図とシー
































































Figure 4-4	 Flow of development with a focus on the models and code. 
 























Code (by auto generation) 
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: Automatically generated  100% 
: Automatically generated almost 100% 







図4-6	 ソフトウェア・コンポーネントの構造 (F層) 
Figure 4-6	 Internal structure of the software component. (Layer F) 
 
	 第二は，入力データのチェック，編集処理(validation and editing modules for input)と












F layer class 
F layer class 





        c) validation and editing modules for input
         b) main module (for each method)
        d) editing modules for output 
        e) D layer access modules
         a) Framework 































	 D層が一般的なDAO(Data Access Object)と異なる点は，3．2で述べたように，D層
がデータアクセスに関する処理を全て内包する点にある． 
	 一般に流通している低機能な DAO は単純なデータアクセス処理を DAO のフレーム
ワークが提供する．しかし複雑なSQLは外部からSQL文を挿入する，あるいはDAOの
管理外で実行させる例が多い．一方，D 層はモデルベースの開発環境下で設計した SQL










	 D 層はほぼ図4-6 に示すF 層と同様の構造を持つ(唯一e)は存在しない)が，自動生成さ























図4-8	 ソフトウェア・コンポーネントの構造 (P層) 
Figure 4-8	 Internal structure of the software component. (Layer P) 
 
	 構造はF層と異なり，メインモジュール相当の部分は，外部へ情報を表示する出力イベ
ント処理(event processing module for output)と外部から入力される情報を処理する入力
イベント処理群(event processing modules for input)が並ぶ（図4-8）． 








        c) editing modules for output 
        d) Screen output module
         b) event processing module for output
	
         e) event processing modules for input
         f) validation and editing modules for input
         a) Framework 
         g) Libraries
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データのチェック，編集処理(validation and editing modules for input)が呼出される． 
	 画面遷移は Struts に任せるため図上は a)となる．b)は a)の遷移情報に基づいて呼出さ
れる．e)は外部からのイベント（ブラウザからの入力）により呼出される． 
	 P層は近年なら，例えばRIA(Rich Internet Application)やスマートフォンなどの採用例
も多く，技術が多様で変化も激しく，要求レベルもさまざまであるため，1 ツールで要求





















































システムとのやりとりを洗い出す．外部入力処理(External Data Input Function)から算
出されるEI(External Input)，外部出力処理( Data Output Function to External)から算
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1-19  20-50  >50 
RETs
1  7  7  10 
2-5  7  10  15 
>5  10  15  15 
DETs 
1-19  20-50  >50 
RETs
1  5  5  7 
2-5  5  7  10 
>5  7  10  10 
DETs 
1-4  5-15  >15 
FTR
s
0-1  3  3  4 
2  3  4  6 
>2  4  6  6 
DETs 
1-5  6-19  >19 
FTRs 
0-1  4  4  5 
2-3  4  5  7 
>3  5  7  7 
DETs 
1-5  6-19  >19 
FTRs 
0-1  3  3  4 
2-3  3  4  6 













































































	 D 層はツールによって全ての機能が自動生成される．P 層，F 層も多くの機能が自動生
成されるが，P層のイベント処理(event processing modules for input)，F層のメイン処
理(main module)らは追加コーディング前提のテンプレートのみを生成する．このイベン
ト処理やメイン処理にコードを追加して，画面出力(screen output modules)，検証や編集
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: Automatically generated  100% 
: Automatically generated almost 100% 










図5-4	  FPからコンポーネント別にLOCを算出する流れ 
















Transaction function Data function
F層 DBD層D layer DatabaseF層F層F layer
P layer
















Figure 5-5	  Correlation between FP and LOC. 
 
	 図5-5 は実際のプロジェクトデータのF 層をクラス単位にFP とLOC でプロットした
ものだが，想定よりもかなり相関が低く，単純に FP から LOC への換算ではマネジメン
トに利用できるほどの精度がないことが判明した． 
	 IFPAG では，1 つのトランザクションファンクションで想定するFTR とDET の数は


























Figure 5-6	 Regression analysis for the EI type. 
 
	 図5-6は図5-5で示したデータ群のうち，EIタイプのトランザクションファンクション
を中核とするクラス群の FTR，DET あるいは両方と LOC との相関を調査したものであ
る．DET単体，あるいはDETとFTRとの重回帰に高い相関性が見られた．FPはもとも




Regression analysis Explanatory variable Correlation Coefficient 
Simple linear regression DET 0.62 8.11 
Simple linear regression FTR 0.20 










Figure 5-7	  Correlation between EI type DET and LOC. 
 
	 図 5-7 は実測値と図 5-6 のDET の単回帰分析の結果をグラフにプロットしたものであ
る．回帰式は以下となる． 
 





























図5-8	  F層のクラス構造 















図5-9	  DETを変数とした場合の各タイプの係数 


















	 EO ,EQ がほぼ同等であるのに比べEI の係数が突出して大きいのでは，FP からLOC
へ単純な変換が出来ないため，理由を明確にする必要がある． 

















































































































































	 P 層の設計から自動生成に至る流れは，図6-3 に示すように画面遷移図と画面・帳票作
成ツールを起点とする．画面遷移図の情報をP層定義エディタ＆ジェネレータに読み込ま
せることで，P層プログラム群を生成するシート群が用意される． 



































図6-3	  P層開発の概要 


























	 ・PsActionInfo.xml： P層を構成する環境（ファイル）の情報 
	 ・Struts-config.xml： Strutsのコンフィグファイル 
主に画面遷移と呼びだされる処理の関係が記述される． 
	 ・ActionForm：  画面との入出力を行うインタフェース 
	 ・JSP：  画面プログラム 
	 ・Handler：  P層内の個別処理を記述するプログラム 





















図6-4	  F層開発の概要 

















































D 層，SOAP 接続向けのF 層のアダプタ，REST 接続向けのF 層のアダプタが並んでい
る． 

































	 このプログラム定義エディタ＆ジェネレータで先ほど述べた SOAP などアダプタの生
成を行えることに加え，テスト用のスタブ，ドライバなどもオプションとして生成可能と
している． 







































Figure 6-8	 Example that defines an SQL join. (SQL definition editor) 
 
	 図6-8はSQL定義エディタでSQLのJoinを定義している例である． 
















































































































































Figure 6-13	 Hand coding and reverse processing to F-layer. 
	!6'5  





























Figure 6-14	 The model's correction and re-generation of F-layer. 
 












































	 他のツールとの機能比較を行う．本ツールの試作は 1999 年から行い，本格的にフィー
ルドへ投入したのは 2002 年であるので，同時期に商用製品として登場した OptimalJ を
比較対象に選定する． 
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Figure 6-17	  Example of calculating LOC from DET. 
●	
DET)= 24 
●EILOCy = 8.11 × + 17.33 
  = 8.11 × 24 + 17.33 





	 第5 章では，FP を求める構成要素のうち，データ項目数（DET）からの変換精度が良
いとの結論を得た．図6-17ではその変換式であるy = 8.11 × x  + 17.33 を用いてｘに
24(DET)を代入してy = 212(LOC)を求めている． 
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Figure 7-6	 Coexistence system of .NET and COBOL. 
 
	 ある事例では図 7-7 にあるように既存の COBOL 資産を活かしながら，Web ブラウザ
の使い勝手を求めて，OLTPモニタとWebサーバ連携機能を持つミドルウェア上にP 層





Figure 7-7	 Coexistence system of Java and COBOL. 
 
	 COBOL資産を活かす方法は，大きく分けて2通りあり，一つは今述べた図7-7にある
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The business logic part of  









Figure 7-8	 Coexistence system of Java and .NET. 
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Figure 7-11	 Years using the tool. 
 










































	 	 	 	 	 	 	 	 	 	 	 	 	 	 	 	 	 	 	 	 	 	 	 	 	 	 	 (単位：KLOC) 
 
図7-12	 見積との誤差 












A 366  341  -7% 
B 605.6 694.8 +15% 
C  71  65  -8% 
D  50  55.5 +11% 



































































































た仕様記述を主として採用し，UML は適所に利用することを 4．1 で述べた．これによ
り本ツール導入の障壁は低く押さえられた．ツールの採用が特定の部門，業種に縛られず
300を超え，広範囲の業種に広がった一因とも考えられる． 
そして，3 点目は，1 点目で決めたシステム構造に沿って 2 点目で採用したモデルから
自動でソフトウェアを生成可能とすることだが，4．2 で自動生成する機能を明確化し，


















































































近年，CI(Continuous Integration)，CD(Continuous Delivery)，DevOps(Development 














な反復型になじまなかったのも主因であった．しかしここ 1，2 年で B to B の分野でも
SaaSを提供する企業が多くなり，またそのサービスを受ける企業も多くなってきた．CI，
CD，DevOpsといった考えは，主にB to Cのサービスを行なう ITサービス企業が取り入
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