Abstract
Introduction
A web service is a type of software system identified by a unique Uniform Resource Identifier that can be found and used to interact with other software systems through the interfaces defined and described by Extensive Markup Language [1] . With the exponential growth in available web services and diversity of user needs, identifying an automatic and efficient method for selecting and composing web services that satisfy the specific needs of users has become a core research focus both locally and internationally.
In this paper, we establish a context-aware web service composition model on the basis of the fluent calculus [2, 3] . A simple digital tourism planning scenario is used as the application example. The fluent calculus-based, context-aware web service composition model is implemented using a fluent calculus executor (FLUX) [4] .
Related work
Chifu et al. proposed a new semantic web service composition method based on the fluent calculus [5, 6] . This method translates a web service composition problem into a formal planning problem, taking advantage of the planning and reasoning features of the fluent calculus. Moreover, Chifu and Salomie applied a fluent calculus-based, Semantic web service composition to specific application scenarios [6] , and used the Labeled Transition System Analyzer [7] to verify the results of the web service composition. Although Chifu primarily considered a fluent calculus-based, automatic web service composition, her study did not involve context-aware web service composition. Bhuvaneswari et al. [8] proposed a new and dynamic fluent calculus-based automatic web service composition method. With the knowledge acquisition and reasoning features of the fluent calculus, the new method achieves automatic web service composition and dynamic binding of atomic service instances.
The academe and business community have also devoted considerable effort to the field of context-aware web service composition. Yamato et al. proposed a context-aware service composition framework, taking advantage of BPEL engines and Semantic Web technology [9] . Vukovic and Robinson used an artificial intelligence planning technique to assemble a dynamic, context-aware web service combination process [10] . Most web service composition methods do not include context information or effective verification mechanisms; to address this problem, Luo et al. [11] proposed a context-aware web service composition framework, which attempts to filter out inappropriate services by effectively using context information, thereby improving the quality of service composition. Narendra and Gundugola [12] also proposed a workflow rule based on context ontology, using context information for self-adaptation. Mei et al. [13] proposed compensation paired Net-based refinement method for web services composition, and Cheng et al. [14] use context-aware web services orchestration for multimedia conference process management. In this paper, we establish a context-aware web service composition model on the basis of the fluent calculus.
Fluent calculus-based, context-aware web service composition model
The fluent calculus-based, context-aware web service composition model is presented in Figure 1 . This model comprises four components: 1) Web Service Ontology. Using the ontology web language (OWL) to describe web services, the web service composition system can identify and select a more appropriate web service.
2) Translation rule from web service ontology to the fluent calculus concepts. This rule converts the web service ontology into corresponding concepts in the fluent calculus, thereby transforming the web service composition problem into a planning problem.
3) Translation of context information into the fluent calculus concepts. This translation rule converts context information into corresponding concepts of the fluent calculus.
4) A fluent calculus-based, context-aware web service composition strategy.
The model enables the conversion of a web service composition problem into a fluent calculus planning problem, and the goal of web service composition becomes one of planning. This model takes advantage of the knowledge acquisition and reasoning features of the fluent calculus to achieve the planning goal.
Web service ontology
Web service domain ontology defines the data semantics and functional semantics of the web service, and provides a complete semantic description of this service. Data semantics describes the input and output of the web service, while functional semantics defines the process, preconditions, and effects of the web service. According to the concepts and attributes of ontology, a web service can be described as a collection of its functions, series of input and output parameters, preconditions, and effects. We express this as a five tuple. 
Translation of web service ontology into the fluent calculus
To translate the OWL-S description into the fluent calculus concepts, we use Chifu's rule [5] , as shown in Table 1 . Composite web services can be decomposed into other web services, which can be either atomic or composite types. More precisely, a composite web service specifies the relationship among web sub-services. The same holds true in OWL-S composite processes. OWL-S supports control flow structures such as sequence (a list of processes that are executed in order), any-order (processes are executed in random order), and loop, synchronization, and non-determinism (processes are selected at random). Similar to the OWL-S composite processes, the fluent calculus also supports these control flow structures. On the basis of these assumptions, we can easily translate OWL-S composite processes into corresponding fluent calculus actions.
Translation of context information into the fluent calculus
In context-aware web service composition, we treat each atomic web service as a service entity and each user as a user entity. Service entities include the service context and functional attributes of the web services. User entities include the user's goal (composition of web services) and user context. In this paper, we extend the basic axioms of the fluent calculus to enable the description and processing of context information in the fluent calculus domain.
Web service context in the fluent calculus
In the OWL-S domain, a service is described by three components: Service Profile, Service Model, and Service Grounding. The web service context can be described by the Service Profile. In the OWL-S domain, a key-value pair is generally used to describe context information. On the basis of these assumptions, we define a two tuple as follows: where SC is the unique identifier of the web service context and KV_context comprises a set of key-value pairs, the formal representation of which is given by:
where i  denotes key-value pairs, ) , (
We introduce a new concept, Action-State, in the fluent calculus to represent the web service context. Action-state is a type of state that comprises a set of fluents in the fluent calculus domain. For example, if X is an IP address of a web service, then IP(X) is a fluent in its Action-State.
On the basis of these descriptions, we propose the translation of web service contexts into equivalent fluent calculus concepts. Table 2 presents this approach. Table 2 shows that each web service context is translated into an Action-State in the fluent calculus, and context information details are converted into fluents in the Action-State.
In accordance with the new concept of Action-State, we extend the precondition axiom and update axiom of the fluent calculus. The extended precondition axioms are as follows: 
User context in the fluent calculus
The user's context information is translated into a part of the world state. Table 3 presents the translation of the U-context and the equivalent fluent calculus concepts. 
Strategy for web service composition
The automatic web service composition problem can be considered an intelligent planning problem [6] . An intelligent planning problem is usually described as a tuple
, where S denotes all the possible world states, S to goal state G . In the fluent calculus, S is described by fluent, A denotes all the available actions, and T consists of the precondition axioms and state update axioms for each action. Plan P is the situation after a sequence of actions. All these actions can be organized in sequence, in parallel, or conditionally. The goal of the planning process is to obtain an action plan, which is also the result of web service composition. The algorithm for web service composition can be expressed as follows: 
Details of the example scenario
With the development of the Internet, digital tourism web services have become considerably more popular. General web services in a digital tourism scenario can include ticket booking, weather forecast, tourism consulting, and transport enquiry services. Assume that a user wishes to visit the Great Wall of China. The requested tasks are described as follows. First, the user needs to search for "Great Wall" to determine in which city it is located. Then, using the city as basis, the user can choose appropriate transportation and book tickets. After this, reservations at a hotel that corresponds with the user's arrival time should be made. Other tasks may include a weather forecast and search for tourist information about the "Great Wall". Given that all these tasks are published as web services, the user is required to select and combine these web services to achieve his/her goal. This digital tourism scenario necessitates the following web services:
"attractions_city_search", "hotel_search", "book_hotel", "book_attractions_ticket", "get_tour Info", "weather_forecast","get_distance", "train_schedule", "book_train_ticket", "flights_schedule" and "book_flight_ticket". Figure 2 shows the organization of these web services. Table 4 shows the details of each web service in the digital tourism scenario. 
Design of the scenario

Initial state of the scenario
The initial state contains the information provided by the user, user context, and initial system environment, the details of which are given below. 
Goal state of the scenario
In the scenario, if the user wishes to visit the "Great Wall", which is also the goal of the planner, he/she needs to find the city, book train or airline tickets, book hotel accommodations, and obtain weather information. The details are given below. 
Strategy for web service composition
In this scenario, we use a simple web service composition strategy. From the list of available services, the planner uses the first service, whose preconditions are satisfied by the world state. The details are as follows: 
Experiments
Experimental environment
The experimental environment includes Eclipse 6.1 and FLUX library package version 3.1. The FLUX library includes two files, flux.pl, and fluent.chr. The flux.pl file contains the specific areas of theory such as action precondition axioms, state update axioms, domain constraints, and initial state of knowledge, which corresponds to the P domain in the FLUX framework. File fluent.chr contains the basic axioms and system constraints. It corresponds to the P kernel in the FLUX framework.
Experimental design
First, each web service instance is numbered (Table 5 ). To decrease the complexity of the experiment, we add only the web service context information to the "book_hotel" and "hotel_search" service instances. In this experiment, the context information of the web service consists of quality of service (QoS) attributes, whose details are given in Table 6 . In the process of web service composition, the composition results may differ as a result of different context information. The context information for the Hotel Search Service and Hotel Book Service instances is described in FLUX as follows: Here, Service_delay denotes the delay of the web service, service_charge describes the fees for the web service, and service_reputation denotes the reputation of the web service.
To easily compare user satisfaction with web composition services, four users were included in the experiment. Their attitudes toward these non-functional attributes of web services are listed in Table 7 . Here, we assume that if QoS attribute p of the web service instance is the best of all similar web service instances (the number of web service instances is N and N>1), the user satisfaction would be 100. Conversely, if QoS attribute p of the web service instance is the worst, the user satisfaction score would be 0. Furthermore, if only one web service instance is available, the user satisfaction score would be 100. On the basis of these assumptions, the user satisfaction of the QoS attribute can be calculated using Equation (7) . According to Equation (7), the user's overall satisfaction score p C for each web service instance can be expressed as:
where K denotes the number of QoS attributes. In our experiment, three QoS attributes exist and the value of K is 3.
To validate the context-aware capability of the fluent calculus-based web service composition model, we conducted two experiments, experiments 1 and 2. In experiment 1, the web service composition strategy disregards the context information and selects the web service instance that satisfies the preconditions of the web services. In experiment 2, the web service composition strategy takes the context information into consideration and selects the web service instance that satisfies not only the preconditions of the web service but also the context precondition.
Experimental results and analysis
Using the same initial state Z0, we carried out several experiments and obtained a number of web service composition results. These results, together with the user satisfaction scores, are shown in Tables 8 and 9 . The experimental results show that the selection of web service instances in experiment 1 is random, whereas the web service instances in experiment 2 are non-random. The web service composition strategy in experiment 2 satisfies not only the basic functional requirements of users, but also their non-functional requirements, thereby resulting in the maximum user satisfaction score.
The execution times for experiments 1 and 2 with different numbers of web service instances are shown in Figure 3 . Because of the additional processing of context information, the performance of the fluent calculus-based, context-aware web service composition is slightly worse than that of the fluent calculus-based web service composition. After extending the fluent calculus-based web service composition into one that is context-aware, the complexities of the two web service composition methods remain the same. Furthermore, the performance deterioration is within an acceptable range.
On the basis of the experimental results given above, we successfully constructed a fluent calculus-based, context-aware web service composition model. The composite web services match user requirements more closely and achieve a higher user satisfaction score. 
