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Rád bych na tomto místeˇ podeˇkoval všem, kterˇí mi s prací pomohli, protože bez nich by
tato práce nevznikla.
Abstrakt
Cílem této diplomové práce je prozkoumat a zhodnotit stav dostupných SIP klientu˚,
prˇedevším s ohledem na úrovenˇ zabezpecˇení, a následneˇ implementovat vlastní rˇešení.
Noveˇ vytvorˇený klient je napsán v jazyce Java a pro platformu Android, prˇicˇemž jako
základ je použit framework PJSIP. Klient obsahuje správu uživatelských úcˇtu˚, kontaktu˚,
umožnˇuje hlasovou komunikaci a podporuje šifrování jak signalizace, tak datového toku.
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Abstract
The aim of the thesis is to explore and evaluate quality of available SIP clients, particu-
larly with regard to level of security, followed by implementation of my own solution.
Newly created client is written in language Java, with PJSIP framework used as a base,
and is destined for Android platform. The client contains user accounts and contacts
management, allows voice communication and supports both signalization and data
stream encryption.
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41 Úvod
S prˇíchodem chytrých mobilních zarˇízení se rozšírˇila možnost využívat ke komunikaci
vedle klasické telefonie i volání prˇes IP síteˇ. Samotná technologie VoIP vznikla již v 90.
letech 20. století a je dodnes udržována a vyvíjena. S prˇíchodem vysokorychlostní mobil-
ních sítí a dobré dostupnosti prˇipojení k internetu je využitelnost VoIP stále vyšší.
Od vzniku samotné myšlenky VoIP byl zahájen vývoj mnoha softwarových i hard-
warových rˇešení, umožnˇujících internetovou telefonii. Výkon mobilních zarˇízení narostl
a rovneˇž se rozširˇuje i pocˇet aplikací, umožnˇující hlasovou i textovou komunikaci. Takové
aplikace mohou využívat signalizacˇní protokol SIP, nebot’ je velmi oblíbený, a to pro svou
jednoduchost a snadnou implementovatelnost. Samotnou kapitolou jsou pak aplikace ur-
cˇené primárneˇ pro mobilní telefony, které prˇímo konkurují klasické telefonii.
Úvod této práce je veˇnován práveˇ rodineˇ protokolu˚, které internetovou telefonii umož-
nˇují. Pro signalizaci (navazování hovoru˚, posílání zpráv) se dnes hojneˇ využívá protokol
SIP v kombinaci s protokolem SDP, který umožnˇuje vyjednat parametry spojení. Samotné
spojení je pak realizováno protokolem RTP. V soucˇasnosti je možné všechny tyto proto-
koly šifrovat z du˚vodu ochrany soukromí. Du˚vodem vzniku této práce je práveˇ stále
naru˚stající pocˇet útoku˚ a absence kvalitního software, který by svými bezpecˇnostními
prvky uživatele chránil. Práveˇ na bezpecˇnostní stránku VoIP je v této práci kladen velký
du˚raz.
Dále je v rámci této práce prostudován a zhodnocen aktuální stav dostupných SIP
aplikací pro mobilní operacˇní systém Android. Aplikace jsou hodnoceny z pohledu ná-
vrhu, použitelnosti, uživatelské prˇíveˇtivosti a prˇedevším pak bezpecˇnosti.
Po prostudování a zhodnocení všech potrˇebných informací je zapocˇat vývoj vlastního
SIP klienta. Nejdrˇíve je zvolen vhodný programovací jazyk, prostrˇedí a potrˇebné techno-
logie. Po navržení technické i vizuální stránky programu následuje jeho implementace.
Záveˇr práce je pak veˇnován zhodnocení vzniklého klienta, jeho dalšímu možnému
rozvoji a prˇípadnému vylepšování.
52 Session Initiation Protocol
Protokol SIP je vyvíjen od roku 1996 pracovní skupinou Multiparty Multimedia Session
Control v rámci IETF. Jako standard byl navržen (RFC 2543 [1]) v roce 1999. V roce 2002
byl SIP prˇepracován a popsán v novém standardu RFC 3261 [2]. Protokol pracuje na
aplikacˇní vrstveˇ, patrˇí do rodiny VoIP telefonie. Umožnˇuje navázání, ukoncˇení a práci
se spojením mezi dveˇma nebo více úcˇastníky sezení. Veˇtšinou se používá v kombinaci
s protokoly SDP a RTP (více v kapitole 3).
Od myšlenky klasické telefonie (PSTN) se liší prˇedevším svou end-to-end orientací.
Zarˇízení používající SIP tedy udržují veškerou logiku, zatímco beˇžná telefonie používá
primitivní koncová zarˇízení a logika je udržována v síti.
2.1 Prvky SIP síteˇ
Protokol SIP definuje neˇkolik typu˚ prvku˚ SIP síteˇ. K teˇm základním patrˇí:
• User Agents
• Servery (proxy, registrar, redirect)
Koncové body SIP síteˇ jsou nazývány User Agents (UA). Mohou jimi být fyzické SIP
telefony, aplikace nebo PSTN brány (které umožnˇují zprostrˇedkovat komunikaci mezi
SIP a beˇžnou telefonní sítí). Vedle UA se dále v SIP sítích nachází SIP servery, na které se
UA prˇipojují. Serveru˚ mu˚že být neˇkolik typu˚ a je obvyklé, že jsou všechny typy provo-
zovány na jednom zarˇízení [3].
User Agents se skládá ze dvou logických cˇástí: User Agent Server (UAS) a User Agent
Client (UAC).
• UAC - cˇást vysílající požadavky a prˇijímající odpoveˇdi
• UAS - cˇást prˇijímající požadavky a odesílající odpoveˇdi
• B2BUA - speciální typ UA sloužící k prˇemosteˇní
Je-li UA volající (tzn. odesílá požadavky), chová se jako UAC. Skrze SIP proxy server
je zaslán požadavek (metoda INVITE) na sestavení spojení. Následneˇ UA cˇeká na odpo-
veˇd’ od volaného UA, který v rámci relace zastává roli UAS. Jakmile obdrží požadavek,
zašle odpoveˇd’. Pokud chce volaný UA probíhající hovor ukoncˇit, zaveˇsí hovor tím, že
odešle zpráva metody BYE. V tomto prˇípadeˇ se zpráva odešle prˇímo volajícímu, který se
chová jako UAS a volaný jako UAC [3].
Speciálním typem UA je B2BUA. Vkládá se do cesty mezi dveˇ vytvárˇená spojení.
V rámci spojení se chová jako SIP server s rozsáhlými možnostmi. Není však výkonný
jako klasický SIP proxy.
62.1.1 Servery
Vedle UA jsou v infrastrukturˇe SIP síteˇ také SIP servery. K teˇmto serveru˚m se UA prˇi-
hlašují a tím informují o své aktuální poloze (v které síti a na které adrese se nachází,
a to vcˇetneˇ informace o tom, jak se do dané síteˇ dostat). Úkolem SIP proxy serveru˚ je
pak smeˇrovat žádosti o spojení mezi úcˇastníky komunikace. Servery dále mohou prová-
deˇt autentizaci, zaznamenávání doby trvání hovoru, prˇesmeˇrovávání cˇi jiné doplnˇkové
služby [3].
Technologie SIP definuje dva základní typy SIP proxy serveru˚:
• Bezestavový (stateless)
• Stavový (stateful)
Primitivneˇjší varianteˇ SIP proxy serveru se rˇíká bezstavová. Neuchovává si žádné in-
formace o probíhajících komunikacích (transakcích ani dialozích). Signalizacˇní zprávy,
které prˇíjme, pouze prˇedá dál. Bezstavový server je rychlejší než stavový, ale nedokáže
zachytit replikaci zpráv, ani neumí vcˇas detekovat vznik smycˇek. Také neumožnˇuje pro-
vozovat neˇkteré druhy služeb, jako naprˇíklad: veˇtvení cˇi prˇesmeˇrování. Bezstavový SIP
Proxy server se prˇevážneˇ používá pro vyvažování záteˇže v síti.
Stavový SIP proxy server je typ serveru, který si udržuje du˚ležité informace o trans-
akci cˇi dialogu, až do jejich ukoncˇení. S ohledem na to, jaké drží informace, rozlišujeme
stavové SIP proxy servery na dva druhy:
• Transakcˇní
• Dialogové
Transakcˇní typ uchovává informace, které se vážou k žádosti. Tyto informace si ucho-
vává až do doby, dokud není žádost definitivneˇ vyrˇízena. Naopak dialogové servery si
drží stav každého dialogu, až do doby, dokud není ukoncˇeno celé spojení.
Prˇirˇazování zpráv do transakcí dává serveru prˇehled o tom, zda již byla zpráva prˇijata
cˇi nikoliv. Výhodou je detekce replikace zpráv nebo smycˇek v síti. To serveru umožnˇuje
veˇtvení nebo podmíneˇné prˇesmeˇrování provozu.
Neˇkteré služby, nabízené SIP proxy servery, je možné provozovat i samostatneˇ. Spe-




• B2BUA v režimu SIP server
72.2 SIP zprávy
Protokol SIP je textový, využívá kódování UTF-8 a formát jeho zpráv vychází z protokolu
HTTP. K rozlišení uživatelu˚ se využívá, na rozdíl od beˇžné telefonie, adres SIP URI. Tato
adresa se podobá e-mailové adrese a obecneˇ má následující tvar:
sip:user:password@host:port;parameters?headers
Adresa zacˇíná schématem (sip : nebo sips: u zabezpecˇené varianty) následovaným
uživatelským jménem. Nepovinneˇ mu˚že následovat oddeˇlovacˇ (dvojtecˇka) a heslo. Po
znaku musí být uveden hostitel, což mu˚že být doménové jméno nebo IP adresa (IPv4
nebo IPv6). Ostatní cˇásti (parameters a headers) vychází z obecné specifikace adresy URI,
popsané v RFC 3986 [4]. Konkrétními prˇíklady SIP URI adres jsou:
sip:jarek12@sipserver.cz
sip:123@example.com
Prˇi pokusu o dorucˇení žádosti se hledá SIP proxy sever, který zná polohu cílového
UA. Práveˇ k tomu se využívá cˇást SIP URI obsahující informace o hostiteli.
2.2.1 Struktura zpráv




Rˇádky jsou vždy ukoncˇeny sekvencí znaku˚ CRLF. První rˇádek hlavicˇky se liší v zá-
vislosti na typu zprávy. Pokud jde o žádost (request), je tvar rˇádku následující:
METHOD sip-uri SIP/2.0
V prˇípadeˇ odpoveˇdi (response) vypadá první rˇádek následovneˇ:
SIP/2.0 result-code result-text
Metoda urcˇuje typ zprávy, na kterém jsou závislé podmínky výskytu polí hlavicˇky.
Rozdeˇlení zpráv na ru˚zné typy je popsáno v následujících kapitolách.
Pole hlavicˇky je složeno ze dvou cˇástí (klícˇ, hodnota) oddeˇlených znakem dvojtecˇky.
Jedno pole zabírá zpravidla jeden rˇádek, je však možné rozdeˇlit hodnotu pole na více
rˇádku˚ (takové rˇádky jsou odsazeny bílými znaky). Polí mu˚že být libovolný pocˇet a jejích
výcˇet je ukoncˇen dvojím odrˇádkováním.
Vše co následuje poté se nazývá teˇlo zprávy a jeho formát je opeˇt závislý na použité













Allow: PRACK, INVITE, ACK, BYE, CANCEL, UPDATE, INFO, SUBSCRIBE,
NOTIFY, REFER, MESSAGE, OPTIONS






Požadavky je také možné rozdeˇlit podle použité metody. Ty urcˇují zámeˇr požadavku
na sestavení, úpravu nebo ukoncˇení spojení. Povinnost výskytu konkrétních polí v SIP







2.2.2.1 Metoda INVITE reprezentuje žádost o zahájení spojení. Metodou je rovneˇž
možné upravit parametry probíhajícího spojení (tomuto postupu se rˇíká re-INVITE).
2.2.2.2 Metoda ACK se odesílá volanému k potvrzení prˇijetí konecˇné odpoveˇdi na
žádost INVITE.
2.2.2.3 Metoda BYE slouží k ukoncˇení relace. Pokud chce úcˇastník ukoncˇit spojení,
ucˇiní tak odesláním zprávy metody BYE.
92.2.2.4 Metoda CANCEL ruší nabídku o zahájení spojení zprostrˇedkovanou žádostí
s metodou INVITE. Je tak možné ucˇinit prˇed dorucˇením konecˇného potvrzení od volané
strany.
2.2.2.5 Metoda REGISTER slouží pro registraci uživatele na Registrar server. Pou-
žívá se i pro aktualizaci nebo zrušení registrace.
2.2.2.6 Metoda OPTIONS oznacˇuje speciální druh zprávy. Má shodnou strukturu s me-
todou INVITE a primárneˇ slouží k získání vlastností SIP zarˇízení. Používá se také k oveˇ-
rˇení, zda je registrovaný uživatel stále dostupný. Je-li zarˇízení ukryté za NAT, je možné
pomocí periodického oveˇrˇování udržovat dostupnost zarˇízení ze strany serveru.
Mimo tyto základní metody byly postupem cˇasu prˇidávány do SIP protokolu další
rozširˇující metody. Mezi významné (z pohledu uživatele) lze zarˇadit metodu MESSAGE,
která umožnˇuje zasílání textových zpráv (tzv. instant messaging).
2.2.3 SIP odpoveˇdi
V prˇípadeˇ dorucˇení požadavku musí být odeslána prˇíslušná odpoveˇd’. Je tak nutné re-
agovat na všechny metody, kromeˇ metody ACK. První rˇádek hlavicˇky, který se u poža-
davku˚ liší, je již popsán v kapitole 2.2.1. V rˇádku je zapsán kód odpoveˇdi (result-code)
a slovní vyjádrˇení (result-text). Odpoveˇdi se rˇadí do šesti kategorií, podobneˇ jako je tomu
v protokolu HTTP. Kódy odpoveˇdí jsou ocˇíslovány vždy trojciferným cˇíslem. Jejich roz-
sah je od 100 do 699. Každá kategorie má vlastní význam [2, 3]:
• 1xx - bezproblémový pru˚beˇh
• 2xx - zakoncˇeno s úspeˇchem
• 3xx - probíhá prˇesmeˇrování
• 4xx - chybný požadavek klienta
• 5xx - chyba serveru
• 6xx - fatální chyba
Odpoveˇdi s cˇísly 1xx nejsou konecˇné. Informují odesílatele o zpracovávání jeho žá-
dosti. Typickými prˇíklady jsou odpoveˇdi 100, se slovním vyjádrˇením Trying a 180 s Rin-
ging.
Odpoveˇdi zacˇínající na 2xx jsou konecˇné a oznacˇují úspeˇšné dokoncˇení požadavku.
Nejcˇasteˇjším prˇípadem tohoto rozsahu je odpoveˇd’ 200 OK.
Cˇíselná rˇada odpoveˇdí 3xx se používá k prˇesmeˇrování a je vždy konecˇná. Odpoveˇdi
tohoto typu mohou nést neˇkolik druhu˚ informací: Novou polohu volaného, užití jiné
služby cˇi kontakt na jiný SIP server. Naprˇíklad odpoveˇd’ s cˇíslem 380 Alternative Service.
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Prvním zástupcem negativních konecˇných odpoveˇdí je rˇada 4xx. Odpoveˇd’ tohoto
typu je odeslána, pokud je detekována chybná syntaxe prˇijaté SIP zprávy nebo informace
v této zpráveˇ nejsou platné. Naprˇíklad 400 Bad Request.
Chyby serveru, jejichž prˇícˇinou pravdeˇpodobneˇ není špatný syntax prˇijaté SIP zprávy,
ani údaje v ní, jsou indikovány odesláním odpoveˇdi z rozsahu 5xx. Naprˇíklad 500 Server
Internal Error.
Je-li zaslán požadavek, jehož splneˇní není možné realizovat z du˚vodu nastalých okol-
ností (nedostupnost spojení, apod.), je odpoveˇd’ z rozsahu 6xx. Naprˇíklad 603 Decline.








Server: ser (3.3.0-pre1 (i386/linux))




Komunikace v SIP je rozdeˇlena na transakce. Oznacˇení transakce definuje posloupnost
zpráv od prvotního požadavku po prˇijetí odpoveˇdi. Transakce mu˚že obsahovat neˇko-
lik docˇasných i konecˇných odpoveˇdí. Více konecˇných odpoveˇdí je dosaženo naprˇíklad
v transakci INVITE prˇi veˇtvení. Navázání hovoru, požadavkem INVITE, je typickým
prˇíkladem transakce (blíže popsán v kapitole 2.3.2). Samotnou transakcí je také ukoncˇení
hovoru.
Aby nedocházelo k zámeˇneˇ, má každá transakce svu˚j identifikátor. Obvykle zacˇíná rˇe-
teˇzcem z9hG4bK. Je to z du˚vodu odlišení od SIP verze 1.0. Tento identifikátor je obsažen
ve všech SIP zprávách dané transakce. Je uložen v parametru branch pole Via.
Identifikátor transakcí je používán prˇedevším statefull servery. Tyto servery si v pa-
meˇti udržují aktuálneˇ probíhající transakce a doplnˇují je o noveˇ prˇíchozí zprávy. Díky
teˇmto informacím transakcˇní statefull servery znovu nereagují na dorucˇené zprávy, které
již byly zarˇazeny do transakce a zpracovány [2, 3].
2.2.5 Dialog
Dialog je posloupnost transakcí, z nichž pouze jedna mu˚že být aktivní. Jedná se tedy
o soubor SIP zpráv mezi dveˇma zúcˇastneˇnými stranami, které mají vzájemnou spojitost.
Dialog rˇeší logiku rˇazení a smeˇrování zpráv.
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Dialogy, na rozdíl od transakcí, nemají svu˚j identifikátor prˇímo v SIP zprávách. Jsou
identifikovány pomocí polí Call-ID, parametru tag v poli From a parametru tag v poli To.
Jsou-li tyto hodnoty stejné ve dvou zprávách, pak tyto zprávy patrˇí do stejného dialogu.
Pro rˇazení zpráv v dialogu slouží pole CSeq [3].
Protokol SIP nedefinuje jednoznacˇneˇ, kdy prˇesneˇ je dialog sestaven. Dialogy jsou však
tvorˇeny pouze pozitivními odpoveˇd’mi. Jiné typy odpoveˇdí nevrací pole potrˇebná pro
identifikaci dialogu. Rozlišují se proto dva druhy:
• Napu˚l sestavený dialog (early dialog)
• Potvrzený dialog (confirmed dialog)
Hovorˇíme-li o napu˚l sestaveném dialogu, je to takový dialog sestavený docˇasnou od-
poveˇdí s kódem v rozsahu 101-199.
Potvrzený dialog je sestaven pomocí konecˇné pozitivní odpoveˇdi s kódy rˇady 2xx.
2.3 Logika
V této kapitole je popsáno, jakým zpu˚sobem probíhá registrování úcˇastníku˚, volaní a za-
sílání textových zpráv. Nejdrˇív je nutné ujasnit si, co musí signalizacˇní protokol zajistit:
• Lokalizaci volaného
• Zjišteˇní stavu volaného (zda nemá obsazeno, prˇesmeˇrování)
• Zjišteˇní možností volaného (kodeky, rychlost)
• Vlastní navázání spojení (s pomocí SDP a RTP)
• Rˇízení spojení (zmeˇna parametru˚ a ukoncˇení)
2.3.1 Registrace
Prvním, co musí UA udeˇlat, je registrovat se na vybraný SIP server. Teprve až poté je
možné s uživatelem navázat komunikaci. Registrace UA na serveru je však cˇasoveˇ ome-
zená a musí se periodicky obnovovat. Naopak zrušení registrace prˇed uplynutím plat-
nosti je možné zasláním žádosti o registraci s nastavenou požadovanou dobou registrace
na hodnotu 0.
V hlavicˇce zprávy metody REGISTER jsou du˚ležitá pole s názvem From a Contact.
V poli From je uložena uživatelská URI adresa. V poli Contact je uvedena URI adresa
zarˇízení. Registracˇní server si ukládá hodnoty a jejich vzájemné vazby. Klient v parame-
tru expires pole Contact uvádí požadovanou dobu registrace. Není-li požadovaná doba
v platném rozsahu, s ohledem na nastavení serveru, je serverem prˇenastavena na výchozí
hodnotu [2, 3].
Prˇi registraci mu˚že být serverem požadována autentizace uživatele, naprˇíklad me-
todou HTTP Digest (popsano v kapitole 2.4). První žádost o registraci je zaslána bez
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jakýchkoliv autentizacˇních údaju˚. Server ji zamítne a jako odpoveˇd’ zašle 401 Unauhori-
zed. Do odpoveˇdi prˇidá pole WWW-Autenticate s hodnotami realm a nonce, potrˇebnými
k autentizaci. Uživatel zašle žádost o registraci znovu, ovšem s noveˇ prˇidaným polem
Authorization. Toto pole obsahuje veškeré potrˇebné autentizacˇní údaje, vypocˇtené na
základeˇ požadavku˚ serveru. Hodnota obsažená v parametru response je výsledkem ha-
shovací funkce HMAC-MD5, do které bylo vloženo uživatelské jméno, hodnota realm,
hodnota nonce a heslo uživatele [2, 3].
2.3.2 Hovor
Hovor je multimediální relace navázaná mezi dveˇma nebo více úcˇastníky. Iniciátor ho-
voru odešle volanému (volaným) zprávu s žádostí metody INVITE. Pokud druhá strana
je schopná požadavek prˇijmout, odešle docˇasnou odpoveˇd’ (100 Trying a poté 180 Rin-
ging). Docˇasnou odpoveˇd’ s kódem 100 mu˚že odeslat nazpeˇt i statefull proxy server.
Pokud volaný úcˇastník hovor prˇíjme, vrátí konecˇnou odpoveˇd’ s kódem 200 a volající
potvrdí prˇijetí odesláním nové zprávy metody ACK, po které je navázána multimediální
relace. Odmítne-li úcˇastník hovor prˇijmout, zašle volajícímu zprávu metody BYE. Vše je
blíže znázorneˇno v obrázku 1 [2, 3].
Obrázek 1: Schéma hovoru protokolu SIP [3]
Rozcˇleneˇní hovoru na dialogy a transakce popisuje obrázek 2.
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Obrázek 2: Rozlišení dialogu a transakce beˇhem hovoru protokolu SIP [3]
2.3.3 Textové zprávy
Jedno z rozšírˇení protokolu SIP (RFC 3428 [5]) umožnˇuje zasílání textových zpráv. Tyto
zpravy se spíše než SMS zprávám, známých z protokolu GSM, podobají spíše internetové
diskuzi s potvrzením o dorucˇení. Mohou dosahovat veˇtší délky než zmíneˇné SMS a lépe
zpracovávají znaky s diakritikou.
Zpráva je odeslána pomocí žádosti MESSAGE. Text samotného sdeˇlení je obsažen
v teˇle SIP zprávy. Obsah zprávy mu˚že být ru˚zného typu. Ten, stejneˇ jako u emailových
zpráv, je urcˇen pomocí technologie MIME. Pro beˇžné zprávy se v hlavicˇce nachází pole:
Content-Type: text/plain
Prˇíjemce zprávy (UAS) po dorucˇení žádosti MESSAGE ihned odešle nazpeˇt zprávu
s konecˇnou odpoveˇdí. V prˇípadeˇ, že zprávu úspeˇšneˇ prˇijal (tato informace nekorespon-
duje s tím, zda uživatel zprávu videˇl nebo byla zobrazena), odešle odpoveˇd’ s kódem
200 OK. Nebyla-li zpráva úspeˇšneˇ dorucˇena, odešle odpoveˇd’ 4xx nebo 5xx. V prˇípadeˇ
odmítnutí zprávy pak 6xx [3].
Obrázek 3: Schéma zobrazující odeslání textové zprávy [3]
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Celá délka zprávy (vcˇetneˇ hlavicˇky) nesmí prˇekrocˇit 1300 bajtu˚. V prˇípadeˇ delší zprávy
je nutné obsahovou cˇást prˇedat v rámci dialogu, popsaného protokolem SDP. Základní
zpráva MESSAGE ale žádný dialog nenavazuje, jedná se pouze o transakci.
2.4 Bezpecˇnostní rizika
Protokol SIP ke svému fungovaní využívá mnoho dalších protokolu˚. Zranitelnost kaž-
dého z nich prˇímo cˇi neprˇímo ovlivnˇuje jeho bezpecˇnost. V této kapitole bude popsáno,
jaká bezpecˇnostní rizika se skrývají v samotném SIP protokolu a jeho mechanismech.
Riziku˚m VoIP telefonie se veˇnuje organizace Voice over IP Security Alliance (VOIPSA,
Inc.), od roku 2005. Tato organizace si klade za úkol zlepšit bezpecˇnost VoIP komunikace
a rˇadí možná rizika do neˇkolika skupin [6]:
• Sociální - obteˇžování, narušování soukromí
• Odposlouchávání - skenováním provozu
• Zachycení a úprava - prˇesmeˇrování, zmeˇna identity
• Zneužití služby - podvody s registrací, obcházení autentizace, krádež a zneužití
úcˇtu
• DoS útoky - (Denial of Service) zahlcení a tím zpu˚sobení nedostupnosti služby
• Vycˇerpání zdroju˚ - napájení, navýšení latence
Z teˇchto útoku˚ se pouze neˇkteré týkají samotného SIP klienta, ostatní jsou útoky na
serverovou cˇást, která v této práci není zohledneˇna.
2.4.1 Sociální typ útoku
Sociálním typem útoku se rozumí takový útok, který obteˇžuje cˇi jinak narušuje soukromí.
Pro tento typ útoku není nutné používat speciální software.
Nejméneˇ ohrožujícím zástupcem této skupiny, z pohledu dopadu na bezpecˇnost, je
nevyžádané reklamní sdeˇlení (Spam). Naopak mezi ty závažné patrˇí útok zvaný phishing,
kdy útocˇník vystupuje pod cizí identitou a uvede tak uživatele v omyl. Uživatel mu˚že
neveˇdomky prozradit citlivé informace (naprˇíklad hesla nebo kontaktní údaje) a snadno
se mu˚že stát obeˇtí trestného cˇinu (podvodneˇ uzavrˇené smlouvy, vydírání apod.) [6, 7].
2.4.2 Odposlouchávání
Odposlouchávání vychází z absence šifrování komunikace a spocˇívá v zachycování da-
tového toku a jeho rekonstrukce. Útocˇník je tedy schopen zachytit celý hovor a získat tak
citlivé informace.
Tento typ útoku se nevztahuje pouze na prˇenášená data, ale i na informace prˇená-
šené signalizacˇním protokolem. Takto lze získat informace nutné naprˇíklad k autentizaci
uživatelského úcˇtu apod.
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2.4.3 Úprava probíhajícího hovoru
Dalším velmi závažným rizikem je úprava probíhajícího hovoru. Útocˇník, který zachytí
SIP komunikaci, mu˚že zmeˇnit prˇedávané údaje nebo dokonce provoz prˇesmeˇrovat. Pro-
voz mu˚že být prˇesmeˇrován naprˇíklad na kontakt se speciálním tarifem a z neˇj opeˇt
zpátky, nebo naopak mu˚že útocˇník podvrhnout RTP paket. Rovneˇž je možné konkrétní
úpravou dat v RTP paketu využít chyb v implementaci neˇkterých hardwarových prvku˚
síteˇ [6, 7].
2.4.4 Zneužití služby
Tento typ útoku se týká prˇevážneˇ serveru˚, mu˚že se však vyskytovat v kombinaci s chyb-
nou implementací klienta. Prˇíkladem mu˚že být získání hesla z úložišteˇ aplikace nebo
možnost získání dat prˇi nekorektní implementaci sít’ové cˇásti.
2.5 Zabezpecˇení signalizace
Obecneˇ je v rámci zabezpecˇení nutno držet se neˇkolika základních bezpecˇnostních prin-
cipu˚, které samy o sobeˇ snižují možné bezpecˇnostní riziko. Samotný protokol SIP obsa-
huje neˇkolik bezpecˇnostních mechanismu˚, které jsou vysveˇtleny dále v této práci.
Obrázek 4: Rozdeˇlení bezpecˇnostních mechanismu˚ protokolu SIP [8]
2.5.1 Bezpecˇnostní principy
Aby bylo možné protokol oznacˇit za bezpecˇný, musí být zajišteˇno neˇkolik základních
bezpecˇnostních principu˚. Jejich popis s vysveˇtlením je obsahem následujících odstavcu˚
[8].
Du˚veˇrnost znamená, že nikdo jiný, kromeˇ odesílatele a prˇíjemce, nebude moci získat
obsah prˇenášené informace. Pro zajišteˇní du˚veˇrnosti je tedy nutné informace zašifrovat.
Autenticˇnost zajišt’uje oveˇrˇení pravosti (pu˚vodu) prˇijatých informací. Jedná se o ochranu
prˇed zasláním falešných a podvržených údaju˚.
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Autorizace oveˇrˇuje, zda mu˚že uživatel provádeˇt urcˇité operace s ohledem na jemu prˇi-
deˇlená oprávneˇní. Autorizovat je možné s ohledem na prˇedchozí autentizaci.
Integrita umožnˇuje oveˇrˇit integritu informací, tzn. zda byla data na trase od odesílatele
k prˇíjemci neˇkým modifikována.
2.5.2 HTTP Basic Authentication
Tato základní autentizacˇní metoda zajišt’uje pouze oveˇrˇení uživatele pomocí sdíleného
hesla, zaslaného v nešifrované formeˇ. Tento zpu˚sob zabezpecˇení není prˇíliš vhodný a prˇímo
specifikací protokolu SIP není doporucˇen [3, 9].
2.5.3 HTTP Digest Authentication
Jedná se pouze o rozšírˇení autentizacˇní metody s tím rozdílem, že oveˇrˇovací heslo není
zasláno v cˇisté formeˇ. Je použita hashovací funkce HMAC-MD5 cˇi HMAC-SHA1, která
z rˇeteˇzce složeného z uživatelského jména a hesla vypocˇte otisk. Tento otisk se poté zašle
nešifrovaneˇ, není z neˇj ale možné odvodit pu˚vodní heslo [3, 9].
Samotná komunikace pak probíhá následovneˇ: Pošle-li UAC požadavek metodu RE-
GISTER na SIP server, je žádost zamítnuta odpoveˇdí 407 Proxy Authentication Required.
Odpoveˇd’ také obsahuje informaci o tom, jaká autentizacˇní metoda má být použita (v tomto
prˇípadeˇ Digest). Prˇi opeˇtovném odeslání požadavku (metody REGISTER) je již do zprávy
klientem vloženo pole WWW-Authenticate se všemi autentizacˇními parametry. Mezi zá-
kladní parametry patrˇí:
• Authentication Scheme - hodnota Digest
• Realm - urcˇuje rozsah platnosti oveˇrˇení (veˇtšinou doména)
• Nonce - hodnota generována UA, který se autentizuje serveru
Obrázek 5: Zpu˚sob výpocˇtu odpoveˇdi schéma Digest [8]
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2.5.4 Secure MIME (S/MIME)
Jedna z možných metodik zabezpecˇení, která se také používá u elektronické pošty, se jme-
nuje S/MIME. Tato technologie umožnˇuje digitálneˇ podepsat a šifrovat prˇenášená data,
ne však hlavicˇku zprávy, což umožnˇuje sít’ovým prvku˚m s ní pracovat. Používá k tomu
typ application/pkcs7-mime. Je možné použít i typ multipart/signed, který umožnˇuje
prˇidat do obsahu zprávy i nešifrovaná data.
Autentizace zajišt’uje architektura verˇejných klícˇu˚ PKI. K ochraneˇ prˇenášených dat se
využívají symetrické kryptografické metody DES, Triple DES cˇi AES [3, 9].
2.5.5 SIPS URI (TLS)
Pokrocˇilé zabezpecˇení SIP signalizace nabízí technologie TLS, která se vloží mezi trans-
portní a aplikacˇní vrstvu. Pro identifikaci této metody se meˇní prefix hlavicˇky na SIPS.
Uvedení prefixu zarucˇuje, že všichni úcˇastnící spojení, kterˇí spravují tento požadavek,
prˇenáší data zabezpecˇeneˇ. Podmínkou této metody je použití protokolu TCP.
Samotné TLS je pak složeno z neˇkolika cˇástí. Nejprve je nutné provést autentizaci
a dohodnout komunikacˇní parametry (šifrovací nebo hashovací algoritmus, symetrický
klícˇ). Následneˇ jsou prˇenášena již šifrovaná data.
K autentizaci se využívá architektury verˇejných klícˇu˚. Vždy se autentizuje server kli-
entovi, volitelneˇ je pak možno nastavit, aby server oveˇrˇoval klienta. Konkrétneˇ UAC
vyžaduje od UAS platný certifikát podepsaný du˚veˇryhodnou certifikacˇní autoritou. Na
straneˇ UAC je doporucˇeno mít nastavený tzv. korˇenový certifikát, který je vydáván sa-
motnou certifikacˇní autoritou a je pomocí neˇj možné oveˇrˇit platnost certifikátu UAS [8].
Samotná data mohou být šifrována metodami DES, Triple DES, AES, DEA nebo
RC4. Výmeˇnu symetrických klícˇu˚ zajišt’uje asymetrické šifrování RSA [3, 9].
Technologie TLS neposkytuje zabezpecˇení prˇenosu na celé komunikacˇní trase, ale
pouze s prvním SIP serverem. Ten prˇíchozí data musí dešifrovat, aby získal informace
o tom, kam zprávy dále smeˇrovat. Následneˇ server vytvorˇí další TLS spojení pro prˇenos
smeˇrem k volanému. Jedná se tedy o metodu hop-by-hop.
2.5.6 IP Security
Pro zabezpecˇení komunikace je také možné použít protokol IPsec. Ten umožnˇuje zabez-
pecˇení nejen signalizacˇních zpráv SIP protokolu, ale také multimediální data prˇenášena
prostrˇednictvím protokolu RTP (cˇi jeho modifikací). Technologie IPsec vytvorˇí bezpecˇný
kanál prˇed samotným zapocˇetím komunikace. Velkou výhodou IPsec je, že se zabezpe-
cˇený kanál nachází na sít’ové vrstveˇ. Zabezpecˇuje tedy celé IP datagramy, což zarucˇuje
nezávislost na protokolech vyšších vrstev TCP, UDP [9].
Obashuje dva protokoly: Authentication Header Protocol (AH), který zarucˇuje au-
tenticitu a integritu dat vcˇetneˇ ochrany proti neˇkterým útoku˚m, a Encapsulating Security
Payload Protocol (ESP), který také garantuje du˚veˇru nespojové komunikace a obsahuje
jednoduchý mechanismus proti monitorování provozu. AH a ESP mohou být použity
v kombinaci nebo každý jednotliveˇ [8].
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3 Real-time Transport Protocol
S ohledem na nutný rozvoj telekomunikací v IP sítích byla organizací IETF zrˇízena pra-
covní skupina Audio-Video Transport Working Group, která si kladla za cíl vytvorˇit
protokol pro dorucˇování zvukových a obrazových dat v reálném cˇase.
Výsledkem jejich práce je protokol RTP (Real-time Transport Protocol), který je urcˇen
práveˇ pro prˇenos multimediálních dat jako je naprˇíklad hlas cˇi video. Poprvé byl zverˇej-
neˇn v RFC 1889 [10], vydaném roku 1996. V roce 2003 vyšlo RFC 3550 [11], které prˇináší
drobná vylepšení.
RTP je protokolem aplikacˇní vrstvy, je nezávislý na typu síteˇ a prˇenosovém proto-
kolu. V IP síti se nejcˇasteˇji používá v kombinaci s protokolem UDP, který na rozdíl od
protokolu TCP negarantuje dorucˇení paketu, tedy odpadá zpomalení zpu˚sobené kont-
rolní režií a rˇazením dat. U prˇenosu v reálném cˇase se ztracené nebo poškozené pakety
ignorují, protože jejich rekonstrukce cˇi znovuzaslání by bylo cˇasoveˇ nárocˇné a paket by
do té doby pozbyl platnosti. RTP byl navržen jak pro individuální, tak pro skupinové
prˇenosy dat v jednom i obou smeˇrech prˇenosu [12].
V kombinaci s protokolem RTP se využívá protokol RTCP, který neslouží k prˇenosu
samotných dat, ale poskytuje informace o navázaném RTP spojení, kvaliteˇ prˇenosu, ztrá-
tovosti a dalších statistických údajích [11].
RTP nemá vyhrazený port, ale typicky používaná cˇísla portu˚ jsou: 5004, 5005, 6970.
RTP zajišt’uje:
• Správné rˇazení paketu˚, je totiž možné, aby pozdeˇji odeslaná data dorazila drˇíve než
drˇíve odeslaná.
• Cˇasové znacˇky, zajišt’ují prˇehrání ve správném cˇase.




3.1 Struktura RTP paketu
Ve své podstateˇ je struktura protokolu jednoduchá. Každý datový paket obsahuje pouze
hlavicˇku a data.
3.1.1 Popis hlavicˇky
Hlavicˇka má velikost minimálneˇ 12 bajtu˚.
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Význam Bity Popis
Version 2 Urcˇuje verzi RTP protokolu.
Padding 1 Existenci paticˇky na konci paketu. Poslední bajt paticˇky ob-
sahuje její velikost v bajtech (vcˇetneˇ).
Extension 1 Existence rozširˇující hlavicˇky mezi záhlaví a daty.
CSRC count 4 Obsahuje pocˇet CSRC za hlavicˇkou.
Marker 1 Oznacˇuje konec rámce v paketovém toku.
Payload Type 7 Urcˇuje formát užitecˇného zatížení RTP (viz. 3.1.1).
Sequence Number 16 Cˇíslování paketu˚. S každým odesláním RTP paketu je
o jedna vyšší. Pocˇátecˇní cˇíslo urcˇí vysílacˇ. Slouží k správ-
nému serˇazení paketu˚ a identifikaci chybeˇjícího paketu.
Time stamp 32 Cˇasová znacˇka. Vyjadrˇuje vzorkovací znacˇku prvního
oktetu v RTP paketu. Znacˇka musí být odvozena od lineár-
ního cˇasovacˇe z du˚vodu synchronizace a korekce rozptylu
zpoždeˇní.
SSRC 32 Jednoznacˇný identifikátor synchronizacˇního zdroje vysí-
lání. Hodnota je zvolena náhodneˇ.
CSRC 32 Identifikacˇní seznam prˇispívajících zdroju˚ dat.
Header Extension 32 Volitelné rozšírˇení hlavicˇky využívaneˇ neˇkterými imple-
mentacemi (zpu˚soby kódování nebo protokoly). První zá-
znam obsahuje specifický identifikátor profilu 16 bitu˚
a délku specifikace 16 bitu˚, která oznacˇuje, kolik 32 bito-
vých jednotek následuje.
Tabulka 1: Struktura hlavicˇky RTP paketu [11]
Payload Type urcˇuje formát užitecˇného zatížení RTP jako je typ prˇenášených dat, ko-
dek, vzorkovací frekvence. Ve standardu jsou definovány naprˇíklad tyto H.263, H.264,
JPEG, MPEG, G.711. Nepodporované formáty lze dohodnout dynamicky naprˇíklad za
pomocí protokolu SDP prˇed zapocˇetím samotného prˇenosu. Rozsah dynamických kódu˚
je 96 - 127.
3.1.2 Princip cˇinnosti RTP
Hlas vstupující do mikrofonu je digitalizován (obvyklá vzorkovací frekvence je 8KHz)
za pomocí pulzneˇ kódové modulace PCM (standard ITU G.711.), jak ukazuje obrázek
6, a zakódovám libovolným kodekem. Prˇed tato zakódovaná zvuková data je postupneˇ
vložena RTP hlavicˇka a poté UDP hlavicˇka.
Samotné RTP pakety jsou odesílány v pravidelných intervalech. Pro prˇenos audia
a videa, naprˇíklad prˇi konferencˇních videohovorech, musí být zrˇízeny dveˇ oddeˇlené re-
lace.
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Obrázek 6: Zpu˚sob vzorkování zvukového signálu [13]
3.2 SRTP
Velkou slabinou protokolu RTP absence jakékoliv formy ochrany soukromí. Není proto
problém, naprˇíklad za pomoci programu Wireshark, zachytit RTP spojení , následneˇ zre-
konstruovat a poté prˇehrát. Protokol RTP je také náchylný k vložení trˇetí strany do ho-
voru. Tím je myšleno možné prˇesmeˇrování nebo vmísení se do hovoru útocˇníkem.
Rozšírˇení jménem SRTP (Secure Real-time Transport Protocol) vkládá do RTP bezpecˇ-
nostní mechanismy. Zverˇejneˇno bylo roku 2004 v RFC 3711 [14]. Zmíneˇný prˇedpis se také
veˇnuje protokolu RTCP a definuje jeho zabezpecˇenou verzi SRTCP (Secure RTCP) [14].
3.2.1 Nová pole v SRTP paketu
• Master Key Identifier
• Authentication Tag
SRTP rozširˇuje pu˚vodní RTP paket o dveˇ nová pole. Obeˇ pole jsou délky 32 bitu˚.
Nakonec paketu bylo prˇidáno pole Master Key Identifier, které je nepovinné. Následuje
pole Authentication Tag, které je doporucˇené.
3.2.2 Nová pole v SRTCP paketu
• SRTCP index
• Master Key Identifier
• Authentication Tag
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Do paketu bylo prˇidáno pole jménem SRTCP index, které slouží jako pocˇítadlo pa-
ketu˚. Toto pole má i jinou funkci; první bit má speciální význam a je oznacˇen jako En-
cription Flag. Ten znacˇí, zda bylo šifrováno teˇlo SRTCP paketu. Paket SRTCP je rozšírˇen
taktéž o pole Autenticaion Tag, které je ale v tomto prˇípadeˇ povinné [3].
3.2.3 Samotné zabezpecˇení
Nové pole Master Key Identifier identifikuje hlavní klícˇ tzv. master key. Na základeˇ to-
hoto klícˇe jsou vygenerovány všechny tajné symetrické klícˇe sezení tzv. session keys. Prˇi
první komunikaci si strany vymeˇní master key, který mu˚že mít 128, 192 cˇi 256 bitu˚, veˇt-
šinou za pomocí protokolu SDP. Protokol SDP nepoužívá žádnou formu zabezpecˇení,
hrozí proto riziko zachycení klícˇe útocˇníkem (naprˇíklad útokem známým jako Man-in-
the-Middle) a následné prolomení komunikace [16].
Obrázek 7: Zpu˚sob generování session klícˇu˚ z Master klícˇe [3]




Du˚veˇrnost informace zajišt’uje v SRTP symetrická kryptografická metoda AES-CTR,
která v tomto prˇípadeˇ slouží jako generátor pseudonáhodných klícˇu˚. Vstupem do ge-
nerátoru je inicializacˇní vektor IV, který se skládá z kontrolního soucˇtu salt_key, SSRC
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(náhodné cˇíslo jednoznacˇneˇ identifikující zdroj) a paket indexu. Dalším vstupem do ge-
nerátoru je jeden z klícˇu˚ sezení a to šifrovací klícˇ (encryption key). Výsledný pseudoná-
hodný klícˇ je pomocí operace XOR aplikován na nezabezpecˇený obsah paketu [16].
Obrázek 8: Kódování obsahu paketu [3]
Autenticˇnost a integrita zpráv je zajišteˇna pomocí algoritmu HMAC-SHA1. Tímto al-
goritmem je vytvorˇen kontrolní soucˇet z hlavicˇky a obsahu SRTP paketu (hlavicˇka spolu
s užitecˇnými daty a RTP paddingem). Délka kontrolního soucˇtu, produkovaného meto-
dou HMAC-SHA1, je 160 bitu˚. Ten je poté zkrácen na 80 nebo 32 bitu˚ vložen do pole
Authentication Tag [3].
3.3 ZRTP
ZRTP je protokol navržený Phillem Zimmermannem v roce 2006. Standardizován byl
v roce 2011, RFC 6189 [15]. Jedná se o rozšírˇení protokolu SRTP o Diffieho-Hellmanovu
výmeˇnu klícˇu˚, metodu SAS a RS. ZRTP je odolné proti Man-in-the-Middle. Protokol
ZRTP nahrazuje nezabezpecˇenou výmeˇnu master klícˇe. Ten je v SRTP zasílán v nezabez-
pecˇeném SDP. Po zajišteˇní bezpecˇné výmeˇny klícˇu˚ se provede prˇepnutí do SRTP módu
[16, 17].
Porˇadí módu˚:
• Detekce, zda je prˇítomna podpora ZRTP.
• Výmeˇna symetrických klícˇu˚.
• Prˇepnutí do SRTP.






Tato technika umožnˇuje pocˇátecˇní výmeˇnu symetrických klícˇu˚, bez prˇedem dohodnu-
tého šifrovacího klícˇe (prˇedchozího sdíleného tajemství). Princip spocˇívá v tom, že si
každá ze stran vygeneruje dva klícˇe, soukromý a verˇejný. Verˇejný klícˇ je poslán druhé
straneˇ, kde je z neˇj, za pomocí matematických operací, odvozen symetrický klícˇ [17].




Samotná technologie Diffieho-Hellmana neposkytuje ochranu proti útoku Man-in-the-
Middle. Proto ZRTP v rámci tohoto protokolu používá technologii SAS. Metoda je pou-
žita k autentizaci druhé strany. SAS detekuje, zda není v pru˚beˇhu vytvárˇení relace cílem
útoku Man-in-the-Middle. Hodnota SAS je vypocˇtena jako hash symetrického klícˇe do-
hodnutého metodou Diffeiho-Hellmana. Hash je vygenerován na obou komunikujících
stranách a poté zaslán. Neshodují-li se klícˇe, je relace s velkou pravdeˇpodobností prˇed-
meˇtem útoku [15].
Použití Diffieho-Hellmana s technologií SAS omezuje útocˇníka na uhádnutí správné
hodnoty v krátkém cˇasovém intervalu. Cˇím veˇtší je délka SAS, tím je šance na uhodnutí
klícˇe menší. Naprˇíklad, je-li SAS o délce 16 bitu˚, je šance na uhádnutí prˇibližneˇ 0,0015%.
Referencˇní desktopový klient Zfone, implementovaný samotným autorem ZRTP, pou-
žívá pro generování SAS hodnoty metodu HMAC-SHA-256 v délce 256 bitu˚.
3.3.3 Metoda RS
Další z metod zabranˇující útoku Man-in-the-Middle je metoda zvaná kontinuita klícˇe.
Jedná se o metodu, kdy klícˇ z první relace je zapamatován za prˇedpokladu, že nebyl
indikován útok. Klícˇ je použit pro navázání dalších relací a metoda SAS není potrˇeba
[17].
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4 Stávající SIP rˇešení
Výsledkem této práce bude klient napsaný pro operacˇní systém Android. Proto bylo roz-
hodnuto otestovat neˇkolik jiných klientu˚ využívající práveˇ protokol SIP na platformeˇ An-
droid. Nebylo zkoumáno chování klientu˚ v umeˇle navozených podmínkách, ale klienti
byli testováni v reálných podmínkách (mobilní propojení k internetu, sít’ s pevným prˇi-
pojením, za technologií NAT, v síti Wifi). Testování zapocˇalo klientem zakomponovaným
prˇímo v systému Android a následneˇ prošli testem SIP klienti, nabízení prostrˇednictvím
distribucˇního systému Google Play.
4.1 Testování klientu˚
Zvolení klienti byli podrobeni testu, kdy byl na dveˇ zarˇízení (kapitola 6) nainstalován
téže klient. Následneˇ byl na obou klientech prˇihlášen uživatelský úcˇet ze serveru iptel.org.
Tento server byl zvolen jako zástupce verˇejných SIP registrátoru˚. Pro oveˇrˇení požadované
podpory šifrování, byl nakonfigurován a spušteˇn i vlastní SIP server. Tuto funkcionalitu
poskytl program Asterisk ve verzi 11.8.1. Konfigurace serveru je uvedena v prˇíloze této
práce B.
Test byl provádeˇn pokusem o navázání hovoru se zapnutým i vypnutým šifrováním
a s ru˚zným typem prˇipojení k internetu. V prˇípadeˇ úspeˇchu pak i na zmíneˇném lokálním
serveru.
4.1.1 Nativní klient
Systém Android obsahuje od verze 4.0 (byl zpeˇtneˇ prˇidán i do verze 2.3) jednoduchý SIP
klient [19]. Nastavení tohoto klienta je možné nalézt v nastavení volání v sekci interne-
tové hovory. Prˇedností tohoto klienta je snadné nastavení. Mezi hlavní nevýhody se pak
rˇadí nulová podpora jakékoliv formy šifrování.
Obrázek 9: Ukázka nativního klienta
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Beˇhem testování bylo zjišteˇno, že neˇkteré telefony deklarovaného klienta neobsahují,
i prˇesto, že používají verzi Androidu, která ve své cˇisté podobeˇ klienta obsahuje. Dále
byly objeveny i upravené verze tohoto klienta, které nebylo možné nastavit na používání
mobilního internetu (fungovaly pouze prˇes WIFI sít’). I prˇes zmíneˇnou chybeˇjící podporu
šifrování funguje integrovaný klient velmi dobrˇe, pokud je na daném zarˇízení dostupný.
4.1.2 3CXPhone
Prvním zástupcem, stažitelných SIP klientu˚ z distribucˇního systému Google Play, je klient
s názvem 3CXPhone od spolecˇnosti 3CX. Grafické rozhranní klienta není vzhledoveˇ po-
vedené ani prˇehledné. Obzvlášt’ nastavení klienta je velmi nekvalitneˇ zpracované. Klient
rovneˇž nepodporuje žádnou formu šifrování. Mezi výhody lze zarˇadit autory deklarova-
nou možnost konferencˇních hovoru˚ [20].
Obrázek 10: Ukázka klienta 3CXPhone [20]
Prˇi vyplnˇování uživatelského profilu je nutné zadat jméno profilu, pod kterým se
bude profil v aplikaci zobrazovat a pro navázání SIP spojení nemá žádný význam. Pro-
gram si jej nedokáže, alesponˇ volitelneˇ, sestavit ze zadaných uživatelských údaju˚, což
prodlužuje dobu nutnou pro nastavení klienta. Za velké negativum považuji nemožnost
zadat adresu volaného úcˇastníka jinak než cˇísly, stejneˇ tak nelze volat na kontakt z jiné
domény.
Klient byl podroben testu navázání hovoru, ten se však nezdarˇil. S ohledem na zjiš-
teˇné nedokonalosti nelze tohoto klienta doporucˇit.
4.1.3 CSipSimple
Nejpoužívaneˇjším stažitelný klient (podle statistik Google Play [21]) se jmenuje CSipSim-
ple. Jedná se o svobodný klient (vcˇetneˇ otevrˇeného zdrojového kódu) se spoustou zajíma-
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vých doplnˇkových funkcí, jako naprˇíklad nahrávání hovoru˚. Je postaven nad knihovnou
PJSIP a plneˇ využívá všech jejích vlastností [22].
Obrázek 11: Ukázka klienta CSipSimple [22]
Klient využívá možností poskytovaných systémem Android vcˇetneˇ vzhledu kompo-
nent a volitelné integrace do systému, což pu˚sobí na uživatele velmi prˇíveˇtiveˇ. Rovneˇž
rˇešení rozložení nabídek a celková prˇehlednost je na velmi vysoké úrovni.
Mezi hlavní výhody tohoto klienta patrˇí [22]:
• Podpora nespocˇtu i HD kodeku˚.
• Porpora šifrování pro SIP i RTP (ZRTP).
• Porpora textových zpráv (Instant Messaging).
Klient byl podroben testu navázání hovoru, ten byl úspeˇšný i s jiným, proveˇrˇeným
klientem. CSipSimple je velmi povedený a lze jej jen doporucˇit.
4.1.4 Jumblo
Klient s názvem Jumblo je nesvobodný, proprietární a ke stažení je zdarma. Prˇi instalaci
požadoval velké množství oprávneˇní a ve srovnání s ostatními testovanými klienty pro-
vedl vytvorˇení zástupce, import kontaktu˚ a získání dalších citlivých údaju˚ bez veˇdomí
uživatele (prˇi prvním spušteˇní se dále nedotazoval, ani neinformoval). Žádnou z teˇchto
akcí nebylo možné v nastavení klienta zrušit [23].
Prˇi nastavování SIP úcˇtu je seznam podporovaných domén (poskytovatelu˚ SIP te-
lefonie) pevneˇ omezen a neexistuje zde možnost prˇidat vlastní. Seznam poskytovatelu˚
obsahuje pouze placené služby.
Uživatelské rozhranní je na pohled hezké, ale je neoptimalizované, zasekává se, a ob-




Klient Media5-fone je zdarma stažitelný, ale obsahuje velké množství reklam. Prˇi prvním
spušteˇní se bez informování uživatele zaintegroval do systému a neumožnil tuto mož-
nost zvrátit. Pro prˇihlášení uživatele je nutné použít neˇkterého z pevneˇ nabízených po-
skytovatelu˚. Teˇch je velké množství (není možné v seznamu hledat cˇi filtrovat) a možnost
prˇidat vlastního prˇibyla v poslední verzi. Šifrování tento klient zvládá až po dokoupení
rozšírˇení [24].
Obrázek 12: Ukázka klienta Media5-fone [24]
Prˇihlášení k SIP úcˇtu se zdarˇilo, hovor ale navázat nešel.
4.1.6 MizuDroid
Velkou výhodou klienta MizuDroid malá velikost aplikace a podpora starších verzí An-
droidu (od 2.0). Registrování úcˇtu probeˇhlo bez problému, klient ale v polícˇku pro heslo
neskrývá zadávané znaky. Klient podporuje šifrování ZRTP [25].
Test navázání hovoru mezi dveˇma stejnými klienty byl neúspeˇšný, povedlo se ale
navázat hovor s jiným klientem. Celkoveˇ tuto aplikaci nelze doporucˇit.
4.2 Zhodnocení
Ze všech testovaných klientu˚ byl schopen uskutecˇnit registraci a následneˇ hovor pouze
CSipSimple. Ten zvládá i šifrování hovoru˚.
Dosažené výsledky nutneˇ neznamenají, že by žádný z ostatních klientu˚ nefungoval.
Problémy mohly být zaprˇícˇineˇny nastavením síteˇ, naprˇíklad použitím technologie NAT,
což poukazuje na neúplnou implementaci neˇkterých klientu˚ v oblasti signalizace nebo
routování. Jelikož je ovšem úcˇelem této práce vytvorˇit v praxi použitelného a robustního
klienta, jsou s ohledem na použitelnost tyto chyby neprˇípustné.
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5 Návrh klienta
Jako první krok bylo nutné vybrat jazyk a technologie, v kterých bude nový klient vy-
víjen. Klient musí být spustitelný na platformeˇ Android a prˇípadneˇ bez veˇtších potíží
portovatelný pod desktopové (Windows, Linux) cˇi jiné systémy.
5.1 Programovací jazyk
Pro vývoj klienta se nabízejí programovací jazyky: C, C++, Java, anebo neˇkterý z moder-
ních jazyku˚, jako je Go, Vala, Haxe, Rust.
5.1.1 Jazyk C
Jazyk C je nízkoúrovnˇový jazyk, vyznacˇující se velkou rychlostí. Doba kompilace je však
u veˇtšiny kompilátoru˚ velmi dlouhá (ve srovnání s moderneˇjšími jazyky). Rovneˇž pod-
pora noveˇjších verzí jazyka C (C99) není, ze strany kompilátoru˚, prˇíliš dobrá. S ohledem
na stárˇí a jednoduchost jazyka zde schází mechanismy, známé z moderních jazyku˚ (na-
prˇíklad automatická správa pameˇti), což by se negativneˇ projevilo na dobeˇ vývoje [26].
5.1.2 Jazyk C++
Lepší volbou by v tomto prˇípadeˇ byl jazyk C++, nicméneˇ jeho podpora v kompilátorech
není rovneˇž úplná. Jazyk obsahuje velké množství syntaktických prvku˚, neobsahuje au-
tomatickou správu pameˇti a jeho kód je ve srovnání s moderními programovacími jazyky
neprˇehledný. Rˇešením by mohlo být využití jednoho z komplexních programátorských
frameworku˚, naprˇíklad knihovny Boost [27].
5.1.3 Jazyk Java
Java je vysokoúrovnˇový jazyk s jednoduchou, cˇistou a prˇehlednou syntaxí. Jelikož sou-
cˇástí této práce je vytvorˇit jednoduché a prˇehledné API, jazyk Java je ideálním kandi-
dátem. Je široce podporovaný v desktopových operacˇních systémech a díky technologii
JNI je možné na neˇkteré komponenty využít rychlejšího jazyka C. Aplikace pro Android
se rovneˇž programují v tomto jazyce. Soucˇástí platformy Java je i sada Java collections
framework a další podpu˚rné trˇídy, které velice usnadnˇují vývoj [28].
5.1.4 Jazyk Go
Go je nízkoúrovnˇový jazyk (jako C) využívající myšlenky z vyšších programovacích ja-
zyku˚. Má automatickou správu pameˇti a velký du˚raz klade na bezpecˇnost. Bohužel,
v dobeˇ vzniku této práce neexistovala prˇímá podpora tohoto jazyka na platformeˇ An-




Vala vzniká jako soucˇást projektu Gnome jako zdokonalená náhrada za jazyk C se syntaxí
podobnou jazyku C#. Jelikož je možné ji prˇekládat do jazyka C, její použití by bylo možné.
S ohledem na pozdeˇjší vývoj práce byl tento jazyk zamítnut [30].
5.1.6 Jazyk Haxe
Haxe je vysokoúrovnˇový jazyk se zvláštním konceptem. Jeho zdrojový kód se nejdrˇíve
zkompiluje na jiný jazyk (C#, C++, Java, JavaScript, . . . ). Pro použití tohoto jazyka by bylo
nutné nastavit ru˚zné kompilacˇní procesy a prˇipojit do neˇj ru˚zná potrˇebná API. Jelikož
i jiné jazyky z mnou uvažovaných umožnˇují multiplatformní užití a Haxe by negeneroval
optimální kód, byl proto z výbeˇru vyrˇazen [31].
5.1.7 Jazyk Rust
Rust vzniká pod záštitou Mozilla Research a má nahradit jazyk C++ v jádrˇe Gecko webo-
vého prohlížecˇe Mozilla Firefox. Jazyk prˇináší vysokoúrovnˇový prˇístup, prˇestože se snaží
udržet na úrovni jazyka C (podobneˇ jako jazyk Go). Jazyk obsahuje velké množství syn-
taktických pravidel a prˇináší neˇkteré zajímavé koncepty, jako naprˇíklad 4 druhy ukaza-
telu˚ apod. Jazyk byl nakonec z výbeˇru vyrˇazen, protože celkoveˇ by použití jazyka Rust
neprˇineslo projektu veˇtší užitek [32].
5.2 Vývojové prostrˇedí a nástroje
Aplikace pro platformu Android je možné psát v ru˚zných vývojových prostrˇedích. Neˇ-
která prˇímo podporují integraci Android Development Toolkit (ADT), v jiných je možné
použít doplneˇk (plugin), prˇípadneˇ kompilaci nastavit rucˇneˇ [33].
Pro vývoj aplikací na operacˇní systém Android vytvárˇí spolecˇnost Google sadu ná-
stroju˚ nazvanou souhrnneˇ jako Android Development Toolkit. Soucˇástí sady jsou:
• Nástroje pro kompilaci kódu.
• Nástroje pro ladeˇní kódu.
• Nástroje pro prˇevod java bytecode do dx.
• Emulátor systému Android s prˇednastavenými konfiguracemi.
• Programy pro komunikaci a ovládání prˇipojených Android zarˇízení.
Soucˇástí ale není sada Native Development Toolkit (NDK), pro vývoj cˇástí aplikace
v jazyce C nebo C++. Veˇtšina aplikací tuto funkcionalitu nepoužije, protože je urcˇena
prˇedevším pro zvláštní druhy aplikací, které vyžadují nízkou komunikaci s hardwarem
nebo je z neˇjakého du˚vodu není možné prˇepsat do jazyka Java [34]. NDK je vlastneˇ ja-
kousi obdobou JNI desktopové Javy pro Android.
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Od pocˇátku vývoje operacˇního systému Android existuje rozšírˇení pro IDE Eclipse,
které umožnˇuje používat ADT prˇímo, a tím umožnˇuje snadný vývoj Android aplikací.
Eclipse samotný podporuje vývoj v mnoha programovacích jazycích a pro celou rˇadu
platforem. Za vývojem IDE stojí spolecˇnost IBM, která v listopadu 2001 uvolnila zdrojové
kódy Eclipse 1.0 jako open source. Eclipse je napsán v jazyce Java, je postaven nad sadou
komponent SWT a využívá modulární framework OSGi [35].
V kveˇtnu roku 2013 oznámila spolecˇnost Google vývoj nového IDE, urcˇeného spe-
ciálneˇ pro vývoj Android aplikací, pod názvem Android studio. Základ nového IDE je
IntelliJ IDEA od spolecˇnosti JetBrains. Oproti Eclipse nabízí nástroj vylepšené vlastnosti
[36], naprˇíklad:
• Kompilaci rˇízenou nástrojem Grandle.
• Rychlé opravy a refaktoring prˇizpu˚sobený speciálneˇ potrˇebám Androidu.
• Podepisování aplikací prˇímo v IDE.
• Šablony a pru˚vodci pro rychlé vytvárˇení návrhu˚ a komponent.
• Pokrocˇilý editor se zvýraznˇováním syntaxe umožnˇující drag-and-drop a visuální
náhledy.
• Integrace služeb Google Cloud a Google App Engine.
5.3 Experimentální vývoj
Než byl zapocˇat samotný vývoj, bylo vytvorˇeno neˇkolik aplikací, testujících ru˚zné cˇástí
protokolu SIP nebo práci s ním.
Zkoumána byla reálná komunikace SIP klienta se serverem. Cílem bylo napsat pro-
gram, který bude schopen prˇijímat a odesílat základní zprávy protokolu SIP. Program
bylo nutné naucˇit udržovat prˇihlášeného uživatele na serveru registrátora SIP.
5.3.1 RailRoad diagramy
RailRoad diagramy jsou syntaktické diagramy, které byly vytvorˇené pro reprezentaci
bezkontextové gramatiky. Jsou jednoduché, velmi prˇehledné a rychle pochopitelné.
K lepšímu porozumeˇní SIP gramatice byl v rámci této práce vytvorˇen jednoduchý
program na kreslení RailRoad diagramu˚. Tento pomocný program vizualizuje grama-
tiku zadanou pouze ve formátu JSON [38]. Bylo proto nutné rucˇneˇ prˇepsat cˇásti grama-
tiky zapsané v Backus-Nauroveˇ Formeˇ. Jedná se o syntaxi, která se používá používaná
k vyjádrˇení bezkontextové gramatiky ve standardech RFC [37].
Pro realizaci programu posloužila platforma Java a grafické prostrˇedí komponent
Swing. Program slouží pouze jako pomocný, proto má velmi omezené funkce a na vý-
sledného klienta nemá žádný vliv. Plánuji rozšírˇení o možnost cˇíst prˇímo zápis podle RFC
2234 [37].
Ukázka RailRoad diagramu SIP URI je zobrazena na obrázku 13.
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Obrázek 13: Ukázka RailRoad diagramu SIP URI
5.3.2 Parser SIP zpráv
Platforma Android v rámci vytvárˇení aplikací nabízí realizaci prˇevážneˇ v jazyce Java.
Je však možné napsat neˇkteré cˇasti programu v nativním kódu (C/C++). Tuto možnost
nabízí technologie NDK, postavená na technologii JNI. Výhoda této technologie je ve
využití prˇedností jazyku˚ C cˇi C++, a to prˇevážneˇ rychlosti [39].
Vyvstala proto otázka, zda by nebylo vhodneˇjší, aby byly SIP zprávy parsovány nativ-
ním kódem. Vznikl proto, v rámci prˇedmeˇtu Operacˇní Systémy pro Mobilní Zarˇízení,
experiment, jehož cílem bylo urcˇit, zda je rychlejší parser SIP zpráv v Javeˇ nebo C++.
Jako testovací množina posloužila zachycená registracˇní zpráva protokolu SIP. Ta byla
opakovaneˇ parsována nejdrˇíve pomocí kódu v jazyce Java a následneˇ byl stejný pocˇet
zpráv parsován kódem v C++. Soucˇástí testovací smycˇky nebyla žádná práce se sítí ani
se zdroji, proto jsou nameˇrˇené hodnoty závislé pouze na dobeˇ parsování zprávy. Parser
napsaný v Javeˇ zvládl zpracovat frontu zpráv prˇibližneˇ za 720 milisekund. Parser v C++
zpracoval stejné množství za prˇibližneˇ 1100 milisekund.
Experiment dopadl lépe ve prospeˇch Javy. Vše nasveˇdcˇuje tomu, že volání nativních
funkcí a naopak Java funkcí v nativním kódu má velkou režii. SIP zprávy jsou moc krátké
na to, aby tuto režii eliminovala rychlost parsování. Proto zvýšením množství parsova-
ných zpráv nezvrátí pomeˇr výsledku experimentu.
V prˇípadeˇ replikace výsledku˚ jsou zdrojové kódy dostupné v prˇíloze.
5.4 SIP frameworky
Klícˇový pro vývoj vlastního klienta bylo vybrat knihovnu, která zajistí podporu proto-




Kompletní implementace celého SIP rˇešení není jednoduchá. Protokol SIP je neustále roz-
širˇován dalšími a dalšími RFC. Nejen on, ale i protokoly, které využívá, jsou neustále
vyvíjeny. Spolu s tím je spojena složitost celého rˇešení.
Jádro samotného SIPu bylo do konce roku 2013 popsáno cˇi jinak upraveno celkem
v šesti ru˚zných RFC. U protokolu SDP skýtá tento seznam dokonce 32 ru˚zných RFC.
Protokol RTP jich má pak na konteˇ 31.
Protokol SIP využívá neˇkterých mechanismu˚, které zdeˇdil nebo si vypu˚jcˇil z jiných
protokolu˚. Naprˇíklad adresy SIP jsou rozšírˇením adres URI, které samotné užívají adres
IP nebo DNS. Také jsou využívány autentizacˇní mechanismy, známé z jiných protokolu˚.
Dále je v SIP využita technologie MIME. I ta je specifikována v jedenácti RFC. Celkem
tedy všechna rozšírˇení protokolu SIP dosahují pocˇtu 106 RFC (neˇkterá rozšírˇení se týkají
pouze SIP serveru˚).
Pro vytvorˇení klienta, který by poskytnul všechny služby nabízené SIP technologií,
by bylo nutné du˚kladneˇ analyzovat a detailneˇ nastudovat prˇibližneˇ 189 vzájemneˇ se do-
plnˇujících nebo vylucˇujících dokumentu˚.
Klícˇové u protokolu SIP je porozumeˇt základní funkcionaliteˇ. Implementace kom-
plexního rˇešení vyžaduje dlouhodobé plánování a mnoho zdroju˚, což lépe zvládne veˇtší
organizovaná skupina lidí.
Z výše uvedených du˚vodu˚ nebyla v rámci této práce zapocˇata implementace nového
plnohodnotného SIP jádra. Soucˇástí práce je ale neˇkolik experimentu˚ s implementací par-
seru a struktury uchovávání informací protokolu SIP. Plnohodnotneˇ je pak zapracováno
API, do kterého je možné snadno napojit jádro jakéhokoliv SIP klienta [40].
5.4.2 Sofia SIP
První z testovaných knihoven je Sofia SIP postavená na SIP zásobníku, který vyvinula
spolecˇnost Nokia. Je naimplementovaná v jazyce C++ a dostupná pod svobodnou licenci
GNU LGPL. Primárneˇ je urcˇena pro cílovou platformu GNU/Linux. Knihovna splnˇuje
podmínky dané v RFC 3261 [2, 41].
Po stažení zdrojových kódu˚ knihovny následoval pokus o kompilaci podle dokumen-
tace od autoru˚. Jako první nastal problém zastaralých souboru˚ typu makefile. Prˇi pokusu
o spušteˇní automatické kompilace došlo k chybeˇ, na základeˇ které bylo zjišteˇno, že kni-
hovnu není možné zkompilovat s novou verzí programu make. Ani po získání a instalace
starší verze programu make se však kompilace nezdarˇila. Znovu tedy byly prˇekontrolo-
vány všechny požadavky a závislosti specifikované autory, prˇicˇemž žádná další chyba
v postupu nebyla objevena. I prˇesto se kompilace knihovny nepodarˇila dokoncˇit a podle
nahlášených chyb ani dohledat du˚vod, procˇ tomu tak je. Z toho du˚vodu byla knihovna
Sofia SIP vyrˇazena po dvou dnech pokusu˚ práce s ní.
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5.4.3 Jitsi
Pu˚vodneˇ Java klient pro desktop, který využívá stejnojmennou SIP knihovnu. Výhodou
je implementace celého rˇešení v jazyce Java. Naopak za hlavní nevýhodu lze považo-
vat provázanost frameworku s knihovnami AWT a Swing, které se na platformeˇ An-
droid nenacházejí. Po prozkoumání zdrojových kódu knihovny Jitsi, které jsou k dispo-
zici jako open source pod svobodnou licencí GNU LGPL, bylo zjišteˇno, že z celkového
pocˇtu dva a pu˚l tisíce trˇíd využívá knihovny AWT a Swing asi trˇi z nich. S ohledem na
složitost celého rˇešení není ale jednoduché tuto závislost jednoduše eliminovat, což kom-
plikuje port pro Android [42].
V soucˇasnosti existuje projekt (iniciován samotným autorem Jitsi), jehož snahou je
zmíneˇný port pro systém Android vytvorˇit. Problém provázanosti s AWT a Swing rˇeší
doplneˇním tzv. stubu˚ požadovaných trˇíd se stejným názvem. Další problém, nutnost po-
užití frameworku OSGi, rˇeší autorˇi vlastní manuální portaci této technologie do Andro-
idu. Samotná aplikace ale není plneˇ hotova a rovneˇž není stabilní. Další nevýhodou je
doba kompilace. Ta je z du˚vodu nutného vyrˇazení automatické kompilace pro Android
velmi zdlouhavá a prˇi sebemenší zmeˇneˇ kódu je nutné ji provést celou znovu. Na pru˚-
meˇrném pocˇítacˇi trvá kompilace kolem peˇti minut [43].
Po peˇti dnech práce s touto knihovnou a snaze integrovat ji do projektu, vytvárˇeného
v rámci této práce, byla oznacˇena jako nevhodná a bylo trˇeba prˇiklonit se k použití jiného
rˇešení.
5.4.4 PJSIP
PJSIP je rozsáhlá knihovna napsaná v C/C++ poskytující dokonce neˇkolik rozhraní umož-
nˇujících práci s protokolem SIP. Knihovna je kompilovatelná na velkém množství platfo-
rem vcˇetneˇ operacˇního systému Android [44].
Prvním krokem bylo stažení zdrojových kódu˚ knihovny, které pak byly dle postupu
autoru˚ zkompilovány bez veˇtších komplikací. Zapojení do projektu se rovneˇž zdarˇilo,
a proto bylo rozhodnuto tuto knihovnu použít v implementaci.
5.5 Návrh funkcionality
V prˇípadeˇ navrhování klienta se na tento úkol pohlíželo komplexneˇ a byly tak navrženy i
veˇci, které bude klient obsahovat až v budoucích verzích. Z tohoto du˚vodu byl návrh roz-
deˇlen do dvou fází. První fáze obsahuje funkcionalitu požadovanou v rámci této práce.
Konkrétními cˇástmi jsou:
• Správa uživatelských úcˇtu˚.




První fáze klienta obsahuje vše, co by meˇl komunikacˇní klient z pohledu koncového
uživatele obsahovat. Druhá fáze pak prˇidává podporou textových zpráv (IM). Schéma
návrhu je videˇt na obrázku 14.
Obrázek 14: Návrh funkcionality
5.5.1 Správa uživatelských úcˇtu˚
Rozhodnutí o použití knihovny PJSIP prˇineslo klientu podporu víceuživatelského prˇí-
stupu. Pocˇet uživatelských úcˇtu˚ tedy nebude omezen, ale je nutné dát uživateli na výbeˇr,
z kterého úcˇtu se mají provádeˇt odchozí volání nebo jiné akce, které to vyžadují. Tento
vybraný úcˇet je oznacˇen jako primární úcˇet.
Du˚ležitým rozdílem oproti jiným SIP klientu˚m bude možnost udržet více prˇihláše-
ných uživatelských úcˇtu˚ soucˇasneˇ, tedy prˇijímat hovory ze všech zaregistrovaných úcˇtu˚
uživatele.
5.5.2 Základní funkcionalita volání
Volání bude rˇešeno na úrovni knihovny a je tedy nutné pouze navrhnout prˇíslušné pro-
pojení a grafickou podobu pru˚beˇhu hovoru.
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5.5.3 Správa kontaktu˚
Klient bude umožnˇovat uložení kontaktu˚, jejich správu a vyhledávání. S ohledem na jed-
noduchost celého rˇešení není v plánu implementovat plnohodnotný adresárˇ kontaktu˚,
jak je tomu naprˇíklad v operacˇním systému Android, ale spíše nabídnout uživateli jed-
noduchou a prˇehlednou možnost, jak zadávat složiteˇ napsatelné a zapamatovatelné SIP
adresy.
Kontakt bude reprezentován dvojicí hodnot jméno kontaktu a SIP adresa. Filtro-
vání celého seznamu kontaktu˚ bude probíhat soubeˇžneˇ se zadáváním adresy (filtrovat se
bude jak podle jména, tak podle adresy) a klepnutím na vybranou položku ze seznamu
kontaktu˚ se adresa vyplní. Pokud zadávaná adresa není v seznamu, klient ji umožní jed-
noduše prˇidat doplneˇním jména (prˇípadneˇ jméno odvodí z adresy).
5.5.4 Historie událostí
Poslední z funkcí, která bude soucˇástí první fáze vývoje, je historie událostí. Událostí se
v tomto prˇípadeˇ myslí zmeškané volání, odchozí prˇijaté i neprˇijaté hovory, prˇípadneˇ další
významné události, o kterých by meˇl být uživatel informován.
Soucˇástí uchované události bude informace o tom, kdy se událost stala (prˇípadneˇ jak
dlouho trvala), obecný popis události a druhý úcˇastník, který se na vzniku události podí-
lel (SIP adresa volaného, apod.). Události pak budou v seznamu rˇazeny od nejnoveˇjších
a bude možné je smazat.
5.6 Návrh API
Prˇestože bude beˇhem vývoje využívána knihovna PJSIP, bude soucˇástí práce jednotné
rozhraní pro práci s protokolem SIP, umožnˇující integrovat libovolnou knihovnu nebo
framework.
Jelikož se jedná o Android projekt psaný v programovacím jazyce Java, je nutné, aby
rozhranní bylo objektoveˇ orientované. Základním stavebním kamenem tohoto rozhranní
budou interface.
Základem je rozhranní SIP, reperezentující konkrétní implementaci protokolu SIP
(jádro). V rámci životního cyklu obsahuje rozhranní metody init a free, které umož-
nˇují zavést modul a ukoncˇit práci s ním. Jedinou další metodou tohoto rozhranní je
createAccount, která na základeˇ SIPURI objektu vytvorˇí a prˇihlásí SIP úcˇet.
Úcˇty protokolu SIP jsou reprezentovány rozhranním SIPAccount. Rozhranní umož-
nˇuje navázat nový hovor, odeslat zprávu (Instant message), spravovat seznam kontaktu˚
a rˇídit správu událostí.
Hovor je reprezentován rozhranním SIPCall. Toto rozhranní poskytuje funkcionalitu
potrˇebnou pro zvednutí hovoru (metoda answer). Za pomocí metody getDuration je možné
zjistit dobu, po kterou hovor probíhá nebo probíhal. Metody getRemote vrací URI adresu
druhého úcˇastníka hovoru. Pokud hovor stále probíhá, vrací metoda isActive hodnotu
true. Textovou reprezentaci stavu hovoru je možné získat pomocí metody getState.
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Pro rˇešení reprezentace textových zpráv je zde rozhranní SIPMessage. Obsahuje cˇtyrˇi
metody: První z metod getFromURI umožnˇuje získat URI adresu odesilatele. Druhá me-
toda getToURI naopak vrací adresu prˇíjemce. Teˇlo zprávy (getContent) je tvorˇeno textem,
který mu˚že být ru˚zného typu. Typ teˇla zprávy lze získat voláním metody getContentType,
která vrátí MIME typ obsahu. Výchozím typem obsahu zprávy je " text / plain".
Kontakty jsou reprezentovány rozhraním SIPContact. Každý kontakt má svou prˇe-
zdívku, kterou lze získat voláním metody getNick. Další cˇástí kontaktu je jeho URI adresa,
kterou lze získat voláním metody getURI.
Rozhranní SIPAccountListener reprezentuje události týkající se uživatelského úcˇtu vy-
volané ze strany serveru. Pokud dojde ke zmeˇneˇ stavu prˇihlášení uživatele, vyvolá se
událost onRegistrationStateChange. V prˇípadeˇ prˇíchozího hovoru se spustí metoda onCall,
pro prˇíchozí zprávu zase metoda onMessage.
5.7 Návrh GUI
S ohledem na navrženou funkcionalitu a zpu˚sob vytvárˇení aplikací pro operacˇní systém
Android bylo nutné navrhnout grafické rozložení všech obrazovek (tzv. aktivit). Roz-
vržení musí zohlednˇovat nutnost dotykového ovládání, meˇlo by být prˇehledné a pro
uživatele intuitivní a jednoduché.
Jako prˇedloha pro rozvržení komponent byl použit obrázek 15.
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Obrázek 15: Návrh rozložení komponent
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6 Implementace
Na základeˇ prˇedchozích zjišteˇní, popsaných v kapitole 5, bylo rozhodnuto projekt vyvíjet
v jazyce Java za použití prostrˇedí Eclipse. Vývoj probíhal na operacˇním systému Xubuntu
13.10 a k testování vyvíjené aplikace byla k dispozici dveˇ fyzická zarˇízení:
• LG P500 Optimus One [45]
– Display: 3,2", 320 x 480, 180 DPI
– Operacˇní pameˇt’: 512 MB
– Interní pameˇt’: 165 MB
– Procesor: Qualcomm MSM7227 (1x ARM1136, 600 MHz, 65nm)
– Android: 2.3.3 Gingerbread, API 10 (aktualizován)
• Sony Xperia tipo [46]
– Display: 3,2", 320 x 480, 180 DPI
– Operacˇní pameˇt’: 512 MB
– Interní pameˇt’: 3 GB
– Procesor: Qualcomm MSM7225A (1x Cortex-A5, 800 MHz, 45nm)
– Android: 4.0.4 Ice Cream Sandwich, API 14 (aktualizován)
Jako jádro klienta byl zvolen komunikacˇní framework PJSIP (kapitola 5.4). Kvu˚li roz-
širˇitelnosti klienta a nezávislosti na zvolené implementaci protokolu SIP byla vytvorˇena
mezivrstva, popsaná v kapitole 5.6.
Z du˚vodu zpeˇtné kompatibility aplikace se systémem Android 2.0 (API 5) nebyly
beˇhem vývoje využity žádné cˇásti Androidu prˇidané v noveˇjším API.
6.1 Kompilace PJSIP pro Android
V první rˇadeˇ bylo nutné zprovoznit PJSIP pro systém Android. PJSIP lze kompilovat pro
rˇadu platforem vcˇetneˇ operacˇního systému Android. S ohledem na další vývoj bylo nutné
sestavit prázdný projekt s podporou knihovny PJSIP. K tomu je potrˇeba nainstalovat ná-
sledující soucˇásti [47]:
• Zdrojové kódy knihovny PJSIP (verze 2.2.1) z adresy www.pjsip.org/download.htm.
• Nástroj SWIG alesponˇ ve verzi 2.0.5.
• Android SDK a NDK (minimálneˇ ve verzi r8b).
• Eclipse s ADT pluginem pro jednodušší vývoj.
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Jakmile je vše prˇipraveno k použití, je trˇeba nastavit požadovanou kompilaci pro-
jektu zásahem do souboru config_site.h. Tento soubor se nachází ve složce zdrojových
kódu˚ ./pjlib/include/pj/ knihovny PJSIP (pokud zde není stacˇí jej vytvorˇit). Do souboru
je nutné zapsat následující kód:
#define PJ_CONFIG_ANDROID 1
#include <pj/config_site_sample.h>




make dep && make clean && make
6.1.1 Šifrování
Prvním krokem k zprovozneˇní TLS a SSL je úspeˇšná kompilace knihovny OpenSSL pro
systém Android. Tomuto tématu se na internetu veˇnuje neˇkolik projektu˚. Pro úcˇely to-
hoto projektu byl vybrán openssl-android. Projekt stacˇí stáhnout ze serveru GitHub,
rozbalit a následneˇ spustit kompilaci pomocí nástroje ndk-build:
cd openssl-android
/cesta/k/ndk-build
Po úspeˇšné kompilaci je ješteˇ zapotrˇebí zkopírovat soubory libcrypto.so a libssl.so
ze složky libs/armeabi/ do lib/.
Podporu TLS a SSL je nutné zapnout v souboru config_site.h následujícími defini-
cemi:
#define PJ_HAS_SSL_SOCK 1
Prˇíkaz potrˇebný pro konfiguraci kompilace je potrˇeba upravit prˇidáním parametru
withssl, který obsahuje cestu k openssl. Výsledný prˇíkaz tedy vypadá následovneˇ:
./configure-android --with-ssl=/cesta/do/openssl-android
6.1.2 Zjednodušení kompilace
Pro zjednodušení a automatizaci postupu popsaného v této kapitole byl vytvorˇen skript
pro Bash jménem PREPARE.sh, který stacˇí umístit do korˇenové složky projektu a spustit.
Struktura projektu je následující:
• .classpath - soubor generovaný Eclipse s ADT
• .project - soubor generovaný Eclipse s ADT
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• .settings - soubor generovaný Eclipse s ADT
• AndroidManifest.xml - popisuje aplikaci vcˇetneˇ jejich komponent, oprávneˇních
atd.
• assets - obsahuje jinam nezarˇaditelné zdroje (naprˇ. fonty)
• bin - zkompilované java soubory, zdroje a kompilát výsledné aplikace (.apk)
• doc - dokumentace vygenerovaná nástrojem Javadoc
• gen - java soubory generované Eclipse s ADT, naprˇíklad zdroje do R.java
• jni - obsahuje nativní zdrojové kódy (+ makefile) pro NDK
• libs - vlastní linkované knihovny
• output - zdrojové kódy PJSIP vygenerované pro Android skriptem PREPARE.sh
• pjproject-2.2 - zdrojové kódy PJSIP
• PREPARE.sh - Bash skript generující PJSIP pro Android
• proguard-project.txt - soubor s nastavením pro nástroj ProGuard
• project.properties - obsahuje nastavení projektu (API na které je aplikace cílena)
• README.md - informacˇní soubor ve formátu Markdown
• res - složka se zdroji pro Android
• src - složka se zdrojovými kódy (.java)
Na zacˇátku skriptu jsou dveˇ promeˇnné, které je nutné korektneˇ nastavit. Promeˇnná
OFOUS_PJDIR odkazuje na složku se zdrojovými kódy knihovny PJSIP. Druhá promeˇnná,
OFOUS_NDKDIR, odkazuje na složku s funkcˇním Android NDK.
6.1.3 Zapojení PJSIP do API
Jak už bylo rˇecˇeno, klient podporuje ru˚zné implementace protokolu SIP. Aby tohoto bylo
možné docílit, obsahuje klient trˇídu jménem SIPLoader, která umožnˇuje nacˇtení jádra SIP
za beˇhu programu. Trˇída SIPLoader je statická a obsahuje jedinou metodu getSIP. Para-
metrem je rˇeteˇzec obsahující plné jméno trˇídy a výstupem je objekt mající rozhranní SIP.
Postup popsaný v kapitole 5.6 vytvorˇí automaticky sadu trˇíd, kterou je nutné zabalit
do vlastních trˇíd s odpovídajícím rozhranním. Implementace PJSIP se nachází v balícˇku
cz.rye.ofous.pjsip.
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Tabulka 2: Mostní implementace pro PJSIP
Obrázek 16: UML diagram API
42
6.2 Hlavní trˇída aplikace
Trˇída je potomkem android.app.Application a reprezentuje samotnou instanci klienta.
Pomocí statických metod umožnˇuje prˇístup ke všem klícˇovým prvku˚m aplikace a stará
se o bezchybný chod SIP jádra (od jeho nacˇtení po uvolneˇní z pameˇti). Vedle cˇástí, po-
psaných v následujících kapitolách, umožnˇuje prˇístup k objektu SIP jádra (prostrˇednic-
tvím metody getSIP()), hlavnímu úložišti klienta (metoda getSQL()), objektu probíhajícího
hovoru (metoda getActiveCall () ), lokalizovaným rˇeteˇzcu˚m atd. Dále je možné skrze tuto
trˇídu navázat nový hovor, nastavit primární uživatelský úcˇet nebo si usnadnit práci s GUI
(naprˇíklad globální aplikace vlastního fontu pro celý klient).
6.3 Rozšírˇení aktivit
S ohledem na kompatibilitu se staršími verzemi systému Android, není možné využít
neˇkteré moderní prvky GUI a funkcionality, známé z nových verzí systému. Jedná se
konkrétneˇ o jednotnou hlavicˇku aktivit nebo sloucˇení více aktivit do posouvatelné sku-
piny.
Z tohoto du˚vodu byla vyvinuta trˇída cz.rye.ofous.SwipeActivity, která je použita
jako prˇedek všech aktivit klienta. Trˇída automaticky doplní schopnost prˇesouvání se
mezi zrˇeteˇzenými aktivitami a to vcˇetneˇ animací. Rovneˇž umožnˇuje navázat k hlavicˇce
aktivity všechny nutné posluchacˇe událostí.
6.4 Správa uživatelských úcˇtu˚
Pro správu uživatelských úcˇtu˚ je v práci sada podpu˚rných trˇíd a rozhranní. Pro zobrazo-
vání seznamu úcˇtu˚ se v programu nachází dvojice trˇíd cz.rye.ofous.gui.UserListAdapter
a cz.rye.ofous.gui.UserView. Adaptér využívá návrhového vzoru singleton a udržuje
všechna data v perzistentním stavu za použití jejich ukládání do SQL. Druhá ze trˇíd pak
slouží jako jednoduchá komponenta reprezentující položku seznamu, zobrazující data
uživatelského úcˇtu.
Seznam uživatelských úcˇtu˚ je rozdeˇlen na dveˇ cˇásti, z nichž první obsahuje úplný
seznam a druhá pak vybranou podmnožinu tzv. oblíbených úcˇtu˚, což jsou ty, které klient
udržuje aktivneˇ prˇihlášené.
O samotné prˇihlašování a odhlašování se stará již zmíneˇná hlavní trˇída aplikace, která
rovneˇž udržuje primární uživatelský úcˇet. Adaptér automaticky komunikuje s hlavní
trˇídou a hlásí všechny noveˇ prˇidané, upravené nebo smazané uživatelské úcˇty, prˇípadneˇ
i zmeˇny v seznamu oblíbených úcˇtu˚.
Logickou cˇást uživatelských úcˇtu˚ prˇedstavuje trˇída cz.rye.ofous.logic.User, která prˇed-
stavuje inteligentní kontejner pro uchování informací o uživatelském úcˇtu. Vedle pomoc-
ných metod umožnˇujících získat adresu úcˇtu v ru˚zném tvaru apod., implementuje trˇída




Funkcionalita volání je v klientovi reprezentována pomocí dvou aktivit, konkrétneˇ
CallActivity a CallingActivity. První jmenovaná slouží k tomu, aby mohl uživatel inicio-
vat hovor zadáním adresy volaného. Soucˇástí aktivity je funkcionalita seznamu kontaktu˚,
která je popsána v kapitole 6.6. Druhá potom reprezentuje obrazovku probíhajícího ho-
voru at’ už vyvolaného ze strany aplikace nebo prˇíchozím hovorem ze síteˇ. Aktivita au-
tomaticky udržuje všechny informace o hovoru a zpracovává události vykomunikované
s hlavní trˇídou aplikace. Rovneˇž se stará o korektní zadávání událostí do historie.
6.6 Seznam kontaktu˚
Podobneˇ jako je tomu se seznamem uživatelských úcˇtu˚, i zde je použita trˇída prˇedsta-
vující adaptér a druhá prˇedstavující položku v seznamu. Editace je v tomto prˇípadeˇ pro-
vádeˇna pomocí jednoduchého okna rˇešeného trˇídou android.app.AlertDialog. Dalším
významným rozdílem je pak aplikace rozhranní android.widget.Filterable, které umož-
nˇuje filtrovat položky v seznamu ihned beˇhem zadávání adresy.
6.7 Uchovávání historie
Historie je reprezentována seznamem událostí rˇazeným od nejnoveˇjších. Perzistenci opeˇt
zajišt’uje SQL databáze. Události mohou být neˇkolika typu˚, a další rozširˇitelnost je možná
díky rozhranní cz.rye.ofous.logic.HistoryEvent, které umožnˇuje získat všechna potrˇebná
data události.
44
7 Optimalizace a testování
Soucˇástí optimalizacˇního procesu není pouze vylepšení a urychlení funkcˇní cˇásti apli-
kace, ale i zdokonalení použitelnosti aplikace z pohledu uživatele.
V rámci finálních úprav klienta byl upraven vzhled všech aktivit klienta, aby celá
aplikace pu˚sobila jednotneˇ a uceleneˇ. Tlacˇítka, která byla pu˚vodneˇ opatrˇena textem, byla
v mnoha prˇípadech nahrazena ikonami a jejich pu˚vodní textová informace byla použita
jako pomocný popis obsahu komponenty. Rovneˇž všechny rˇeteˇzce aplikace byly korektneˇ
umísteˇny do zdroju˚, aby se tak usnadnila prˇípadná lokalizace celého klienta. Díky mož-
nostem, které nabízí zdroje systému Android, je možné zmeˇnit barevnost cˇi vzhled celé
aplikace jednoduchou úpravou XML souboru, bez nutnosti zásahu do funkcˇní cˇásti apli-
kace. Stav prˇed a po grafických úpravách klienta je viditelný na obrázku 17.
Obrázek 17: Ukázka prˇed a po aplikaci nového vzhledu
K sjednocení vzhledu prˇispeˇla i zmeˇna fontu, který je zakomponován jako zdroj prˇímo
v aplikaci, a proto je zarucˇeno stejné zobrazení na všech verzích systému Android. Jelikož
prˇipojení vlastního fontu ke komponentám pomocí XML zdroju˚ je možné až v posledních
verzích systému Android, bylo nutné vyrˇešit, jak zajistit aplikaci fontu pro všechny kom-
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ponenty klienta. K tomuto úcˇelu byla vytvorˇena metoda applyTypeface(View view), která
pomocí typové konvence a reflexe jazyka Java vyvolá metodu setTypeface na všech kom-
ponentách hierarchie, které ji podporují.
Testování klienta pak probíhalo po celou dobu jeho implementace, a to už od brzkých
fází vývoje. K testování funkcˇnosti byla využita metoda známá z extremního progra-
mování, tzv. unit testy [48]. Díky tomu byla veˇtšina klícˇových cˇástí, vcˇetneˇ schopnosti
navázat a udržet hovor, vyvinuta a odladeˇna již v pocˇátcích implementace.
Po uzavrˇení všech prvku˚, které jsou soucˇástí první fáze vývoje, bylo provedeno kom-
plexní otestování klienta jako funkcˇního celku. Navázání hovoru, at’ už smeˇrem z nebo
do klienta, bylo úspeˇšné bez ohledu na to, zda šlo o komunikaci dvou instancí tohoto
klienta nebo komunikaci s klientem CSipSimple.
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8 Dokumentace
V rámci této práce byla vypracována uživatelská i programátorská dokumentace. Progra-
mátorská dokumentace byla vygenerována nástrojem Javadoc z komentárˇu˚ zdrojového
kódu a lze ji nalézt na prˇiloženém CD ve složce doc. Uživatelskou dokumentaci prˇed-
stavuje dokument formátu pdf, obsahující prˇírucˇku pro uživatele s návodem, jak klienta
obsluhovat. Strucˇný výtah z tohoto dokumentu, který je opeˇt prˇiložen na CD, je popsán
dál v této kapitole.
8.1 Základní ovládání klienta
Prˇi prvním spušteˇním klienta se uživateli zobrazí obrazovka s prázdným seznamem uži-
vatelských úcˇtu˚ a výzvou o prˇihlášení. Stiskem tlacˇítka Add user se objeví formulárˇ, do
kterého stacˇí vyplnit kontaktní údaje a po potvrzení stiskem tlacˇítka OK je uživatel ulo-
žen a prˇihlášen.
Obrázek 18: Rozložení obrazovek s popisem cˇástí
Otevrˇení obrazovky hovoru je možné stiskem ikony zobrazující sluchátko, která se
nachází v záhlaví obrazovky. Klepnutím do polícˇka adresy (nachází se nalevo od vel-
kého tlacˇítka zahajujícího hovor) je možné vyplnit adresu volaného. V prˇípadeˇ, že se




Po du˚kladném seznámení se stavem na trhu dostupných VoIP klientu˚, s du˚razem na
aplikace využívající k signalizaci protokol SIP, bylo zjišteˇno, že 4 z 6 testovaných klientu˚
(náhodný testovaný vzorek) jsou k praktickému použití nevhodné. Du˚vodem je prˇede-
vším omezená funkcionalita, autory vynucená omezení (prˇedevším seznam poskytova-
telu˚) nebo absence jakéhokoliv šifrování cˇi zabezpecˇení.
Co se týcˇe stavu samotného protokolu SIP, tak mezi jeho nejveˇtší negativa lze zarˇadit
roztrˇíšteˇnost specifikace mezi mnoho dokumentu˚, které se navzájem doplnˇují a vylucˇují
a teˇžko se v nich orientuje. Samotná specifikace SIP oznacˇuje protokol za snadno imple-
mentovatelný díky své textové podobeˇ. To usnadnˇuje implementaci protokolu v prvních
fázích, ale po prˇidávání a rozširˇování funkcionality roste i složitost vznikajícího kódu.
V této práci zkoumané frameworky protokolu SIP toto jen potvrzují.
K vývoji nového SIP klienta byl tedy použit již existující framework PJSIP, který, jako
jeden z mála, obsahuje funkcˇní implementaci všech, pro tuto práci potrˇebných, cˇástí pro-
tokolu SIP. Pro jeho propojení do samotné aplikace vzniklo univerzální programové roz-
hranní, která v prˇípadeˇ potrˇeby umožnˇuje vymeˇnit PJSIP za jakékoliv jiné rˇešení.
Vývoj byl uskutecˇneˇn v programovacím jazyce Java za použití sady nástroju˚ ADT
a prostrˇedí Eclipse. V první fázi vývoje vznikl funkcˇní klient, který byl následneˇ doplneˇn
o vylepšení vzhledu. Díky využití PJSIP je rovneˇž plneˇ podporováno šifrování, cˇímž je
splneˇna podmínka bezpecˇnosti. Klienta je možné spustit na jakémkoliv operacˇním sys-
tému Android verze 2 a vyšší.
Úcˇel práce byl splneˇn a výsledný klient odpovídá požadavku˚m i ocˇekáváním. V bu-
doucnu pak mu˚že být rozšírˇen o možnost zasílání a prˇijímání textových zpráv (návrh na
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A Zdrojové kódy a výsledný klient
Na prˇiloženém CD se nachází spustitelný klient spolu se zdrojovými kódy. Dále jsou na
CD i v práci zmíneˇné experimentální cˇásti, vcˇetneˇ návodu˚, jak s nimi pracovat. Prˇiložena
je i uživatelská a programátorská dokumentace vzniklého klienta.
Obsah CD
• Diplomová práce.pdf - samotná práce v elektronické podobeˇ
• doc/ - programátorská dokumentace
• Ofous.apk - zkompilovaný klient
• dp/ - zdrojové kódy této práce vcˇetneˇ obrázku˚
• src/ - obsahuje zdrojové kódy
• src/experiment/ - obsahuje zdrojové kódy experimentu parseru
• src/experiment/sip/ - zdrojové kódy SIP parseru
• src/experiment/sip_parser/ - zdrojové kódy nativního SIP parseru
• src/klient/ - zdrojové kódy klienta
• src/openssl-android-master/ - zdrojové kódy knihovny OpenSSL
• src/railroad_diagramy/ - zdrojové kódy
• userdoc/ - zdrojové kódy uživatelské dokumentace
• Uživatelská dokumentace.pdf - uživatelská prˇírucˇka
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B Spušteˇní testovacího SIP serveru s podporou šifrování
Server byl spušteˇn na operacˇním systému Xubuntu 13.10. Instalace potrˇebných balíku˚
byla provedena programem Synaptic:
• asterisk (verze 11.8.1)
• asterisk-config (verze 11.8.1)




Po instalaci bylo nutné stáhnout zdrojové kódy programu Asterisk (z adresy:
http://downloads.asterisk.org/pub/telephony/asterisk/asterisk-11-current.tar.gz) a za pomocí skriptu
ast_tls_cert, umísteˇného ve složce contrib/scripts, byly vytvorˇeny potrˇebné certifikáty.
Serverový certifikát (spolu s certifikacˇní autoritou) podepsaný sám sebou (self-signed),
byl vytvorˇen prˇíkazem:
./ast_tls_cert -C 178.72.229.7 -O "sip.rye.cz" -d /etc/asterisk/keys
Klientský certifikát pro aplikaci klienta, který byl spušteˇn na telefonech LG a SONY,
byl vygenerován pomocí prˇíkazu˚:
./ast_tls_cert -m client -c /etc/asterisk/keys/ca.crt
-k /etc/asterisk/keys/ca.key -C lg.sip.rye.cz
-O "sip.rye.cz" -d /etc/asterisk/keys -o lg
./ast_tls_cert -m client -c /etc/asterisk/keys/ca.crt
-k /etc/asterisk/keys/ca.key -C sony.sip.rye.cz
-O "sip.rye.cz" -d /etc/asterisk/keys -o sony
Výsledné certifikáty lg.pem, sony.pem a ca.crt jsou urcˇeny pro samotné klienty.
Konfigurace
Samotná konfigurace SIP serveru v souboru /etc/asterisk/sip.conf byla provedena násle-
dovneˇ [18]:
tlsenable=yes
tlsbindaddr=0.0.0.0
tlscertfile=/etc/asterisk/keys/asterisk.pem
tlscafile=/etc/asterisk/keys/ca.crt
54
tlscipher=ALL
tlsclientmethod=tlsv1
;lg
[1001]
type=peer
secret=heslo
host=dynamic
dtmfmode=rfc2833
disallow=all
allow=g722
allow=ulaw
transport=tls
srtpcapable=yes
;sony
[1002]
type=peer
secret=heslo
host=dynamic
dtmfmode=rfc2833
disallow=all
allow=g722
allow=ulaw
transport=tls
srtpcapable=yes
