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Nahajamo se v času industrijske revolucije 4.0, kjer se vsi sistemi, vključno z ljudmi
samimi, vedno bolj povezujemo preko interneta, kjer so nam zelo hitro dostopne ogro-
mne količine podatkov in informacij. Posledično se tudi v industriji vedno bolj uvajajo
sistemi za nadzor delovanja strojev, saj s tem izboljšujemo kvaliteto produktov za konč-
nega uporabnika. Začele so se pojavljati tudi potrebe o nadzoru delovanja naprav v
smislu pravočasnega analiziranja okvar in s tem preprečevanja zastojev v obratih. V
sklopu zaključne naloge je bil razvit nizkocenovni sistem za monitoring, ki temelji na
Arduino mikrokrmilniku z razširitvenimi ploščicami in analizo v programskem okolju
Python. Ta sistem s pomočjo nadzora vibracij ugotovi, ali je med aktivnostjo naprave
naprave začelo prihajati do slabšega delovanja posamezne komponente in to preden
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We are currently in the age of industrial revolution 4.0, where all systems, including
the people themselves, are more and more connected through the internet where large
amounts of data and information are accessible at a moment’s notice. Systems used
for monitoring industrial machinery are therefore gaining popularity and improving the
quality of the products for the end user. The need to monitor machinery in terms of
early fault detection is also appearing, as it prevents congestion on the production line.
Within the scope of this thesis a low-cost monitoring system has been developed based
on the Arduino microcontroller with expansion boards and analysis in the Python
programming environment. Through monitoring of vibration, the system allows us to
determine whether a component’s performance has worsened during operation, before
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Tp s perioda signala
t s čas
f Hz frekvenca
x(t) / časovni signal
X(ω) / Fourierjeva transformacija signala
an / koeficient Fourierjeve transformacije
bn / koeficient Fourierjeve transformacije
cn / koeficient Fourierjeve transformacije






DFT diskretna Fourierjeva transformacija
FFT Hitra Fourierjeva transformacija
MEMS Mikroelektromehanski sistemi
COM komunikacijska vrata
USB univerzalni serijski vod
SD Secure digital
FAT File allocation table
A/D pretvornik analogno-digitalni pretvornik
D/A pretvornik digitalno-analogni pretvornik
cel celotni
št. število
SAR Register zaporednega približevanja




Zaradi vedno večjega uvajanja industrije 4.0 (eng. Industry 4.0 ), oziroma četrte indu-
strijske revolucije se povečuje potreba po nadzoru vsake naprave v proizvodnji. Bistvo
te revolucije je uvajanje informacijskih tehnologij v trenutne znane procese v industriji,
s čemer se izboljšuje kvaliteta procesov in končnih produktov za uporabnika.
Glavna ovira te nadgradnje pa je cena. Profesionalni sistemi za nadzor napak na
napravah so namreč zelo dragi, zato je nastala ideja o cenovno ugodnem in enostavnem
sistemu za spremljanje delovanja naprav v proizvodnji. Cilj zaključne naloge je izdelati
nizkocenovno merilno mesto, s katerim bi spremljali vibracije na napravi. Pri kakršnem
koli odstopanju frekvenc in aplitud bi tako hitro opazili okvare (npr. odpoved ležajev),
še preden bi prišlo do resnih poškodb. S tem bi lahko preprečili večje izpade delovanja
naprav v proizvodnji.
Slika 1.1: Industrija 4.0.
1.2. Cilji naloge
Cilj naloge je vzpostavitev cenovno dostopnega merilnega sistema z uporabo ploščice
Arduino, zaznavala pospeškov tehnologije MEMS (eng. Micro electro mechanical sy-
stems) ali mikroelektromehanski sistemi in programa za pregled podatkov v realnem
času v programskem okolju Python.
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2. Teoretične osnove in pregled litera-
ture
V poglavju teoretične osnove bomo opisali tako imenovano četrto industrijsko revolu-
cijo, Fourierjevo transformacijo in njene postopke. Opredelili bomo uporabo programa,
ki je bil spisan v okolju Arduino, njeno sestavo in možnosti implementacije. Na enak
način bo predstavljeno tudi okolje Python.
2.1. Industrija 4.0
Industrija 4.0 je trenutni trend uvajanja avtomatizacije v kombinaciji z zajemom in ob-
delavo velike količine podatkov z namenom večjega pregleda in kakovosti. Vse skupaj se
odvija s pomočjo implementacije IoT (ang. internet of things), spremljanjem procesov
v realnem času, hranjenjem podatkov v oblačnih strežnikih z možnostjo dostopa od
kjerkoli in izvajanjem in analiziranjem operacij z naprednimi postopki (slikovne ana-
lize, samoučljivi algoritmi,..). Z uvajanjem teh postopkov v industriji nastajajo tako
imenovane pametne tovarne [1].
2.1.1. Načela industrije 4.0
Četrta industrijska revolucija vsebuje štiri glavna načela:
- interoperativnost: Sposobnost naprav, zaznaval in ljudi komunicirati med sabo preko
IoT (ang. Internet of Thing) ali IoP (ang. Internet of People),
- informacijska transparentnost: sposobnost informacijskih sistemov ustvariti virtualno
kopijo realnega sveta in ga opremiti z numeričnimi modeli in podatki iz zaznaval ter vse
skupaj obdelati v smiselne rezultate in krmiljenje sistemov ter spremljati spremembe
v sistemih,
- tehnična pomoč: sposobnost zbiranja in vizualiziranja informacij za potrebe odločanja
in hitrega reševanja težav ter s pomočjo virtualnih sistemov opravljati naloge, ki so
neprijetne, preveč utrudljive ali pa nevarne za človeka,
- decentralizirane odločitve: sposobnost sistemov samoodločanja brez poseganja človeka
v operacije, ki jih sistem opravlja.
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2.2. Fourierjeva vrsta
V splošnem lahko signale delimo na periodične in neperiodične. Signal je periodičen,
če se njegova oblika s časom ponavlja. Najbolj enostaven periodični signal je sinusni
signal, ki je definiran z izrazom:
X(t) = X sin(ωt+ ϕ) = X sin(2πft+ ϕ), (2.1)
kjer je X amplituda, ω krožna frekvenca v radianih na sekundo [ rad
s
], f je frekvenca z
enoto [Hz] in ϕ fazni zamik glede na časovni izvor v radianih.
Periodične signale analiziramo s Fourierjevo vrsto. S tem želimo doseči zapis komple-
ksnejših signalov v vsoto enostavnih sinusnih in kosinusnih signalov s primerno fre-























































































predstavlja srednjo vrednost signala, osnovna frekvenca je f1 = 1Tp , vse ostale
frekvence so pa le večkratniki osnovne frekvence [2], [3].
2.2.1. Kompleksni zapis Fourierjeve vrste
Fourierjevo vrsto lahko zapišemo kot kompleksno funkcijo:
e±jθ = cos θ ± i sin θ, (2.4)
enačba 2.4 se tudi imenuje Eulerjeva formula in nam podaja zvezo med sinusno in
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Če v enačbi (2.1) upoštevamo Eulerjevo formulo in so negativni koeficienti definirani z















Tp dt, n = 0,±1,±2, . . . (2.7)
Kompleksnejša oblika Fourierjeve vrste nam omogoča krajši zapis koeficientov [2]. Zapis





2.2.2. Amplitudni in frekvenčni spekter
S Fourierjevo transformacijo želimo dobiti podatke o frekvenčni vsebini signala. To
nam omogočata dva grafa, amplitudni spekter |cn|fn in fazni spekter arg cn(fn). Vemo
pa, da imamo v frekvenčnem prostoru samo diskretne vrednosti, večkratnike osnovnih
frekvenc fn = n/Tp, n = ±1,±2, . . . , zato sta tudi dobljena grafa le diskretne vrednosti
in ne zvezna funkcija [2], [3].
2.2.3. Hitra Fourierjeva transformacija
V poglavju 2.2. smo numerično reševali enačbe, ki sicer veljajo za signale, kateri so
definirani na intervalu [−∞ < t < ∞]. Z numeričnim reševanjem se omejimo na končen
vzorec, kar pa imenujemo diskretna Fourierjeva transformacija ali krajše DFT (ang.
discrete Fourier transform) [2], [3].




x(n)W nkN , (2.9)





Število potrebnih računskih operacij za izračun DFT je N2, kjer je N število točk v
našem signalu. Izkaže se, da je funkcija W nkN periodična v obeh k in n smereh. Z
uporabo te lastnosti sta Vooley in Tukey leta 1965 uporabila in odkrila algoritem, ki
izračuna DFT v N log2N operacijah. Algoritem je dobil ime FFT (ang. fast Fourirer
transform) in zaradi svoje efektivnosti omogoča tudi realnočasno procesiranje signalov
[2], [3].
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2.2.4. Hammingovo okno
V realnosti je nemogoče analizirati neskončno dolgega signala, ker imajo vsi končen
čas zajemanja. S tem se naš signal obnaša enako, kot da bi ga pomnožili s kvadratnim
oknom. Do časa meritve je vrednost okna 0, med meritvijo je vrednost enaka 1, po
končani meritvi je vrednost spet enaka 0. S tem omejimo dolžino našega signala. Ko
uporabljamo okna posledično ne dobimo enakih signalov - signal se popači.
V tej zaključni nalogi je bilo uporabljeno Hammingovo okno, ker imamo najmanjše
popačenje, najmanjše odtekanje in s tem najboljšo kvaliteto signala [2].
Hammingovo okno je definirano z enačbo:
w(t) =
{




0 |t| > T
2
, (2.11)
analitična rešitev Fourierjeve transformacije pa je podana z enačbo:
W (t) =
[0, 54π2 − 0, 08(πfT )2]sin(πfT )]
πfT [π2 − (πfT )2]]
. (2.12)
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2.3. Okolje Arduino
Arduino je odprtokodna elektronska platforma ki je zasnovana na enostavni uporabi
strojne in programske opreme. Platforma je namenjena študentom, strokovnjakom,
primerna je za hobi in za vse, ki jih zanima ustvarjanje interaktivnih objektov in okolij.
Zaradi proste dostopnosti in tako razširjenega kroga uporabnikov, se je baza znanja
Arduina v vseh letih svojega obstoja zelo razširila ter botrovala k številnim uspešnim
projektom [4].
Slika 2.1: Razvojna ploščica Arduino Uno.
V tej zaključni nalogi sem uporabljal enega izmed produktov družine Arduino, to je
Arduino Uno [4]. Obstajajo še druge različice Arduina: Nano, Leonardo, Duo, Mega...
2.3.1. O nastanku Arduina
Arduino je nastal na inštitutu Ivrea Interaction Design v Italiji kot enostavno orodje
za hitro prototipiranje namenjeno študentom brez predhodnega znanja elektronike in
programiranja [4]. Ko se je njegova uporaba razširila na širšo skupnost, se je začelo pri-
lagajanje platforme raznim novim projektom in potrebam kot so 3D tiskalniki, nadzor
razih aplikacij, IoT aplikacijam (ang. Internet of Things applications). . .
6
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2.3.2. Zgradba Arduina Uno
Arduino Uno temelji na 8-bitnem ATmega 328P mikrokrmilniku s štirinajstimi digi-
talnimi vhodnimi/izhodnimi priključki, od tega jih šest podpira pulzno-širinsko mo-
dulacijo (ang. Pulse width modulation), ima tudi šest analognih vhodov. Priporočen
zunanji vir napetosti je med 7 V in 12 V, preko USB pa standardnih 5 V napetosti.
Bliskovni spomin na čipu znaša 32 kB.
Arduino Uno ploščica vsebuje še 6-kanalni 10-bitni analogno-digitalni pretvornik (ang.
ADC - Analog to digital converter), kar pomeni, da pretvarja vhodno napetost (med 0
V in 5 V) kvantizira in predstavi v številskem zapisu med 0 in 1023 [5], [6].
2.3.3. Programski jezik
Za programski jezik se uporablja programski jezik C++. Funkcionalnost je razširljiva s
pomočjo knjižnic, ki so prav tako napisane v jeziku C++. Programi se imenujejo skice
(ang. sketch), ki se avtomatsko pretvorijo v strojno kodo s pomočjo prevajalnika (ang.
compiler) in se nato zapišejo v bliskovni pomnilnik čipa. Skice se lahko programira
v kateremkoli programu, vendar je najenostavnejša uporaba njihovega uporabniškega
vmesnika: Arduino IDE [4].
2.3.4. Serijska vrata
Komunikacija med Arduinom in Pythonom deluje preko univerzalnega serijskega voda,
krajše USB (ang. universal serial port). Na Arduinu se nahaja dodaten mikrokrmilnik,
ki služi kot vmesnik med vodilom USB in univerzalnim asinhronskim sprejemnikom-
oddajnikom (UART, ang. universal asynchronous receiver-transmitter) na glavnem
mikrokrmilniku.
Hitrost s katero podatki potujejo imenujemo bitna hitrost (ang. baud rate). Privzeta
hitrost je 9600 bit
s
. Za hitrejšo komunikacijo, ki je potrebna za večji pretok podatkov,
je v tej nalogi uporabljena hitrost 115 200 bitov/s. To pomeni, da lahko v eni sekundi
preko serijskih vrat pošljemo podatke s hitrostjo 11 520 B/s. Vsak bajt je na vodilu





Arduino pošilja podatke s pomočjo FIFO medpomnilnika (ang. First in, first out).
FIFO medpomnilnik deluje po principu: prvi podatek, ki vstopi, prvi tudi izstopi.
2.3.6. Razširitvene ploščice (Shields)
Za dodatne funkcije na Arduinu se uporablja razširitvene ploščice, ki jih v Arduino
žargonu imenujemo tudi ščiti (ang. shields). Z njimi lahko dodajamo funkcionalnost
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osnovnemu strojnemu delu. Za Arduino je na tržišču zelo veliko različnih razširitvenih
ploščic: WiFi, Bluetooth, ethernet,... V tej zaključni nalogi se je uporabljala razši-




Kratica MEMS (ang.: Micro-electro-Mechanical Systems) stoji za mikroelektromehan-
skimi sistemi, ki so majhni elektromehanski sistemi, kot so to: zaznavala, miniaturne
strukture, aktuatorji in mikroelektronika. Bazirani so na mikroskopskem nivoju, nji-
hova velikost pa variira med 1 mikronom in nekaj milimetri. Taki sistemi so lahko
pasivni, brez kakršnihkoli gibljivih delov, ali pa zelo kompliciranih sestavov pod kon-
trolo mikroelektronike. V zadnjih nekaj desetletjih so se razvile najrazličnejše aplikacije
zaznaval za merjenje temperature, zračnega pritiska, masnega pretoka, magnetnega po-
lja, radiacije, pospeškov,... Zaznavala so se izkazali za zelo natančne v sorazmerju s
svojo ceno, še posebej v primerjavi z drugimi vrstami zaznaval. MEMS pospeškomer
namreč stane le nekaj e, zato so tako primerni za nadzor sistemov [7].
2.3.7.2. Pospeškomer Analog Devices ADXL335
Pospeškomer je cenovno zelo dostopen in za svojo ceno nudi dovolj natančne meritve
za spremljanje vibracij v sistemu.
Pospeškomer je triosen, kar pomeni, da lahko meri pospeške v vseh treh smereh v
prostoru. Na X in Y osi imamo maksimalno odzivno frekvenco 1600 Hz, na Z osi pa
550 Hz; resonančna frekvenca zaznavala znaša 5,5 kHz.
Pospeškomer lahko meri pospeške od −3 g do +3 g, preživi pa lahko pospeške tudi do
10 000 g. Napajanje pospeškomera je od 1,8 V do 3,6 V, tok pri 3 V pa napetosti znaša
350 µA [8].
Slika 2.2: Pospeškomer Analog Devices ADXL335 [9].
2.3.8. A/D pretvorba signalov
Arduino vsebuje tip A/D pretvornika, ki deluje na principu zaporednega približevanja
(SAR, ang. successive approximation register). Ko vhodna napetost vstopi v A/D
8
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pretvornik, se na 10-bitnem registru najvišji bit spremeni iz 0 na 1. Digitalno-analogni
pretvornik (DAC, ang. digital to analog converter) dobljeno digitalno vrednost pretvori
v napetost, ki se na komparatorju primerja z vhodno napetostjo. Če je generirana
napetost večja od vzorčene, se zadnji bit spremeni iz 1 nazaj na 0, če je napetost
manjša, pa ostane na 1. Postopek se ponavlja proti nižjim bitom, dokler se ne izvede
na vseh desetih. Tako se kvantizira napetost v pretvorniku [10].





kjer je U merjena napetost, Q št. pridobljeno v kvantizaciji, N št. bitov pretvornika in
Uref referenčna napetost A/D pretvornika.




Slika 2.3: Blokovni diagram SAR A/D pretvornika.
2.4. Programsko okolje Python
Python je kot naslednika programskega jezika ABC razvil Guido van Rossum v začetku
devetdesetih let na Centru za matematiko in računalništvo (CWI) na Nizozemskem.
Guido ostaja Pythonov glavni avtor, čeprav so prispevali k razvoju še mnogi drugi. V
letu 1995 je Guido nadaljeval njegovo delo na korporaciji za nacionalne raziskovalne
pobude (ang. Corporation for national research initiatives) v mestu Reston v Virginiji,
kjer je izdal tudi nekaj verzij programskega jezika. Maja leta 2000 se je glavna razvojna
ekipa Pythona preselila na BeOpen.com, kjer so sestavili BeOpen PythonLabs ekipo,
oktobra istega leta pa se je PythonLabs ekipa preselila v Digital Creations (sedaj
znani pod imenom Zope Corporation). Leta 2001 se je ustanovila neprofitna Pythonova
programska združba (ang. Python Software Foundation), ki skrbi za samo intelektualno
lastnino Pythona.
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Do sedaj so bile vse izdane verzije Pythona odprtokodne, večina verzij pa je bila tudi
skladna z licenco GPL (ang. General public license), ki dovoljuje prosto uporabo za
učenje, širjenje in spreminjanje programske opreme.
Uporaba se je v zadnjih letih zelo razširila predvsem zaradi enostavnega jezika, ogro-
mno najrazličnejših knjižnic in tudi zaradi prostega dostopa za uporabo. Python tudi
izpodriva Matlab na področjih numeričnih simulacij, uporaben je za izdelavo spletnih
strani veliko se ga tudi uporablja za razvijanje samoučljivih algoritmov (ang. machine
learning). S pomočjo knjižnic je mogoče izdelovati uporabniške vmesnike in izdelati
celotne programe, ki jih lahko poganjamo na samem operacijskem sistemu Windows
brez, da bi imeli naložen paket Python [11].
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V tem poglavju bo predstavljeno, kako je bila izvedena vezava sistema, pojasnjeno bo
delovanje programov, ter na kakšen način so bili izdelani, prav tako bo predstavljena
uporaba.
3.1. Arduino program
Celoten program bazira na Arduino knjižnicah. Glavni del programa je dodelana knji-
žnjica "AnalogBinLogger.h". Arduino zajema podatke s hitrostjo 12 kHz (prednasta-
vljena hitrost, ki jo kasneje spreminjamo s pomočjo uporabniškega vmesnika), zato
lahko po Nyquistovi teoriji lahko posledično merimo signale do 6 kHz. Program dovo-
ljuje zajem na treh kanalih vzporedno. S tem popišemo pomike v treh oseh v prostoru,
možnost je razširitve še za dodatne tri kanale s čimer zapolnimo kapacitete na Arduinu
Uno. Na Arduinu poteka zajem v enakomernem časovnem razmaku in shranjevanje
podatkov. Enakomeren časovni razmak je namreč nujno potreben za analizo FFT.
3.1.1. Sdfat
Arduino SDfat je knjižnica, ki omogoča pisanje in branje iz SD (ang. Secure digital)
kartic v formatu FAT16 ali FAT32 (FAT, ang. File allocation table). S pomočjo
te knjižnice lahko zajemamo s hitrejšo frekvenco, saj namesto uporabe ponnilnika z
naključnim dostopom (RAM, ang. Random-access memory ) na Arduinu, podatke
najprej zapišemo v datoteko na spominski kartici in šele po končanem zajemu pošljemo
celotno datoteko na računalnik v nadaljnjo obdelavo. S tem sprostimo vhodne kanale
na Arduinu in zmanjšamo potrebo po dodatni obremenitvi procesorja.
3.1.2. AnalogBinLogger
AnalogBinLogger je knjižnica ki nam omogoča izkoriščanje celotnega potenciala ADC
pretvornika na Arduinu. S pomočjo te knjižnice lahko nadzorujemo vse parametre
A/D pretvornika (frekvenco zajema, št. vhodnih kanalov in izbiramo med 8- ali
10-bitnim zapisom). Celoten program je le rahlo spremenjena knjižnica za potrebe




Sistem je sestavljen iz zaznavala ADXL335, razširitvene ploščice za spominsko kartico,
Arduina Uno in programske opreme na računalniku. Zaznavalo pošilja vrednosti v ADC
pretvornik na Arduinu, ta pa ga pretvori v 10-bitni zapis in ga shrani na spominsko
kartico. Po končanem zajemanju podatkov Arduino pošlje celotno datoteko preko
serijskih vrat na računalnik v programsko okolje Python, kjer se izvede analiza signala
s pomočjo hitre Fourierjeve transformacije. Program še izriše grafe in nam ponudi

















Slika 3.1: Blokovni diagram merilnega sistema.
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3.2.1. Vezava razširitvenih ploščic na Arduino
Na sliki 3.2 je predstavljena vezava ščitov. V tabeli 3.1 je prikazano kako povežemo
priključke pospeškomerja ADXL335 s priključki na Arduinu, v tabeli 3.2 pa je prikazano
kako povežemo priključke vmesnika za SD kartico s priključki na Arduinu.
Slika 3.2: Merilni sistem: Arduino Uno, zaznavalo ADXL335, vmesnik za SD kartico.
3.2.1.1. Priklop pospeškomerja ADXL335
Preglednica 3.1: Priklopni pini ADXL335 pospeškomerja.








3.2.1.2. Priklop vmesnika za spominsko kartico
Preglednica 3.2: Priključki SD vmesnika.









Slika 3.3: Uporabniški vmesnik z odprto staro meritvijo.
Uporabniški vmesnik (GUI, ang. graphical user interface) je bil v celoti izdelan s
pomočjo Pythonove knjižnice PyQt. Iz njega lahko nadzorujemo glavne parametre,
ki nas zanimajo pri izvajanju meritev. Levi stolpec grafov na sliki 3.3 nam prikazuje
izmerjeno fukcijo signala, desni stolpec grafov pa frekvenčni spekter signala. Na dnu
uporabniškega vmesnika imamo možnost določanja, s kakšno frekvenco bomo zajemali
signal čas zajema, ki je podan v številu zajetih točk. Frekvenco in čas zajemanja lahko
spreminjamo z uporabo drsnika ali pa preprosto vpišemo željene vrednosti. Vrednosti
so omejene glede na zmogljivost zajemnega sistema.
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Za zagon meritev moramo imeti priklopljen Arduino in na njemu naložen program, s
katerim zajema podatke. V GUI nad gumb "MERI"vpišemo željeno ime pod katerim
bo shranjena meritev, in nastavimo parametre meritve in pritisnemo gumb "MERI".
GUI zažene meritev na Arduinu. Ko se meritev izvede, Arduino pošlje datoteko s
podatki v Python, kjer se izvede ureditev podatkov ter FFT. Na koncu se izrišejo še
grafi in izvede se shranjevanje textovne datoteke z meritvijo. Pri branju datoteke iz
Arduina se najprej uredijo podatki po oseh, nato gredo naprej v preračun FFT.
Na spodnji desni strani imamo še možnost odpiranja starih meritev. Meritve se shranijo
v tekstovni datoteki. Pri shranjevanju moramo paziti da ne uporabljamo presledkov in
ne smemo pozabiti na končnico ".txt". Meritev se shrani v mapi na računalniku, kjer
se nahaja program. Pri odpiranju datotek moramo ravno tako paziti, da je datoteka v
isti mapi, kjer se nahaja program. Datoteko zaženemo tako, da vpišemo v desno okno
točno ime in pritisnemo gumb "Prikaži meritev".
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4. Rezultati in diskusija
4.1. Izvedba eksperimenta
Preizkus delovanja sistema smo izvedeli s pomočjo stresalnika in palice. Za testno
orodje smo izbral kvadratno palico iz konstrukcijskega jekla dimenzij: 460 mm x 10









Slika 4.1: Skica palice na kateri se je izvajala meritev.
Test je bil narejen s preletom od 20 Hz do 2 kHz, čas preleta pa je znašal 1 s od
minimuma do maksimuma in nazaj,in sicer enkrat z nepoškodovano palico, drugič pa
s palico, ki je imela narejeno poškodbo (zareza globine 4,75 mm oddaljena 127,3 mm
od roba palice, kjer je bila izvedena meritev). S tem smo preverjali razliko v odzivu
palice pri vzbujanju na stresalniku.
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Slika 4.2: Izvajanje meritve.
Na slikah 4.3 in 4.4 sta grafa odziva nihanja palice pri preletu na stresalniku. Prika-
zujeta amplitudo nihanja v odvisnosti od časa. Amplituda nam predstavlja napetost,
ki smo jo dobili iz pospeškomera. Na obeh grafih se vidi dva vrhova, ki predstavljata
amplitudo v resonanci. En vrh nastane pri naraščanju frekvence, drugi pa pri padanju
frekvence.














Slika 4.3: Časovni diagram za palico brez zareze.
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Slika 4.4: Časovni diagram za palico z zarezo.
Na slikah 4.5 in 4.6 sta še amplitudno-frekvenčna spektra obeh meritev.
















Slika 4.5: Frekvenčni spekter za palico brez zareze.
18
Rezultati in diskusija
















Slika 4.6: Frekvenčni spekter za palico z zarezo.
4.2. Numerična simulacija
Numerično simulacijo smo izvedli v programskem okolju Ansys. Na sliki 4.7 je pred-
stavljen blokovni diagram poteka simulacije. Izvedena je bila modalna analiza palice,
nato pa še harmonska analiza, kjer smo dobili odziv palice na vzbujanje. Na sliki 4.8 je
prikazana simulacija palice. Simulacija je bila izvedena na enak način kot eksperiment
sinusnim preletom od 20 Hz do 2 kHz v 1 s. Tako smo dobili frekvenčni spekter, ki
smo ga primerjali z eksperimentom.
Slika 4.7: Izdelava modela v Ansys-u.
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Slika 4.8: Numerični model nosilca.
4.3. Primerjava meritev z numerično simulacijo
Na slikah 4.9 in 4.10 je prikazana primerjava med numerično simulacijo in meritvijo na
stresalniku. Oranžna krivulja predstavlja simulacijo, modra krivulja pa eksperiment.
Kot lahko opazimo iz grafov, sta se vrha frekvenc v resonanci pokrila, kar potrjuje,
ujemanje med meritvijo in simulacijo.
Na grafih opazimo tudi premik vrha med meritvami. Pri meritvi s palico brez poškodbe
(zareze) (Slika: 4.9) je lastna frekvenca za približno 10 Hz višja kot pri meritvi, ko je
imela palica narejeno poškodbo (slika 4.10).
Pri obeh meritvah lahko opazimo tudi dodatna vrhova, ki sta premaknjena približno
za 5 Hz od lastne frekvence. To sta lastni frekvenci po drugi osi. Palica v preseku
ni pravilni kvadrat zaradi same njene izdelave, možna je tudi kakšna druga poškodba
(udarec, udrtina na robu) in se zato v drugi osi drugače odziva.
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Slika 4.9: Frekvenčni spekter za palico brez zareze, primerjava z numerično simulacijo.
















Slika 4.10: Frekvenčni spekter za palico z zarezo, primerjava z numerično simulacijo.
4.3.1. Harmonska analiza in lastne oblike
Na sliki 4.11 je prikazana oblika palice brez zareze pri prvi lastni frekvenci (150 Hz).
Na sliki lahko opazimo, da je amplituda na strani, kjer je bil pritrjen pospeškomer
precej večja kot na drugi strani, kjer je bila palica vpeta. Slika 4.12 predstavlja prvo
lastno obliko, slika 4.13 pa drugo lastno obliko.
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Slika 4.11: Deformacija nosilca brez zareze pri prvi lastni frekvenci f = 152Hz.
Slika 4.12: Prva lastna oblika.
Slika 4.13: Druga lastna oblika.
22
5. Zaključki
V zaključni nalogi je bil izdelan sistem za nadzor vibracij. Cilj je bil vzpostaviti nizkoce-
novni sistem, enostaven za implementacijo ter uporabo z nizkocevnimi komponentami.
S pomočjo meritev smo prišli do naslednjih ugotovitev:
1. Zasnovali smo sistem, ki je dovolj natančen in hiter za nadzor vibracij v sistemu.
2. Dokazali smo, da je mogoče tak sistem narediti za zelo malo denarja (30− 40e).
3. S pomočjo meritev in numerične simulacije smo dokazali, da sistem deluje in so
rezultati pravilni.
4. Uspelo nam je narediti dovolj enostaven sistem, da ga lahko implementiramo v
večje sklope, ki že delujejo na principu IoT.
Celotna zaključna naloga služi kot nadzor določene komponente v celovitem sistemu.
S pomočjo meritve smo dokazali, da se lahko poškodbo v sistemu zazna s sprotnim
nadzorom.
Celoten sistem trenutno deluje preko USB povezave. S pomočjo dodatnih razširitvenih
ploščic bi lahko tak sistem priklopili na brezžično omrežje. S tem bi lahko kontrolirali
več naprav hkrati in sprejemali podatke v večjo bazo. Izboljšave so možne še pri sami
analizi. Trenutno dobimo na grafu samo frekvenčni spekter. S pomočjo dodatnih
algoritmov bi lahko nastavili meje, pri katerih bi sistem začel opozarjati, da je prišlo
do odstopanja od znanih podatkov, ki bi bili hranjeni v statistični bazi.
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