Abstract Manual management of public key credentials can be a significant and often off-putting obstacle to Grid use, particularly for casual users. We describe the Portal-based User Registration Service (PURSE), a set of tools for automating user registration, credential creation, and credential management tasks. PURSE provides the sysThe submitted manuscript has been created by the University of Chicago as Operator of Argonne National Laboratory ("Argonne") under Contract No.W-31-109-ENG-38 with the U.S. Department of Energy. The U.S. Government retains for itself, and others acting on its behalf, a paid-up, nonexclusive, irrevocable worldwide license in said article to reproduce, prepare derivative works, distribute copies to the public, and perform publicly and display publicly, by or on behalf of the Government. tem developer with a set of customizable components, suitable for integration with portals, that can be used to address the full lifecycle of Grid credential management. We describe the PURSE design and its use in portals for two systems, the Earth System Grid data access system and the Swegrid computational Grid. In both cases, the user is entirely freed from the need to create or manage public key credentials, thus simplifying the Grid experience and reducing opportunities for error. We argue that this capturing of common use cases in a reusable 'solution' can be a model for how Grid ease-of-use can be addressed in other domains as well.
Introduction
A typical Grid application requires that a set of users share resources of various kinds in a controlled manner. To this end, many existing Grid deployments use the public-key infrastructure (PKI)-based Grid Security Infrastructure (GSI) [10] as a basis for secure user single sign on and subsequent authentication of users and resources prior to authorization. GSI defines and implements useful algorithms for authentication and delegation. However, the tasks of creating and managing the PKI credentials [14] used by GSI can be significant sources of complexity, user difficulty, and even error (and thus insecurity) in Grid deployments.
These considerations motivate our design of the Portal-based User Registration Service (PURSE), a set of tools for developing portal-based systems that automate user registration, the creation of PKI credentials, and subsequent credential management. A typical PURSE-based portal allows users to register via a Web page, triggering a vetting process, upon successful completion of which a credential is created and managed on their behalf. Subsequent access is provided via a username and password, an authentication scheme that is familiar to most users The system also allows a user access to short term credential, if needed. It is important to note that while the authentication scheme looks to the user like a username/password scheme, it is in fact not. After the user authenticates to the portal with his username/password, the short-term PKI credential is generated for the user and the portal will use that credential to further authenticate the user to the remote Grid sites. A separate administrator interface allows a portal administrator to approve requests, revoke credentials, and so forth. By streamlining and codifying these various steps, PURSE-based systems can significantly reduce barriers to the integration of new users, overheads associated with credential management, and opportunities for error-and thus simplify the development of usable Grid applications.
An important PURSE design goal was to support the creation and use of PKI credentials of varying 'quality.' Different access control policies often are associated with different resources and operations. For example, write access to archival storage may require stringent verification of the identity or attributes of a requestor, while read access to Web pages may require only audit of a (by comparison) weakly authenticated identity. The definition and enforcement of such policies can be a significant source of complexity in Grid application deployments, because of the need not only to implement policies correctly but also to achieve appropriate tradeoffs between operational security and ease of use. Thus, PURSE mechanisms allow for the automatic creation of credentials following either simple online registration or stringent identity verification, and for the upload of existing credentials.
The PURSE implementation is not particularly complex, being based on an integration of a number of existing components, including GSI libraries, the MyProxy online credential repository, the SimpleCA credential generator, and portal tools. This implementation approach of integrating existing components to construct a reusable 'solution' that addresses an important set of use cases is one that we hope will be pursued by many other Grid developers.
The rest of this paper describes in turn the PURSE system (Section 2), two PURSE-based portals (Section 3), the sample registration portal distributed with PURSE (Section 4), and a security analysis of our system (Section 5). We conclude in Section 6 with a brief look at future work.
System Description
The PURSE user registration system is a collection of Java APIs designed to work as a backend for a front-end user interface, typically a Web portal, to ease registration and credential management. Driven by user requests through the interface, this Java code stores user contact information, generates and stores new credentials for users, and allows for subsequent use of those credentials to access Grid resources. The system has functionality to support credential renewal and revocation. This functionality can be accessed through a well-defined API and is easily configurable.
The system is built on some common tools, as follows:
• A JDBC-compliant database to persist user data. (MySQL is currently used.) • A certification authority to generate and sign user credentials. Depending on application requirements, either SimpleCA [6] or an external CA can be used for generating and signing users credentials.
• The MyProxy server [3, 11] to store user credentials • JavaMail [2] to send and receive notifications to the user and CA operator. In addition, an operator can perform certain administrative tasks remotely by sending cryptographically secured emails using S/MIME technology [12] .
Typical Usage Scenarios
A PURSE user must first register with the PURSE system. This is a one-time event that must precede any other use of the system. Registration involves three principal steps.
1. The user accesses the registration page on the portal and enters relevant information (e.g., contact information, desired user name, desired password). 2. PURSE stores the user information in a database and, using the contact information provided, sends the user an email message requesting confirmation of the request. The message provides a link that the user can click to confirm the request. This step (Figure 1a ) helps to prevent registration errors and to verify the legitimacy of the email address. 3. Upon confirmation, the submitted request is sent via an email message to the registration authority (RA) configured in the PURSE system. The RA operator reviews the information provided by the user, and decides whether to approve or reject the request based on criteria of their choosing. If the request is rejected, an email is sent notifying the user of the decision. If the request is approved, PURSE generates long-term user credentials, signed by a certification authority using SimpleCA, and stores them in the MyProxy server ( Figure 1b ). 4. An email is then sent to the user notifying them that registration has completed successfully.
In a variant of this scenario, the user may instead supply an existing credential during the registration process. The same registration and approval process is followed, but following approval by the RA, the user is instructed to upload his existing certificate into the PURSE MyProxy.
In a second variant of this scenario, an external (possibly offline) CA may be utilized instead of a local SimpleCA instance. To allow for a wide range of deployment constraints, this communication may either be performed out of band by the RA or in a more automated fashion by PURSE itself via email notifications, secured by S/MIME. While slightly more complex to deploy, it provides for a clean separation of the registration and user credential management from the operations of the CA, which is a highly tenable goal from a security point of view. It also provides for a backwards-compatible integration with an existing CA infrastructure.
Following successful registration, the user can use the username and password to log in to the portal. The portal then retrieves a short-term credential (a proxy certificate [15] ) for the user from the MyProxy service and uses that credential on behalf of the user to access VO resources as directed by VO-specific logic in the portal. Moreover, experienced users can interact with the MyProxy server directly to obtain shortlived credentials locally to their desktop, should they require that. This interaction is presented in Figure 1c .
Overview of Registration System APIs
PURSE is structured as a set of building blocks that can be used to create a fully functional Webbased portal for accessing the Grid. The modules are available as Java archive ('jar') files and can be plugged into any front-end interface such as an existing portal. We describe the high-level functionality and APIs for these building blocks in the following.
New User Registration
Register user: This step initiates user registration by storing relevant user information, including requested username and user email address in the backend database. Once the information is stored, an email is sent to the user requesting confirmation of request.
Process user request: This step is triggered by the user's confirmation of the request to the registration system. An email is sent to a configured RA email address with instructions for the RA to access the user details.
Accept user: This module is invoked when a RA accepts a particular user's request. The following steps are performed.
• If the user wishes to use his own credentials, the user is sent an email with a link to a simple Java MyProxy client that uses Webstart. The user can use the client to upload his credential to the PURSE MyProxy server.
• If the user does not have his own credentials:
• The PURSE code base generates a user certificate request.
• The request can be signed either by a local CA configured in the portal (via SimpleCA) or by some external CA, depending on application requirements.
• The resulting long-term credentials are loaded onto a MyProxy server.
• The database is updated to set the user's request status to 'accepted.'
• In both cases, an email is sent to the user indicating that registration is complete.
Reject user: If the RA rejects the user, this module is invoked. It sends an email to the user and updates the user request status to 'rejected.'
Managing Registered User
Revoke user: This module deletes the user from registration system. The user's credentials are removed from the MyProxy server, and the user's status in the database is set to 'revoked.' This module does not currently create or publish a certificate revocation list (CRL), though that is clearly a desirable feature.
Renewal notice: This operation can be run as a periodic task to send mail to all users whose credentials are due to expire in some configured timeframe.
Renew user: This operation is triggered by a user attempting to renew membership and sets the user status in the database to 'renew.' If the renewal request is granted, an API is provided to generate new long-term credentials for the user and store them in the MyProxy server.
Tools for Registered Users
Change password: This operation allows a registered user to change his password.
PURSE Setup
Establishing a PURSE-based portal involves two sets of steps. The first set involves developing the portal code (or integrate PURSE calls into an existing portal). The second set includes establishing the backend database used to maintain user information (e.g., MySQL), a SimpleCA certificate authority (or configuring PURSE to access an existing CA), and the MyProxy server used to store user credentials. Complete instructions for PURSE installation and testing are on the PURSE Web site [5] .
Deployment Use Cases
We describe two production deployments that have served both to drive PURSE requirements and to validate PURSE functionality.
3.1. Earth System Grid PURSE was initially developed for the Earth System Grid (ESG) [8] , a U.S. Department of Energy project to provide online access to climate data. We describe here the ESG production deployment as an example of how the registration system can be used. The following details are specific to deploying the Registration System for ESG. The ESG portal needs to support two different classes of users: A small number of 'privileged' users who can access all the data on ESG, including the newest data produced (by CCSM model [13] ), and the rest of the users who can access only the publicly available, previously published data. All users must have valid GSI credentials in order to access the data stored on various storage systems (NCAR MSS, NERSC HPSS, GridFTP servers) throughout ESG. This combination of authentication and authorization requirements motivated the development of PURSE. All users are assigned to the specific user groups during the registration process based on ESG policy. When a user wants to access some data via ESG portal, the request is validated by the portal using the user's group assignment. The number of user groups is configurable and depends on ESG policy. ESG is using the standard workflow for user registration, described in Section 2.1.
ESG has more then 1,800 registered users as of January 2006. New users can register with the ESG portal by following the Registration link from the main ESG site (https://www.earthsystemgrid.org). To allow for PURSE trials, the ESG registration system provides limited access to ESG data to anyone if the 'Statement of Work' is filled to express interest in seeing PURSE in action. The functionality is available today and can be tried out by anyone.
Swegrid
Swegrid [7] , a distributed computational resource in Sweden, uses the PURSE libraries to provide a registration system for its users. This system uses PURSE to meet the Swegrid requirements for providing users with a certificate signed by an external certification authority. While a SweGridlocal CA is currently used, the goal is to switch to an external CA that is a member of, and operates in accordance with policies defined by, the European Grid PMA (http://www.eugridpma.org). That way, the user's credentials will be honored in all of Europe (and beyond), should the user want to access non-Swegrid resources.
The main difference between the Swegrid and ESG registration system is the workflow for issuing certificates. In contrast to ESG, the Swegrid portal after registering the user in its local database sends a notification to the Swegrid registration authority containing a link that can be used by the RA to validate the user's information and to verify their identity against the papers signed and sent by that user. Upon the RA's approval of the identity of the user, the portal then accepts the user and generates a certificate request that is sent to the configured external CA, using a cryptographically signed email. The CA may also use a similar link to access the local information saved on portal database in order to verify the user's identity. Upon approval, CA signs the certificate and sends it back to the Swegrid portal. The portal receives the signed certificate from the CA and uploads this to the MyProxy server. A confirmation email then is sent to the user.
Sample Portal User Registration Interface
The PURSE distribution includes code for a sample registration portal that may be adapted to meet specific application requirements. Figure 1 shows the architecture of this system.
The sample registration portal solicits basic data from the user, generates a certificate request to the VO operator, (following approval) generates a certificate and stores it in the MyProxy server, and gives the user an identifier and password for MyProxy access. A separate administrator interface allows a CA operator to accept or reject user requests and also to revoke issued certificates.
User registration involves the following steps.
1. The user fills in the sample registration portal's entry page, shown in Figure 2 , to submit his registration request. The password will be used later to log into the portal application. 2. The Sample Registration Portal verifies the user's email by sending the mail in Figure 3 (a) to the provided email address. 3. Following user acknowledgment, the CA operator receives an email notification when a new account is being requested, as in Figure 3 (b). 4. After receiving this notification, the CA operator logs in to a secure web site ( Figure 4 ) and views the request. 5. After the user's credentials are generated and uploaded into MyProxy the user receives an email notification, as in Figure 3 (c). 
Figure 3
The three emails sent during user registration (based on ESG operational system).
Related Work
While a number of efforts solve the various issues PURSE addresses, we view PURSE as an integration of solutions to provide an end-to-end system for user registration and credential management. Here we discuss some of the point solutions available:
CACL
Tools like CACL and MyProxy Online CA address the need for a simple and automatic way of issuing certificates to users. CACL provides a server daemon that can be contacted to get certificates. The PURSE system accomplishes that by providing a web interface to a SimpleCA backend.
MyProxy CA
The MyProxy service has recently been enhanced with the addition of an integrated online CA, which allows users to obtain short-lived End Entity Certificates. As PURSE is already fully integrated with MyProxy, we are currently investigating how and in what form we can make this additional functionality available to PURSE deployments in the future.
GAMA
The Grid Account Management Architecture (GAMA) activity [1, 9] has produced a similar system in parallel with our PURSE development, using roughly the same architecture. GAMA differs from PURSE primarily in implementation details. For example, GAMA is implemented as a server and a set of portlets that communicate with that server, while PURSE is implemented as a Java library that can be called from servlets, portlets, JSP pages, etc. GAMA uses CACL for generating and storing credentials while PURSE uses SimpleCA and MyProxy. GAMA does not support uploading existing credentials nor does it support an email driven notification system to trigger the various steps in user registration and management. We view this parallel evolution as a demonstration of the importance of this technology.
GridShib
GridShib is an NSF-funded project at Argonne National Laboratory, NCSA and the University of Chicago [16] . Its goal is to leverage the Shibboleth [17] attribute services for the webservices clients and Grid application services. The GridShib and PURSE technologies are very complementary, and many GridShib deployment scenarios involve MyProxy services to bootstrap the initial authentication where PURSE could potentially be used for the initial user registration and credentials creation.
Security Considerations
PURSE provides a complete life-cycle solution for end-user credential management. It is targeted primarily at solving several operational problems often associated with PKI:
• Automate as much of the registration process as possible, making it more useful. Access to the registration pages are secured using HTTPS.
• Ease the burden on the users and eliminate the security risks associated with users managing their own credentials. PURSE provides a controlled and auditable environment where the long-term credentials are stored, secured by well-known and trusted technologies.
• Secure remote access to the credentials for the mobile computer user. This has been one of the principal problems with Grid portals in the past.
• Control credential renewal and removal.
The long-term credentials are stored on a MyProxy server running on the same machine as the portal, which in turn must be considered the 'weakest link' from a security perspective. In order to mitigate this risk, the portal can be isolated and given a limited and controlled access to the SimpleCA and MyProxy installations by using privilege separation techniques. To illustrate this, we have successfully experimented with hardening the Swegrid installation by running the registration portal and the MyProxy software in different local user accounts. We then use the sudo software, configured to allow the user account of the portal the additional privilege of executing a few well-defined administrative commands in the MyProxy user account, for upload, renewal, and removal of long-term credentials. With this approach, the long-term credentials cannot easily be stolen or copied from the system in the case that the portal account (which is the most exposed) gets compromised. In addition, we have strengthened the security of PURSE such that a local privilege escalation attack (the attacker has to obtain root access) is required in order to obtain physical access to the (still password-protected) long-term credentials.
In analogy with the MyProxy and portal isolation approach above, it should be a deployment option to completely separate the CA installation from the other components. As mentioned, the Swegrid installation will be configured to use an external CA in the near future, and such a configuration will be fully supported by the PURSE credential processing commands.
Another attack vector is to target the MyProxy server or the operating system directly (the SimpleCA and database components do not expose any external interfaces that an attacker can utilize). The MyProxy technology has existed for five years and is widely used and trusted in the Grid community. MyProxy has a well-known threat model with well-established principles on operational policies and management. We recommend that PURSE be installed in line with these guidelines: For example, PURSE should run on dedicated hardware with limited administrative access (console login only).
We emphasize that the PURSE system does not remember or store any passwords. The user supplies a password when he/she registers with the portal application, and this password is used to generate a key pair and encrypt the private key. The password is not stored. When the user logs into the portal, he/she supplies the password again so that the private key can be decrypted. Thus, in order to obtain access to any longterm credential (including the SimpleCA signing key), the password has to be provided (or can be guessed/cracked through some time-consuming brute-force method). This situation holds true even in the case of stolen hardware.
When PURSE generates new credentials for users at registration time, the credentials are 'signed' by the portal application's SimpleCA service. The portal administrator established SimpleCA when PURSE was installed. Typically, the signature identifies the portal application, e.g., 'Earth System Grid Certificate Authority.' In order for these credentials to be recognized and trusted by Grid services operated by third parties, the operators of those services must configure their code to trust the portal's certificate authority. If this is not acceptable, users may obtain credentials from a trusted CA using other mechanisms and supply those existing credentials to PURSE at registration time.
Summary and Next Steps
PURSE provides a set of tools that can be used to construct Web-based user and administrative interfaces for user registration, credential management, and Grid access. PURSE automates the process of obtaining PKI credentials for users; provides for the secure storage of credentials; allows users to use existing Grid credentials, if available; and provides for Grid access via Web portals and secure username-password authentication.
In future releases, we plan to work toward simplifying PURSE installation by creating an easy packaging solution for this system. In addition, we need to adapt the current implementation to separate the credential repository from the rest of the portal logic, so as to permit hosting of the credential repository on a secure system and provide support for multiple RA authorities for varied vetting strength requirements. The Open Grid Collaboration Environment (OGCE) project has produced a set of JSR-168 compliant portlets to simplify the process of incorporating PURSE into a web portal.
Communities currently using PURSE include the Earth System Grid, SweGrid, and the Large Synoptic Survey Telescope (LSST) community.
