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1 Design Principles
In this document, the interface for user management is described.
1.1 Sessions
The Simple User Management Interface bases on a simple session management according to 
the   specification   of   the  Simple   Query   Interface   (SQI)  (http://nm.wu-wien.ac.at/e-
learning/interoperability/SQI_V1.0beta_2005_04_13.pdf).   Each   interaction   is 
considered to take place within a session; i.e., the first interaction step is always the request of 
a session id by passing the user's credentials. In case the credentials are valid, a session is 
created for the user. This user is called the owner of the session.
1.2 Roles
Each user   registered   in   the  Simple  User  Management   interface  belongs   to  one   role.  The 
following roles are available:
• user A user's access is restricted to his own attributes. The rights of all other 
roles are supersets of the rights the role user has.
• tasteclient A tasteclient can access rate values of all users. He is not able to change 
any value of the User Management database except his own.
• admin An administrator is able to do user management on the User 
Management server. He can create or delete users, change roles, etc.
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2 API Specification 
2.1 Overview
First, the client has to create a connection to the server by means of requesting a session id. 
All interactions to take place afterwards require a valid session id to be passed.
In order to report abnormal situations (e.g., erroneous parameters or inability to carry out an 
operation), an  AuthFault  is provided, which can be thrown by all the methods. A system of 
fault codes permits to document those abnormal situations.
Complex data types (such as login data, attribute sets, attributes schema) are serialized as 
XML documents in order to transmit them via web service.
2.2 Methods for user management
2.2.1 Get attributes of an arbitrary user
Used   to  get   the  attributes  of   the  given  user.  This  method allows  any user   to   access   the 
attributes of all other users.
Method name getAttributes
Return type String
Parameters Name Type
sessionid String
userid String
Fault NO_SUCH_SESSION
NO_SUCH_USER
The following faults can occur: 
• “NO_SUCH_SESSION” in case the given sessionid is invalid.
• “NO_SUCH_USER” in case there is no such user registered.
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2.2.2 Change a user's attributes
Used to change the attributes of a user. Current attributes are name, e­mail, address, company. 
To get the list of provided attributes use the method getAttributesSchema. The newattributes 
parameter  has   to  be   represented  as  valid  XML corresponding   to   the   format  described   in 
Section 2.4.
Method name updateUserAttributes
Return type void
Parameters Name Type
sessionid String
newattributes String
Fault NO_SUCH_SESSION
BAD_XML
ATTRIBUTE_NOT_SUPPORTED
The following faults can occur: 
• “NO_SUCH_SESSION” in case the given sessionid is invalid.
• “BAD_XML” in case the given newattribute is invalid XML.
• “ATTRIBUTE_NOT_SUPPORTED”  in  case   the  newattribute  contains  a  not   supported 
attribute string.
2.2.3 Get the attributes of a user
Used to get the attributes of a user. The returned string corresponds to the XML serialization 
described in Section 2.4.
Method name getUserAttributes
Return type String
Parameters Name Type
sessionid String
­ 3 ­
Fault NO_SUCH_SESSION
The following faults can occur: 
•  “NO_SUCH_SESSION” in case the given sessionid is invalid.
2.2.4 Get the schema of the attributes set
Used to get the schema of the attributes the User Management Service currently provides. The 
returned string is an XML representation of the set comprising the provided attribute strings 
(c.f. Section 2.4).
Method name getAttributesSchema
Return type String
Parameters Name Type
sessionid String
Fault NO_SUCH_SESSION
The following faults can occur: 
• “NO_SUCH_SESSION” in case the given sessionid is invalid.
2.2.5 Change a user's password
Used to change the password of a user.
Method name updateUserPassword
Return type void
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Parameters Name Type
sessionid String
oldpassword String
newpassword String
Fault WRONG_CREDENTIALS
NO_SUCH_SESSION
The following faults can occur: 
•  “NO_SUCH_SESSION” in case the given sessionid is invalid.
•  “WRONG_CREDENTIALS” in case the given oldpassword is invalid.
2.2.6 Validate a user's credentials
Used to check whether a given login password pair is valid. True is returned if there is such a 
user registered with the given login and the given password. False is returned otherwise.
Method name validateUser
Return type Boolean
Parameters Name Type
sessionid String
userid String
password String
Fault NO_SUCH_SESSION
NOT_ENOUGH_RIGHTS
The following faults can occur: 
• “NO_SUCH_SESSION” in case the given sessionid is invalid.
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• “NOT_ENOUGH_RIGHTS” in case the owner of  sessionid  does not belong to the role 
admin.
2.2.7 Create a new user
Used to add a new user to the database.
Method name addUser
Return type void
Parameters Name Type
sessionid String
userid String
role String
password String
Fault NO_SUCH_SESSION
ROLE_NOT_SUPPORTED
NOT_ENOUGH_RIGHTS
The following faults can occur: 
• “NO_SUCH_SESSION” in case the given sessionid is invalid.
• “ROLE_NOT_SUPPORTED”   in   case   the   given   role   is   not   one   of   the   roles   listed   in 
Section 1.2 
• “NOT_ENOUGH_RIGHTS” in case the owner of  sessionid  does not belong to the role 
admin.
2.2.8 Delete a user
Used to remove a user from the database.
Method name deleteUser
Return type void
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Parameters Name Type
sessionid String
userid String
Fault NO_SUCH_SESSION
NO_SUCH_USER
NOT_ENOUGH_RIGHTS
The following faults can occur: 
• “NO_SUCH_SESSION” in case the given sessionid is invalid.
• “NO_SUCH_USER” in case there is no such user registered.
• “NOT_ENOUGH_RIGHTS” in case the owner of  sessionid  does not belong to the role 
admin.
2.2.9 Set a user's role
Used to change to role a user belongs to.
Method name setRole
Return type void
Parameters Name Type
sessionid String
userid String
role String
Fault NO_SUCH_SESSION
NO_SUCH_USER
NOT_ENOUGH_RIGHTS
ROLE_NOT_SUPPORTED
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The following faults can occur: 
• “NO_SUCH_SESSION” in case the given sessionid is invalid.
• “NO_SUCH_USER” in case there is no such user registered.
• “NOT_ENOUGH_RIGHTS” in case the owner of  sessionid  does not belong to the role 
admin.
• “ROLE_NOT_SUPPORTED”   in   case   the   given   role   is   not   one   of   the   roles   listed   in 
Section 1.2 
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2.3 Fault Mechanism
To provide the client with a simple but informative exception, the User Management Interface 
provides only one Exception called AuthFault which is thrown by each method. The AuthFault 
includes two properties:
• message: a free text describing the the reason why the error has occurred, and
• faultCode:  a fault code identifying the problem. The complete list of fault codes is 
presented in Table 1.
Fault Name Fault Code Description
UNDEFINED AUTH­00000 An undefined fault occurred. All the methods can 
throw an AuthFault with this code.
BAD_XML AUTH­00001 The XML string passed to the methods are not 
valid.
NO_SUCH_RESOURCE AUTH­00002 The resource id passed to the method is not listed in 
the database.
NO_SUCH_SERVICE AUTH­00003 The given service id is not listed in the database.
NO_SUCH_USER AUTH­00004 The given user id is not known to the service.
NOT_ENOUGH_RIGHTS AUTH­00005 A role violation has occurred. The given session id 
is not possessed by a user who is member of a role 
needed to execute the method.
ATTRIBUTE_NOT_SUPPORTED AUTH­00006 An invalid attribute was provided.
DATABASE_ERROR AUTH­00007 An error occurred while reading from or writing to 
the database.
NO_SUCH_SESSION SQI­00013 The given session id is invalid; see SQI 
specification.
WRONG_CREDENTIALS SQI­00015 An invalid user id and/or password was provided; 
see SQI specification.
Table 1: Overview of AuthFaults
2.4 XML Serialisation
To achieve a proper transmission of complex data types the following objects of the current 
implementation are serialised: login data, attributes, attributes schema.
2.4.1 Login data serialisation
A login data comprises two strings, a login and a password.
Document Type Definition Example
<!ELEMENT LoginData (UserID, Password)>
<!ELEMENT UserID (#PCDATA)>
<!ELEMENT Password (#PCDATA)>
<LoginData>
<UserID>a_userid</UserID>
<Password>a_password</Password>
</LoginData>
­ 9 ­
2.4.2 Attributes serialisation
A set of of attributes comprises several pairs of attribute name and attribute value.
Document Type Definition Example
<!ELEMENT UserAttributes (Attribute*)>
<!ELEMENT Attribute (Name, Value)>
<!ELEMENT Name (#PCDATA)>
<!ELEMENT Value (#PCDATA)>
<UserAttributes>
<Attribute>
<Name>name1</Name>
<Value>value1</Value>
</Attribute>
<Attribute>
<Name>name2</Name>
<Value>value2</Value>
</Attributes>
</UserAttribute> 
2.4.3 Attributes schema serialisation
An attributes schema is a set of attribute names.
Document Type Definition Example
<!ELEMENT AttributesSchema (Attribute*)>
<!ELEMENT Attribute (Name)>
<!ELEMENT Name (#PCDATA)>
<AttributesSchema>
<Attribute>
<Name>name1</Name>
</Attribute>
<Attribute>
<Name>name2</Name>
</Attributes>
</AttributesSchema> 
3 Binding
The implementation of the User Management Service uses web services.
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