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Part I
PRESENTACIO´ I INTRODUCCIO´ A WEBGL
1INTRODUCCIO´
En aquest cap´ıtol exposarem les raons i la motivacio´ per les quals es va
decidir iniciar aquest projecte aix´ı com els objectius que ens hem imposat.
1.1 Motivacio´
La principal motivacio´ que m’ha portat a realitzar aquest projecte e´s l’afi-
cio´ que he tingut amb els videojocs des que era petit. Sempre havia tingut
curiositat per saber com es feia tot el que jo acabava disfrutant. Aquesta
curiositat es va veure satisfeta (a un nivell ba`sic) un cop vaig poder realitzar
l’assignatura de lliure eleccio´ videojocs (VJ) de la FIB. A partir d’aquell
moment em vaig quedar perplex de la arquitectura i la complexitat que
conformen un videojoc, i la curiositat va anar cada cop a me´s, indagant
en el meu temps lliure sobre temes com el modelat de personatges 3D, in-
tel·lige`ncia artificial, motors de joc, etc.
De la mateixa manera sempre havia volgut saber com s’ho feien per a
que jo pogue´s navegar per internet i xerrar amb gent que es trobava a milers
de kilo`metres com si estiguessin a la vora de casa (poc me´s s’ho podia fer
a internet a aquella e`poca). Poc a poc vaig anar aprenent els detalls de les
xarxes, protocols i equips que conformen internet i encara vaig esdevenir
me´s interessat.
Des del dia que un company em va comentar de l’existe`ncia de WebGL
vaig veure clar que era una tecnologia que combinava dues de les meves
passions de ben jove i que volia, independentment de la situacio´ en que es
trobava aquesta tecnologia, aprendre a fer-la servir tot aplicant i assentant
tots els coneixements apresos durant la carrera.
La decisio´ i motivacio´ a partir d’aquest punt estaven ben clares, i qui-
na millor manera d’aconseguir-ho que realitzant el projecte final de carrera
sobre aquesta tecnologia, i quina millor manera que realitzar-lo sobre un
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videojoc.
Com he comentat abans una aplicacio´ d’aquestes caracter´ıstiques e´s re-
alment complexa i varem decidir amb un company que podr´ıem arribar a
explotar i profunditzar me´s en les possibilitats de la tecnologia i del videojoc
en s´ı si realitza`vem en parella el projecte.
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1.2 Objectius
L’objectiu principal d’aquest projecte e´s donar una solucio´ tecnolo`gica al
desenvolupament d’un joc basat en la tecnologia WebGL aix´ı com cone`ixer
els processos, me`todes i te`cniques de visualitzacio´ que la tecnologia esmen-
tada comporta.
Com qualsevol joc basat en qualsevol plataforma aquest ha de contenir
un sistema de f´ısica, un sistema d’il·luminacio´ dina`mica, intel·lige`ncia arti-
ficial, a`udio, etc. per tal d’oferir una experie`ncia divertida i que sigui capac¸
d’immergir l’usuari en el joc.
Aquests conceptes tenen una implementacio´ i un disseny extremadament
estudiat i definit en plataformes com els ordenadors personals, les consoles i
fins i tot en el dispositius mo`bils, pero` desenvolupar una aplicacio´ d’aques-
tes caracter´ıstiques pensant en la web necessita d’un conjunt de patrons i
te`cniques basades en HTML5 i WebGL. So´n just aquestes te`cniques i pa-
trons el que volem estudiar me´s que no pas desenvolupar un joc tancat llest
per a esser publicat.
A continuacio´ es mostra una llista detallada dels objectius concrets que
es volen assolir amb la realitzacio´ d’aquest projecte.
1. Estudiar i analitzar les te`cniques, me`todes i processos me´s adequeats
per a l’u´s de WebGL com a una futura eina de desenvolupament per a
aplicacions 3D en temps real cross-browser utilitzant tecnologies lliures
i natives sense necessitat d’instal·lar cap plug-in privatiu ni comercial.
2. Estudiar i analitzar les millors te`cniques de renderitzat tenint en comp-
te les restriccions i limitacions que ens venen donades per la API de
WebGL i per Javascript en s´ı com a llenguatge per a la lo`gia de l’apli-
cacio´ i per al manteniment de l’estat del joc.
3. Arribar a generar una escena realista aprofitant al ma`xim l’acce´s al
hardware que ens proporciona la API. Aixo` inclou un sistema complex
d’il·luminacio´ mitjanc¸ant shaders, animacions realistes dels models, un
sistema de f´ısica, etc.
4. Aconseguir un framerate de 60 imatges per segon similar al que espe-
rar´ıem d’una aplicacio´ d’escriptori de les mateixes caracter´ıstiques.
5. Aconseguir una immersio´ similar a la de qualsevol altre joc tenint en
compte les limitacions imposades per la API, Javascript i la falta d’
il·lustradors
1. Introduccio´ 5
6. Aprofitar al ma`xim el conjunt de tecnologies HTML5 (Web workers,
CSS3, etiquetes ¡audio¿, etc) per tal d’ajudar a assolir l’objectiu pro-
posat pel que fa al framerate de l’aplicacio´.
7. Aplicar patrons de disseny i orientacio´ a objectes per tal d’aconseguir
una aplicacio´ d’alt nivell escalable i fa`cil de mantenir.
E´s necessari aprofundir una mica me´s en els objectius esmentats previa-
ment per tal d’entedre exactament el que volem aconseguir amb el projecte.
1. WebGL e´s encara una tecnologia relativament nova i en ple desenvolu-
pament (la primera especificacio´ oficial va apare`ixer al Marc¸ de 2011),
de manera que encara no esta` gens clar fins a quin punt esta` preparada
per a assumir aplicacions d’alt rendiment en temps real. Tot i aixo`
e´s important comenc¸ar a explorar-ne els l´ımits ja que a la llarga no
nome´s pot ser l’esta`ndard 3D de facto a la xarxa sino´ que gra`cies a que
nome´s es necessita un navegador i una targeta gra`fica, les possibilitats
multi-plataforma no tenen l´ımit. Tanmateix e´s una tecnologia lliure i
nativa dels propis navegadors que no requereix plug-ins de cap tipus,
facilitant aix´ı la seva expansio´ per la indu´stria al no depende dels in-
teressos de cap plugin provatiu. Creiem que un joc e´s una aplicacio´
tant complexa com molt cara a nivell de recursos, de manera que e´s el
tipus d’aplicacio´ ideal per a aquest tipus d’ana`lisi.
2. L’API que ens ofereix WebGL treballa a molt baix nivell. Aixo` pot
suposar un problema per als desenvolupadors pero` queda emmascarat
pels nous i millors frameworks que apareixen i milloren continuament.
D’altra banda aquest baix nivell i el el fet que WebGL esta` basat en
OpenGL ES 2.0 ofereixen molt´ıssimes possibilitats d’optimitzacio´ com
per exemple els interleaved Vertex Buffer Objects o reduir el nu´mero
de crides a dibuixar ajuntant la geometria en un mateix vector.
D’altra banda Javascript no va e´sser pensat en un principi per a treba-
llar amb aplicacions d’alt rendiment, sino´ com a llenguatge de modelat
del DOM i per a webs dina`miques en general. Aixo` e´s un obstacle im-
portant ja que e´s considerat com a un llenguatge lent si el comprarem
amb els t´ıpics llenguatges utilitzats per a aquests tipus d’aplicacions
(C++, Java, etc). Aix´ı doncs e´s convenient analitzar fins a quin punt
podem descarregar de feina a Javascript i afegir aquesta ca`rrega a la
GPU.
3. Gra`cies a l’acce´s a la GPU podem comenc¸ar a pensar en renderitzar
escenes complexes directament al navegador utilitzant shaders per a tal
efecte. Tot i aixo´ els shaders tenen certes limitacions i complicacions
en funcio´ de la complexitat que es busqui renderitzar. Tambe´ creiem
convenient analitzar les complicacions i dificultats que apareixen al
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incrementar la ca`rrega de processat a la GPU en comptes de a la
CPU.
4. Aquest objectiu ve directament relacionat amb la lentitud de Javas-
cript abans esmentada. Encara e´s complicat saber fins a quin punt
podem explotar WebGL i mantenir un framerate adequat per a l’ull
huma`, que ha de ser superior a 30 imatges per segon per tal de que no
captem el refresc d’aquestes imatges.
5. Un dels factors me´s importants a l’hora de dissenyar un joc e´s la im-
mersio´ d’un usuari al jugar-hi. WebGL te´ encara moltes mancances
en aquest aspecte, no per la pro`pia API sino´ pels problemes de segure-
tat que comporten certs factors que fan possible la immersio´, com per
exemple la pantalla completa (sense les barres de cerca del navegador o
les barres d’eines del sistema operatiu) o la captura del ratol´ı (moure el
ratol´ı i de sobte clicar sobre un enllac¸ o obrir una altra aplicacio´ tren-
ca la immersio´ de manera directa). Aprofundirem en aquests aspectes
per veure la situacio´ actual en que es troba i les possibles solucions
que es presenten.
6. Per tal d’assolir l’objectiu del framerate volem utilitzar el conjunt de
tecnologies HTML5 que ens proporcionen novedoses oportunitats com
ara llenc¸ar processos de fons (independents del renderitzat del navega-
dor) per a assumir ca`lculs costosos, o be´ dibuixar la interf´ıcie utilitzant
CSS per tal de llibrerar a Javascript d’aquest proce´s extra. Cal veure
fins a quin punt aixo` ajudara` a millorar el framerate de l’aplicacio´.
7. Com a enginyers superiors veiem clarament la necessitat d’aplicar pa-
trons de disseny aix´ı com a orientacio´ a objectes per tal de dissenyar
i implementar una aplicacio´ tant escalable com fa`cil de mantenir. Ja-
vascript no esta` orientat a objectes per deficinicio´, sino´ que e´s un
llenguatge basat en el prototipatge, tot i que si que permet diferents
maneres d’assolir una orientacio´ a objectes cla`ssica. Sera` necessari
veure i estudiar quins tipus d’orientacio´ i patrons de disseny ens seran
me´s u´tils per a aquest tipus d’aplicacio´.
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1.3 Separacio´ de tasques
Fig. 1.1: Separacio´ de tasques.
1. Introduccio´ 8
De manera general el diagrama especifica la separacio´ de tasques entre els
dos components del grup. Tanmateix e´s important comentar un parell de
punts sobre certes tasques que em vagi encarregar de desenvolupar.
Pel que fa al jugador principal es va decidir en un primer moment utilit-
zar models exportats del motor de jocs Unity, gra`cies a una llibreria externa
que permetia carregar tant models dina`mics com esta`tics. De totes mane-
res despre´s de dissenyar i implementar el mo`dul necessari es va decidir en
conjunt que no utilitzar´ıem aquest me`tode ja que la pro`pia llibreria tenia
certs erros (per exemple no tots els tipus de exportacions des de Unity fun-
cionaven correctament), i a me´s a me´s la oferta de models gratu¨ıts era molt
limitada.
No obstant he cregut convenient mostrar en la separacio´ de tasques tota
aquesta feina ja que, tot i no arribar a la versio´ final del joc, va suposar molt
de temps de disseny i implementacio´ que despre´s no queda reflectit.
De la mateixa manera, hi ha altres tasques que m’han pres una quantitat
respectable de temps que finalment no han arribat a la versio´ del joc com per
exemple un sistema d’il·luminacio´ per focus i un intent fallit d’aconseguir
l’skinning per GPU que, finalment, va aconseguir en Jaime. Aquest u´ltim,
en concret, em va ocupar pra`cticament un mes sencer.
2WEBGL
2.1 Descripcio´
WebGL e´s una interf´ıcie de programacio´ d’aplicacions (API) en Javascript
de mode immediat dissenyada per a la web. Per mode immediat entenem
que les crides del client (en el nostre cas la aplicacio´ basada en Javascript) a
la API provoquen directament el dibuix d’objectes gra`fics a la pantalla. E´s
un derivat d’ OpenGL ES 2.0 i proporciona una funcionalitat molt similar,
pero` en un context HTML, concretament dins de l’element ¡canvas¿ incor-
porat per el nou esta`ndard HTML5. Gra`cies a aixo` WebGL disposa d’una
integracio´ total amb tots les interf´ıcies del Document Object Model (DOM).
Fig. 2.1: Logos de WebGL i HTML5.
Com que esta` basat en OpenGL, aquesta API ofereix un seguit d’ava-
tantages clau:
• Esta` basat en una tecnologia a`mpliament acceptada com a l’esta`ndard
de gra`fics 3D
• Compatibilitat entre navegadors i plataformes
• Integracio´ amb contingut HTML, com per exemple interaccio´ amb
altres elements HTML, u´s dels mecanismes d’events esta`ndards
• Acce´s directe al hardware (en concret la targeta gra`fica o GPU) en
l’entorn del navegador
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• Un entorn de desenvolupament on no e´s necessari compilar i enllac¸ar
per a poder veure i depurar el resultat
De totes maneres e´s necessari tenir en compte que e´s una API de baix
nivell i utilitza OpenGL’s Shading Language (GLSL) per a la programacio´
de shaders i GLSL e´s en s´ı un entorn de programacio´ sencer. Com a resultat
d’aixo`, inclu´s exemples simples poden resultar en moltes l´ınies de codi ja que
cal carregar els shaders, compilar-los, enllac¸ar-los, passar les variables etc.
De la mateixa manera tambe´ cal estar familiaritzat amb les matema`tiques
de les matrius de transformacions (WebGL no ho fa per nosaltres) i amb els
buffers de ve`rtex que contindran els atributs necessaris per al correcte di-
buixat dels mateixos. Tanmateix, hi ha moltes coses que no han arribat fins
a WebGL desde OpenGL 2.0 ES, almenys en la seva primera especificacio´.
Aqu´ı en tenim alguns exemples:
• shaders de geometr´ıa
• shaders de tessel·lacio´
• Objectius de dibuixat mu´ltiple (Multiple Render Targets)
• Compressio´ de textures
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2.2 State of the art
2.2.1 Histo`ria de la Web 3D
Tot i que e´s ara quan WebGL esta` comenc¸ant a e´sser reconegut com el porta-
dor del 3d a la web, va ser cap al 1993 que es va comenc¸ar a desenvolupar en
la forma de VRML (Virtual Reality Modeling Language,) per Dave Raggett,
Mark Pesce , Tony Parisi i Peter Kennard. Aleshores no era me´s que un
model 3D esta`tic enllac¸at a un hiperv´ıncle, poc atractiu per a que hi invert´ıs
la indu´stria del moment. No obstant no va ser fins al 1997 que empreses
com Microsoft o Netscape es varen comenc¸ar a interessar en la idea i van
comenc¸ar a inviertir-hi. En aquell temps VRML (VRML97) ja era animat,
tenia interaccio´ real amb l’usuari, javascript scripting, funcionava amb els
navegadors esta`ndard etc... El problema va ser que hi havia massa “hype”
pero no hi havia un mercat concret que es pogue´s explotar. Tanmateix, el
redu¨ıt ample de banda no va alleujar la situacio´.
El projecte va perdre forc¸a i intere`s fins al 2004 on es va desenvolupar
x3D (un format de fitxer standard basat en XML per a representar gra`fics
3D), que ja contava amb l’habilitat de codificar l’escena en XML, utilitza-
cio´ d’APIs, pipeline programable, skinning, etc... x3D encara es fa servir
avui dia i “El Conscorci de la web3D” encara continua desenvolupant-lo i
definint-lo.
Duran aquell moment els desenvolupadors estaven perduts pel que fa a
la falta d’un standard o, en el seu defecte, una eina intermitja per intercan-
viar models gra`fics. Arra`n d’aixo` va apareixer COLLADA (COLLAborative
Design Activity) al voltant del 2004 - 2008. Va esdevenir el standard de
facto per intercanviar models i gra`fics entre eines. Ara per ara COLLADA
e´s propietat de Khronos Group i de Sony (els desenvolupadors originals de
COLLADA).
Tot i aquest gran pas endavant, encara no hi havia una demanda real de
3d en el navegador per par de la industria. Gran part de que aixo` fos aix´ı
va ser el comenc¸ament de la e`poca “Web 2.0”. La indu´stria es va volcar en
la nova web deixant de banda altres projectes que no tenien tanta sortida
com aquest.
Finalment, cap al 2006 Vladimir Vukic´evic´ va desenvolupar un experi-
ment treballant amb Canvas 3D per Mozilla. Al 2007 tant Mozilla com
Opera varen comenc¸ar a fer les seves pro`pies implementacions.
Finalment al 2009 Mozilla i Khronos Group van comenc¸ar el “WebGL
Working Group” i al 2011 ja estava llesta la primera especificacio´ de WebGL. [4]
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2.2.2 3D a la web: Realitat o “hype”?
Donada la problema`tica historia de VRML, x3D i finalment WebGL, de se-
guida sorgeix la pregunta: Ha arribat el moment del 3D a la web o encara
e´s massa d’hora?
Per respondre acuradament cal tenir en compte que va ser el que va fer
fracassar el 3D a la web tantes vegades:
• Poca maduresa: Cap al 1994 els navegadors amb prou feina funcio-
naven, hi havia pocs esta`ndards i la tecnologia no estava prou desen-
volupada com per a ser atractiva per als clients, desenvolupadors o
usuaris. Per exemplificar-ho, la primera demostracio´ de VRML era un
model 3D d’un pla`tan esta`tic enllac¸at a un hiperv´ıncle. Era poc com
per atraure l’atencio´ de la indu´stria.
• Problemes de compatibilitat: El fet que existissin pocs esta`ndards i
moltes extensions propietaries feia molt complicat que els desenvolu-
padors es llancessin a utilitzar aquesta tecnologia.
• Lluita pels standards: Tot i que la compete`ncia sol ser positiva en
aquest cas nome´s va ajudar a crear me´s confusio´ sobre de que tractava
aquesta tecnologia i com desenvolupar-la. Les grans empreses tenien
por d’invertir en un mercat tan fraccionat i poc estable.
• Bad timing: LA gran majoria d’aquests problemes tenen una arrel
comuna, i e´s que era una tecnologia massa avanc¸ada per les necessitats
del mercat en aquell moment, pero el factor me´s important va ser que
la industria estava me´s centrada en el desenvolupament de la Web 2.0
que en el 3D a la web.
Un cop especificats els errors comesos en el passat intentant portar el 3D a
la web, cal veure com ha evolucionat fins ara i fins a quin punt segueixen
sent problema`tics.
El problema de la maduresa queda solucionat inherentment, tant pel
temps que porten desenvolupant la tecnologia com de l’experiencia obtin-
guda. De totes maneres el que me´s confianc¸a dona es la introduccio´ de
WebGL en els navegadors esta`ndards com ara Google Chrome, Mozilla Fi-
refox o Opera i la presentacio´ de especificacions i standards per part de
Khronos Group.
2. WebGL 13
Pel que fa als problemes de compatibilitat i la compete`ncia pels esta`ndards,
han deixat de ser un problema gracies a que WebGL es una llibreria de
javascript. No obstant encara hi han alguns problemes pel que fa a la es-
tandaritzacio´ d’un model 3D u´nic per tal de facilitar el desenvolupament
i l’intercanvi de models entre eines. Tot i que COLLADA e´s a`mpliament
utilitzat encara hi ha molt´ıssims formats propietaris.
Pel que fa al timing, sembla que ara per ara la web esta` bastant esta-
blerta amb el “Web 2.0” i no hi ha signes que pugui evolucionar de cop cap
a la “3.0”. I en el cas que aix´ı fos, la “Web 3D” es una de les futures opcions
per al significat de Web 3.0.
No obstant el que me´s seguretat dona a desenvolupadors i a la industria
en general e´s que gegants tecnolo`gics del moment ja han fet alguns passos
cap al 3d a la web, com per exemple Google Body, Mozilla WebGL demo
studio, etc.
Com a conclusio´ d’aquest apartat podr´ıem dir que tots els elements que
feien impossible la aparicio´ del 3D a la web s’han alineat de manera que
sembla imparable. Com veurem en segu¨ents apartats no esta` clar quina im-
plementacio´ sera` la esta`ndard de facto, pero` sembla evident que e´s cap a on
es centrara` la evolucio´ de la web.
2.2.3 WebGL en la actualitat
2.2.3.1 Suport dels navegadors
En aquests moments (11/10/2011) Mozilla Firefox, Google Chrome i Safari
ja donen suport a WebGL. D’altres navegadors ja han anunciat que hi do-
nara`n suport en properes versions. En aquesta taula apareix detallada la
situacio´ dels navegadors me´s populars. [1]
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Fig. 2.2: Suport per part dels navegadors me´s populars.
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El que me´s crida l’atencio´ a primera vista e´s el fet que Microsoft no
doni suport a WebGL. De fet l’u´ltim que ha dit Microsoft al respecte e´s
que WebGL te´ moltes falles de seguretat (les discutirem me´s endavant) i de
moment no s’ha decantat per res pel que fa a la seva pro`xima versio´ del seu
navegador. No hi ha dubte que aixo` e´s un cop fort per a WebGL, pero com
veurem me´s endavant la opcio´ de Microsoft pateix exactament dels mateixos
problemes que WebGL, i la pressio´ dels desenvolupadors per tal de que hi
donin suport fa pensar que Microsoft acabara` cedint, si me´s no, amb una
versio´ de desenvolupament.
Cal notar el suport continuu per part de Firefox i Chrome desde ver-
sions anteriors aix´ı com el constant desenvolupament per part de les dues
empreses de nous experiments i millores de la seva implementacio´. Pel que
fa als navegadors mo`bils, comentarem me´s endavant que significa i el perque`
d’aquesta (esperada) falta de suport.
Per acabar de situar WebGL en la actualitat, en aquesta taula apreciem
l’ u´s dels navegadors me´s populars entre finals de 2011 i principis de 2012.
[8]
Fig. 2.3: Comparacio´ d’u´s dels navegadors me´s populars
Queda clar que tot i l’innegable cop que suposa la falta de suport per
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part de Microsoft, podem veure la clara decade`ncia en la que es troba actu-
alment, fru¨ıt de males decisions i de la incomprensible actitud respecte certs
esta`ndards i tecnologies. Ara per ara Google Chrome e´s el navegador me´s
utilitzat a nivell mundial.
Aix´ı doncs, la situacio´ actual de WebGL al mercat respecte al suport
dels navegadors e´s forc¸a prometedora.
2.2.3.2 Posibles competidors
Cal tenir en compte que Khronos Group no e´s l’unic intentant portar el 3D
a la xarxa, hi ha una forta competicio´ en aquest aspecte.
Els principals competidors de WebGL avui dia, so´n: Java desenvolupat
per Sun, Silverlight desenvolupat per Microsoft, Flash suportat per Adobe
i Unity a nivell de videojocs.
Tambe´ podr´ıem incloure el Canvas natiu d’HTML5 pero` el 3D a la web
esta fora del seu objectiu, que e´s basicament la renderitzacio´ en 2D mit-
janc¸ant scripts i imatges de mapa de bits.
En primer lloc parlarem de l’estat en que es troba Java actualment. Java
e´s compatible amb la majoria de sistemes operatius i navegadors, cosa que
el pot fer molt atractiu. Java per defecte no te´ capacitat per accelerar els
gra`fics via hardware i e´s per aixo` que han desenvolupat el component Java3D
que utilitza OpenGL i DirectX per a representar gra`fics 3D. No obstant Java
representa dos problemes que cal prendre seriosament, en primer lloc Java
no esta` preinstalat per defecte a tot arreu i aixo` implica descarregar i ins-
tal·lar un plugin, i no tothom hi esta` disposat. Veurem que e´s un problema
comu´ entre alguns competidors de WebGL. D’altra banda Java dona acce´s
complet a la pantalla i fitxers de l’usuari, cosa que pot tirar enrere a molts.
En segon lloc tenim Silverlight de Microsoft, i e´s possiblement el compe-
tidor me´s debil amb que es pot trobar WebGL, en primer lloc es necessita
un plugin i una instalacio´ manual per tal de poder fer servir, en segon lloc
el seu u´s es limita principalment a 2D - 2.5D ja que al no tenir acce´s al
renderitzat per Hardware el 3D resultant de renderitzar-lo per software e´s
forc¸a pobre. Tanmateix e´s tracta d’una tecnologia tancada i poc portable
ja que pel moment funciona u´nicament sota Windows.
Per u´ltim tenim els que semblen ser els 2 competidors me´s forts: Flash
d’Adobe i Unity. Flash esta` tan acceptat que ja ve preinstal·lat en molts
dels navegadors me´s populars pero`, de per s´ı, no disposa d’acceleracio´ per
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hardware. No obstant, a principis del 2010, va sortir una beta de la seva
API per a permetre l’acceleracio´ per Hardware a trave´s d’OpenGL i DirectX:
Molehill. Un dels problemes me´s greus sobre Flash e´s que esta` controlat uni-
cament per Adobe, companyia que esta` competint amb HTML5, tecnologia
suportada per la majoria de gegants del mercat.
Pel que fa a Unity, a nivell de sobretaula ja compta amb una bona base
d’aplicacions, tambe´ sota el lema de “Code once, deploy anywhere” i e´s que
realment han aconseguit una portabilitat extrema en el seu entorn de re-
produccio´: funciona en Windows, Mac OS X, Xbox360, PlayStation3, Wii,
iPad, Iphone i Android. Unity, no obstant, te´ dos problemes. En primer
lloc, i com la majoria de competidors de WebGL, requereix un plug-in per
tal de funcionar. En segon lloc, Unity esta` orientat a alt nivell y disseny
me´s similar a Flash que no pas a WebGL. Ho comento com a desavantatge
ja que pot portar a la confusio´ dels programadors acostumats a treballar a
baix nivell. La seva senzillesa i portabilitat el fan (o el faran) un competidor
molt dur.
Com a conclusio´ d’aquest apartat, WebGL e´s una tecnologia que ofe-
reix una gran qualitat pel que fa a la renderitzacio´ d’escenes 3D (s’han
vist demostracions impresionants a 60 imatges per segon) i no requereix de
plug-ins, desca`rregues o instal·lacions per a funcionar. A me´s a me´s e´s una
tecnologia suportada per les empreses me´s grans del sector (Apple, Google,
AMD, Nvidia i d’altres). Tot i que WebGL encara esta` arrencant, s’espera
un gran desenvolupament de la tecnologia en un futur pro`xim.
2.2.4 WebGL i dispositius mo`bils
En primer, cal tenir present que aquests dispositius so´n el mateix que els PCs
de sobretaula pero enfatitzant en el seu tamany. Nome´s cal veure el tipus
d’aplicacions que existeixen avui en dia per a aquests dispositius, came`ra de
video, de fotos, reproductor de musica, connexio´ a internet, jocs i aplicacions
en 3D... Ba`sicament tot el que pot fer un PC de sobretaula pero sempre
dintre de les restriccions que el tamany imposa a les CPUs i GPUs d’aquests
dispositius i any rere any les grans companyies involucrades aconsegueixen
augmentar la pote`ncia dels mateixos, e´s una tende`ncia que segueix a l’alc¸a.
Ara per ara no hi cap navegador per a dispositius mo`bils que suporti
WebGL. E´s una tencolog´ıa molt jove i encara no ha madurat prou com per
a que els desenvolupadors comenc¸in a implementar-la en els seus navega-
dors per a dispositius mo`bils. No obstant si que poc a poc van suportant
HTML5, ja que molts desenvolupadors se senten atrets per la filosofia que
predica de “write once, deploy anywhere”.
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Aix´ı doncs ens trobem amb uns dispositius capac¸os de suportar renderit-
zats 3D en temps real i al mateix temps comenc¸en a utilitzar HTML5 en el
seus navegadors. El pas necessa`ri per a que WebGL pugui accedir al mercat
dels smartphones i els tablets e´s ı´nfim. Es tracta me´s de la confianc¸a dels
desenvolupadors dels navegadors en la tecnolog´ıa en s´ı i de la implantacio´ de
HTML5 com a estandrad mo`bil que no pas cap impediment arquitecto`nic o
empresarial.
2.2.5 WebGL i la indu´stria dels videojocs
Hem parlat de l’evolucio´ i l’estat de WebGL en general, pero donat que per
al nostre projecte hem escollit un joc per tal de comparar-ne el rendiment,
cal entrar en detalls espec´ıfics sobre aquest aspecte.
Una de les coses que defineix la qualitat de certs tipus de jocs (els de
caire me´s realista) e´s la immersio´ que produeixen al jugador. Aixo` suposa
el primer repte a superar: Menu´s, barres de tasques, pestanyes i deme´s van
totalment en contra de la immersio´ que es necessita per a fer triomfar un
joc. No es preveu que aixo` sigui un problema ja que Chrome ja disposa
d’aquesta opcio´ i Firefox ho afegira` proximament.
La captura` del mouse per tal de poder controlar un joc tal i com ho faria
una aplicacio´ d’escriptori presenta un repte molt me´s complex que l’anterior.
Un cop el mouse surt fora de l’element Canvas d’HTML5, javascript no te´
manera de posicionar-lo, fent molt inco´mode la t´ıpica ca`mera anomenada
“mouse look” (imprescindible en jocs de tipus FPS). Tot i que la solucio´
sembla prou simple (javascript hauria d’avisar a l’usuari de que es pren el
control del ratol´ı), e´s motiu de preocupacio´ el fet que una aplicacio´ obtingui
el control del ratol´ı (publicitat, usos fraudulents, etc.)
Un dels problemes me´s greus e´s el relacionat amb els “Multiple Render
Targets” o MRT. OpenGL ES 2.0 no el suporta actualment i no se sap si
la proxima especifacio´ ho soportara`. Tantmateix, que la proxima especifi-
cacio´ ho sporti no implica que WebGL 2.0 ho faci. Al no suportar aquesta
caracter´ıstica calen molts renderitzats de la mateixa escena per capturar la
mateixa informacio´. Aixo` suposa un descens remarcable del rendiment de
WebGL. La solucio´ a aquest problema recau plenament en futures especifi-
cacions per part de Khronos Group.
La instanciacio´ de geometries tambe´ representa un problema en aquesta
implementacio´ de WebGL, ja que no es possible dibuixar el mateix objecte
tantes vegades com es necessiti amb una sola crida. Aixo` resulta en moltes
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crides o be´ actualitzacions massives als buffers, cosa que fa baixar el rendi-
ment de manera considerable. Altre cop aquest problema nome´s pot tenir
solucio´ en les proximes especificacions de WebGL.
Podem veure clarament que existeixen una gran quantitat de problemes
amb la implantacio´ del WebGL com a plataforma de videojocs, encara me´s
si hi afegim que l’entorn DOM i javascript en general no e´s l’entorn me´s
adequat per a desenvolupar aquest tipus d’aplicacions tan complexes. No
obstant ja hi ha una gran quantitat de frameworks disponibles per tal de
facilitar la tasca.
Tot i aix´ı cal tenir present el pes que esta`n guanyant avui dia els jocs
casuals, que han aconseguit obrir al mercat a una franja d’edats que mai
abans havia format part del target de les emrpeses desenvolupadores de vi-
deojocs. Tot i les teo`riques limitacions de la tecnolog´ıa (encara cal veure on
pot arribar) existeix tot un mo´n dins de la indu´stria del videojoc on WebGL
podr´ıa substituir a Flash si tenim en compte totes les avantatges que s’han
discutit amb anterioritat.
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2.3 Arquitectura de WebGL
2.3.1 Llenguatges
Durant tot el projecte ha estat necessari treballar amb diferents llenguatges,
des de la maquetacio´ en HTML i CSS, el nucli de l’aplicacio´ en JavaScript
fins a GLSL per als shaders. Cada un d’ells representa reptes i problemes
diferents que relatem a continuacio´
2.3.1.1 HTML
Donada la simplicitat del que vol´ıem aconseguir com a interf´ıcie web per a
la pa`gina on allotjarem el joc i els coneixements previs d’aquesta tecnologia
ha estat relativament senzill d’implementar. El que si ha estat necessa-
ri e´s documentar-se sobre la nova especificacio´ d’HTML5 per tal de poder
aprofitar al ma`xim el nous elements com el tag ¡canvas¿ on podem renderit-
zar en contextos tant bidimensionals (HTML5/canvas) com tridimensionals
(WebGL).
Tanmateix tambe´ ens ha fet servei per a mostrar una interf´ıcie per po-
der interactuar amb certs elements de l’aplicacio´, com per exemple activar
o desactivar el pintat de certs elements aix´ı com eines de debug.
2.3.1.2 CSS
De manera similar a HTML ja teniem coneixements previs d’aquesta tecno-
logia, i necessita`vem molt poc per la interf´ıce web que voliem fer. Tambe´
ens ha fet servei per a gestionar certs aspectes de la interf´ıcie interna de
la aplicacio´ (canvis d’ elements per tal de mostrar informacio´, superposicio´
d’elements, canvis de tamany, etc.)
2.3.1.3 JavaScript
Sens dubte el repte me´s gran que s’ha afrontat durant aquest projecte. No e´s
cap secret que JavaScript no ha estat pas dissenyat per a suportar ca`rregues
intensives com el que representa un videojoc, sino´ me´s aviat per a millorar
les interf´ıcies web interactuant amb elements del DOM etc.
De totes maneres les companyies que desenvolupen els navegadors mo-
derns (Opera, Mozilla, Google) milloren constantment els seus motors de
JavaScript de manera que any rere any JS s’executa me´s i me´s depressa, de
manera que no sembla que hi hagi intencio´ de substituir aquest llenguatge
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en curt - mig termini. Per exemplificar-ho, l’u´ltim motor de JS desenvo-
lupat per Google sobre el seu navegador Chrome anomenat V8 JS engine,
escrit en C++, ha millorat el seu rendiment compilant directament JS a
codi ma`quina natiu en comptes d’executar bytecode o interpretar-lo. Sens
dubte una gran inversio´ de recursos.
2.3.1.4 GLSL
Com s’ha esmentat amb anterioritat GLSL e´s el llenguatge que fa servir la
API de WebGL per a la programacio´ de shaders, e´s un llenguatge d’alt nivell
basat en la sinta`xi de C, desenvolupat per a donar me´s control del pipeline
gra`fic sense necessitat d’utilitzar llenguatge ensamblador o llenguatges es-
pec´ıfics al hardware.
Al ser un llenguatge basat en C i amb els coneixements adquirits a la
facultat no hem teingut gaire problema en fer-lo servir, ha estat molt me´s
complicada la relacio´ i comunicacio´ amb la aplicacio´ en JavaScript que no
pas la programacio´ dels shaders en s´ı.
En aquest llenguatge nome´s existeixen 4 tipus principals: float, int, bool
i sampler. Per als tres primers tipus tambe´ disposem de vectors, per exemple
vec2, vec3 i vec4 defineixen vectors de floats en dues, tres i quatre dimen-
sions respectivament. El mateix format es fa servir per a representar els
vectors d’enters i de booleans (ivecX i bvecX respectivament). Tanmateix,
per als floats, disposem de matrius de 2x2, 3x3 i 4x4 (mat2, mat3 i mat4).
Els samplers so´n el tipus que GLSL fa servir per a representar textures,
ja sigui en una, dues o tres dimensions o en textura de cub.
En GLSL hi ha 3 tipus d’entrades i sortides d’un shader: uniformes,
atributs, i variables.
tipus uniformes: Aquest so´n els valors que no canvien durant un mateix
dibuixat, com per exemple la posicio´ d’una llum o el seu color. Estan dis-
ponibles tan en el shader de ve`rtex com en el de fragments i nome´s so´n de
lectura.
tipus atributs: Els atributs nome´s estan disponibles en el shader de
ve`rtex i el seu valor canvia per a cada ve`rtex (e´s a dir, per a cada execucio´
del shader) i tambe´ so´n nome´s de lectura.
tipus variable: Aquests tipus permeten passar informacio´ des del shader
de ve`rtex cap al de fragments. En aquest primer es permet la seva escrip-
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tura i lectura i en el segon nome´s la seva lectura. Per tal de fer-les servir e´s
necessari declarar-les de la mateixa manera en els dos shaders.
En aquesta imatge podem veure clarament la relacio´ simplificada entre
els dos shaders i els tipus d’entrada/sortida.
Fig. 2.4: Esquema de les entrades i sortides dels shaders.
Pel que fa al shader de ve`rtex:
Sortida:
Fig. 2.5: Variables de sortida del shader de ve`rtex.
Pel que fa al shader de fragments: Entrada:
Sortida:
2.3.2 Shaders
Un shader e´s en esse`ncia un programa que s’executa en un entorn especial,
en el nostre cas en el hardware gra`fic de la maquina on s’executi la nostra
aplicacio´. Com que les unitats gra`fiques (GPUs) estan avanc¸ant molt me´s
que les unitats de proce´s (CPUs) pel que fa a rendiment l’intere´s en la pro-
gramacio´ de shaders atrau cada cop me´s atencio´.
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Fig. 2.6: Variables d’entrada del shader de fragments.
Fig. 2.7: Variables de sortida del shader de fragments.
2.3.3 Pipeline programable
Per entendre WebGL e´s completament indispensable entendre en profundi-
tat el sistema de pipeline programable introduit a la versio´ 2.0 d’OpenGL
ES i posteriorment derivat a WebGL.
Fins a aquesta versio´ de la API la implementacio´ del pipeline era fixa, de
manera que el me`tode en que la geometria era transformada i com els frag-
ments (p´ıxels) adquirien profunditat i color eren pre-construits al hardware
de manera que no podien canviar. Tota aquesta funcionalitat fixa ha estat
substituida per parts de codi implementats per l’usuari que s’anomenen sha-
ders i que s’executen dins de la GPU. Aquest canvi permet, entre d’altres,
efectes gra`fics que no podien aconseguir-se amb el pipeline de funcionalitat
fixa.
Tot seguit detallem el concepte general del pipeline programable a partir
d’aquest esquema.
El proce´s comenc¸a amb la creacio´ dels vectors de ve`rtexs. Aquests vec-
tors contenen tot els atributs necessaris per a poder dibuixar el vertex, per
exemple la posicio´ en l’espai 3D, informacio´ sobre la textura o com es veura`
afectat pel sistema d’il·luminacio´. Aquests vectors i la informacio´ que con-
tenen es creen des de Javascript de varies maneres que detallarem me´s en-
davant. Per tal de passar aquestes dades als shaders de la GPU e´s necessari
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Fig. 2.8: Esquema del pipeline programable de OpenGL ES 2.0.
alimentar els buffers de ve`rtexs amb els vectors de ve`rtexs. A partir d’a-
quest punt ja estem llestos per a que la GPU comenc¸i el dibuixat de l’escena.
La GPU comenc¸ara el proce´s de dibuixat per llegir cada ve`rtex con-
tinguts als buffers de ve`rtexs i els subministrara` al vertex shader. Aquest
s’encarregara` de, com a mı´nim, calcular la projeccio´ de la posicio´ del ve`rtex
en coordenades de pantalla. De totes maneres tambe´ es pot utilitzar per
a realitzar operacions per-vertex, com per exemple il·luminacio´ per vertex,
coordenades de color o textura etc.
Un cop acaba el proce´s del vertex-shader comenc¸a la construccio´ de pri-
mitives, que s’encarregara` d’enllac¸ar els ve`rtexs per tal de formar triangles
entre ells. Un cop formats aquests triangles les dades es transmeten cap
al rasteritzador, que s’encarrega de descartar parts que queden fora de la
pantalla (per a que no siguin tractades pels segu¨ents processos) i separa les
primitives en petits fragments o pixels. El rasteritzador tambe´ e´s l’encarre-
gat de interpolar els colors entre els ve`rtexs si e´s el cas.
El pro`xim pas e´s un dels me´s importants pel que fa a la qualitat dels
gra`fics i al rendiment de l’aplicacio´ en general ja que cada un dels fragments
que provenen del rasteritzador passara`n per el fragment-shader. Per cada
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un dels fragments aquest shader s’encarregara` d’aplicar els valors de color i
profunditat que finalment seran dibuixats al frame-buffer. Com que aquest
shader s’aplica a tots els fragments de la geometria per separat e´s capac¸
de generar efectes gra`fics molt sofisticats, de totes maneres e´s la part me´s
sensible pel que fa al rendiment de l’aplicacio´ ja que el codi d’aquest shader
s’executara` per a cada un dels fragments abans esmentats.
Finalment, el framebuffer es compon de un o me´s buffers de color, i
pot tenir, tambe´, un buffer de profunditat i/o un stencil buffer o buffer de
plantilla. Els dos filtren fragments (de manera opcional) abans de que si-
guin dibuixats finalment al framebuffer. El testeig per profunditat descarta
fragments d’objectes que queden darrere (amagats) d’altres objectes ja di-
buixats. El buffer de plantilla, el cas me´s simple, s’utlitza per limitar l’a`rea
de dibuixat, de totes maneres quan s’utilitza conjuntament amb el buffer de
profunditat es poden aconseguir efectes gra`fics com ara les ombres en una
aplicacio´ 3D.
2.3.4 Seguretat i WebGL
S’ha comentat abans que Microsoft va declarar WebGL com a prou insegur
per no oferir suport en la versio´ actual (9.0), tot i que es desconeix si la
pro`xima n’oferira`. Tot seguit analitzarem quins so´n els problemes de segu-
retat que presenta aquesta tecnolog´ıa.
El software tradicional que fins ara s’ofereix via navegador, no ha tingut
mai la possibilitat d’accedir al hardware de la ma`quina que l’executava, no
obstant amb WebGL tenim acces directe al codi dels shaders de la targeta
gra`fica. Aixo` podria no representar un problema de seguretat en s´ı, el pro-
blema e´s que aquest tipus de hardware i els seus drivers no estan pensants
per mantenir certs nivells de seguretat o aillament, fins ara no hi havia ne-
cessitat.
Aix´ı doncs, e´s perfectament possible que mitjanc¸ant un codi malicio´s es
pogues arribar a corrompre la manera com es pinta la interf´ıcie del propi
sistema operatiu (i tot el que se’n despre´n). Un altre dels atacs que me´s
problemes pot portar e´s el de “denegacio´ de servei”, ja que e´s molt senzill
enviar una geometr´ıa molt complexa que faci que el hardware necessiti molt
de temps per renderitzar-la, denegant el servei de manera efectiva. Cal en-
tendre que aquest tipus de denegacio´ no es quedaria al nivell del navegador,
si no a nivell de tota la ma`quina client, cosa que el fa molt me´s perillo´s. [7]
E´s un problema reconegut pel propi Khronos Group (fins i tot apreix
a la especificacio´ de WebGL) i ja s’hi esta` treballant per mitigar-lo. Per
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Fig. 2.9: Meca`nica d’un atac via WebGL
exemple el project ANGLE de google (en parlarem me´s endavant) porta in-
corporat un validador del codi del shader que elimina bucles infinits i deme´s
estructures de control susceptibles de generar geometr´ıes que bloquejar´ıen
la GPU de manera efectiva. Tot i no aconseguir eliminar el cent per cent
d’aquest tipus d’atac, e´s un pas endavant.
Un dels altres problemes de seguretat que me´s voltes han donat a trave´s
de la xarxa e´s el conegut com a Robatori d’imatges Cross-domain, ja que un
cop els pixels de la imatge esta`n sent tractats al shader, poden ser tractats
que qualsevol manera (no hi ha cap concepte sobre el seu origen a aquest
nivell) . Per tal d’evitar aquest problema Firefox va deshabilitar les textures
cross domain per evitar problemes fins a nova ordre.
Sens dubte la seguretat e´s un dels punts me´s de`bils del 3D a la web (ja
que totes les opcions disponibles pateixen del mateix problema) i encara




Abans d’entrar en detall en l’ana`lisi, el disseny i la implementacio´ del joc,
mostrem un diagrama d’alt nivell dels components ba`sics que ha conte´ un
joc per a poder seguir la documentacio´ amb me´s detall i cohere`ncia.
Fig. 3.1: Esquema general dels components d’un joc.
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3.1 Ana`lisi
Aquesta e´s una etapa de les me´s importants pel que fa al desenvolupament
de qualsevol projecte. Cal definir exactament l’abast de l’aplicacio´ i el pro-
blema que suposa per a poder presentar una solucio´ adequada.
3.1.1 Requisits no funcionals
Aquests tipus de requisits so´n els que no fan refere`ncia a funcions a re-
alitzar o a informacio´ a guardar, senzillament so´n qualitats de l’aplicacio´
altament desitjables ja que permeten avaluar-la i fer-la me´s competitiva.
Segons aquesta premissa, en definim els segu¨ents:
3.1.1.1 Rendiment
Tot i que un enginyer sempre tendira` a tenir el rendiment d’un algoritme,
llibreria o aplicacio´ en compte, en aquest projecte e´s encara me´s important.
Com es detallara` me´s endavant en aquest document veurem que Javascript
no esta` dissenyat per a desenvolupar aplicacions d’aquestes caracter´ıstiques,
de manera que en tot moment hem seguit curoses normes de programacio´
amb el fi d’evitar certs problemes que sorgeixen del disseny del llenguatge.
3.1.1.2 Modularitat i escalabilitat
Qualsevol aplicacio´ relativament complexa es torna molt tediosa de mante-
nir i d’ampliar a mida que creix. Per tal de garantitar tant la modularitat
com la escalabilitat de l’aplicacio´ s’ha optat per ajudar-nos de llibreries de
tercers per a mantenir un disseny modular eficient i senzill, de manera que
tambe´ garantitza l’escalabilitat del projecte a l’hora d’afegir-hi nous mo`duls,
classes o llibreries.
3.1.1.3 Portabilitat
Donada les tecnologies en les que es basa aquest projecte, la portabilitat
queda completament garantitzada, excepte en casos concrets com hem po-
gut veure durant l’apartat de compatibilitat amb navegadors.
3.1.2 Requisits funcionals
Amb aquests requisits es prete´n donar una visio´ general sobre les funcions
que tindra` l’aplicacio´ un cop estigui totalment desenvolupada.
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En el cas d’un joc els requisits funcionals me´s importants so´n els que
s’exposen a continuacio´:
• Una de les parts me´s importants e´s el jugador principal, ja que e´s el que
l’usuari acabara` controlant. Dins d’aquest aspecte e´s important que el
jugador pugui moure’s per l’escena, aix´ı com poder utilitzar un arma
per tal d’eliminar enemics. Tant els enemics com el jugador aniran
acompanyats d’aimacions relativament realistes per tal de millorar la
sensacio´ d’immersio´. Per la mateixa rao´ e´s important acompanyar tots
aquests factors amb mu´sica i sons.
• Els enemics del joc han d’oferir un cert nivell de repte al jugador
per a que aquest s’interessi i disfruti de la seva jugabilitat. Aixo` ho
aconseguirem amb un sistema d’intel·lige`ncia artificial.
• L’escena del joc, que e´s el per on es moura` el jugador, ha de ser el me´s
realista possible per a poder donar aquesta sensacio´ d’immersio´ que
caracteritza una gran quantitat de jocs. Per a tal efecte e´s important
il·luminar l’escena de manera realista i utilitzar un sistema de f´ısiques
que emuli en la mesura del possible la f´ısica real.
• El joc ha de suposar un repte per al jugador, e´s important, doncs,
condicionar la partida a cert temps aix´ı com a certs punts de vida que
acabara`n la partida quan arribin a 0.
• Per tal de que el jugador pugui millorar cal donar tota la informacio´
pel que fa a les estad´ıstiques de la partida al final de la mateixa.
• El joc ha de proprcionar la interficie necessa`ria per a que el jugador
pugui comenc¸ar la partida en el moment que ho desitji i se’l mantingui
informat de que esta` fent la aplicacio´ en cada moment
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3.2 Especificacio´
Aquest apartat esta` destinat a definir el comportament de l’aplicacio´ un cop
estigui desenvolupada. Com que des d’un principi s’ha optat per un desen-
volupament a`gil, i com veurem me´s endavant, hem utilitzat histo`ries per tal
d’especificar la nostra aplicacio´ en comptes de casos d’u´s.
3.2.1 Metodolog´ıa de desenvolupament
Donades les condicions de desenvolupament en que ens trobavem (separats
geograficament) hem cregut que la millor opcio´ era seguir un model iteratiu
incremental.
En termes generals els passos que componen aquesta metodolog´ıa s’ex-
posen en la segu¨ent figura.
Fig. 3.2: Esquema general del model iteratiu incremental.
En primer lloc la descripcio´ del sistema e´s ba`sica per a especificar i con-
feccionar les iteracions incrementals per a poder arribar al producte final.
Pel que fa a les tasques concurrents (especificacio´, desenvolupmanent i vali-
dacio´) resumeixen el desenvolupament de cada iteracio´.
El concepte important d’aquestes tasques concurrents e´s la possibilitat
que oferiex d’entregar versions parcials durant el desenvolupament de l’apli-
cacio´ i mentres es va realitzant la versio´ final del joc.
Aquest model e´s de tipus evolutiu i esta` basat en diferents cicles en cas-
cada realimentats. Per entendre millor el concepte que es vol explicar, la
pro`xima figura ofereix un esquema amplificat i me´s complex de les tasques
3. El joc 32
concurrents.
Fig. 3.3: Esquema detallat de les tasques concurrents.
La figura deixa clar el concepte de cascada aix´ı com el paral·lelisme
entre tasques, podem observar que metres es fa el disseny d’un dels incre-
ments, comenc¸a l’ana`lisi del segu¨ent i aix´ı succesivament. De totes maneres
aquestes dues fases no tenen perque` concordar, es poden comenc¸ar tant en
etapes anteriors o segu¨ents, depenent de la correlacio´ entre els increments.
Per exemple, dos components totalment separats etre s´ı podrien comenc¸ar
la seva iteracio´ completament en paral·lel si es disposa del personal necessa`ri.
Un altra avantatge d’aquest tipus de desenvolupament e´s que inherent-
ment ja compren els possibles canvis en els requisits de l’aplicacio´ a mida
que aquesta avanc¸a.
3.2.2 Histo`ries
Una histo`ria e´s una representacio´ d’un requisit de l’aplicacio´ que s’expressa
utilitzant un llenguatge comu´ amb l’usuari. So´n una forma ra`pida d’admi-
nistrar els requisits dels usuaris de manera que si aquests canvien, l’imapcte
en l’aplicacio´ sera` menor.
3.2.2.1 Dibuixat
1. El dibuixat, tal i com s’ha comentat en els objectius del projecte, ha
de poder-se fer a la ma`xima velocitat de refresc. Tot i que sempre de-
pendra` del hardware on funcioni l’aplicacio´, l’objectiu e´s de 60 imatges
per segon.
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2. Tant el jugador com els enemics disposaran d’animacions que ajudaran
a afegir realisme al joc aix´ı com a fer entendre al jugador que e´s el que
passa en cada moment.
3.2.2.2 Personatges
1. Tant els enemics com el jugador principal han de tenir certs atributs
que representin l’estat en que es troben: punts d’atac i punts de vida.
2. Els enemics han de disposar d’una certa intel·lige`ncia que els permetra`
atacar amb certa lo`gica. Tanmateix i donada la dina`mica del joc, han
d’apare`ixer de manera intel·ligent a l’escena.
3. El jugador principal ha de respondre a l’entrada de dades pel que fa
al moviment, al tac i a la capacitat d’apuntar l’arma de que disposa.
3.2.2.3 Partida
1. La duracio´ de la partida ve determinada per dos factors. El primer
e´s els punts de vida del jugador i el segon e´s el temps determinat de
partida. Si qualsevol d’aquests dos factors arriba a zero, la partida
acaba.
2. La generacio´ d’enemics e´s constant i l’u´nic objectiu que tenen e´s apropar-
se al jugador evitant obstacles per aconseguir-ho i comenc¸ar a atacar-lo
per tal de fer disminuir els punts de vida del mateix.
3.2.2.4 Interf´ıcie
1. L’usuari ha d’estar informat en tot moment dels factors que finalitzen
la partida, els punts de vida del jugador i el temps restant.
2. Un cop carregada l’aplicacio´ cal esperar l’entrada de dades de l’usuari
per a comenc¸ar la partida.
3. Durant l’inici de l’aplicacio´ s’informara` a l’usuari de les parts del joc
que so´n carregades a cada moment.
4. A la finalitzacio´ de la partida s’informara` a l’usuari de les estad´ıstiques
que s’han produ¨ıt durant la mateixa.
3.2.2.5 Personatges
1. Cada una de les accions del personatge principal i dels enemics han
d’anar acompanyades d’un so per tal de donar sensacio´ de realisme i
ajudar a l’usuari a entendre la situacio´ del joc en cada moment
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2. El joc ha d’anar acompanyat d’una mu´sica de fons per tal d’augmentar
la sensacio´ d’immersio´.
3.2.2.6 Escena
1. L’escena ha de contenir els elements necessaris per a que sigui rea-
lativament realista. Ba`sicament es tracta d’un sistema d’il·luminacio´
dina`mica i la situacio´ de models esta`tics de manera que conformin una
escena similar a la que es vol representar (en aquest cas un aparcament
de cotxes).
2. El jugador principal ha de ser capac¸ de moure’s lliurement per l’escena
aix´ı com posicionar la ca`mera com cregui convenient.
3.2.2.7 F´ısica
1. Tots els elements que composen l’escena han de tenir un comportat
tant real com ens sigui possible. Aquest factor vindra` determinat per
la llibreria de tercers que es fara` servir.
2. La f´ısica sera` l’encarregada de detectar els trets que realitza el jugador
principal aix´ı com la tasca d’evitacio´ d’obstacles per part de l’enemic.
3.2.2.8 A`udio
1. Cada una de les accions del personatge principal i dels enemics han
d’anar acompanyades d’un so per tal de donar sensacio´ de realisme i
ajudar a l’usuari a entendre la situacio´ del joc en cada moment
2. El joc ha d’anar acompanyat d’una mu´sica de fons per tal d’augmentar
la sensacio´ d’immersio´.
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3.3 Disseny
Per pel que fa al disseny d’aquesta aplicacio´ hem escollit un model separat
per components i orientat a objectes. Cada un d’aquests components nome´s
mostrara` una interf´ıcie a la resta, oferint nome´s les funcionalitats necessa`ries
per a dur a tarme la tasca concreta amb que cada component sera` assignat.
D’aquesta manera aconseguim separar les funcionalitats i aconseguir els
objectius d’escalabilitat i independe`ncia entre mo`duls o components.
Fig. 3.4: Esquema ba`sic de l’estructura de components.
En la figura s’exemplifica el model per components, dins de cada un
d’ells hi trobem la interf´ıcie que servira per comunicar-se amb la resta de
components, i els controladors que seran els que gestionaran les entitats que
donen forma al joc.
Abans de comenc¸ar a desenvolupar i implementar el projecte, ja ten´ıem
clara la complexitat de la tasca que ens hav´ıem proposat, crear un joc sem-
pre es complicat, pero` en aquest cas hi ha molts factors que compliquen
encara me´s el que ja de per s´ı es una tasca complexa.
Per resumir els problemes i solucions de disseny que hem anat trobant e´s
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• So
• Input
En els segu¨ents punts d’aquest apartat anirem desenvolupant quina fun-
cionalitat tenen cada un dels elements dins de la nostra aplicacio´.
3.3.1 Dibuixat
Tot i tenir clar que el joc seria en tres dimensions, la especificacio´ HTML5
ens ofereix varies possibilitats. Basicament es tracta del Canvas 2D o el
Canvas 3D me´s conegut com a WebGL. En el nostre cas clarament cal´ıa
fer servir WebGL per tal d’assolir els objectius proposats no obstant hem
volgut aprofitar la pote`ncia d’ HTML5 i hem decidit implementar les pan-
talles de ca`rrega, introduccio´ i fi de joc utilitzant Canvas 2D ja que WebGL
no ofereix cap manera senzilla de mostrar text en pantalla, el concepte me´s
generalitzat e´s incrustar els textos en una textura i despre`s dibuixar-la des
de la GPU, cosa que e´s molt me´s costosa a nivell de rendiment que no pas
la opcio´ anterior.
Les propietats ba`siques d’aquest suport per al dibuixat so´n:
• Dibuixat per software (accelerat en alguns casos)
• No hi ha concepte de capes o objectes, e´s senzillament un mapa de
bits.
• Bon suport (Chrome, Firefox, Opera, Safari i Internet Explorer)
• Funciona en dispositius mo`bils
• Suport intu¨ıtiu per a introduir textos
• API senzilla i fa`cil d’utilitzar.
Pel que fa a la interf´ıcie del joc (temps de joc restant, vida del jugador
restant, etc.) hem escollit presentar-la en HTML + CSS ja que qualsevol de
les altres opcions suposava complicacions i baixades de rendiment que calia
evitar. En parlarem en profunditat durant l’apartat d’Arquitectura/Imple-
mentacio´.
El component de dibuixat conte´ dos controladors, un d’ells per al dibui-
xat de models esta`tics i l’altre per als models dina`mics. Cada un dels seus
controladors s’encarregara` de gestionar totes les inta`ncies dels seus tipus de
model. Tanmateix cada controlador te´ un shader espec´ıfic per a dibuixar els
models en funcio´ de si so´n esta`tics o dina`mics.
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Per tal de poder aplicar la pote`ncia de l’orientacio´ a objectes i de te`cniques
com el polimorfisme, tots els models s’han definit a partir d’una super classe
que conte´ els atributs i me`todes comuns als dos tipus de models. A partir
d’aqu´ı les subclasses afegira`n aquells atributs concrets que necessitin per al
seu dibuixat i la seva gestio´.
El controlador que s’encarrega de generar aquests controladors s’anome-
na GameRenderer, com podem apreciar en el segu¨ent diagrama.
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Fig. 3.5: Diagrama simplificat del component de dibuixat.
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3.3.1.1 Models dina`mics
De manera similar que amb els models esta`tics, els dina`mics so´n molt im-
portants a l’hora de donar una sensacio´ realista i d’immersio´ al joc, no es pot
comparar (a nivell visual) la sensacio´ que dona un model amb animacions
complexes amb multitud de pol´ıgons amb la simplicitat d’un model animat
mitjanc¸ant sprites.
Per tal d’aconseguir una escena realista i posar a prova el rendiment de
JavaScript hem volgut utilitzar models que s’utilitzen a jocs d’escriptori de
gran qualitat. Entre d’altres vol´ıem que comptessin amb animacio´ esquele-
tal i amb skinning per ve`rtex.
Per tal de poder introduir el format escollit e´s important entendre els
conceptes d’animacio´ esqueletal i de skinning i el que aporten al nostre pro-
jecte.
Fig. 3.6: Esquema ba`sic de l’estructura d’un model.
En la animacio´ esqueletal un model es representa amb dues parts: una
respresentacio´ de la superf´ıcie del mateix (anomenada malla o pell) i una je-
rarqu´ıa d’articulacions interconnectades que s’utilitzen per animar la malla o
esquelet. Cada una d’aquestes articulacions te´ associada una transformacio´
en tres dimensions (que inclou posicio´, orientacio´ i escalat) i una refere`ncia
a una altra articulacio´ pare. La transformada total d’una articulacio´ e´s el
3. El joc 40
resultat de la multiplicacio´ de la transformada de la seva articulacio´ pare i
aix´ı succesivament. Per exemple, si movem l’articulacio´ del genoll, la arti-
culacio´ del turmell tambe´ es veura` afectada per aquest moviment. Aquest
concepte s’anomena cinema`tica inversa.
Fig. 3.7: Jerarqu´ıa d’articulacions.
En la imatge anterior podem apreciar la jerarqu´ıa d’articulacions (els
punts verds) aixi com la malla que l’envolta (en aquest cas ja texturitzada).
Pel que fa al skinning en s´ı e´s el proce´s de relacionar la pell del model
abans esmentada amb el seu esquelet. Per a cada un dels ve`rtex de la malla
o pell del model s’associen un nu´mero d’articulacions. Aquest proce´s te´ lloc
en l’etapa de modelat 3D a mans d’un artista, de manera que no li donarem
me´s profunditat.
D’aquesta manera aconseguirem que quan es mou una articulacio´ mit-
janc¸ant les dades d’una animacio´ per a aquell model en concret, les parts de
la pell que hi estan associades es deformin d’acord amb aquest moviment.
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En me´s detall el que realment passa e´s que apliquem al ve`rtex les transfor-
macions totals de cada una de les articulacions que hi estan relacionades.
Despre´s de buscar i pensar sobre les millors opcions i sobretot les que
s’adaptessin a les nostres necessitats, vam decidir fer servir els models en
format MD5 que, tot i ser un format propietari, tambe´ e´s un format obert.
Aixo` en s´ı suposa un repte ja que e´s el format de models dina`mics que han
fet servir jocs del tamany i qualitat com el famo´s Doom3, preparats per
ma`quines d’escriptori relativament potents i no ten´ıem gens clar si JavaS-
cript i WebGL podrien suportar una ca`rrega com aquesta i, si podien, fins
a quin punt.
A l’apartat d’arquitectura/implementacio´ veurem la quantitat de pro-
blemes que aquest format ha donat i les solucions que hi hem trobat per
aprofitar la riquesa visual d’aquest tipus de models.
3.3.2 F´ısica
Hi ha molts conceptes importants pel que fa a que un joc sigui capac¸ de
donar una sensacio´ de realisme i d’immersio´. Un d’ells e´s simular en l’es-
cena del joc un sistema de f´ısiques el me´s realista possible. Per exemple si
un jugador deixa` caure quelcom un esperaria que aquest quelcom segu´ıs les
lleis de la gravetat i caigue´s a terra seguint les lleis de la f´ısica del nostre
univers.
No e´s cap secret que els motors de f´ısiques so´n complexos i costosos en
el seu proce´s, i aquesta situacio´, com sempre, es complica amb JavaScript.
A continuacio´ explicarem la manera en que hem decidit implementar aquest
motor, el seu funcionament dins la nostra aplicacio´ i les funcionalitats que
ens permet.
En primer lloc es va descartar immediatament la idea de generar nos-
altres mateixos el nostre propi motor de f´ısiques ja que queda fora dels
objectius del nostre projecte i ademe´s necessitar´ıem molt me´s temps del que
disposa`vem. Aix´ı doncs, de la mateixa manera que amb els models dina`mics,
va`rem comenc¸ar a buscar un motor de f´ısiques en JavaScript que s’adapte´s
a les nostres necessitats. La cerca va ser realment curta ja que no hi ha
massa oferta en aquest sector.
La opico´ me´s atractiva a priori era la llibreria ammo.js. Aquest motor de
f´ısiques e´s una traduccio´ directe de la coneguda llibreria Bullet, utilitzada
en jocs de gran qualitat com Grand Theft Auto o Red Dead Redemption
aix´ı que la qualitat de la mateixa estava garantitzada. No obstant aquesta
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traduccio´ s’ha realitzat directament a trave´s de software, ningun huma` ha
intervingut en el proce´s i aixo` suposa alguns problemes. El me´s greu dels
problemes e´s que el software ha traduit certes estrucutres de C++ a Ja-
vaScript com a diccionaris, i el motor de JavaScript de Google Chrome (el
me´s ra`pid fins al moment) desencoratja aquest tipus d’estructures per ser
costoses en el seu acce´s i per la possibilitat de generar millors alternatives
amb la mateixa funcionalitat.
Aix´ı doncs ens vam veure pra`cticament obligats a fer servir la llibrer´ıa
JigLib.js, una traduccio´ de la tambe´ coneguda i molt utilitzada JigLibFlash.
Despre´s de comprovar que aquesta traduccio´ no patia dels mateixos proble-
mes que la anterior varem tirar endavant amb el seu desenvolupament. No
obstant ens va`rem trobar amb un problema de rendiment bastant evident,
en veurem me´s a la part d’estudi de les te`cniques aplicades.
3.3.3 Intel·lige`ncia Artificial
Per tal de donar un comportament aproximadament realista als enemics del
joc, e´s necessari aplicar un sistema d’intel·lige`ncia artificial que, a part d’a-
conseguir aquest objectiu, estigui dissenyat de manera que sigui escalable i
permeti adapatar-lo a les diferents necessitats que una aplicacio´ d’aquestes
caracter´ıstiques puguin tenir.
Per a tal efecte hem decidit implementar una ma`quina d’estats finita
per a cada una de les insta`ncies dels models. Aquesta ma`quina representa
l’ estat en que es troba cada insta`ncia dels enemics i conte´ certa lo`gica de
programa que permetra` els canvis d’estats necessaris per arribar a assolir
un comportament realista.
Una ma`quina d’estats finita consisteix, ba`sicament, en:
• Events als quals la ma`quina respon.
• Estats en els que la ma`quina espera entre events.
• Transicions entre estats en resoposta als events.
• Accions que es prenen durant les transicions.
• Variables que contenen valors necessitats per les accions entre events.
Aquest tipus de ma`quines so´n realment u´tils quan el comportament que
es busca depe`n de diferents tipus d’events, de manera que la fan la opcio´
me´s adequada a les nostres necessitats.
A l’hora de dissenyar aquesta ma`quina e´s important tenir en compte
cada possible event per a cada estat. Aixo` inclou:
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• Determinar si e´s possible que un event pugui oco´rrer dins de l’estat a
dissenyar
• Quines accions cal prendre per a gestionar un event
• A quin estat passar despre´s d’un event
• Quines variables cal recordar entre events
Tanmateix una ma`quina d’estats finits ens dona les segu¨ents avantatges:
• Ra`pides i simples d’implementar: Hi ha moltes maneres de portar a
terme la implementacio´ d’aquest tipus de disseny, el me´s senzill seria
una cadena de condicions if . . . else o d’una manera una mica me´s
refinada una estructura amb la sente`ncia switch. Aquest estil funcio-
naria per a una intel·lige`ncia artificial extremadament simple, pero´ per
a qualsevol cosa me´s complicada esdeve´ gairebe´ impossible d’entendre
i d’escalar.
• Fa`cils de depurar: Com que el comportament de les entitats queda
separat en petits trossos de codi (els estats), si el comportament e´s
incorrecte o erra`tic e´s fa`cil seguir la sequ¨e`ncia d’events que genera
aquest error.
• Poca sobre ca`rrega computacional: Com que la implementacio´ d’a-
quest sistema e´s molt similar a unes regles preestablertes, el sistema
en s´ı no introdueix gaire cost computacional pel que fa a la execucio´
del sistema en s´ı.
• So´n intu¨ıtives: E´s molt fa`cil per als humans entendre la representacio´
de l’actitud i les accions d’una entitat segons l’estat en que es trobi.
Aixo` es deu a que estem acostumats a parlar d’ estats f´ısics o estats
an´ımics en la vida real.
• So´n flexibles: La separacio´ del codi tambe´ ens permet ampliar de ma-
nera fa`cil qualsevol dels estats existents, tanmateix tambe´ e´s realment
senzill afegir nous estats per a ampliar el rang d’accions d’una entitat
Tenint en compte tot el que s’ha explicat en els para`grafs anteriors s’ha
dissenyat la ma`quina d’estats de la segu¨ent manera:
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Fig. 3.8: Diagrama de classes de la IA.
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El comportament simplifcat de la ma`quina e´s el segu¨ent:
Fig. 3.9: Diagrama de sequ¨e`ncia de la IA.
De manera simplificada, el controlador de models dina`mics SEGUIR
PER AQUI
Durant l’apartat d’implementacio´ veurem com s’ha implementat aquest
sistema, aix´ı com la especificacio´ de les taules de transicio´ entre estats.
3.3.4 A`udio
El diagrama simplificat d’aquest component e´s el segu¨ent:
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Fig. 3.10: Diagrama simplificat controlador a`udio.
Aquest tambe´ e´s un component ba`sic per a aconseguir que qualsevol
jugador se senti immers en la experie`ncia del joc. Aprofitant les noves possi-
bilitats que ens ofereix HTML5 hem decidit utilitzar la llibreria Buzz.js, una
petita llibreria que ofereix facilitats per a incloure i gestionar sons mitjanc¸ant
el nou tag ”audio”que s’ha presentat juntament amb la u´ltima especificacio´
HTML5.
A juliol de 2011 els navegadors suporten els formats que es mostren a la
taula segu¨ent: [6]
Fig. 3.11: Formats d’audio suportats segons navegador.
Tenint en compte que durant el desenvolupament del projecte Internet
Explorer no suporta WebGL aix´ı com tampoc ho fan la majoria de dis-
positius mo`bils, hem decidit centrar-nos en sons en format OGG i WAV.
Afortunadament, el joc Doom3 tambe´ ofereix en obert tots els seus sons, en
ambdo´s formats.
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Tot i ser una llibreria molt simple, compleix perfectament els requisits
que ens haviem imposat. Durant l’apartat d’aqruitectura i implementacio´
veurem quins sons hem implementat en el nostre joc i com ho hem fet.
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3.4 Implementacio´
A continuacio´ detallarem tots els components que formen part del joc i les
relacions entre ells per tal de donar a entendre la complexitat i la estructura
del mateix.
El component principal de qualsevol joc, des del punt de vista de la pro-
gramacio´ del mateix, e´s el bucle principal. Un cop acabada la ca`rrega de tot
el que es necessita per a iniciar el joc, s’entra a aquest bucle que no parara`
d’executar-se independentment de la entrada de dades per part de l’usuari.
En cada iteracio´ d’aquest cicle s’executen les funcions necessa`ries per a
dibuixar l’escena del joc en l’estat en que es troba. Tanmateix tambe´ s’en-
carrega d’executar la lo`gica del joc (intel·lige`cia artificial, moviment dels
enemics, so, etc.). De manera general i molt simplificada aquest bucle te´
aquest aspecte:
1 while ( )
2 t r a c t a r entrada de dades
3 executar IA
4 moure enemics
5 r e s o l d r e c o l . l i s i o n s
6 d ibu ixar escena
7 executar sons
8 end while
Fragment de codi 3.1: Simplifacio´ del bucle principal d’un joc
Aquesta estructura general es modifica i canvia a mida que s’avanc¸a en
el desenvolupament del joc, pero` el concepte no deixa d’e´sser el mateix.
Tambe´ cal e´sser conscient que aquest bucle s’ha d’adaptar en funcio´ de la
plataforma per a la qual s’estigui desenvolupant el joc, per exemple si s’esta`
desenvolupant per a Microsoft Windows cal tenir en compte les restriccions
imposades pel gestor de processos.
En el cas de Javascript i WebGL e´s necessari implementar-lo de ma-
nera diferent ja que cal utilitzar la funcio´ anomenada requestAnimFrame.
Aquesta funcio´ esta` desenvolupada per Google i el seu objectiu e´s oferir una
manera d’executar una funcio´ de forma perio`dica (creant aix´ı el bucle prin-
cipal) independentment del navegador on s’executi. El codi d’aquesta funcio´
e´s el segu¨ent:
1 window . requestAnimFrame = ( function ( ) {
2 return
3 window . requestAnimationFrame | |
4 window . webkitRequestAnimationFrame | |
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5 window . mozRequestAnimationFrame | |
6 window . oRequestAnimationFrame | |
7 window . msRequestAnimationFrame | |
8 function ( ca l lback , element ) {
9 window . setTimeout ( ca l lback , 1000 / 60) ;
10 } ;
11 }) ( ) ;
Fragment de codi 3.2: Implementacio´ de la funcio´ requestAnimFrame
Ba`sicament amb aquest sistema ens independitzem dels navegadors i, en
el pitjor dels casos, passem a fer servir la funcio´ setTimeout de Javascript.
E´s important entendre que es podria aconseguir el mateix efecte amb les
funcions pro`pies de Javascript, no obstant l’u´s de la funcio´ d’animacio´ dels
navegadors ens aporta avantatges com ara no seguir cridant a la funcio´ de
dibuixat mentres la pestanya no e´s visible, mentre que utilitzant les funci-
ons setTimeout o setInterval seguir´ıem dibuixant inu´tilment tota la escena
independentment de la visibilitat de la pestanya.
A mida que el projecte ha anat creixent en complexitat, ens hem anat
trobant problemes que no hav´ıem previst en un principi, desenvolupar una
aplicacio´ web d’aquestes caracter´ıstiques utilitzant HTML, CSS, JS i WebGL
pot esdevenir tedio´s ra`pidament. Entre manegar la interf´ıcie, les dades de
l’aplicacio´, les peticions de ca`rrega (malles, textures, . . . ) i deme´s, e´s molt
simple acabar amb un codi il·legible i molt dif´ıcil de mantenir. La manera
en que els navegadors carreguen el codi JavaScript, com veurem, tampoc
ajuda en aquesta tasca.
En JavaScript podem separar el nostre codi en fitxers separats, pero` no
tenim manera nativa de declarar en un d’aquests fitxers la depende`ncia cap
a un altre.
Per tal de solucionar i implementar el concepte de model orientat a com-
ponents va`rem decidir de fer servir la llibreria RequireJS per a implementar
un disseny basat en mo`duls. Aquests mo`duls son trossos de codi auto con-
tinguts que compleixen una tasca molt definida dins de l’aplicacio´. No hi
ha limit en quina quantitat de codi es pot afegir en un mateix mo`dul, pero`
el sentit comu´ i la sema`ntica ajuden en aquest sentit, per exemple e´s fa`cil
d’imaginar el contingut i la funcionalitat d’un mo`dul que s’anomena “a`udio”.
Per a definir aquests mo`duls utilitzant RequireJS fem servir aquesta sin-
taxi:
1 de f i n e ( function ( ) {
2
3 function exampleMethod (x ) {
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4 return x + exampleMethod2 ( ) ;
5 }
6
7 function exampleMethod2 ( ) {




12 va l o r : ’valor exemple’ ,
13 metode : exampleMethod
14 }
15 }) ;
Fragment de codi 3.3: Definicio´ d’un mo`dul utilitzant RequireJS
En aquest exemple estem definint un mo`dul mitjanc¸ant la funcio´ define.
Aquest mo`dul e´s nome´s un objecte (l’objecte retornat) amb dues propietats:
una cadena de cara`cters anomenada “valor” i una funcio´ anomenada “me-
tode”. Aquest codi defineix completament el nostre mo`dul d’exemple, no hi
ha res que s’hagi de declarar fora de la funcio´ define.
Per tal d’emular el concepte de classe en JavaScript, RequireJS ens dona
una opcio´ similar a la definicio´ d’un mo`dul:
1 de f i n e ( ’Employee’ , function ( ) {
2 // Start with the constructor
3 function Employee ( f irstName , lastName ) {
4 this . f i r stName = firstName ;
5 this . lastName = lastName ;
6 })
7
8 // Now add methods
9 Employee . prototype . fullName = function ( ) {





15 // And now return the constructor function
16 return Employee ;
17 }) ;
Fragment de codi 3.4: Definicio´ d’una classe utilitzant RequireJS
En aquest cas, el que retornem e´s la funcio´ constructora de la classe,
de manera que el que tenim de manera efectiva es una classe completament
encapsulada.
El concepte anterior simplifica molts dels problemes exposats, de totes
maneres necessitarem utilitzar parts d’altres mo`duls en mo`duls me´s com-
plexos. Per exemple e´s molt probable que des del mo`dul d’intel·lige`ncia
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artificial volguem utlitzar alguna part del codi del mo`dul d’enemics. En
altres paraules, depende`ncies entre mo`duls. RequireJS ens ho posa real-
ment fa`cil, quan creem un nou mo`dul, nome´s cal passar una llista de noms
de mo`duls i la mateixa llibreria s’encarregara` de carregar aquests mo`duls
abans d’executar codi del mo`dul actual i, ademe´s, en passara` el seu valor de
retorn com a parametre a la funcio´ de declaracio´ d’aquest nou mo`dul. Pot
semblar complicat de paraula pero` e´s molt senzill de veure en un exemple:
1 de f i n e ( [ "models/Person" , "my/utils" ] , function ( Person , u t i l s ) {
2 var people = [ ] ;
3
4 people . push (new Person ( ’Jim’ ) ) ;




9 people : people
10 } ;
11 }) ;
Fragment de codi 3.5: Definicio´ de depende`ncies entre mo`duls utilitzant RequireJS
El mo`dul definit en aquest codi requereix de dos altres mo`duls: “Per-
son” i “utils”. El valor de retorn d’aquests mo`duls queda enllac¸at amb els
para`metres d’entrada de la funcio´ que defineix el mo`dul. Aquests para`metres
es poden anomenar lliurement pero e´s bona pra`ctica que referencin amb el
seu nom a quin mo`dul representen.
3.4.1 Dibuixat
3.4.1.1 Controlador de Models dina`mics
Aquest sera` el controlador que s’encarregara de tota la lo`gica de progra-
ma relacionada amb els models dina`mics. Ja sigui per dibuixar-los, per
actualitzar-ne la intel·lige`ncia artificial, per gestionar la creacio´ de les seves
insta`ncies o la seva destruccio´, etc.
Comenc¸arem per la part me´s important de la que aquest component n’e´s
el responsable: la ca`rrega i dibuixat dels models dina`mics. En el cas concret
del format MD5 d’animacio´ esqueletal i skinning necessitem dos fitxers: el
fitxer de malla i el fitxer d’animacio´. Tot seguit en fem una breu especifica-
cio´. [5]
• Fixer de malla(.md5Mesh): Aques fitxer conte´ tant la informacio´ re-
ferent a la malla o pell com a la jerarquia d’articulacions o esquelet.
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Tambe´ hi trobem la infomacio´ de la posicio´ original del model que
farem servir me´s endavant per a poder realitzar el proce´s d’skinng a
la GPU.
Per a cada una de les malles que formen el model e´s detalla:
– Nu´mero de ve`rtex, i per a cada un d’ells, el seu ı´ndex, les coordi-
nades de textura, el nu´mero d’articulacions que tenen associats i
l’escalat pertinent.
– El nu´mero de triangles de la malla i, per cada un d’ells, un iden-
tificador i els 3 ve`rtex que formen el triangle.
– Finalment el nu´mero de pesos (escalat) que conte´ la malla i, per a
cada un d’ells, un ı´ndex, el valor del pes (indica quan contribuira
aquell pes al moviment dels ve`rtex de la malla) i la seva posicio´
en l’espai.
Tambe´ hi podem trobar molta informacio´ per al motor de joc del
Doom3, pero hem obviat tota aquesta informacio´ ja que ens limitem
a fer servir els seus models, no pas els seus shaders i deme´s efectes
relacionats.
• Fitxer d’animacio´ (.md5Anim): Conte´ tota la informacio´ necessa`ria
per a poder donar moviment a un model MD5 (conjuntament amb la
informacio´ extreta del fitxer de malla). Aquest moviment ve donat
en forma de les transformacions que cal aplicar a cada ve`rtex a cada
frame de l’animacio´. E´s a dir si l’animacio´ consta de N frames, hi
tindrem una llista de N entrades on cada una contindra` la posicio´ i
orientacio´ de tots els ve`rtex que s’hi veuen implicats.
Donada la complexitat del parseig i els posteriors ca`lculs necessa`ris hem
cregut convenient ajudar-nos d’una llibreria externa per tal d’assolir aquest
objectiu. La llibreria escollida e´s md5Mesh.js.
Tot i que aquesta llibreria ofereix moltes funcionalitats te´ un problema
inherent al format MD5, i e´s que aquest format esta` pensat per a realitzar el
proce´s d’ skinning a la CPU. Aixo` no representa un problema en llenguatges
considerats ra`pids com per exemple C++, pero els milions de ca`lculs que
suposa so´n masses per a que JavaScript pugui realitzar aquest proce´s amb
moltes insta`ncies d’aquests tipus de models dina`mics en pantalla.
Aix´ı doncs tot i que el codi original de parseig i dibuixat e´s d’una llibre-
ria de tercers, l’ hem modificat per tal d’adaptar-lo al dibuixat via GPU,
cosa que ens ha perme`s mostrar moltes insta`ncies de models dina`mics sense
gairebe´ penalitzacio´ pel que fa al rendiment de l’aplicacio´.
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Pel que fa a la ca`rrega s’ha generat un fitxer en JSON que ens permet
modificar fa`cilment qualsevol caracter´ıstica dels enemics. De manera resu-




4 "src" : "models/md5/monsters/hellknight/hellknight.md5mesh
" ,









14 "hp" : "100" ,
15 "damage" : "25" ,
16 "scale" : "0.05" ,
17 "speed" : "25.0" ,
18 "rotX" : "-90" ,
19 "rotY" : "0" ,
20 "rotZ" : "-90" ,
21 "attackRange" : "5" ,
22 "bbMax" : [ "50.7560577393" ,"62.6164741516" ,"
111.6041183472" ] ,
23 "bbMin" : [ " -16.6468067169" ," -49.4514465332" ,"
-0.177718237" ] ,
24 "radious" : "2.0" ,








Fragment de codi 3.6: Format del fitxer JSON de models dina`mics
En aquest exemple podem veure un primer vector (models) que conte´
tota la informacio´ relacionada amb els models dina`mics. Per a cada entrada
d’aquest vector hi tenim la seguent informacio´:
• src: Fa refere`ncia a la ruta on hi trobarem el fitxer de malla (.md5mesh)
• anims: Aquest e´s un altre vector que ens indica, tambe´, la ruta que
cal seguir per a trobar els fitxers d’animacions (.md5Anim). Sempre
hi haura` exactament 3 entrades en aquest vector ja que so´n totes les
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que necessitem per a la implmentacio´ del joc. En primer lloc una
animacio´ de caminar, per tal de desplac¸ar l’enemic cap al jugador de
manera visualment agradable, una animacio´ per a representar l’atac
dels enemics i una u´ltima animacio´ per representar el dolor de l’enemic
un cop aquest rep un impacte per part del jugador.
• instances: Per tal de no carregar la malla tantes vegades com ene-
mics d’aquell tipus existeixen, per a totes les insta`ncies del mateix
(en aquest cas nome´s n’hi ha una de representada) el fitxer de malla
nome´s es carregara una vegada. Aqu´ı e´s on definim tots els valors
que acabaran per definir completament els atributs de cada enemic.
D’aquesta manera cada insta`ncia, encara que formin part del mateix
model, poden tenir valors completament diferents. Aquests valors so´n:
– hp: Punts de vida de l’enemic, quan aquest valor arriba a 0 (degut
a l’atac per part del jugador), l’enemic s’elimina del joc amb tot el
que comporta (eliminacio´ de la f´ısica, de la Intel·lige`ncia artificial,
del sistema de renderitzat, etc.).
– damage: Aquest valor indica la quantitat de punts de vida que
s’eliminara`n del jugador en cas que l’enemic arribi a poder atacar-
lo.
– scale: Els models MD5 so´n, per norma general, molt me´s grans
que el que voldriem per a la nostra aplicacio´. Amb aquest factor
els podem escalar al tamany que creiem convenient. Tanmateix es
poden distingir enemics del mateix model me´s o menys perillosos
en funcio´ d’aquest valor i dels dos anteriors.
– speed: La velocitat a la que avanc¸ara` l’enemic cap al jugador.
– rot: Aquesta sera` la rotacio´ inicial que aplicarem als models per
tal de mostrar-los en posicio´ vertical segons les coordinades de la
nostra aplicacio´.
– attackRange: Dista`ncia respecte al jugador a partir de la qual
els enemics deixara`n de perseguir-lo i comenc¸aran a atacar-lo.
Aquest valor e´s, de fet, la funcio´ de trancisio´ entre els estats
getInRange i attack.
– bbMin / bbMax: Aquesta sera` la capsa contenidora que quedara`
representada a la f´ısica. De totes maneres en la versio´ final del
joc no es fa servir per problemes que s’esmenten en el component
de f´ısiques. De totes maneres va`rem decidir deixar-les per poder
canviar rapidament de tipus de capsa contenidora si es necessite´s.
– radious: Aquest valor e´s el radi de l’esfera contenidora que farem
servir per representar els models en el sistema de f´ısiques, ho
expliquem amb me´s profunditat en el segu¨ent punt.
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– trans: Traslacio´ necessa`ria per reprsentar el model al centre de
l’esfera que el conte´.
Utilitzant aquest format podem carregar de manera molt fa`cil tants models
i insta`ncies del mateixos com creiem convenient.
Tanmateix, durant el transcurs del joc aprofitarem aquestes dades per
a generar insta`ncies de manera dina`mica, a part de les que ja consten de
manera inicial al comenc¸ament de la partida.
Pel que fa a la ca`rrega d’aquest format el codi utilitzat e´s el segu¨ent:
1 Md5Models . prototype . loadModels = function ( ) {
2 var j sOb j ec t = JSON. parse ( u t i l s . l o adF i l e ( this .
c on f i g pa th ) ) ;
3 var models Info=j sObjec t . models ;
4 f o r (var i = 0 ; i < models Info . l ength ; i++){
5 var modelInfo=models Info [ i ] ;
6
7 this . models [ i ]=new dynamicModel . DynamicModel (
modelInfo ) ;
8




13 Md5Models . prototype . l o ad In s t ance s = function ( modelInfo , model ) {
14 f o r (var j = 0 ; j < modelInfo . i n s t an c e s . l ength ; j++)
15 model . i n s t an c e s [ j ]=
16 model . createDynamicInstance ( modelInfo . i n s t an c e s [ j ] , model
) ;
17 }
Fragment de codi 3.7: Ca`rrega de models dina`mics
Com podem veure i segons el format del fitxer JSON, per a cada malla
es creen N insta`ncies, de manera que nome´s ens cal carregar els fitxers de
malla i d’animacions una sola vegada per tipus de model.
Pel que fa a les insta`ncies d’aquests models, que so´n les que contenen la
informacio´ dels enemics en s´ı, s’han implementat de la segu¨ent manera:
1 var DynamicModelInstance=function ( i n s t ance In f o , model ) {
2 ModelInstance . c a l l ( this ) ; //Inherit Model Instance
3 this . prototype=new ModelInstance ( ) ;
4 var s e l f = this ;
5 this . d i s t ance=vec3 . c r e a t e ( ) ;
6 this . d i r e c t i o n=vec3 . c r e a t e ( ) ;
7
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8 this . model=model ;
9
10 var randomPosX ;
11 var randomPosZ ;
12 var spawnDistance = 0 ;
13 while ( spawnDistance < 5) {
14 randomPosX=
15 u t i l s . getRandom(−100 ,100) ;
16 randomPosZ=
17 u t i l s . getRandom(−100 ,100) ;
18 spawnDistance =
19 vec3 . subt rac t (
20 [ cX , 0 . 0 , cZ ] ,




25 this . pos . x=randomPosX ;
26 this . pos . y=2
27 this . pos . z=randomPosZ ;
28
29
30 this . j o i n t s=null ;
31
32 this . deathBlinkSpeed=50;
33 this . deathTimer=0;
34 this . damage=parseF loat ( i n s t an c e I n f o . damage ) ;
35 this . hp=parseF loat ( i n s t an c e I n f o . hp ) ;
36 this . h i t t i n g=fa l se ;
37 this . dead=fa l se ;
38 this . s c a l e=parseF loat ( i n s t an c e I n f o . s c a l e ) ;
39 this . speed=parseF loat ( i n s t an c e I n f o . speed ) ;
40 this . attackRange=parseF loat ( i n s t an c e I n f o . attackRange
) ;
41 //Orient enemy to player
42 this . r o t a t i on =
43 Math . atan2 (cX−this . pos . x ,
44 cZ−this . pos . z ) ;
45
46
47 mat4 . i d e n t i t y ( this . tempMat) ;
48 this . i n i t i a lRo tX =
49 u t i l s . degToRad( parseF loat ( i n s t an c e I n f o . rotX ) ) ;
50 this . i n i t i a lRo tY =
51 u t i l s . degToRad( parseF loat ( i n s t an c e I n f o . rotY ) ) ;
52 this . i n i t i a lRo tZ =
53 u t i l s . degToRad( parseF loat ( i n s t an c e I n f o . rotZ ) ) ;
54
55 var tempMat = mat4 . c r e a t e ( ) ;
56 mat4 . r o t a t e ( tempMat , this . i n i t i a lRo tX
57 , [ 1 , 0 , 0 ] , tempMat) ;
58 mat4 . r o t a t e ( tempMat , this . i n i t i a lRo tY
59 , [ 0 , 1 , 0 ] , tempMat) ;
60 mat4 . r o t a t e ( tempMat , this . i n i t i a lRo tZ
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61 , [ 0 , 0 , 1 ] , tempMat) ;
62
63 var bbmin = vec3 . c r e a t e ( i n s t an c e I n f o . bbMin) ;
64 var bbmax = vec3 . c r e a t e ( i n s t an c e I n f o . bbMax) ;
65 mat4 . mult iplyVec3 ( tempMat , bbmin ) ;
66 mat4 . mult iplyVec3 ( tempMat , bbmax) ;
67
68 this . bb = new bb .BB( this ) ;
69 this . bb . setOwnerInstance ( this ) ;
70
71 //this.bb.setPoints(bbmin ,bbmax);
72 this . bb . setMd5Radious ( i n s t an c e I n f o . radious ,
73 i n s t an c e I n f o . t rans ) ;
74
75
76 this . currentFrame=0;
77 this . currentMaxFrame=
78 this . model . anims [ AnimType .GETINRANGE] . frames .
l ength ;
79
80 this . playAttackAnim = function ( ) {
81 this . currentMaxFrame=
82 this . model . anims [ AnimType .ATTACK] . frames .
l ength ;
83 this . model . anims [ AnimType .ATTACK] . play ( this ) ;
84 }
85
86 this . playGetInRangeAnim = function ( ) {
87 this . currentMaxFrame=
88 this . model . anims [ AnimType .GETINRANGE] . frames .
l ength ;




92 this . playHitAnim = function ( ) {
93 this . currentMaxFrame=
94 this . model . anims [ AnimType .HIT ] . frames . l ength ;
95 this . model . anims [ AnimType .HIT ] . play ( this ) ;
96 }
97
98 this . s tateMachine= new stateMachine . StateMachine (
99 this ,
100 getInRangeState ,
101 g l oba l S t a t e
102 ) ;
103
104 this . getFSM = function ( ) {




Fragment de codi 3.8: Implementacio´ de l’insta`ncia d’un model dina`mic.
3. El joc 58
En resum, inicialitzem els valors que formen els atributs d’una insta`ncia
d’un enemic, com per exemple la dista`ncia de l’enemic en s´ı al jugador, els
punts de vida, l’escalat, la velocitat, etc. De la mateixa manera, creem i
inicialitzem la ma`quina d’estats de l’enemic que controlara` el seu comporta-
ment aix´ı com les funcions necessa`ries per a tractar els canvis d’animacio´ de
cada model sense arribar a acoplar el component d’ Intel·lige`ncia Artificial
amb la llibreria de models dina`mics (md5Mesh.js).
3.4.2 F´ısica
Per tal d’aconseguir la sensacio´ de realisme i la immersio´ esmentades an-
teriorment, cadascuna de les entitats que apareixen en la nostra aplicacio´
(enemics, models esta`tics i dina`mics, terra, etc...) te´ una representacio´ en
la simulacio´ que genera el mo`dul de f´ısiques.
Aquesta representacio´ nome´s e´s la capsa contenidora (Bounding Box)
que cada entitat te´ associada. Pel que fa als objectes esta`tics la capsa conte-
nidora e´s un rectangle que engloba tota la geometria de cada un dels models
concrets, per als models dina`mics, en canvi, hem optat per una esfera que,
tot i no englobar tota la geometria (aixo` generaria col·lisions poc reals i se-
parades del model), dona una aparenc¸a molt me´s realista al les interaccions
entre el jugador, els objectes esta`tics i els models dina`mics en s´ı.
Aix´ı doncs cada cop que el sistema de dibuixat ha de dibuixar un dels
models, demana la posicio´ a la seva refere`ncia de la capsa contenidora, que
30 vegades per segon s’actualitza amb la posicio´ que el mo`dul de f´ısiques
calcula tenint en compte les diferents forces que s’hi apliquen (friccio´, movi-
ment dels enemics, gravetat), col·lisions amb el jugador o els enemics, etc.
Apart de la simulacio´ explicada anteriorment hem trobat una altra uti-
litat a aquest mo`dul. I e´s que hem aprofitat la te`cnica de raycasting que
fem servir per a simular el dispar del jugador per a implementar un sistema
per a que els enemics evitin col·lisionar amb els elements que formen l’escena.
Com hem comentat abans, des del sistema d’Intel·lige`ncia artificial es cri-
da al sistema de f´ısica per tal d’aplicar les forces corresponents que acabaran
donant la sensacio´ de moviment als enemics. Aprofitem aquesta mateixa cri-
da per a implementar aquest sistema d’evitacio´ de col·lisions.
En un primer moment l’enemic, abans d’avanc¸ar en direccio´ al jugador,
llenc¸a un raig per tal de determinar si hi ha una possible col·lisio´ en aquesta
direccio´. Si e´s el cas es comencen a disparar me´s rajos fins a que un d’ells
detecta que no hi ha col·lisio´, e´s a dir, que acaba de trobar la direccio´ en
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la que cal anar per tal d’evitar l’obstacle. Un cop fet aquest pas ja nome´s
ens queda aplicar les forces cap a aquesta nova direccio´ i repetir el proce´s al
pro`xim frame.
E´s un sistema relativament simple i poc costos si ho comparem amb el
mı´tic algoritme de cerca A*. Al no tenir el sistema basat en una graella i
que els elements poden canviar de posicio´ lliurement gra`cies al sistema de
f´ısica va`remm arribar a la conclusio´ de que no era el millor algoritme per a
la situacio´ en que ens troba`vem.
3.4.3 Intel·lige`ncia Artificial
La justificacio´ del disseny mostrat en l’apartat anterior e´s la segu¨ent: Des de
el manegador de models MD5 e´s necessari, a cada frame, actualitzar l’estat
de la ma`quina d’estats de cada una de les insta`ncies per a veure quins canvis
s’han produ¨ıt i veure si aquests canvis comporten un canvi d’estat. Tant
la funcio´ update com la changeState de la ma`quina d’estats so´n essencials
per entendre el funcionament general de la ma`quina. Pel que fa a la funcio´
changeState e´s important veure que cada cop que es canvia d’estat passa el
segu¨ent: S’ assigna l’estat actual a l’estat anterior, s’executa la funcio´ exit
de l’estat actual, s’assigna el nou estat com a estat actual i, finalment s’exe-
cuta la funcio´ enter del nou estat. Aixo` ens dona un seguit de funcionalitats
que detallem a continuacio´. Cada cop que es crida a la funcio´ update no
nome´s s’executa la lo`gica de l’estat actual sino´ que abans s’executa la lo`gica
de l’estat global que expliquem a continuacio´.
Les tres refere`ncies a estats que conte´ la ma`quina d’estats so´n:
• Estat global: Aquest estat s’executa a cada actualitzacio´ de la ma`quina
independentment de l’estat en que es trobi la ma`quina. Amb aquesta
estructura podem aconseguir situar lo`gica comu´ a tots els estats sense
necessitat de duplicar codi.
• Estat actual: Com el seu nom ens indica, aquesta refere`ncia sempre
apunta a l’estat en que es troba la insta`ncia de l’enemic. Necessari per
tal de poder executar la lo`gica pertinent a l’estat on es troba.
• Estat anterior: El seu nom no deixa lloca a dubtes, aquesta refere`ncia
sempre apunta a l’u´ltim estat en el que ha estat aquella insta`ncia.
Aquesta refere`ncia e´s molt u´til quan es necessita realitzar tot un seguit
d’accions des de qualsevol estat tenint en compte que caldra` retornar
a l’estat anterior independentment de quin fos.
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E´s important notar les tres funcions de les que disposen tots els estats.
Aquestes so´n:
• Enter: Aquesta funcio´ nome´s s’executa quan s’accedeix a un nou estat.
Serveix, en el nostre cas, per controlar l’inici de l’animacio´ associada
amb l’estat ja que no volem que s’inicii cada vegada que aquest s’ac-
tualitza.
• Execute: Aquesta funcio´ e´s l’encarregada de executar la lo`gica de l’es-
tat en s´ı, tambe´ s’encarrega de fer les comprovacions pertinents per
veure si e´s necessa`ria una transicio´ cap a un altre estat.
• Exit: De manera ana`loga a la funcio´ Enter, en alguns casos e´s necessari
realitzar certes accions nome´s en el cas en que estiguem sortint de
l’estat. Aquesta funcio´ ens dona aquesta possibilitat.
La relacio´ entre els diferents estats en que es pot trobar una insta`ncia
s’explica en el segu¨ent graf:
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Fig. 3.12: Grafs d’estats de la IA.
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Per entendre aquest graf e´s necessari tenir clar el concepte d’estat global.
Com que un enemic pot morir independentment de l’estat en que es trobi,
aquesta lo`gica s’ha d’introduir a l’estat global per tal de no duplicar codi.
Aixo` significa que en cada actualitzacio´ de la ma`quina d’estats l’estat global
comprovara`, abans d’entrar a l’estat actual, si els punts de vida de l’enemic
han arribat a zero. En aquest cas l’estat canvia a l’estat final o Dead state.
Ens trobem exactament en el mateix cas quan un enemic detecta un tret
per part del jugador, aixo` pot ocorrer desde qualsevol estat.
Detallem la definicio´ dels estats a continuacio´.
• getInRange: E´s l’estat en que totes les insta`ncies comencen. Imple-
menta la lo`gica d’aproximacio´ cap a l’enemic. Aquest estat es comuni-
ca amb el component de f´ısiques del joc per tal de que aquest apliqui
les forces en la direccio´ del jugador aix´ı com que s’encarregui de que
l’enemic eviti obstacles. En el cas en que l’enemic s’hagi acostat de
manera suficient al jugador (la dista`ncia entre els dos e´s inferior al
rang d’atac de l’enemic) farem la transicio´ cap a l’estat Attack.
• Attack: Com el seu nom indica e´s l’encarregat de controlar la lo`gica de
l’atac del enemic cap al jugador. En el cas de que el jugador s’allunyi
de manera suficient aquest estat transiciona cap a l’estat getInRange.
• Hit: Quan el component de f´ısiques detecta que el jugador ha disparat
a un enemic l’estat global interromp l’execucio´ de l’estat actual i el
canvia a aquest estat. L’u´nica funcio´ d’aquest estat e´s eliminar els
punts de vida pertinents de l’enemic i controlar l’animacio´ de rebre un
tret ja que un enemic pot rebre un tret en qualsevol estat, incloent
l’estat Hit de manera que l’animacio´ ha de tornar a comenc¸ar per a
donar un look and feel apropiat.
• Dead state: De la mateixa manera que amb l’estat anterior, un ene-
mic pot morir en qualsevol dels estats que existeixen, de manera que
e´s l’estat global qui s’encarrega de veure si els punts de vida de l’e-
nemic han arribat a 0. Un cop arribats a aquest punt aquest estat
s’encarrega d’avisar a tots els components involucrats per a que pren-
guin les mesures necessa`ries (eliminar la insta`ncia, representar la mort
de forma visual, eliminar la seva representacio´ al sistema de f´ısiques,
etc.)
3.4.4 A`udio
Com hem comentat amb anterioritat ens hem ajudat de la llibreria Buzz.js
per a les necessitats sonores del joc. Amb l’ajut, tambe´, de la llibreria Requi-
reJS que ens permet definir mo`duls molt concrets hem dissenyat un mo`dul
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d’a`udio molt redu¨ıt pero` capac¸ de complir amb totes les necessitats.
El mo`dul definit e´s el segu¨ent:
1 return {
2 checkTypesSupported : checkTypesSupported ,
3 muteAll : muteAll ,
4 unmuteAll : unmuteAll ,
5 f i r e : f i reSound ,
6 playerPain : playerPainSound ,
7 enemyHit : enemyHitSound ,
8 enemyAttack : enemyAttackSound ,
9 playTheme : themeSound ,
10 fadeTheme : fadeTheme ,
11 r e l oad : reloadSound ,
12 i sPar tySta r t ed : i sPartyStar ted ,
13 playerDeath : playerDeath
14 } ;
Fragment de codi 3.9: Definicio´ del mo`dul d’a`udio utilitzant RequireJS
Com es pot intuir pels noms dels me`todes que componen el mo`dul hem
implementat sons per el tir del jugador, quan el jugador rep un atac, quan
un enemic ataca, la mu´sica de fons, la mort del jugador principal i la mort
dels enemics.
Tanmateix, la durada d’una partida esta` regulada per la durada de la
mu´sica de fons, fent u´s d’una de les opcions que ens ofereix la llibreria
d’a`udio utlitzada, i e´s relacionar un so amb certs events. En aquest cas con-
cret l’event es dispara quan la mu´sica de fons acaba, i gra`cies a la llibreria
utilitzada no podria ser me´s simple com es veura` en el segu¨ent troc¸ de codi.
Tanmateix el farem servir per a mostrar com es carrega un so i amb quines
propietats ens permet fer-ho utilitzant Buzz.js:
1 var theme = new buzz . sound ("data/sounds/d3theme" , {
2 formats : [ "ogg" ] ,
3 pre load : true ,
4 auto load : false ,
5 loop : fa l se
6 }) ;
7 theme . bind ("ended" , function ( e ) {
8 gameOver=true ;
9 }) ;
Fragment de codi 3.10: Exemple d’u´s de la llibreria Buzz.js.
Com veiem, a la mateixa funcio´ creadora li podem passar un vector
d’opcions que passem a detallar:
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• Formats: Definim el format en que es troba el so´ a carregar, en cas de
que utilitzem la funcio´ creadora del so per a crear-ne molts al mateix
temps passar´ıem la ruta a un directori i especificariem aqu´ı els diferents
formats que podr´ıem trobar-hi a dins.
• Preload: Aquesta opcio´ pot prendre tres valors, cert o fals indicaran si
el so ha de ser carregat quan es carregui la pa`gina, mentre que el valor
metadata especifica que nome´s volem que es carregui la informacio´ del
so com la duracio´, la frequ¨e`ncia, etc.
• Autoload: Boolea` que defineix si el so ha d’e´sser reprodu¨ıt tan aviat
com sigui possible de manera automa`tica.
• loop: Especifica si es vol que el so es continu¨ı repetint una vegada hagi
finalitzat. Segons el que hem comprovat i la pro`pia especificacio´ de la
llibreria els navegadors encara no han perfeccionat aquesta opcio´ de
manera que els bucles no so´n realment acurats.
La u´ltima linea del codi d’exemple mostra com podem enllac¸ar un event
a un so. En aquest cas quan el so “theme” (la mu´sica de fons) arriba al
final, es disparar l’event i posem el boolea` global a cert. D’aquesta manera
comenc¸a la cadena d’accions necessa`ries per a finalitzar el joc i mostrar la




Pel que fa a les pantalles de ca`rrega i de la mostra d’estad´ıstiques al final
de la partida hem volgut utilitzar un altre de les noves implantacions d’
HTML5: l’element canvas en el seu context en dues dimensions. Per tal
d’obtenir aquest context de l’element l’especifiacio´ ofereix aquesta funcio´:
1 var context = element canvas . getContext ("2d" ) ;
Fragment de codi 3.11: Obtencio´ del contexte d’un element canvas.
No obstant amb l’especificacio´ actual d’ HTML5 no e´s possible extreure
dos contextos diferents per al mateix element c¸anvas”, de manera que hem
utiltizat HTML per a generar un nou element canvas i despre´s CSS per a
superposar-lo al canvas utilitzat amb el context WebGL. Mitjanc¸ant Javas-
cript canviem la propietat ”z-index”de CSS dels dos elements per tal de
mostar-ne un o altre en funcio´ de la necessitat. A continuacio´ es mostra una
captura de pantalla d’una de les pantalles d’interf´ıcie, en concret la pantalla
final que mostra la puntuacio´ obtenida aix´ı com un seguit d’estad´ıstiques.
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Fig. 3.13: Captura de pantalla de la interf´ıcie de puntuacio´ del joc.
El codi necessa`ri per a generar aquest tipus de pantalla e´s el segu¨ent:
1 GameRenderer . prototype . drawGameOver = function drawGameOver ( ) {
2
3 canvas . s t y l e . v i s i b i l i t y = "hidden" ;
4 document . getElementById ("hp" ) . s t y l e . v i s i b i l i t y = "
hidden" ;
5 canvas2 . s t y l e . v i s i b i l i t y = "visible" ;
6
7 window . addEventListener ( ’keydown’ , function ( event ) {
8 i f ( event . keyCode == 82)window . l o c a t i o n . r e l oad ( ) ;
9 } , fa l se ) ;
10
11
12 var x=canvas2 . width /2 ;
13 var y=canvas2 . he ight/2− 200 ;
14
15 /*Draw stats screen*/
16 var ctx = canvas2 . getContext ("2d" ) ;
17 ctx . c l ea rRec t (0 , 0 , canvas2 . width , canvas2 . he ight ) ;
18 ctx . t e x tBa s e l i n e = "middle" ;
19 ctx . t ex tAl i gn="center"
20 ctx . f ont = "bold 64pt ’Bangers’, cursive" ;
21 ctx . f i l l T e x t (" GAME OVER " , x , y ) ;
22 ctx . f ont = "bold 18pt ’Bangers’, cursive" ;
23 var s t a t s=this . s c ene . md5Player . s t a t s . g e tS ta t s ( ) ;
24 var l i n e h e i g h t =80;
25 f o r (var i in s t a t s ) {
26 ctx . f i l l T e x t ( i + s t a t s [ i ] , x , y + l i n e h e i g h t ) ;
27 l i n e h e i g h t +=25;
28 }
29 ctx . f ont = "bold 36pt ’Bangers’, cursive" ;
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30 ctx . f i l l T e x t (" PRESS ’R’ TO RETRY " ,
31 x , y + l i n e h e i g h t +50) ;
32 }
Fragment de codi 3.12: Generacio´ d’interf´ıcie mitjanc¸ant Canvas 2D
Com podem veure la API propocionada pel context dues dimensions de
l’element canvas e´s prou senzilla i eficient. No obstant encara te algunes
mancanc¸es com per exemple la falta de la creacio´ de noves l´ınies de manera
automa`tica, en aquest cas podem observar com ha estat necessa`ri fer-ho de
manera manual.
Tanmateix podem observar com la variable ”stats”agafa les dades d’un
petit mo`dul d’estad´ıstiques situat conjuntament amb el jugador principal.
Aquest mo`dul recull estad´ıstiques a mida que avanc¸a la partida desde dife-
rents components. Un cop finalitzada les podem recollir totes amb aquesta
simple crida.
Per tal de mantenir informat a l’usuari dels dos factors finalitzadors de la
partida (punts de vida del jugador i temps restant) hem optat per utilitzar
HTML i CSS. Podem veure aquests dos elements en funcionament en la part
superior esquerra en aquesta captura de pantalla.
Fig. 3.14: Captura de pantalla del joc.
Pel que fa a la mostra i el control del temps restant de la partida hem
implementat un rellotge en una funcio´ que s’executa cada segon utilitzant la
funcio´ setInterval de Javascript. A dintre d’aquesta funcio´ utlitzem Javas-
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cript per a manipular l’element HTML ”div”que acabara` mostrant el temps
a l’usuari. La funcio´ en concret es la segu¨ent:
1 function s ta r tC lock ( ) {
2 var t imer= document . getElementById ("timer" ) ;
3 t ime r In t e r va l=s e t I n t e r v a l ( function ( ) {
4 i f ( totalTime==0){




9 var minutes= Math . f l o o r ( totalTime /60) ;
10 var seconds= Math . f l o o r ( totalTime%60) ;
11 i f ( minutes<0)minutes=0;
12 i f ( seconds <0) seconds=59;
13 else i f ( seconds < 10) seconds="0"+seconds ;
14 t imer . innerHTML = "TIME LEFT " + "0"+
minutes + " : " + seconds + " " ;
15 }
16 } , 1000) ;
17 }
Fragment de codi 3.13: Rellotge del temportizador de la partida.
Un cop el jugador decideix comenc¸ar la partida aquesta funcio´ s’executa
i ho segueix fent cada segon.
Pel que fa als punts de vida el concepte e´s el mateix: manipular elements
HTML via javascript. En aquest cas sera` el component d’intel·lige`ncia ar-
tificial l’encarregat de manipular l’element HTML. En concret aixo` passa a
dins de la funcio´ d’execucio´ de l’estat d’ atac dels enemics.
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3.5 Gameplay
Tot i que la jugabilitat del nostre joc no e´s un dels objectius principals,
si que cal complir certs requisits per tal de complir l’objectiu del joc. E´s
important distingir que un cop implementats els components ba`sics del joc
(tipificacio´, models esta`tics i dina`mics, so, etc.), la jugabilitat del mateix ve
donada per una fase de balanceig entre les diferents variables que comformen
lescena (modelat de l’escena`ri, generacio´ d’enemics, moviment del jugador,
etc.) que s’allunya una mica dels objectius que voliem assolir relacionats
amb el funcionament i les capacitats de WebGL i tambe´ de les responsabi-
litats d’un enginyer superior dins d’un projecte d’aquestes caracter´ıstiques.
Hem optat, doncs, per oferir un nivell ba`sic de jugabilitat suficient com per
a demostrar tant el funcionament del joc com per a deixar clar la funciona-
litat de cada un dels components del mateix.
El funcionament de la partida e´s ben senzill, hi ha una petita introduccio´
amb un recorregut de la ca`mera per a ambientar i situar al jugador i un cop
finalitzat, de manera sincronitzada amb la mu´sica, comenc¸a el joc en s´ı.
En una primera insta`ncia hi haura` un cert nombre d’enemics a la pan-
talla que seguira`n al jugador amb l’objectiu d’atacar-lo. Despre´s de cert
nombre d’atacs el jugador morira` i caldra tornar a comenc¸ar. Tanmateix el
jugador disposa d’una u´nica arma per tal d’eliminar els enemics esmentats.
Apart d’aquests enemics, la lo`gica de model esta`tics s’encarregara` d’anar
afegint-ne de nous cada X segons.
El jugador disposa d’aproximadament 3 minuts per a eliminar tants ene-
mics com sigui possible per tal d’assolir la ma`xima puntuacio´. La formula
del ca`lcul de la puntuacio´ inclou para`metres com la relacio´ de trets dispa-
rats / trets encertats, nu´mero d’atacs rebuts per part dels enemics i temps
restant (si s’acaba la partida per mort del jugador i no per temps).
Tot i ser una jugabilitat relativament senzilla, deixa ben clar la feina que
hi ha al darrere, des de la il·luminacio´, el so, els models, la intel·lige`ncia
artificial, etc.
4ESTUDI I ANA`LISI DE LES TE`CNIQUES APLI-
CADES
4.1 Optimitzacions JavaScript
Cal tenir en compte que aquestes optimitzacions s’apliquen segons l’especi-
ficacio´ del motor JS V8 que implementa Google Chrome, no podem estar
segurs de la millora en altres navegadors pero s´ı de que no empitjorara` el
seu rendiment.
D’aquesta manera a l’hora de programar la part de JS de l’aplicacio´ sem-
pre hem tingut en compte els segu¨ents factors:
4.1.1 Creacio´ d’Arrays
El compilador Just-In-Time de JavaScript te´ dues formes de representar els
arrays: sparse (esca`s) i dense (dens). Els arrays sparse so´n molt similars als
arrays del llenguatge C, e´s a dir, molt ra`pids. Per contrapartida els arrays
densos so´n, en realitat, taules de hashing o diccionaris, de manera que so´n
molt lents. La optimitzacio´ e´s extremadament simple de portar a terme i per
aixo´ cal tenir-la ben present. Per a que Javascript interpreti el vector com
a esca`s, nome´s e´s necessari inicialitzar-lo amb un tamany predefinit com a:
1 var a = new array (1001) ; a [ 1 0 0 0 ] = 0 ;
E´s clar que aixo` no e´s sempre possible, pero cal fer un esforc¸ per complir
aquesta millora ja que hi guanyem rendiment sense perdre res a canvi.
4.1.2 Definicio´ dina`mica de les propietats d’un obejcte
Una de les coses que diferencia JavaScript de la majoria de llenguatges e´s
la capacitat per a crear propietats de manera dina`mica en un objecte. Per
a JavaScript els objectes so´n simplement arrays associatius i el compilador
creara` una classe “amagada” per a cada definicio´ del objecte amb totes les
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seves propietats. Si despre´s de la definicio´ inicial afegim dinamicament una
nova propietat, aquesta classe “amagada” canviara` per a totes les variables
definides. Per evitar-ho nome´s cal dissenyar de manera correcta la classe
amb tots els atributs necessaris en comptes de crear-los dinamicament segons
necessitat.
4.1.3 Col·leccio´ de brossa
El col·lector de brossa s’encarrega d’eliminar posicions de memo`ria a les que
no s’hi pot accedir degut a l’eliminacio´ de les refere`ncies que en algun punt
havia tingut (similar al del llenguatge Java). El problema d’aquest siste-
ma e´s que arriba un punt on el navegador decideix executar el col·lector de
brossa de manera que es pausa l’execucio´, busca quines parts de memo`ria ja
no so´n referenciables i les elimina.
Fig. 4.1: U´s de memo`ria durant l’exeucio´ d’una aplicacio´ JS.
En aquest gra`fic de memo`ria pres durant l’execucio´ d’un joc en JavaS-
cript veiem els punts on s’activa la col·leccio´ de brossa (pics) de JS. Es
podria confondre amb una fuga de memo`ria pero` es tracta del funcionament
normal de JS.
L’ideal seria que durant tot un cicle del joc no s’arribes a crear en cap
moment cap tipus de brossa evitant aix´ı aquestes interrupcions. Aixo` no
e´s sempre possible pero` cal intentar evitar al ma`xim la generacio´ de brossa.
Tenim varies te`cniques a aplicar per tal d’evitar-ho:
La primera de totes i la me´s obvia e´s l’u´s de la paraula clau new ja que
indica un allotjament de memo`ria. Sempre que sigui possible cal inicialitzar
l’objecte durant la ca`rrega de l’aplicacio´ i reutilitzar aquest mateix objecte
durant tant de temps com sigui possible. En Javascript aquesta paraula clau
no e´s la u´nica que allotja memo`ria, per exemple la sente`ncia tambe´ crea
un objecte i [] creara` un vector. Tanmateix les funcions creades tambe´ so´n
recollides pel col·lector de brossa.
Per tal de reciclar objectes cal fer servir una funcio´ com la segu¨ent:
1 f o r (var p in obj )
2 {
3 i f ( obj . hasOwnProperty (p) ) d e l e t e obj [ p ] ;
4 }
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D’aquesta manera eliminarem totes les propietats d’un objecte i en po-
drem afegir de noves segons sigui convenient. Eliminar les propietats d’un
objecte pot resultar me´s costo´s que no pas assignar un objecte nou mit-
janc¸ant algunes de les paraules clau que s’han esmentat abans, pero` e´s molt
me´s important evitar la generacio´ de brossa ja que s’acaba tradu¨ınt direc-
tament a una pausa en la aplicacio´.
Pel que fa als vectors, e´s comu´ buidar-los assignan la sente`ncia []. El
que realment fa Javascript en aquest cas e´s crear un nou vector buit i deixar
l’anterior com a brossa. La manera correcta per evitar la generacio´ de brossa
e´s assignar a 0 la propietat length del vector.
Pel que fa a les funcions e´s una mica me´s complicat, per norma general
les funcions es creen durant la ca`rrega de l’aplicacio´ de manera que es ten-
deix a deixar de banda les funcions que s’assignen de manera dina`mica. Les
me´s comuns so´n funcions com setTimeOut o setInterval, que s’encarreguen
d’executar un altra funcio´ de manera perio`dica. E´s important crear la fun-
cio´ que s’ha d’executar durant la ca`rrega i despre´s assignar-la per tal de no
crear-la a cada crida perio`dica.
Un dels problemes me´s greus a l’hora d’evitar la generacio´ de brossa e´s
que algunes de les funcions de javascript generen brossa per elles mateixes.
Per exemple la funcio´ slice que ens permet seleccionar elements dins d’un
vector retorna un nou vector amb els elements seleccionats. El mateix passa,
per exemple, amb la funcio´ substr que ens retorna una part d’una cadena
de cara`cters. No hi ha una solucio´ fa`cil per a aquest problema, o be´ no fem
servir aquestes funcions o les reescrivim de manera que no generin brossa.
Com a conclusio´ d’aquest apartat hem vist que e´s realment complicat
escriure javascript lliure de brossa, de totes maneres amb molta atencio´ i de-
dicacio´ es pot aconseguir molt poca generacio´ de brossa, element essencial
per a aplicacions d’aquestes caracter´ıstiques. [2]
4.2 Web Workers
El problema es deriva de la arquitectura de JavaScript en s´ı ja que e´s un
entorn de proce`s u´nic, e´s a dir que no es poden executar sente`ncies de mane-
ra simulta`nia. Es pot emular la simultaneitat amb funcions com setInterval
i setTimeOut de JavaScript, pero` aquestes te`cniques segueixen executanse
despre´s de la seque`ncia de comandes que s’estigui processant en aquell mo-
ment. [3]
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Per sort HTML5 ofereix una nova possibilitat d’evitar aquests problemes
a partir de subprocessos reals: els anomenats Web Workers. Aquesta nova
API ofereix la possibilitat d’executar processos en segon pla, per exemple
per a gestionar tasques intensives pel que fa a ca`lculs o computacio´ en gene-
ral sense bloquejar la interf´ıcie d’usuari. Aquests subprocessos implementen
un sistema de missatger´ıa per tal de poder mantenir el paral·lelisme i la sin-
cronia amb la aplicacio´ principal. En els navegadors me´s moderns aquests
missatges es poden encapsular en format JSON, format amb que ja hav´ıem
treballat per la ca`rrega de shaders, i models tant esta`tics com dina`mics.





Tot i que el projecte es va inscriure a finals de gener de 2012 i es va matri-
cular poc despre´s (principis de febrer del mateix any), ens va`rem prendre el
quatrimestre anterior per a situar-nos pel que fa a les tecnologies que far´ıem
servir, per a planificar el projecte i per a definir exactament el tipus de vi-
deojoc que vol´ıem realitzar . En primer lloc cap dels dos autors d’aquest
projecte ten´ıem cap coneixement sobre la API WebGL, me´s enlla` dels co-
neixements adquirits durant la carrera sobre els diferents tipus de pipelines
i la curiositat que ens va portar a iniciar el projecte. Pel que fa a Javascript
tot i tenir uns cone`ixements ba`sics (a nivell de manipulacio´ d’elements del
Document Object Model) no eren ni de bon tros suficients per a desenvo-
lupar una aplicacio´ d’aquestes caracter´ıstiques. Per tant, abans d’inscriure
el projecte va`rem implementar una petita demostracio´ amb l’objectiu d’a-
prendre les tecnologies que far´ıem servir i tambe´ per a poder finalitzar el
projecte en el temps necessari.
A continuacio´ mostrarem el diagrama de Gantt per a aquest projecte i
el seu diagrama de recursos associat:
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Fig. 5.1: Diagrama de gantt
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Fig. 5.2: Diagrama de recursos
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Durant el final del mes d’abril i principis del mes de maig la meva apor-
tacio´ al projecte va ser menor degut a un conjunt de problemes personals i
familiars. No crec necessari relatar-los en aquest document pero` so´n prou
importants com per justificar aquest fet. De ser necessari no tinc inconve-
nient en parlar-ne tant amb el director del projecte com amb el tribunal.
5.2 Costos
En aquest apartat efectuarem una estimacio´ del cost del projecte, basat en
la quantitat d’hores dedicades per treballador. Tot i que en aquest projecte
nome´s hi hem participat dues persones hem omplert els rols de diferents
perfils, de totes maneres per a realitzar un ca`lcul me´s realista deixarem de
banda aquest fet i separarem la feina en diferents perfils i treballadors.
En la segu¨ent taula mostrem el comput total d’hores invertides en els
diferents aparts que formen el desenvolupament de l’aplicacio´.
Tarea Dedicacio´n (Horas)
Estudio Inicial [128 ∗ 0.9] = 115
Versio´n Inicial [496 ∗ 0.9] = 446
Ana´lisis [24 ∗ 0.9] = 21
Disen˜o [360 ∗ 0.9] = 324
Desarrollo [1088 ∗ 0.9] = 979
Pruebas [64 ∗ 0.9] = 58
Documentacio´n [1984 ∗ 0.1] = 198
TOTAL 2141
Tab. 5.1: Tabla de tareas y horas.
Com es pot apreciar el resultat total e´s de 2141 hores. Com que el grup
esta` format per dos components les hores totals per persona dedicades al
projecte so´n 1070. Tanmateix, com podem veure en el diagrama de gantt, el
projecte va comenc¸ar el semestre anterior de matricular-lo, de manera que
en el ca`lcul apareixen me´s hores de les rigorosament especificades. Aquest
temps s’ha dedicat a fer un estudi de les tecnologies que far´ıem servir durant
el projecte aix´ı com a crear una petita versio´ inicial.
Aix´ı doncs, el temps dedicat a aquesta versio´ inicial e´s de 561 hores entre
els dos components del grup, e´s a dir 280 per a cada component. Si a les
1070 hores per component li restem aquestes 280 tenim com a resultat un
total d’hores de dedicacio´ al projecte en s´ı de 790 hores, que e´s la ca`rrega
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aproximada de 37.5 cre`dits a 20 hores per cre`dit: 750 hores.
Cal tambe´ tenir en compte que el factor 0.9 per el que es multipliquen
les hores de dedicacio´ fa refere`ncia al 90 per cent de temps de treball, ja que
el 10 per cent restant s’ha dedicat a la crecio´ de la memo`ria del projecte.
A continuacio´ es mostra una llista dels perfils que hipote`ticament treba-
llarien en un projecte d’aquestes caracter´ıstiques.
• Analista: Encarregat de definir una solucio´ per al problema propo-
sat, en aquest cas concret, cal definir els requisits del projecte, una
metodolog´ıa de treball aix´ı com les histories que formaran l’aplicacio´.
• Dissenyador: Basant-se en l’ana`lisi realitzat per l’anterior perfil, desen-
volupa un disseny per a l’aplicacio´ en un tecnologia concreta, en aquest
cas HTML5 + WebGL.
• Desenvolupador: Encarregat de tradu¨ır els dissenys del perfil anterior
a codi.
• Director del projecte: Perfil sobre el que recau la responsabilitat total
pel que fa a la correcta execucio´ del projecte aix´ı com el compliment
de tots els requisits que el formen. Donada la metodolog´ıa de treball
que s’ha utilitzat durant el desenvolupament del joc, no hem cregut
convenient incloure aquest perfil en la taula de dedicacio´ en funcio´ dels
perfils.
• Dissenyador gra`fic: Encarregat de dissenyar tot l’apartat gra`fic del joc,
en aquest cas es tractaria de models en tres dimensions tant dina`mics
com esta`tics, textures, etc. Tot i definir-lo com a perfil necessa`ri no es
tindra` en compte en el ca`lcul del cost del projecte ja que, al allunyar-se
massa de la nostra formacio´, hem optat per utilitzar formats i models
de lliure distribucio´ tal i com s’ha esmentat durant anteriorment.
• Dissenyador a`udio: Encarragat de generar tots els clips musicals que
formen part del joc. De manera similar al dissenyador gra`fic no el
tindrme en compte dins del cost total ja que hem optat per utilitzar
sons ja dissenyats.
Tenint en compte el diagrama de Gantt mostrat a la seccio´ anterior, el
projecte te´ una duracio´ de 2141 hores(incloent el projecte inicial d’aprenen-
tatge), i hem suposat una jornada laboral de 8 hores al dia per a un sol
treballador, que representa els dos components del grup treballant 4 hores
al dia.
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La taula de dedicacio´ segons els perfils de treballador es mostra a conti-
nuacio´:
Tarea Dedicacio´n (Horas) Analista Disen˜ador Desarrollador
Estudio Inicial 115 50 50 15
Versio´n Inicial 446 20 20 406
Ana´lisis 21 15 4 2
Disen˜o 324 15 259 50
Desarrollo 979 9 20 950
Pruebas 58 0 0 58
Documentacio´n 198 100 50 48
TOTAL 2141(100%) 209 (9.8%) 403 (18.8%) 1529 (71.4%)
Tab. 5.2: Tabla de dedicacio´n por perfil.
Per a cada un d’aquests perfils hem establert uns costos salarials asso-
ciats. Els salaris en funcio´ dels perfils so´n una aproximacio´ en funcio´ de la
nostra experie`ncia i del sondeig del mercat laboral actual a Catalunya.
Perfil Dedicacio´n (Horas) Sueldo e/Hora Coste Total (e)
Analista 209 20 4180
Disen˜ador 403 22 8866
Desarrollador 1529 15 22935
TOTAL 2141 - 35981 e
Tab. 5.3: Tabla de costes de trabajadores.
Gra`cies a l’u´s de tecnologies de lliure distribucio´ els costos pel que fa als
recursos necessa`ris per a realitzar el projecte so´n mı´nims com podem veure
en la segu¨ent taula:
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Tab. 5.4: Tabla de costes de recursos.
Aix´ı doncs, el cost total del projecte e´s:








Un cop explicades totes les seccions anteriors nome´s ens queda parlar sobre
el compliment dels objectius, i la valoracio´ personal sobre el projecte i tot
el que ens ha aportat.
6.1 Assoliment d’objectius
Un cop finalitzada l’aplicacio´ e´s fa`cil comprovar que s’han complert tots els
objectius que ens hav´ıem proposat des d’un principi.
Pel que fa al aspecte general dels mateixos, durant el desenvolupament
d’aquesta aplicacio´ hem explorat i ente`s en profunditat l’arquitectura de
WebGL i les te`cniques necessa`ries per a desenvolupar de manera correcta i
sobretot eficient sobre aquesta tecnologia. De la mateixa manera hem pro-
funditzat sobre els coneixements ba`sics que ten´ıem pel que fa a JavaScript
a molts nivells (disseny, optimitzacions, comportament intern, etc.) i tambe´
pel que fa a HTML5.
A continuacio´ es detallen un per un els objectius esmentats a l’inici
d’aquest document i s’explica quines so´n les raons per les quals es creu que
aquests objectius s’han assolit.
1. Estudiar i analitzar les te`cniques, me`todes i processos me´s
adequeats per a l’u´s de WebGL: Tal i com s’ha pogut comprovar
en tot aquest document, s’han estudiat a fons les te`cniques, me`todes
i processos me´s adequeats per a WebGL com a eina de desenvolupa-
ment d’aplicacions en tres dimensions. D’altra banda nome´s cal fer
una partida al joc desenvolupat per a veure que no necessita de cap
aplicacio´ privativa per a funcionar.
2. Estudiar i analitzar les millors te`cniques de renderitzat: Aquest
objectiu queda cobert per l’apartat d’estudi i ana`lisi de les te`cniques
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aplicades i pels de disseny i implementacio´ del component de dibui-
xat. Tant pel que fa a WebGL com a JavaScript ha estat necessari
aplicar optimitzacions que ens han perme`s estudiar les millors maneres
d’implementar aquest tipus d’aplicacio´.
3. Arribar a generar una escena realista: Tant el sistema de f´ısica,
l’u´s de models d’alta qualitat amb animacio´, el sistema d’il·luminacio´
i d’altres, avalen aquest objectiu de manera obvia.
4. Aconseguir un framerate de 60 imatges per segon: De la ma-
teixa manera que esperar´ıem diferents velocitats de refresc en diferents
ma`quines, aquest objectiu s’ha acomplert, mantenint una taxa de 60
imatges per segon en ma`quines de sobretaula i alguns porta`tils amb
targetes gra`fiques dedicades.
5. Aconseguir una immersio´ similar a la de qualsevol altre joc:
Altra vegada, els sistemes de f´ısica, intel·lige`ncia artificial, il·luminacio´,
a`udio, etc... permeten una sensacio´ d’immersio´ molt similar a un joc
sobre qualsevol altra plataforma sempre tenint en compte la nostra
orientacio´ d’enginyers i no pas d’artistes.
6. Aprofitar al ma`xim el conjunt de tecnologies HTML5: L’u´s de
treballadors web i d’altres te`cniques esmentades en aquest document
so´n, en gran part, les responsables de la taxa de refresc en la que es
pot gaudir d’aquest joc, avalant aix´ı l’assoliment d’aquest objectiu.
7. Aplicar patrons de disseny i orientacio´ a objectes: Com es
pot observar en l’apartat de disseny i d’implementacio´ de la nostra
aplicacio´, en tot moment s’han seguit els coneixements apresos durant
la carrera per tal de realitzar una aplicacio´ fa`cil de mantenir, modificar
i escalar. En concret l’u´s de la llibreria de disseny modular ha facilitat
molt el compliment d’aquest objectiu.
6.2 Valoracio´ Personal
E´s evident que cada cop me´s els sistemes d’informacio´ es mouen cap a l’en-
torn web, aix´ı com per exemple el c¸hromebook”de google, un porta`til que
nome´s consta d’un navegador, aquests u´ltims cada cop me´s similars als sis-
temes operatius d’avui en dia.
En aquest a`mbit, sembla qu¨estio´ de temps que es comenci a fer servir
WebGL i Canvas2D per a donar una nova profunditat a la web mai vista.
Tanmateix tambe´ sembla que els grans de la xarxa donen me´s i me´s im-
porta`ncia a Javascript i milloren constantment els seus motors per a oferir
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millor rendiment als usuaris i me´s possibilitats als desenvolupadors.
Aixi doncs, penso que desenvolupar aquest projecte ha estat una oportu-
nitat u´nica per a aprendre aquestes tecnologies que no nome´s ens apassionen
sino´ que a me´s a me´s sembla que tenen un elevad´ıssim potencial en un futur
a curt/mig termini. Sense anar me´s lluny, l’experie`ncia que he agafat en
aquest projecte m’ha donat la oportunitat de treballar en l’empresa on so´c
actualment.
Tambe´ e´s molt important tenir en compte l’altra faceta d’aquest projecte,
el disseny i desenvolupament de videojocs, tambe´ un camp extremadament
profito´s i en plena expansio´ que no sembla tenir l´ımit ni d’edats ni de ge`neres
ni de possibilitats. Aquest projecte tambe´ ens ha perme`s obtenir una valuosa
experie`ncia en aquest camp com s’ha pogut veure durant aquest document,
i penso que e´s una oportunitat u´nica que hem sabut aprofitar.
Tot i aix´ı tambe´ ha estat un repte que a vegades m’ha semblat quasi
impossible de superar, no nome´s per les dificultats del projecte en s´ı (que
so´n moltes i molt complicades) sino´ tambe´ per les raons personals exposades
en l’apartat de planificacio´ i costos. No obstant, tambe´ cal valorar la part
positiva d’aquests fets, realitzar aquest projecte en les condicions en que l’he
realitzat m’ha ensenyat molts valors que de ben segur em serviran la resta
de la meva vida, no nome´s en el terreny laboral sino´ en el personal.
En resum ha estat una experie`ncia dura pero` enriquidora a molts nivells,
penso que molts dels projectes finals que es realitzen a la facultat so´n me´s
de pur tra`mit, pero` aquest ha estat un projecte creat per dos amics que
comparteixen una passio´, i tot i que ha resultat molt me´s dif´ıcil que un
projecte enllaunat i predefinit, penso que el resultat final, la experie`ncia que
en traiem i la satisfaccio´ que ens produeix, fan que hagi valgut la pena.
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