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Kurzfassung
Seit einigen Jahren werden zur Erstellung und Pflege umfangreicher Websites
vornehmlich Content Management Systeme (CMS) eingesetzt. Die u¨berwiegende
Entwicklungsarbeit wurde bei diesen Systemen in immer ma¨chtigere Templatesprachen
und aufwa¨ndigere Benutzeroberfla¨chen investiert. Aspekte, die das zugrunde liegende
Datenmodell betreffen, wurden dabei allerdings vernachla¨ssigt: zumeist wird mehr
oder weniger direkt auf eine Datenbank zugegriffen.
Ziel der vorliegenden Arbeit ist der Entwurf einer auf die CMS-Aufgabenstellung aus-
gerichteten Architektur, deren Datenmodell zusammen mit einer darauf abgestimmten
Templatesprache die Entwicklung neuer Webangebote effizienter und einfacher machen
kann.
Zuna¨chst werden die Anforderungen an ein Datenmodell fu¨r CMS erarbeitet. Darauf
basierend wird ein objektorientiertes Modell entwickelt und mittels einer formalen
Semantikbeschreibung definiert. Das Modell unterstu¨tzt inha¨rent die typischen
hierarchischen Strukturen von Websites. Vererbung ist durch Verwendung einer
speziellen Form der Familienpolymorphie sowohl zwischen einzelnen Klassen als auch
zwischen kompletten Webanwendungen mo¨glich. Ein Entwickler kann große Teile von
vorhandenem Code auf dem Wege der Vererbung wiederverwenden. Eine Zerlegung
von Objekten in feingranulare Bestandteile ermo¨glicht eine weitere Reduzierung von
Redundanzen bei der Modellierung.
Als Bindeglied zwischen Daten und publizierten Dokumenten haben sich Templates
bewa¨hrt. Eine Analyse der Anforderungen und vorhandenen Ansa¨tze fu¨hrt zu der Ent-
scheidung fu¨r eine funktionale Templatesprache. Diese Templatesprache und die Be-
schreibung des objektorientierten Datenmodells werden zu einer einheitlichen Sprache
integriert, die zudem durch die die Einbindung von XML die Ausgabe in unterschied-
lichen Dokumentenformaten unterstu¨tzt.
Abstract
For several years, mostly Content Management Systems (CMS) are used for the
creation and maintenance of large web sites. Most of the development effort of these
systems has been put in more sophisticated template languages und complex user
interfaces. Aspects regarding the underlying data model have been neglected though:
the database is accessed more or less directly in most cases.
The goal of the present thesis is the design of an architecture which is attuned to
the tasks of CMS, the data model of which together with a template language can
make the development of new web sites more efficient and easier.
At first, the requirements on a data model for CMS are compiled. Thereupon
an object-oriented model is developed and defined by means of a formal semantic
description. This model inherently supports the typical hierarchical structures of
websites. Inheritance is possible between single classes as well as between entire
web applications by utilizing a special kind of family polymorphism. A developer
can re-use large parts of existing code through inheritance. Moreover, a decomposi-
tion of objects into fine-grained parts allows the reduction of redundancies in modelling.
Templates have proved as the crucial link between data and published pages. An
analysis of requirements and existing approaches leads to the decision for a functional
template language. This template language and the description of the objekt-oriented
data model are integrated into a uniform language which furthermore supports the
output in different document formats by integrating XML.
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In den Anfa¨ngen des World Wide Web (WWW) zu Beginn der 1990er Jahre bestanden
→
1Websites zumeist aus einzelnen, statischen HTML-Dateien, die untereinander verlinkt
waren – ein Ansatz, der bei kleinen Datenmengen bzw. Websites sinnvoll ist und dort
auch heute noch verwendet wird. Andere, z. B. bina¨re Dokumente wie PDF-Dateien
ko¨nnen ebenfalls eingebunden werden. Bei diesem Ansatz besteht in der Regel eine
1:1-Abbildung von →Webseiten auf Dateien, d. h. eine im Browser sichtbare Websei-
te entspricht einer Datei auf dem Webserver. Bei einer Anfrage liefert der Webserver die







Abbildung 1.1.: WWW-Struktur (1): Statische HTML-Seiten
Mit zunehmender Gro¨ße sowohl des gesamten WWW als auch der einzelnen Websites
an sich wurde dieser Ansatz jedoch zusehends unflexibel und schwer pflegbar: Beispiels-
weise mu¨ssen auf mehreren Seiten vorkommende Inhalte (z. B. Logos oder Kopfzeilen)
in allen betreffenden Dateien wiederholt werden; zudem mu¨ssen Verknu¨pfungen (Links)
zwischen den Seiten manuell konsistent gehalten werden, was erfahrungsgema¨ß schwierig
bzw. fehleranfa¨llig ist.
1Im Kontext der Arbeit wichtige Begriffe sind mit einem →gekennzeichnet und werden im Glossar
(Seite 159 ff.) erkla¨rt.
1
1. Einleitung
Eine Weiterentwicklung dieses Ansatzes, so genannte CGI-Skripte (Common Gateway
Interface2), sind Programme, die auf dem Webserver ausgefu¨hrt werden und dort HTML-
Seiten dynamisch, z. B. aus Datenbanken, generieren ko¨nnen – statische Seiten ko¨nnen
weiterhin ausgeliefert werden. (s. Abbildung 1.2). Bei entsprechend umfangreichen Skrip-
ten ko¨nnen so einige der im statischen Ansatz auftretenden Probleme umgangen werden,
beispielsweise ko¨nnen Links u¨berpru¨ft oder ha¨ufig benutzte Inhalte mehrfach verwendet







Abbildung 1.2.: WWW-Struktur (2): CGI-Skripte
ren Webangeboten hinsichtlich der Flexibilita¨t und Effizienz zu wu¨nschen u¨brig lassen,
da derartige Scriptsprachen urspru¨nglich fu¨r andere Anwendungen konzipiert wurden
und sie zudem in aller Regel interpretiert werden, was sich in der Regel in einer schlech-
ten Performanz niederschla¨gt.
Daher wurden komplexere Anwendungen – Content Management Systeme (CMS, s.
Abbildung 1.3) – entwickelt, die Daten flexibler und effizienter verarbeiten ko¨nnen und
dem Benutzer die Arbeit mit der Website einfacher gestalten, indem sie umfangreiche
Mo¨glichkeiten der Contentverwaltung- und aufbereitung sowie verschiedene andere Kom-
ponenten wie beispielsweise ein Rechte- und Benutzermanagement zur Verfu¨gung stellen.






Abbildung 1.3.: WWW-Struktur (3): CMS
2http://hoohoo.ncsa.uiuc.edu/cgi/
2
1.2. Beitra¨ge und Einordnung der Arbeit
Das Wob 1-System, welches im Vorfeld der vorliegenden Arbeit entwickelt wurde,
war eines der ersten Systeme dieser Art. Erste U¨berlegungen bezu¨glich eines geeigneten
Datenmodells, die im Laufe der Arbeit vorgestellt werden, wurden dort bereits proto-
typisch umgesetzt. Die mit Wob 1 gesammelten Erfahrungen zeigten, dass einige der
dort umgesetzten Konzepte wie beispielsweise die Kombination von funktionalen und
objekt-orientierten Aspekten im Kontext von CMS gut geeignet sind, aber in mancher-
lei Hinsicht noch Forschungs- und Verbesserungsbedarf besteht. Eine Bestandsaufnah-
me existierender Systeme und verwandter Arbeiten ergab, dass keiner der Ansa¨tze alle
Wu¨nsche an ein geeignetes Datenmodell erfu¨llen kann.
So erschwert u. a. die Tatsache, dass die Systeme zumeist eine Dokumentensicht auf
die Daten haben (d. h. einzelne Webseiten werden als einzelne Dokumente verwaltet)3 die
Mo¨glichkeit, bestehende Daten bzw. Code wiederverwenden zu ko¨nnen. Daraus entstand
die Idee, Webseiten in kleinere Bausteine – Objekte – zu unterteilen und so objektori-
entierte Konzepte mit CMS-Datenmodellen zu verknu¨pfen. Insbesondere das Konzept
der Vererbung ermo¨glicht einen hohen Grad von Wiederverwendbarkeit und Redundanz-
vermeidung, da bereits bestehende Daten bzw. Code u¨bernommen und erweitert bzw.
spezialisiert werden ko¨nnen. Allerdings zeigte sich in Wob 1, dass es mit herko¨mmlicher
Vererbung problematisch bzw. nicht mo¨glich ist, ganze Klassenhierarchien abzuleiten, so
dass eine erweiterte Form der Vererbung hier geeigneter schien, um u. a. neue Websites
aus bestehenden zu erstellen, ohne die urspru¨nglichen vera¨ndern zu mu¨ssen. Diese Idee




Software entities (Classes, modules, functions, etc.) should be open for ex-
tension, but closed for modification.“
Das Datenmodell soll das Erstellen einer Website schnell, einfach, zuverla¨ssig und
wartbar fu¨r den Entwickler machen, wobei grundlegende Konzepte wie beispielsweise
die Ausgabe in verschiedenen Formaten ebenfalls unterstu¨tzt werden sollen. Ziel der
Arbeit war es also, ein Datenmodell zu entwerfen, mit dem die herausgearbeiteten An-
forderungen, die in Kapitel 3.4 genauer spezifiziert werden, erfu¨llt werden ko¨nnen.
1.2. Beitra¨ge und Einordnung der Arbeit
Im Rahmen der vorliegenden Arbeit wurden moderne, komplexe Webangebote in Hin-
blick auf deren Strukturen untersucht. Daraus wird abgeleitet, welche Eigenschaften das
Datenmodell eines CMS, mit dem diese Daten verwaltet werden sollen, idealerweise ha-
ben sollte, um dem Entwickler (derjenige, der neue Websites erstellt) bzw. Redakteur
(derjenige, der die Inhalte einer Website pflegt) die Arbeit mit dem System weitestge-
hend zu vereinfachen. Eine Analyse existierender CMS zeigt, dass keines der Datenmo-




delle flexibel und komplex genug ist, um alle Anforderungen abzudecken, so dass ein
neues Datenmodell konzipiert wird. Die Hauptbeitra¨ge der Arbeit sind:
1 – Das Objektmodell W2OM: Das W2OM ist ein hierarchisches, objektorientiertes
Datenmodell, in dem nicht nur Klassen, sondern ganze Klassenhierarchien (Familien ge-
nannt) abgeleitet und spezialisiert werden ko¨nnen. Dieses Familienkonzept ermo¨glicht
eine weitgehend redundanzfreie Erstellung von Webangeboten aus bestehenden heraus
und vereinfacht die Entwicklung von Websites. Weiterhin wird durch das Konzept der
Daten- und Feldklassen, bei dem Zustand und Verhalten der Objekte voneinander ge-
trennt werden, eine besondere und im Kontext von CMS gut geeignete Art der Daten-
kapselung und -abstraktion ermo¨glicht. Webseiten ko¨nnen so feingranular (also nicht
dokumentenzentriert) modelliert werden.
2 – Die funktionale Templatesprache W2L: Zur Generierung von Webseiten aus den
Daten wird die W2L-Templatesprache entworfen, die auf Grund ihres funktionalen Cha-
rakters gut geeignet fu¨r die Verarbeitung hierarchischer Strukturen ist und, dank re-
ferenzieller Transparenz, effizient implementiert werden kann. Die Seiteneffektfreiheit
garantiert zudem die Sicherheit, dass kein Programm ungewollte A¨nderungen am Zu-
stand vornehmen kann. Ein einfaches, aber dennoch ma¨chtiges statisches Typsystem,
das u. a. einen speziellen Datentyp fu¨r XML zur Verfu¨gung stellt, erleichtert die effizi-
ente Generierung von Text bzw. XML zur Erzeugung der Webseiten. In Verbindung mit
dem Konzept der Daten- und Feldklassen ist so eine geeignete Kapselung mo¨glich, da
die einzelnen Content-Objekte sich selbst darstellen ko¨nnen.
3 – Ein Konzept zur automatischen GUI-Generierung aus CMS-Daten: Ein – zwar
nicht direkt mit dem Kern des Datenmodells verbundener, aber dennoch im Kontext
wichtiger – Aspekt des in dieser Arbeit vorgestellten Konzepts ist das der GUI -Generie-
rung, welche es ermo¨glicht, aus hierarchischen (W2OM-) Schemadaten automatisch Ein-
gabemasken zur Pflege der Daten des CMS generieren zu ko¨nnen. Dadurch wird dem
Entwickler die Aufgabe abgenommen, eine solche Eingabemaske zu implementieren.
Zudem wird eine medienneutrale Zwischensprache konzipiert, die die Ausgabe der Da-
ten in verschiedenen Formaten erleichtert, indem die Erzeugung der unterschiedlichen
Formate von der Anwendungslogik in den Templates entkoppelt wird. Einige Aspekte
des theoretischen Gesamtkonzepts wurden prototypisch (als
”
proof of concept“) imple-
mentiert.
Neu ist die Kombination von Objektorientierung, funktionaler Programmierung sowie
eines speziellen Vererbungskonzepts im Rahmen von CMS und semistrukturierten Da-
ten. Dazu werden bewa¨hrte Ansa¨tze aus anderen Kontexten angewandt sowie adaptiert
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und mit neuen Ideen kombiniert, wodurch ein Gesamtkonzept entsteht, das als mehr als
die Summe seiner Teile gesehen werden kann. Die Aspekte des Konzepts unterstu¨tzen
eine schnelle und einfache Entwicklung von CMS-Anwendungen und erlauben es, sowohl
neue Websites schnell von bestehenden ableiten als auch XML bzw. Texte effizient ge-
nerieren zu ko¨nnen. Die hier entwickelten Konzepte stellen eine solide Grundlage fu¨r
Content Management Systeme dar und ermo¨glichen eine elegante Datenmodellierung.
Dabei stellt das Datenmodell eine einheitliche Datenabstraktionsschicht zur Verfu¨gung
und ist eine integrierte Lo¨sung und kein
”
Patchwork“ verschiedener Technologien, wie
es bei existierenden Systemen oftmals der Fall ist.
Die Arbeit versteht sich als u¨bergreifender Ansatz, der thematisch nicht eindeutig
einem Gebiet (einer Community) zuzuordnen ist, vielmehr versucht sie, unterschiedliche
Aspekte aus verschiedenen Bereichen auf nichttriviale Weise miteinander zu verknu¨pfen,
zu erweitern und deren Konzepte in einen neuen, bislang kaum untersuchten Kontext zu
setzen. Abbildung 1.4 illustriert, in welcher Schnittmenge verschiedener Themengebiete











Abbildung 1.4.: Einordnung der Arbeit
Anzumerken ist hierbei, dass es sich bei der Thematik der vorliegenden Arbeit nicht
um ein einfaches Software Engineering-Problem handelt, bei dem, ausgehend von einer
Anforderungsanalyse, ein Modell und eine Implementierung entwickelt wird. Stattdessen
stellt das hier hergeleitete Modell einen allgemeinen Rahmen (Framework) dar, der als
Grundlage fu¨r konkrete CMS dienen kann. Das Modell bzw. System ist dabei flexibel
erweiterbar und kann jederzeit auf eine konkrete Anwendung angepasst werden. Des
Weiteren sei darauf hingewiesen, dass im Fokus der Arbeit das Datenmodell steht und
5
1. Einleitung
nicht die Persistenz- bzw. Datenbankschicht, die hier nur am Rande betrachtet wird.
1.3. Struktur der Arbeit
Die Arbeit gliedert sich wie folgt: nach einem U¨berblick u¨ber die beno¨tigten Grund-
lagen in Kapitel 2 beschreibt Kapitel 3, was Content Management Systeme sind und
welche Daten mit diesen verwaltet werden – hieraus werden die Anforderungen an die
Datenmodelle der CMS abgeleitet und anschließend untersucht, ob bzw. inwiefern exi-
stierende Systeme diese Anforderungen erfu¨llen. Kapitel 4 beschreibt das im Rahmen
der vorliegenden Arbeit entwickelte Konzept und begru¨ndet die bei der Konzeption
getroffenen Entscheidungen. Die beiden daran anschließenden Kapitel spezifizieren die
verschiedenen Aspekte des Modells sowie der konzipierten Sprache. In Kapitel 7 werden
alternative Lo¨sungansa¨tze bzw. verwandte Arbeiten untersucht und diskutiert, aus wel-
chen Gru¨nden diese im Kontext der Arbeit eher ungeeignet sind. Kapitel 8 zeigt, wie
das konzipierte Modell prototypisch im Wob 2-System umgesetzt wird und wie dessen
Architektur aufgebaut ist, zudem wird der entwickelten Ansatz, aus dem Datenmodell
automatisch Datenpflegemasken generieren zu ko¨nnen, beschrieben. Abschließend folgen
die Zusammenfassung sowie ein Ausblick auf mo¨gliche Erweiterungen bzw. anschließende
Forschungsarbeiten.
Anmerkungen:
• Sa¨mtliche in dieser Arbeit vorkommenden URLs wurden am 10. Januar 2007 auf
Gu¨ltigkeit gepru¨ft. Da diese sich z. T. leider schnell a¨ndern ko¨nnen, mag es sein,
dass zum Zeitpunkt des Lesens eine URL nicht mehr korrekt ist.
• Fu¨r Klassendiagramme wurde in dieser Arbeit die UML-Notation (Unified Model-
ling Language) benutzt (siehe u. a. [PJ99]).




In diesem Kapitel werden die Grundlagen vorgestellt, auf denen die vorliegende Arbeit
aufbaut. Im einzelnen sind dies: semistrukturierte Daten und XML-Technologien, ob-
jektorientierte Konzepte, Datenmodelle sowie Programmierparadigmen.
2.1. Semistrukturierte Daten
2.1.1. Kategorisierung von Daten
Daten ko¨nnen in drei verschiedene Kategorien eingeteilt werden: unstrukturierte, struk-
turierte und semistrukturierte Daten. In der Literatur finden sich unterschiedliche De-
finitionen (siehe u. a. [ABS99], [Abi97], [Car01]), deren gemeinsamer Nenner wie folgt
zusammengefasst werden kann:
1. Unstrukturierte Daten zeichnen sich dadurch aus, dass sie ungetypt (vgl. Ab-
schnitt 2.3.3) sind, keine Reihenfolge aufweisen und in Bezug auf deren Struktur
bzw. Art nicht
”
vorhersehbar“ sind. Sie sind nicht durch ein Schema, mit dem die
logische bzw. physische Struktur spezifiziert werden kann, beschreibbar. Typische
Beispiele sind bina¨re Daten (bei Datenbanken: BLOBs, binary large objects) wie
Musik, Bilder oder (unstrukturierte) Texte.
2. Strukturierte Daten sind in semantischen Einheiten (Entita¨ten) organisiert, wo-
bei a¨hnliche Entita¨ten in Gruppen (z. B. Relationen oder Klassen) gruppiert wer-
den. Entita¨ten der gleichen Gruppe besitzen die gleichen Attribute1, welche das
gleiche Format haben und alle vorhanden sind. Die Daten sind getypt und durch
ein striktes Schema beschreibbar, in der Regel ist eine Eingabe von Daten erst
nach der Erstellung eines Schemas mo¨glich. Das klassische Beispiel hierfu¨r sind re-
lationale Datenbanken, bei denen die Daten einem festen, strikten Schema genu¨gen
(mu¨ssen).
3. Semistrukturierte Daten sind ebenfalls in semantischen Einheiten organisiert
und in a¨hnliche Entita¨ten gruppiert. Der Unterschied zu strukturierten Daten liegt
jedoch darin, dass die Entita¨ten derselben Gruppe unterschiedliche Attribute ha-
ben und die Attribute in unterschiedlicher Reihenfolge auftreten ko¨nnen. Ebenso
1Attribute definieren und beschreiben Merkmale einer Entita¨t.
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sind nicht alle Attribute erforderlich und der Typ der Attribute kann unterschied-





Diese Eigenschaften fasst Abiteboul in [Abi97] wie folgt zusammen:
”
Semi-structured data is data that is neither raw data, nor very strictly
typed, as in conventional database systems.“





selbstbeschreibend“ (z. B. [ABS99], [Bun97]), d. h. ohne separate
Beschreibung der Typen bzw. Strukturen der Daten – die Beschreibung der Struk-
turen und Typen ist in Metadaten bzw. in den Elementnamen enthalten.
Die wesentlichen Vorteile semistrukturierter Daten sind:
1. Durch die Semistrukturiertheit entsteht eine gro¨ßere Flexibilita¨t beim Erfassen von
Daten - so kann man z. B. einen Namen hierarchisch in Vornamen und Nachna-
men aufteilen (
”
Name besteht aus Vorname und Nachname“) oder als kompletten
Namen eingeben, was z. B. bei einer relationalen Datenbank nicht ohne gro¨ße-
ren Aufwand mo¨glich wa¨re. Generell ko¨nnen hierarchische Daten gut modelliert
werden.
2. Die Datenstruktur ist sowohl von Menschen als auch von Maschinen lesbar.
3. Die Datentypen mu¨ssen nicht explizit festgelegt werden, da die Typstruktur von
semistrukturierten Daten selbstbeschreibend ist und keiner Zusatzinformation be-
darf, wie es beispielsweise in Datenbanksystemen oder Programmiersprachen oft
erforderlich ist.
Wie u. a. in Abschnitt 3.2 gezeigt wird, lassen sich Websites und Webseiten, bedingt
durch ihre (Dokument-)Struktur, in der Regel hervorragend durch semistrukturierte Da-
ten beschreiben. Weitere Details zu semistrukturierten Daten sind u. a. in [Abi97] und
[Bun97] zu finden.
2.1.2. Darstellung von semistrukturierten Daten
Geeignete und daher oft verwendete Darstellungen semistrukturierter Daten sind ein
Graph bzw. Baum oder eine serialisierte Liste.
Graph-basierte Darstellung
Zuna¨chst einige Grundbegriffe aus der Graphentheorie (siehe u. a. [ABS99], [Tur96]):
Ein gerichteter Graph G = (V,E) ist ein Tupel bestehend aus einer Menge von Knoten
V (dargestellt durch Kreise) und einer Menge von Kanten E ⊆ V ×V (dargestellt durch
Pfeile zwischen den Knoten). Die Kanten in E seien geordnet.
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Ein Pfad ist eine Folge von hintereinander liegenden Kanten durch einen Graphen,
also eine endliche Folge v1, ..., vn von Knoten, so dass ∀1≤k<n (vk, vk+1) ∈ E. In diesem
Fall verbindet der Pfad v1 und vn. Jedes Paar ist Element des Pfades. Unter einem Zyklus
versteht man einen Pfad von einem Knoten zu sich selbst, d. h. vn = v1, n ≥ 1. Entha¨lt
ein Graph einen Zyklus, so nennt man ihn zyklisch, entha¨lt er keinen Zyklus, nennt man
ihn azyklisch.
Sei G = (V,E) und v, v′ ∈ N . Ist (v, v′) ∈ E, dann heißt v direkter Vorga¨nger oder
Vater von v′ und v′ direkter Nachfolger oder Kind von v. (auch als v → v ′ notiert.)
Falls ein Pfad von v nach v′ fu¨hrt, so heißt v Vorga¨nger bzw. Vorfahre von v′ und v′
Nachfolger bzw. Nachfahre von v (auch als v →∗ v′ notiert.)
Ein gerichteter azyklischer Graph (directed acyclic graph, DAG) ist ein gerichteter
Graph G = (V,E), der keine Zyklen entha¨lt. Ein Knoten r ∈ V eines DAG heißt Wurzel,
falls es keine auf ihn gerichteten Kanten gibt. Hat ein DAG nur eine Wurzel, so heißt er
Wurzelgraph. Man kann in diesem Fall von seiner Wurzel sprechen.
Ein Baum ist ein zusammenha¨ngender Wurzelgraph, in dem zu jedem Knoten genau
ein Pfad von der Wurzel aus fu¨hrt. Zusammenha¨ngend besagt, dass es keinen Knoten
geben darf, der ohne Verbindung zu den anderen Knoten im Baum existieren darf. Ein
endlicher Baum ist ein Baum, der keinen unendlichen Pfad besitzt.
Weiterhin gibt es knoten- und kantenbeschriftete Ba¨ume. Seien ΣV und ΣE endliche
Alphabete von Knoten- bzw. Kantenbeschriftungen und lv : V → ΣV bzw. le : E → ΣE
totale (Beschriftungs-)Funktionen, so heißt G = (V,E, lv) knotenbeschrifteter und G =
(V,E, le) kantenbeschrifteter Baum.
Grundsa¨tzlich lassen sich knotenbeschriftete und kantenbeschriftete Ba¨ume a¨quivalent
verwenden und ko¨nnen ineinander u¨berfu¨hrt werden: Um beispielsweise von einer knoten-
zu einer kantenbeschrifteten Darstellungsform zu gelangen, kann man die Beschriftungen
aus den Knoten in der daru¨ber liegende Kante ziehen - wobei man bei der Wurzel eine
zusa¨tzliche eingehende Kante erstellen muss.
Ha¨ngt die Zahl der Kinder nicht von der Beschriftung des Vaterknotens ab, spricht
man von einem unbeschra¨nkten Baum.
Semistrukturierte Daten lassen sich in kanonischer Weise als endliche, unbeschra¨nkte
sowie beschriftete Ba¨ume auffassen, bei denen die Daten in Bla¨ttern und inneren Knoten
gespeichert sind2.
Serialisierte Darstellung
Eine serialisierte Darstellung stellt eine konkrete Syntax von semistrukturierten Daten
dar und wird u. a. zur U¨bertragung/Datenaustausch eingesetzt; in den meisten Fa¨llen
wird eine textuelle Listenform verwendet. Eine Markup- oder auch Auszeichnungssprache
2In der Regel werden dabei in den inneren Knoten strukturelle Daten wie beispielsweise section, title
o. a¨. und Inhalte in den Bla¨ttern gespeichert.
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dient dazu, zum eigentlichen textuellen Inhalt eines Dokuments strukturelle Informatio-
nen hinzuzufu¨gen (siehe z. B. [WR99]); demnach eignen sich Markupsprachen gut,
um semistrukturierte Daten zu beschreiben. Markup-Sprachen lassen sich grob in zwei
Gruppen unterteilen:
Prozedurale Markup-Sprachen beschreiben das Verfahren zur Darstellung der Daten.
Beispiele hierfu¨r sind TEX, PDF oder Postscript.
Deskriptive Markup-Sprachen beschreiben die Syntax von Daten. Beispiele hierfu¨r sind
LATEX
3 sowie SGML (Standard Generalized Markup Language) und XML und
darauf basierende Sprachen.
Die Idee zu Markup-Sprachen entstand bereits Ende der 1960er Jahre, als William
Tunnicliffe und Stanley Rice den Ansatz des sog. generic coding vorschlugen, d. h. die
Auszeichnung von Texten mit beschreibenden Tags (engl. fu¨r Symbol, Zeichen, Markie-
rung) sowie die Trennung von Inhalt und Formatierung, auch bekannt als Trennung der
Belange (
”
Separation of Concerns“, s. Abschnitt 3.1.1).
Mittlerweile wird der Begriff
”
Markup-Sprache“ zumeist synonym zu SGML/XML-ba-
sierten Sprachen benutzt. Die am ha¨ufigsten anzutreffende serialisierte Darstellung von
semistrukturierten Daten ist die XML-Notation, bei der interne Knoten des zugeho¨rigen
Baums als Elemente bezeichnet und von einem Start- und einem (dazu passenden) End-
Tag umschlossen werden. Elemente ko¨nnen weiterhin Attribute4 als Paar von Name und
Wert besitzen und weitere Elemente und/oder Text beinhalten. Listing 2.1 zeigt einige
Beispiele: In den Zeilen 1-3 wird ein Element a (mit Start-tag <a> und End-tag </a>
und Attribut attr mit Wert wert) definiert, in Zeile 4 ein leeres Element b und in den
Zeilen 5-7 zwei ineinander verschachtelte Elemente c und d. Der Inhalt des Elements c
wird auch als mixed content bezeichnet, da er sowohl Text als auch ein Element entha¨lt.
Abbildung 2.1 zeigt die graphbasierte und die serialisierte Darstellung (in XML-
Syntax) an einem einfachen Beispiel.
2.2. XML-Technologien
Es existieren viele verschiedene Technologien im Umfeld von XML, von denen ein Groß-
teil vom World Wide Web Consortium (W3C5) entworfen wurde bzw. weiterentwickelt
wird. In diesem Abschnitt werden die fu¨r die vorliegende Arbeit beno¨tigten Technologien
und Sprachen vorgestellt.
3In TEX muss ein Großteil der Inhalte genau gesetzt werden, d. h. die Darstellung der Daten wird vom
Benutzer beschrieben; durch den Einsatz der Makropakets LATEX muss der Benutzer hauptsa¨chlich
die Inhalte beschreiben und das System regelt den genauen Textsatz in weiten Teilen.



















Abbildung 2.1.: Darstellung semistrukturierter Daten
a) graphbasiert und b) serialisiert
2.2.1. SGML
1969 erweiterte ein Team um Charles Goldfarb den Ansatz des generic coding und ent-
wickelte die Generalized Markup Language (GML, [GMP70]). Im Laufe des darauffol-
genden Jahrzehnts wurde GML wiederum erweitert, um schließlich 1980 als sog. working
draft und im Jahre 1986 als ISO-Standard 8879 [ISO86] vero¨ffentlicht zu werden.
[BM00] beschreiben SGML als
”
komplexe Metasprache zur Generierung von Auszeichnungssprachen, die seit
1986 standardisiert ist. Ziel war es unter anderem, die Unabha¨ngigkeit der
Auszeichnung von der Ausgabe zu gewa¨hrleisten.“
Mit dem Boom des WWW Anfang der 1990er Jahre konnte sich HTML als bekannteste
SGML-basierte Sprache durchsetzen.
2.2.2. XML
Da SGML u¨berma¨ßig komplex ist, wurde XML als Teilmenge von SGML 1996 erstmals
vorgestellt [BSM96] und 1998 erstmals als Recommendation des W3C verabschiedet. Die
Spezifikation liegt inzwischen in der dritten U¨berarbeitung6 vor.
XHTML ist die Reformulierung von HTML in XML; Abbildung 2.2 zeigt die Bezie-
















Abbildung 2.2.: SGML, (X)HTML und XML
Metasprachen, d. h. Sprachen, mit denen man andere Sprachen definieren kann, wa¨hrend
HTML und XHTML konkrete (Dokumenten-)Beschreibungssprachen sind, welche durch
eine DTD (Document Type Definition) bzw. ein Schema definiert werden (s. hierzu die
Abschnitte 2.2.3 und 7.2). Es existieren hunderte von konkreten Beschreibungssprachen,
auch XML-Anwendungen genannt, fu¨r die unterschiedlichsten Bereiche, z. B.:
• Scalable Vector Graphics (SVG): 2D-Grafiken
• Wireless Markup Language (WML): (Hyper-)Textdokumente fu¨r Mobile Endgera¨te
• XML Metadata Interchange (XMI): Austausch von Metadaten fu¨r modelling tools
(z. B. UML)
• Chemical Markup Language (CML): chemische Formeln
• Electronic Business XML Initiative (ebXML): B2B-Daten
• Mathematical Markup Language (MathML): mathematische Formeln
• User Interface Markup Language (UIML): Benutzeroberfla¨chen
Prinzipiell bietet XML eine lineare Syntax fu¨r unbeschra¨nkte, geordnete und be-
schriftete Ba¨ume. Fu¨r XML-Dokumente wird in der Regel die knotenbeschriftete Form
(vgl. Abschnitt 2.1.2), z. B. ein SSD-Graph oder das Object Exchange Model (OEM),
vgl. [ABS99], verwendet. Syntaktisch sind XML-Dokumente wohlgeformte Klammeraus-
dru¨cke; XML-Dokumente, die korrekt verschachtelt sind, nennt man auch wohlgeformt.
Ein XML-Dokument, auch XML-Instanz genannt, beginnt mit einer XML-Deklaration
und einer (optionalen) DOCTYPE- bzw. Schema-Definition und besitzt genau ein Wur-
zelelement. Außerhalb dieses Wurzelementes du¨rfen weder Text noch andere Elemente
auftreten. Als XML-Fragment bezeichnet werden ein oder mehrere XML-Elemente, die
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Teil einer XML-Instanz sind und das somit nicht zwingend nur ein Wurzelelement ha-
ben muss. Ein XML-Fragment ist dann wohlgeformt, wenn durch die Erga¨nzung eines
umschließenden (Wurzel-)Elements ein wohlgeformtes XML-Dokument entstehen wu¨rde.
Man unterscheidet zwischen dokumentenzentrierter und datenzentrierter XML-Nutzung:
dokumentenzentriert: Dokumenten- oder auch pra¨sentationszentrierte Nutzung zeich-
net sich durch folgende Aspekte aus:
• Heterogene Verwendung von XML-Elementen, d. h. viele unterschiedliche
Subelemente sowie eine komplexe Schachtelung von Elementen.
• Grobgranular, d. h. gro¨ßere unmarkierte, nicht durch Elemente/Tags ausge-
zeichnete Dokumentteile.
• Mixed content : Elemente ko¨nnen sowohl textuelle Inhalte als auch Subele-
mente enthalten.
• Die Ordnung der Elemente ist signifikant (z. B. die Reihenfolge der Kapitel
in einem Buch).
datenzentriert: Bei datenzentrierter Nutzung hingegen sind die folgenden Merkmale
erkennbar:
• Hohe Regularita¨t der Daten.
• Homogene Verwendung von XML-Elementen: Elemente enthalten eine Kol-
lektion von gleichartigen Subelementen.
• Die Komplexita¨t der
”
Datensa¨tze“ ist meistens beschra¨nkt:
– Geringe Schachtelungstiefe.
– Schachtelungen gleichnamiger Elemente werden vermieden.
• Wenige oder keine optionale Substrukturen.
• Textdaten nur innerhalb von Blattelementen.
• Dokumentstruktur a¨hnelt Datensa¨tzen oder Kollektionen von Datensa¨tzen
einer konventionellen Datenbank.
• Im Gegensatz zu mixed content nur bzw. hauptsa¨chlich element content, d. h.
die Kinder eines Elements bestehen entweder nur aus Elementen oder nur aus
Textknoten.
• Feingranular, d. h. die Daten sind in kleiner Granularita¨t durch Tags ausge-
zeichnet.
• Die Daten sind getypt.
• Die Elementordnung ist nicht signifikant.
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Bezug nehmend auf Abschnitt 2.1 entspricht die dokumentenzentrierte Sichtweise am
ehesten den semi- und unstrukturierten Daten, und die datenzentrierte Sichtweise den
strukturierten Daten. Wa¨hrend bei SGML bzw. XML urspru¨nglich die Dokumenten-
speicherung im WWW (HTML-Seiten) im Vordergrund stand, gewinnt zunehmend die
Speicherung von reinen Daten an Bedeutung, was sich nicht zuletzt auch in der weiten
Verbreitung von reinen XML-Datenbanken wie beispielsweise eXist7 [Mei02] wiederspie-
gelt.
2.2.3. Schemasprachen fu¨r XML
Ein Schema ist ein formales Modell der Struktur von Daten und wird in der Regel
als Konstruktionsvorlage, zur Dokumentation oder zum Datenbankdesign benutzt. Ein
Schema beschreibt eine Sprache sowie ein zugeho¨riges Typsystem. Der erste Ansatz, eine
Schemasprache fu¨r semistrukturierte Daten und speziell XML zu spezifizieren, war die
DTD (Document Type Definition) (vgl. dazu Abbildung 2.2 auf Seite 12), welche aber
nach und nach von XML Schema abgelo¨st wird.
Wohlgeformte (XML-)Dokumente, die eine DTD (bzw. ein Schema) besitzen und den
dort spezifizierten Einschra¨nkungen genu¨gen, heißen gu¨ltig (valid). Ein gu¨ltiges Doku-
ment nennt man auch Instanzdokument des zugeho¨rigen Schemas. Schemasprachen de-
finieren eine Grammatik zur Beschreibung von Klassen von XML-Dokumenten; fu¨r ein
Schema S ist die Sprache L(S) definiert als die Menge aller XML-Dokumente, die gu¨ltig
sind bzgl. S.
2.3. Objektorientierte Konzepte
Objektorientiertes Design erhebt oft den Anspruch, bestehende Systeme nicht durch
Manipulation existierenden Codes, sondern allein, oder zumindest u¨berwiegend, durch
Hinzufu¨gen neuer (Sub-) Klassen an neue oder vera¨nderte Anforderungen anpassen zu
ko¨nnen (vgl. hierzu das
”
open-closed-principle“ auf Seite 3). Hierzu versucht man, einen
hohen Grad von Redundanzfreiheit und Re-Use zu erreichen. Im Folgenden werden die
essentiellen Aspekte von Objektorientierung vorgestellt.






(OOP)“ gibt es keine einheitliche Definition, vielmehr existieren verschiedene OO-Kon-
zepte, die als mehr oder weniger essentiell fu¨r OO bzw. OOP erachtet werden und welche
im folgenden Abschnitt na¨her beschrieben werden.
Dabei sind die in den meisten Definitionen auftauchenden Konzepte (siehe u. a. [DD96]




strukturell-objektorientierten Systemen, die nur Gruppierung und Identita¨t unterstu¨tzen
sowie verhaltens-objektorientierten Systemen, die zusa¨tzlich noch Kapselung und Pro-
zeduren zur Verfu¨gung stellen.
Ein Objekt la¨sst sich beschreiben als eine Datenstruktur, die einen Zustand (d. h.
Daten bzw. Variablen) und Verhalten (in Form von Funktionen, Methoden bzw. Opera-
tionen) darauf kapselt:
”
An object has state, behavior, and identity; the structure and behavior of
similar objects are defined in their common class; the terms instance and
object are interchangeable.“ [Boo94]
”
[...] an object is just a data structure encapsulating some internal state and
offering access to this state to clients via a collection of methods. The internal
state is typically organized as a number of mutable instance variables (or
fields) that are shared among the methods and inaccessible to the rest of the
program.“ [Pie02]
Nach den obigen Definitionen verfu¨gt ein Objekt u¨ber:
Identita¨t: Jedes Objekt ist eindeutig von anderen Objekten zu unterscheiden. Diese
Unterscheidung ist wertunabha¨ngig, d. h. zwei verschiedene Objekte mit gleichem
Zustand sind wohlunterscheidbar. Im Gegensatz dazu stehen beispielsweise werte-
basierte Systeme wie relationale Datenbanken, die keine inha¨renten IDs haben und
die Identita¨t u¨ber ku¨nstliche, nicht fachliche Prima¨rschlu¨ssel
”
simulieren“ mu¨ssen.
Objektorientierte Systeme sind dagegen identita¨tsbasiert, die Objektidentita¨t wird
durch einen vom System vergebenen internen, eindeutigen und unvera¨nderbaren
Schlu¨ssel gebildet. (Vgl. hierzu auch [Cat91], S. 85 u. S. 151)
Zustand: Der Zustand eines Objektes umfasst seine Struktur sowie seine aktuelle Wert-
belegung. Die Struktur besteht aus einer Menge von Attributen (auch Properties
genannt). Ein solches Attribut hat einen Datentyp, der insbesondere auch objekt-
wertig sein kann. Damit kann ein Objekt andere Objekte referenzieren.
Verhalten: Das Verhalten eines Objektes ist die Gesamtheit seiner Funktionalita¨t, wel-
che mittels Methoden definiert wird. Eine Methode besteht aus ihrer Signatur sowie
aus ihrer Implementierung. Eine Signatur definiert neben dem Namen der Metho-
de deren Aufrufparameter, ein Deskriptor zusa¨tzlich noch den Ru¨ckgabetyp. Die
Implementierung einer Methode erfolgt mit den u¨blichen, in der Regel imperativen
Programmiersprachkonstrukten. Man kann Methoden in statische Klassenmetho-
den, die mit Klassen assoziiert sind und dynamische Instanz- oder Objektmetho-
den, die mit Objektinstanzen assoziiert sind, differenzieren.
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2.3.2. Essentielle objektorientierte Konzepte
Die Definitionen der objektorientierten Konzepte, die in diesem Abschnitt beschrieben
werden, stammen u. a. aus [Weg90], [PJ99] sowie [Boo91]. Die im Folgenden vorgestellten
Konzepte Klasse, Kapselung, Vererbung und Polymorphie sind essentiell fu¨r OO/OOP.
Klasse: A¨hnlich wie bei dem Begriff der Objektorientierung gibt es auch keinen einheit-
lich definierten Klassenbegriff.
Eine Klasse la¨sst sich definieren als eine Beschreibung einer Menge gleichartiger
Objekte mit
• gleichen Methoden (Verhalten),
• gleicher Implementierung,
• gleichen Attributen sowie
• (potenziell) unterschiedlichen Attribut-Werten (Zustand).
Wa¨hrend eine Klasse eine abstrakte Darstellung eines Objekts der realen Welt8
ist, ist eine Instanz einer Klasse dessen konkrete Darstellung. Im Bereich der OOP
wird der Begriff Instanz zumeist synonym zum Begriff Objekt benutzt.
Instanzvariablen definieren die Eigenschaften eines Objekts. Die Klasse definiert
die Art der Eigenschaft, und jede Instanz speichert einen eigenen Wert fu¨r die
jeweilige Eigenschaft.
Klassen werden zum einen instanzgenerierend (d. h. zur Erzeugung von Objekten
nach einer
”
Schablone“) und zum anderen aus Gru¨nden der Wiederverwendbarkeit
(Re-Use), z. B. in Verbindung mit Vererbung, eingesetzt.
Kapselung (encapsulation) und Information-Hiding: Mit Kapselung wird das Grup-
pieren zusammengeho¨riger Daten und Funktionen in einer Einheit (Klasse) be-
zeichnet.
Information-Hiding ist eine Erweiterung der Kapselung insofern, als zwischen einer
o¨ffentlichen und einer privaten Objektschnittstelle unterschieden wird; von außen
kann nur auf die als o¨ffentlich deklarierten Attribute und Methoden des Objekts
zugegriffen werden. Die privaten Anteile sind nach außen unsichtbar; man spricht
daher auch von
”
Sichtbarkeit“ von Methoden und Attributen. Auf diese Weise kann
die konkrete Implementierung des Objekts versteckt werden, wodurch ein hohes
Maß an Implementierungsunabha¨ngigkeit erreicht werden kann.
Das Abstrahieren von Implementierungsdetails wird in der OOP auch als Abstrak-
tion bezeichnet.
8bzw. der Charakteristik einer Menge von Objekten
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Vererbung (Inheritance) und Polymorphie (Polymorphism): sind im Kontext der vor-
liegenden Arbeit von besonderem Interesse und werden daher in den Abschnit-
ten 2.3.4 sowie 2.3.5 ausfu¨hrlich untersucht.
2.3.3. Typisierung
Ein Typ in einer Programmiersprache beschreibt (mo¨gliche) Wertemengen von Objek-
ten (Beispiele: int, Object, LinkedList). Typisierung (typing) meint die Annotation
von programmiersprachlichen Elementen mit dem Typ des Ausdrucks (Beispiele: int i,
String getName()), durch die Typannotationen werden also Bedingungen an die Va-
riablen, Objekte bzw. Methoden geknu¨pft. In Bezug auf Methoden bedeutet dies, dass,
wenn die Parameter den korrekten Typ haben, das Ergebnis der Methode den deklarier-
ten Ergebnistyp hat. Eine Variable entha¨lt nur Werte ihres Typs (bzw. eines substitu-
ierbaren Typs). Ein Programm heißt typkorrekt, wenn alle derartigen Typbedingungen
erfu¨llt sind. Ein Typfehler tritt auf, wenn einer Variable ein Wert eines falschen Typs
zugewiesen oder eine Methode mit nicht typkonformen Parametern aufgerufen wird. Ei-
ne Sprache wird typsicher genannt, wenn zur Laufzeit eines typkorrekten Programms
keine Typfehler auftreten ko¨nnen.
Anzumerken ist, dass ein Typsystem keinesfalls zwingend fu¨r eine Programmiersprache
ist, jedoch ko¨nnen hierdurch (Laufzeit-)Fehler vermieden bzw. erkannt werden. Beispiele
ungetypter Sprachen sind Lisp, Prolog oder die Wob 1-Sprache, wa¨hrend Java oder
C/C++ getypt sind.
Typinferenz
Unter Typinferenz versteht man das Folgern eines bestimmten Typs fu¨r einen gegebenen
Ausdruck, obwohl der Typ nicht explizit angegeben wurde. Stattdessen wird unter Zuhil-




z1 = x + 4;
z2 = y * x;
Eine Sprache, die Typinferenz unterstu¨tzt, wu¨rde beim U¨bersetzen den Typ int fu¨r
z1 und den Typ float fu¨r z2 inferieren.
Statische und dynamische Typisierung
Statisch typisierte Sprachen u¨berpru¨fen Typ-Konformita¨t zur U¨bersetzungszeit, wa¨h-
rend dynamisch typisierte Sprachen dies erst zur Laufzeit tun. Mit sorgfa¨ltig gewa¨hlten
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Typen kann man ein Programm lesbarer machen und gibt insbesondere dem Compiler
die Mo¨glichkeit, Unstimmigkeiten aufzudecken. Statisch typisierte Sprachen unterschei-
den sich allerdings in der Vielfalt der Typen. Je feiner unterschieden wird, desto mehr
Sicherheit ist mo¨glich und um so mehr Sorgfalt verlangt die Typenwahl. Bei dynamischer
Typisierung sind dagegen durch weniger Typinformationen die Schnittstellen einfacher,
was u. a. die Anwendung und Refactoring erleichtert.
(Sub)Typ vs. (Sub)Klasse
Auf Grund der sich a¨hnelnden Definitionen von Typ und Klasse stellt sich die Frage,
worin die Unterschiede zwischen diesen beiden Begriffen liegen:
Ein Typ definiert nur die Schnittstelle, d. h. eine Menge von Namen und Typen der
Operationen, die auf Objekten diesen Typs definiert sind, wa¨hrend eine Klasse auch die
eigentlichen Implementierungen dieser Methoden bereitstellt. Einfache Datentypen (wie
beispielsweise int in Java) besitzen keine Methoden, sind also auch nur Typ und keine
Klasse (Im Unterschied zur Integer-Klasse). Typen haben einen
”
Typu¨berpru¨fungscha-
rakter“, wa¨hrend Klassen einen instanzgenerierenden Charakter haben.
A¨hnlich dem Vererbungskonzept bei Klassen (Super- und Subklasse, vgl. Abschnitt
2.3.4) gibt es auch das Konzept des Subtyps. In den meisten Sprachen erzeugen Sub-
klassen auch Subtypen; in so genannten Prototyp-Sprachen (z. B. Sather) ist dies nicht
der Fall, Vererbung ist dann nur Wiederverwendung von Programmcode.
2.3.4. Vererbungskonzepte
Ein weiteres Mittel zur Abstraktion und Erho¨hung der Wiederverwendbarkeit in der
objektorientierten Programmierung ist die Vererbung, bei der zwischen Einfach- und
Mehrfachvererbung (single bzw. multiple inheritance) sowie erweiterten Vererbungskon-
zepten unterschieden wird. Der Grundgedanke ist dabei, dass eine Klasse Verhalten und
Datenstrukturen einer oder mehrerer anderer Klassen erben und weiter verfeinern bzw.
erweitern kann. Die Klasse, von der geerbt wird, nennt man Basis-, Ober - oder Su-
perklasse, die erbende Klasse abgeleitete, Unter - oder Subklasse. Im Folgenden wird die
Notation A <: B (bzw. B :> A) verwendet, wenn A eine Subklasse von B ist.
Wichtig im Kontext der Vererbung ist das Konzept der Selbstreferenz (self oder
this), die in den Methoden der Klasse verwendet werden kann und die auf die Objekt-
instanz des gerade aktuellen Objekts verweist. Des Weiteren kann (u¨blicherweise u¨ber
das Schlu¨sselwort super) auf die Superklasse der aktuellen Klasse zugegriffen werden.
Einfachvererbung Im Falle der Einfachvererbung hat die Subklasse genau eine Super-
klasse – die Subklasse ist eine Spezialisierung der Superklasse und die Superklasse eine
Generalisierung der Subklasse. Die beiden Klassen stehen in einer so genannten ist_ein
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(is_a)-Beziehung. Beispiel: eine Katze ist_ein Tier, Heapsort ist_ein Sortieralgorith-
mus.
Dabei gilt das Liskov’sche Substitutionsprinzip [LW93]: Objekte von Subklassen ko¨n-
nen jederzeit anstelle von Objekten ihrer Superklasse(n) eingesetzt werden: sei S ein
Subtyp von T, dann ko¨nnen Objekte vom Typ T in einem Programm durch Objekte
vom Typ S ersetzt werden, ohne dass sich dadurch die Eigenschaften des Programms
(wie beispielsweise die Korrektheit) a¨ndern.
Wenn eine Methode einer Klasse in einer ihrer Subklassen neu definiert wird, bezeich-
net man dies als U¨berschreiben (overriding, nicht zu verwechseln mit dem U¨berladen im
Kontext von Polymorphie, s. u.)
Mehrfachvererbung Mehrfachvererbung liegt vor, wenn eine Klasse Attribute und Me-
thoden von mehr als einer Klasse erbt. Beispiel: Ein Amphibienfahrzeug ist sowohl ein
Land- als auch ein Wasserfahrzeug. Im Falle der Mehrfachvererbung kann das so ge-
nannte Diamantenproblem (siehe z. B. [Sny87]) auftreten, wenn dasselbe Attribut (bzw.
dieselbe Methode) aus mehr als einer Klasse geerbt wird, mehr dazu im Folgenden.
Vererbungsgraph Unter einem Vererbungsgraph versteht man einen gerichteten Gra-
phen G = (V,E) mit Knoten V und Kanten E, E ⊆ V×V und (v1, v2) ∈ E gdw. v1 <: v2.
Bei Sprachen mit Einfachvererbung ist der Vererbungsgraph ein Baum (Abbildung 2.3a),
im Falle von Mehrfachvererbung ein (potenziell zyklischer) Graph, es ko¨nnen also meh-









Abbildung 2.3.: Vererbungsgraph fu¨r
a) Einfach- und b) Mehrfachvererbung
Namensauflo¨sung und Diamantenproblem Unter Namensauflo¨sung (Name-Lookup)
versteht man das Auffinden der fu¨r das aktuelle Objekt gu¨ltigen Methodenimplemen-
tierung bzw. Attribute. Im Falle der Einfachvererbung muss hierzu lediglich im Verer-
bungsgraph die jeweils na¨chstho¨here Klasse besucht werden, im Falle der Mehrfachver-
erbung kann diese Auflo¨sung ggf. nicht eindeutig sein; wenn in Abbildung 2.3b sowohl
in Klasse C2 als auch in C3 eine Methode gleichen Namens u¨berschrieben wu¨rde, wa¨re
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in Klasse C4 nicht eindeutig bestimmbar, welche Implementierung zu verwenden ist.
Diese Problematik bezeichnet man auf Grund der Form des Vererbungsgraphen auch als
”
Diamantenproblem“. Mo¨gliche Lo¨sungen des Diamantenproblems sind:
• Ein generelles Verbot von Konflikten, d. h. von Mehrdeutigkeiten.
• Einschra¨nkungen der Mehrfachvererbung: In Java ist Mehrfachvererbung beispiels-
weise nur von Interfaces erlaubt, in welchen keine Methoden definiert werden
ko¨nnen, wodurch auch keine Konflikte bei der Namensauflo¨sung entstehen ko¨nnen
(da es immer nur eine eindeutig passende Methode geben kann).
• Der gewu¨nschte Vererbungspfad muss explizit spezifiziert werden (z. B. in C++)
bzw. die Reihenfolge der Spezifikation der Superklassen spiegelt eine implizite Ver-
erbungspriorita¨t wieder (z. B. in CLOS oder Perl).
• Die Vaterklassen ko¨nnen gewichtet werden, beispielsweise durch die Angabe einer
Vererbungsreihenfolge (
”
suche zuerst in Vaterklasse C2 und danach in Vaterklasse
C3“) (z. B. in Perl).
• Der Vererbungsgraph kann linearisiert werden (z. B. in CLOS oder Dylan), ein
Ansatz, der allerdings als umstritten gilt, u. a. weil er unbeabsichtigte Nebenwir-
kungen haben kann.
Erweiterte Vererbungskonzepte U¨ber die zuvor genannten Vererbungsansa¨tze hinaus
existieren verschiedene erweiterte Vererbungskonzepte, die im Kontext der vorliegenden
Arbeit von besonderem Interesse sind. Sie werden im Kapitel u¨ber verwandte Arbeiten
(Abschnitt 7.4) detailliert beschrieben und diskutiert.
Aggregation und Komposition Aggregation beschreibt eine ist-Teil-von Beziehung
zwischen zwei Objekten derart, dass ein Objekt Teil des anderen, umgebenden Objekts
ist. Der Unterschied zur Vererbung/Spezialisierung liegt darin, dass hier eine Beziehung
zwischen Objekten und bei der Spezialisierung zwischen Klassen bzw. Typen besteht.
Demzufolge gilt bei Objekten, zwischen denen eine ist_Teil_von-Beziehung besteht,
auch nicht das Liskov’sche Substitutionsprinzip, d. h. sie sind nicht austauschbar, da sie
disjunkte Attribute bzw. Methoden haben (ko¨nnen).
Beispiel: ein Reifen ist-Teil-von einem Auto.
Komposition ist eine strengere Form der Aggregation, bei der die Teile vom Ganzen




Delegation Der Begriff Delegation wurde erstmals von Liebermann in [Lie86] genannt
(s. auch [Kni98]) und bezeichnet dynamische, objektbasierte Vererbung (im Gegensatz
zu traditioneller, klassenbasierter). Grundidee hierbei ist, dass ein Objekt Nachrichten,
die es nicht
”
versteht“, an Vaterobjekte delegieren, d. h. weiterleiten kann, wobei die
Selbstreferenz an den jeweiligen Vorfahren gebunden wird. Hierbei ist es mo¨glich, bei
der Instanziierung eines Objekts explizit ein Vaterobjekt zu spezifizieren. Beispiel:
1 class A {
2 void foo() { print("A"); }
3 }
4 class B extends A {
5 void foo() { print("B"); super.foo();}
6 }
7 class C extends A {
8 void foo() { print("C"); super.foo();}
9 }
10 ...
11 A a = new C();
12 a.foo(); // Ausgabe: "CA"
13 A a = new C<new B()>();
14 a.foo(); // Ausgabe: "CBA"
In diesem Beispiel wird in Zeile 11 eine
”
normale“ Instanz der Klasse C
erzeugt; in Zeile 13 wird zusa¨tzlich explizit eine Instanz der Klasse B als
Vaterobjekt angegeben.
2.3.5. Polymorphie
In einem monomorphen Typsystem (z. B. Pascal, Modula-2) ko¨nnen Funktionen und
Prozeduren nur auf einen Typ angewendet werden. Mit Polymorphie bezeichnet man die
Fa¨higkeit, einer Methode verschiedene Bedeutungen (d. h. Definitionen) zuzuordnen,
wobei die
”
passende“ Bedeutung erst zur Laufzeit, also zum Zeitpunkt des Aufrufs der
jeweiligen Methode, bestimmt wird. Diese Eigenschaft bezeichnet man auch als dynami-
sches oder spa¨tes Binden (dynamic bzw. late binding), im Gegensatz zu statischem oder
fru¨hem Binden (static bzw. early binding), bei dem die Zuordnung bereits zur U¨ber-
setzungszeit feststeht. Strachey unterscheidet in [Str67] zwischen parametrischer und










Universelle Polymorphie unterscheidet sich von Ad-hoc-Polymorphie in mehreren As-
pekten. Bei Ad-hoc-Polymorphie kann ein Name oder ein Wert nur endlich viele ver-
schiedene Typen besitzen. Diese sind zudem zur U¨bersetzungszeit bekannt. Universelle
Polymorphie dagegen erlaubt es, unendlich viele Typen zuzuordnen. Ein weiterer Un-
terschied liegt darin, dass die Implementierung einer universell polymorphen Funktion
generell gleichen Code unabha¨ngig von den Typen ihrer Argumente ausfu¨hrt, wa¨hrend
ad-hoc-polymorphe Funktionen abha¨ngig von den Typen ihrer Argumente unterschied-
lich implementiert sein ko¨nnen.
Universelle Polymorphie: Parametrische Polymorphie repra¨sentiert (implizit allquan-
tifizierte) Typen, deren Definitionen Typvariablen enthalten. Dabei ko¨nnen Funktionen
in der Regel einen oder mehrere Typparameter haben und die zula¨ssigen Typen besitzen
in der Regel eine gemeinsame Struktur. Die polymorphen Funktionen haben implizite
oder explizite Typparameter, die den Typ des Funktionsergebnisses fu¨r jede Anwen-
dung der Funktion festlegen. Beispiele hierfu¨r sind Templates in C++ oder Generics in





F-Bounded Polymorphism“ [CCH+89], die Einschra¨nkungen fu¨r
die mo¨glichen bzw. erlaubten Typen bedeuten.
Inklusionspolymorphie bezeichnet die Eigenschaft, jede Methode statt auf einem Sub-
typ auch auf einem Basistypen ausfu¨hren zu ko¨nnen. Subtyping ist demnach eine Form
der Inklusionspolymorphie.
Ad-hoc Polymorphie: Methoden sind u¨berladen, wenn unterschiedliche Implementie-
rungen mit demselben Namen verbunden sind. Beispielsweise ko¨nnen in vielen Sprachen
mit dem Operator + sowohl ganze Zahlen als auch Fließkommazahlen addiert oder sogar
Zeichenketten konkateniert werden. Anders ausgedru¨ckt: Eine Methode m() ist u¨ber-
laden, wenn mehrere Methodendefinitionen von m mit unterschiedlichen Deskriptoren
existieren.
Coercion ist eine Art implizite Typumwandlung, um z. B. Argumente einer Funktion
in die von der Funktion erwarteten Typen umzuwandeln. Coercion ist mit dem U¨berladen
eng verknu¨pft. Ein Beispiel ist eine Addition von ganzen und Fließkommazahlen: 0.7+1,
bei der viele Sprachen die ganze Zahl 1 automatisch in eine Fließkommazahl umwandeln.
Die explizite Typumwandlung wird als Casting bezeichnet.
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2.3.6. Invarianz, Kovarianz und Kontravarianz
Eng verknu¨pft mit Typisierung und Vererbung sind die Begriffe von In-, Ko- und Kon-
travarianz im Kontext von Ergebnis- und Parametertypen bei Methoden.
Kovarianz bedeutet, dass die Typhierarchie der Parameter- bzw. Ergebnistypen mit
der Vererbungshierarchie der zu betrachtenden Klassen dieselbe
”
Richtung“ hat. Wenn
man also eine geerbte Methode anpassen will, so ist die Anpassung kovariant, wenn der
Parametertyp eines Methodenparameters in der Superklasse ein Supertyp des Parame-
tertyps dieser Methode in der Subklasse ist. Wenn die Typhierarchie der Parametertypen
entgegengesetzt der Vererbungshierarchie der zu betrachtenden Klassen la¨uft, so spricht
man von Kontravarianz. Wenn die Typen in der Super- und Subklasse nicht gea¨ndert
werden, spricht man von Invarianz. Die statische Typsicherheit bleibt bei Kovarianz der
Ergebnistypen und bei Kontravarianz der Methodenparametertypen gewa¨hrleistet (siehe
[Car84]).
Listing 2.2 zeigt ein Beispiel. Die Klasse Y verfeinert dabei die Methoden der Klasse
X. Es gilt:
• fu¨r m1: Y <: X und B <: A (Kovarianz)
• fu¨r m2: Y <: X und B :> C (Kontravarianz)
• fu¨r m3: Der Parametertyp bleibt unvera¨ndert (Invarianz)
1 class A {}
2 class B extends A {}
3 class C extends B {}
4
5 class X {
6 B m1 (B);
7 B m2 (B);
8 B m3 (B);
9 }
10
11 class Y extends X {
12 // Kovariante Redefinition , nicht statisch ueberpruefbar
13 C m1 (C);
14 // Kontravariante Redefinition , statisch typsicher
15 C m2 (A);
16 // Invariante Redefinition , statisch typsicher
17 C m3 (B);
18 }
Listing 2.2: In-, Ko- und Kontravarianz (bei Parametertypen)
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2.4. Datenmodelle und Datenbankschemata
Ein Datenmodell ist ein System von Konzepten zur Strukturierung und Modellierung von
Datenbesta¨nden auf theoretischer Ebene, d. h. es dient zur abstrakten Beschreibung von
Aspekten der realen Welt. Die am weitesten verbreitete Variante eines Datenmodells ist
das Entity-Relationship-Modell [Che76], dessen Kern das ER-Diagramm ist. Ebenfalls
ga¨ngig ist das konzeptionelle Relationenmodell in Form von Relationen.
Ein Objektmodell ist ein Datenmodell mit objektorientierten Konzepten (Objektiden-
tita¨t, Klassenbegriff, Kapselung, Vererbung); insbesondere kann im Objektmodell auch
Verhalten modelliert werden, wa¨hrend in traditionellen Datenmodellen ausschließlich
Daten modelliert werden. Analog zu ER-Diagrammen im ER-Modell wird bei Objekt-
modellen die UML-Darstellung verwendet.
Nach Codd [Cod80] definiert sich ein Datenmodell aus drei Eigenschaften:
1. Einer Sammlung von Datenstrukturen.
2. Einer Menge von Operatoren, die auf jede der Datenstrukturen unter 1. angewandt
werden kann, um Daten abzufragen oder abzuleiten.
3. Einer Menge von (impliziten oder expliziten) Integrita¨tsregeln, welche sicherstellen,
dass fehlerfreie und nicht widerspru¨chliche Daten vorliegen.
Beeri ([Bee89], [Bee90]) differenziert dabei in einen Strukturteil, einen Operationenteil
und ho¨here Konzepte wie Methoden und Vererbung.
Ein Datenschema ist eine Beschreibung einer Modellwelt in einem Datenmodell (d. h.
mittels der Konzepte des Datenmodells), also auf praktischer bzw. technischer Ebene.
Datenschemata ko¨nnen in drei Kategorien bzw. Ebenen eingeteilt werden: Ein konzep-
tuelles (oder konzeptionelles) Datenschema beschreibt das Modell systemunabha¨ngig
auf konzeptueller Ebene. Ein logisches (oder formales) Datenschema beschreibt die Da-
ten in der Data Definition Language (DDL) eines bestimmten Datenbanksystems9. Ein
physisches Datenschema beschreibt die tatsa¨chliche Implementierung des Datenmodells.
Vossen schreibt hierzu in [Vos87]:
”
Auf der konzeptionellen Ebene wird die logische Gesamtsicht aller Daten
in der Datenbank [...] im konzeptionellen Schema [...] repra¨sentiert. Dazu
bedient man sich eines so genannten Datenmodells, welches insbesondere
von der internen Sicht abstrahiert. Zur Gewa¨hrleistung logischer Datenun-
abha¨ngigkeit ist dabei wesentlich, dass dieses Schema von Datenstruktur-
oder Zugriffsaspekten frei ist; das konzeptionelle Schema beinhaltet aus-
schließlich eine Definition des Informationsgehaltes der Datenbank insge-
samt.“
9Ein Großteil der Datenbank-Sprachen besteht aus zwei Teilen: zum einen der DDL und zum anderen
der Data Manipulation Language (DML) zur Manipulation der Daten bzw. zum Formulieren von
Anfragen.
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Außer dem bereits erwa¨hnten ER-Modell sind die folgenden Datenmodelle am bekann-
testen bzw. am weitesten verbreitet: hierarchisches Modell, Netzwerkmodell, relationales
Modell, objekt(-orientiertes) und objekt-relationales Modell. Diese werden im Folgenden
kurz vorgestellt, weitere Einzelheiten zu den Modellen sind u. a. in [Vos87] und [Ull82]
zu finden.
2.4.1. Hierarchisches Modell
Das hierarchische Datenmodell wurde in den 1960er Jahren entwickelt und ist eines
der a¨ltesten in Datenbanken verwendeten Datenmodelle. Es entstand aus Dateien, die
eine variable Anzahl von geschachtelten Wiederholungsgruppen ermo¨glichen. Das be-
kannteste System, das mit dem hierarchischen Modell arbeitet, ist IMS (Information
Management System) von IBM.
Das hierarchische Datenmodell kennt Records (Sa¨tze) und physisch realisierte Vater-
Sohn-Beziehungen (1:n). m:n-Beziehungen ko¨nnen (ohne Redundanz) mit so genannten
virtuellen Records modelliert werden; ein solcher virtueller Record stellt einen Verweis
auf den wirklichen Record dar. Durch Referenzen verknu¨pfte Records bilden eine hier-
archische Baumstruktur. Eine hierarchische Datenbank besteht aus einer Menge von
solchen Ba¨umen.
2.4.2. Netzwerkmodell
Ein verbreiteter Standard des Netzwerkmodells, der Anfang der 1970er Jahre vorgestellt
wurde, ist der der Data Base Task Group der Conference on Data System Langua-
ges (CODASYL DBTG). Das Netzwerkmodell kennt Record- und Set-Typen. Die Set-
Typen beschreiben 1:n-Beziehungen zwischen Owner-Record-Typ und Member-Record-
Typ. Die 1:n Beziehungen mu¨ssen hier jedoch keine Hierarchie bilden (wie im hierarchi-
schen Modell). Durch sie darf ein beliebiges Netzwerk aufgebaut werden. Das Netzwerk-
modell besitzt eine gro¨ßere physische Datenunabha¨ngigkeit als das hierarchische Modell,
da hier auf der konzeptuellen Ebene nicht festgelegt werden muß, welche 1:n-Beziehungen
als
”
virtuelle Beziehungen“ realisiert werden sollen.
Sowohl das hierarchische Modell als auch das Netzwerkmodell sind implementierungs-
nah. In beiden Modellen ist ein Navigieren in oft komplexen Datenstrukturen erforder-
lich. Vossen schreibt in [Vos87]:
”
Vereinfacht ausgedru¨ckt handelt es sich bei diesem Modell um ein ER-
Modell, in welchem sa¨mtliche Beziehungen auf zweistellige, many-one-Relationships
beschra¨nkt sind“




Das relationale Datenmodell, welches ebenfalls in den 1970er Jahren enstand, kennt nur
Tabellen, auch Relationen genannt. Auf der Schema-Ebene werden die Formate der Ta-
bellen beschrieben. Die Tabellen haben eindeutige Namen und jede Tabelle hat eine feste
Anzahl eindeutig benannter Spalten. Fu¨r jede dieser Spalten muß ein Wertebereich an-
gegeben werden, die in den Auspra¨gungen der Tabellen stehenden Zeilen (Tupel) mu¨ssen
stets der Schemadefinition entsprechen. Weitere Konzepte des relationalen Modells sind:
• Erste Normalform (1NF) - in den Spalten du¨rfen nur atomare Werte stehen, Wie-
derholungsgruppen sind nicht erlaubt. Des Weiteren existieren noch weitere Nor-
malformen (2NF, 3NF, 4NF, 5NF, BCNF, . . . ), die aber im Kontext der vorlie-
genden Arbeit nicht von zentralem Interesse sind.
• Zeilen ko¨nnen nur durch ihren Inhalt identifiziert werden, d. h. eine Tabelle ist
eine Menge von Tupeln (duplikatfrei). Es gibt keine vom Modell vorgeschriebenen
Tupel-IDs (vgl. Abschnitt 2.3.1 zu wertebasiert vs. identita¨tsbasiert).
• Tabellen ko¨nnen durch Mengenoperationen manipuliert werden, z. B. durch Selek-
tion, Projektion, Join, Vereinigung, Differenz, ...
Im Sinne der Typisierung kann man Tabellen als Typ ansehen, d. h. die Attribut-
(bzw. Spalten-)Definitionen sind die Typdeklaration und die Zeilen einer Tabelle sind
die Instanzen dieses Typs.
Die meisten heutzutage verfu¨gbaren Datenbanken verwenden das relationale Modell.
Bekannte Vertreter relationaler Datenbankmanagementsysteme (RDBMS) sind Oracle,
Ingres, Informix, DB2 oder auch MySQL.
2.4.4. Objektorientierte Datenmodelle
Mit dem objektorientierten Datenmodell, welches Ende der 1980er Jahre entwickelt wur-
de, wurden verschiedene Konzepte der objektorientierten Programmierung auf Daten-
banken u¨bertragen.
Da es, wie bereits in Abschnitt 2.3 beschrieben, unterschiedliche Definitionen des Be-
griffes
”
Objektorientierung“ gibt, wurde im
”
Object-Oriented Database System Manife-
sto“ [ABD+89] definiert, welche Konzepte als essentiell und welche als optional fu¨r eine
OODB gelten. Als essentiell gelten demnach Klassen, Kapselung und Vererbung sowie die
Unterstu¨tzung komplexer Objekte mit Identita¨t. Zudem sollten OODBs die Qualita¨ts-
merkmale traditioneller Datenbanksysteme u¨bernehmen: Persistenz, Sekunda¨rspeicher-
Verwaltung, Mehrbenutzerbetrieb, Transaktionen, Recovery und Mo¨glichkeiten zu Ad-
Hoc Anfragen. Verschiedene andere Aspekte wie beispielsweise Mehrfachvererbung, Typ-
Inferenz oder Unterstu¨tzung von Versionen wurden als optional deklariert.
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Die ODMG (Object Data Management Group10) hat mit dem ODMG 3.0-Standard
eine einheitliche Sicht auf objektorientierte Datenbanken definiert. Dies umfasst u. a. eine
allgemeine Objektmodell-Definition, Beschreibungssprachen fu¨r Objekte sowie einheitli-
che Schnittstellen zu diversen Sprachen (in erster Linie Java, C++ und Smalltalk) und
Architekturen wie beispielsweise Corba. Bekannte Vertreter sind u. a.: O2, ObjectStore,
POET oder GemStome.
Objekt-relationales Modell
Mit dem objekt-relationalen Modell wurde versucht, das relationale Modell um ver-
schiedene OO-Konzepte zu erweitern, insbesondere sind hier mengenwertige Attribute,
geschachtelte Relationen und Vererbung zu nennen. Tabelleneintra¨ge in einer relatio-
nalen Tabelle ko¨nnen also komplexe Struktur haben, welche einen abstrakten Datentyp
(ADT) definieren. Das erste Objekt-relationale DBS war der Universal Server von Infor-
mix, inzwischen sind viele traditionell relationalen Datenbanksysteme wie beispielsweise
Oracle objekt-relational.
2.4.5. XML-Datenmodell
Wie bereits in Abschnitt 2.1.2 beschrieben, besteht das Datenmodell von XML aus
Ba¨umen, d. h. hierarchischen, Strukturen. Genauer beschrieben wird die Semantik durch
das XML Information Set 11: ein wohlgeformtes XML-Dokument, das die Namespace-
Constraints erfu¨llt, hat ein Information Set (kurz Infoset). Das Dokument braucht dazu
nicht gu¨ltig zu sein. Ein XML Information Set besteht aus einer Menge von Informa-
tion Items (kurz InfoItem); ein Information Item besitzt eine Menge von Eigenschaf-
ten (Name-Wert-Paare). Ein Information Set entspricht einem Baum, ein Information
Item einem Knoten. Wa¨hrend also eine DTD bzw. Schema das Vokabular eines XML-
Dokuments definiert, wird durch das Infoset die Struktur spezifiziert und keine Aussage
u¨ber den syntaktischen Aufbau getroffen.
Da semistrukturierte Daten geschachtelt sein und/oder Wiederholungen enthalten
ko¨nnen, ist eine Einhaltung der ersten Normalform des relationalen Modells z. T. nur
u¨ber einige Umwege wie beispielsweise die Zuhilfenahme von Hilfsrelationen mo¨glich.
Daher spricht man hier auch von der
”
non-first normal form“ (NF2).
2.4.6. Klassifikation nach Stonebraker
Stonebraker klassifiziert in [SM96] Datenbankmodelle nach der Komplexita¨t der Da-





relationale Modell einfache Datenstrukturen und einfache bis komplexe Anfragen. Ob-
jektmodelle und das XML-Modell hingegen weisen eher komplexe Datenstrukturen und
auch komplexe Anfragemo¨glichkeiten auf.
2.5. Programmierparadigmen
Unter einem Programmierparadigma versteht man das einer Programmiersprache oder
Programmiertechnik zugrundeliegende Prinzip. Dabei sind als grundlegende Paradig-
men das imperative und das deskriptive (auch: deklarative) zu sehen. Alle weiteren
(verteilt, aspekt-orientiert, intentional, generativ, constraint-basiert, literate program-
ming, objekt-orientiert, nebenla¨ufig, ...) ko¨nnen als Verfeinerungen dieser Ansa¨tze an-
gesehen werden. Daru¨ber hinaus sind viele Sprachen nicht eindeutig einem Paradigma
zuzuordnen, sondern vereinen vielmehr mehrere Ansa¨tze in sich und werden auch als
”
Hybridsprachen“ bezeichnet.
Imperative Programme beschreiben den Weg, wie ein Problem zu lo¨sen ist, mit Hilfe
einer Sequenz von Anweisungen, die den Zustand des Programmes bzw. des Speichers
vera¨ndern ko¨nnen. Charakteristisch fu¨r imperative Programme sind auch bedingte An-
weisungen und Schleifen. Beispiele sind die Sprachen Pascal, Java, C++ und Basic.
Im Gegensatz zu imperativen Programmen beschreiben deskriptive nicht den Lo¨sungs-
weg, sondern lediglich das zu lo¨sende Ziel, wobei die konkrete Umsetzung des Lo¨sungs-
wegs dem System u¨berlassen bleibt. Statt Schleifen in imperativen Sprachen wird hier
Rekursion verwendet. Beispiele deskriptiver Sprachen sind XSLT oder auch SQL. Auch
in HTML12 beschriebene Webseiten haben deskriptiven Charakter, da das Aussehen
der Seiten nur beschrieben wird, die konkrete Darstellung aber dem Browser u¨berlassen
wird. Deskriptive Sprachen lassen sich weiter in logische und funktionale untergliedern.
Ein logisches Programm definiert eine oder mehrere Relationen mit Hilfe von Formeln
bzw. Regeln. Die Auswertung der Formeln erfolgt dabei nach dem Resolutionsprinzip,
bei dem als Ergebnis entweder eine neue Formel oder ein Wahrheitswert herauskommt.
Prolog ist der bekannteste Vertreter der logischen Sprachen.
Funktionale Programme sind Funktionen, die durch Gleichungen definiert werden,
sie stellen somit eine Abbildung von Eingabedaten auf Ausgabedaten dar. Sie werden
durch Reduktion von Ausdru¨cken ausgefu¨hrt. Insbesondere existieren keinerlei An- oder
Zuweisungen. Da im Rahmen der vorliegenden Arbeit eine funktionale Sprache konzipiert
wurde (was in Abschnitt 4.4.1 begru¨ndet wird), wird an dieser Stelle na¨her auf die
Besonderheiten eingegangen.
Rein funktionale Programmiersprachen fassen Programme als mathematische Funktio-
nen auf: Ein Ausdruck hat dort wa¨hrend der Programmausfu¨hrung immer den gleichen
Wert13. Es gibt keine Zustandsvariablen, die wa¨hrend einer Berechnung gea¨ndert werden.
12Dabei ist HTML genaugenommen keine Programmiersprache, da z. B. Kontrollstrukturen fehlen.
13Aus diesem Grund bezeichnet man die funktionale Programmierung auch als werte-orientierte Pro-
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Man bezeichnet diese Eigenschaft als referenzielle Transparenz (referential transparen-
cy). Dies hat zur Folge, dass ein Name jeweils durch den von ihm definierten Wert ersetzt
werden darf, was ggf. Mo¨glichkeiten fu¨r Optimierungen durch unfolding ero¨ffnet. Daru¨ber
hinaus ha¨ngt der Wert eines Ausdrucks nur von den Werten seiner Teilausdru¨cke ab, es
ko¨nnen somit keine Seiteneffekte14 durch Variablen-Updates entstehen (
”
Seiteneffektfrei-
heit“). Anders ausgedru¨ckt: Die Ausgabe eines Programms ha¨ngt ausschließlich von den
Werten der Argumente ab, nicht vom Aufrufkontext. Eine Folge der Seiteneffektfreiheit
ist, dass die Reihenfolge der Auswertung der Teilausdru¨cke irrelevant ist, insbesondere
ist eine parallele Auswertung mo¨glich.
Ein essentielles Merkmal funktionaler Sprachen ist, dass Funktionen first class citi-
zens sind, d. h. sie sind gleichberechtigt zu anderen Daten (Zahlen, boolesche Werte,
Listen). Insbesondere ko¨nnen sie als Argumente und/oder Resultate anderer Funktionen
auftreten (auch als higher-order Funktionen oder Funktionale bezeichnet).
Ein typisches Beispiel ist die map-Funktion, die eine beliebige, u¨bergebene Funktion f
auf jedes Element einer Liste anwendet:
map f [] = []
map f (x:xs) = f x : map f xs
In der ersten Zeile wird das Ergebnis fu¨r eine leere Liste [] zuru¨ckgegeben;
die zweite Zeile wendet die Funktion f auf das erste Listenelement x an und
fu¨hrt dann einen Rekursionsschritt fu¨r die restliche Liste xs durch.
Bei strikter Auswertung (eager bzw. strict evaluation) werden die Argumente von
Funktionen zuerst ausgewertet. Dagegen werden bei der nicht-strikten Auswertung (auch:
Bedarfsauswertung, lazy evaluation) zuna¨chst die Ausdru¨cke als ganzes u¨bergeben und
erst ausgewertet, wenn deren Wert in einer Berechnung beno¨tigt wird. Dadurch lassen
sich z. B. potenziell unendlich große Datenstrukturen (die Liste aller natu¨rlichen Zahlen,
die Liste aller Primzahlen, etc.) definieren.
Die mathematische Grundlage der funktionalen Programmierung ist der λ-Kalku¨l, das
auf Church (u. a. [Chu36]) zuru¨ckgeht. Ein funktionales Programm ist ein Ausdruck des
λ-Kalku¨ls, die Ausfu¨hrung eines solchen Programms entspricht der Auswertung des Aus-
drucks durch Reduktion. Im λ-Kalku¨l unterscheidet man drei grundlegende Bausteine:
1. Variablen: x.
2. Eine Funktionsabstraktion λx.A definiert eine Funktion, die als Argument die Va-
riable x hat, und einen Ausdruck A als Funktionsko¨rper hat, in dem in der Regel
x vorkommt, aber nicht vorkommen muß. Die Funktionen haben dabei keinen Na-
men, sind also anonym.
grammierung.
14Als Seiteneffekt bezeichnet man eine bleibende Vera¨nderung (und somit nachtra¨glich beobachtbare
Auswirkung) des Zustands eines Programms – auch eine Ausgabe ist ein Seitenffekt.
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3. Eine Funktionsapplikation FA bedeutet, daß die Funktion F auf den Ausdruck A
angewandt wird.
Beispiele:
• Die Identita¨t: λx.x.
• Eine Funktion, die jedes Argument auf die Identita¨tsfunktion abbildet: λy.(λx.x).
• Die Identita¨t, angewandt auf sich selbst: (λx.x)(λy.y).
Anzumerken ist, dass mittels Abstraktion und Applikation auch Zahlen, Datentypen,
logische Funktionen, etc. konstruierbar sind. Zu Einzelheiten sei an dieser Stelle auf
die Literatur (z. B. [Bar84]) verwiesen. Urspru¨nglich war der λ-Kalku¨l ungetypt, spa¨ter
folgten aber auch getypte Varianten, welche die Grundlage fu¨r moderne funktionale
Sprachen wie beispielsweise Haskell bilden.
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Systemen und deren Datenmodellen
Nachdem im vorangegangenen Kapitel die fu¨r das weitere Versta¨ndnis der Arbeit beno¨tig-
ten Grundlagen vorgestellt wurden, bescha¨ftigt sich dieses Kapitel nun mit dem eigent-
lichen Gegenstand der Arbeit: Content Management Systeme und Datenmodelle fu¨r
Websites. Zuna¨chst wird dabei beschrieben, wodurch sich CMS auszeichnen und welche
Funktionalita¨ten sie haben. Daran schließt eine Analyse der Aspekte der Datenmodel-
lierung von CMS und die daraus resultierenden Anforderungen an ein Datenmodell, das
diese Strukturen geeignet abbilden bzw. repra¨sentieren kann, an. Danach werden existie-
rende Systeme und deren Limitierungen in Hinblick auf diese Anforderungen diskutiert
und damit motiviert, warum die Konzeption eines neuen Datenmodells fu¨r CMS no¨tig
ist.
3.1. Content Management Systeme: Grundlagen
Es existiert eine Vielzahl mehr oder weniger genauer Definitionen von Content Manage-
ment Systemen, die im Folgenden zusammengefasst werden. Ein Content Management
System ist ein System zur Administration von Websites, wobei der Erstellungsprozess
basierend auf der Trennung von Inhalten und Struktur unterstu¨tzt wird; es verwaltet die
Inhalte (Contents oder auch →Assets) einer →Website und liefert diese je nach Anfrage
in unterschiedlichen Formaten und Formen aus. Ein Web Content Management System
(WCMS) zeichnet sich zusa¨tzlich noch dadurch aus, dass es komplett (oder zumindest in
großen Teilen) u¨ber einen Webbrowser gepflegt werden kann und somit auf den Clients
keine zusa¨tzliche Software installiert werden muss. Ein Erstellen bzw. Pflegen komplexer
Webauftritte ist ohne den Einsatz eines CMS kaum bzw. gar nicht mo¨glich.
Ein Spezialfall eines CMS ist ein Dokumentenmanagementsystem (DMS), das zur Ver-
waltung elektronischer Dokumente eingesetzt wird. Im Unterschied zu (W)CMS sind
diese Dokumente dabei in der Regel unvera¨nderliche, in sich geschlossene Dokumente
eines proprieta¨ren Formats, wa¨hrend sich →Webseiten aus kleineren Bausteinen zusam-
mensetzen (ko¨nnen) und auch in verschiedenen Formaten ausgegeben werden ko¨nnen
und sollen. Der Fokus der vorliegenden Arbeit liegt dabei auf WCMS und damit model-
lierten
”
klassischen“1 Websites bzw. →Portalen.
1Hiermit seien solche Webangebote gemeint, die Informationen fu¨r menschliche Leser bereitstellen,
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Die Grundfunktionen eines CMS umfassen:
Authoring und Pflege: Neue redaktionelle Inhalte lassen sich einfach ohne Programmier-
bzw. HTML-Kenntnisse erstellen, bestehende Informationen ko¨nnen editiert wer-
den.
Benutzer- und Rechteverwaltung: Die Inhalte ko¨nnen von verschiedenen Benutzern,
die zudem verschiedene Rollen (Redakteur, Administrator, . . . ) einnehmen ko¨nnen,
bearbeitet werden. Dabei lassen sich in CMS Rechte zumeist feingranular, d. h.
beispielsweise fu¨r einzelne Assets oder Textteile, vergeben.
Qualita¨tssicherung und Freigabe: Mit →Workflows ko¨nnen Freigabeprozesse entwickelt
werden, die eine sta¨ndige Kontrolle der neu erstellten Inhalte von Websites ermo¨gli-
chen.
Verwaltung: Release- und Verfallsdatenu¨berwachung inkl. Versionierung und evtl. Ar-
chivierung ermo¨glichen es unter anderem, auf alte Versionen der Daten zuzugreifen
oder bestimmte Inhalte erst ab (bzw. bis zu) einem bestimmten Termin o¨ffentlich
sichtbar zu machen.
3.1.1. Grundlegende CMS-Konzepte
Separation of Concerns: Ein essentieller Aspekt eines CMS ist die Trennung von Inhal-
ten, Verarbeitungslogik und Layout, die, dank eines einheitlichen Datenmodells,
dezentral und bei WCMS web-orientiert gepflegt werden ko¨nnen. Diese Trennung
wird als
”
Trennung der Belange“ bzw.
”
Separation of Concerns“ [Maz01] bezeich-
net, ein Paradigma, dass auch in anderen Bereichen wie z. B. im Software Engi-
neering2 oder beim Aspect-Oriented Programming (s. [HL95] oder [Ern03b]) einen
großen Stellenwert einnimmt.
Der Vorteil dieses Konzepts liegt zum einen in einer besseren Abgrenzung der
Zusta¨ndigkeiten, d. h. ein Redakteur kann sich auf die redaktionelle Arbeit kon-
zentrieren, ohne sich mit Webdesign bzw. Programmierung auskennen zu mu¨ssen,
wa¨hrend ein Designer nicht programmieren (ko¨nnen) oder Inhalte pflegen muss.
Zum anderen kann Redundanz vermieden werden: beispielsweise mu¨ssen A¨nderun-
gen am Design nur an einer zentralen Stelle durchgefu¨hrt werden und wirken sich
auf den gesamten Webauftritt aus, wie z. B. ein Logo oder eine Fußzeile, die auf
allen Seiten auftreten.
im Gegensatz zu reinen
”
Datenbank“-Seiten, die beispielsweise unformatierte, im Sinne von CMS
unstrukturierte, Daten darstellen. Ein Großteil existierender Websites entspricht diesem Kriterium.
2Wie z. B. das MVC-Entwurfsmuster (s. [GHJV95]).
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Templates: Ein zentrales Konzept von CMS, das insbesondere das eben vorgestellte Se-
paration of Concerns-Paradigma unterstu¨tzt, sind Templates. Hierbei werden tex-
tuelle Schablonen mit Platzhaltern erstellt, welche zur Laufzeit mit Inhalt gefu¨llt
werden. In derartigen Templates kann zumeist auch Programmcode einer Templa-
tesprache eingebettet werden. Prinzipiell gibt es dabei zwei Varianten: zum einen
Text- bzw. Datenschablonen, in denen Programmcode eingebettet ist und zum an-
deren Programme, in denen die Platzhalter mit Daten gefu¨llt werden. Der
”
Wech-
sel“ vom Text- zum Programmteil wird durch so genannte Quote- und Antiquote-
Zeichen vorgenommen3.
Templatesprachen eignen sich insbesondere zur schnellen und einfachen Generie-
rung von Text, da auf einfache Weise textuelle Ausgaben mit dynamischen Infor-
mationen und Programmlogik verknu¨pft werden ko¨nnen. Daher sind sie fu¨r CMS
im Allgemeinen und fu¨r die vorliegende Arbeit im Speziellen von besonderem In-
teresse.
Single source, multiple target: Das Prinzip, aus ein und denselben Daten mehrere un-
terschiedliche Ausgabeformate zu erzeugen, (
”
Single source, multiple target“) ist
ebenfalls essentiell fu¨r CMS. Auch hierbei wird versucht, Redundanzen zu vermei-
den, indem die eigentlichen Daten nur einmal eingegeben werden mu¨ssen, aber in
verschiedenen Formaten ausgegeben werden ko¨nnen – außer (X)HTML sind dies
ha¨ufig PDF, RTF oder auch LATEX, aber auch Grafiken (z. B. SVG). Im Kontext
von XML la¨sst sich dies durch das Anwenden verschiedener XSLT-Stylesheets auf














Abbildung 3.1.: Single source, multiple target
in diesem Kontext ist es aber auch, die Daten fu¨r unterschiedliche Endgera¨te (PC,
PDA, Handy) in unterschiedlich große Teilbereiche aufteilen und somit die Granu-
larita¨t der Ansicht vera¨ndern zu ko¨nnen – wa¨hrend ein PC-Benutzer einen langen
Text mit Grafiken sieht, soll (bzw. will) ein PDA-Benutzer eine mo¨glichst kompakte
Darstellung der Informationen erhalten.
3Beispiele hierfu¨r sind {{ und }} in Wob 1, <% und %> in JSP sowie <? und ?> in PHP.
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Mo¨gliche Anwendungsbeispiele sind: Im WWW wird eine Webseite im Browser der
besseren Lesbarkeit wegen in mehrere Seiten aufgeteilt, kann aber zum Ausdruck
als Ganzes im PDF-Format ausgeliefert werden.
Internationalisierung und Personalisierung Gerade bei großen Webangeboten mit in-
ternationalen Adressaten ist es in der Regel wu¨nschenswert, die Seiten in meh-
reren Sprachen ansehen zu ko¨nnen, wobei das Aussehen (d. h. Layout, Grafiken,
usw.) mo¨glichst unvera¨ndert bleiben soll. Zudem soll es Benutzern im Falle von
Personalisierung mo¨glich sein, das Erscheinungsbild bzw. die sichtbaren Inhalte
des Webangebots nach ihren Wu¨nschen zu variieren.
Barrierefreiheit Websites, die von allen unabha¨ngig von ihren ko¨rperlichen und/oder
technischen Mo¨glichkeiten uneingeschra¨nkt genutzt werden ko¨nnen, werden als bar-
rierefrei bezeichnet. Das Ziel ist hier, dass Webseiten sowohl von (seh)behinderten
Menschen als auch technisch eingeschra¨nkten Systemen (z. B. Textbrowser) be-
nutzt werden ko¨nnen. Nach dem Behindertengleichstellungsgesetz4 sind o¨ffentliche
Einrichtungen verpflichtet, ihre Webseiten barrierefrei zu gestalten.
Auf der Implementierungs- bzw. Designseite umfasst dies verschiedene Aspekte
wie beispielsweise Vermeidung von rein grafischen Elementen oder Tabellen zur
Formatierung. Dieses Vorgehen wird durch die Trennung von Inhalten und Design
nach dem Separation of Concerns-Paradigma erleichtert, z. B. durch den Einsatz
von CSS (Cascading Style Sheets, [LB96]).
3.1.2. Charakterisierung von A¨nderungen
A¨nderungen im Kontext von CMS lassen sich grob in drei Kategorien klassifizieren, die
in der Regel von unterschiedlichen Benutzern (bzw. einem Benutzer in unterschiedlichen
Rollen) durchgefu¨hrt werden:
1. Strukturelle bzw. inhaltliche A¨nderungen: hierbei werden neue Inhalte eingepflegt
bzw. bestehende gea¨ndert. Beispiele sind das Hinzufu¨gen eines neuen Lehrveran-




2. Designa¨nderungen: hier werden Aspekte der Datenpra¨sentation vera¨ndert – bei-
spielsweise das Hervorheben von Textpassagen oder das Layout der Webseite. Diese
werden in der Regel von Webdesignern durchgefu¨hrt.
3. Funktionale A¨nderungen: sind A¨nderungen, die die Funktionalita¨t der Website be-
treffen, d. h. wie
”
reagiert“ das CMS auf Anfragen, wie werden Webseiten aus
4http://www.bmgs.bund.de/download/gesetze/behinderung/bitv_ver.htm
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den Daten generiert, etc. Derartige A¨nderungen werden von Entwicklern durch-
gefu¨hrt, d. h. von denjenigen, die neue Websites/Anwendungen mit einem CMS
implementieren.
Ein CMS-Datenmodell sollte dabei alle Arten unterstu¨tzen, insbesondere aber sollte
es Entwicklern ermo¨glichen, funktionale A¨nderungen einfach, schnell und redundanzfrei
spezifizieren zu ko¨nnen.
3.2. Aspekte der CMS-Datenmodellierung
Nachdem nun die grundlegenden Konzepte von CMS beschrieben wurden, werden im
Folgenden die Daten und deren Strukturen, die mit CMS verwaltet werden, analysiert,
um daraus dann die Anforderungen an ein geeignetes Datenmodell, das diese Strukturen
abbilden kann, abzuleiten.
3.2.1. Hierarchien
Die im Vorfeld der Arbeit durchgefu¨hrte Analyse bestehender Websites bzw. Konzeption
neuer Webauftritte zeigte, dass fast alle Websites eine ausgepra¨gte hierarchische Struktur
besitzen, d. h. Seiten haben Vater-, Kinder- sowie Geschwisterseiten.
Als Beispiel seien hier die Lehre-Seiten des Instituts fu¨r Informatik der Universita¨t
Bonn angefu¨hrt (Abbildung 3.2, Abbildung 3.3 verdeutlicht die dahinterliegende Content-
Struktur – aus Platzgru¨nden weggelassene Knoten werden hierbei durch gepunktete
Linien angedeutet). Die einzelnen Lehrveranstaltungen ha¨ngen dabei unter einem
”
Se-
mester“-Knoten, der wiederum unter einem
”
Lehrveranstaltungs“-Knoten ha¨ngt, usw.
Diese Baumstruktur induziert eine natu¨rliche Navigationsstruktur, bei der entlang der
verschiedenen Achsen (Vorfahren, Geschwister, Nachkommen) navigiert werden kann, im
Beispiel aus Abbildung 3.2 u. a. an den mit Pfeilen versehenen Links sichtbar. Ohne eine
derartige Navigationsstruktur wa¨ren komplexe Websites kaum komfortabel bedienbar.
Ein Datenmodell, welches eine hierarchische Prima¨rstruktur besitzt, wu¨rde also die
Entwicklung bzw. Modellierung von Websites deutlich vereinfachen, da ein Entwickler
auf diese inha¨renten (Baum-) Strukturen zugreifen kann5 und unter anderem eine Na-
vigation innerhalb dieser Strukturen teilweise oder vollsta¨ndig automatisch generiert
werden kann. Die Erfahrungen mit dem im Wob 1-System verwendeten hierarchischen
Modell besta¨tigen diese Behauptung.
Von der Prima¨rstruktur abweichende Sichten auf die Daten wie Selektion (beispiels-
weise nur Lehrveranstaltungen einer bestimmten Abteilung) oder unterschiedliche Sor-
tierungen, sollten ebenfalls u¨ber spezielle Anfragen bzw. das API von Modell unterstu¨tzt
werden.
5Zum Beispiel u¨ber eine geeignete Programmierschnittstelle (API, Application Programming Interface).
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Abbildung 3.2.: Beispiel Informatik-Lehrangebot
Ein weiterer Vorteil der hierarchischen Modellierung ist, dass hier auch tiefere Struk-
turen bzw. Substrukturen modelliert werden ko¨nnen. Beispielsweise ko¨nnen unter einen
Lehrveranstaltungsknoten weitere Textknoten geha¨ngt werden (so dass aus einem Blatt-
knoten ein innerer Knoten wird). Abbildung 3.4 zeigt ein anderes Beispiel: hier sind
innerhalb eines Veranstaltungskalenders verschiedene Vortragsknoten, aber auch ein Ta-
gungsknoten enthalten, der wiederum einen weiteren Veranstaltungskalender mit Vor-
tra¨gen umfasst. In einem flachen Modell ist dies meist nicht vorgesehen, weil es dort
kompliziert zu modellieren bzw. zu bedienen ist (in einem RDBMS beispielsweise mu¨ssen
dazu mehrere verknu¨pfte Tabellen verwendet werden), ein hierarchisches Modell erlaubt
aber eine homogene und somit ada¨quatere Modellierung.
3.2.2. Klassen und Vererbung
Eine weitere Beobachtung ist, dass sich die Knoten in der Website-Hierarchie, also die
Bausteine, aus denen Websites bestehen, in der Regel in Gruppen gleichartiger Entita¨ten
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Lehre und Studium
Wintersemester 2005/06Sommersemester 2005 Sommersemester 2006
Programmierung IInformatik I Informatik III







Abbildung 3.3.: Beispiel Informatik-Lehrangebot: Baumstruktur (Ausschnitt)
Vortrag 1 Vortrag 2 Vortrag 3





einteilen lassen, welche die gleichen Eigenschaften haben. Daher ist es also nahe liegend
und vorteilhaft, die Strukturen u¨ber Attribute von Klassen bzw. deren Instanzen zu
beschreiben.
Die Entita¨ten des obigen Lehre-Beispiels (Abbildungen 3.2 und 3.3) ko¨nnen beispiels-





Lehre und Studium“ und
”
Lehrveranstaltungen“ Instanzen der
Klasse Freier Text, die Semesterknoten Instanzen der Klasse Semester und die Veran-
staltungen Instanzen der Klasse Veranstaltung. Jede Klasse hat dabei entsprechende
Attribute, Instanzen der jeweiligen Klassen haben (potenziell) unterschiedliche Attribut-
werte.
Daru¨ber hinaus la¨sst sich beobachten, dass einige Klassen Spezialisierungen bzw. Ver-
allgemeinerungen anderen Klassen sind; so ist im Lehre-Beispiel die Klasse Freier Text
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Abbildung 3.6.: Lehre-Beispiel: Klassen mit Vererbung
eine allgemeine Klasse mit den Attributen Titel und Text, welche die (spezielleren)
Klassen Semester und Veranstaltung ebenfalls besitzen. Somit bietet sich hier zwecks
Redundanzvermeidung und inkrementeller Spezifikation eine Vererbungshierarchie an,
bei der Semester und Veranstaltung Subklassen der Klasse Freier Text sind, wie in
Abbildung 3.6 illustriert.
3.2.3. Substrukturen und Aggregation
Die Untersuchung der Struktur einzelner Webseiten zeigte, dass diese in vielen Fa¨llen
ganz analog zur gesamten Website strukturiert sind, d. h. auch einzelne Seiten bestehen
aus Substrukturen, im objektorientierten Sinne kann dies auch als Aggregation aufgefasst
werden.
Als Beispiel sei diesmal eine einfache Homepage gegeben, wie in Abbildung 3.7a zu
sehen. Diese Seite wird aus verschiedenen Content-Einheiten bzw. Substrukturen zu-
sammengesetzt, die unterschiedliche Informationen darstellen. Abbildung 3.7b zeigt eine
mo¨gliche Aufteilung in derartige Substrukturen: Eine umfassende Entita¨t definiert die
U¨berschrift und ggf. weitere fu¨r diese Seite globalen Attribute; darin enthalten – aggre-
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giert – sind ein Textblock (
”
Willkommen“), ein Terminblock, der wiederum 3 Termine
entha¨lt (aggregiert), und ein Textblock am Ende (
”
Impressum“). Abbildung 3.8 zeigt eine
mo¨gliche Modellierung als Baum von Instanzen verschiedener Klassen (Text, Calendar,
Appointment), welche jeweils Attribute (title, body, date) besitzen.
Abbildung 3.7.: Beispiel-Webseite:
a) normale und b) Substruktur-Ansicht
In Hinblick auf die gesamte Website la¨sst sich eine einzelne Seite also als (Teil-) Baum
von Entita¨ten auffassen. Eine homogene Modellierung sowohl der gesamten Website als
auch einzelner Webseiten ermo¨glicht zum einen einen hohen Grad an Flexibilita¨t, falls
man nachtra¨glich die
”
Seitenschranken“ verschieben, d. h. die Granularita¨t der Sicht auf
die Daten vera¨ndern will, wenn beispielsweise zu viele Informationen auf einer Webseite
sichtbar sind und diese auf mehrere Seiten aufgeteilt werden sollen. Weiterhin ko¨nnen so
leichter andere Ansichten fu¨r unterschiedliche Endgera¨te (z. B. PDAs) erzeugt werden,
da dann z. B. immer nur kleinere Teile der Seite angezeigt werden ko¨nnen. Im Beispiel:
statt der ganzen Seite ko¨nnte nur ein Text- bzw. Calendar-Block mit Navigationslinks
zu den anderen Substrukturen angezeigt werden.
Abbildung 3.9 illustriert eine Verschiebung der Seitenschranken der Webseiten: Die
Ba¨ume repra¨sentieren dabei die gesamte Website, die gestrichelt umrandeten Knoten
die jeweils angezeigte Webseite. Eine konkrete Webseite ist demnach als Fenster bzw.
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Abbildung 3.8.: Mo¨gliche Modellierung der Beispiel-Webseite
Sicht auf einen Teilbaum zu verstehen.
Abbildung 3.9.: Verschiebung der Seitenschranken von Webseiten
3.2.4. Inkrementelle Modellierung
Wie im vorigen Abschnitt erla¨utert, erlaubt ein Klassen-/Vererbungskonzept die inkre-
mentelle und damit redundanzfreie Modellierung von Daten, da man in einer abgeleiteten
Klasse alle Methoden der Superklasse(n) zur Verfu¨gung hat und diese dann nur noch um
gewu¨nschte neue Methoden erweitern kann. Wie im Folgenden gezeigt werden wird, ist
diese
”
normale“ Vererbung nicht unbedingt ausreichend und eine daru¨ber hinausgehende
Inkrementalita¨t kann u¨beraus hilfreich sein, wie das nachstehende Beispiel illustriert.
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Abbildung 3.10.: Beispiel Vorlesungsverzeichnis
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Abbildung 3.10 zeigt einen Ausschnitt einer mo¨glichen Modellierung eines Vorlesungs-
verzeichnisses (der Universita¨t Bonn). Auf der obersten Ebene der Universita¨t werden
allgemeine Veranstaltungsklassen modelliert, die auf Fakulta¨ts- bzw. Institutsebene wei-
ter verfeinert werden ko¨nnen und dabei neue Attribute (und ggf. Methoden) erhalten
ko¨nnen. Dies ist insbesondere bei der Modellierung inhomogener Daten hilfreich bzw.
no¨tig. Die Struktur der Veranstaltungen der Universita¨t Bonn ist in diesem Sinne recht
heterogen, da jede Fakulta¨t bzw. jedes Institut unterschiedliche Veranstaltungstypen
bzw. -attribute haben kann. Eine einfache Vererbung, wie sie bislang beschrieben wurde,
reicht hierbei zur Modellierung nicht aus, da nicht einzelne Klassen, sondern komplet-
te Klassenstrukturen bzw. -hierarchien vererbt werden mu¨ssen. Nachfolgend wird diese
Problematik anhand eines (u¨bersichtlicheren) Homepage-Beispiels na¨her beleuchtet.
Bereits bei der Konzeption von Webauftritten mit dem Wob 1-System zeigte sich die
Notwendigkeit, aus einer bestehenden Anwendung schnell eine neue ableiten zu ko¨nnen.
Mit Anwendung ist hier eine Klassenstruktur bzw. -hierarchie (mit enthaltenem Zu-
stand und Verhalten) gemeint, wie sie z. B. in Abbildung 3.11 vereinfacht zu sehen
ist. Eine solche Klassenhierarchie wird im Folgenden auch Familie genannt. Ziel war
bzw. ist es, diese Klassenstruktur schnell und einfach
”
als Ganzes“ abzuleiten, so dass
zum einen nachtra¨gliche A¨nderungen an der Vateranwendung (wie z. B. Bugfixes oder
Zusatzfunktionalita¨t) an die Kindanwendung vererbt werden, aber zum anderen auch
lokale A¨nderungen nur an der Kindanwendung mo¨glich sind. Auf diese Art kann aus
einer generischen Anwendung eine (bzw. mehrere) spezifische abgeleitet werden, so dass








Abbildung 3.11.: Klassenstruktur homepages
Abbildung 3.12 zeigt eine derartig (von der homepage-Anwendung aus Abbildung 3.11)
abgeleitete Anwendung, bei der die Klasse Text ein neues Attribut namens subtitle
sowie eine neue Subklasse namens Linklist erhalten hat.
Der Versuch, diese Strukturen mit dem in Wob 1 verwendeten
”
normalen“ Vererbungs-
modell umzusetzen, zeigte, dass dies nicht bzw. nur sehr umsta¨ndlich realisierbar ist, wie
im Folgenden gezeigt.
Ein erster, naiver, Ansatz wa¨re, jede Klasse einzeln abzuleiten, wie in Abbildung 3.13
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Abbildung 3.13.: Naiver Vererbungsansatz
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zu sehen. Hier ginge dann allerdings die Struktur- bzw. Hierarchieinformation in der
abgeleiteten Anwendung verloren, was u. a. zur Folge ha¨tte, dass A¨nderungen in der ab-
geleiteten Klasse (mysite.Text) nicht mehr an die entsprechenden Subklassen propagiert
werden wu¨rden (mysite.Calendar, mysite.Appointment, . . . ). Die Super/Subklassen-
beziehungen in den jeweiligen Klassen mu¨ssten also manuell wieder eingefu¨gt werden.
Eine weitere Mo¨glichkeit wa¨re, die Klassenhierarchie 1:1 redundant zu kopieren. In
diesem Falle ginge jedoch die Verbindung zur Superklasse verloren, so dass nachtra¨gliche
A¨nderungen in der Vateranwendung (Bugfixing, zusa¨tzliche Funktionalita¨t) nicht mehr
in der Kindanwendung verfu¨gbar wa¨ren.
Um derartige Anforderungen (aus objektorientierter Sicht) sauberer modellieren zu
ko¨nnen, soll ein geeignetes Datenmodell also eine entsprechende Art der Vererbung un-
terstu¨tzen. Dann lassen sich Klassenhierarchien einfach inkrementell und redundanzfrei
spezifizieren und zudem wird es mo¨glich, A¨nderungen aus einer Vateranwendung an die
Kindanwendung(en) zu vererben, aber auch lokale A¨nderungen an Kindanwendungen
durchzufu¨hren.
In Wob 1 wurde, da eine solche inkrementelle Spezifikation nicht vorgesehen war, eine
improvisierte Lo¨sung als
”
workaround“ entwickelt. Dabei wurden die verschiedenen Klas-
sen (Text, Calendar, . . . ) als Attribut subtype von nur einer Master-Klasse modelliert,
wie Abbildung 3.14 illustriert. In dieser Master-Klasse werden nun alle Attribute und
Methoden zusammengefasst, die zu den jeweiligen Subklassen zugeho¨rig sind. So ist fu¨r
jeden subtype eine eigene html_body-Methode, die diesen subtype darstellt, no¨tig; die
globale html_body-Methode entscheidet dann auf Grund des subtypes, welche Methode
ausgewertet wird. Die gewu¨nschte Hierarchie kann durch Instanziierung der Klasse mit
unterschiedlichen subtypes erreicht werden (s. Abbildung 3.15).
Homepage




Abbildung 3.14.: Wob 1: Homepage-Klasse mit subtype
Eine Vererbung, welche die gewu¨nschten inkrementellen Anforderungen erfu¨llt, ist
in diesem Ansatz durch Ableiten der Masterklasse mo¨glich; A¨nderungen ko¨nnen dann
entweder in der abgeleiteten Klasse oder in der Masterklasse durchgefu¨hrt werden, wie
in Abbildung 3.16 zu sehen.
Diese Lo¨sung fu¨hrt jedoch zu einer aufgebla¨hten Master-Klasse, die Zustand und Ver-
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Abbildung 3.15.: Wob 1: Instanzenbaum mit subtype
Homepage







Abbildung 3.16.: Wob 1: Von Homepage abgeleitete Klasse Mysite
halten verschiedener, prinzipiell voneinander unabha¨ngiger Entita¨ten vermischt und so-
mit das OO-Grundprinzip der Kapselung verletzt. Insofern ist dieser Ansatz im Hin-
blick auf eine saubere objektorientierte Modellierung unbefriedigend, was u. a. darin
begru¨ndet liegt, dass die gewu¨nschte Funktionalita¨t im Wob 1-Modell nur nachtra¨glich
aufgesetzt ist.
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3.3. Existierende Content Management Systeme
In diesem Abschnitt werden existierende CMS im Hinblick auf die bisher aufgestellten
Kriterien bezu¨glich der Daten untersucht und diskutiert.
Laut CMSmatrix6 existieren zurzeit u¨ber 500 CMS auf dem Markt. Ein Großteil
der CMS (ca. 50%) wurden in PHP implementiert, etwa 25% in Java (Servlets/JSP),
die u¨brigen mit anderen Sprachen wie Python oder Perl. Im Bereich der Datenbank-
Backends setzen die meisten (deutlich mehr als 50%) auf relationale Datenbanken auf, al-
len voran MySQL, wa¨hrend objektorientierte, objektrelationale und XML-Datenbanken
einen eher geringen Anteil ausmachen. Das Verha¨ltnis von kommerziellen zu freien (GPL-
oder a¨hnliche Lizenz) Produkten betra¨gt in etwa 1:2.
Viele Systeme a¨hneln sich, gerade in den hier relevanten Aspekten, konzeptuell sehr,
daru¨ber hinaus sind viele der Systeme entweder noch im Prototypstatus oder auf Spe-
zialfa¨lle (z. B. Dokumentenmanagement oder Weblogging,
”
Blog“) ausgelegt und im
allgemeinen CMS-Kontext eher nicht von Interesse. Zudem wu¨rde eine detaillierte Un-
tersuchung der Eigenschaften auch nur eines Teils der Systeme den Rahmen der Arbeit
sprengen, und oftmals sind bei kommerziellen Systemen keine bzw. wenig Informationen
u¨ber die zugrunde liegenden Konzepte verfu¨gbar. Aus diesen Gru¨nden werden an dieser
Stelle nur die wichtigsten, d. h. am weitesten verbreiteten, Systeme stellvertretend fu¨r
die jeweils zugrunde liegenden Konzepte untersucht und diskutiert.
Allen existierenden Systemen ist gemein, dass sie die eigentlich hierarchisch struktu-
rierten Daten
”
flach“ modellieren, d. h. ohne inha¨rente Baumstruktur. Dies liegt u. a.
darin begru¨ndet, dass als Datenbank-Backend in den meisten Fa¨llen ein relationales Sys-
tem verwendet wird und die vorhandenen Systeme diesen Ansatz auch auf die Content-
Modellierungsebene u¨bernehmen – in diesem Falle muss der Entwickler die Hierarchie
manuell nachmodellieren.
Auch ist es in kaum einem System mo¨glich, neue Content-Typen (Klassen) frei zu
definieren, in den meisten Fa¨llen steht nur eine eingeschra¨nkte Menge vorgefertigter
Typen zur Verfu¨gung (vereinzelt auch als
”
Open vs. closed content“ bezeichnet und
diskutiert7).
Des Weiteren beinhalten ga¨ngige Systeme, wenn u¨berhaupt, nur rudimenta¨re objekt-
orientierte Ansa¨tze; spezialisierte Vererbungskonzepte, die eine inkrementelle Spezifika-
tion von Klassenverbu¨nden erlauben, hat keines der bekannten Systeme. Daru¨ber hin-
aus sind die Systeme bzw. deren Datenmodelle in der Regel seitenorientiert aufgebaut,
d. h. es werden immer komplette Webseiten bearbeitet. Die Granularita¨t kann in den
wenigsten Systemen vera¨ndert aufgebaut werden. Zudem sind in fast allen Fa¨llen zur
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erstellen, d. h. bei n verschiedenen Ausgaben und m verschiedenen Zielformaten mu¨ssen
n ∗m Templates erstellt werden.
Typo3
Typo38 ist eines der am weitesten verbreiteten Opensource-CMS, das nach Angaben der
Entwickler auf mehreren Tausend Websites eingesetzt wird. Geschrieben ist es in PHP
und setzt auf ein relationales DBMS (MySQL, Oracle, . . . ) auf. Wa¨hrend das System
fu¨r herko¨mmliche Publikationsaufgaben im Rahmen von Websites gut geeignet ist, sto¨ßt
man im Kontext der oben aufgefu¨hrten Wu¨nsche und Anforderungen schnell an Grenzen:
das Datenmodell verwendet kaum objektorientierte Ansa¨tze, es gibt nur rudimenta¨re
Unterstu¨tzung fu¨r Klassen, und eine Vererbung darunter ist nicht mo¨glich. Zudem ist
durch die Trennung von Daten in RDBMS und Verhalten in PHP eine Kapselung nur
schwer mo¨glich. Daru¨ber hinaus ist die Prima¨rstruktur der Daten fest und es besteht
keine Mo¨glichkeit, verschiedene Ansichten (Views) auf die Daten zu erstellen. Out-of-the-
box ist nur eine HTML-Ausgabe mo¨glich, durch den Einsatz von zusa¨tzlichen Plugins
kann PDF generiert werden, andere Ausgabeformate werden nicht unterstu¨tzt.
XOOPS
XOOPS9 (eXtensible Object Oriented Portal System) ist ebenfalls ein in PHP geschriebe-
nes CMS, das auf MySQL aufsetzt. Auch wenn der Name ein objektorientiertes Konzept
nahelegt, bezieht sich dieser jedoch nur auf die Implementierung des Systems selber und
nicht auf das Datenmodell oder die dem Website-Ersteller zur Verfu¨gung stehende Spra-
che. Tatsa¨chlich sind hier fast keine OO-Aspekte zu finden – man kann lediglich neue
Klassen von einer festen abstrakten Klasse ableiten. Methoden in Klassen, Kapselung
oder Unterstu¨tzung fu¨r hierarchische Daten existieren nicht.
OpenCMS
OpenCMS10 ist ein ebenfalls weit verbreitetes Opensource-CMS, welches auf Java-Tech-
nologie (Servlets und Java Server Pages) und MySQL aufbaut. Verhalten kann – getrennt
von den Daten – in sog. JSP-Taglibs implementiert werden; Klassen und Vererbung im
eigentlichen Sinne gibt es nicht, es ko¨nnen allerdings neue Seitentypen in XML Schema
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Zope und Plone
Plone11 ist ein in Python implementiertes CMS, das auf dem Zope12 Framework aufbaut.
Im Unterschied zu einem Großteil der existierenden CMS wird dabei eine objektorientier-
te Datenbank, die so genannte ZODB (Zope Object Database) eingesetzt. Von Vorteil ist
dabei, dass einige OO-Techniken wie Kapselung oder ein (einfaches) Klassenkonzept ver-
wendet werden ko¨nnen. Allerdings ist Vererbung nur auf Instanzenebene mo¨glich (Pro-
totyping, hier Acquisition genannt), was, wie im Kontext von Wob 1 erla¨utert (s. u.), in
mancher Hinsicht im CMS-Kontext auch sinnvoll sein kann. Jedoch erschwert die feh-
lende Vererbung auf Klassenebene eine inkrementelle Spezifikation von Anwendungen.
Hinzu kommt, dass die Erstellung neuer Klassen (Archetypes genannt) umsta¨ndlich und
nur mit einem Zusatzmodul mo¨glich ist.
Apache Cocoon und Apache Lenya
A¨hnlich wie das Verha¨ltnis von Plone und Zope ist Apache Lenya13 ein CMS, das auf
dem XML-basierten Web Publishing Framework Cocoon14 aufbaut. Es wurde versucht,
das Separation of Concerns-Paradigma sowie die Verwendung von XML mo¨glichst durch-
gehend umzusetzen; zum einen sind sa¨mtliche Eingabedokumente, Stylesheets und auch
Konfigurationsdateien in XML-Syntax, zum anderen ist durch den Einsatz der XSP
(eXtensible Server Pages)-Templatesprache in Verbindung mit so genannten Logicsheets
eine gro¨ßtmo¨gliche Trennung von Logik, Formatierung und Daten zu erreichen.
Die wichtigsten Aspekte sind dabei:
Pipelines: intern arbeitet Cocoon mit SAX-Events (vgl. Abschnitt 7.3.1) in so genannten
Pipelines, wie in Abbildung 3.17 dargestellt.
Eine Anfrage veranlasst dabei zu Beginn einen Generator, aus unterschiedlichen
Quellen (XML-Datei, Datenbank, . . . ) SAX-Events zu generieren, die dann an
einen Transformer geleitet werden. Dieser kann dann die Eingaben mit Hilfe eines
(XSLT-)Stylesheets umwandeln und ggf. an weitere Transformer weiterleiten. Am
Ende einer solchen Pipeline stehen Aggregator und Serializer, die die SAX-Events
in eine serialisierte Darstellung im gewu¨nschten Ausgabeformat umwandeln.
XSP: die in Cocoon eingesetzte Templatesprache XSP wird in Abschnitt 7.3.4 na¨her
beschrieben.
Vorteilhaft in diesem Ansatz ist, dass relativ leicht und einfach verschiedene Aus-















Abbildung 3.17.: Cocoon Pipelines
entwickelten Konzept der Zwischensprache (s. Abschnitt 8.4) a¨hnelt. Ein Nachteil der
Pipeline-Architektur ist jedoch, dass zu Beginn der Pipeline bereits alle beno¨tigten Daten
vorhanden sein mu¨ssen, d. h. zur Erstellung einer Navigationsleiste o. a¨. muss der kom-
plette Datenbaum in die Pipeline
”
eingespeist“ werden, was einen erheblichen Overhead
bedeutet15. Durch den Einsatz von XML als Datenmodell kann auch kein Verhalten der




The Wob - Objects in the Web“16, das von S. Lu¨ttringhaus-Kappel und P. Lay am
Institut fu¨r Informatik III der Universita¨t Bonn entwickelt wurde17, stellt eine wichtige
Vorarbeit dar, da die mit diesem System gesammelten Erfahrungen als Grundlage der
vorliegenden Arbeit dienten.
Wob 1 ist ein objektorientiertes Web Content Management System, dessen Pflege und
15Eine mo¨gliche Lo¨sung hierzu wa¨re die Implementierung eines speziellen Generators, dadurch wu¨rden
jedoch die Belange (
”
Separation of Concerns“) vermischt werden.
16http://wob.iai.uni-bonn.de
17Eine Beschreibung des Systems sowie eine Erweiterung ist in [Lay99] zu finden.
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Erweiterung rein browser-basiert erfolgt. Das System ist in Prolog geschrieben und setzt
auf eine (eigenentwickelte) Prolog-Datenbank auf. Prolog wurde seinerzeit gewa¨hlt, da
sich Syntax und Semantik von Sprachen bzw. Datenmodellen hiermit gut prototypisch
realisieren und evaluieren lassen. Mit dem System wurden seit 1997 viele Webanwen-
dungen inner- und außerhalb der Universita¨t Bonn erfolgreich umgesetzt.
Im Wob 1-System wurde eine funktionale, ungetypte Templatesprache (als domain
specific language, s. Abschnitt 7.3) implementiert. Sie bietet neben Kontrollstrukturen
(if, case, foreach) knapp 100 eingebaute Funktionen und Operatoren zur Formatierung
und Verarbeitung der Daten aus der Wob-Datenbank. Die Sprache ist eine interpretierte
universelle Programmiersprache, welche sich durch eine einfache Syntax, bestehend aus
Prolog-Termen und Operator-Definitionen, auszeichnet; higher-order Funktionen sind
ebenfalls mo¨glich.
Sowohl Daten als auch Methoden werden im Wob 1-Datenmodell in Attribut-Wert-
Paaren abgelegt und somit analog zum λ-Kalku¨l (vgl. Abschnitt 2.5) gleich behandelt,
d. h. Methoden sind Daten.
Objekte sind Instanzen einer Klasse und ko¨nnen ein Vaterobjekt sowie beliebig viele
Kindobjekte besitzen (Einfachvererbung). Zusa¨tzlich zu der in objektorientierten Syste-
men u¨blichen Klassenhierarchie ko¨nnen so auch Instanzenhierarchien aufgebaut werden
































Abbildung 3.18.: Wob 1-Vererbungskonzept: Klassen- vs. Instanzenhierarchie
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3.4. Anforderungen an ein geeignetes Datenmodell fu¨r CMS
Wird auf ein Objekt-Attribut zugegriffen, welches im aktuellen Objekt nicht definiert
ist, so sucht das System zuna¨chst entlang der Instanzenhierarchie, also entlang der Vater-
achse. Wird auch dort kein Wert gefunden, wird entlang der Klassenhierarchie gesucht.
Ein Vorteil der Vererbung entlang der Instanzenhierarchie ist, dass in einem Vaterob-
jekt ein Default-Wert gesetzt werden kann, welcher an die Kindobjekte vererbt wird und
dort ggf. u¨berschrieben werden kann. Im Beispiel (Abbildung 3.18) wird die Zeit von
Seminarvortra¨gen (15.00-17.00) vom Seminar-Objekt id3 geerbt, kann aber in Ausnah-
mefa¨llen von einzelnen Vortra¨gen u¨berschrieben werden (z. B. von Objekt id4). Daru¨ber
hinaus sind in einem Kindobjekt alle Attribute sa¨mtlicher Vorga¨ngerobjekte verfu¨gbar,
d. h. als Anwendungsentwickler muss man nicht u¨berlegen, in welchem (Vater-) Objekt
ein bestimmtes Attribut definiert wird, um darauf zugreifen zu ko¨nnen.
Ein Nachteil bei der Vererbung entlang der Instanzenhierarchie ist, dass ohne zusa¨tz-
lichen Aufwand keine statische Typu¨berpru¨fung mo¨glich ist, denn durch die dynamische
Hierarchie kann zur U¨bersetzungszeit nicht u¨berpru¨ft bzw. garantiert werden, dass ein
”
Vorfahre“ des aktuellen Objekts das entsprechende Attribut besitzt. Zudem kann, selbst
wenn das Attribut in beiden Objekten vorhanden ist und denselben Typ hat, nicht garan-
tiert werden, dass die Semantik dieselbe ist. Beispiel: in einem Objekt vom Typ Vortrag
hat ein Attribut Titel vom Typ String eine andere Semantik (Vortragstitel) als in




Prof.“, . . . ).
Zusammenfassend la¨sst sich sagen, dass in Wob 1 einige Konzepte umgesetzt wur-
den, die eine geeignete Modellierung von CMS-Daten ermo¨glichen, dennoch fehlen eini-
ge Aspekte wie spezialisierte Vererbung, Kapselung oder eine einfache Mo¨glichkeit der
Ausgabe in verschiedenen Formaten.
3.4. Anforderungen an ein geeignetes Datenmodell fu¨r CMS
Wie in Abschnitt 2.4 erwa¨hnt, sollte ein Datenmodell die zu modellierenden Daten
mo¨glichst strukturtreu abbilden, um unno¨tige bzw. komplizierte Mappings (d. h. Ab-
bildungen zwischen Modell und Daten) zu vermeiden. Abschnitt 3.2 zusammenfassend,
stellen sich also folgende Anforderungen an ein geeignetes CMS-Datenmodell:
A1 Hierarchien: Hierarchische Strukturen sollen modelliert werden ko¨nnen, wobei ver-
schiedene Sichten auf die Prima¨rstruktur mo¨glich sein sollen. (s. Abschnitt 3.2.1)
A2 Content-Typen: Es soll die Mo¨glichkeit geben, Typen (Klassen) von Entita¨ten de-
finieren und instanziieren zu ko¨nnen. (s. Abschnitt 3.2.2)
A3 Vererbung: Klassen sollen zwecks inkrementeller Spezifikation vererbt werden ko¨nnen.
(s. Abschnitt 3.2.2)
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A4 Erweiterte Vererbung: U¨ber die normale Vererbung hinaus soll die Mo¨glichkeit be-
stehen, ganze Klassenstrukturen ableiten zu ko¨nnen. (s. Abschnitt 3.2.4)
A5 Substrukturen: Substrukturen sollen modelliert werden ko¨nnen, um die Granula-
rita¨t von Webseiten leicht vera¨ndern und verschiedene Ansichten auf die Daten
generieren zu ko¨nnen. (s. Abschnitt 3.2.3)
Daru¨ber hinaus soll ein geeignetes Datenmodell natu¨rlich die bewa¨hrten, grundlegen-
den CMS-Konzepte unterstu¨tzen:
A6 Templates: Eine Templatesprache soll eine einfache Generierung von Text und XML
ermo¨glichen.
A7 Single source, multiple target: Die Ausgabe in unterschiedlichen Zielformaten soll
mit geringem Aufwand mo¨glich sein.
Durch die Umsetzung dieser Anforderungen wird der Designprozess neuer Anwendun-
gen und Webauftritte fu¨r den Entwickler effizienter und einfacher, da das Modell zum
einen die Daten strukturtreu abbildet und zum anderen eine weitgehend redundanzfreie
Spezifikation der Anwendungen ermo¨glicht. Wie im Verlauf der Arbeit gezeigt werden
wird, ist daru¨ber hinaus der Einsatz weiterer objektorientierter Konzepte wie Methoden,
Kapselung und Information-Hiding im Kontext von CMS u¨beraus sinnvoll.
3.4.1. Existierende Ansa¨tze im Kontext der Anforderungen
Die Datenmodelle existierender CMS sind meist durch das dahinterliegende Daten-
banksystem gepra¨gt: so erlauben die bis auf wenige Ausnahmen verwendeten relatio-
nalen Datenbanken nur bedingt eine hierarchische Modellierung der Daten. Einige CMS
setzen XML ein, jedoch nur als Bausteine der einzelnen Seiten, d. h. es wird nicht
durchga¨ngig ein hierarchisches Datenmodell verwendet bzw. XML wird fast ausschließ-
lich dokumenten- und nicht datenzentriert eingesetzt. Weiterhin existieren keine bzw.
nur geringe Re-Use-Mo¨glichkeiten, da keine bzw. nur rudimenta¨re Klassen- bzw. Verer-
bungskonzepte existieren. Insbesondere sind auch keine erweiterten Vererbungskonzepte
vorhanden, die es erlauben wu¨rden, Anwendungen aus anderen Anwendungen zu erzeu-
gen bzw. abzuleiten. In existierenden CMS ist es daher nur bedingt mo¨glich, Hierarchie-
eigenschaften in Bezug auf Wiederverwendbarkeit und Vermeidung von Redundanzen
zu verwenden. Auch ist in der Regel die Prima¨rstruktur insofern fest, als dass alterna-
tive Sichten bzw. Navigationsmo¨glichkeiten darauf kaum oder gar nicht erstellt werden
ko¨nnen.
Daru¨ber hinaus sind die meisten Systeme sehr auf die Publikation von Webseiten und
damit unflexibel ausgerichtet, was sich u. a. darin zeigt, dass zumeist immer ganze Seiten
bearbeitet werden ko¨nnen bzw. mu¨ssen – eine andere Granularita¨t, also der Aufbau von
Seiten aus kleinen Bausteinen, ist kaum bzw. nur umsta¨ndlich mo¨glich. Des Weiteren ist
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die Ausgabe in verschiedenen Zielformaten gro¨ßtenteils mit viel Redundanz verbunden,
da in der Regel pro Sprache und Ausgabe ein separates Template implementiert werden
muss.
Das Fazit ist somit, dass existierende Systeme nur sehr unflexible Datenmodelle haben,
die in erster Linie auf dokumenten- und designorientierte Verarbeitung von Daten abzie-
len. Ein neues Datenmodell ist somit angebracht und wu¨nschenswert. Nun stellt sich die
Frage, ob zur Erfu¨llung der oben aufgestellten Anforderungen entweder Evolution, d. h.
die Weiterentwicklung bestehender Ansa¨tze oder Revolution, d. h. die Entwicklung eines
neuen Datenmodells, der richtige Weg ist. Ausgangspunkt eines evolutiona¨ren Ansatzes
wa¨re eines der in Abschnitt 2.4 vorgestellten Datenmodelle, die nachfolgend in Kontext
der Arbeit diskutiert werden.
Obwohl im hierarchischen Modell die inha¨rente Struktur von Websites kanonisch ab-
gebildet werden kann, eignet sich das Modell aus verschiedenen Gru¨nden nicht fu¨r den
Einsatz im Rahmen eines CMS:
• Die prozedurale, satzorientierte Anfragesprache stellt keine Iterationsmo¨glichkeit
zur Verfu¨gung, so dass diese manuell vom Benutzer bzw. Entwickler durchgefu¨hrt
werden muss.
• Navigationsoperationen sind nur umsta¨ndlich unter Verwendung von Aktualita¨ts-
zeigern mo¨glich, daru¨ber hinaus ist die Semantik dieser Operationen oftmals nur
schwer durchschaubar.
• Objektorientierte Konzepte wie Klassen/Instanzen oder Vererbung sind nicht vor-
handen.
Im Netzwerkmodell ist, a¨hnlich wie im hierarchischen Modell, die Navigation umsta¨nd-
lich, daru¨ber hinaus sind auch hier keine objektorientierten Konzepte wie Klassen/In-
stanzen oder Vererbung vorhanden.
Der große Vorteil des relationalen Ansatzes ist die weite Verbreitung und die Effi-
zienz. Im Kontext von Websites bzw. CMS ist jedoch von Nachteil, dass hierarchische
Strukturen nicht direkt im Modell, sondern nur u¨ber Umwege wie beispielsweise Hilfsre-
lationen abgebildet werden ko¨nnen. Um die hierarchischen Strukturen in einem RDBMS
speichern zu ko¨nnen, ist also eine Abbildung (Mapping) no¨tig. Mitunter wird auch der
Ansatz verfolgt, Hierarchie- und Datenstrukturen voneinander getrennt zu verwalten,
d. h. eine Baumstruktur repra¨sentiert die hierarchischen Informationen und die Bla¨tter
des Baumes verweisen auf die (in einem RDBMS)
”
flach verwalteten“ Datensa¨tze, wie
Abbildung 3.19 illustriert.
Aber auch diese Herangehensweise ist nicht optimal und stellt nur eine unsaubere Mo-
dellierung dar, denn bei der Verarbeitung der Daten und Erstellung der anzuzeigenden
Webseiten mu¨ssen entweder jeweils zwei verschiedene Datenstrukturen beru¨cksichtigt
werden, was sich u. a. in uneinheitlichen Pflegeschnittstellen oder uneinheitlichen Aus-
gaben niederschlagen kann, oder es muss ein geeignetes API implementiert werden.
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A B C D
Abbildung 3.19.: Getrennte Verwaltung von Hierarchie- und Datenstrukturen
Der objekt-relationale Ansatz erfu¨llt zwar mit Methoden, Vererbung und geschach-
telten Relationen in Ansa¨tzen einige der Anforderungen, jedoch sind die grundlegen-
den Datenstrukturen immer noch Tabellen, so dass Hierarchien nachmodelliert werden
mu¨ssten.
Ein ha¨ufig verwendetes Datenmodell im Kontext von CMS ist XML, mit dem die
(semistrukturierten) Daten von Webseiten geeignet beschrieben werden ko¨nnen. Wie
verschiedene Quellen (u. a.
”
XML is not object oriented“18,
”
Desperately Seeking...Help
for XML Schema“19) sowie eine Untersuchung im Rahmen der vorliegenden Arbeit (vgl.
Abschnitt 7.2) zeigen, scheidet es jedoch im Hinblick auf die Anforderungen an ein
geeignetes Datenmodell im CMS-Kontext aus verschiedenen Gru¨nden aus:
• objektorientierte Konzepte wie Vererbung, Kapselung oder Familienkonzepte feh-
len weitgehend
• die XML-Daten ko¨nnen kein Verhalten haben, d. h. der Zugriff auf die Daten muss
u¨ber externe Schnittstellen bzw. Sprachen erfolgen – um in diesen Sprachen mit
den Daten arbeiten zu ko¨nnen, mu¨ssen die Daten ggf. zuna¨chst umsta¨ndlich aus
der Baumdarstellung in eine andere (Objekt-) Darstellung transformiert werden
(Marshalling)
• der Datenzugriff in großen Datenbesta¨nden wird schnell ineffizient, da die Daten
in einem großen Baum verwaltet werden.
Mertz fasst dies im Artikel
”
XML and Data Models: Hierarchical, Relational and
Object-Oriented“20 zusammen:
”
XML is an extremely versatile data transport format; but despite some high
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Genau dieser Gedanke wird in der vorliegenden Arbeit umgesetzt: XML wird als Trans-
port- bzw. Ex/Importformat verwendet, als eigentliches Datenmodell jedoch nicht.
Als Datenmodell kommt nach der obigen Diskussion einzig das objektorientierte fu¨r
den Einsatz in Rahmen der vorliegenden Arbeit in Frage, kombiniert mit einigen aus-
gewa¨hlten Aspekten der anderen Modelle.
In Kapitel 7 werden verschiedene evolutiona¨re Ansa¨tze diskutiert, bei denen bestehen-
de Konzepte erweitert werden, um die Anforderungen umsetzen zu ko¨nnen. Der Nachteil
dieser Herangehensweise ist jedoch, dass eben verschiedene, eigentlich aus anderen Kon-
texten erwachsene, Technologien
”
verbogen“ werden, um in diesen Kontext zu passen.
Sowohl die klassischen Datenmodelle als auch programmiersprachliche Ansa¨tze wie Ja-
va sind von den eigentlichen Anforderungen im Kontext der vorliegenden Arbeit aber
konzeptionell zu weit entfernt, um sinnvoll zu sein. Weitaus eleganter und auch fu¨r den
Benutzer versta¨ndlicher ist es daher, ein neues Modell zu konzipieren, wobei lediglich
einige aus anderen Kontexten bekannte und bewa¨hrte Ideen verwendet und adaptiert
werden.
55
3. Analyse von Content Management Systemen und deren Datenmodellen
56
4. Konzeption eines Objektmodells fu¨r
Content Management Systeme
Nachdem im vorangegangenen Kapitel zum einen die Anforderungen an ein geeignetes
CMS-Datenmodell aufgestellt wurden und zum anderen motiviert wurde, warum ga¨ngige
Systeme bzw. Konzepte diese Anforderungen nur unzureichend erfu¨llen, folgt nun in
diesem und in den anschließenden Kapiteln die Konzeption eines neuen Datenmodells,
genannt Wob 2 Object Model (W2OM), und einer dazugeho¨rigen Sprache, der Wob 2
Language (W2L). Dabei werden in diesem Kapitel die grundlegenden Ideen und deren
Motivation pra¨sentiert, die Details werden in den darauffolgenden Kapiteln spezifiziert.
Der Entwurf findet auf konzeptueller bzw. logischer Ebene statt; eine Betrachtung der
physischen Abbildung auf konkrete Datenbanken (mapping) folgt in Kapitel 8.2.
Anzumerken ist, dass das entwickelte Konzept die Einhaltung der Anforderungen un-
terstu¨tzt, aber nicht unbedingt erzwingt – a¨hnlich wie man beispielsweise mit Java auch
rein imperativ und nicht-objektorientiert programmieren kann, kann man das hier spe-
zifizierte Modell auch
”
falsch“ verwenden und so Redundanzen und unsaubere Daten-
modellierungen produzieren. Das Modell in Verbindung mit der richtigen Methodik ist
somit die Antwort auf die Anforderungen.
4.1. Content-Verhalten
Nachdem bislang die Content-Strukturen analysiert wurden, bescha¨ftigt sich dieser Ab-
schnitt mit der Pra¨sentation der Daten, d. h. wie die Daten zur Erzeugung von Webseiten
verwendet werden.
Die Analyse existierender CMS zeigte, dass diese die in Datenbanken oder Dateien
persistent gespeicherten Daten (anhand von Templates) lesen und aufbereiten, d. h. die
CMS sammeln bzw. ordnen die Daten und erzeugen daraus ein bestimmtes Ausgabe-
format (HTML, PDF, LATEX, . . . ). Das so generierte Dokument wird (via Internet) an
den anfragenden Client geschickt, der diese Daten dann in geeigneter Form darstellt
(rendert). Die Daten werden also rein lesend und
”
passiv“ genutzt. Dabei existiert ei-
ne Menge von Templates und eine Menge von (Roh-) Daten, wobei die Templates aus
den Daten die Webseiten generieren und beliebig auf die Daten zugreifen ko¨nnen. Dem-
nach ist die Intention, was mit den Daten geschehen soll, im System verstreut, so dass
Inkonsistenzen auftreten ko¨nnen, wenn die Templates die Daten unterschiedlich interpre-
tieren. Beispielsweise ko¨nnte ein Template eine
”
nackte“ Zahl einlesen und als Wa¨hrung
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interpretieren, ein anderes Template als La¨ngenangabe.
Ein besserer Ansatz ist es, wenn der Zugriff auf die Daten in Klassen gekapselt werden
kann und deren Instanzen selber Verhalten haben ko¨nnen, um sich z. B. selber darstellen
zu ko¨nnen. Das CMS muss dann lediglich den Daten mitteilen, dass sie sich darstellen
sollen, ohne u¨ber das
”
wie“ Bescheid zu wissen. Der Zugriff auf die Daten erfolgt dann
immer nur kontrolliert u¨ber die Methode.
Da nach den Definitionen aus Abschnitt 2.3.1 ein Objekt eine Datenstruktur mit Zu-
stand, Verhalten und Identita¨t ist und diese Eigenschaften fu¨r die hier vorkommenden
Strukturen als ausgesprochen sinnvoll erkannt wurden, wird im Folgenden weiter von
Content-Objekten gesprochen. Details der im Rahmen der vorliegenden Arbeit konzi-
pierten Sprache folgen in Abschnitt 4.4. Man kann verschiedene Arten des Verhaltens
von Content-Objekten identifizieren:
• Da die Hauptaufgabe eines CMS ist, Inhalte in verschiedenen Formaten auszuge-
ben, sind Publikations- (oder: Darstellungs- bzw. Visualisierungs-) Methoden die
wichtigste Form von Verhalten.
• Unter Kommunikationsverhalten kann man zum einen die Kommunikation zwi-
schen Content-Objekten verstehen, bei dem ein Objekt die Methode eines anderen
aufruft. Beispielsweise ko¨nnte ein Objekt die Methode getTitle() auf allen seinen
Kindobjekten aufrufen, um so aus den jeweiligen U¨berschriften eine Navigations-
leiste o. a¨. zu generieren. Eine andere Form der Kommunikation ist die Interaktion
mit dem Benutzer, z. B. die Reaktion auf
”
Signale von der Benutzeroberfla¨che“
wie beispielsweise einen Klick auf einen Link. Anders als in ga¨ngigen CMS, bei de-
nen eine zentrale Instanz auf Benutzeranfragen reagieren muss, kann also im hier
entwickelten Konzept das Content-Objekt selbst darauf reagieren.
• Zustandsa¨nderungen, bei denen der Zustand eines Content-Objekts vera¨ndert wird,
ko¨nnen auch als eine Form von Verhalten angesehen werden.
4.2. Objekt- und Vererbungsmodell
Im Kern stellt das W2OM ein hierarchisches Klassen-/Objektmodell zur Verfu¨gung. Da-
bei enthalten Klassen Zustand (in Form von Attributen) sowie Verhalten (in Form von
Methoden) und definieren neue (Content-) Typen. Klassen ko¨nnen voneinander abge-
leitet werden und (inkrementell) spezialisiert bzw. erweitert werden – Abbildung 3.11
auf Seite 42 zeigt ein Beispiel einer einfachen Klassenhierarchie. Somit werden die An-
forderungen A1 bis A3 (s. Seite 51) nach hierarchischer Struktur, Content-Typen sowie
Vererbung erfu¨llt.
Neu im W2OM ist die Mo¨glichkeit, nicht nur einzelne Klassen, sondern ganze Klassen-
hierarchien (Familien genannt) voneinander ableiten zu ko¨nnen, wie in Abbildung 4.1
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gezeigt. Zu sehen sind hier zwei Familien homepage und mysite, die verschiedene Klas-
sen (Text, Sitemap, . . . ) mit Attributen (title, body, . . . ) haben; einige Klassen sind
abgeleitet (z. B. Calendar von Text und MyCalendar von Calendar), der dicke Pfeil in
der Mitte repra¨sentiert die Vererbung zwischen den beiden Familien. Das Besondere bei
dieser Familienvererbung ist, dass eben die Struktur, d. h. die Beziehungen der Klassen
untereinander, erhalten bleibt, aber trotzdem inkrementelle A¨nderungen (Hinzufu¨gen
von Attributen oder Methoden) mo¨glich sind. Die hiermit verbundene Mehrfachverer-






















Dabei wird im Kontext der vorliegenden Arbeit ein Webauftritt mit einer Familie
gleichgesetzt, die jeweils in sich geschlossen ist in dem Sinne, dass – anders als in ver-
wandten Vererbungskonzepten im OO-Bereich (vgl. Abschnitt 7.4) – keine Klassen un-
terschiedlicher Familien vermischt werden sollen und ko¨nnen. Eine initiale Familie stellt
ein
”
Grundgeru¨st“ mit einigen Klassen zur Verfu¨gung, die dann in abgeleiteten Familien
erweitert werden ko¨nnen.
Auch bzw. gerade in Verbindung mit Verhalten ermo¨glicht ein solches Vererbungskon-
zept eine weitgehend redundanzfreie Spezifizierung: Es lassen sich in Klassen bzw. Fa-
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milien gemeinsame Merkmale (Attribute und Methoden) von Objekten zusammenfassen
und daraus entsprechende Objekte instanziieren, eine abgeleitete Klasse erbt Verhalten
von ihrer Superklasse (bzw. Superfamilie) und kann zusa¨tzlich noch weitere Methoden
enthalten bzw. vererbte u¨berschreiben.
Aus Gru¨nden der U¨bersichtlichkeit und leichteren Typu¨berpru¨fbarkeit sei festgelegt,
dass im W2OM sowohl Felder als auch Methoden in einer Familien-/Klassenhierarchie
u¨berall denselben Typ haben mu¨ssen, d. h. beispielsweise darf ein Feld int title in einer
abgeleiteten Klasse bzw. Familie nicht als String deklariert werden. Ebenso darf eine
Methode XML view() nicht von einer Methode String view() u¨berschrieben werden.
4.2.1. Klassen- vs. Instanzenhierarchie
Bei der Instanziierung neuer Objekte kann optional die ID des Vaterobjektes spezifiziert
werden, wodurch eine Instanzenhierarchie wie in Wob 1 (vgl. Abbildung 3.18 auf Seite 50)
erzeugt werden kann. Aus den in Abschnitt 3.3 genannten Gru¨nden der Typsicherheit
wird im W2OM – im Unterschied zum Wob 1-Modell – eine ausschließlich
”
klassische“
Vererbung, d. h. nur entlang der Klassenhierarchie, eingesetzt.
Eine Erweiterung des Modells umfasst die Mo¨glichkeit, strukturelle Constraints in-
nerhalb der Instanzenhierarchie zu spezifizieren, um beispielsweise Instanzen der Klasse
Termin nur unterhalb von Objekten der Klasse Kalender instanziieren zu ko¨nnen. De-
tails folgen in Abschnitt 4.6.3.
4.2.2. Materialisierungssemantik
Neu im W2OM ist (im Vergleich zu Vererbungskonzepten im OO-Bereich), dass eine Ma-
terialisierungssemantik verwendet wird, bei der zur U¨bersetzungszeit die Klassen mate-
rialisiert werden, d. h. Attribute und Methoden werden sowohl aus der Klasse (desselben
Namens) in der Superfamilie als auch aus der Superklasse der Familie materialisiert. Die-
ser Ansatz bietet die folgenden Vorteile:
• Effizienz: die (z. T. komplexen) Vererbungsregeln zwischen Klassen und Famili-
en mu¨ssen nur einmal zur U¨bersetzungszeit und nicht zur Laufzeit angewendet
werden.
• Kapselung: die Familien sind in sich
”
geschlossen“ in dem Sinne, dass sie alle Felder
und Methoden enthalten, so dass sie auf Implementierungsebene eine
”
compilati-
on unit“ bilden und nicht auf andere Familien zugreifen mu¨ssen. Dies ist auch
deswegen sinnvoll, da sich bei der Analyse der Anwendungsszenarien im Rahmen
eines CMS gezeigt hat, dass im W2OM-Kontext u¨blicherweise nur eine Familie pro
Anwendung existiert.
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4.2.3. Granularita¨t
Durch die Verwendung von Objekten, die Teile einer Webseite darstellen, ko¨nnen Web-
seiten aus mehreren
”
Bausteinen“ zusammengesetzt werden. Dies ermo¨glicht es, Sub-
strukturen von Websites zu modellieren und die Granularita¨t von einzelnen Webseiten
zu vera¨ndern. Statt also, wie ein Großteil existierender CMS, dokumentenzentriert ganze
Webseiten als Entita¨t zu modellieren, ko¨nnen in W2OM Seiten aus mehreren kleineren
Objekten generiert werden.
Anzumerken ist, dass hier (wie auch bei normaler Vererbung) auf eine sinnvolle Granu-
larita¨t bei der Implementierung zu achten ist: Da einzelne Methoden nicht inkrementell
spezifiziert werden ko¨nnen1, sondern immer komplett u¨berschrieben werden, wu¨rde der
inkrementelle Ansatz bei einer einzigen Methode, in der sa¨mtliche Funktionalita¨t ent-
halten ist, kaum Vorteile bringen (da eben selbst fu¨r kleine A¨nderungen die gesamte
Methode reimplementiert werden muss).
4.2.4. Objektidentita¨t
Wie in Kapitel 2 beschrieben, ist ein essentieller Aspekt eines Objektmodells die Mo¨glich-
keit der eindeutigen Identifizierung von Objekten u¨ber die Objektidentita¨t – Instanzen
(d. h. Knoten in der Hierarchie) mu¨ssen zum einen referenzierbar und zum anderen
wohlunterscheidbar sein.
Zusa¨tzlich zu den in Abschnitt 2.3.1 vorgestellten Ansa¨tzen (identita¨tsbasiert und
wertebasiert) ist im Falle von hierarchischen Daten durch die gegebene Baumstruktur
theoretisch noch eine pfadbasierte Lo¨sung denkbar. Jedes Element in einem solchen
Baum ist eindeutig u¨ber einen Pfadausdruck2 identifizierbar, so dass dieser Ausdruck
als Identita¨tsfunktion eingesetzt werden ko¨nnte. A¨ndert sich jedoch die Baumstruktur
durch Updates, ist eine solche Zuordnung nicht mehr unbedingt eindeutig, so dass dieser
Ansatz im vorliegenden Kontext eher ungeeignet ist. Die (im Falle des W2OM gewa¨hlte)
bessere Lo¨sung ist also, eindeutige Objekt-IDs zu vergeben, die als unvera¨nderliches
Attribut im Objekt gespeichert werden.
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Obwohl u. a. durch das Vererbungskonzept und die damit verbundene inkrementelle
Spezifikation Redundanzen vermieden werden ko¨nnen, ist weiteres Potenzial zur Opti-
mierung vorhanden, wie im Folgenden geschildert.
Abbildung 4.2 zeigt die Beispiel-Text-Klasse und eine mo¨gliche Implementierung der
view()-Methode (Details zur Sprache und deren Syntax folgen im weiteren Verlauf der
1Eine derartige inkrementelle Spezifikation von Methoden (auch Submethoding genannt) wa¨re als Erwei-
terung des Modells denkbar, Ansa¨tze in dieser Richtung werden in [MMPN93] und [Red01] vorgestellt.
2Im Falle von XML z. B. XPath.
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  if (title.isdefined()) {
  <h1>{title}</h1>;
  }
  if (subtitle.isdefined()) {
  <h2>{subtitle}</h2>;
  }
  if (body.isdefined()) {
    <body>{body}</body>;
  }
}
Abbildung 4.2.: UML-Klassendiagramm der Klasse Text, 1. Version
Arbeit). Zum einen ist zu beobachten, dass in dieser Methode viel redundanter Code
(if(...isdefined()), Markup-Tags) vorhanden ist, zum anderen sind offensichtlich die
Mo¨glichkeiten fu¨r Re-Use eingeschra¨nkt: Wird beispielsweise die Klasse Text abgeleitet
und um ein weiteres Attribut erweitert, so muss die komplette view()-Methode neu
geschrieben werden.
Im Rahmen dieser Arbeit wurde nun das bereits beschriebene Datenmodell erweitert















  if (title.isdefined()) {









Abbildung 4.3.: UML-Klassendiagramm der Klasse Text, 2. Version
Abbildung 4.3 zeigt einen ersten Schritt in Richtung Modularisierung: hier wurde fu¨r
jedes Attribut eine eigene view()-Methode implementiert, welche im u¨bergeordneten
view() aufgerufen wird. Dieser Ansatz ist geeigneter fu¨r Re-Use, da zum einen jede
view-Methode in einer abgeleiteten Klasse separat u¨berschrieben werden kann und zum
anderen beim Hinzufu¨gen eines neuen Attributs lediglich eine entsprechende view()-
Methode fu¨r dieses Attribut implementiert sowie die u¨bergeordnete view()-Methode
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angepasst werden muss. Bei diesem Ansatz mu¨ssen allerdings fu¨r n Attribute n + 1
view-Methoden implementiert werden.
Eine konsequente Weiterverfolgung dieses Modularisierungsansatzes lieferte die Idee,
aus jedem Attribut ein
”
Miniobjekt“ zu machen, welches sich selbst darstellen kann, wie
in Abbildung 4.4 gezeigt – im oberen Teil ist der bisherige,
”
normale“ Ansatz zu sehen,
im unteren der neue. Das Vaterobjekt, im Beispiel Text, nennen wir Datenobjekt, die
”
Miniobjekte“ Feldobjekte. Derartige Feldobjekte haben also nicht nur, wie bisher, einen
Zustand, sondern ko¨nnen auch Verhalten in Form von Methoden haben.
"Heavy Object"
Text Calendar Text















Mini-“ bzw. Daten- und Feldobjekten
Datenklassen definieren ausschließlich Verhalten, der Zustand von Objekten wird nur
u¨ber die Feldobjekte eines Datenobjekts beschrieben. Darstellungsinformationen sind
(u¨berwiegend) in der jeweiligen Klasse der Feldobjekte (den Feldklassen) vorhanden;
die Superklasse muss lediglich u¨ber alle Kinder iterieren und deren view()-Methode
aufrufen. Abbildung 4.5 zeigt dies in UML-Darstellung. Wird eine neue Feldklasse bei
einer abgeleiteten Klasse hinzugefu¨gt, muss nur die view()-Methode dieser Feldklasse
implementiert werden.
Bei genauerer Betrachtung fa¨llt auf, dass dieser Ansatz eine spezielle Form des Com-
posite-Entwurfsmusters (vgl. [GHJV95]) ist, bei dem die Datenobjekte den Composite-
Objekten und die Feldobjekte den Leaf-Objekten entsprechen.
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   for (field:getFields()) {
      field.view();











Abbildung 4.5.: Daten- und Feldklassen
4.3.1. Feldklassen und -objekte
Feldklassen sind im Prinzip Basisdatentypen, welche mit Methoden angereichert wer-
den ko¨nnen. Der Zustand eines Feldobjekts ist in erster Normalform (1NF, vgl. Ab-
schnitt 2.4.3), d. h. Feldobjekte enthalten nur einen Wert eines elementaren/atomaren
Basisdatentyps. Die Motivation hierfu¨r ist, dass mit einfach dekomponierten Objekten
verschiedene Aufgaben wie beispielsweise die Eingabe- oder die (in einer zuku¨nftigen
Version des Systems geplante) Versionskomponente deutlich einfacher zu lo¨sen sind. Die
Folge hiervon ist, dass Kollektionen wie beispielsweise Hashmaps oder Listen zwar (tem-
pora¨r) in W2L verwendet werden ko¨nnen, aber nicht in den (persisten) Feldobjekten.
Um nicht fu¨r jeden Zustandwert eine eigene Feldklasse anlegen zu mu¨ssen, besteht
die Mo¨glichkeit, anonyme Feldklassen zu definieren, welche lediglich Methoden zu be-
stehenden (Feld-)Klassen hinzufu¨gen. Anonyme Feldklassen ko¨nnen demnach auch nicht
weiter abgeleitet werden.
Im Folgenden werden die Begriffe Datenklasse bzw. Feldklasse benutzt, wenn jeweils
nur die entsprechende Struktur gemeint ist und der Begriff Klasse als Oberbegriff fu¨r




4.4.1. U¨berlegungen zur Wahl einer geeigneten Templatesprache
Nachdem im vorigen Abschnitt motiviert wurde, dass die objektorientierte Modellierung
von Verhalten im Kontext eines CMS-Datenmodells von Vorteil ist, wird im Folgenden
analysiert, welche Eigenschaften einer Sprache fu¨r CMS in Verbindung mit dem oben
beschriebenen Datenmodell sinnvoll bzw. erforderlich sind und welche Sprache demnach
zum Einsatz kommen soll und im Rahmen des vorliegenden Arbeit konzipiert wurde.
Wie bereits erla¨utert, ist die Hauptaufgabe eines CMS, verschiedenartige Inhalte in
unterschiedlichen Formaten an Clients auszuliefern. Klar im Vordergrund steht also der
Publikationsaspekt, d. h. eine Sprache fu¨r ein CMS muss in erster Linie lesend auf die
Inhalte zugreifen und daraus eine Ausgabe generieren. Daher sollten Syntax und Befehls-
umfang der Sprache eine einfache Erzeugung bzw. Aggregation von Inhalten ermo¨glichen.
Wie schon in Abschnitt 3.1.1 erwa¨hnt, haben sich Templates bzw. Templatesprachen
bereits in vielen CMS als dazu gut geeignet erwiesen, so dass diese auch im W2OM ein-
gesetzt werden.
Ein lesender (und demnach nicht zustandsvera¨ndernder) Zugriff auf die Daten, bei
dem eine Abbildung von einer Eingabe3 auf eine Ausgabe vorgenommen wird, legt die
Verwendung einer funktionalen Sprache nahe. Auch sind funktionale Sprachen gut fu¨r
die Verarbeitung von hierarchischen Baumstrukturen geeignet. Daru¨ber hinaus la¨sst ei-
ne funktionale Sprache sich, dank Seiteneffektfreiheit und referenzieller Transparenz,
effizient implementieren – beispielsweise ko¨nnen Templates und Teilausdru¨cke parallel
ausgewertet bzw. zwischengespeichert (Caching) werden, was insbesondere in Hinblick
auf Multithreading und die aktuellen Entwicklungen in Richtung Multi-Kern-CPUs auf
Server-Rechnern interessant ist. Die Seiteneffektfreiheit garantiert zudem die Sicherheit,
dass kein Programm ungewollte A¨nderungen am Zustand vornehmen kann, im Gegensatz
zu beispielsweise PHP oder anderen popula¨ren Sprachen im CMS-Kontext, bei denen
in der Regel auch bei der Ausgabe beliebige Schreibzugriffe auf die persistenten Daten
mo¨glich sind.
Wie oben gefordert, soll die Sprache aber auch objektorientierte Aspekte aufweisen,
so dass also eine Hybridsprache, die funktionale und OO-Konzepte verknu¨pft, die beste
Lo¨sung ist, da sie sowohl die Vorteile der Objektorientierung als auch der eben genann-
ten funktionalen Ansa¨tze vereint. Objektorientierte Konzepte sind normalerweise jedoch
zustandsvera¨ndernd und demnach auch seiteneffektbehaftet, so dass eine Kombination
eines OO-Datenmodells mit einer funktionalen Sprache zuna¨chst widerspru¨chlich bzw.
einschra¨nkend erscheint. Wie bereits oben erwa¨hnt, sind die meisten CMS-Anwendungen
jedoch sehr publikationslastig, so dass eine A¨nderung des Zustands in der Regel nicht
no¨tig ist (da rein lesender Zugriff erfolgt) und die positiven Auswirkungen der Seiten-
3Die Eingabe besteht im Falle eines CMS aus einer Anfrage des Benutzers bzw. des Clients/Browsers
an das CMS.
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effektfreiheit wie Sicherheit oder Effizienz durch Parallelita¨t u¨berwiegen, auf der anderen
Seite aber auch die Vorteile des objektorientierten Ansatzes wie Vererbung, Kapselung
und Abstraktion ausgenutzt werden ko¨nnen. Die Ausgabe (die ja einen Seiteneffekt dar-
stellt) erfolgt nicht im funktionalen Teil, sondern nur außerhalb der Modellkerns.
Allerdings existieren auch Fa¨lle, in denen der Zustand vera¨ndert werden muss (z. B.
bei Updates oder der Warenkorbfunktion in einem Webshop). Aber auch hier ist der
funktionale Ansatz von Vorteil, da derartige A¨nderungen isoliert von den (lesenden)
Anfragen durchgefu¨hrt werden ko¨nnen und so eine saubere Trennung vorliegt. Dies ist
eine praktikable Standardtechnologie, die auch in anderen Ansa¨tzen eingesetzt wird,
zum Beispiel in SQL (SELECT fu¨r den seiteneffektfreien lesenden Zugriff, UPDATE fu¨r
A¨nderungen), deduktiven Datenbanken (Update-Mengen) oder XUpdate4 fu¨r XML. Bei
diesen Ansa¨tzen wird, anders als beispielsweise in Java, immer eine explizite, separate
Menge von A¨nderungen spezifiziert. Im hier konzipierten Modell werden diese Update-
Sequenzen genannt (s. Abschnitt 8.3).
Demnach ist die Kombination objektorientierter Konzepte wie Hierarchie, Klassen
oder Vererbung und der Sicherheit und Effizienz des funktionalen Paradigmas besonders
geeignet fu¨r ein CMS-Datenmodell. Dies wird im weiteren Verlauf der Arbeit an der
konkreten Konzeption und Umsetzung weiter verdeutlicht werden.
XML
Wie in Abschnitt 3.4.1 ausgefu¨hrt, ist XML als Datenmodell im Kontext der vorliegenden
Arbeit nicht geeignet; im Rahmen der hier konzipierten Templatesprache ist der Einsatz
von XML an verschiedenen anderen Stellen jedoch nu¨tzlich:
Wie bereits angesprochen, ist eine Hauptaufgabe eines CMS, Inhalte in verschiedenen
Ausgabeformaten ausliefern zu ko¨nnen (
”
single source, multiple target“). Da ein Großteil
der modernen, im Kontext von CMS auftauchenden Zielformate bzw. -sprachen entweder
schon in XML-Syntax ist (XHTML, SVG5, . . . ) bzw. aus XML generiert werden kann
(PDF6, LATEX, . . . ), ist es sinnvoll, wenn die Ausgabe der Templates direkt in XML
erfolgt. Daru¨ber hinaus muss allerdings in den meisten existierenden CMS (so auch
in Wob 1) fu¨r jede Zielsprache ein separates Template entworfen werden, d. h. bei m
Zielsprachen und n Klassen mu¨ssen insgesamt m ∗ n Templates implementiert werden.
Im Rahmen der vorliegenden Arbeit wurde hierfu¨r mit der Einfu¨hrung einer auf XML
basierenden Zwischensprache eine bessere, redundanzfreiere Lo¨sung gefunden, bei der
nicht mehr m ∗ n, sondern nur noch m + n Templates no¨tig sind. Das Konzept der
Zwischensprache wird in Abschnitt 8.4 na¨her spezifiziert. Des Weiteren werden die oben
erwa¨hnten Update-Sequenzen in XML ausgedru¨ckt.
4http://xmldb-org.sf.net/xupdate
5Scalable Vector Graphics (zweidimensionale, skalierbare Vektorgrafiken)
6Zum Beispiel u¨ber den Einsatz von XSL:FO, den Formatierungsobjekten der XML Stylesheet Lan-
guage.
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Daher soll (wohlgeformtes) XML mit der Templatesprache einfach erzeugt werden
ko¨nnen, was u. a. durch einen XML-Datentyp unterstu¨tzt wird, wie im Folgenden erla¨u-
tert.
4.4.2. Typsystem
Wie in Abschnitt 2.3.3 geschildert, hat ein statisches Typsystem einige Vorteile ge-
genu¨ber einem dynamischen: Zum einen sind entsprechende Programme bzw. deren
Typinformationen besser lesbar, vor allem aber ko¨nnen viele Fehler(quellen) bereits zur
U¨bersetzungszeit vom Compiler festgestellt und so fru¨hzeitig vermieden werden. Zudem
ist das Laufzeitverhalten dadurch effizienter. Aus diesem Grunde ist das W2L-Typsystem
statisch.
Bei Verwendung eines statischen Typsystems kann auch die Wohlgeformtheit von
XML-Fragmenten zur U¨bersetzungszeit zugesichert werden, da auf Grund der Typinfor-
mation XML-Fragmente von gewo¨hnlichen Strings unterschieden (und geparsed) werden
ko¨nnen, wie das folgende Beispiel illustriert:
XML test1=<a>statisch typkorrekt </a>;
XML test2=<a>statischer Typfehler </b>;
In einem dynamischen oder ungetypten System (z. B. Wob 1) ko¨nnte ein derartiger
Fehler (im Falle von test2 wird <a> nicht mit </a>, sondern mit </b> beendet) nicht
bzw. erst zur Laufzeit entdeckt werden – derartige Fehler ko¨nnen also bereits zur Uber-
setzungszeit entdeckt werden, wenn ein String als XML geparsed wird.
4.5. Mehrfachvererbung: Probleme und Lo¨sungen
Abbildung 4.6 zeigt nochmals die beiden Beispielfamilien aus Abbildung 4.1 (auf Sei-
te 59), wobei hier zusa¨tzlich die (impliziten) Vererbungspfade, die durch die Familienver-
erbung gebildet werden, hervorgehoben wurden. Es ist zu sehen, dass im Familienkonzept
eine einfache Form der Mehrfachvererbung durch die impliziten Vererbungspfade vorhan-
den ist, z. B. existieren zwei Pfade von homepage.Text zu mysite.Appointment: einmal
via homepage.Appointment und einmal via mysite.Text.
Abbildung 4.7 illustriert dies auf abstrakter Ebene. Die Familie F1 entha¨lt eine Klas-
se C1 sowie eine davon abgeleitete Klasse C2. Eine von Familie F1 abgeleitete Familie
F2 erbt auf Grund des Familienkonzepts diese Klassenstruktur. Die (in der Abbildung
mit einem durchgezogenen Pfeil markierte) Vererbung zwischen den jeweiligen Klassen
nennen wir inner familia¨r, die (in der Abbildung mit einem gestrichelten Pfeil gekenn-
zeichnete) Vererbung zwischen F1.C1 und F2.C1 bzw. F1.C2 und F2.C2 inter familia¨r.
Implizit entsteht so eine Rautenstruktur und es stellt sich die im Folgenden untersuchte
Frage, welche Methode beim Aufruf von F2.C2.m() verwendet wird.
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Abbildung 4.6.: Mehrfachvererbung bei Familienpolymorphie (1)
Auflo¨sung von Mehrdeutigkeiten
Um eventuell auftretende Mehrdeutigkeiten aufzulo¨sen, sind verschiedene Ansa¨tze mo¨glich
(vgl. hierzu auch Abschnitt 2.3.4):
1. Mehrfachvererbung generell verbieten: eine einmal definierte Methode darf in Sub-
klassen/-familien nicht mehr u¨berschrieben werden. Hierdurch wird zwar statische
Typsicherheit garantiert, allerdings gehen auch die Vorteile der (Mehrfach-)Verer-
bung verloren.
2. Priorisierung: Methoden ko¨nnen Vererbungspriorita¨ten zugewiesen werden. Diese
ko¨nnen entweder manuell vergeben werden oder je nach Anwendung kann entwe-
der die innerfamilia¨re oder die interfamilia¨re Vererbung priorisiert werden. Eine
probeweise Modellierung verschiedener Anwendungen, u. a. im Wob 1-Kontext,
ergab, dass sich innerfamilia¨re und interfamilia¨re Vererbung in vielen Fa¨llen fol-
gendermaßen charakterisieren lassen:
• innerfamilia¨r: anwendungsspezifische Informationen (z. B. neue Attribute,
Formatierung)
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Abbildung 4.7.: Mehrfachvererbung bei Familienpolymorphie (2)
• interfamilia¨r: generische Informationen (z. B. Bugfixes in Methoden)
3. Entfernungsmaß: ein Ansatz wa¨re, die spezifischste Implementierung zu verwen-
den. Diese kann in vielen Fa¨llen u¨ber ein Entfernungsmaß gefunden werden. Ab-
bildung 4.8 illustriert dies. Hier wird eine Methode in C1 definiert und in C2 sowie
C3 u¨berschrieben. C3′ verwendet die Methode aus C3, da diese am
”
na¨chsten“
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Abbildung 4.8.: Auflo¨sung von Mehrdeutigkeiten u¨ber Entfernungsmaß
in Klasse C1′ eine Methode implementiert wird, die nicht in C3′
”
ankommt“, da
die Implementierung aus Klasse C3
”
na¨her liegt“.
4. Temporaler Ansatz: denkbar ist auch eine Herangehensweise, bei der die (zeitlich)
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aktuellste Implementierung einer Methode gewa¨hlt wird. Aber auch dieser Ansatz
kann ho¨chst unerwu¨nschte Auswirkungen haben, da er auf einer anderen, nicht
deklarativen, Ebene arbeitet, d. h. ein Benutzer des Systems muss zusa¨tzlich zu
den Deklarationen in Klassen und Familien noch die zeitliche Komponente
”
im
Auge behalten“, um zu wissen, welche Methode nun ausgewa¨hlt wird.
Da die Familienvererbung und die damit verbundene Mehrfachvererbung im W2OM ein
essentieller Aspekt ist, scheidet Punkt 1 der obigen Liste (Verbot von Mehrfachverer-
bung) aus, ebenso der temporale Ansatz auf Grund der unerwu¨nschten bzw. unvorher-
sehbaren Auswirkungen. Eine Analyse verschiedener Anwendungen (im Wob 1-System)
zeigte, dass eine automatische Auflo¨sung nicht in allen Fa¨llen zufrieden stellend ist, so
dass zur Auflo¨sung von Mehrdeutigkeiten eine Kombination aus (manueller) Priorisie-
rung und Entfernungsmaß gewa¨hlt wurde – Details zur Lo¨sung folgen in Abschnitt 5.2.1.
Anmerkung: die hier beschriebene Mehrfachvererbung ist eingeschra¨nkt in dem Sinne,
dass es immer genau eine explizite Superklasse (in derselben Familie) und eine implizite
Superklasse (in der Superfamilie) gibt. Vollsta¨ndige Mehrfachvererbung, die beispiels-
weise durch die Angabe mehrerer Superklassen (z. B. extends [Linklist Calendar])
spezifiziert werden ko¨nnte, ist momentan nicht vorgesehen und bringt im CMS-Kontext
wohl auch mehr Probleme als Nutzen.
4.6. Besonderheiten des Objektmodells
Im Folgenden werden einige Aspekte sowie Erweiterungen vorgestellt, die insbesondere
beim praktischen Einsatz fu¨r mehr Flexibilita¨t und Bedienungskomfort sorgen.
4.6.1. Objektinstanzen und -hierarchien
Datenobjekte, d. h. Instanzen von Datenklassen, ko¨nnen prinzipiell auf zwei Arten in-
stanziiert werden: Zum einen als Datenbankobjekte, d. h. Objekte, die persistent in der
Datenbank gespeichert werden. Dies erfolgt u¨ber so genannte Update-Sequenzen (mehr
dazu in Kapitel 8.3). Die zweite Mo¨glichkeit sind Hilfsobjekte, die z. B. zu Berechnungen
beno¨tigt werden, und die nicht persistent in der Datenbank gespeichert werden. Auch
Feldobjekte ko¨nnen als Hilfsobjekte instanziiert werden. Derartige Hilfsobjekte ko¨nnen
mit Konstruktoren erzeugt werden, eine spa¨tere A¨nderung des Zustandes ist jedoch auf
Grund der Seiteneffektfreiheit nicht mo¨glich7. Mehr zu Konstruktoren folgt in Kapitel 6.
Um außer einer Klassenhierarchie auch eine Instanzenhierarchie aufbauen zu ko¨nnen
(vgl. Kapitel 1 und 4), kann bei der Generierung eines neuen Datenobjekts (als Instanz
einer Datenklasse) ein Vaterobjekt spezifiziert werden, Details hierzu folgen in Kapitel 8.
7Im Sinne von Java sind also alle Felder final.
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Die Instanzenhierarchie bietet – wie bereits motiviert – aus Gru¨nden der Typsicherheit
nicht die Mo¨glichkeit der Vererbung, sondern dient nur dem Zweck, die (in der Re-
gel hierarchischen) Inhalte der Website geeignet modellieren zu ko¨nnen. Eine derartige
Instanzenhierarchie wird im Folgenden auch als Datenbaum (im Unterschied zum Klas-
senbaum) bezeichnet.
4.6.2. Reihenfolge von Objekten
Bei semistrukturierten Daten wie beispielsweise Texten ist die Reihenfolge der einzelnen
Objekte in der Regel wichtig und sollte durch eine inha¨rente Reihenfolge repra¨sentiert
werden (da z. B. eine explizite Angabe der Reihenfolge von Absa¨tzen umsta¨ndlich wa¨re).
Durch die hierarchische Baumstruktur ist eine solche implizite Reihenfolge sowohl der
Feldobjekte eines Datenobjekts als auch der Datenobjekte selber gegeben.
Da es in einigen Fa¨llen sinnvoll sein kann, ist es mo¨glich, diese inha¨rente Reihenfolge
zu vera¨ndern, um z. B. die Ausgabereihenfolge anzupassen oder die Reihenfolge der
zu den Objekten erzeugten Eingabekomponenten zu a¨ndern. Bei Datenobjekten ist die
Reihenfolge von Interesse, wenn auf die Liste aller Kinder eines Datenobjekts zugegriffen
wird (z. B. u¨ber die getChildren()-Funktion, s. Abschnitt 6.3.1) – derartige Listen
ko¨nnen dann u¨ber Sortierfunktionen manipuliert werden und so in einer anderen als in
der durch die Baumstruktur vorgegebenen Reihenfolge auf die Datenobjekte zugegriffen
werden. Im Beispiel des Vorlesungsverzeichnisses ko¨nnte so beispielsweise die Liste der
Lehrveranstaltungen in verschiedenen Sortierungen ausgegeben werden. Bei der Ausgabe
von Feldobjekten wird die Reihenfolge folgendermaßen bestimmt:
1. Die ho¨chste Priorita¨t hat eine explizite Spezifikation: in der Methode, die die Felder











Hier wird der title vor dem body ausgegeben.
2. Bei der Iteration u¨ber alle Felder mit der getFields()-Methode (ohne explizite
Angabe einer Reihenfolge) wird die durch die Klassendeklaration implizit vorgege-
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Auch in diesem Beispiel wird der title vor dem body ausgegeben.
Dabei werden die in einer abgeleiteten Klasse neu definierten Felder an die der
Superklasse angeha¨ngt. Um die neuen Felder abgeleiteter Klassen an anderer Stel-
le in die Liste einzufu¨gen, ko¨nnen bei der Deklaration relative Angaben gemacht
werden; before fu¨gt das Feld vor und after nach einem anderen Feld ein. Weiter-
hin kann mittels des order-Schlu¨sselworts die Reihenfolge geerbter Felder gea¨ndert





class ExtendedText extends Text {
String subtitle after title;
}
class UpsideDownText extends Text {
order title after body;
}
Die Reihenfolge der Ausgabe der Klasse ExtendedText ist title, subtitle,
body. Bei Instanzen der Klasse UpsideDownText wird der body vor dem
title-Feld ausgegeben.
Wie im folgenden Listing ersichtlich, kann durch diese Spezifikationsmo¨glichkeiten
eine Teilordnung definiert werden:
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class C2 extends C1 {
Field F2 after F1;
}
class C3 extends C2 {
Field F3 after F1;
}
Hier gilt F1 < F2 sowie F1 < F3; F2 und F3 lassen sich nicht direkt vergleichen;









class C3 extends C2 {
Field F3 after F1;
}
Durch die Materialisierung der Klasse C2 wird klar, dass F3 zwischen F1 und F2
eingefu¨gt wird.
4.6.3. Strukturelle Restriktionen der Instanzenhierarchie
Wie sich bereits im Wob 1-System gezeigt hat, ist es in vielen Fa¨llen sinnvoll, als Er-
weiterung des Konzepts der Instanzenhierarchie gewisse (semantisch motivierte) Ein-
schra¨nkungen in Bezug auf die Struktur des Datenbaumes spezifizieren zu ko¨nnen. Bei-
spielsweise sollte ein einzelner Termin (Instanzen der Klasse appointment) nur unter
einem Kalender-Objekt (der Klasse calendar) angelegt werden du¨rfen. Eine mo¨gliche
Realisierung dieser Restriktionen wird im folgenden skizziert.
Die Restriktionen ko¨nnen in den Datenklassen u¨ber verschiedene Eigenschaften mit-
hilfe des property-Schlu¨sselworts zugewiesen werden:
allowRoot (true|false): gibt an, ob eine Instanz der entsprechenden Klasse als Wur-
zel eines Instanzenbaums auftreten darf. Fehlt diese Property, muss jede Instanz als
Kindobjekt eines anderen Objektes auftreten. Grundeinstellung ist dabei false.
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allowedChildren: spezifiziert eine Menge von Klassen, deren Instanzen als Kinder
der aktuellen Klasse instanziiert werden du¨rfen. Sonderfa¨lle sind die leere Menge (d. h.
keine Unterobjekte mo¨glich) oder das Mengenelement * (beliebige Objekte der aktuellen
Familie sind erlaubt; dies ist der Default-Wert).
Um Redundanzen zu vermeiden und eine inkrementelle Spezifikation der erlaubten
Klassen zu erlauben, werden in einer abgeleiteten Klasse die Mengen beider Klassen
vereinigt. Somit gilt
A C B
allowedChildren(A) = [c1, ... cn]
allowedChildren(B) = [cn+1, ... cm]
allowedChildren(B) = [c1, ... cn,cn+1, ... cm]
Da die Bildung der Vereinigungsmenge in gewissen Fa¨llen unerwu¨nscht sein kann,
kann sie mit dem Schlu¨sselwort only unterdru¨ckt werden.
• Beispiel 1: In diesem Beispiel du¨rfen (nur) Instanzen der Klassen C2 oder C3 als




class C2 extends C1 {
property allowedChildren [C3];
}
• Beispiel 2: Hier du¨rfen nur Instanzen der Klasse C3 als Kinder von C2 auftau-





class C2 extends C1 {
property allowedChildren [only C3];
}
restrictToParent: spezifiziert eine Menge von Klassen, deren Instanzen als Vater von
Instanzen der aktuellen Klasse auftreten du¨rfen. Fehlt diese Property, du¨rfen Instanzen
der aktuellen Klasse unter beliebigen Vaterobjekten stehen. restrictToParent hat da-
bei eine ho¨here Priorita¨t als allowedChildren. Auch hier wird bei der Vererbung die
Vereinigungsmenge der aktuellen Menge mit der der Superklasse gebildet, mit dem Ein-
trag "-" kann dies unterdru¨ckt werden. Beispiel:
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class C1 { property allowedChildren [*]; }
class C2 { property allowedChildren [C2 , C3]; }
class C3 { property restrictToParent [C1]; }
Den allowedChildren-Properties nach du¨rften Instanzen von C3 sowohl un-
ter C1 als auch unter C2 stehen, durch die Verwendung der restrictToParent-
Property wird dies jedoch auf C1 eingeschra¨nkt.
Zusammenfassendes Beispiel
1 class Text {
2 property allowRoot true;
3 }
4
5 class Calendar extends Text {
6 }
7
8 class Appointment extends Text {
9 property restrictToParent [Calendar];
10 }
11
12 class Linklist extends Text {
13 property allowedChildren [Link];
14 }
15
16 class Link extends Text {
17 }
Nur Instanzen der Klasse Text du¨rfen auf der obersten Ebene stehen (Zeile
2). Instanzen der Klasse Linklist du¨rfen nur Objekte vom Typ Link enthal-
ten, wa¨hrend die anderen Klassen beliebige Unterobjekte enthalten du¨rfen.
Instanzen der Klasse Appointment du¨rfen nur unter Objekten des Typs Ca-
lendar auftauchen.
Erweiterungen dieses Ansatzes, beispielsweise die Spezifikation von Schachtelungen,
Alternativen oder Kardinalita¨ten (
”
es mu¨ssen mindestens 2, du¨rfen ho¨chstens 5 Autoren
zu diesem Buch existieren“) sind denkbar, bieten aber nur geringen praktischen Nutzen
in den typischen Anwendungsszenarien im Kontext von CMS. Falls sich in Zukunft zeigen
sollte, dass der hier gewa¨hlte Ansatz nicht ausreichend ist, ko¨nnten in einer Erweiterung
des Modells separat spezifierbare Integrita¨tsbedingungen konzipiert werden.
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Nachdem in Kapitel 4 die Kernkonzepte der vorliegenden Arbeit motiviert und eingefu¨hrt
wurden, folgt in diesem und im folgenden Kapitel eine detaillierte, formale Spezifikati-
on des Datenmodells und der Sprache inklusive Syntax und Semantik. Dieses Kapi-
tel spezifiziert die strukturellen Anteile des Objektmodells, also Datendefinitions- und
Vererbungsaspekte, wa¨hrend das folgende Kapitel sich der Datenverarbeitungssprache
einschließlich der Kontrollstrukturen und des Typsystems widmet.
5.1. W2L-Syntax (strukturelle Aspekte)
In diesem Abschnitt werden zuna¨chst die strukturellen (d. h. zur Familien- und Klassen-
spezifikation no¨tigen) Anteile der Syntax spezifiziert; die Besonderheiten der Ausdru¨cke
und Details zum Typsystem folgen in Kapitel 6.
Die Syntax der W2L ist an die weithin bekannte Java-Syntax angelehnt, u. a. um den
Um- bzw. Einstieg in die Sprache zu vereinfachen. Aus Gru¨nden der U¨bersichtlichkeit
wird eine erweiterte EBNF-Syntax verwendet, bei der x fu¨r die Menge {x1, . . . , xn}, ~x
fu¨r die Liste x1, . . . , xn und ~T ~x fu¨r die Liste T1 x1, . . . , Tn xn stehen, mit n ≥ 0 (s. auch
[NCM04]). Terminale sind in normaler, Nichtterminale in kursiver Schrift gesetzt.
Programm P ::= Family
Familie Family ::= family Fam extends Fam′ { ClassF ClassD Meth }
Feldklasse ClassF ::= field class CF extends CF
′ { Meth }
Datenklasse ClassD ::= class CD extends CD
′ { Field Meth }
Feld Field ::= Type F ( { Meth } )? ;
Methode Meth ::= static? Type M(
−−→
Type ~X) Mbody
Methodenrumpf Mbody ::= ( priority Prio; | {
−−→
Expr } )
Priorita¨t Prio ::= ( family | class )
Typ Type (s. Kapitel 6)
Ausdruck Expr (s. Kapitel 6)
Abbildung 5.1.: W2L-Syntax: strukturelle Anteile
Abbildung 5.1 zeigt die W2L-Syntax1. Ein Programm P besteht aus einer Menge
1Dabei sind Fam und Fam′ Bezeichner von Familien, CF und CF
′ von Feldklassen, CD und CD
′ von
Datenklassen, F von Feldern und M von Methoden.
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von Familien. Eine Familie Fam entha¨lt Mengen von Feldklassen ClassF , Datenklassen
ClassD sowie Methoden Meth (Familienmethoden genannt). Feld- und Datenklassen so-
wie Methoden2 werden von einer via extends spezifizierten Superfamilie geerbt3. Eine
Feldklasse CF erweitert eine Feldklasse CF
′ und entha¨lt eine Menge von Methoden Meth
(Feldklassenmethoden); eine Datenklasse CD wiederum beinhaltet eine Menge von Fel-
dern Field und eine Menge von Methoden Meth (Datenklassenmethoden). Ebenso wie
Familien ko¨nnen auch Daten- und Feldklassen voneinander abgeleitet werden4. Ein Feld
F hat einen Typ Type und optional eine Menge von Methoden M (Anonyme Feldme-
thoden). Eine (ggf. statische) Methode M hat einen Ru¨ckgabewert vom Typ Type, eine









Wie schon erwa¨hnt, werden Typsystem und Ausdru¨cke in Kapitel 6 spezifiziert, der
folgende Abschnitt bescha¨ftigt sich mit der Semantik des W2OM.
5.2. Semantik des Objektmodells
5.2.1. Informelle Beschreibung der Semantik
Familien dienen dazu, zusammengeho¨rige Klassen zu gruppieren. Eine Familie wird auch
als Anwendung bezeichnet, da sie eine in sich geschlossene Einheit darstellt, die fu¨r die
Repra¨sentation und Darstellung einer konkreten Website verwendet wird. Der Grundge-
danke ist, dass derartige Familien voneinander abgeleitet werden ko¨nnen und so Struk-
turen und Methoden einer bestehenden Anwendung u¨bernommen und um neue Funk-
tionalita¨t erweitert werden ko¨nnen.
Familien bestehen aus Familienmethoden, welche in der gesamten Anwendung ver-
wendet werden ko¨nnen, sowie aus Feld- und Datenklassen. Feldklassen besitzen einen
Zustand in Form genau eines Datenfelds (z. B. String oder Number) sowie Verhalten in
Form von Feldklassenmethoden. Feldklassen erweitern somit ein Datenfeld um Verhalten
und definieren daru¨ber hinaus einen neuen Datentyp.
Demgegenu¨ber ko¨nnen Datenklassen zwar ebenso Verhalten in Form von Methoden
haben, ihr Zustand definiert sich allerdings ausschließlich u¨ber ihre Felder. Felder sind
Feldobjekte als Instanzen einer Feldklasse oder einer anonymen Feldklasse – dies sind
Feldklassen, die bestehende Datentypen mit Methoden erweitern, ohne einen (neuen)
2Da die W2L eine funktionale Sprache ist und somit Methoden auch immer funktionalen Charakter
haben, werden die Begriffe Methode und Funktion im Folgenden mitunter synonym verwendet.
3Dabei existiert eine triviale Familie Fam0 ohne Feld-/Datenklassen und Methoden, welche abgeleitet
werden kann. Auf diese Weise lassen sich Syntax und Semantik u¨bersichtlicher definieren. Im prakti-
schen Einsatz ist es demgegenu¨ber sinnvoller, die Ableitung via extends als optional zu deklarieren.
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Namen zu erhalten und die somit auch nicht weiter abgeleitet werden ko¨nnen. Wird in
einer Feldklasse keine Methode definiert, so ist die Felddeklaration identisch zu einer
normalen Variablendeklaration in Java, wie das folgende Beispiel zeigt:
String title;
Im na¨chsten Beispiel wird der Basisdatentyp String um eine Methode view() erweitert,
deren Ru¨ckgabewert ein wohlgeformtes XML-Fragment ist, bei dem der Wert des (Feld-)






Sowohl Feld- als auch Datenklassen ko¨nnen voneinander abgeleitet werden, wobei
hier nur Einfachvererbung mo¨glich ist. Da auch Familien voneinander abgeleitet wer-
den ko¨nnen, ko¨nnen Klassen sowohl von der (gleichnamigen) Klasse in der Superfamilie
(interfamilia¨r) als auch der Superklasse in der (gleichnamigen) Familie (innerfamilia¨r)
Methoden und Felder erben, wodurch eine einfache Form der Mehrfachvererbung, bei
der maximal zwei Vaterklassen existieren ko¨nnen, induziert wird. Zur Auflo¨sung even-
tuell dabei entstehender Konflikte kann pro Methode definiert werden, welche Art der
Vererbung (interfamilia¨r, durch die Priorita¨t
”
family“ gekennzeichnet vs. innerfamilia¨r,
durch die Priorita¨t
”
class“ bezeichnet) verwendet werden soll.
Normalerweise ko¨nnen in der Klasse definierte Methoden nur auf einer entsprechenden
Instanz aufgerufen werden; a¨hnlich wie beispielsweise in Java ko¨nnen Methoden aber
auch als statisch deklariert werden und werden so zu Methoden, die ohne Instanz direkt
auf der Klasse aufgerufen werden ko¨nnen. Konstruktoren werden als ebensolche statische
Methoden modelliert (mehr dazu in Abschnitt 6.1).
Die Vererbung der Werte von (statisch definierten) Feldern erfolgt analog zur Me-
thodenvererbung; Details hierzu folgen in Abschnitt 6.2.2. Aus den in Abschnitt 4.2.1
beschriebenen Gru¨nden der Typsicherheit erfolgt dabei keine (dynamische) Vererbung
von Werten entlang des Objektbaumes.
Aus den bisherigen Spezifikationen folgt, dass außer dem Vererbungsgraph unter Fa-
milien innerhalb jeder Familie noch Vererbungsgraphen fu¨r Feld- und Datenklassen
aufgebaut werden. Bedingt durch die partielle Ordnung ist der Vererbungsgraph fu¨r
Familien ein Baum mit der Wurzel Fam0 und innerhalb einer jeden Familie existiert
ein Vererbungsgraph fu¨r Datenklassen mit C0D als Wurzel sowie maximal n (mit 0 ≤
Anzahl Basisdatentypen) Vererbungsgraphen fu¨r Feldklassen mit einem der Basisda-
tentypen als Wurzel.
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Abbildung 5.2.: Beispiel: Vererbungsgraphen von Familien, Daten- und Feldklassen
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class c1 { }
class c2 extends c1 { }
}
family Family2 extends Family1 {
}
Abbildung 5.3.: Materialisierungssemantik (1)
Abbildung 5.2 zeigt ein Beispiel. Dabei bedeuten durchgezogene Umrandungen ei-
ne explizite Familien- bzw. Klassendefinition und gestrichelte implizite, d. h. vererbte.
Family0, C0 bzw. FC0 stellen die oben erwa¨hnte triviale Familie und Daten- bzw. Feld-
klasse dar. Definiert sind die Familien Family1 bis Family3 und innerhalb Family1 eine
Datenklassenhierarchie und eine Feldklassenhierarchie; die Datenklassenhierarchie und
die Feldklassenhierarchie werden in Family3 erweitert. Die Mehrfachvererbung zeigt sich
darin, dass beispielsweise die Klasse Family3.C3 von den Klassen Family3.C1 (innerfa-
milia¨r) und Family1.C3 (interfamilia¨r) abgeleitet ist.
Im Folgenden werden die Details des Ansatzes anhand der etwas einfacheren Struktur
aus Abbildung 5.3 (links in UML-Darstellung, rechts im W2L-Code) erla¨utert, wobei
die gestrichelten senkrechten Pfeile die implizite Vererbung durch das Familienkonzept
illustrieren. Explizit definiert sind in diesem Beispiel nur die Klassen c1 und c2 in der
Familie Family1.
Wie in Abschnitt 4.2.2 erla¨utert, wird im W2OM eine Materialisierungssemantik ein-
gesetzt, bei der abgeleitete Familien und Klassen zur U¨bersetzungszeit materialisiert
werden, d. h. pro Familie und Klasse werden rekursiv alle vererbten Felder und Me-
thoden aus der Superfamilie bzw. -klasse u¨bernommen (im Beispiel in Abbildung 5.2
werden die Umrandungen der gestrichelten Klassen
”
durchgezogen“). Dabei wird ent-
lang der Familienhierarchie, beginnend bei Fam0, und innerhalb jeder Familie entlang
der Klassenhierarchien, beginnend bei C0D bzw. C
0
F , materialisiert (in den Beispielen also
von oben nach unten und von links nach rechts). Auf diese Weise ist sichergestellt, dass
alle Vorfahren (Superfamilie sowie Superklasse) bereits materialisiert sind. Im Beispiel
aus Abbildung 5.3 wird also zuna¨chst in Family1 C1 und dann C2 materialisiert und
dann in Family2 C1 und dann C2.
Eine Klasse C einer Familie Fam entha¨lt die Vereinigungsmenge aller Felder und Me-
thoden der Superfamilie Fam′ sowie der Superklasse C ′. Sofern die Herkunft eindeutig
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Abbildung 5.4.: Materialisierungssemantik (2)
ist, d. h. wenn ein Feld/eine Methode entweder nur in der Superfamilie (Abbildung 5.4a),
nur in der Superklasse (Abbildung 5.4b) bzw. erstmals in der Klasse C (Abbildung 5.4c)
definiert wird, wird das Feld/die Methode von dort u¨bernommen.
Mehrfachvererbung und Priorita¨t Wenn eine Methode auf zwei5 verschiedenen Pfa-
den vererbt werden kann, so kann eine explizite Vererbungsrichtung priorisiert werden.
Fehlt die Angabe einer Priorita¨t, so wird die
”
na¨chstgelegene“ Definition materialisiert.
Beispiel: in Abbildung 5.5a wird in Family2.C1 die Methode m(){1} aus Family1.C1
materialisiert – in Family2.C2 wird jedoch die Methode m(){2} aus Family1.C2 ma-
terialisiert, da die Distanz von Family2.C2 zu der (expliziten) Definition von m() in
Family1.C2 kleiner ist.
Wenn eine Priorita¨t angegeben ist, so wird:








Ist die Priorita¨t nicht explizit angegeben und keine eindeutig
”
na¨chstgelegene“ De-
finition vorhanden (z. B. Family2.C2.m() in Abbildung 5.5b), so ist dies ein Fehler.
Ebenfalls ein Fehler ist es, wenn in der priorisierten Richtung keine Methodendefinition
5Wie weiter oben beschrieben, gibt es maximal zwei
”
Vorfahren“: die Klasse in der Superfamilie und
die Superklasse, somit kann eine Methode auch nur auf ho¨chstens zwei Pfaden im Vererbungsgraph
vererbt werden.
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Abbildung 5.5.: Materialisierungssemantik (3)




Da der Ansatz Mehrdeutigkeiten lokal auflo¨sen soll (d. h. an der Stelle, an der ein
Konflikt entsteht), werden Priorita¨ten nicht vererbt, d. h. die Priorita¨t muss an jeder
mo¨glichen Konfliktposition neu gesetzt werden.
Anonyme Feldmethoden Wie weiter oben definiert, ko¨nnen Feldklassen auch anonym
definiert werden. Da diese Feldklassen nur innerhalb von Datenklassen auftreten ko¨nnen
und keine weitere Vererbungssemantik beinhalten, ist die Semantik der Vererbung bei
anonymen Feldmethoden analog zu der der Klassen zu sehen, d. h. auch bei anony-
men Feldmethoden werden die jeweils gu¨ltigen Definitionen nach obigem Algorithmus
ausgewa¨hlt.
U¨berschreiben von Methoden Wird eine in der Superfamilie (Abbildung 5.5c) oder
Superklasse (Abbildung 5.5d) definierte Methode (mit demselben Deskriptor) u¨berschrie-
ben, so wird, wie beim U¨berschreiben u¨blich, nur die
”
neu“ definierte Methode u¨ber-
nommen, die vererbten Definitionen werden ignoriert. Ein U¨berladen von Methoden,
d. h. Methoden mit gleichem Namen, aber unterschiedlichen Deskriptoren, wird nicht
unterstu¨tzt.
Beispiel Materialisierungssemantik Abbildung 5.6 illustriert die Materialisierungsse-
mantik an einem Beispiel. In der Ausgangssituation (5.6a), sind verschiedene explizit
definierte Felder und Methoden zu sehen. In Schritt 1 (5.6b) wird Family1.C2 materia-
lisiert, indem die Felddefinition von s u¨bernommen wird – m() bleibt dabei unvera¨ndert
(u¨berschreiben). In Schritt 2 (5.6c) werden in Family2.C1 die Felddefinition von s so-
wie die Methodendefinition von m() aus Family1.C1 u¨bernommen. Im letzten Schritt
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(5.6d) schließlich werden die Definitionen von Superklasse und Klasse in der Superfa-
milie nach Family2.C2 materialisiert. Dabei wird (auf Grund der ku¨rzeren Entfernung
der expliziten Definition) fu¨r Methode m() der Methodenrumpf aus Family1.C2 aus-
gewa¨hlt; der Rumpf aus der Superklasse ha¨tte durch eine explizite Priorisierung via
Number m() priority class in Family2.C2 ausgewa¨hlt werden ko¨nnen.
Es wurde postuliert, dass die trivialen Klassen C 0D und C
0
F keine Methoden- und
Felddeklarationen enthalten. In der Praxis ist es hingegen durchaus sinnvoll, in dieser
Klasse allgemeingu¨ltige Methoden6 und Felder (z. B. Konstanten) zu definieren, die in
allen Klassen der Familie zur Verfu¨gung stehen sollen (a¨hnlich der Object-Klasse in
Java). In abgeleiteten Familien ko¨nnen diese Klassen, DataNode bzw. Field genannt,
wiederum um anwendungsspezifische Funktionalita¨t erweitert werden. Die nachstehende
Tabelle zeigt die verschiedenen Strukturen nochmals im U¨berblick.
Zustand Verhalten Bemerkungen
Datenklassen (CD) Ja, in Feldern Ja komplexer Zustand (NF
2)
DataNode-Klasse (C0D) Ja, in Feldern Ja Felder und Methoden, die in
allen Datenklassen enthalten
sein sollen.
Feldklassen (CF ) Ja, in 1NF Ja
Field-Klasse (C0F ) Ja, in 1NF Ja Methoden, die in allen Feld-
klassen enthalten sein sollen.
5.2.2. Formale Semantik
Nach der bisherigen informellen Spezifikation der Semantik folgt nun eine formale Defi-
nition. Wie auch in anderen objektorientierten Sprachen wird die Semantik anhand von
Lookup-Funktionen spezifiziert ([CP89], [AC96]), mit denen die konkrete Definition der
entsprechenden Familien, Klassen, Methoden und Felder gefunden werden kann7.
Fu¨r die weitere Spezifikation sei P = Fam, zudem werden die in Abbildung 5.7 gezeig-
ten Notationen sowie Hilfsfunktionen beno¨tigt. Es gilt: Fam C Fam′, wenn Fam′ Super-
familie von Fam ist; Fam.CD C Fam.CD
′, wenn in Familie Fam CD
′ Super(daten)klasse
von CD und Fam.CF C Fam.CF
′, wenn in Familie Fam CF
′ Super(feld)klasse von CF
ist. C ist reflexiv (C-Refl), transitiv (C-Trans) und antisymmetrisch.
Die Funktion Sig(M) liefert die Signatur einer Methode M, d. h. eine Liste der Typen
der Parameter; die Kardinalita¨t |Sig(M)| gibt die Anzahl der Parameter an.
6Beispiele solcher Methoden sind z. B. Boolean isdefined() (true, wenn Feld definiert) oder Boolean
isempty() (true, wenn definiert, aber leer).
7Die verwendete Notation der Inferenzregeln wird u. a. in [Mit96] oder [Pie02] spezifiziert.
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Abbildung 5.6.: Materialisierungssemantik: Beispiel
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family Fam extends Fam′ { ClassF ClassD Meth } ∈ P
Fam C Fam′
(Fam-Sup)
family Fam extends Fam′ { ClassF ClassD Meth1 } ∈ P
class CD extends CD
′ { Field Meth2 } ∈ ClassD
Fam.CD C Fam.CD
′ (CD-Sup)
family Fam extends Fam′ { ClassF ClassD Meth1 } ∈ P
field class CF extends CF









T M(T1 X1, . . . , Tn Xn), n ≥ 0
Sig(M) = T1 , . . . , Tn
(Sig-1)
Sig(M) = T1 , . . . , Tn
|Sig(M)| = n
(Sig-2)
Abbildung 5.7.: Notationen und Hilfsfunktionen: C und Sig
family Fam extends Fam′ { ClassF ClassD Meth } ∈ P
Fam(Fam) = family Fam extends Fam′ { ClassF ClassD Meth }
(Fam-1)
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Abbildung 5.8 definiert die Familien-Lookup-Funktion Fam, welche die konkrete De-
finition einer Familie Fam ausgibt, sofern sie im Programm P definiert ist (Fam-1),
und undefiniert(⊥) sonst (Fam-2). Um Fehler zu vermeiden, wird festgelegt, dass Fa-
miliennamen in einem Programm eindeutig sein mu¨ssen, d. h. es darf nicht mehrere
Familiendefinitionen mit demselben Namen geben, wie in (Fam-unique) formalisiert.
Fam(Fam) = family Fam extends Fam′ { ClassF ClassD Meth1 }
class CD extends CD
′ { Field Meth2 } ∈ ClassD
CD(Fam, CD) = class CD extends CD
′ { }
(CD-1)
Fam(Fam) = family Fam extends Fam′ { ClassF ClassD Meth1 }
class CD extends CD
′ { Field Meth2 } /∈ ClassD




0, CD) = ⊥
(CD-3)
Abbildung 5.9.: Datenklassen-Lookup
Fam(Fam) = family Fam extends Fam′ { ClassF ClassD Meth1 }
field class CF extends CF
′ { Meth2 } ∈ ClassF
CF(Fam, CF ) = field class CF extends CF
′ { }
(CF -1)
Fam(Fam) = family Fam extends Fam′ { ClassF ClassD Meth1 }
field class CF extends CF
′ { Meth2 } /∈ ClassF




0, CF ) = ⊥
(CF -3)
Abbildung 5.10.: Feldklassen-Lookup
In Abbildungen 5.9 und 5.10 sind die Lookup-Funktionen fu¨r Daten- und Feldklassen
zu sehen. CD(Fam, CD) liefert die Definition der Datenklasse CD in der Familie Fam
(analog CF(Fam, CF ) fu¨r Feldklassen). CD und CF sind also Abbildungen von Klassen-
namen auf deren Deklarationen. Ist die Klasse in der Familie Fam definiert, so wird diese
direkt zuru¨ckgegeben (CD-1 bzw. CF -1), wenn nicht, wird in der Superfamilie gesucht
(CD-2 bzw. CF -2), bis Fam
0 erreicht ist, in der per definitionem alle Klassen undefiniert
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sind (CD-3 bzw. CF -3). Analog zu Familien mu¨ssen dabei die Klassennamen pro Familie
eindeutig sein.
Des Weiteren darf der Vererbungsgraph bestehender Klassen innerhalb einer Familie
in einer abgeleiteten Familie nicht vera¨ndert werden. Beispielsweise darf eine Deklara-
tion class C extends C ′ in einer abgeleiteten Familie nicht von class C extends
C ′′ (mit C ′ 6=C ′′) u¨berschrieben werden. Daru¨ber hinaus du¨rfen Familien-, Daten- und
Feldklassenhierarchien nicht zyklisch sein, d. h. die jeweiligen Vererbungsgraphen du¨rfen
keinen Zyklus enthalten.
Methoden werden ausschließlich u¨ber ihren Namen identifiziert, d. h. ein U¨berladen
ist nicht mo¨glich, sondern wird als U¨berschreiben interpretiert8. Existiert beispielsweise
eine Methode m(Number x) und in einer Subklasse eine Methode m(String s), so ist
in der Subklasse nur die Methode m(String s) sichtbar.
Familienmethoden-Lookup Da bei der Familienvererbung nur Einfachvererbung mo¨g-
lich ist, verha¨lt sich der Methodenlookup bei Familienmethoden analog zum Klassenlook-
up, wie in Abbildung 5.11 illustriert. (M-Family) definiert die Funktion method(Fam,M),
die die Methodendefinition liefert, sofern M in Familie Fam explizit definiert ist. Falls
die gesuchte Methode dort nicht definiert ist, wird in der Superfamilie (M-Super) bis
zur Family0, in der per definitionem keine Methoden enthalten sind (M-Family0-undef),
gesucht.
Fam(Fam) = family Fam extends Fam′ {ClassF ClassD Meth}
static? Type M(
−−→
Type ~X) Mbody ∈ Meth




Fam(Fam) = family Fam extends Fam′ {ClassF ClassD Meth}
static? Type M(
−−→






8Diese Einschra¨nkung dient dazu, die Semantik einfacher zu halten. In der Implementierung sollte ein
U¨berladen aus Komfortgru¨nden zugelassen werden. Eine mo¨gliche Vorgehensweise ist dabei, intern
die Signaturen mit in den Funktionsnamen zu integrieren. Beispielsweise ko¨nnen die zwei Methoden
m(int) und m(long) intern durch zwei Methoden m-int(int) und m-long(long)
”
simuliert“ werden.
U¨berladen ist im Zusammenhang mit higher-order Funktionen ebenfalls problematisch.
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Klassenmethoden-Lookup Auf Grund der einfachen Form der Mehrfachvererbung von
Klassen ist der Methodenlookup bei Klassen komplizierter als bei Familienmethoden, da
Klassenmethoden sowohl aus der (gleichnamigen Klasse in der) Superfamilie als auch
der Superklasse (in der gleichnamigen Familie) geerbt werden ko¨nnen. Dabei ist, a¨hnlich
dem Klassenlookup, eine weitgehende U¨bereinstimmung bei Feld- und Datenklassen zu
erkennen (abgesehen von der leicht unterschiedlichen Syntax).
Fam(Fam) = family Fam extends Fam′ {ClassF ClassD Meth1}
class CD extends CD
′ { Field Meth2 } ∈ ClassD
static? Type M(
−−→








Fam(Fam) = family Fam extends Fam′ {ClassF ClassD Meth1}
field class CF extends CF
′ { Meth2 } ∈ ClassF
static? Type M(
−−→








Fam(Fam) = family Fam extends Fam′ {ClassF ClassD Meth1}
class CD extends CD
′ { Field Meth2 } ∈ ClassD
static? Type M(
−−→
Type ~X) Mbody ∈ Meth2
Mbody = priority Prio;
prio1(Fam, CD,M) = Prio
(CD-Prio1)
Fam(Fam) = family Fam extends Fam′ {ClassF ClassD Meth1}
field class CF extends CF
′ { Meth2 } ∈ ClassF
static? Type M(
−−→
Type ~X) Mbody ∈ Meth2
Mbody = priority Prio;
prio1(Fam, CF ,M) = Prio
(CF -Prio1)
Abbildung 5.12.: Klassenmethoden-Lookup: Hilfsfunktionen
Abbildung 5.12 definiert zuna¨chst einige Hilfsfunktionen. method1(Fam, C,M) mit
C ∈ {CD, CF } liefert die Definition einer Feld- oder Datenklassenmethode, sofern sie
explizit (d. h. nicht vererbt) in der angegebenen Familie/Klasse definiert ist und un-
definiert (⊥) sonst. Die Funktion prio1(Fam, C,M) liefert die Priorita¨t einer Methode
Fam.C.M(), falls (explizit) definiert, undefiniert sonst.
89
5. Spezifikation des W2OM-Objektmodells
method1(Fam, C,M) = static? Type M(
−−→
Type ~X) Mbody




method1(Fam, C,M) = ⊥
Fam C Fam′
s(Fam, C,M) = family
method(Fam, C,M) = method(Fam′, C,M)
(M-Class-Superfamily)
method1(Fam, C,M) = ⊥
Fam.C C Fam.C ′
s(Fam, C,M) = class
method(Fam, C,M) = method(Fam, C ′,M)
(M-Class-Superclass)
method(Fam0, C,M) = ⊥
(M-Class-Family0)
method(Fam, C0,M) = ⊥
(M-Class-Class0)
Abbildung 5.13.: Daten- und Feldklassenmethoden-Lookup (C ∈ {CD, CF })
Die Funktionen fu¨r das Klassenmethoden-Lookup sind in Abbildung 5.13 zu sehen.
Dabei liefert method(Fam, C,M):
• die konkrete Definition von M , wenn M in Fam.C definiert ist (M-Class).








• undefiniert(⊥) bei Fam0 bzw. C0 (M-Class-Family0 bzw.M-Class-Class0).
Dabei setzt die Selektionsfunktion s die auf Seite 82 beschriebene Auflo¨sung von Mehr-
deutigkeiten um, wie in Abbildung 5.14 zu sehen. Sofern explizit Priorita¨ten gesetzt sind,
liefern (s-1) und (s-2) dementsprechend family bzw. class zuru¨ck. Wenn die Priorita¨t
nicht gesetzt ist und die Methodendefinition in der Superfamilie (bzw. -klasse)
”
na¨her“
ist, so wird family (bzw. class) zuru¨ckgegeben. Ist die Distanz gleich (s-5), so ist dies
ein Fehler.
90
5.2. Semantik des Objektmodells
Weiterhin ist in Abbildung 5.14 die Distanzfunktion zu sehen: Wenn eine Methode
explizit definiert ist, so ist die Distanz dist(Fam, C,M) gleich 0 (Dist-1). Ansonsten ist
die Distanz das Minimum der Distanzen der Methode in der Superfamilie und in der
Superklasse (Dist-2).
prio1(Fam, C, M) = class
s(Fam, C, M) = class
(s-1)
prio1(Fam, C, M) = family
s(Fam, C, M) = family
(s-2)
method1(Fam, C, M) = ⊥ prio1(Fam, C, M) = ⊥
Fam C Fam′ Fam.C C Fam.C ′
dist(Fam′, C, M)) < dist(Fam, C ′, M)
s(Fam, C, M) = family
(s-3)
method1(Fam, C, M) = ⊥ prio1(Fam, C, M) = ⊥
Fam C Fam′ Fam.C C Fam.C ′
dist(Fam′, C, M)) > dist(Fam, C ′, M)
s(Fam, C, M) = class
(s-4)
method1(Fam, C, M) = ⊥ prio1(Fam, C, M) = ⊥
Fam C Fam′ Fam.C C Fam.C ′
dist(Fam′, C, M)) = dist(Fam, C ′, M)
s(Fam, C, M) = Error
(s-5)
method1(Fam, C, M) = static? Type M(
−−→
Type ~X) Mbody
dist(Fam, C, M) = 0
(Dist-1)
method1(Fam, C, M) = ⊥
Fam C Fam′ Fam.C C Fam.C ′
dist(Fam, C, M) = min(dist(Fam′, C, M), dist(Fam, C ′, M)) + 1
(Dist-2)
Abbildung 5.14.: Selektionsfunktion s und Distanzfunktion dist
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Fam(Fam) = family Fam extends Fam′ {ClassF ClassD Meth1}
class CD extends CD
′ { Field Meth2 } ∈ ClassD
Type F ({ Meth3 })? ∈ Field
field1(Fam, CD, F ) = Type F ({ Meth3 })?
(Field1-1)
Fam(Fam) = family Fam extends Fam′ {ClassF ClassD Meth1}
class CD extends CD
′ { Field Meth2 } ∈ ClassD
Type F ({ Meth3 })? /∈ Field
field1(Fam, CD, F ) = ⊥
(Field1-2)
Abbildung 5.15.: Feld-Lookup (1)
Abbildung 5.15 zeigt die Feld-Lookup-Funktion field1(Fam, CD, F ), die analog zu der
method1-Funktion bei Methoden die konkrete Definition eines Feldes liefert, sofern dieses
explizit in Fam.CD definiert ist, und undefiniert(⊥) sonst.
Die Definition der Funktion field(Fam, CD, F ) ist in Abbildung 5.16 gezeigt. Es gilt:
Wenn das Feld explizit in Fam.CD definiert ist, wird dieses zuru¨ckgegeben (Field-1).
Sofern es nur interfamilia¨r oder nur interfamilia¨r vererbt wird, wird die jeweilige Defini-
tion zuru¨ckgegeben (Field-2 bzw. Field-3). Ist das Feld in beiden Klassen definiert und
die Definitionen (d. h. Typ und Methodendefinitionen) identisch, so wird diese zuru¨ck-
gegeben (Field-4), unterscheiden sie sich, so ist dies ein Fehler (Field-5). (Field-6) bis
(Field-8) schließlich liefern undefiniert zuru¨ck, wenn das Feld weder in Superfamilie noch
-klasse definiert ist bzw. fu¨r Fam0 und CD
0.
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field1(Fam, CD, F ) = Type F ({ Meth })?
field(Fam, CD, F ) = Type F ({ Meth })?
(Field-1)
field1(Fam, CD, F ) = ⊥
Fam C Fam′ Fam.CD C Fam.CD
′
field(Fam′, CD, F ) = Type F ({ Meth })?
field(Fam,CD
′, F ) = ⊥
field(Fam,CD, F ) = field(Fam′, CD, F )
(Field-2)
field1(Fam, CD, F ) = ⊥
Fam C Fam′ Fam.CD C Fam.CD
′
field(Fam′, CD, F ) = ⊥
field(Fam,CD
′, F ) = Type F ({ Meth })?
field(Fam,CD, F ) = field(Fam,CD
′, F )
(Field-3)
field1(Fam, CD, F ) = ⊥
Fam C Fam′ Fam.CD C Fam.CD
′
field(Fam′, CD, F ) = Type1 F ({ Meth1 })?
field(Fam,CD
′, F ) = Type2 F ({ Meth2 })?
Type1 = Type2 Meth1 = Meth2
field(Fam,CD, F ) = field(Fam′, CD, F )
(Field-4)
field1(Fam, CD, F ) = ⊥
Fam C Fam′ Fam.CD C Fam.CD
′
field(Fam′, CD, F ) = Type1 F ({ Meth1 })?
field(Fam,CD
′, F ) = Type2 F ({ Meth2 })?
Type1 6= Type2 ∨ Meth1 6= Meth2
field(Fam,CD, F ) = Error
(Field-5)
field1(Fam, CD, F ) = ⊥
Fam C Fam′ Fam.CD C Fam.CD
′
field(Fam′, CD, F ) = ⊥
field(Fam,CD
′, F ) = ⊥
field(Fam,CD, F ) = ⊥
(Field-6)
field(Fam0, CD, F ) = ⊥
(Field-7)
field(Fam,CD
0, F ) = ⊥
(Field-8)
Abbildung 5.16.: Feld-Lookup (2)
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6. Spezifikation der Sprache W2L
Dieses Kapitel bescha¨ftigt sich mit Ausdru¨cken, Methoden und dem Typsystem der
W2L-Sprache. Dabei stehen insbesondere die Aspekte des Modells im Vordergrund, die
(in dieser Form) nicht in bisherigen Ansa¨tzen bzw. Java vorhanden sind.1 Anhang A
illustriert verschiedene Aspekte von Modell und Sprache in einem
”
real world“-Beispiel.
6.1. Klassen und Objekte
Wie bereits in Abschnitt 5.2.1 erwa¨hnt, ko¨nnen Objekte prinzipiell auf zwei verschiedene
Arten instanziiert werden: Entweder als persistente Datenbankobjekte (s. Abschnitt 8.3)
oder als nicht persistente Hilfsobjekte. Die Instanziierung erfolgt u¨ber (statische) Kon-
struktoren, a¨hnlich wie in anderen objektorientierten Sprachen. Jede Klasse stellt hierbei
einen Default-Konstruktor zur Verfu¨gung, der denselben Namen wie die Klasse hat und
u¨berschrieben werden kann.
Der Default-Konstruktor von Feldklassen erwartet als Argument einen Wert des Typs,
den die Klasse erweitert. Da der Zustand von Feldobjekten in 1NF ist, ist die Default-
Konstruktormethode immer genau einstellig; andere Konstruktoren ko¨nnen andere Stel-
ligkeiten haben, wie im folgenden Beispiel zu sehen:
field class Euros extends Number {
static Euros Euros(Number); // Default-Konstruktor
static Euros eurosFromEurosCents(Number euros ,Number cents) {
Euros(euros + cents /100);
}








1Anmerkungen zur Notation in diesem Kapitel: A und B (bzw. <A> und <B>) bezeichnen Typvariablen,
C und D (Daten)klassen, f und g Funktionen.
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Die Klasse Euros definiert eine Feldklasse zur Arbeit mit Euro-Betra¨gen,
die von Number abgeleitet ist. Der Default-Konstruktor erwartet einen Euro-
Betrag als Number und gibt ein Euro-Objekt mit diesem Betrag zuru¨ck.
Die beiden Konstruktoren eurosFromEurosCents und eurosFromCents sind
selbstgeschriebene Konstruktoren, die ein Euro-Objekt aus unterschiedlichen
Eingaben erzeugen. Abschließend ist zu sehen, wie ein solches Euro-Objekt
instanziiert werden kann.
Die Stelligkeit der Default-Konstruktoren bei Datenklassen entspricht der Anzahl der
Felder (da der Zustand von Datenobjekten nicht in 1NF sein muss). Dabei gibt die
Reihenfolge der Felder die Reihenfolge der Argumente vor, wie im folgenden Beispiel




static Text(String title , XML body); // Default -Konstruktor
}
class C {
// Instanziierung eines Hilfsdatenobjektes
Text helpText=Text("Mein Titel",<p>body </p>);
}
A¨hnlich wie in anderen Sprachen gelten auch in der W2L Namenskonventionen. So
du¨rfen Familien-, Klassen-, Methoden- und Feldnamen alphanumerische Zeichen in Groß-
und Kleinschrift sowie _ enthalten. Dabei sollen Familien- und Klassennamen groß und
Instanz- sowie Methodennamen klein geschrieben werden.
6.2. Typsystem
Aus den in Kapitel 4 geschilderten Gru¨nden ist das Typsystem weitestgehend statisch
modelliert, d. h. die Typ-Konformita¨t wird, soweit mo¨glich, zur U¨bersetzungszeit gepru¨ft.
Abschnitt 6.2.3 bescha¨ftigt sich mit Schwierigkeiten hinsichtlich dynamischer Typen.
6.2.1. Datentypen
A¨hnlich wie in anderen objektorientierten Programmiersprachen definieren (Daten- und
Feld-) Klassen in W2L neue Datentypen, Subklassen sind auch Subtypen. Prinzipiell
sind alle Datentypen Feld- oder Datenklassen, insbesondere sind auch die nachfolgend
aufgefu¨hrten Basisdatentypen spezielle vordefinierte Feldklassen. Jedes Feldobjekt kann
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entweder als Objekt (zur Darstellung) oder als einfacher Datentyp (zum
”
Rechnen“) an-
gesprochen werden; somit entfa¨llt der Umstand, die Typen umzuwandeln (sog.
”
Autobo-
xing“, u. a. in Java seit Version 5 vorhanden). Die W2L stellt folgende Basisdatentypen
und Konstanten zur Verfu¨gung:
• Boolean: Wahrheitswert (true oder false)
• String: Zeichenkette, umschlossen von ".
Beispiel: "Test"
• Number: Zahlen, sowohl ganze als auch Fließkommazahlen2 .
Beispiele: -3, 42, 3.141, -0.007.
• Date: Datum im ISO 8601-Format jjjjmmtt
• Time: Zeit im ISO 8601-Format hh:mm:ss
Eine Sonderstellung nimmt in der W2L der Datentyp XML fu¨r wohlgeformte XML-
Fragmente (s. Definition auf Seite 12) ein. Felder dieses Typs ko¨nnen beliebige XML-
Fragmente aufnehmen, welche statisch u¨berpru¨ft werden, so dass eine Wohlgeformtheit
bereits zur U¨bersetzungszeit garantiert werden kann. Nachfolgend einige Beispiele:
1 XML test1=<a/>;
2 XML test2=<a>test </a>;
3 XML test3=<a>noch ein <b>test </b></a>;
4 XML test4=<a>test </a><b>test </b>;
5
6 XML test5=<a>statischer Typfehler </b>;
7
8 String test6 = "foo";
9 XML test7 = "foo";
10
11 XML test8="<a>test </b>"; // wird escaped zu:
12 XML test8="&lt;a&gt;test&lt;/b&gt;";
Zeilen 1 bis 4 definieren
”
normale“ wohlgeformte XML-Daten, wobei test4
zwar ein XML-Fragment, aber kein XML-Dokument darstellt (da mehr als ein
Wurzelelement existiert). test5 wu¨rde vom Compiler zur U¨bersetzungszeit
als Typfehler erkannt werden, da Start-Tag und End-Tag nicht u¨bereinstim-
men. Wa¨hrend test6 vom Typ String ist, ist test7 ein XML-Textknoten.
Beachte: test8 wird (bedingt durch die Anfu¨hrungszeichen) ein String und
damit ein Textknoten zugewiesen, so dass der Compiler dies zu der Zeichen-
kette in Zeile 12
”
escaped“.
2Realisiert als double oder infinite precision Zahl.
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Listen enthalten Werte desselben Typs3. Die einzelnen Listenelemente werden u¨ber
Ausdru¨cke spezifiziert; eine Liste definiert wiederum selbst einen neuen Datentyp. Die
Syntax der Deklaration von Listen lautet (n ≥ 0):
list(<Listentyp >) <Listenname > = [ <Expr1 >, ..., <Exprn > ];
Der Zugriff auf Listenelemente erfolgt u¨ber die Syntax <Listenname>[<Index>] mit
<Index>≥ 0. Beispiele:
list(XML) xmllist = [ <a/>, test , <b>...</b>, gettitle() ]
list(list(Number )) listlist = [[3+4], [] , [ -3 , 99]];
Dabei ist xmllist[0] = <a/>, listlist[2] = [-3, 99] und listlist[0][0] = 7.
Folgende Builtin-Funktionen ko¨nnen auf Listen angewandt werden:
• <A> nth(Number n, list(<A>) l): liefert das n-te Element der Liste l zuru¨ck.
• Number length(list(<A>) l): liefert die La¨nge der Liste l zuru¨ck.
• nil: liefert eine leere Liste zuru¨ck.
• list(<A>) cons(<A> head, list(<A>) tail): liefert ein neues Listenobjekt mit
Kopfelement head und Restliste tail zuru¨ck.
6.2.2. Statische Variablenbindungen
Die W2L verwendet den in der funktionalen Programmierung u¨blichen Mechanismus
der Variablenbindung, d. h. Variablen werden bei der Deklaration einmalig an Wer-
te gebunden und ko¨nnen nicht mehr vera¨ndert werden (Analog zur Mathematik:
”
Sei
y = f(x)“ oder
”
Sei z = 3“). Zuweisungen im Sinne von imperativen Sprachen exi-
stieren demnach nicht. Syntaktisch wurde allerdings die Form der Initializer in Ja-
va gewa¨hlt, d. h. type var = expr; – alle drei Angaben sind erforderlich. Beispiele:
Number x=3; XML y=<a/>; String z=maketitle("test");
Derartig statisch in Klassen gebundene Variablen werden ebenfalls entlang der Familien-
und/oder Klassenhierarchie vererbt; dabei wird derselbe Priorisierungsalgorithmus wie
bei Methoden (s. Abschnitt 5.2.1) angewendet, Syntax-Beispiel:
class C { Number pi = 3.1415 priority family ; }
3Abschnitt 6.6 spezifiziert eine daru¨ber hinausgehende Erweiterung dieses Ansatzes.
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6.2.3. Dynamische Aspekte des Typsystems und Casting
Wie bereits erla¨utert, ist das Typsystem weitgehend statisch, jedoch sind einige Aspekte
nur dynamisch typisierbar. Ein Beispiel ist eine Schleife u¨ber alle Kindobjekte eines Ob-
jekts, die ja Instanzen unterschiedlicher (Daten-)Klassen sein ko¨nnen und deren Typ sta-
tisch nicht bestimmt werden kann. Aus eben diesen Gru¨nden existiert auch die Mo¨glich-
keit, Objekte dynamisch zu konvertieren (Casting – s. Abschnitt 2.3.5). Die Syntax ist
hierbei dieselbe wie in Java. Ohne einen Cast ko¨nnen nur Methoden der DataNode-Klasse
verwendet werden. Beispiel:
((Text) child).showheadline(); – Cast der Instanz child nach Text.
Wie in Java kann mit dem Operator instanceof die Klasse eines Objekts u¨berpru¨ft
werden, dabei liefert
Boolean obj instanceof Class
true, wenn obj eine Instanz der Klasse Class ist und false sonst.
Beispiel:
Text t = new Text();





Da Objekt t eine Instanz der Klasse Text ist, wird Teil a des if-Konstrukts
ausgewertet.
6.3. Methoden
Wie bereits erla¨utert, sind Methoden in W2L immer Funktionen. Daru¨ber hinaus sind
Funktionen auch funktionale Objekte, d. h. eine Methode f kann entweder u¨ber f(x)
oder aber u¨ber f.apply(x) aufgerufen werden. Wie in Abschnitt 5.1 spezifiziert, ko¨nnen
Methoden statisch oder dynamisch sein. Die Syntax von Methoden lautet (vgl. Abbil-
dung 5.1 auf Seite 77):
Methode Meth ::= static? Type M(
−−→
Type ~X) Mbody
Methoden sind n-stellige Funktionen (n ≥ 0) mit einem Ru¨ckgabewert. Der Methoden-
rumpf besteht aus einer Liste von Ausdru¨cken (bzw. einer Priorita¨tsangabe, s. Kapitel 5).
Da (dynamische) Methoden immer an ein Objekt gebunden sind (Auswertungskontext),
kann man sie auch als n+1-stellige Funktion mit dem zugeho¨rigen Objekt als Parameter
auffassen.
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Eine Besonderheit gegenu¨ber Java ist, dass keine expliziten return-Anweisungen no¨tig
sind; zuru¨ckgegeben wird immer der Wert der Berechnung. Existieren mehrere Aus-
dru¨cke, so werden diese im Falle von Strings und XML konkateniert zuru¨ckgegeben, bei
anderen Datentypen ist dies ein Fehler.
Bedingt durch das funktionale Paradigma existieren keine Ausgabefunktionen (wie
print()-Anweisungen), da diese einen Seiteneffekt bedeuten wu¨rden. Stattdessen wird
der Ru¨ckgabewert der zuerst aufgerufenen Methode an die Ausgabekomponente (s. Ab-
schnitt 8.4) u¨bergeben und von dieser ausgegeben.
Methoden ohne Ru¨ckgabetyp, wie z. B. in Java durch void deklariert, machen in
W2L keinen Sinn, weil in Methoden keine (direkte) Ausgabe erfolgen kann und Methoden
den Zustand von Objekten nicht vera¨ndern ko¨nnen. Daher muss in W2L immer ein
Ru¨ckgabetyp angegeben werden. Wie in Java bezeichnet das Schlu¨sselwort this das
aktuelle Objekt. Beispiel:
1 Number fac1(Number n) {
2 if (n <= 1) {
3 1;
4 } else {
5 Number k = n - 1;
6 n * fac1(k);
7 }
8 }
Hier wird der Wert des if-Ausdrucks, also entweder in Zeile 3 der Wert 1
oder in Zeile 6 das Ergebnis von n * fac1(k) zuru¨ckgegeben.
6.3.1. Builtin-Funktionen und Bibliotheken
Auf Datenobjekten ko¨nnen folgende Builtin-Funktionen aufgerufen werden, um Objekte
aus dem Instanzenbaum zu erhalten (in Anlehnung an verschiedene DOM-Funktionen):
• list(DataNode) getChildren(): liefert eine Liste aller Kindobjekte.
• DataNode getParent(): liefert das Vaterobjekt (falls vorhanden).
• DataNode getFirstChild(): liefert das erste Kindobjekt (falls vorhanden).
• DataNode getNextSibling(): liefert das na¨chste Geschwisterobjekt (falls vorhan-
den).
• DataNode getPreviousSibling(DataNode node): liefert das vorhergehende Ge-
schwisterobjekt (falls vorhanden).
• DataNode getObject(Number ID): liefert das Objekt mit der ID ID
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• list(Field) getFields(): liefert eine Liste aller Feldobjekte.
Daru¨ber hinaus stehen in der konkreten Implementierung verschiedene Bibliotheken
bereit, die die Arbeit mit dem System komfortabler machen; als Beispiel seien hier String-
und Datumverarbeitungsfunktionen sowie arithmetische Funktionen und Sortierfunktio-
nen auf Listen genannt.
6.3.2. Higher-order Funktionen
In einem ersten Ansatz sind die folgenden higher-order Funktionen in der W2L vordefi-
niert, eine in Abschnitt 6.6.3 vorgestellte Erweiterung ermo¨glicht es, eigene higher-order
Funktionen zu definieren.
• map :: (A -> B) -> [A] -> [B]:
wendet eine Funktion auf jedes Element einer Liste an.
Syntax:
<B> f(<A> arg) = ...;
list(<B>) map(f, list(<A>));
Beispiel:




5 list(Number) test = [1,2,3,4,5]; // erzeugen einer Liste
6
7 list(Number) test2 = map(f, test); // f auf Liste anwenden
8
9 // Ergebnis: test2=[2,3,4,5,6]
In diesem Beispiel wird zuna¨chst eine Funktion f(i) definiert, die i+1 zuru¨ckgibt. In
Zeile 5 wird eine Liste von ganzen Zahlen erzeugt und in Zeile 7 wird die Funktion
f auf jedes Element der Liste angewendet.
• filter :: (A -> Boolean) -> [A] -> [A]:
selektiert die Elemente aus einer Liste, die einen gegebenen Ausdruck erfu¨llen.
Syntax:
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Boolean f(Number i) {
i>3;
}
list(Number ) test = [1,2,3,4,5]; // erzeugen einer Liste
list(Number ) test2 = filter(f, test); // f auf Liste anwenden
// Ergebnis: test2=[4,5]
• foldl :: (B -> A -> B) -> B -> [A] -> B und
foldr :: (A -> B -> B) -> B -> [A] -> B:
Faltung – wendet eine Funktion f links- bzw. rechtsassoziativ auf aufeinanderfol-
gende Listenelemente an, beginnend mit einem Startelement.
Syntax:
<B> f(<B> arg1 , <A> arg2) = ...;
<B> foldl(f, <B> start , list(<A>));
Dabei gilt:
foldl(f, x, []) = x
foldl(f, x, [l1 , ... , ln]) = foldl(f, f(x,l1), [l2 , ... , ln])
6.4. Kontrollstrukturen
Die W2L stellt die Kontrollstrukturen if, switch und for zur Verfu¨gung, while-Schleifen
ko¨nnen u¨ber Rekursion simuliert werden. Obwohl diese auf den ersten Blick imperativen
(Anweisungs-)Charakter zu haben scheinen, ko¨nnen (und werden) sie jedoch als rein
funktionale Zuordnungsvorschrift gesehen, wie im Folgenden gezeigt .
if stellt eine bedingte Auswertung dar und ist eine Funktion if(Boolean, A,A) → A.
Die konkrete W2L-Syntax lautet:















Wenn das Feld field definiert ist, wird dessen view()-Methode ausgewertet,
ansonsten wird der Text ’undefiniert’ zuru¨ckgegeben.




, A) → A definiert.
Die konkrete W2L-Syntax lautet:
switch (<expression1 >) {
case <expression2a >: <expression2b >




Anmerkung: Im Unterschied zu Java existiert kein explizites break, d. h. in W2L wird
immer genau ein Fall ausgewertet. Daru¨ber hinaus ist die Angabe des default-Ausdrucks
obligatorisch.
for iteriert u¨ber eine Liste und konkateniert die Ergebnisse (die Verwendung macht
demnach nur bei den Ru¨ckgabetypen string und xml Sinn). Der Typausdruck ist
for(list(A)) → String,XML
Die konkrete W2L-Syntax lautet:
for (<var > : <list >) { }
var ist dabei die Schleifenvariable.
Beispiel:
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6.5. Verwendung in Templates
Die W2L kann auch im Sinne einer Templatesprache (vgl. Abschnitt 3.1.1) verwendet
werden, wobei die geschweiften Klammern {} als Quote/Antiquote-Zeichen dienen. Bei-
spiel:
1 ...
2 <head >{title}</head >
3
4 <body >{if (body.isdefined()) {
5 body.view()
6 } else {




In Zeile 2 wird im <head>-Element der Inhalt des title-Felds ausgegeben.
In den Zeilen 4 bis 8 steht ein la¨ngeres if-Konstrukt innerhalb des body-
Elements.
6.6. Mo¨gliche Erweiterungen des Klassen- und Typsystems
6.6.1. Parametrische Polymorphie und Typgenerizita¨t
A¨hnlich wie Generics in Java 1.5 oder Templates in C++ ko¨nnten in einer Erweiterung
der W2L generische Klassen definiert werden, bei der, in Anlehnung an Java, die Typ-
variablen in spitzen Klammern geschrieben werden. Mithilfe dieser generischen Klassen
ko¨nnen die Feldklassen/typen elegant definiert werden, wie das folgende Beispiel zeigt.
Beispiel:
1 field class Field <A> {
2 A value;
3 A get() { value; }
4 }
5
6 field class Number extends Field <Number > { ... }
Eine Feldklasse wird als generische Klasse mit formalem Typparameter A





6.6. Mo¨gliche Erweiterungen des Klassen- und Typsystems
6.6.2. Algebraische Klassen
Bislang wurde unterschieden zwischen Feldklassen mit Zustand in erster Normalform,
mit denen auch direkt arithmetische Operationen ausgefu¨hrt werden ko¨nnen, und Daten-
klassen, die komplexen Zustand haben ko¨nnen, mit denen aber nicht
”
gerechnet“ werden
kann. Eine Erweiterung dieses Modells sind so genannte algebraische Klassen, die kom-
plexen Zustand haben ko¨nnen und die algebraische Konstruktoren haben. (Sinnvolle)
Beispiele fu¨r deren Verwendung sind ein Datentyp Pair oder Hashmaps; zudem ko¨nnen
Listen eleganter als in Abschnitt 6.2.1 beschrieben implementiert werden.
6.6.3. Definition von higher-order Funktionen
Wie weiter oben bereits erwa¨hnt, ist es in einer Erweiterung des Modells mo¨glich, eige-
ne higher-order Funktionen zu definieren. Die Syntax lehnt an Higher-Order Java4 an.
Beispiel:
<A,B> List <B> map(Fun <A,B> f, List <A> xs) {
List <B>.cons(f.apply(xs.head()), map(f, xs.tail()))
}
Die higher-order Funktion map mit Typvariablen A und B erwartet als erstes
Argument eine Funktion (genauer: ein funktionales Objekt) f :: A -> B
und eine Liste xs vom Typ A und liefert eine Liste vom Typ B zuru¨ck. Im
Methodenrumpf wird rekursiv die Ergebnisliste zusammengesetzt, indem f
zuna¨chst auf das Kopfelement von xs und map rekursiv auf die Restliste
angewendet wird und beide Ergebnisse mit dem Cons-Konstruktor zu einer
neuen Liste (vom Typ B) zusammengesetzt werden.
4http://www.cs.chalmers.se/~bringert/hoj/
105
6. Spezifikation der Sprache W2L
106
7. Diskussion verwandter Arbeiten und
Technologien
In diesem Kapitel werden Arbeiten, die Beru¨hrungspunkte bzw. U¨berlappungen mit
den Themengebieten der vorliegenden Arbeit haben, vorgestellt und miteinander ver-
glichen. Wie bereits in Kapitel 1 ausgefu¨hrt, ist die vorliegende Arbeit in der Schnitt-
menge mehrerer Forschungsgebiete angesiedelt, so dass bei den verwandten Arbeiten
verschiedene Sichtweisen auf bzw. Herangehensweisen an die Problematik denkbar sind:
Zuna¨chst werden Datenbanksysteme mit eventuellen Erweiterungen (Abschnitt 7.1) so-
wie XML-basierten Ansa¨tzen (Abschnitt 7.2) untersucht. Daran schließt eine Betrach-
tung von Programmiersprachen im Kontext semistrukturierter Daten (Abschnitt 7.3)
sowie von erweiterten Vererbungskonzepten (Abschnitt 7.4) an. Die jeweiligen Ansa¨tze
werden dabei in Hinblick auf die in Kapitel 4 erarbeiteten Kernkonzepte eines geeigneten
Datenmodells (wie Objektorientierung, funktionale Methoden oder Vererbungskonzepte)
untersucht und diskutiert. Wie bereits in Kapitel 4 erla¨utert, sind einige dieser existieren-
den Konzepte theoretisch entsprechend erweiterbar, um die meisten Anforderungen bzw.
Wu¨nsche an ein Modell/System zu erfu¨llen, jedoch sind diese dann entweder umsta¨ndlich
in der Anwendung oder das eigentliche System ist als solches nicht mehr zu erkennen.
7.1. Datenbanken und Erweiterungen
Datenbanken sind als Backend, d. h. zur persistenten Speicherung der Daten eines CMS,
gut geeignet (wobei hier in der Regel ein geeignetes Mapping des CMS-Datenmodells auf
das Datenbank-Datenmodell gefunden werden muss; s. hierzu auch Abschnitt 8.2). Fu¨r
den Einsatz im Rahmen eines CMS sind jedoch noch weitere Komponenten no¨tig, da Da-
tenbanken eben prima¨r zur Speicherung und nicht auf die Publikation/Aufbereitung von
Daten ausgelegt sind. Auch ist der Ansatz, beispielsweise SQL innerhalb von Templates
zur Publikation zu verwenden, nicht zufrieden stellend, da SQL zum einen keinen diszi-
plinierten Zugriff bezu¨glich eines ho¨heren Datenmodells (ER, OO) zula¨sst, zum anderen
zu wenig Kontrollstrukturen bietet und nicht berechnungsuniversell ist. Zudem sind Ver-
erbung oder die hierarchische Struktur von Websites in relationalen Datenbanken nur
umsta¨ndlich abbildbar (vgl. Kapitel 3.4.1). Aktuelle objektorientierte und objektrela-
tionale Datenbanksysteme (z. B. Oracle) vereinen zwar verschiedene geeignete Ansa¨tze
wie Klassen und Vererbung, Hierarchie und Methoden (Stored Procedures), sind aber
in Hinblick auf die Publikation der Daten und ein u¨ber normale Vererbung hinausge-
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hendes Konzept (fu¨r sich alleine gesehen) unzureichend. Hinzu kommt, dass Vererbung
und Hierarchien das Mapping in objektrelationalen Datenbanksystemen verkomplizie-




Eine im Vorfeld der vorliegenden Arbeit durchgefu¨hrte Untersuchung ga¨ngiger XML-
Schemasprachen lieferte die bereits in Kapitel 4 beschriebene Erkenntnis, dass XML
alleine in verschiedenen Hinsichten unzureichend fu¨r die Datenmodellierung im CMS-
Kontext ist. Im Folgenden werden die Ergebnisse dieser Voruntersuchung (im Hinblick
auf die identifizierten Anforderungen) kurz vorgestellt.
Die Document Type Definition (DTD) wurde schon in den 1970er Jahren fu¨r die in
erster Linie dokumentenzentriert eingesetzte SGML (s. Abschnitt 2.2.1) entwickelt und
war bzw. ist die einzige Schemasprache fu¨r SGML. Fu¨r XML wurde eine vereinfachte
Version der DTDs entwickelt, welche auch in der XML 1.0-Spezifikation1 enthalten ist.
DTDs sind, bedingt durch ihre SGML-Herkunft, gut fu¨r dokumentenzentrierte Nut-
zung von Dokumenten geeignet und durch ihre Einfachheit sowie die Verwendung der
BNF (Backus-Naur-Form)-Notation gut fu¨r menschliche Leser versta¨ndlich. Vor allem
im Bereich der datenzentrierten Nutzung zeigen sich jedoch einige Schwa¨chen, welche in
anderen Schemasprachen, deren Entwicklung bereits fru¨hzeitig begann, vermieden wer-
den sollten. Diese Schwa¨chen der DTD bestehen vor allem in den folgenden Aspekten:
• Sie besitzen kein Typsystem, sa¨mtliche Daten sind Zeichenketten (Strings), mit
Ausnahme von ID-Typen.
• Sie haben keine XML-Syntax, sowohl Benutzer als auch Programme mu¨ssen dem-
nach eine von XML unterschiedliche Syntax verstehen ko¨nnen.
• Sie unterstu¨tzen keine XML-Namespaces.
In Bezug auf objektorientierte Konzepte la¨sst sich sagen, dass man Elemente kom-
plexen Inhalts insofern als Klasse ansehen kann, als dass sie gleichartige Entita¨ten be-
schreiben, ein daru¨ber hinaus gehendes Klassenkonzept existiert jedoch nicht. Da alle
Elemente auf der oberste Ebene stehen, ist eine Kapselung im eigentlichen Sinne nicht
vorhanden, ebenso kein Information-Hiding. Weitere objektorientierte Konzepte wie bei-




Das W3C hat in den Jahren 1998 und 1999 verschiedene Entwu¨rfe fu¨r XML-Schema-
sprachen vorgeschlagen (XML-Data2, XML-Data reduced3, Document Content Descrip-
tion (DCD4) , Schema for Object-oriented XML (SOX5) und Document Definition Mar-
kup Language (DDML6)), deren Hauptkonzepte dann spa¨ter in XML Schema mu¨nde-
ten. Hauptmotivation war es, eine flexible Schemasprache ohne die Schwa¨chen der DTD
zu entwerfen. Die wesentlichen Konzepte sind demnach ein umfangreiches Typsystem
mit objektorientierten Konzepten, ein Modulkonzept sowie die Eigenschaft, dass XML
Schemata selbst in XML-Syntax formuliert sind, also mit einem XML-Parser auf Wohl-
geformtheit u¨berpru¨ft werden ko¨nnen.
Ein Klassensystem im objektorientierten Sinne existiert nicht, am na¨chsten kommen
komplexe Typen/Elemente, die beispielsweise eine einfache Form von Vererbung un-
terstu¨tzen. Durch das
”
Schachteln“ der Definitionen ko¨nnen Elemente bzw. Attribute in
andere Elemente gekapselt werden, ein
”
Verstecken“ im Sinne des Information-Hiding
ist nicht mo¨glich. Methoden oder Polymorphie sind nicht vorhanden. Eine detaillierte
Analyse dieser Konzepte ist in [Mal02] zu finden.
Ausgangspunkt fu¨r RELAX (REgular LAnguage description for XML) [Rel00] war
der grammatikbasierte Ansatz der DTDs. Die Hauptideen von RELAX sind zum einen
eine solide mathematische Grundlage (
”
hedge automaton theory“, [Mur00]) sowie die
Vereinfachung der XML Schema Syntax: (
”
Tired of complicated specifications? You just
RELAX !“) RELAX definiert keine Datentypen, stattdessen werden die XML Schema
Datentypen unterstu¨tzt.
TREX erweitert das in XDuce (s. Abschnitt 7.3.2) eingefu¨hrte Typsystem mit einigen
zusa¨tzlichen Merkmalen zu einer Schemasprache. Grundlage sind zum einen Ba¨ume und
zum anderen regula¨re Ausdru¨cke; dabei wurde auch auf eine fu¨r menschliche Leser gut
versta¨ndliche Syntax geachtet.
RELAX NG vereint die wichtigsten Konzepte von RELAX und TREX. Die Sprache
hat sowohl eine XML- als auch eine (alternative) kompakte nicht-XML-Syntax. Daru¨ber
hinaus werden Elemente und Attribute im Wesentlichen gleich behandelt, zudem ko¨nnen
XML Schema Datentypen verwenden werden
Da die Konzepte von DTDs nur im Hinblick auf Datentypen, Namespaces und syntak-
tische Aspekte erweitert wurden, sind die objektorientierten Konzepte in RELAX NG
prinzipiell identisch zu denen der DTDs und somit fu¨r die im Rahmen der vorliegenden
Arbeit identifizierten Anforderungen weniger geeignet.
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eben beschriebenen Schemasprachen zumindest in Teilen zu u¨berwinden.
7.2.2. XML++:
Jamil und Modica stellen in [JM02a] und [JM02b] einen Ansatz vor, objektorientierte
Konzepte wie Vererbung mit einem klassena¨hnlichen Konzept in semistrukturierte Daten
bzw. XML zu integrieren. Die
”
Klassen“ sind jedoch keine richtigen Klassen im Sinne
der OO, sondern eigentlich Instanzen, die dann als Schablone bzw. Prototyp verwen-
det und spezialisiert werden ko¨nnen. Die Architektur von XML++ zielt darauf ab, aus
verschiedenen XML++-Dokumenten zuna¨chst ein XML-Dokument und daraus dann
u¨ber ein XSLT-Stylesheet eine Webseite zu generieren. Hierzu wird lediglich das XML-
Datenmodell um ein einfaches Vererbungs- bzw. Aggregationsmodell erweitert. XML++
ist ungetypt. Es folgt eine Analyse der objektorientierten Konzepte:
Klassenkonzept: Wie bereits beschrieben, wird nicht zwischen Klassen und Instanzen
unterschieden, da Instanzen lediglich u¨ber die Default-Werte der Klassendefinitio-
nen definiert sind.
(Mehrfach-)Vererbung: Vererbung (auch Mehrfach-) ist auf Ebene der Daten mo¨glich,
wobei auf Grund des unzureichenden Klassenkonzepts eher Delegation (d. h. Verer-
bung auf Instanzenebene, s. Abschnitt 2.3.4) vorliegt. Bei der Mehrfachvererbung
eventuell auftretende Konflikte werden insofern aufgelo¨st, als dass die Reihenfolge,
in der die Vaterklassen spezifiziert wurden, beru¨cksichtigt wird.
Verhalten: Verhalten wird z. T. unterstu¨tzt. Methoden einer Hostsprache (momentan
nur Java, andere Sprachen sind vorgesehen) ko¨nnen in einem XML-Dokument auf-
gerufen werden. Die Methoden ko¨nnen die XML++-Elemente bzw. Dokumente
nicht vera¨ndern, sind in dieser Hinsicht also seiteneffektfrei. Lesend kann u¨ber
XPath-Ausdru¨cke auf das XML++-Dokument zugegriffen werden. Methoden wer-
den extern, d. h. außerhalb der eigentlich Klassen/Instanzen definiert, zudem gibt
es keine Mo¨glichkeit der Vererbung oder Polymorphie bei Methoden.
Kapselung und Information-Hiding: Daten ko¨nnen in Klassen gekapselt werden, wobei
durch die getrennte Definition der Methoden kein Verhalten, sondern nur der Zu-
stand von Klassen bzw. Objekten definiert werden kann. Information-Hiding ist
nicht vorgesehen.
Polymorphie: Polymorphie sowie erweiterte Vererbungskonzepte wie Familienpolymor-
phie sind nicht vorhanden.
Zudem wird ein dokumentenzentrierter Ansatz verfolgt, da immer nur ein Dokument
(Datei)
”
bearbeitet“ wird, aus der nicht auf andere Daten bzw. Dokumente zugegriffen
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werden kann, was beispielsweise die Generierung einer Navigationsleiste o. a¨. unmo¨glich
macht.
Aus diesen Gru¨nden ist XML++ fu¨r die Verwendung im in Kapitel 4 beschriebenen
Kontext nicht sinnvoll, da viele Anforderungen nicht bzw. nur sehr umsta¨ndlich umge-
setzt werden ko¨nnten.
7.2.3. WebComposition Markup Language
Gellersen und Gaedke stellen in [GG99] und [GSG00] die WebComposition Markup
Language (WCML) vor, die einige Parallelen zu XML++ aufweist. So wird auch hier
versucht, in XML-Instanzen ein klassena¨hnliches Konzept mit Vererbung zu integrie-
ren, wobei eben keine
”
richtige“ Vererbung, sondern nur Delegation/Prototyping unter
Instanzen mo¨glich ist. Erweiterte Vererbungskonzepte wie Familienpolymorphie fehlen
ebenso wie Verhalten oder ein Typsystem. Auch hier liegt der Fokus auf (dokumenten-
zentrierter) Publikation, zudem ist auch dieser Ansatz nicht weiterverfolgt worden, so
dass außer einigen wenigen Vero¨ffentlichungen keine weiteren Informationen, z. B. u¨ber
implementierte Prototypen, vorhanden sind.
7.2.4. Object Oriented XML (OOXML):
Das in [Sil98] vorgestellte Konzept von OOXML schneidet einige gute Ansa¨tze in Rich-
tung Objektorientierung an; allerdings wurde das Projekt offenbar nicht weiter verfolgt,
so dass außer einem kurzen Konzeptpapier von 1998 nicht mehr Informationen vorhan-
den sind. Im Rahmen dieses Papiers wird erwa¨hnt, dass XML-Elemente Klassen definie-
ren, Methoden innerhalb von XML-Dokumenten in Lisp spezifiziert werden ko¨nnen und
(Einfach-)Vererbung mo¨glich ist.
7.2.5. XML-basierte Ansa¨tze: Fazit
Zusammenfassend la¨sst sich sagen, dass kein XML-basierter Ansatz die Anforderungen
fu¨r ein komplexes, objektorientiertes Datenmodell erfu¨llt. Zum Teil sind einige Ansa¨tze
erkennbar, die aber z. B. weitergehende Vererbungsansa¨tze wie beispielsweise Familien-
polymorphie nicht unterstu¨tzen. Erkla¨rbar ist das z. B. damit, dass die meisten Schema-
sprachen mehr den dokumenten- und weniger den datenorientierten Ansatz verfolgen.
XML++ verfu¨gt noch u¨ber die vielversprechendsten Ansa¨tze in Richtung Objektorien-
tierung, ist aber auf Grund der Vermischung von Klassen und Instanzen, der fehlenden
(Familien-)Polymorphie sowie der Dokumentenzentrierung fu¨r die vorliegende Arbeit
ebenfalls nicht geeignet.
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7.3. Programmiersprachen und Erweiterungen
In diesem Abschnitt werden verschiedene Konzepte und Programmiersprachen vorge-
stellt, die (u. a.) zur Verarbeitung von semistrukturierten Daten entwickelt wurden. Da
bereits ausgefu¨hrt wurde, dass funktionale Sprachen besonders gut fu¨r diesen Zweck ge-
eignet sind, stehen eben diese Sprachen hier im Vordergrund. Dabei werden die Sprachen
anhand der beiden folgenden Kategorien gruppiert (vgl. [vDKV00]):
General purpose language (GPL) bezeichnet eine Programmiersprache wie Java oder
C++, die fu¨r viele Anwendungen einsetzbar ist. Fu¨r eine bestimmte Anwendung
ko¨nnen dann entweder zusa¨tzliche Bibliotheken (auch: APIs) oder aber Data bin-
dings, d. h. Abbildungen der Anwendungsdaten auf Datenstrukturen der jeweiligen
GPL, implementiert werden.
Domain specific language (DSL) ist eine speziell auf eine Anwendung bzw. einen Pro-
blembereich konzipierte Sprache. Man unterscheidet hier eigensta¨ndige (stand-
alone), d. h. vollsta¨ndig neu entworfene Sprachen, und eingebettete (embedded)
DSLs. Embedded DSLs sind als
”
Kompromiss“ zwischen GPLs und DSLs anzuse-
hen; hierbei werden spezielle doma¨nenspezifische Datentypen und ggf. syntaktische
Konstrukte in eine GPL
”
eingebettet“. Der Vorteil bei diesem Ansatz ist, dass auf
eine bestehende GPL und deren Compiler zuru¨ckgegriffen werden kann. Auf der
anderen Seite erlauben nicht alle Sprachen derartige Erweiterungen, zudem ist
diese Lo¨sung ggf. nicht optimal in Hinblick auf Performanz (da zwei verschiede-
ne Sprachen ausgefu¨hrt werden mu¨ssen) bzw. die Bedienbarkeit durch Nutzer (da
z. B. bei Fehlermeldungen nicht unbedingt direkt ersichtlich ist, ob diese von der
eingebetteten oder der einbettenden Sprache kommen).
Der Vorteil von DSLs gegenu¨ber GPLs ist, dass die vorhandenen Datenstrukturen sehr
effizient und intuitiv in der Sprache abgebildet/eingebettet werden ko¨nnen, wa¨hrend bei
GPLs dazu spezielle Konstrukte vonno¨ten sind. Im Falle von GPLs in Verbindung mit
semistrukturierten Daten und XML kann auch die Typisierung der Daten problematisch
sein: werden diese z. B. aus Strings zusammengesetzt, ko¨nnen leicht Dokumente erzeugt
werden, die nicht wohlgeformt sind, wie das folgende Beispiel in Java zeigt:
String xmlresult = "<name >"+variable+"</test >";
Diese Problematik kann beim geschickten Design einer DSL umgangen werden. Des Wei-
teren ko¨nnen in DSLs ggf. Kontrollstrukturen speziell auf die Anwendung
”
zugeschnit-
ten“ werden. Ein Vorteil von GPLs ist hingegen, dass bestehende und somit bekannte
und bewa¨hrte Sprachen eingesetzt werden ko¨nnen.
In den folgenden Abschnitten werden existierende Sprachen, die im Kontext dieser
Arbeit von Interesse sind, kurz beschrieben. Weitere Details sind u. a. in [GJS05], [MS05]
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und [KMS04] zu finden. Anzumerken ist, dass der U¨bergang zwischen GPL und DSL z. T.
fließend ist, mitunter haben sich einige Sprachen durch konstante Weiterentwicklungen
von urspru¨nglichen DSLs zu GPLs entwickelt.
7.3.1. GPL – Bibliotheken und Data Bindings
Die beiden bekanntesten Vertreter von APIs/Bibliotheken fu¨r XML sind SAX (Simple
API for XML7) und DOM (Document Object Model8), welche beide nur die Interfa-
ces definieren, die dann in verschiedenen Sprachen implementiert werden ko¨nnen bzw.
worden sind.
DOM arbeitet baumbasiert, d. h. ein (XML-)Dokument wird beim Parsen in eine
Baumstruktur eingelesen, welche dann traversiert werden kann. Hierbei muss zuna¨chst
immer der gesamte Datenbaum eingelesen werden, was gerade bei großen Datenbesta¨nden
ineffizient ist. Im Gegensatz dazu arbeitet SAX ereignisorientiert, d. h. beim Parsen wer-
den Ereignisse (events) produziert, die dann geeignet verarbeitet werden ko¨nnen. SAX
ist in der Regel schneller, u. a. da nicht der gesamte Datenbaum eingelesen werden muss.
Allerdings erlaubt SAX nur lesenden Zugriff, es ko¨nnen also keine Daten vera¨ndert oder
neue Elemente generiert werden.
Java APIs und Data Bindings
dom4j9, SAXDOMIX10, JDOM11 , JAXP12 (Java API for XML processing)
und XOM13 (XML Object Model):
Diese Ansa¨tze bauen auf DOM und SAX auf und stellen eine API zum Zugriff auf
XML-Strukturen zur Verfu¨gung. Z. T. werden hier die verschiedenen Ansa¨tze von SAX
und DOM kombiniert (z. B. in SAXDOMIX) oder vereinfacht (z. B. XOM). Alle Ansa¨tze
sind eher low-level orientiert, d. h. die XML-Strukturen mu¨ssen mehr oder weniger ma-
nuell traversiert werden.
Castor14 und JAXB15: Beide Systeme ermo¨glichen es, zu einem gegebenen XML-
Schema eine Java-Klassenhierarchie zu generieren (
”
Binding“), welche die Struktur und
Daten des Schemas beschreibt. Instanzen dieser Klassen repra¨sentieren dann die entspre-
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als beispielsweise mit JDOM (s. o.) gearbeitet werden (vgl. auch [KL03a]). Die Um-
wandlung von XML in Objekte nennt man Unmarshalling, die umgekehrte Richtung
Marshalling.
Relaxer16 verfolgt einen a¨hnlichen Ansatz wie Castor und JAXB fu¨r RELAX Schemas
(vgl. Abschnitt 7.2.1). Weitere Java-Systeme sind Zeus, JaxMe, XMLBeans, die prinzi-
piell a¨hnliche Ansa¨tze wie die bislang genannten Systeme verfolgen.
Im Kontext der vorliegenden Arbeit scheiden DOM-basierte Ansa¨tze aus, da sie durch
Parsen und (Un)marshalling bei großen Datenbesta¨nden ineffizient werden ko¨nnen. SAX
ka¨me theoretisch in Frage, jedoch ist ein Traversieren des Datenbaumes auf Grund der
(linearen) Ereignisorientierung eher umsta¨ndlich zu realisieren – um beispielsweise auf
bereits besuchte Knoten zugreifen zu ko¨nnen, mu¨sste der gesamte Baum zwischenge-
speichert werden, wodurch der Effizienzvorteil von SAX wieder zunichte gemacht wu¨rde.
Auch die anderen genannten Ansa¨tze sind eher ungeeignet, da ein erheblicher Overhead
durch das Transformieren aus der Baum- in die Objektdarstellung (Marshalling) ent-
steht, der gerade bei großen Datenmengen zum Tragen kommt. Daru¨ber hinaus sind die
Vorteile funktionaler Sprachen (wie Seiteneffektfreiheit oder referentielle Transparenz)
in Java nicht vorhanden, wodurch weitere Probleme entstehen (bzw. einige Vorzu¨ge weg-
fallen).
APIs und Data Bindings fu¨r Haskell
HaXml [WR99] ist eine Sammlung von Haskell-Programmen zum Parsen, Filtern, Trans-
formieren und Generieren von XML Dokumenten. Grundidee ist es, DTDs in das Typsy-
stem (genauer: in eine Serie von Typdeklarationen) und Dokumente in Werte von Haskell
zu u¨bersetzen. Durch die Verwendung der DTD findet beim Validieren eines Dokuments
automatisch eine Typu¨berpru¨fung statt. Diesen Ansatz nennt man auch
”
getyptes Da-
ta Binding“, im Gegensatz zum ungetypten, bei dem keine DTD bzw. XML Schema
verwendet wird. Des Weiteren stellt HaXml eine
”
Combinator library“ mit higher-order
Funktionen zur Verarbeitung von XML bereit, mit denen sich sehr kompakte Programme
schreiben lassen.
HXML17 und die Haskell XML Toolbox [Sch02] sind Weiterentwicklungen von HaXml
und zeichnen sich vor allem durch die
”
lazy evaluation“ (Bedarfsauswertung) aus, d. h.
es werden immer nur die Bereiche des Dokuments geparsed, die zur Berechnung beno¨tigt
werden. Beide Systeme unterstu¨tzen allerdings nur den ungetypten Ansatz, ko¨nnen dafu¨r
aber u¨ber einen XPath-Filter bestimmte Unterba¨ume der Dokumente adressieren. Die
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UUXML [ACJ04] realisiert getypte Data Bindings in Verbindung mit XML Schema.
Harp [BFS04] ist eine lightweight Implementierung, die regular expression patterns (wie
XDuce und CDuce, s. Abschnitt 7.3.2) bereitstellt.
Wa¨hrend in diesen Data Bindings fu¨r Haskell die Vorteile des funktionalen Paradigmas
vorhanden sind, fehlen die Vorzu¨ge der Objektorientierung (wie Vererbung oder Kapse-




XSLT (XSL Transformations18) bildet, zusammen mit XPath (XML Path Language19,
eine Sprache zur Adressierung/Referenzierung von Teilen von XML-Dokumenten) und
XSL-FO (XSL Formatting Objects20, zusta¨ndig fu¨r die Formatierung/Ausgabe von XML-
Dokumenten) die Extensible Stylesheet Language Family (XSL).
XSLT ist eine funktionale Sprache und daru¨ber hinaus template-basiert; ein Tem-
plate entspricht in etwa einer Funktion in einer funktionalen Programmiersprache. Die
Templates werden anhand von Mustern zur Berechnung ausgewa¨hlt. Higher-order Funk-
tionen sind mo¨glich, z. T. allerdings nur mit zusa¨tzlichen Erweiterungen (FXSL-XSLT
Functional Programming Library, [Nov03]).
Im Kontext der vorliegenden Arbeit sind diese Aspekte zwar von Vorteil, XSLT ist
jedoch als Kernkomponente eher ungeeignet, da es nur funktional und nicht objekt-
orientiert ist – so ist beispielsweise eine Kapselung nur schwer mo¨glich, da Daten und
zugeho¨riges Verhalten getrennt voneinander sind. Auch sind keine Vererbungskonzepte
(bzw. nur rudimenta¨r) vorhanden. Des Weiteren ist XSLT nur zur XML-Verarbeitung
und nicht zur Modellierung von Daten geeignet.
XQuery
Ende der 1990er Jahre existierten viele Konzepte fu¨r XML-Anfragesprachen21, welche
dann in XQuery mu¨ndeten. Mit XQuery22 wurde versucht, eine Anfragesprache fu¨r
XML-Dokumente bzw. Daten zu konzipieren, welche das SQL-Modell auf das komplexere
Datenmodell von semistrukturierten Daten generalisiert. Auch hier wurden funktionale
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Prinzipiell ist XQuery gut geeignet, Daten aus XML-Dokumenten zu
”
extrahieren“,
jedoch ist es nicht darauf ausgelegt, komplexere Logik und Publikationsaufgaben aus-
zufu¨hren – vergleichbar mit SQL, das in der Regel auch nur zur Datenabfrage, aber nicht
zur weiteren Verarbeitung eingesetzt wird. Zudem sind keine objektorientierten Konzep-
te wie beispielsweise Polymorphie oder erweiterte Vererbungskonzepte vorhanden.
XDuce, CDuce, XHaskell, Xtatic und XMλ
XDuce ([HP00], [HP03]) ist eine funktionale, statisch getypte Sprache, welche Einfluss
auf weitere Sprachen sowie Schemaentwicklungen gehabt hat. Die Hauptmerkmale sind
zum einen sog.
”
regular expression types“ als eine Generalisierung von DTDs mit ent-
sprechenden pattern-matching Mechanismen sowie zum anderen lokale Typinferenz: bei
Funktionsargumenten werden Typen spezifiziert, beim pattern matching werden sie in-
feriert. Demgegenu¨ber ko¨nnen keine higher-order Funktionen verwendet werden und
Element- und Attributnamen ko¨nnen nicht dynamisch berechnet werden. Die in einer
ersten Version fehlende Unterstu¨tzung fu¨r Attribute und ungeordnete Daten wurde in
[HM03] nachgereicht.
Ausgehend von XDuce wurde mit den Sprachen CDuce und XHaskell [LS04] versucht,
allgemeinere, d. h. nicht so speziell auf XML zielende, Sprachen zu entwickeln. XHaskell
integriert XML typsicher in Haskell. CDuce [BCF03] erweitert das Typsystem von XDuce
um nicht-XML-spezifische Aspekte wie beispielsweise das Kreuzprodukt oder boolsche
Operatoren und fu¨hrt higher-order Funktionen sowie Iteratoren ein.
Mit Xtatic [GLPS04], einer embedded DSL, wurde versucht, den Ansatz von XDuce
auf objektorientierte Sprachen am Beispiel von C# zu u¨bertragen.
XMλ [MS99] ist ebenfalls eine funktionale und statisch getypte Sprache, die in er-
ster Linie zum Generieren von XML-Dokumenten entworfen wurde. Ein XML/HTML-
Quelltext ist fu¨r XMλ nicht nur ein Stringliteral, sondern ein Programm, bei dem jedes
Element ein Programmkonstrukt mit zugeho¨rigem Typ ist. Ein XML-Element entspricht
demnach einem XMλ-Typ, eine DTD definiert also alle dieser DTD zugeho¨rigen XMλ-
Typen. Fragmente eines (XML-)Dokuments sind XMλ-Werte. Validiert wird ein Doku-
ment beim Parsen; ein Dokument ist gu¨ltig, wenn das entsprechende XMλ-Programm
typkorrekt ist.
Alle diese Konzepte bieten jeweils gute Teilansa¨tze (wie das funktionale Paradigma
oder das Typsystem) im Kontext der vorliegenden Arbeit, sind jedoch insgesamt je-
weils nicht geeignet, da objektorientierte Konzepte wie Vererbung fehlen und XML als
Datentyp sehr im Mittelpunkt steht.
116
7.3. Programmiersprachen und Erweiterungen
7.3.3. Embedded-DSLs
XAct, XJ und XOBE
XAct [KMS04], XJ [HRS+05] und XOBE [KL03b] sind eingebettete DSLs fu¨r Java, in
denen XML-Baumstrukturen eingelesen und als Java-Objekte repra¨sentiert werden, in
denen dann u. a. mit XPath navigiert werden kann (a¨hnlich dem oben beschriebenen
Marshalling)
Wa¨hrend diese Ansa¨tze gut zur Verarbeitung von XML sind, sind sie doch im Kontext
der vorliegenden Arbeit eher schlecht geeignet, da die Daten wiederum zwischen zwei
”
Welten“ (XML und Java) transformiert werden mu¨ssen, keine funktionalen Aspekte
vorhanden sind und Vererbung zwar im Rahmen von Java, nicht aber im Rahmen der
(XML-)Daten verwendet werden kann.
Featherweight Java
Featherweight Java (FJ, [IPW99]) ist eine Reduzierung von Java auf einen kompakten
funktionalen Kalku¨l, a¨hnlich wie der λ-Kalku¨l fu¨r Haskell oder ML. Die Kernidee ist, den
Sprachumfang von Java auf eine minimale Menge von Ausdru¨cken zu reduzieren, um so
ein kompaktes Berechnungsmodell zu erhalten. U. a. durch Weglassen von Zuweisungen
entstand dadurch eine funktionale Sprache. Igarashi erweitert FJ in [ISV05] um Fami-
lienpolymorphie. Somit sind zwei im Kontext der vorliegenden Arbeit wichtige Aspekte
(funktionales Paradigma, Vererbung mit Familienkonzept) in diesem Ansatz enthalten.
Was jedoch fehlt, ist die Mo¨glichkeit, in hierarchischen Daten navigieren und die Daten
in verschiedenen Formaten publizieren zu ko¨nnen.
7.3.4. Templatesprachen
Servlets und JSP: Servlets sind prinzipiell regula¨re Java-Programme, die auf einem
(Web-)Server ausgefu¨hrt werden und (u¨ber normale println()-Statements) HTML-
Ausgabe erzeugen. Da Servlets jedoch gerade bei wenig Programmlogik und viel
Ausgabe recht unu¨bersichtlich werden ko¨nnen, hat man mit Java Server Pages
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JSP-Beispiel (Ausschnitt):
<title >
<%if (title == null) { %>
(kein Titel)




Velocity23: Mit dieser ebenfalls Java-basierten Templatesprache wurde versucht, die in
Servlets und JSP mitunter nicht konsequent durchgehaltene Trennung von Inhalt,
Logik und Layout (Separation of Concerns, Abschnitt 3.1.1) mehr in den Mittel-
punkt zu ru¨cken. Davon abgesehen sind die Technologien a¨hnlich.
ASP: ASP (Active Server Pages)24 ist eine von Microsoft entwickelte Templatesprache,
die in Ihrem Aufbau sehr JSP a¨hnelt, statt Java aber VBScript verwendet.
PHP: PHP25 ist eine vor allem im Bereich von CMS verbreitete Templatesprache (vgl.
Abschnitt 3.1.1). Ausdru¨cke dieser (doma¨nenspezifischen) Sprache werden in HTML-
Dokumente eingebettet.
XSP: XSP (eXtensible Server Pages) wurde im Rahmen des Cocoon-Projekts (s. Ab-
schnitt 3.3) entwickelt. XSP-Programme sind gu¨ltige XML-Dokumente, ko¨nnen
also beispielsweise auch von einem XML-Parser u¨berpru¨ft werden. Eingebettet
werden ko¨nnen verschiedene Sprachen wie z. B. Java oder PHP. XSP-Programme
erzeugen im Gegensatz zu anderen Templatesprachen nicht direkt HTML, sondern
SAX-Events, die dann von Transformern weiterverarbeitet oder via Serializer in
das gewu¨nschte Ausgabeformat umgewandelt werden ko¨nnen. Auf diese Weise kann
XSP einfach in eine Cocoon-Pipeline integriert werden. Von Vorteil ist weiterhin,
dass – genau wie im W2OM-Konzept – wohlgeformtes XML erzeugt wird.
7.3.5. Programmiersprachen: Fazit
Im Hinblick auf die in Kapitel 4 identifizierten Anforderungen – insbesondere die schnelle
Texterzeugung – ist eine Templatesprache pra¨destiniert. Der Einsatz eines speziellen,
inkrementellen Datenmodells hingegen spricht fu¨r eine DSL, da diese effizient und in






In den vorherigen Abschnitten zeigte sich, dass existierende Sprachen (bzw. deren Da-
tenmodelle) alleine nicht alle gewu¨nschten Aspekte abdecken, so dass ho¨chstens Kom-
binationen der Sprachen mit anderen Datenmodellen Sinn machen wu¨rden. Diese Kom-
bination ist aber wegen Unterschieden in den (u¨brigen) Sprachkonzepten nicht nahtlos
mo¨glich, daru¨ber hinaus wa¨re auch die Semantik eines solchen
”
Patchwork“-Systems
nicht klar definiert. Der im Rahmen der vorliegenden Arbeit entwickelte Ansatz bietet
sa¨mtliche Aspekte in einem Konzept.
Eine Mo¨glichkeit wa¨re es beispielsweise, Java als GPL einzusetzen. Da (reines) XML
als Datenmodell aus den o.g. Gru¨nden ausscheidet, mu¨sste hierfu¨r ein neues Daten- bzw.
Objektmodell entwickelt werden. Erweiterte Vererbungskonzepte sind in Java allerdings
auch nur u¨ber Zusa¨tze (s. beispielsweise [Wit03]) mo¨glich. Eine weitere Variante wa¨re
der Einsatz des Document Object Models (DOM), das zwar eine elegante Modellierung
semistrukturierter Baumstrukturen ermo¨glicht, jedoch zum einen fu¨r große Datenmengen
ineffizient ist, zum anderen verschiedene Aspekte wie beispielsweise die Navigation im
Baum zum Teil nur umsta¨ndlich und wenig elegant durchfu¨hrbar sind.
7.4. Erweiterte Vererbungskonzepte
In diesem Abschnitt werden erweiterte Vererbungskonzepte, die (alternativ zum gewa¨hl-
ten Familienkonzept) fu¨r den Einsatz im Rahmen der vorliegenden Arbeit mo¨glich er-
schienen, vorgestellt und im Hinblick auf die Anforderungen untersucht. Allen Ansa¨tzen
ist gemein, dass sie u¨ber die normalen Vererbungskonzepte (Einfach- und Mehrfach-
vererbung) hinausgehende Aspekte beinhalten und so eine weitergehende inkrementelle
Spezifikation erlauben.
Fu¨r allgemeine vergleichende Untersuchungen dieser Ansa¨tze sei auf die Arbeiten von
Nystrom et al. [NCM04] sowie Jolly et al. ([JDAO04], [Jol04]) verwiesen.
Das folgende Beispiel motiviert die Notwendigkeit fu¨r erweiterte Konzepte im Kontext
von Programmiersprachen: in Listing 7.1 ist eine einfache Klassenstruktur gezeigt, die
einen Graphen mit Knoten (Node) und Kanten (Edge), die jeweils zwei Knoten ver-
binden, definiert. Die Node-Klasse hat eine Methode touches(), welche u¨berpru¨ft, ob
eine Kante e den Knoten beru¨hrt. Diese Struktur soll nun insofern erweitert werden, als
dass eine Kante
”
deaktiviert“ werden kann. Dazu erweitern die Klassen OnOffNode und
OnOffEdge die Klassen Node bzw. Edge.
class Node {
boolean touches(Edge e) { return(this==e.n1) ||(this==e.n2) }
}
class Edge { Node n1 , n2; }
class OnOffNode extends Node
boolean touches(Edge e) {
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return((OnOffEdge)e).enabled ? super.touches(e) : false;
}
}
class OnOffEdge extends Edge {
boolean enabled;
OnOffEdge() { this.enabled=false; }
}
Listing 7.1: Familienkonzept(1)
Nachfolgend ist eine mo¨gliche Anwendung zu sehen:
1 public class Main {
2 static void build(Node n, Edge e, boolean b) {
3 e.n1=e.n2=n;
4 if (b == n.touches(e)) System.out.println("OK");
5 }
6
7 public static void main(String [] args) {
8 build(new Node(), new Edge(), true); // OK
9 build(new OnOffNode(), new OnOffEdge(), false); // OK
10 build(new OnOffNode(), new Edge(), true);// ClassCastException!
11 }
12 }
Das Problem ist, dass das Mischen der Klassen aus verschiedenen
”
Familien“ in Zeile
10 zu einem Laufzeitfehler fu¨hrt, der statisch nicht erkannt werden kann.
7.4.1. Virtuelle Typen und Klassen
Eingefu¨hrt wurde das Konzept der virtuellen Typen und Klassen (virtual types/classes,
[MMP89]) zuerst in der Sprache Beta [MMPN93], welche von Simula[DN66], einer der
ersten objektorientierten Sprachen, abstammt. (vgl. auch [EOC06])
Virtuelle Klassen sind klassenwertige Attribute von Objekten. Sie werden, a¨hnlich wie
virtuelle Methoden oder innere Klassen, in einer Klasse spezifiziert und ko¨nnen demnach
auch abgeleitet und u¨berschrieben werden. Im Unterschied zu
”
normaler“ Vererbung
ko¨nnen diese Klassen nicht nur einfach u¨berschrieben, sondern erweitert werden.
Im Gegensatz zu inneren Klassen werden virtuelle Klassen dynamisch gebunden, d. h.
der eigentliche Wert einer virtuellen Klasse kann erst zur Laufzeit festgelegt werden,
wodurch ein hoher Grad an Flexibilita¨t ermo¨glicht wird. Da Methodenparametertypen
kovariant sein ko¨nnen, sind virtuelle Klassen nicht statisch typsicher (s. Abschnitt 2.3.6).
Virtuelle Klassen bilden die Grundlage fu¨r verschiedene weitere Arbeiten und Sprachen
wie beispielsweise gbeta [Ern99], Caesar [Wit03] oder VC [AO03].
Im nachfolgenden Listing ist ein Beispiel virtueller Klassen zu sehen. Die (virtuel-
len) Klassen Expr (Zeile 2) und Num (Zeile 5) werden in der Klasse EvalExpr um eine
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eval()-Methode erweitert (Zeilen 14 und 20), die print()-Methode der Eval-Klasse
wird u¨berschrieben (Zeile 15).
1 class ExprFamily {
2 virtual class Expr {
3 void print () {}
4 }
5 virtual class Num extends Expr {
6 final int value;
7 Num(int _value ) { value = _value ; }




12 class EvalExpr extends ExprFamily {
13 override class Expr {
14 int eval() { return 0; }
15 void print () {
16 printf("eval to"); printf(eval()); super.print();
17 }
18 }
19 override class Num {
20 int eval() { return this.value; }
21 }
22 }
7.4.2. Mixins, Mixin Layers und Delegation Layers
Ein Mixin [BC90] ist eine abstrakte Klasse, die es erlaubt, neue Attribute oder Methoden
in verschiedenen Klassen einzufu¨gen. Mit anderen Worten: ein Mixin beschreibt nur die
inkrementellen A¨nderungen, die an einer (bzw. mehreren) Klassen durchgefu¨hrt werden
sollen. Da sie abstrakte Klassen sind, ko¨nnen sie nicht instanziiert werden.
Das Mixin-Konzept ist eher fu¨r kleine A¨nderungen ausgelegt, Mixins werden jeweils
nur auf eine Klasse angewendet; Smaragdakis und Batory erweiterten daher in [SB02]
das Konzept zu Mixin Layers. Damit ist es mo¨glich, nicht nur einzelne Klassen, sondern
mehrere Klassen gleichzeitig mit Mixins zu erweitern. Mixins ko¨nnen dabei andere Mixins
enthalten. Mixins und Mixin Layers definieren ein statisches Vererbungskonzept.
Ostermann wiederum erweitert Mixin Layers in [Ost02] zu Delegation Layers, die im
Gegensatz zu Mixin Layers ein Familienkonzept beinhalten. Grundgedanke ist hierbei,
die Konzepte der Delegation und der virtuellen Klassen (s. o.) miteinander zu vereinen.
Auf diese Weise ko¨nnen Methodenaufrufe auch u¨ber eine Kette von Instanzen ( → De-
legation, s. Abschnitt 2.3.4) anstatt nur u¨ber die Klassenhierarchie abgewickelt werden.
Der Ansatz a¨hnelt der Vererbung entlang der Instanzenhierarchie im Wob 1-Modell (s.
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Abschnitt 3.3). Da Delegation Layers auf virtuellen Klassen und (dynamischer) Delega-
tion basieren, sind sie nicht statisch typsicher.
7.4.3. Familienpolymorphie und Higher-Order Hierarchies
Die Kernidee von Familienpolymorphie [Ern01] ist es, eine generalisierte Form der Poly-
morphie einzufu¨hren, mit der die Beziehungen zwischen Klassen durch Gruppierung von
Klassen zu Familien polymorph deklariert werden ko¨nnen.
Ernst motiviert das Konzept mit diesem anschaulichen Beispiel:
In einer Lobby eines Hotels warten mehrere Personen darauf, einem Zimmer
zugewiesen zu werden. Der Hotelangestellte fragt einen Mann
”
Sind Sie ein
Ehemann?“ und eine Frau
”
Sind Sie eine Ehefrau?“. Nachdem diese mit
”
Ja“ antworten, werden sie einem Zimmer zugewiesen, zusammen mit einem
Ma¨dchen, das angibt, sie sei eine Tochter.
Die Problematik in diesem Fall ist, dass Personen untereinander in Beziehung gesetzt
werden, die zwar eine bestimmte/entsprechende Rolle innehaben, jedoch in verschie-
denen Familien. Dieses Beispiel la¨sst sich auf programmiersprachliche/objektorientierte
Konzepte und, wie im Rahmen der vorliegenden Arbeit, auch auf Datenmodellierungs-
aspekte u¨bertragen.
Vereinfacht la¨sst sich sagen, dass im Falle der Familienpolymorphie die Familienzu-
geho¨rigkeit u¨ber ein Attribut der Klasse bzw. der Objekte realisiert wird und so ver-




Das nachstehende Listing zeigt, wie das obige edge/node-Beispiel mit dem Familien-
konzept von Ernst gelo¨st werden kann. Dabei werden die zueinander geho¨rigen Klassen
Node und Edge in den Klassen Graph bzw. OnOffGraph gruppiert (Zeilen 1-6 bzw. 7-14).
1 class Graph {
2 class Node {
3 boolean touches(Edge e) { return(this==e.n1) ||( this==e.n2); }
4 }
5 class Edge { Node n1 , n2; }
6 }
7 class OnOffGraph extends Graph {
8 class Node {
9 boolean touches(Edge e) {
10 return(OnOffEdge)e).enabled ? super.touches(e) : false;
11 }
12 }





16 final g1=new Graph;
17 final g2=new OnOffGraph;
18
19 new g1.Edge(new g1.Node , new g1.Node); // OK
20 new g2.Edge(new g2.Node , new g2.Node); // OK
21
22 new g2.Edge(new g1.Node , new g2.Node); // (statischer) Typfehler
Zudem kann explizit spezifiziert werden, von welcher (Instanz einer) Familie eine Klas-
se instanziiert werden soll. Beispielsweise werden in Zeile 19 eine Kante und zwei Knoten
der Graph-Familie instanziiert, in Zeile 20 der OnOffGraph-Familie. Werden Klassen zwi-
schen Familien gemischt (Zeile 22), fu¨hrt dies zu einem Compilierfehler. Zu beachten ist,
dass im Ansatz von Ernst die Familien mit Instanzen und nicht mit Klassen assozi-
iert sind (im Beispiel: new g1.Node statt new Graph.Node). Demnach ist die Zahl der
Familien (theoretisch) unbegrenzt.
Das Konzept der Familienpolymorphie wurde bislang in den folgenden Programmier-
sprachen umgesetzt: gbeta (eine Erweiterung der Sprache Beta), die im Rahmen der
Dissertation von Ernst [Ern99] entwickelt wurde; Wittmann u¨bertra¨gt das Konzept in
[Wit03] auf Java.
In [Ern03a] erweitert Ernst das Modell zu sog. Higher-Order Hierarchies, welche es
erlauben, komplexere Vererbungshierarchien als Ganzes abzuleiten - der Zusammenhang
ist hier a¨hnlich wie zwischen Mixins und Mixin/Delegation Layers (s. o.). Der Unter-
schied ist, dass Higher-Order Hierarchies sich auf die klassenbasierte Vererbung und die
Delegation Layers sich auf die Vererbung auf Instanzenebene beziehen.
7.4.4. Nested inheritance
Nested Inheritance [NCM04] ist eine eingeschra¨nkte, statisch typsichere Version des Fa-
milienkonzepts bzw. der Higher-Order Hierarchies in Kombination mit virtuellen Klas-
sen. Im Unterschied zur Familienpolymorphie, wo jede Instanz eine Familie definiert,
wird bei der nested inheritance eine Familie durch die (Container-)Klasse (im Beispiel
Graph bzw. OnOffGraph) definiert, d. h. es kann nur eine begrenzte Anzahl an Famili-
en geben. Wie in [NCM04] gezeigt, ermo¨glicht dies eine bessere Wiederverwendbarkeit
(Re-Use) und eine bessere statische Typsicherheit.
Das nachfolgende Listing zeigt eine Lo¨sung des Graph-Beispiels mit nested inheritance.
Die Klassendeklaration ist identisch zum Ansatz von Ernst, allerdings werden bei der
Instanziierung (Zeilen 16, 19 und 20) nicht die Instanzen, sondern die (Container-)Klas-
sen spezifiziert (also g2.class.Node statt g2.Node).
1 class Graph {
2 class Node { bool touches(Edge e) {
3 return(this==e.n1) ||( this==e.n2);}
4 }
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5 class Edge { Node n1 , n2; }
6 }
7 class OnOffGraph extends Graph {
8 class Node { bool touches(Edge e) {
9 return(OnOffEdge)e).enabled ? super.touches(e) : false;
10 }
11 }
12 class Edge { bool enabled; }
13 }
14
15 final Graph g1 = new Graph;
16 new g1.class.Edge(new g1.class.Node ,new g1.classNode); // OK
17
18 final Graph g2 = new OnOffGraph;
19 new g2.class.Edge(new g2.class.Node ,new g2.class.Node);// OK
20 new g2.class.Edge(new g1.class.Node ,new g2.class.Node);//Cmp.fehler
7.4.5. Perspektiven
Reddig bildet in [Red01] das Konzept der Sichten (views) in Datenbanken auf den ob-
jektorientierten programmiersprachlichen Kontext ab. Die Motivation ist hier, dass ein
und dasselbe Objekt je nach Anwendung aus einer anderen Perspektive verwendet wer-
den kann bzw. soll. Dies wird an Beispielen aus dem Bauingenieurswesen erla¨utert: ein
Bauteil kann demnach, je nach Sichtweise, als BauteilStatik oder BauteilTragwerk
angesehen werden. Um redundante Redefinitionen zu vermeiden, wird vorgeschlagen,
durch Typbeschreibungen statisch zur U¨bersetzungszeit festzulegen, welche Objekte zu
welcher Perspektive zugeho¨rig sind. Somit verfolgt Reddig einen etwas anders gelagerten
Ansatz als fu¨r die vorliegende Arbeit beno¨tigt.
7.5. Weitere Konzepte
7.5.1. Materialisierungssemantik
Der im W2OM verwendete Ansatz der Materialisierungssemantik, d. h. die Idee, nicht
materialisierte Daten aus Gru¨nden der Effizienz zu materialisieren, ist auch in anderen
Forschungsgebieten popula¨r. Im Gebiet Datenbanken und Data Warehouse etwa fin-
den sich viele Arbeiten, u. a. in [ZGMHW95] oder[BDD+98]. Die Idee hier ist, Sichten
(Views) zu materialisieren, um schnelleren Zugriff auf sie zu haben. Auch im Bereich der
deduktiven Datenbanken (u. a. [CGH94]) ist Materialisierung ein fester Begriff.
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7.5.2. Daten- und Feldobjekte
Wie bereits in Abschnitt 4.2.2 erla¨utert, kann das im Rahmen der vorliegenden Arbeit
entworfene Konzept der Daten- und Feldobjekte als eine spezielle Form des Composite-
Entwurfsmusters (vgl. [GHJV95]) gesehen werden. In beiden Varianten ist die Grundidee
eine weitestgehende Abstraktion zur Vermeidung von Redundanzen.
7.6. Fazit
Die Abschnitte 7.1 bis 7.3 zeigten, dass weder reine Datenbanklo¨sungen noch XML fu¨r
sich alleine alle Anforderungen abdecken ko¨nnen. Als gut geeignet erwiesen sich jedoch
verschiedene objektorientierte Konzepte, insbesondere spezielle Vererbungsmodelle.
Prinzipiell gehen alle in Abschnitt 7.4 vorgestellten Vererbungstechniken in die rich-
tige, d. h. fu¨r die Anforderungen der vorliegenden Arbeit passende, Richtung. Wie al-
lerdings in Kapitel 4 hergeleitet, sollte ein geeignetes Konzept zum einen klassen- und
nicht instanzenbasiert und zum anderen statisch typsicher sein. Des Weiteren ist es nicht
no¨tig bzw. gewu¨nscht, dass Objekte unterschiedlicher Familien untereinander gemischt
werden, d. h. die Familien sind in sich
”
geschlossen“.
Aus diesem Grunde wurde fu¨r das Konzept der vorliegenden Arbeit eine statisch typ-
sichere Familienvererbung auf Klassenebene umgesetzt, die sich aus den soeben vorge-
stellten Ansa¨tzen
”
zusammensetzt“: die klassenbasierte Herangehensweise der virtuellen
Klassen zusammen mit dem Familiengedanken der Familienpolymorphie und der stati-
schen Typsicherheit der Nested inheritance. Neu hinzugekommen ist der Ansatz, Famili-
en in sich zu
”
kapseln“. Auf diese Weise ermo¨glicht es das Konzept, Daten weitestgehend
redundanzfrei und statisch typsicher modellieren zu ko¨nnen.
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8. Ausblick auf ein integriertes System
Wie schon ausgefu¨hrt, entstand bereits bei der Entwicklung des Wob 1-Systems die
Idee, ein ada¨quates Datenmodell fu¨r CMS zu entwickeln, welches verschiedene Aspek-
te aus unterschiedlichen Forschungsrichtungen miteinander vereint. Einige Aspekte der
im Rahmen der vorliegenden Arbeit entstandenen theoretischen Ideen wurden dabei
prototypisch umgesetzt, um den konzeptuellen Ansatz des Modells zu u¨berpru¨fen und
zu untermauern (
”
proof of concept“). Alle Ergebnisse der Arbeit werden in die Ent-
wicklung eines konkreten Systems, dem Wob 2-System, einfließen. Wob 2 ist somit also
ein konkretes CMS, welches die als Framework ausgelegten theoretischen Konzepte der
vorliegenden Arbeit integriert und dem Entwickler somit eine redundanzfreie, flexible
und ma¨chtige Mo¨glichkeit der Modellierung von CMS-Daten zur Verfu¨gung stellt. Das
System wird in Java geschrieben und setzt auf offene Standards und Technologien auf.
Wob 2 soll in Zukunft kontinuierlich erweitert und verbessert werden und das Wob 1-
System auf mittelfristige Sicht ablo¨sen, indem die dort laufenden Anwendungen nach
und nach portiert werden.
In diesem Kapitel werden die wichtigsten bzw. aus wissenschaftlicher Sicht interessan-
testen Grundaspekte der Architektur sowie einiger implementierungsnaher Details wie
der Zwischensprache oder der Updatekomponente genauer vorgestellt. Auf diese Weise
wird der Aufbau des Systems und die Umsetzung des theoretischen Konzepts illustriert.
8.1. Architektur
Um ein System leicht erweitern und es so auf neue Anforderungen anpassen zu ko¨nnen,
sollte es eine offene, flexible Architektur haben. Beispielsweise erlaubt ein Komponenten-
oder Pipeline-Konzept (vgl. Abschnitt 3.3) das
”
Zusammenstecken“ von Komponen-
ten, die spa¨ter angepasst bzw. ausgetauscht werden ko¨nnen. Dies umfasst auch das
Datenbank-Backend, das ebenfalls transparent fu¨r das System austauschbar sein soll,
um nicht von einem Produkt bzw. einer Technologie abha¨ngig zu sein; dadurch ist das
System offen fu¨r zuku¨nftige Entwicklungen und Erweiterungen.
Wob 2 wird aus einem vergleichsweise kleinen Systemkern in Verbindung mit einer
initialen Familie bestehen . Erweiterungen und zusa¨tzliche Funktionalita¨ten werden dann
u¨ber abgeleitete Familien realisiert, ohne dass das Kernsystem vera¨ndert werden muss.
Dies ermo¨glicht einen modularen Aufbau sowie ein
”
rapid prototyping“. Ein a¨hnliches
Vorgehen hat sich bereits beim Wob 1-System bewa¨hrt.
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Abbildung 8.1.: Gesamtaufbau des Wob 2-Systems
Der Gesamtaufbau des Wob 2-Systems ist in Abbildung 8.1 dargestellt. Ein Client
(Browser) stellt eine Anfrage an Wob 2. Auf Basis dieser Anfrage generiert das System
aus den Daten der Datenbankschicht ein Dokument im gewu¨nschten Ausgabeformat und
liefert dieses an den Client zuru¨ck.
Abbildung 8.2 skizziert das Konzept der Materialisierungssemantik schematisch. Auf
der obersten Ebene stehen die abstrakten Familiendefinitionen (in W2L). Aus diesen
Definitionen werden dann zur U¨bersetzungszeit vom System die konkreten Familien ma-
terialisiert. Wie in Kapitel 5 spezifiziert, werden bei dieser Expansion jeweils die im-
pliziten, in Superfamilien und -klassen definierten, Methoden und Felder materialisiert.
In diesem Schritt werden also alle Vererbungsaspekte sowie die (Familien-)Polymorphie
aufgelo¨st.
In einem weiteren Schritt werden diese Familiendefinitionen jeweils in einen Verhalten-
und einen Zustand-Bereich aufgeteilt. Motivation hierbei ist, dass fu¨r bestimmte Aufga-
ben wie beispielsweise die GUI-Generierung nur die Spezifikation des Zustandes beno¨tigt
wird und aus den Methoden via Wob 2-Klassendateien Java-Classfiles erzeugt werden
ko¨nnen. Das Familienkonzept wird also quasi als
”
Pra¨prozessor“ verwendet, um einfach
und redundanzfrei Vererbung spezifizieren zu ko¨nnen. Durch die Expansion ist jede An-
wendung/Familie vollsta¨ndig materialisiert, wodurch zur Laufzeit keine (Zeit kostenden)
Materialisierungen mehr no¨tig sind.
Nachdem das Wob 2-Konzept bislang eher allgemein bzw. schematisch vorgestellt



















Abbildung 8.2.: Materialisierungssemantik, schematisch
Eine Anfrage, die u¨ber die URL gestellt wird, besteht prinzipiell aus: Familienname,
Objekt-ID, Methodenname und gewu¨nschtem Ausgabeformat sowie optionalen Parame-
tern. Ein Beispiel sieht folgendermaßen aus:
http://wob2.iai.uni-bonn.de/Demo/view/de/761235.html
Dabei steht nach der Server-Adresse (wob2.iai.uni-bonn.de) zuna¨chst die Familie, an
die die Anfrage gestellt wird (Demo), gefolgt von der auszuwertenden Methode (view),
der gewu¨nschten Ausgabesprache (de), der (Daten-) Objekt-ID (761235)1 und dem
gewu¨nschten Ausgabeformat (html). In diesem Falle wu¨rde also die Methode view des
Objekts mit der ID 761235 der Familie Demo ausgewertet, das Ergebnis wird in HTML
ausgegeben.
Die Grammatik der W2L-Sprache wurde mit Hilfe des Java Compiler Compiler (Ja-
vaCC2) beschrieben. Dieser Parsergenerator erzeugt aus einer spezifizierten Gramma-
tik die no¨tigen Java-Dateien, die zum Parsen und Weiterverarbeiten von W2L-Dateien
beno¨tigt werden. Als Grundlage der W2L-Sprache wurde, wie bereits erwa¨hnt, die Syn-
tax der Sprache Java verwendet und dem Konzept entsprechend erweitert bzw. verfei-
nert. Wie in Abbildung 8.2 angedeutet, werden bei der U¨bersetzung aus dem W2L-Code
(durch die Materialisierungssemantik in sich geschlossene)
”
compilation units“ erzeugt,
aus denen dann compilierte Java-Klassen generiert werden.
Abbildung 8.3 illustriert den Ablauf einer Anfrage. Zentrale Bearbeitungskomponente
ist der Dispatcher, der Anfragen annimmt und verarbeitet. Die einzelnen Schritte der
1Aus
”
kosmetischen“ Gru¨nden ko¨nnen einzelne Objekt-IDs auch in Textform, z. B. myhomepage angege-
ben werden – diese werden dann vom System in die entsprechende Objekt-ID aufgelo¨st. Zudem ko¨nnen
noch default-Familie und default-Methode definiert werden, so dass eine vereinfachte Anfrage-URL




























Abbildung 8.3.: Ablauf einer Anfrage
Anfragebearbeitung sind folgendermaßen:
1. Der Client stellt eine Anfrage an Wob 2 u¨ber die URL.
2. Der Dispatcher ruft die Methode view() des Objekts 761235 aus der Familie Demo
auf und erha¨lt von diesem das Ergebnis (in der Zwischensprache).
3. Der Dispatcher fordert von dem speziellen Objekt XSLTProvider der Familie Demo
ein XSLT-Stylesheet an.
4. Der Dispatcher fordert von dem speziellen Objekt CSSProvider der Familie Demo
ein CSS-Stylesheet an.
5. Der Dispatcher transformiert das Ergebnis von 761235.view() mit dem XSLT-
Stylesheet.
6. Der Dispatcher schickt dieses Ergebnis und das CSS-Stylesheet an den Client.
Dabei haben alle Komponenten (also Objekte und Provider) Zugriff auf die U¨bergabe-





Prinzipiell kann das W2OM in nahezu alle Datenbank-Datenmodelle abgebildet werden,
wobei es jeweils ein geeignetes Mapping zu finden gilt. Im Folgenden werden hierzu
einige U¨berlegungen pra¨sentiert; da die physische Speicherung jedoch nicht im Fokus
der vorliegenden Arbeit stand, sei hierzu auf die verschiedene Ansa¨tze in der Literatur
verwiesen, einen U¨berblick liefert z. B. die Diplomarbeit von Pu¨tzfeld [Pu¨t01] oder die
Arbeiten von Bourret (http://www.rpbourret.com/xml/XMLDBLinks.htm).
Wie in Abschnitt 6.3.1 spezifiziert, ko¨nnen Objekte im Datenbaum aus der W2L mit
verschiedenen Funktionen (getObject, getChildren, getParent, . . . ) abgerufen wer-
den. Bei einem Mapping mu¨ssen diese Funktionen auf das dahinterliegende Modell ab-
gebildet werden (ko¨nnen).
Fu¨r das im Kontext der vorliegenden Arbeit entwickelte Objektmodell liegt natu¨rlich
eine Verwendung eines Datenbankmodells nahe, welches hierarchische Strukturen un-
terstu¨tzt (wie beispielsweise objektorientierte Datenbanken, native XML-Datenbanken
oder hierarchische Datenbanken), zur Speicherung von semistrukturierten Daten eignen
sich NF2-Datenbankmodelle (non-first normal form). Allerdings ko¨nnen hierarchische
Objektmodelle auch auf nicht-hierarchische Datenbankmodelle abgebildet werden, wo-
bei dann die Hierarchieeigenschaften explizit nachgebildet werden mu¨ssen.
Datenobjekte mit ihren enthaltenen Feldobjekten ko¨nnen in kanonischer Weise in
XML serialisiert werden und so beispielsweise in (XML-)Datenbanken persistent ge-
speichert werden. Dabei werden Feldobjekte als Unterelemente des dazugeho¨rigen Da-
tenobjektes gespeichert. Beispiel:
Gegeben seien Klassen C1 und C2 mit Feldern F1, F2 und F3. Instanzen von









Die Serialisierung eines Beispielobjekts, bei dem Unterobjekte in einer Baum-













Alternativ ko¨nnen aggregierte Objekte nicht geschachtelt, sondern separat
gespeichert werden; in diesem Falle sind parent und/oder child-Verknu¨pfun-
gen no¨tig:










Diese alternative Variante ist zwar nicht ganz so gut
”
lesbar“ in dem Sinne,
dass die parent/children-Verknu¨pfungen zuna¨chst aufgelo¨st werden mu¨ssen,
jedoch la¨sst sich eine solche Struktur einfacher beispielsweise in relationale
Datenschemata abbilden (Im Beispiel ko¨nnte man jeweils eine Tabelle fu¨r
C1-Objekte und fu¨r C2-Objekte verwenden).
Je nach eingesetztem Datenbank-Backend kann eine der beiden Varianten gewa¨hlt
werden.
8.3. Eingabekomponente: Update-Sequenzen
Wie bereits in Abschnitt 4.4.1 diskutiert, ist eine Konsequenz der Seiteneffektfreiheit
der W2L-Sprache, dass sie nicht vera¨ndernd auf den Datenbaum zugreifen oder gar neue
Daten/Objekte erzeugen kann. Da natu¨rlich auch A¨nderungen an den Daten vorgenom-
men werden sollen bzw. mu¨ssen, ko¨nnen Updates in einer separaten, von der Ausgabe
getrennten, Anfrage durchgefu¨hrt werden (Update-Sequenzen genannt). Diese Update-
Sequenzen werden in XML formuliert und ko¨nnen demnach einfach mit der W2L gene-
riert werden. Prinzipiell ist dabei der Ablauf folgendermaßen: Die in der Eingabemaske
vorgenommenen Eingaben werden an Wob 2 u¨bermittelt, dort in Update-Sequenzen (in
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XML) transformiert und damit ein Datenbank-Update ausgefu¨hrt. Im Folgenden wird
erla¨utert, wie A¨nderungen an der Datenbank mit Update-Sequenzen ausgedru¨ckt wer-
den.
Einfu¨gungen
Datenobjekte werden mit dem Element insert eingefu¨gt, wobei die Attribute class
und parent die Klasse resp. das Vaterobjekt spezifizieren. class muss dabei zwingend
angegeben werden, parent ist optional – fehlt es, so wird ein neues Objekt dieser Klasse
ohne Vaterobjekt eingefu¨gt, ist parent angegeben, wird ein neues Objekt der spezifi-
zierten Klasse unterhalb des Vaterobjekts eingefu¨gt, wobei die Familie der des Vaters
entspricht. Die Familie ist dabei fest (u¨ber den URL-Parameter der Anfrage) spezifiziert.
Auf die Reihenfolge der Objekte (s. Abschnitt 4.6.2) kann Einfluss genommen werden,
indem (optional) die Position angegeben wird: position="2" fu¨gt das Objekt als zweites
Kindobjekt ein, position-after="99" fu¨gt das Objekt nach dem Objekt mit der ID 99
ein, sofern vorhanden (analog: position-before). Fehlen die position-Attribute, wird
das Objekt am Ende eingefu¨gt.
Felder des Datenobjekts werden u¨ber ein field-Element, das den Namen der Feld-
klasse als name-Attribut entha¨lt, spezifiziert. Da Feldobjekte in 1NF sind, ko¨nnen sie
kanonisch innerhalb eines XML-Elements eingesetzt werden. Wie in Kapitel 5 erla¨utert,
ko¨nnen Feldobjekte alleine (d. h. außerhalb eines Datenobjekts) zwar tempora¨r instan-
ziiert, aber nicht persistent gespeichert werden; somit entfa¨llt eine separate Syntax fu¨r
Einfu¨gungen.
Das System fu¨hrt bei Einfu¨gungen eine (Typ-)U¨berpru¨fung auf Basis der Klassen-
deklaration durch; u¨berpru¨ft wird dabei, ob die entsprechenden Felder in der Klasse
vorhanden sind, ob die u¨bermittelten Daten mit dem entsprechenden Typ des Feldes
u¨bereinstimmen und ob Familie, Klasse und Vaterobjekt existieren. Des Weiteren wird
ggf. u¨berpru¨ft, ob eventuell spezifizierte strukturelle Restriktionen (s. Abschnitt 4.6.3)
verletzt werden.
Das nachstehende Listing zeigt ein Beispiel einer Einfu¨gung: hier wird ein neues Objekt
der Klasse Text unter das Vaterobjekt mit der ID 99 als erstes Kindobjekt eingefu¨gt (vgl.
hierzu auch Abschnitt 6.1 zum Thema Default-Konstruktoren)
<insert class="Text" parent="99" position="1">
<field name="title">Ganz neuer Titel </field >
<field name="body"><p>...mit neuem Rumpf </p></field >
</insert>
Lo¨schungen
Das Element delete beschreibt Lo¨schungen, wobei im erforderlichen Attribut ids ei-
ne (durch Leerzeichen getrennte) Liste von zu lo¨schenden Datenobjekt-IDs steht. Das
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A¨nderungen werden mittels des update-Elements spezifiziert, welches die ID des zu
a¨ndernden Datenobjekts als erforderliches Attribut haben muss. Auch hier werden die-
selben (Typ-)U¨berpru¨fungen wie im Falle der Einfu¨gungen vorgenommen. Nachfolgend
ein Beispiel einer A¨nderung.
<update id="42">







Obwohl Kopieren und Verschieben theoretisch mit den obigen Funktionen simuliert wer-
den ko¨nnen (u¨ber Einfu¨gen bzw. Lo¨schen+Einfu¨gen), sind sie u. a. aus Gru¨nden der
Benutzerfreundlichkeit (
”
syntactic sugar“) zusa¨tzlich implementiert worden. Die move-
Operation ist daru¨ber hinaus zur Bewahrung der ID wichtig, damit Referenzen auf das
Objekt persistent bleiben. Eine
”
Verschiebung“ via Einfu¨gen+Lo¨schen wu¨rde eine neue
ID generieren. Auch hier kann, analog zu Einfu¨gungen, Einfluss auf die Position in der
Hierarchie genommen werden. Die folgenden Beispiele kopieren bzw. verschieben das
Objekt mit der ID 97 unter das Vaterobjekt mit der ID 99 und hinter das Objekt mit
der ID 72:
<copy id="97" target="99" position -after="72"/>
<move id="97" target="99" position -after="72"/>
Update-Konflikte
Die Update-Operationen werden (im Sinne des ACID-Paradigmas) atomar, d. h. si-
multan durchgefu¨hrt. Da Update-Operationen sequentiell durchgefu¨hrt werden, ko¨nnen
theoretisch denkbare Konflikte (in einer Update-Sequenz wird beispielsweise ein Da-












Abbildung 8.4.: Wob 1: Ausgabeformate und -templates
Ein wichtiges Kernkonzept von CMS ist es, Inhalte in verschiedenen Ausgabeformaten3
ausgeben zu ko¨nnen (Single source, multiple target-Prinzip). In ga¨ngigen CMS (so auch
in Wob 1) mu¨ssen hierzu jedoch immer speziell auf das gewu¨nschte Format angepasste
Templates geschrieben werden, was Abbildung 8.4 illustriert. Bei m Ausgabetemplates4
und n Ausgabeformaten mu¨ssen also insgesamt m ∗ n Templates geschrieben werden.
Abbildung 8.5 zeigt zwei (Wob 1-) Templates exemplarisch: hier zeigt sich, dass die
Vermischung von Formatierung (<h1>, \large), Inhalten (Anstehende Termine:) und
Programmlogik ({{*termin}}) die Templates unu¨bersichtlich macht und Redundanzen
beinhaltet. Diese Redundanz zieht einen erho¨hten Aufwand bei der Eingabe, aber auch





Terminliste“) mu¨ssen sa¨mtliche Templates gea¨ndert werden. Zudem












a) fu¨r HTML b) fu¨r LATEX
Im Rahmen der vorliegenden Arbeit wurde nun das Konzept einer medienneutra-
len Zwischensprache entwickelt; die Templates erzeugen hierbei eine Ausgabe, die un-
3Z. B.: XML, (X)HTML, LATEX, RTF, PDF, . . .
4Fu¨r verschiedene Ansichten, also z. B. view fu¨r die normale Ansicht oder summary fu¨r eine Kurzu¨ber-
sicht.
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abha¨ngig vom gewu¨nschten Ausgabeformat ist. Diese wird dann in einem weiteren Schritt,
z. B. u¨ber verschiedene XSLT-Stylesheets, in das entsprechende Zielformat transformiert.
Durch den Einsatz einer solchen Zwischensprache mu¨ssen nun nicht mehr m ∗ n, son-
dern nur noch m + n Ausgaben implementiert werden, wie in Abbildung 8.6 gezeigt.
Zudem werden Inhalte von Formatierung getrennt, d. h. das
”
Separation of Concerns“-












Durch diesen Ansatz ist normalerweise pro Klasse immer nur ein einziges view()-
Template erforderlich, deren Ausgabe in der Zwischensprache erfolgt. Pro Zielformat
wird dann noch ein XSLT-Stylesheet beno¨tigt, welches aber lediglich einmal erstellt
werden muss. Fu¨r den Fall, dass neue Klassen erstellt werden, muss kein neues Styles-
heet erstellt werden, da die Zwischensprache in diesem Fall nicht vera¨ndert wird (das
”
Vokabular“ bleibt gleich). Dies entspricht dem
”
inkrementellen“ Gedanken der Arbeit
insofern, dass redundanzfrei immer nur A¨nderungen spezifiziert werden mu¨ssen. Umge-
kehrt gilt: Wenn das Design einer Anwendung/Familie gea¨ndert werden soll, muss ledig-
lich das Stylesheet vera¨ndert werden (ggf. jeweils pro Zielsprache), die Klassen mu¨ssen
jedoch nicht gea¨ndert werden. Das gleiche gilt fu¨r das Hinzufu¨gen neuer Zielsprachen.
Die Zwischensprache ist insoweit flexibel, als sie dynamisch (pro Familie und/oder
Klasse) erweitert werden kann, um etwa neue Elemente hinzuzufu¨gen. Dann jedoch
mu¨ssen sowohl die Klassen als auch die Stylesheets angepasst werden. Anders gesagt:
Das Stylesheet definiert die Zwischensprache.
Als Zwischensprache wird ein (erweiterbares) Derivat aus XHTML25 und Docbook6
eingesetzt werden, da dies besonders geeignet erscheint, um die im Rahmen der geplanten




8.5. Generierung von Eingabemasken
8.5. Generierung von Eingabemasken
Eine weiterer Aspekt, der fu¨r ein CMS sinnvoll erscheint und im Rahmen dieser Arbeit
untersucht wurde, sind erweiterte Funktionalita¨ten bei der Dateneingabe bzw. -pflege
durch die automatische Generierung einer Datenpflegemaske (oder: graphische Benut-
zerschnittstelle, engl: graphical user interface, GUI) aus dem Datenschema. Dieser Ab-
schnitt gibt im Wesentlichen die Ergebnisse von [LLK04] wieder.
8.5.1. Motivation
U¨blicherweise mu¨ssen bei Datenbankanwendungen wie auch bei CMS zusa¨tzlich zu der
eigentlichen Applikation sowohl das Datenschema als auch eine Datenpflegemaske zum
Einfu¨gen, Bearbeiten bzw. Lo¨schen von Daten entwickelt werden. Die Idee, die im Rah-
men der vorliegenden Arbeit entstand, war, automatisch aus dem Datenschema Eingabe-
masken zu generieren, um so den Erstellungsaufwand von Applikationen zu verringern.
Dass dieser doppelte Aufwand nicht unerheblich ist, zeigt u. a. eine Untersuchung in
[MR92]:
”
Statistically, an average of 48% of the written code and nearly half of the
design, implementation and maintenance time during development is asso-
ciated with GUI creation and maintenance.“
Fu¨r RDBMS existieren bereits verschiedene Systeme, die dies ermo¨glichen (z. B. in
Microsoft Access oder phpMyAdmin7 fu¨r MySQL), jedoch ist der Einsatz im Kontext
semistrukturierter Daten ungleich komplexer: Durch die heterogene Daten- bzw. Schema-
Struktur (vgl. Abschnitt 2.1) mu¨ssen die GUIs flexibel aufgebaut sein, zudem mu¨ssen
wegen der hierarchischen Eigenschaften ggf. Unterba¨ume dynamisch zur Laufzeit gene-
riert werden. Es ist also notwendig, (baumartige) Strukturen dynamisch erzeugen und
ggf. auch wieder lo¨schen zu ko¨nnen.
Web-basierte Formulare (XHTML, WML, . . . ), die zumeist im Kontext von CMS
eingesetzt werden, lassen oftmals wu¨nschenswerte Flexibilita¨t vermissen, die nur mit
anderen Technologien (z. B. Java Swing8) erreicht werden kann. Beispielsweise ist die
Anzahl der Eingabekomponenten (Widgets) beschra¨nkt und das Layout ist in der Regel
statisch9.
Kernpunkt des hier entwickelten Ansatzes ist es, direkt aus dem W2OM-Modell au-
tomatisch eine Datenpflegemaske generieren zu ko¨nnen. Die Eingabemaske erzeugt aus
den Eingaben dann wiederum die entsprechenden Update-Sequenzen (s. Abschnitt 8.3),
die zur A¨nderung des Daten(bank)zustandes no¨tig sind.
7http://www.phpmyadmin.net
8eine in Java enthaltene Klassenbibliothek zur Erstellung von GUIs
9Mehr Dynamik kann durch den Einsatz von Skriptsprachen wie JavaScript erreicht werden, jedoch ist
dies aus verschiedenen Gru¨nden wie z. B. Sicherheitsaspekten, oft nicht angebracht oder gewu¨nscht.
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Nach einer Beschreibung der beno¨tigten Grundlagen wird der Ansatz dieser GUI-Ge-
nerierung im Folgenden vorgestellt.
8.5.2. Grundlagen
Arten von Client/Server-GUIs
Man kann Clients in Client/Server-Systemen grob in Fat - und Thin clients kategorisie-
ren:
Fat clients bestehen aus einer komplexen Anwendung, die einen gewissen Anteil an
(Business-)Logik entha¨lt, wie z. B. gro¨ßere Java-Applikationen oder (native) Windows/Li-
nux-Programme. Thin clients hingegen sind zumeist nur zur Datendarstellung konzipiert
und beinhalten keine oder kaum Anwendungslogik, ein Beispiel eines thin clients im
CMS-Kontext ist ein Webbrowser. Die Vorteile von Thin clients sind:
1. Gro¨ßere Plattformunabha¨ngigkeit.
2. Geringe Hard- und Softwareanforderungen.
3. Wenig Administrationsaufwand (da beispielsweise Browser in der Regel bereits
installiert sind).
Dem gegenu¨ber stehen die Nachteile: zum einen fehlende Flexibilita¨t und (vergleichs-
weise) wenig Widgets, zum anderen schlechte Antwortzeiten, da beispielsweise Konsi-
stenzchecks auf Grund fehlender Anwendungslogik erst an den Server u¨bertragen und
dort verarbeitet werden mu¨ssen.
Bei Fat clients verha¨lt es sich entgegengesetzt, d. h. mehr Flexibilita¨t und Perfor-
manz in Hinblick auf Antwortzeiten erkauft man sich mit eingeschra¨nkter Plattformun-
abha¨ngigkeit und ho¨heren Anforderungen an Hard- und Software sowie Adminstrations-
aufwand. Des Weiteren existieren noch Ansa¨tze wie Rich thin clients oder Smart clients
(z. B. Java WebStart), die versuchen, Vorteile aus beiden Ansa¨tzen zu kombinieren.
Der im Rahmen der vorliegenden Arbeit entwickelte Ansatz setzt dabei das thin client-
Prinzip um.
XML Persistence in Java
Der hier entwickelte Ansatz nutzt das so genannte
”
XML Persistence“-Konzept des Ja-
va Development Kits (JDK), welches es ermo¨glicht, beliebige Java Beans in XML zu
serialisieren und spa¨ter wieder zu deserialisieren10 (siehe u. a. [Mil02]). Mit diesem
Mechanismus ko¨nnen komplette Swing-Ba¨ume, deren Klassen gro¨ßtenteils Beans sind,
serialisiert und spa¨ter wieder deserialisiert werden.
10Die entsprechenden Klassen heißen java.beans.XMLEncoder bzw. java.beans.XMLDecoder.
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Das nachfolgende Listing zeigt ein einfaches Beispiel, in dem (in Zeilen 1-3) zuna¨chst
eine Instanz des XMLEncoders erzeugt wird, mit welcher dann (in Zeile 4) ein neu
erzeugter JButton11 in die Datei button.xml serialisiert wird. Das Ergebnis ist in Listing
8.1 zu sehen.
1 XMLEncoder e = new XMLEncoder(
2 new BufferedOutputStream(
3 new FileOutputStream("button.xml")));
4 e.writeObject(new JButton("I’m a JButton"));
5 e.close();
<?xml version="1.0" encoding="UTF -8"?>
<java version="1.5.0_03" class="java.beans.XMLDecoder">
<object class="javax.swing.JButton">
<string>I’m a JButton </string>
</object>
</java >
Listing 8.1: Datei button.xml
Unter Verwendung des XMLDecoders kann diese XML-Repra¨sentation wieder in eine
Objektstruktur deserialisiert werden. Abbildung 8.7 illustriert dies.
</java>
<java>




Abbildung 8.7.: Funktionsweise der XMLen/decoder-Klassen
8.5.3. Vom Datenschema zur Java Swing GUI
Wie in Abschnitt 8.1 beschrieben, ko¨nnen die expandierten Familien und der Zustandsan-
teil (Datenschema) in XML exportiert werden. Dadurch ist die Generierung von Eingabe-
masken in einem XML-Dialekt (XHTML, WML, . . . ) leicht mit einem XSLT-Stylesheet
machbar, wie in Abbildung 8.8 illustriert. Wie in Abschnitt 8.5.1 erwa¨hnt, lassen diese
Sprachen jedoch in Hinblick auf Flexibilita¨t und Komfort zu wu¨nschen u¨brig.
Neu ist bei dem hier vorgestellten Ansatz, dass auch komplexe, dynamische Java-
Swing-GUIs erzeugt werden ko¨nnen (der mit XSLT3 beschriftete Pfeil in Abbildung 8.8).
11Eine Swing-Klasse fu¨r Button-Widgets.
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Die grundlegende Idee ist, die serialisierte Darstellung (vgl. Abschnitt 8.5.2) des GUI
per XSLT-Stylesheet direkt aus dem Datenschema zu erzeugen, wie in Abbildung 8.9
am Beispiel eines Buttons gezeigt.
</java>
<java>




Abbildung 8.9.: Vom Datenschema zur Swing GUI
Von Vorteil ist es, dass nun nur noch diese serialisierte Darstellung zum Client u¨bertra-
gen und dort wieder deserialisiert werden muss, auf der Clientseite ist somit nur ein sehr
schlankes Programm (also ein thin client) vonno¨ten, um das GUI anzeigen zu ko¨nnen.
GUI-Komponenten
Beim Design eines Java Swing GUIs ist es sinnvoll, das GUI in verschiedene miteinan-
der kommunizierende Komponenten aufzuteilen. Beispielsweise ko¨nnen mehrere Swing-
Elemente fu¨r ein Feldobjekt existieren (ein JLabel als Beschriftung, eine JBorder als
Umrandung und das Feldobjekt in einem JTextField). Im hier entwickelten Ansatz
werden drei Komponenten verwendet:
• der eigentliche Inhalt der Feldobjekte,
• die Swing GUI Elemente, in einem Swing-Baum gespeichert, und
• Controller-Objekte, ebenfalls in einem Baum organisiert, die die Strukturen ver-
walten und synchronisieren.
Dies entspricht einer Anwendung des Model-View-Controller-Entwurfsmusters (vgl.
[GHJV95]), das somit auch eine Form des Separation of Concerns-Paradigmas ist, da
Inhalt, Formatierung und Logik voneinander getrennt werden.
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Die Datentypen der einzelnen Feldobjekte wie integer oder string ko¨nnen dabei ein-
fach auf Eingabefelder wie JTextField u¨bertragen werden. Ggf. ko¨nnen hier spezielle
Eingabefelder verwendet werden, die z. B. nur numerische Eingaben zulassen. Des Wei-
teren kann beispielweise fu¨r ein Attribut vom Typ date ein Kalenderwidget generiert
werden, auf dem komfortabel ein Tag ausgewa¨hlt werden kann. In Standard-HTML-
Formularen wa¨re dies nicht mo¨glich. Zudem ist es mo¨glich, Daten- bzw. Feldobjekte mit
(externen) Annotationen zu versehen, um in Einzelfa¨llen spezielle Widgets zu generieren.
Abbildung 8.10 zeigt einen Screenshot eines GUI mit komplexen Widgets, die in dieser
Form in HTML-Formularen o. a¨. nicht umsetzbar sind.
Abbildung 8.10.: GUI mit komplexen Widgets
Besonderheiten im Hinblick auf die Semistrukturiertheit
Fu¨r den Fall, dass nur ein Datenobjekt editiert (bzw. eine Instanz einer Datenklasse
erstellt) werden soll, ist bei der Generierung lediglich auf die Reihenfolge der einzelnen
Felder zu achten. Hierbei wird die in Abschnitt 4.6.2 beschriebene, durch die Klassende-
klaration vorgegebene, implizite Reihenfolge verwendet.
Komplizierter wird es, wenn mehrere Datenobjekte gleichzeitig editiert werden sollen,
beispielweise eine Textklasse mit mehreren Bildern. In diesem Fall werden die zu editie-
renden Datenobjekte in dem GUI einfach in der entsprechenden impliziten Reihenfolge
hintereinander geha¨ngt (s. ebenfalls Abschnitt 4.6.2).
141
8. Ausblick auf ein integriertes System
Um an bestehende (Daten-) Objekte weitere Kindobjekte anha¨ngen zu ko¨nnen, stellt





Buttons bereit, wobei die in Abschnitt 4.6.3 beschriebenen Eigenschaften (allowChildren
und restrictToParent) beachtet werden. Beispielweise wu¨rden im Falle einer Daten-
struktur wie im zusammenfassenden Beispiel auf Seite 75 bei einem Objekt der Klassen
Text, Calendar, Appointment und Link entsprechende
”
Hinzufu¨gen“-Buttons fu¨r alle
in der Familie enthaltenen Klassen außer Appointment (da Instanzen dieser Klasse auf
Calendar-Vaterobjekte beschra¨nkt sind) erscheinen, wa¨hrend bei Objekten der Klasse
Linklist nur ein
”
Hinzufu¨gen: Link“ generiert wu¨rde.
Schablonen
Da die Struktur des GUI sich zur Laufzeit a¨ndern kann, ko¨nnen nicht alle Komponenten
zur Generierungszeit generiert werden. Beispielsweise ist die Anzahl der Bilder, die auf
einer Webseite eingebunden werden sollen, dem System a priori nicht bekannt. Um nicht
alle Komponenten erst zur Laufzeit berechnen zu mu¨ssen, werden Schablonen, welche
zur Generierungszeit berechnet werden, benutzt und zur Laufzeit je nach Bedarf (ggf.
mehrfach) instanziiert. Eine Schablone repra¨sentiert ein Datenobjekt und besteht aus:
Modell: ist eine Referenz auf das Datenobjekt, das editiert wird,
Swing (Unter-)Baum: repra¨sentiert den View des MVC-Modells, z. B. ein JTextField
fu¨r jedes enthaltene Feldobjekte oder komplexere Anordnungen von Swing Kom-
ponenten,
Controller: regelt die Gescha¨ftslogik des Elements, d. h. der Controller hat Referenzen
auf das Datenobjekt und die Swing-Komponenten. Zudem behandelt er Ereignisse
wie Button-Klicks o. a¨.
Zur Generierungszeit wird pro Datenklasse eine Schablone generiert und in einer Scha-
blonenbibliothek abgelegt. Zur Laufzeit wird, je nach Bedarf, die entsprechende Scha-
blone aus der Bibliothek instanziiert. Schablonen werden auch dann generiert, wenn der
Benutzer auf einen
”
Hinzufu¨gen“-Knopf klickt. In diesem Fall wird ein neues Datenobjekt
mit seinen Feldobjekten erzeugt und angeha¨ngt. Wenn der
”
Lo¨schen“-Button angeklickt
wird, werden die entsprechenden Komponenten gelo¨scht.
8.5.4. Verwandte Arbeiten
Zu Beginn der 1990er Jahre wurde versta¨rkt im Bereich der modellbasierten GUI-
Generierung geforscht (vgl. u. a. [Bal93], [Pue97], [EVP01]), was sich aber als zu un-
flexibel herausgestellt hat, wie beispielsweise in [Pue96] beschrieben. Der Unterschied
zum hier gewa¨hlten Ansatz ist, dass bei der modellbasierten Generierung die einzelnen
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Modelle explizit vom Entwickler spezifiziert werden mu¨ssen, wa¨hrend im Rahmen der
hier vorgestellten Arbeit das Datenschema quasi als GUI-Modell, also implizit, verwen-
det wird und somit der zusa¨tzliche Aufwand der Modellerstellung entfa¨llt.
In [LC01] wird ein XML-basierter Ansatz zur GUI-Generierung vorgestellt, welcher
aber ebenfalls eine explizite Beschreibung des gewu¨nschten GUI beno¨tigt.
Kohlhaas untersuchte in [Koh03], inwiefern der modellbasierte Ansatz verwendet wer-
den kann, um Datenpflegemasken aus (manuell erstellten) Modellen unter Zuhilfenahme
des Mozilla-Frameworks12 generieren zu ko¨nnen.
Mancke befasst sich in [Man03] sowie [RMC04] mit der Fragestellung, wie sich Benut-
zerschnittstellen auf darstellungsunabha¨ngige Weise definieren und an die Eigenschaften
unterschiedlicher Endgera¨te anpassen lassen. Der Fokus lag dabei auf der abstrakten
Beschreibung von Benutzerschnittstellen unter der Zuhilfenahme von Ontologien und
darauf, wie daraus GUIs auf verschiedenen Endgera¨ten effizient und benutzerfreundlich
generiert werden ko¨nnen. Auch hier mu¨ssen jedoch die Ontologien und Modelle manuell
erstellt werden.
Alternativ zu den XMLEn/Decoder-Klassen existieren die beiden Ansa¨tze SwiXml13
sowie SwingML14 (Beispiele s. nachfolgende Listings), die im Prinzip nur eine kompak-
tere und
”
scho¨nere“, d. h. fu¨r menschliche Leser lesbarere Syntax verwenden. Diese wa¨ren
leicht in das hier entwickelte Konzept zu integrieren, wu¨rden aber keine neue Funktio-
nalita¨t liefern.
<!-- SwiXml Beispiel -->
<frame size="640 ,480" title="Hello SWIXML World">
<panel constraints="BorderLayout.CENTER">
<label LabelFor="tf" Foreground="blue" text="Hello World!"/>
<textfield id="tf" Columns="20" Text="Swixml"/>
<button Text="Click Here" Action="submit"/>
</panel >
</frame >





text="Waiting for event" cols="20"/>














8.5.5. Fazit und Ausblick
In diesem Abschnitt wurde ein Ansatz vorgestellt, um aus W2OM-Schemata automa-
tisiert Dateneingabe/Pflegemasken zu generieren. Die Vorteile liegen zum einen in der
Arbeitsersparnis und zum anderen im thin client-Prinzip, d. h. es ko¨nnen mit wenig
Aufwand und ohne viel Installationsarbeit (auch) komplexe Datenpflegemasken erstellt
und verwendet werden.
Anzumerken ist, dass nur GUIs zur Datenpflege generiert werden ko¨nnen, da die Inte-
gration von beliebig komplexer Business-Logik einige der eben erwa¨hnten Vorteile wieder
zunichte machen wu¨rde. Beispielsweise mu¨ssten dann (anders als bei thin clients) erheb-
lich mehr Daten in Form von Programmen u¨bertragen werden, zudem sind nicht alle
Aspekte automatisch generierbar, so dass manuelle Anpassungen no¨tig wa¨ren und so
der Vorteil der Automatisierung wegfallen wu¨rde.
Daru¨ber hinaus ist der momentane Stand der Implementierung als
”
proof-of-concept“
zu verstehen; die generierten GUIs ko¨nnen noch in Hinblick auf Ergonomie und Flexibi-
lita¨t optimiert werden.
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9.1. Zusammenfassung
In den Anfa¨ngen des WWW bestanden Websites zumeist aus statischen HTML-Dateien,
die untereinander verlinkt waren. Mit zunehmender Gro¨ße sowohl des gesamten WWW
als auch der einzelnen Websites wurde dieser Ansatz jedoch von Systemen abgelo¨st,
die die ausgelieferten HTML-Webseiten dynamisch, z. B. aus einer Datenbank, generie-
ren. Auf diese Weise entstanden z. T. komplexe Internet-Informationssysteme, Content
Management Systeme genannt, die die eigentlichen Inhalte (Texte, Bilder, Videos, . . . )
verwalten und Entwicklern sowie Redakteuren die Erstellung und Pflege der Websites
deutlich erleichtern. Das Wob 1-System (s. Abschnitt 3.3) war eines der ersten Systeme
dieser Art. Die in aller Regel hierarchisch strukturierten Daten enthalten zumeist Sub-
strukturen und sollen, je nach Anfrage, fu¨r verschiedene Endgera¨te in unterschiedlichen
Formaten und Granularita¨ten ausgeliefert werden ko¨nnen.
Dies stellt einige besondere Anforderungen an das System und insbesondere an das
dahinterliegende Datenmodell, das diese Daten mo¨glichst strukturtreu abbilden soll. Ein
geeignetes Datenmodell ermo¨glicht es dem Entwickler, Informationsangebote einfach,
redundanzfrei und unter Verwendung bestehender Informationen (Re-Use) erstellen zu
ko¨nnen. Auch die oben erwa¨hnte Ausgabe in unterschiedlichen Formaten und Granula-
rita¨ten muss in ada¨quater Form unterstu¨tzt werden.
Eine Analyse bestehender CMS im Vorfeld der Arbeit zeigte jedoch, dass bestehende
Systeme und deren Datenmodelle diesbezu¨glich unflexibel und, gerade im Hinblick auf
Wiederverwendbarkeit und Redundanzfreiheit, unzureichend sind. So ist die Erstellung
neuer Anwendungen aus bestehenden sowie die Ausgabe in unterschiedlichen Formaten
mit viel Redundanz verbunden. Dies liegt u. a. darin begru¨ndet, dass bestehende Sy-
steme sehr stark designorientiert sowie dokumentenzentriert und nicht darauf ausgelegt
sind, die Daten in einer anderen als der durch die Prima¨rstruktur vorgegebenen Form
auszugeben.
Daher wurde im Rahmen der vorliegenden Arbeit ein objektorientiertes Datenmodell
konzipiert, das es ermo¨glicht, die hierarchischen Strukturen mit enthaltenen Substruktu-
ren feingranular zu modellieren sowie Anwendungen weitgehend redundanzfrei zu spezi-
fizieren. Die Kernidee des Modells ist die Verschmelzung unterschiedlicher Aspekte aus
verschiedenen Forschungsgebieten: Insbesondere die Verbindung objektorientierter Kon-
zepte mit funktionalen Ansa¨tzen im Kontext von CMS-Datenmodellen schafft dabei ein
in dieser Form neues und sehr gut zur Modellierung semistrukturierter Daten geeignetes
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Modell.
Die wichtigsten Aspekte dieses Modells sind:
• Ein Vererbungskonzept, mit dem statt einzelner Klassen ganze Klassenstrukturen
(Familien) abgeleitet und spezialisiert werden ko¨nnen. Auf diese Weise ko¨nnen
neue Anwendungen weitestgehend redundanzfrei spezifiziert werden, wobei auch
A¨nderungen wie etwa Bugfixes an den urspru¨nglichen Klassen bis in die neuen
Anwendungen vererbt werden.
• Eine Verfeinerung des Objektansatzes, bei dem die Attribute der Datenobjekte in
eigensta¨ndige Feldobjekte
”
ausgelagert“ werden, die sich selbst darstellen ko¨nnen.
Dies ermo¨glicht ebenfalls eine knappe, redundanzfreie Modellierung.
• Eine funktionale Templatesprache, mit der textuelle Ausgaben einfach und (durch
die Seiteneffektfreiheit) sicher erzeugt werden ko¨nnen. Hiermit wird eine kompak-
te, aber dennoch berechnungsuniverselle Sprache zur Verfu¨gung gestellt, mit der
ein Großteil der Aufgaben der Datenausgabe im CMS-Bereich effizient gelo¨st wer-
den ko¨nnen. Ein statisches Typsystem mit einem XML-Datentyp unterstu¨tzt diese
Ausgabe ebenfalls, da durch den Einsatz einer medienneutralen Zwischensprache
die Ausgabe in verschiedenen Formaten deutlich erleichtert wird (z. B. durch den
Einsatz von XSLT).
Insgesamt wird durch das W2OM ein solides Datenmodell als einheitliche Datenab-
straktionsschicht bereitgestellt, welches durch einen hohen Grad von Re-Use und Redun-
danzvermeidung das Erstellen komplexer CMS-Anwendungen ermo¨glicht; mit nur wenig
Aufwand ko¨nnen derartige Anwendungen, auch aus bestehenden, erstellt werden. Einem
Entwickler von CMS-Anwendungen wird die Arbeit so erleichtert, da das Modell eine
ada¨quate Modellierung der Daten ermo¨glicht.
Die Schwierigkeit bei der Konzeption bestand darin, bestehende Ansa¨tze aus anderen
Communities aufzugreifen, zu erweitern und in nichttrivialer Weise in einem neuen Kon-
text zu kombinieren. Auf diese Weise ko¨nnen die identifizierten Anforderungen an ein
CMS-Datenmodell erfu¨llt werden. Einige Aspekte des Konzepts wurden prototypisch im
Rahmen des Wob 2-Systems umgesetzt.
9.2. Ausblick
Die vorliegende Arbeit stellt einen soliden theoretischen Rahmen fu¨r den Entwurf und die
Entwicklung von Content Manegement Systemen dar. Aufbauend auf dem entwickelten
Datenmodell lassen sich die zu verwaltenden Daten sehr gut modellieren sowie konkrete
Systeme implementieren. Daru¨ber hinaus bieten die eingefu¨hrten Konzepte in verschie-
denen Aspekten Mo¨glichkeiten fu¨r daran anschließende theoretische Forschungsarbeiten,
aber auch fu¨r konkrete praktische Realisierungen. Einige dieser Gesichtspunkte werden




Wie im Verlauf der Arbeit bereits an mehreren Stellen erwa¨hnt, sind einige Aspekte als
mo¨gliche Erweiterungen denkbar. Ob bzw. inwieweit diese umgesetzt werden, wird sich
anhand erster Erfahrungen mit dem prototypischen System ergeben.
• Die in Abschnitt 4.6.3 beschriebenen strukturellen Constraints ko¨nnten erweitert
werden, um flexiblere Spezifikationen wie beispielsweise Schachtelungen, Alterna-
tiven oder die Angabe von Kardinalita¨ten (
”
mindestens 2 Autoren, maximal 5
Autoren“,
”
maximal 2 Bilder“) zu erlauben. Eine Mo¨glichkeit wa¨re, dies in einer
BNF-a¨hnlichen Form spezifizieren zu ko¨nnen, also z. B.
property allowedChildren [Autor[2..5],(ISBN|URL)]
(Ein Buch-Element muss zwischen 2 und 5 Autor-Unterelemente und entweder ein
ISBN- oder ein URL-Unterelement haben). Ein alternativer Ansatz hierzu wa¨re
die separate Spezifikation von Integrita¨tsbedingungen.
• Typinferenz: Typen von Methoden oder Feldern ko¨nnten inferiert werden (vgl. Ab-
schnitt 2.3.3). Dies wu¨rde das Erstellen neuer Anwendungen bzw. Methoden er-
leichtern, da Typangaben in vielen Fa¨llen nicht explizit deklariert werden mu¨ssten,
das Typsystem aber trotzdem typsicher bliebe.
• Wie bereits am Ende von Abschnitt 4.5 erwa¨hnt, ko¨nnte eine richtige Mehrfach-
vererbung umgesetzt werden, bei der eine Datenklasse mehrere Vaterklassen haben
kann (z. B. class LinkCalendar extends [Linklist Calendar]), wobei hierbei
der Nutzen gegen die damit verbundenen Probleme abgewa¨gt werden muss.
• Eine Vererbung entlang des Datenbaums (Delegation) ko¨nnte implementiert wer-
den (s. Abschnitt 4.2.1), wobei dann allerdings durch geeignete Maßnahmen die
Typsicherheit zu garantieren wa¨re.
Von gro¨ßer praktische Relevanz im Kontext von CMS sind Mehrsprachigkeit und Ver-
sionierung. Sie sind orthogonal zur bisher behandelten Datenmodellierung in dem Sinne,
dass sie eine andere
”
Dimension“ der Daten darstellen: ein Feld hat, je nach Sprach-
auswahl oder gewu¨nschter Version, verschiedene Werte. Dies kann und soll auch im
W2OM umgesetzt werden.
Mehrsprachigkeit: Verschiedene Felder sollen, je nach Einstellung (von System bzw.
Benutzer) in unterschiedlichen Sprachen ein- und ausgegeben werden ko¨nnen. Bei-
spielsweise soll ein Titel in Deutsch oder Englisch ausgegeben werden ko¨nnen.
Andere Felder wiederum bleiben davon unberu¨hrt (z. B. ein eingebettetes Bild).
Andere Aspekte von Mehrsprachigkeit wie beispielsweise die unterschiedliche For-
matierung von Datumsangaben ko¨nnen u¨ber XSLT-Stylesheets1 realisiert werden.
1XSLT unterstu¨tzt verschiedene Konzept zur Lokalisierung.
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Versionen: Auch die fu¨r eine zuku¨nftige Version des Systems geplante Versionierungs-
komponente, mit der es mo¨glich sein wird, verschiedene Versionen der Objekte zu
verwalten, um beispielsweise auf alte Zusta¨nde zugreifen zu ko¨nnen, ist eine solche
orthogonale Komponente. Ein erster Ansatz in dieser Richtung wurde in [Bar05]
gezeigt.
9.2.2. Praktische Umsetzung
Ein wichtiges Stichwort in Kontext des praktischen Einsatzes ist das des Cachings, d. h.
es ist zu untersuchen, inwiefern bzw. an welche Stellen bei der Anfragebearbeitung Da-
ten zwischengespeichert werden ko¨nnen. Auf Grund der referenziellen Transparenz der
W2L ist zu erwarten, dass hier ein effizientes Caching mo¨glich ist, da (Teil-)Ausdru¨cke
auch parallel ausgewertet werden ko¨nnen.
Des Weiteren muss der Punkt der Datenbankanbindung noch evaluiert werden; hier
mu¨ssen geeignete Abbildungen (Mappings, vgl. Abschnitt 8.2) auf eine konkrete Da-
tenbank entwickelt werden. Geplant ist auch ein
”
virtuelles Datenbank-API“, mit dem
verschiedene Datenbankbackends transparent an das Wob 2-System angebunden werden
ko¨nnen.
Mit dem Wob 2-System werden in der Arbeitsgruppe Internet-Informationssysteme der
Abteilung III des Instituts fu¨r Informatik der Universita¨t Bonn zuna¨chst exemplarisch
die folgenden Anwendungen umgesetzt werden:
Homepages: Grundlage fu¨r viele Anwendungen, unter anderem auch im Wob 1-System,
ist eine Homepage-Anwendung, welche ha¨ufig verwendete Basisklassen wie Text,
Linklist, Sitemap oder Calendar zur Verfu¨gung stellt. Auch Wob 2 soll eine
solche Anwendung zur Verfu¨gung stellen; hiermit sind beispielsweise perso¨nliche
Homepages erstellbar, ohne besondere Vorkenntnisse von HTML oder a¨hnlichen
Technologien haben zu mu¨ssen.
Hier kommt der Vorteil des inkrementellen Konzepts zum Tragen: beispielsweise
ko¨nnte fu¨r ein Institut eine generische Anwendung erstellt werden, die dann jede
Abteilung des Instituts ableiten und erweitern kann; trotzdem ko¨nnten Bugfixes
o. a¨. an der urspru¨nglichen Anwendung eingepflegt und an die neue Anwendungen
vererbt werden.
Lehre: In Erweiterung des Wob 1-Angebots zur Unterstu¨tzung der Lehre und Lehrpla-
nung sollen folgende Funktionalita¨ten angeboten werden:
• ein kommentiertes Vorlesungsverzeichnis.
• ein personalisierter Stundenplan.
• ein Vergabesystem fu¨r U¨bungen, Praktika und Seminare.
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• ein Anmeldesystem zu Seminaren und Praktika, z. B. auch mit der Mo¨glich-
keit, Fragebo¨gen an die Studenten zu Vorkenntnissen o. a¨. zu erstellen.
Bei dieser Anwendung kommen insbesondere zwei Aspekte des W2OM zum Tragen:
zum einen die Mo¨glichkeit, alternative Sichten auf die Daten zu haben (wie perso-
nalisierter Stundenplan und Vorlesungsverzeichnis), zum anderen die vera¨nderliche
Granularita¨t (beispielsweise im Stundenplan nur der Titel einer Veranstaltung, in
einer Detailansicht Detailinformationen).
Dokumenten-/Folienverwaltung: Es soll mo¨glich sein, z. B. Vorlesungsfoliensa¨tze nicht
nur zum Download anzubieten, sondern auch zu verwalten bzw. in Wob 2 zu erstel-
len. Genauer: Dokumente und Folien ko¨nnen, a¨hnlich wie normale HTML-Seiten,
aus Bausteinen zusammengesetzt werden, wobei →Assets wie Bilder oder auch gan-
ze Folien dann mehrfach verwendet werden ko¨nnen. Aus den Daten ko¨nnen dann
leicht verschiedene Ausgabeformate (HTML, PDF, LATEX, . . . ) generiert werden.
Insbesondere diese Anwendung ist mit den unflexiblen und auf normale Publikation
ausgelegten Datenmodellen ga¨ngiger Systeme kaum realisierbar, da bei diesen die
Rohdaten in verschiedenen Formaten und unterschiedlichen Granularita¨ten aufbe-
reitet werden mu¨ssen.
Nach den positiven Erfahrungen der ersten prototypischen Umsetzungen im Rahmen
der Arbeit ist zu erwarten, dass Modellierung und Implementierung dieser Anwendungen
auf Grund des Datenmodells bedeutend einfacher und besser zu machen ist als mit
existierenden Modellen bzw. Systemen.
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A. Beispiel: homepage.w2l
In diesem Anhang ist eine beispielhafte Familiendefinition aufgefu¨hrt, die die in den vor-
angegangenen Kapiteln spezifizierten Modell- und Sprachkonzepte anhand des Homepage-
Beispiels illustriert. Aus Gru¨nden der U¨bersichtlichkeit wird das Listing dabei abschnitts-
weise kommentiert. Abbildung A.1 zeigt das zugeho¨rige UML-Klassendiagramm; dabei




























Abbildung A.1.: UML-Klassendiagramm homepage.w2l
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A. Beispiel: homepage.w2l
In den Zeilen 1 bis 29 wird zuna¨chst die default-Familie Family mit der default-Da-
ten- bzw. Feldklasse definiert. Diese ist fest im System implementiert und muss nicht
vom Benutzer spezifiziert werden. Diese implizite Definition ist hier nur aus Gru¨nden
der Dokumentation aufgefu¨hrt.
Die Methode XML view() der Fieldclass liefert u¨ber das Schlu¨sselwort this den
Wert des Feldobjekts zuru¨ck. Die view()-Methode der Dataclass gibt innerhalb eines
<block>-Elements das Ergebnis der Methoden view_fields() bzw. view_children()
zuru¨ck. Hier werden in einer Schleife jeweils die view()-Methoden der Feldobjekte (Zeile
19) bzw. der Kindobjekte (Zeile 25) aufgerufen. Das Ergebnis ist also eine rekursive
Ausgabe der Feldobjekte innerhalb einer Hierarchie von Objekten (Datenbaum). Dabei
wird jeweils die inha¨rente Reihenfolge (s. Abschnitt 4.6.2) verwendet.
1 family Family { // default root family
2
3 class Fieldclass { // default field class





9 class Dataclass { // default data class







17 XML view_fields() {





23 XML view_children() {








Die Zeilen 30 bis 67 definieren die (benutzerdefinierte) Familie homepage mit den Klassen
Text, Calendar und Appointment.
Die Klasse Text (Zeilen 31 bis 42) ist eine einfache Textklasse, die einen Titel vom
Typ String, einen Rumpf vom Typ XML und eine Methode String viewShort() hat.
Text.title ist eine Feldklasse, die ihre eigene view()-Methode definiert, hier wird der
Titel (Selbstreferenz this) innerhalb eines <title>-Elements zuru¨ckgegeben. <title>
ist dabei ein Bestandteil der Zwischensprache (s. Abschnitt 8.4) und wird spa¨ter, zu-
sammen mit dem Rest der Ausgabe, u¨ber ein XSLT-Stylesheet in HTML transformiert.
viewShort gibt einen kurzen String zuru¨ck, der z. B. als Linktext auf das entsprechende
Objekt verwendet werden kann (in diesem Fall nur den Titel als String).
30 family homepage { // implizit: extends Family
31 class Text { // implizit: extends Dataclass
32 String title {
33 XML view() {









Calendar (Zeilen 43 bis 51) ist als Containerklasse bzw. -objekt fu¨r einzelne Termine
gedacht, so dass nur Kindobjekte der Klasse Appointment erlaubt sind (Zeile 44, vgl.
hierzu Abschnitt 4.6.3). Die view_children()-Methode wird derart u¨berschrieben, dass
die Kindobjekte nach dem Starttermin sortiert ausgegeben werden.
43 class Calendar extends Text {
44 property allowedChildren [ Appointment];
45
46 XML view_children() {







Die Klasse Appointment (Zeilen 52 bis 66) modelliert einen einzelnen Termin, dessen
Datum im Feld begin steht. Die view_fields()-Methode ist derart u¨berschrieben, dass
zuna¨chst Titel und Beginn des Termins, gefolgt vom body ausgegeben werden. Der Be-
ginn wird dabei innerhalb eines <title_extra>-Elements1 ausgegeben. Hier wird also
nicht auf die automatische Ausgabe der Felder u¨ber eine Schleife (Zeile 18) zuru¨ckge-
griffen. viewShort() liefert wiederum eine kompakte Ausgabe.
52 class Appointment extends Text { // einfacher Termin: nur Beginn
53 Date begin;
54
55 XML view_fields() {
56 {title.view()}










67 } // family homepage
1Diese Elemente sind wiederum Bestandteile der Zwischensprache, mit denen der eigentliche Titel bzw.
eine Zusatzinformation dazu angegeben wird.
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family mysite
In den Zeilen 68 bis 114 wird die von der Familie homepage abgeleitete Familie mysite
definiert. Die Klasse Text entha¨lt ein weiteres Feldobjekt, subtitle, das einen Unterti-
tel spezifiziert, die Klasse Appointment einen Endtermin.
In der Klasse Text wird dabei in Zeile 69 definiert, dass das Feldobjekt subtitle
zwischen title und body
”
einsortiert“ wird (vgl. Abschnitt 4.6.2). Dieses Feld wird
dadurch in den view()- bzw. view_fields()-Methoden ausgegeben, also auch in abge-
leiteten Klassen. Die Methode view_fields() fu¨gt nach der Ausgabe der Felder noch
eine Fußzeile hinzu, view_short() erzeugt wie bisher eine kompakte Ausgabe.
68 family mysite extends homepage {
69 class Text { //implizit: extends homepage.Text
70 String subtitle after title {
71 XML view() {









81 String viewShort() {
82 title; " ("; subtitle; ")";
83 }
84 }
Die Klasse Calendar (Zeilen 85 bis 90) entha¨lt lediglich zwei Methodendeklaratio-
nen, die jedoch keinen Programmcode enthalten, sondern nur eine Priorita¨tsangabe.
Wie in Abschnitt 5.2.1 beschrieben, werden die entsprechenden Methodendefinitionen
hier aus der Superfamilie (also homepage.Calendar und nicht mysite.Text) materia-
lisiert. Wu¨rde die Priorita¨tsangabe fehlen, so wa¨re dies ein Fehler, da nicht eindeutig
bestimmbar ist, welche Methode die
”
richtige“ ist, da beispielsweise view() sowohl in
homepage.Calendar als auch in mysite.Text definiert ist.
85 class Calendar extends Text {
86 XML view() priority family;
87 XML view_fields() priority family;
88 XML view_children() priority family;




Die Klasse Appointment wird in den Zeilen 91 bis 113 um ein Feld end erweitert,
das das Ende eines Termins angibt. Die Methode interval gibt dabei den Startter-
min aus, und falls definiert, den Endtermin mit fu¨hrendem Bindestrich. Die Methoden
view_fields() und viewShort() sind entsprechend angepasst, so dass statt des Start-
termins eben jenes Intervall angegeben wird.
91 class Appointment extends Text {
92 Date end;
93
94 String interval() {
95 if (begin.isdefined()) {
96 begin.toString();
97 }
98 if (end.isdefined()) {
99 " - "; end.toString();
100 }
101 }
102 XML view_fields() {
103 {title.view()}










114 } // family mysite
Um das Beispiel abzurunden. werden im Folgenden einige Beispielobjekte sowie Bei-
spielausgaben gezeigt. Die nachstehende Abbildung zeigt drei Beispielobjekte aus der
mysite-Familie in UML-Darstellung2.
2intro, conferences sowie vldb sind hier Objekt-IDs.
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intro: Text
body=<p>Dies ist ein Test.</p>
subtitle = "Herzlich willkommen"










title = "Konferenzen" parent child
Der Aufruf von object(intro).view() wu¨rde folgendes liefern3:
<block >
<title >Meine Homepage </title >
<subtitle >Herzlich Willkommen </subtitle >
<p>Dies ist ein Test </p>
<p>Fußzeile </p>
</block >
Die Ausgabe erfolgt entsprechend der Methode mysite.Text.view_fields() (Zeilen
76-79 im obigen Beispiel).
object(conferences).view() wu¨rde nachstehendes ausgeben:
1 <block >
2 <title >Konferenzen </title >
3 <subtitle >Neu!</subtitle >
4 <p>Konferenzkalender </p>
5 <block >
6 <title >VLDB2007 </title >
7 <title_extra >23.09.2007 - 29.09.2007</ title_extra >
8 <subtitle >Wien </subtitle >
9 <p>3rd Int. Conf....</p>
10 </block >
11 </block >
Hier stammen die Zeilen 1-3 vom Objekt conferences (via view_fields() ausgegeben)
und die Zeilen 4-7 vom Objekt vldb (rekursiv u¨ber view_children() ausgegeben).
Zu beachten ist bei diesem Beispiel, dass aus Gru¨nden der U¨bersichtlichkeit Aspekte,
die die Lokalisierung betreffen, ausgeklammert wurden. So mu¨ssen beispielsweise Texte
3Die object-Notation bezeichne hier die Dereferenzierung einer Objekt-ID zu einem Objekt.
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A. Beispiel: homepage.w2l
in verschiedenen Sprachen und Zahlen sowie Datumsangaben sprachspezifisch ausgege-
ben werden (ko¨nnen). Dies ist jedoch kein zentraler Aspekt der Templatesprache und
wird weitestgehend u¨ber XSLT-Stylesheets geregelt, was u. a. den Vorteil hat, dass der
Entwickler sich nicht darum ku¨mmern muss.
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Assets: bezeichnen die inhaltlichen Einheiten, aus denen eine →Webseite zusammenge-
setzt wird, wie z. B. Texte oder multimediale Komponenten (Bilder, Videos oder
Sounds). Assets (beispielsweise ein Firmenlogo) werden auf einer →Website ha¨ufig
mehrfach verwendet. Die Granularita¨t von textuellen Einheiten ha¨ngt dabei von
der jeweiligen Modellierung ab, so ko¨nnen beispielsweise eine gesamte Webseite,
deren Absa¨tze oder einzelne Sa¨tze als Asset modelliert werden.
Assetmanagement: ist die Komponente eines CMS, welche die →Assets verwaltet.
Client/Server-System: Ein CMS besteht in der Regel aus einem via Internet erreich-
baren Server, auf dem das eigentliche CMS la¨uft, und mehreren Clients, u¨ber die
mit dem System gearbeitet werden kann. Dabei kann der Client ein einfacher Web-
browser sein oder eine komplexe Anwendung. Verschiedene Varianten von Clients
werden in Abschnitt 8.5.2 vorgestellt; zu Grundlagen von Client/Server-Systemen
siehe u. a. [Dad96].
Content: kann, je nach Kontext, ein →Asset oder aber den Inhalt einer →Webseite oder
einer →Website bezeichnen.
Content Syndication: wird der Austausch bzw. Handel von Informationen genannt. Als
Beispiel sei hier die Integration von Nachrichtenu¨berschriften (
”
Headlines“) von
einer anderen Webseite genannt. Eine oftmals verwendete Technologie hierbei ist
RSS (Really Simple Syndication, siehe u. a. http://www.rss3.org/).
Portal: eine →Website, die versucht, verschiedene regelma¨ßig beno¨tigte Dienste zu bu¨ndeln
oder eine U¨bersicht fu¨r den Einstieg in einen Themenkomplex zu schaffen.
Webseite vs. Website: Mit Webseite wird zumeist eine im Browser sichtbare Seite be-
zeichnet. In einem statischen System ist dies z. B. eine HTML-Seite mit zugeho¨ri-
gen Bildern. Mit Website (auch: Webpra¨senz) ist im Allgemeinen das gesamte
Webangebot gemeint, welches auf einem Server bzw. unter einer Domain erreich-
bar ist. Dies kann man auch als geschlossenes Informationssystem im WWW mit
Webseiten auffassen, die u¨ber eine gemeinsame Homepage erreichbar sind.
Web Site Management: bezeichnet die administrativen Vorga¨nge bei der technischen
bzw. redaktionellen Betreuung einer →Website.
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Workflow: Workflows definieren Arbeitsabla¨ufe, bei denen Dokumente, Informationen
oder Aufgaben zwischen verschiedenen Beteiligten delegiert werden. Ein Beispiel
eines Workflows im Kontext von CMS ist der Vorgang, dass ein Artikel, der von
einem Redakteur geschrieben wird, zuna¨chst nicht o¨ffentlich sichtbar ist, und erst
nach einer Korrekturlesung von einem Chefredakteur von diesem vero¨ffentlicht
wird.
Workflow-Management-Systeme: unterstu¨tzen die Spezifikation, Ausfu¨hrung und Steu-







API: Application Programming Interface
ASP: Active Server Pages
BCNF: Boyce-Codd Normalform
BLOB: Binary Large Objects
BNF: Backus-Naur Form
CGI-Skript: Common Gateway Interface-Skript
CML: Chemical Markup Language
CMS: Content Management System
CSS: Cascading Style Sheet
DAG: Directed Acyclic Graph
DBMS: Database Management System
DCD: Document Content Description
DDL: Data Definition Language
DML: Data Manipulation Language
DMS: Document Management System
DOM: Document Object Model
DSL: Domain Specific Language
DTD: Document Type Definition
EBNF: Erweiterte Backus-Naur Form
ebXML: Electronic Business XML Initiative
ER-Modell: Entity-Relationship Modell
FJ: Featherweight Java
GML: Generalized Markup Language
GPL: General Purpose Language
GUI: Graphical User Interface (dt.: Benutzer- oder Benutzungsschnittstelle)
HTML: Hypertext Markup Language
JDK: Java Developers Kit
JSP: Java Server Pages
MathML: Mathematical Markup Language
MVC: Model-View-Controller




OOXML: Object Oriented XML
PHP: PHP Hypertext Preprocessor
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PDA: Personal Digital Assistant
PDF: Portable Document Format
RDBMS: Relationales Datenbankmanagementsystem
RELAX: Regular Language description for XML
RELAX: Regular Language description for XML-New Generation
RTF: Rich Text Format
SAX: Simple API for XML Processing
SGML: Standard Generalized Markup Language
SQL: Structured Query Language
SVG: Scalable Vector Graphics
TREX: Tree Regular Expressions for XML
UIML: User Interface Markup Language
UML: Unified Modelling Language
URL: Uniform Resource Locator
W2L: Wob 2 Language
W2OM: Wob 2 Object Model
W3C: World Wide Web Consortium
WCML: WebComposition Markup Language
WCMS: Web Content Management System
WML: Wireless Markup Language
Wob: Objects in the Web
WWW: World Wide Web
XHTML: eXtensible Hypertext Markup Language
XMI: XML Metadata Interchange
XML: eXtensible Markup Language
XPath: XML Path Language
XSD: XML Schema Definition
XSL: eXtensible Stylesheet Language
XSLT: eXtensible Stylesheet Language: Transformations
XSL-FO: eXtensible Stylesheet Language: Formatting Objects
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