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Resumo
Na situac¸a˜o em que o mercado se encontra, e´ essencial para uma empresa ter uma soluc¸a˜o mo´vel para
o seu servic¸o. Um dos ramos empresariais que tem apostado fortemente nestas soluc¸o˜es sa˜o os bancos.
Estes tentam facilitar ao ma´ximo o acesso dos seus clientes a servic¸os como pagamentos, transfereˆncias,
saldos, movimentos, entre outros, sendo esta uma maneira de manter os mesmos satisfeitos.
Existem consultoras com projetos que visam a concec¸a˜o de soluc¸o˜es para estas empresas. Uma
destas consultoras e´ a Accenture, correspondendo a` empresa onde sera´ efetuado todo o trabalho descrito
neste relato´rio.
No decorrer deste esta´gio foi concebida uma soluc¸a˜o mobile de homebanking direcionada para a
funcionalidade de pagamentos.
Numa fase inicial foi feito um enquadramento do tema a partir de uma investigac¸a˜o, onde tambe´m
foram analisados os requisitos funcionais e na˜o funcionais, assim como os casos de uso, a metodologia
e os recursos a serem utilizados.
De seguida foi feito o desenho arquitetural do sistema, da base de dados, foi definida a navegac¸a˜o na
aplicac¸a˜o e foi escolhido o padra˜o arquitetural a utilizar.
A terceira fase consistiu na implementac¸a˜o da soluc¸a˜o, tendo sido implementadas todas as funciona-
lidades da aplicac¸a˜o nativa para o sistema operativo Android, uma base de dados SQL Server que imple-
menta o desenho falado anteriormente, e um servidor web implementado a partir da framework Spring
que intermedeia os dois u´ltimos fornecendo servic¸os a` aplicac¸a˜o Android e efetuando operac¸o˜es na base
de dados. No fim desta implementac¸a˜o, o co´digo que se encontrava na linguagem Java foi migrado para
a linguagem Kotlin, que recentemente foi oficializada como uma linguagem para o desenvolvimento
Android.
Por fim, foram feitos va´rios testes a` aplicac¸a˜o, incluindo testes de usabilidade, de compatibilidade e
foram feitos testes de maneira a poder comparar uma funcionalidade inovadora com uma ja´ existente no
mercado.
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Abstract
In the actual market situation, is essential for a company to have a mobile solution for their services.
One of the enterprise sectors that has been betting strongly on that solutions are the banking companies.
To make their client satisfied, they try to make the access to their services, like payments, transfers,
balances, account moves and so on, as easy as possible.
There are consultant companies with projects that aim the conception of solutions to companies like
banks. One of that consultants is Accenture, the company where all the work described in this report will
be made.
During this internship an homebanking mobile solution directed to payments functionality was con-
cept.
On an initial stage, was made a subject framework based on an investigation, the functional and non-
functional requirements were analyzed as well as use cases, work methodology and the resources to be
used.
Then the system architecture, database and navigation design was made and the architectural pattern
to apply was chosen.
The third stage consisted in the solution implementation where all the functionalities of the Android
native app were implemented as well as a SQL Server database and a Spring web server that provides
services to the mobile app and makes database operations. In the end of that implementation the Java
code of mobile app was migrated to Kotlin code, a language that was recently formalized as an Android
developing language.
Finally, some mobile app tests were made, including usability and compatibility tests. Also, were
made some tests to compare an innovative functionality with another that already existing on the market.
Keywords: Banking; Native App; Android; Payments
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Capı´tulo 1
Introduc¸a˜o
Este trabalho encontra-se enquadrado na unidade curricular Projeto de Engenharia Informa´tica, estando
esta incluı´da no segundo ano do Mestrado em Engenharia Informa´tica da Faculdade de Cieˆncias da
Universidade de Lisboa. Para tal, foi realizado um esta´gio com a durac¸a˜o de 9 meses numa instituic¸a˜o
de acolhimento com o intuito de ganhar conhecimentos a nı´vel profissional.
Neste capı´tulo sera´ descrita a instituic¸a˜o de acolhimento assim como a motivac¸a˜o e os objetivos deste
trabalho. Por fim, sera´ apresentada a estrutura do documento.
1.1 Accenture
O esta´gio foi realizado na Accenture, uma empresa internacional que fornece servic¸os nas a´reas de es-
trate´gia, consultoria, digital, tecnologia e operac¸o˜es. Possui clientes em mais de 120 paı´ses, trabalhando
em mais de 40 industrias e contando com cerca de 425 000 empregados, sendo que 2 000 corresponde
ao nu´mero de funciona´rios em Portugal.
1.2 Motivac¸a˜o
As aplicac¸o˜es mo´veis teˆm vindo a evoluir cada vez mais levando a`s empresas a procurarem por este tipo
de soluc¸o˜es tecnolo´gicas. Um exemplo desta evoluc¸a˜o pode ser verificada na industria banca´ria, onde se
tem desenvolvido aplicac¸o˜es que pretendem facilitar a realizac¸a˜o de operac¸o˜es banca´rias, que antes so´
poderiam ser efetuadas numa caixa de multibanco. Estas aplicac¸o˜es permitem a realizac¸a˜o de operac¸o˜es
como: a consulta do saldo e/ou movimentos da conta; a realizac¸a˜o de pagamentos e/ou transfereˆncias; o
agendamento de pagamentos e/ou transfereˆncias.
1.3 Objetivos
O objetivo inicial deste esta´gio consistia na realizac¸a˜o de uma aplicac¸a˜o mo´vel nativa para o sistema
operativo Android, com vista a atualizar a aplicac¸a˜o corrente de um banco cliente. O projeto de desen-
volvimento desta aplicac¸a˜o seria realizado em conjunto com uma equipa de trabalho. Contudo, devido a
problemas internos o projeto na˜o entrou em execuc¸a˜o, sendo necessa´rio a definic¸a˜o de um novo projeto
de modo a finalizar o esta´gio.
1
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A soluc¸a˜o encontrada consistiu em realizar um projeto ideˆntico de forma individual. Esta resume-se
ao desenvolvimento de uma aplicac¸a˜o mo´vel banca´ria focada na funcionalidade de pagamentos. Neste
desenvolvimento sera˜o compreendidas todas as fases de conceptualizac¸a˜o do software, sendo elas as
seguintes:
- Levantamento de requisitos;
- Ana´lise funcional, te´cnica e arquitetural do sistema;
- Desenho funcional;
- Desenvolvimento de proto´tipos;
- Implementac¸a˜o te´cnica da soluc¸a˜o;
- Configurac¸a˜o da soluc¸a˜o integrada;
- Realizac¸a˜o de testes integrados.
1.4 Estrutura do documento
Este documento esta´ organizado da seguinte forma:
• Capı´tulo 2 – Conceitos e trabalho relacionado
• Capı´tulo 3 – Ana´lise de requisitos
• Capı´tulo 4 - Desenho da soluc¸a˜o
• Capı´tulo 5 - Implementac¸a˜o
• Capı´tulo 6 - Testes
• Capı´tulo 7 - Conclusa˜o
Capı´tulo 2
Conceitos e Casos de Estudo
Este capı´tulo sera´ divido em duas partes. Na primeira sera˜o introduzidos alguns conceitos importantes
no decorrer deste trabalho e, na segunda parte, sera˜o apresentadas algumas aplicac¸o˜es semelhantes.
2.1 Conceitos
Nesta secc¸a˜o sera˜o apresentados alguns conceitos relacionados com a indu´stria banca´ria e com o software
utilizado.
2.1.1 Pagamentos
A operac¸a˜o pagamento e´ algo de conhecimento comum, constitui a possibilidade de um cidada˜o com
uma conta banca´ria efetuar a transfereˆncia de um certo montante para uma determinada entidade. Estas
transfereˆncias conteˆm uma refereˆncia que serve para identificar a fatura a que o pagamento se refere
e uma entidade que identifica o destinata´rio do pagamento. Existem va´rios tipos de pagamento [25]
consoante a entidade destinata´ria. Estes sera˜o descritos separadamente de seguida.
Pagamento de servic¸os
Possibilita o pagamento de faturas a entidades como empresas, instituic¸o˜es e organizac¸o˜es. Para realizar
este pagamento basta introduzir a entidade, a refereˆncia e o montante presentes na fatura.
Pagamento ao estado
Possibilita o pagamento de impostos, taxas, custas jurı´dicas, juros de mora, penhoras, entre outros. Para
efetuar este pagamento basta introduzir a refereˆncia e o montante presentes na fatura.
Pagamento a` seguranc¸a social
Possibilita a realizac¸a˜o de um pagamento a` seguranc¸a social. Para efetuar este pagamento basta introduzir
o nu´mero de beneficia´rio de seguranc¸a social, a remunerac¸a˜o e o perı´odo de pagamento. Apo´s a inserc¸a˜o
dos dados anteriores, o montante final do pagamento e´ calculado automaticamente de acordo com o
algoritmo da seguranc¸a social. Este algoritmo sera´ explicado mais a` frente na Secc¸a˜o 5.1.2.
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2.1.2 Android
O Android e´ o sistema operativo para plataformas mo´veis mais popular do mundo. Centenas de milho˜es
de dispositivos, em cerca de 190 paı´ses diferentes, utilizam esta plataforma. De acordo com as estatı´sticas
[28], em 2017, na Europa, apenas 2% dos smartphones possuem o sistema operativo Windows Phone,
30% o sistema operativo iOS e 68% o sistema operativo Android.
O Android e´ um sistema operativo gratuito baseado no sistema operativo Linux. O seu produtor foi
a Open Handset Alliance, que consiste num conjunto de empresas tecnolo´gicas lideradas pela Google e,
foi concebido para sistemas mo´veis, tais como smartphones, tablets ou smartwatches.
Android Software Development Kit
Android SDK e´ um conjunto de ferramentas de desenvolvimento e debugging, emuladores, ferramentas
de automatizac¸a˜o e compilac¸a˜o, bibliotecas, entre outras. Estas ferramentas sa˜o utilizadas para simpli-
ficar todo o processo desenvolvimento de aplicac¸o˜es nativas para o sistema operativo Android. O SDK
sera´ utilizado sobre o ambiente de desenvolvimento (IDE) oficial da Google, o Android Studio [14], que
e´ baseado na IDE IntelliJ.
Nı´vel de API
O nı´vel de API corresponde a um valor inteiro referente a cada versa˜o da plataforma Android. Uma
aplicac¸a˜o destinada a um certo nı´vel de API pode correr normalmente em plataformas com nı´veis supe-
riores, mas pode vir a ter problemas em plataformas com nı´veis inferiores.
Na Tabela 2.1 sa˜o apresentadas as va´rias verso˜es existentes do sistema operativo Android, atrave´s do
respetivo nu´mero e nome. Para cada versa˜o existente e´ tambe´m apresentado o respetivo nı´vel de API e
a percentagem de dispositivos com essa mesma versa˜o. Os dados da Tabela foram coletados durante um
perı´odo de 7 dias entre os dias 1 e 8 de Janeiro de 2018. Todas as verso˜es instaladas em menos de 0,1%
dos dispositivos na˜o sa˜o exibidas.
Tabela 2.1: Verso˜es da plataforma [16]
Versa˜o Nome API Distribuic¸a˜o
2.3.3 - 2.3.7 Gingerbread 10 0.3%
4.0.3 - 4.0.4 Ice Cream Sandwich 15 0.4%
4.1.x
Jelly Bean
16 1.5%
4.2.x 17 2.2%
4.3 18 0.6%
4.4 KitKat 19 10.3%
5.0
Lollipop
21 4.8%
5.1 22 17.6%
6.0 Marshmallow 23 25.5%
7.0
Nougat
24 22.9%
7.1 25 8.2%
8.0
Oreo
26 4.9%
8.1 27 0.8%
A partir da Tabela 2.1 observa-se que 10.3% dos dispositivos Android correm sobre a API 19,
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verificando-se que uma aplicac¸a˜o destinada a esta API tem a capacidade de correr em 95% (10.3% +
4.8%+ 17.6%+ 25.5%+ 22.9%+ 8.2%+ 4.9%+ 0.8% = 95%) dos dispositivos Android sem o risco
de ocorrer uma falha relacionada com a API do dispositivo.
2.1.3 Tipo de Desenvolvimento
Nesta secc¸a˜o sera˜o introduzidas os dois tipos de desenvolvimento de uma aplicac¸a˜o mo´vel, desenvol-
vimento nativo e desenvolvimento Cross-Platform, bem como algumas comparac¸o˜es entre estes dois
tipos.
Desenvolvimento Nativo
As aplicac¸o˜es nativas sa˜o desenvolvidas numa linguagem especı´fica para cada plataforma e usadas exclu-
sivamente no sistema operativo escolhido. No caso do sistema operativo Android e´ utilizada a linguagem
Java ou Kotlin e, no caso do iOS, e´ utilizada a linguagem Swift.
Alguns aspetos positivos deste tipo de desenvolvimento sa˜o os seguintes:
Interface: A interface com o utilizador pode determinar o sucesso de uma aplicac¸a˜o mo´vel. Numa
aplicac¸a˜o nativa a interface e´ concebida num padra˜o que e´ familiar ao utilizador, pois cada sistema
operativo tem caracterı´sticas individuais, algo que e´ facilmente percetı´vel pelo seu utilizador. As
aplicac¸o˜es nativas seguem essas caracterı´sticas e por isso tornam mais fa´cil a sua utilizac¸a˜o;
Performance: O desenvolvimento nativo, quando bem executado, otimiza as aplicac¸o˜es mais
densas em termos de custos computacionais. Isto acontece porque a linguagem utilizada interage
diretamente com o sistema operativo evitando assim que a aplicac¸a˜o se torne lenta e penosa;
Melhor Classificac¸a˜o: As aplicac¸o˜es nativas normalmente encontram-se melhor classificadas nas
app stores. Isto acontece porque tanto a performance como a interface fazem com que os utiliza-
dores fornec¸am melhores cotac¸o˜es a`s mesmas;
Conexa˜o a` Internet: Dependendo da funcionalidade, uma aplicac¸a˜o nativa consegue trabalhar
offline.
Enquanto que algumas desvantagens sa˜o as seguintes:
Tempo de Desenvolvimento: O processo de desenvolvimento nativo e´ lento, pois e´ necessa´rio
desenvolver mais do que uma aplicac¸a˜o caso seja pretendido que esta seja executa´vel em diferentes
plataformas;
Necessa´rios Programadores Especializados: Para o desenvolvimento de uma aplicac¸a˜o nativa
a especializac¸a˜o dos programadores e´ um fator importante, isto porque va˜o haver equipas de de-
senvolvimento diferentes para cada plataforma. Por exemplo, sera´ necessa´rio uma equipa para
desenvolver a aplicac¸a˜o para a plataforma Android, uma equipa para desenvolver a aplicac¸a˜o para
iOS, entre outras, se necessa´rio. Caso isto na˜o acontec¸a o tempo de desenvolvimento vai crescer
exponencialmente;
Prec¸o: Os custos no aumento do nu´mero de programadores necessa´rios para cada plataforma
juntamente com o tempo despendido no desenvolvimento das mesmas, ira˜o fazer com que o custo
final de desenvolvimento da aplicac¸a˜o seja muito superior.
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Desenvolvimento Cross-platform
As aplicac¸o˜es cross-platform sa˜o desenvolvidas numa linguagem capaz de se adaptar a va´rios sistemas
operativos, atrave´s do uso de frameworks. Esta abordagem permite que uma u´nica versa˜o da aplicac¸a˜o
seja executada em va´rios sistemas operativos diferentes. A maioria das aplicac¸o˜es cross-platform sa˜o
desenvolvidas em linguagens como HTML5, CSS, JavaScript, C#, entre outras. Estas sa˜o transformadas
em aplicac¸o˜es nativas utilizando frameworks como o Cordova ou o Xamarin.
Algumas vantagens deste tipo de desenvolvimento sa˜o os seguintes:
Tempo de Desenvolvimento: Como apenas e´ concebida uma aplicac¸a˜o para os va´rios sistemas
operativos, o tempo de desenvolvimento desta aplicac¸a˜o sera´ reduzido;
Prec¸o: Como na˜o e´ necessa´ria uma equipa ta˜o especializada e o tempo de desenvolvimento e´
reduzido, o custo de desenvolvimento torna-se mais acessı´vel;
Fa´cil Atualizac¸a˜o: Novamente, como apenas existe uma aplicac¸a˜o, basta atualizar a mesma.
Enquanto que alguns pontos negativos do desenvolvimento Cross-platform sa˜o os seguintes:
Performance: A performance da aplicac¸a˜o sai prejudicada devido a`s restric¸o˜es no que toca ao
poder computacional dos dispositivos mo´veis. A renderizac¸a˜o de pa´ginas HTML5/CSS pesadas
pode fazer com que a aplicac¸a˜o se torne lenta em dispositivos com CPU’s ou GPU’s de gamas
mais baixas;
Limitac¸o˜es: Uma aplicac¸a˜o cross-platform na˜o esta´ preparada para funcionar com tudo o que
um sistema operativo oferece. Desta forma, na˜o e´ possı´vel tomar todo o proveito de algumas
funcionalidades tais como o GPS, a caˆmara ou o calenda´rio, nestas aplicac¸o˜es.
Comparac¸a˜o
As aplicac¸o˜es desenvolvidas em cross-platform teˆm dois grandes fatores a seu favor: o tempo de desen-
volvimento e o custo de produc¸a˜o. Apesar disso, no que diz respeito a` experieˆncia de utilizac¸a˜o esta fica
a perder, em relac¸a˜o ao outro tipo de desenvolvimento. A experieˆncia de utilizac¸a˜o e´ um fator crı´tico
para o sucesso de uma aplicac¸a˜o, uma fraca experieˆncia de utilizac¸a˜o pode ser o suficiente para que o
utilizador desinstale a aplicac¸a˜o. Um estudo realizado pela Compuware [27] concluiu que apenas 7%
dos utilizadores daria mais do que quatro oportunidades a uma aplicac¸a˜o com falhas. Assim, e´ possı´vel
concluir que a experieˆncia de utilizac¸a˜o de uma aplicac¸a˜o e´ diretamente proporcional ao custo da mesma.
Desta forma, apesar de uma aplicac¸a˜o nativa trazer custos e tempos de desenvolvimento superiores,
a performance e a experieˆncia de utilizac¸a˜o da mesma sera˜o melhores face ao outro tipo de desenvolvi-
mento. Assim, uma aplicac¸a˜o nativa sera´ a melhor escolha quando os objetivos sa˜o satisfazer o utilizador.
2.1.4 Padra˜o Arquitetural
Para que uma aplicac¸a˜o cumpra alguns requisitos de qualidade, esta deve ser bem estruturada seguindo
um padra˜o arquitetural. Existem va´rios padro˜es arquiteturais, sendo que os padro˜es mais utilizados sera˜o
explicados de seguida. O padra˜o arquitetural utilizado na implementac¸a˜o da aplicac¸a˜o desenvolvida sera´
descrito na Secc¸a˜o 4.2.
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Model-View-Controller
O padra˜o Model-View-Controller separa a aplicac¸a˜o em treˆs camadas. Na primeira camada, camada
Model, e´ feita a persisteˆncia da aplicac¸a˜o e toda a manipulac¸a˜o de dados. Numa segunda camada, deno-
minada View, e´ a camada de visualizac¸a˜o, onde se encontram os layouts que sera˜o vistos pelo utilizador.
Por u´ltimo, na camada Controller, sa˜o recebidos todos os pedidos do utilizador e manipuladas as outras
duas camadas. Na Figura 2.1 sa˜o representadas as comunicac¸o˜es entre as treˆs camadas mencionadas
anteriormente.
Figura 2.1: Diagrama Model-View-Controller
Model-View-ViewModel
Model-View-ViewModel e´ um padra˜o que separa tambe´m a aplicac¸a˜o em treˆs camadas. A primeira e´ o
Model, esta camada e´ responsa´vel pela manipulac¸a˜o dos dados e pela lo´gica de nego´cio da aplicac¸a˜o. A
camada View e´ basicamente a interface com o utilizador. A u´ltima camada, denominada de ViewModel,
e´ responsa´vel por realizar um modelo da camda View, isto e´, readquire os dados necessa´rios da camada
Model e utiliza-os na camada View para que se torne visı´vel ao utilizador. Na Figura 2.2 sa˜o representadas
as comunicac¸o˜es entre as treˆs camadas mencionadas anteriormente.
Figura 2.2: Diagrama Model-View-ViewModel
Model-View-Presenter
O padra˜o Model-View-Presenter separa, mais uma vez, a aplicac¸a˜o em treˆs camadas. A primeira camada,
camada Model, e´ responsa´vel por manipular a lo´gica de nego´cio e comunicac¸a˜o com a rede e com a base
de dados. A camada View e´ responsa´vel por toda a interface com o utilizador e tambe´m notifica a u´ltima
camada, denominada de Presenter, com as ac¸o˜es do utilizador. A camada Presenter e´ responsa´vel por
restabelecer os dados da camada Model, aplicar a lo´gica de interface com o utilizador e gerir o estado
da camada View, decidindo o que e´ disponibilizado ao utilizador. Na Figura 2.3 sa˜o representadas as
comunicac¸o˜es entre as treˆs camadas mencionadas anteriormente.
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Figura 2.3: Diagrama Model-View-Presenter
2.1.5 SQL Server
SQL Server e´ um sistema de gesta˜o de base de dados concebida pela Microsoft. Este sistema suporta
uma grande variedade de processos transacionais, aplicac¸o˜es de ana´lise de dados e business intelli-
gence. O sistema trabalha sobre a linguagem T-SQL (Transact-Structured Query Language), sendo uma
implementac¸a˜o feita pela Microsoft que adiciona um conjunto de propriedades a` linguagem SQL padra˜o.
2.1.6 2FA
Para que a autenticac¸a˜o de uma conta banca´ria numa aplicac¸a˜o de homebanking seja segura, esta tem
de satisfazer os requisitos de 2FA (two-factor autenticaton), ou seja, tem de possuir dois fatores de
autenticac¸a˜o. Existem va´rias formas de autenticac¸a˜o, sendo que estas podem ser distribuı´das por 3
categorias [30], conhecidas como fatores de autenticac¸a˜o. Os treˆs fatores sa˜o os seguintes:
1. Fator de conhecimento: algo que o utilizador sabe, tal como, uma password ou um PIN;
2. Fator de posse: algo que o utilizador possui, tal como, um carta˜o magne´tico, um token de
seguranc¸a ou uma matriz de valores;
3. Fator de inereˆncia, ou biometria: algo que o utilizador e´, ou seja, caracterı´sticas fı´sicas ou
comportamentais exclusivas, como por exemplo, impressa˜o digital, reconhecimento facial ou de
voz.
2.2 Casos de Estudo
No desenvolvimento deste projeto foram analisadas outras aplicac¸o˜es da mesma a´rea como base para
a aplicac¸a˜o desenvolvida. Todas as aplicac¸o˜es analisadas correspondem a aplicac¸o˜es mo´veis de bancos
Portugueses, sendo que a informac¸a˜o acerca destes esta´ disponı´vel na Google Play Store e nos sites
dos respetivos bancos. Destas aplicac¸o˜es sera˜o analisadas essencialmente as interfaces, a funcionalidade
pagamentos e o fluxo da mesma.
Caixa Geral de Depo´sitos: Caixadirecta
Esta aplicac¸a˜o possui 4 sub-funcionalidades de pagamento [2]:
• Pagamento de servic¸os: o utilizador comec¸a por selecionar uma conta e, de seguida preenche os
campos referentes a` fatura, sendo estes “Entidade”, “Refereˆncia” e “Montante”. Neste tipo de
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pagamento tambe´m possı´vel fazer o agendamento de um pagamento consoante uma certa periodi-
cidade1 ou para um determinado dia;
• Pagamento de Telecomunicac¸o˜es/Internet/Transportes: muito semelhante ao pagamento anterior
mas ao inve´s do utilizador preencher o campo “Entidade”, seleciona um operador de telecomunicac¸o˜es,
Internet ou transportes;
• Pagamento de impostos/seguranc¸a social: para o pagamento de impostos o utilizador preenche
uma refereˆncia com 15 caracteres e o montante. Neste tambe´m e´ possı´vel selecionar a conta e a
data do pagamento. Num pagamento a` seguranc¸a social o utilizador deve preencher os campos
“Nu´mero de beneficia´rio”, a remunerac¸a˜o mensal ou o nu´mero de dias ou horas de trabalhado.
De seguida, selecionando o ano e o meˆs, o montante final e´ calculado automaticamente. Este
pagamento pode tambe´m ser agendado para um determinado dia;
• Pagamento de carto˜es: esta funcionalidade e´ utilizada para liquidar um determinado carta˜o de
cre´dito que esteja associado a` conta. Nesta funcionalidade seleciona-se apenas o carta˜o de cre´dito a
liquidar e preenche-se o “Montante” a transferir entre a conta e o carta˜o de cre´dito. Este pagamento
tambe´m pode ser agendado para um determinado dia ou segundo uma periodicidade.
Apo´s o preenchimento dos dados e´ necessa´rio em todos os pagamentos que o utilizador se autentique
com uma matriz e por fim e´ lhe apresentado o comprovativo do pagamento.
Novo Banco: NB smart app
Uma aplicac¸a˜o que possui alguns fatores de inovac¸a˜o interessantes como o reconhecimento de uma fatura
a partir do campo de pagamento por multibanco [4]. As restantes sub-funcionalidades de pagamento sa˜o
bastante semelhantes a`s presentes na aplicac¸a˜o descrita anteriormente.
Montepio: M24
Esta aplicac¸a˜o possui uma interface que se destaca. A` semelhanc¸a da aplicac¸a˜o NB smart app, esta
tambe´m possui a funcionalidade de reconhecimento de uma fatura [3]. As restantes sub-funcionalidades
de pagamento sa˜o bastante semelhantes a`s presentes nas aplicac¸o˜es anteriores.
1Os pagamentos de servic¸os podem ser agendados com uma periodicidade, esta pode ser u´nica, semanal, quinzenal, mensal,
trimestral, semestral e anual

Capı´tulo 3
Ana´lise de Requisitos
Neste capı´tulo sera˜o analisados os requisitos necessa´rios para o desenvolvimento da aplicac¸a˜o. Nestes
encontram-se os principais stakeholders da aplicac¸a˜o, os requisitos funcionais e na˜o funcionais, os casos
de uso e o planeamento. Pretende-se com este capı´tulo que o leitor fique com uma ideia mais detalhada
acerca dos conteu´dos da aplicac¸a˜o.
3.1 Stakeholders
Normalmente nas aplicac¸o˜es de homebanking os stakeholders utilizadores sa˜o os clientes que possuem
pelo menos uma conta no banco detentor da aplicac¸a˜o. Os requisitos de qualidade mais importantes para
os clientes do banco sera˜o o desempenho, a disponibilidade, a fiabilidade, a seguranc¸a, a experieˆncia de
utilizac¸a˜o e a usabilidade.
Apesar de na˜o haver um banco detentor da aplicac¸a˜o em desenvolvimento, estes requisitos sera˜o
considerados de qualquer forma. Como u´nico programador da aplicac¸a˜o, constituo um stakeholder na˜o
utilizador e considerarei como requisitos de qualidade mais importantes a modificabilidade, a testabili-
dade e a reutilizac¸a˜o.
3.2 Requisitos Funcionais
Esta aplicac¸a˜o ira´ conter duas funcionalidades, Login e Pagamentos, que conteˆm variadas sub-funcionalidades
dentro das mesmas. De seguida sera˜o definidas todas estas funcionalidades e sub-funcionalidades.
• Utilizador na˜o autenticado
RF1: Login
• Utilizador autenticado
RF2: Logout
– Possui matriz de autenticac¸a˜o
RF3: Pagamento de servic¸os
RF4: Pagamento ao estado
RF5: Pagamento da seguranc¸a social
RF6: Pagamento por QR Code
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RF7: Pagamentos frequentes
RF8: Reconhecimento de fatura
RF9: Pagamento agendado
RF10: Notificac¸a˜o de pagamento agendado
RF11: Comprovativo de pagamento
RF12: Autenticac¸a˜o com matriz
RF13: Autenticac¸a˜o com impressa˜o digital
– Na˜o possui matriz de autenticac¸a˜o
RF14: Criar matriz de autenticac¸a˜o
Os requisito funcionais da aplicac¸a˜o mo´vel sa˜o explicados detalhadamente na Secc¸a˜o 3.4.
3.3 Requisitos Na˜o Funcionais
Para garantir a qualidade da aplicac¸a˜o esta deve cumprir alguns requisitos de qualidade, requisitos estes
que sa˜o apresentados nesta secc¸a˜o.
• Desempenho: O tempo de espera do utilizador deve ser minimizado ao ma´ximo.
• Disponibilidade: O utilizador deve conseguir ter acesso a` aplicac¸a˜o em qualquer instante de
tempo.
• Fiabilidade: A aplicac¸a˜o deve-se manter sempre opera´vel e com o mı´nimo de falhas, faltas e erros
possı´vel.
• Seguranc¸a: Este requisito e´ muito importante em aplicac¸o˜es deste aˆmbito. Para que seja cum-
prido, as informac¸o˜es mais sensı´veis devem ser encriptadas. Deve tambe´m ser cumprido o requi-
sito 2FA explicado na Secc¸a˜o 2.1.6.
• Experieˆncia de utilizac¸a˜o: Pode-se afirmar, tendo como refereˆncia a Secc¸a˜o 2.1.3, que para haver
uma continuidade de utilizac¸a˜o da aplicac¸a˜o por parte do utilizador, esta tera´ de fornecer ao mesmo
uma boa experieˆncia de utilizac¸a˜o. Para que isto seja cumprido a aplicac¸a˜o devera´ ter uma interface
agrada´vel e simples e, deve falhar o mı´nimo possı´vel, de maneira a que o utilizador se sinta bem a
utilizar a mesma.
• Usabilidade: A aplicac¸a˜o devera´ ser simples, intuitiva e fa´cil de utilizar.
• Modificabilidade: Caso haja a necessidade de serem feitas alterac¸o˜es na aplicac¸a˜o, este requisito
facilita a realizac¸a˜o das tarefas correspondentes a` respetiva alterac¸a˜o.
• Testabilidade: Todos os componentes do sistema devem ser fa´ceis de testar separadamente e
integralmente.
• Reutilizac¸a˜o: O co´digo da aplicac¸a˜o deve ser reutiliza´vel, de maneira a que seja poupado esforc¸o
desnecessa´rio e evitando repetic¸a˜o do co´digo.
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3.4 Casos de Uso
Os casos de uso podem ser de dois tipos: simples ou elaborados. Os primeiros consistem numa breve
descric¸a˜o dos casos, enquanto que os segundos contemplam variados pontos. Estes pontos sa˜o os seguin-
tes: ator principal; interesses; pre´-condic¸o˜es; po´s-condic¸o˜es; cena´rio principal de sucesso; e extenso˜es.
Estes casos de uso constituem a informac¸a˜o acerca da utilizac¸a˜o da aplicac¸a˜o mo´vel e sa˜o detalhados nas
secc¸o˜es seguintes.
Para que se possa ter uma visa˜o geral do uso da aplicac¸a˜o e´ apresentado um diagrama de casos de
uso. Este esta´ presente no anexo A.
3.4.1 UC1 – Efetuar Pagamento de um servic¸o
• Ator principal:
− Utilizador que possui matriz de autenticac¸a˜o.
• Interesses:
− Efetuar o pagamento de um servic¸o.
• Pre´-condic¸o˜es:
− O utilizador esta´ previamente autenticado;
− O utilizador possui uma matriz de autenticac¸a˜o, que pode ser criada na aplicac¸a˜o de acordo
com o UC12.
• Po´s-condic¸o˜es:
− O servic¸o em causa e´ pago.
• Cena´rio principal de sucesso e extenso˜es:
1. Selecionar a opc¸a˜o “Pagamentos” no menu hambu´rguer.
2. Carregar no bota˜o “Pagamento de Servic¸os”.
3. Selecionar a conta a debitar.
4. Preencher os campos “Entidade”, “Refereˆncia” e “Montante”.
(a) Para o pagamento de telecomunicac¸o˜es, transportes e internet o utilizador pode carregar
no bota˜o “Pagamento pre´-definido”, seleciona o operador e preencher apenas os campos
“Refereˆncia” e “Montante”.
5. (Opcional) Agendar pagamento.
6. Carregar no bota˜o “Pagar”.
7. O sistema mostra ao utilizador um dialog com os dados do pagamento para que possa ser
feita a confirmac¸a˜o do pagamento.
(a) O sistema informa o utilizador que a entidade, a refereˆncia e/ou o montante sa˜o inva´lidos
e o caso de uso termina.
8. O utilizador carrega em “OK”, o caso de uso termina e da´ se inı´cio ao caso de uso 13.
(a) O utilizador clica “Cancelar” e o caso de uso termina.
Capı´tulo 3. Ana´lise de Requisitos 14
3.4.2 UC2 – Efetuar pagamento ao estado
• Ator principal:
− Utilizador que possui matriz de autenticac¸a˜o.
• Interesses:
− Pagar impostos, taxas, custos judiciais, juros de mora, penhoras, entre outros.
• Pre´-condic¸o˜es:
− O utilizador esta´ previamente autenticado;
− O utilizador possui uma matriz de autenticac¸a˜o, que pode ser criada na aplicac¸a˜o de acordo
com o UC12.
• Po´s-condic¸o˜es:
− O pagamento ao estado e´ efetuado.
• Cena´rio principal de sucesso e extenso˜es:
1. Selecionar a opc¸a˜o “Pagamentos” no menu hambu´rguer.
2. Carregar no bota˜o “Pagamento ao Estado”.
3. Selecionar a conta a debitar.
4. Preencher os campos “Refereˆncia” e “Montante”.
5. (Opcional) Agendar pagamento.
6. Carregar no bota˜o “Pagar”.
7. O sistema mostra ao utilizador um dialog com os dados do pagamento para que possa ser
feita a confirmac¸a˜o do pagamento.
(a) O sistema informa o utilizador que a refereˆncia e/ou o montante sa˜o inva´lidos e o caso
de uso termina.
8. O utilizador carrega em “OK”, o caso de uso termina e da´ se inı´cio ao caso de uso 13.
(a) O utilizador clica “Cancelar” e o caso de uso termina.
3.4.3 UC3 – Efetuar pagamento da seguranc¸a social
• Ator principal:
− Utilizador que possui matriz de autenticac¸a˜o.
• Interesses:
− Pagar a seguranc¸a social.
• Pre´-condic¸o˜es:
− O utilizador esta´ previamente autenticado;
− O utilizador possui uma matriz de autenticac¸a˜o, que pode ser criada na aplicac¸a˜o de acordo
com o UC12.
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• Po´s-condic¸o˜es:
− O pagamento a` seguranc¸a social e´ efetuado.
• Cena´rio principal de sucesso e extenso˜es:
1. Selecionar a opc¸a˜o “Pagamentos” no menu hambu´rguer.
2. Carregar no bota˜o “Pagamento seguranc¸a social”.
3. Selecionar a conta a debitar.
4. Selecionar o tipo de pagamento.
5. Selecionar o tipo de remunerac¸a˜o.
6. Preencher os campos “Nu´mero de Beneficia´rio” e “Remunerac¸a˜o Mensal”.
7. Selecionar o perı´odo de pagamento (Ano/Meˆs).
8. O sistema exibe o montante.
9. (Opcional) Agendar pagamento.
10. Carregar no bota˜o “Pagar”.
11. O sistema mostra ao utilizador um dialog com os dados do pagamento para que possa ser
feita a confirmac¸a˜o do pagamento.
(a) O sistema informa o utilizador de que o nu´mero de beneficia´rio inserido na˜o e´ va´lido e
o caso de uso termina.
12. O utilizador carrega em “OK”, o caso de uso termina e da´ se inı´cio ao caso de uso 13.
(a) O utilizador clica “Cancelar” e o caso de uso termina.
3.4.4 UC4 – Reconhecimento de uma fatura a partir de um QR Code
• Ator principal:
− Utilizador que possui matriz de autenticac¸a˜o.
• Interesses:
− Efetuar um pagamento sem a necessidade de preencher os campos entidade, refereˆncia e
montante.
• Pre´-condic¸o˜es:
− O utilizador esta´ previamente autenticado;
− O utilizador possui uma matriz de autenticac¸a˜o, que pode ser criada na aplicac¸a˜o de acordo
com o UC12.
• Po´s-condic¸o˜es:
− O utilizador e´ redirecionado para a pa´gina de “Pagamento de Servic¸os” ou “Pagamento ao
Estado” com os campos “Entidade”, “Refereˆncia” e “Montante” ja´ preenchidos.
• Cena´rio principal de sucesso e extenso˜es:
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1. Selecionar a opc¸a˜o “Pagamentos” no menu hambu´rguer.
2. Carregar no bota˜o “Pagamento QR Code”.
3. Apontar, com a caˆmara do smartphone, para o QR Code presente na fatura.
4. O sistema deteta o QR Code.
5. O utilizador e´ redirecionado para a pa´gina “Pagamento de servic¸os” com os campos “Enti-
dade”, “Refereˆncia” e “Montante” ja´ preenchidos e o caso de uso termina.
(a) O utilizador e´ redirecionado para a pa´gina “Pagamento ao Estado” com os campos re-
fereˆncia e montante ja´ preenchidos e o caso de uso termina.
(b) O sistema informa o utilizador que o QR Code e´ inva´lido e o caso de uso termina.
3.4.5 UC5 – Efetuar um pagamento perio´dico
• Ator principal:
− Utilizador que possui matriz de autenticac¸a˜o.
• Interesses:
− Efetuar o pagamento de um servic¸o repetidamente no perı´odo e na data indicados.
• Pre´-condic¸o˜es:
− O utilizador esta´ previamente autenticado;
− O utilizador possui uma matriz de autenticac¸a˜o, que pode ser criada na aplicac¸a˜o de acordo
com o UC12.
• Po´s-condic¸o˜es:
− O servic¸o em causa e´ pago repetidamente no perı´odo indicado.
− O utilizador e´ notificado cada vez que o pagamento e´ efetuado.
• Cena´rio principal de sucesso e extenso˜es:
1. Selecionar a opc¸a˜o “Pagamentos” no menu hambu´rguer.
2. Carregar no bota˜o “Pagamento de Servic¸os”.
3. Selecionar a conta a debitar.
4. Preencher os campos “Entidade”, “Refereˆncia” e “Montante”.
5. Selecionar a periodicidade do pagamento.
6. Selecionar a data da operac¸a˜o.
7. Carregar no bota˜o “Pagar”.
8. O sistema mostra ao utilizador um dialog com os dados do pagamento para que possa ser
feita a confirmac¸a˜o do pagamento.
(a) O sistema informa o utilizador que a refereˆncia, a entidade e/ou o montante sa˜o inva´lidos
e o caso de uso termina.
9. O utilizador carrega em “OK”, o caso de uso termina e da´ se inı´cio ao caso de uso 13.
(a) O utilizador clica “Cancelar” e o caso de uso termina.
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3.4.6 UC6 – Selecionar um pagamento frequente
• Ator principal:
− Utilizador que possui matriz de autenticac¸a˜o.
• Interesses:
−Facilitar o preenchimento dos campos de um pagamento recorrendo a um pagamento fre-
quente.
• Pre´-condic¸o˜es:
− O utilizador esta´ previamente autenticado;
− O utilizador possui uma matriz de autenticac¸a˜o, que pode ser criada na aplicac¸a˜o de acordo
com o UC12.
• Po´s-condic¸o˜es:
− O utilizador e´ redirecionado para a pa´gina “Pagamento de servic¸os” ou “Pagamento ao
estado” com os campos “Entidade”, “Refereˆncia” e “Montante” ja´ preenchidos.
• Cena´rio principal de sucesso e extenso˜es:
1. Selecionar a opc¸a˜o “Pagamentos” no menu hambu´rguer.
2. Carregar no bota˜o “Pagamento de Servic¸os”.
(a) Carregar no bota˜o “Pagamento ao estado”.
3. Carregar no bota˜o “Frequentes”.
4. Selecionar a conta a debitar.
5. Perante a lista de pagamentos frequentes, selecionar um pagamento.
(a) O sistema informa o utilizador que a conta selecionada na˜o possui pagamentos frequen-
tes.
6. O utilizador e´ redirecionado para a pa´gina “Pagamento de servic¸o” com os campos “Enti-
dade”, “Refereˆncia” e “Montante” ja´ preenchidos.
(a) O utilizador e´ redirecionado para a pa´gina “Pagamento ao estado” com os campos “Re-
fereˆncia” e “Montante” ja´ preenchidos.
3.4.7 UC7 – Reconhecimento dos dados de pagamento de uma fatura
• Ator principal:
− Utilizador que possui matriz de autenticac¸a˜o.
• Interesses:
− Facilitar o preenchimento dos campos de um pagamento a partir do reconhecimento do
campo onde esta˜o presentes os dados para o pagamento por multibanco de uma fatura.
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• Pre´-condic¸o˜es:
− O utilizador esta´ previamente autenticado;
− O utilizador possui uma matriz de autenticac¸a˜o, que pode ser criada na aplicac¸a˜o de acordo
com o UC12.
• Po´s-condic¸o˜es:
− O utilizador e´ redirecionado para a pa´gina “Pagamento de servic¸os” ou “Pagamento ao
Estado” com os campos “Entidade”, “Refereˆncia” e “Montante” ja´ preenchidos.
• Cena´rio principal de sucesso e extenso˜es:
1. Selecionar a opc¸a˜o “Pagamentos” no menu hambu´rguer.
2. Carregar no bota˜o “Pagamento de Servic¸os”.
(a) Carregar no bota˜o “Pagamento ao estado”.
3. Carregar no bota˜o “Detetar”.
4. Apontar, com a caˆmara do smartphone, para o campo “Pagar por multibanco” presente na
fatura.
5. A fatura e´ reconhecida.
6. O utilizador e´ redirecionado para a pa´gina “Pagamento de Servic¸os” com os campos “Enti-
dade”, “Refereˆncia” e “Montante” ja´ preenchidos e o caso de uso termina.
(a) O utilizador e´ redirecionado para a pa´gina “Pagamento ao estado” com os campos “Re-
fereˆncia” e “Montante” ja´ preenchidos.
3.4.8 UC8 – Enviar comprovativo por email
• Ator principal:
− Utilizador que possui matriz de autenticac¸a˜o.
• Interesses:
− Enviar o comprovativo de pagamento para um enderec¸o de email indicado.
• Pre´-condic¸o˜es:
− O utilizador realizou um dos casos de uso UC1, UC2 ou UC3 com sucesso.
• Po´s-condic¸o˜es:
− E´ enviado um email com o comprovativo do pagamento em questa˜o.
• Cena´rio principal de sucesso e extenso˜es:
1. Na pa´gina “Comprovativo de pagamento”, carregar no bota˜o “Enviar por email”.
2. Preencher os campos “Email”, “Nome” (opcional) e “Descric¸a˜o” (opcional).
3. Carregar no bota˜o “Enviar”.
4. O sistema informa o utilizador que o email foi enviado com sucesso e o caso de uso termina.
(a) O sistema informa o utilizador que o email e´ inva´lido com uma mensagem de erro.
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3.4.9 UC9 – Download do comprovativo
Apo´s o utilizador ter efetuado o caso de uso UC1, UC2 ou UC3 com sucesso, na pa´gina comprovativo
de pagamento, carregar no bota˜o “Download”.
3.4.10 UC10 – Eliminar um pagamento agendado
• Ator principal:
− Utilizador que possui matriz de autenticac¸a˜o.
• Interesses:
− Cancelar um pagamento que esta´ agendado.
• Pre´-condic¸o˜es:
− O utilizador possui um ou mais pagamentos agendados.
• Po´s-condic¸o˜es:
− O pagamento que estava agendado foi cancelado.
• Cena´rio principal de sucesso e extenso˜es:
1. O utilizador seleciona a opc¸a˜o “Pagamentos” no menu hambu´rguer.
2. Carrega no bota˜o “Pagamentos Agendados”.
3. Na lista de pagamentos agendados, pressionar o pagamento que deseja cancelar ate´ que a
linha mude de cor.
(a) Na lista de pagamentos agendados, pressionar o pagamento que deseja cancelar ate´ que
a linha mude de cor e, de seguida, seleciona mais do que um pagamento clicando apenas
uma vez na posic¸a˜o da lista desejada.
4. Carregar no ı´cone da toolbar que representa um caixote do lixo.
5. O sistema elimina os pagamentos selecionados.
(a) O sistema informa o utilizador de que na˜o foi possı´vel cancelar os pagamentos selecio-
nados e o caso de uso termina.
6. A lista de pagamentos agendados e´ atualizada e o caso de uso termina.
3.4.11 UC11 – Notificac¸a˜o de pagamento
No dia em que e´ realizado um pagamento que foi agendado e´ enviada uma notificac¸a˜o a avisar o utilizador
que o pagamento foi efetuado. Quando este abre a notificac¸a˜o, a pa´gina de Login e´ apresentada e, caso
se autentique com sucesso, e´ redirecionado para a pa´gina “Comprovativo de pagamento”.
3.4.12 UC12 – Criar matriz de autenticac¸a˜o
• Ator principal:
− Utilizador sem matriz de autenticac¸a˜o.
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• Interesses:
− Criar uma matriz de autenticac¸a˜o para que seja possı´vel efetuar pagamentos.
• Pre´-condic¸o˜es:
− O utilizador esta´ previamente autenticado.
• Po´s-condic¸o˜es:
− E´ enviada uma matriz de autenticac¸a˜o para o email do utilizador e este passa a poder utilizar
todas as funcionalidades de pagamentos.
• Cena´rio principal de sucesso e extenso˜es:
1. O utilizador seleciona a opc¸a˜o “Pagamentos” no menu hambu´rguer.
2. O sistema mostra um dialog a informar que o utilizador na˜o pode efetuar esta operac¸a˜o.
3. Carregar no bota˜o “Criar matriz”.
(a) Carregar no bota˜o “Cancelar” e o caso de uso termina.
4. Uma matriz de autenticac¸a˜o e´ enviada para o email do utilizador e o caso de uso termina.
(a) O sistema informa o utilizador que ocorreu um erro e o caso de uso termina
3.4.13 UC13 – Autenticac¸a˜o do pagamento
• Ator principal:
− Utilizador com matriz de autenticac¸a˜o.
• Interesses:
− Autenticar-se de maneira a poder efetuar pagamentos.
• Pre´-condic¸o˜es:
− O utilizador esta´ previamente autenticado.
− O utilizador confirmou a realizac¸a˜o de um pagamento.
− O utilizador realizou um dos casos de uso UC1, UC2 ou UC3 com sucesso.
• Po´s-condic¸o˜es:
− O pagamento e´ efetuado.
• Cena´rio principal de sucesso e extenso˜es:
1. Apo´s a realizac¸a˜o da confirmac¸a˜o do pagamento, o sistema ira´ mostrar ao utilizador um
dialog para que seja realizada a autenticac¸a˜o.
2. O utilizador coloca o dedo no leitor de impresso˜es digitais.
(a) O utilizador carrega no bota˜o “Autenticar com matriz” e preenche as posic¸o˜es da matriz
pedidas, carregando de seguida no bota˜o “OK”.
(b) O utilizador preenche as posic¸o˜es da matriz pedidas, carregando de seguida no bota˜o
“OK”.
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3. O sistema informa o utilizador que foi autenticado com sucesso.
(a) O sistema mostra um dialog ao utilizador com a informac¸a˜o de que ocorreu um erro na
autenticac¸a˜o
3.4.14 UC14 – Login
• Ator principal:
− Utilizador na˜o autenticado.
• Interesses:
− Efetuar autenticac¸a˜o perante a aplicac¸a˜o, podendo assim usufruir das funcionalidades da
mesma.
• Pre´-condic¸o˜es:
− Utilizador necessita de possuir uma conta HomeBanking.
• Po´s-condic¸o˜es:
− O utilizador e´ autenticado.
• Cena´rio principal de sucesso e extenso˜es:
1. Abrir a aplicac¸a˜o HomeBanking.
2. Preencher os campos “Nu´mero de Contrato” e “Co´digo de Acesso”.
3. Carregar no bota˜o “Entrar”.
4. O sistema redireciona o utilizador para a pa´gina principal e o caso de uso termina.
(a) O sistema informa o utilizador que o nu´mero de contrato e/ou o co´digo de acesso esta˜o
errados e o caso de uso termina.
3.4.15 UC15 – Logout
O utilizador indica que quer efetuar Logout e e´ redirecionado para pa´gina de login, deixando, assim, de
estar autenticado pelo sistema.
3.5 Planeamento
Nesta secc¸a˜o sera˜o descritos os recursos utilizados, assim como, o planeamento do projeto e a metodo-
logia utilizada no decurso do mesmo.
3.5.1 Metodologia
As empresas atualmente utilizam maioritariamente dois tipos de metodologia de trabalho. A primeira
e´ a Agile, uma metodologia caracterizada pelo processamento iterativo, realizando em primeiro lugar
o planeamento, de seguida o desenho da soluc¸a˜o, depois a implementac¸a˜o e testes, e por fim, e´ feita
a revisa˜o das alterac¸o˜es necessa´rias (Figura 3.1a). A segunda metodologia e´ a DevOps, esta une dois
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conceitos: o desenvolvimento e as operac¸o˜es (Figura 3.1b). Esta metodologia e´ mais virada para o meio
empresarial com a intenc¸a˜o de interligar os departamentos de desenvolvimento e operac¸o˜es.
A metodologia utilizada no decurso deste projeto foi a metodologia Agile, sendo que cada funciona-
lidade e sub-funcionalidade desenvolvidas para a aplicac¸a˜o representam uma iterac¸a˜o. Para cada iterac¸a˜o
realizou-se os processos referidos acima. Apo´s a realizac¸a˜o de todas as iterac¸o˜es foram concretizados
testes de utilizac¸a˜o.
(a) Metodologia Agile (b) Metodologia DevOps
Figura 3.1: Esquema dos dois tipos de metodologias de trabalho
3.5.2 Recursos
Hardware
• Smartphone Lenovo K5
– Sistema Operativo: AndroidTM 5.1, Lollipop
– Processador: Octa-core 1.4 GHz
– Memo´ria RAM: 2GB
– Caˆmara: 13MP
– Resoluc¸a˜o de Ecra˜: 5.0”(1280 x 720)
• Laptop Dell Latitude E5250
– Sistema Operativo: Windows 10 Pro
– Processador: Intel Core i5 2 GHz
– Memo´ria RAM: 8 GB
– Disco Rı´gido: 128 GB SSD
– Placa Gra´fica: Intel HD Graphics 4400
– Resoluc¸a˜o de Ecra˜: 5.0”(1280 x 720)
Software
• Microsoft Windows 10 64-bit
• Android Studio 3.1 (Desenvolvimento da aplicac¸a˜o mo´vel)
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• Eclipse Oxygen 3a (Desenvolvimento do web server)
• Microsoft SQL Server Management Studio 17 (Desenvolvimento da base de dados)
• Vectr (Desenho do logo´tipo da aplicac¸a˜o)
• Pixlr (Desenho dos carto˜es de cre´dito, de´bito e gold)
Emulador
Foram utilizados dois emuladores da ferramenta Android Virtual Device presente no Android Studio. A
u´nica diferenc¸a entre estes dois emuladores e´ o sistema operativo.
• Nexus 5X API 27
– Sistema Operativo: AndroidTM 8.1, Oreo
– Processador: Dual-core
– Memo´ria RAM: 1536MB
– Resoluc¸a˜o de Ecra˜: 5.2”(1080 x 1920)
• Nexus 5X API 16
– Sistema Operativo: AndroidTM 4.1, Jelly Bean
– Processador: Dual-core
– Memo´ria RAM: 1536MB
– Resoluc¸a˜o de Ecra˜: 5.2”(1080 x 1920)
3.5.3 Plano de Trabalhos
2 de Novembro e 2017 – 31 de Dezembro de 2017:
• Levantamento de requisitos
• Ana´lise funcional, te´cnica e arquitetural
• Desenho funcional
1 de Janeiro de 2018 – 31 de Janeiro de 2018:
• Desenvolvimento de proto´tipos
1 de Fevereiro de 2018 – 31 de Maio de 2018:
• Implementac¸a˜o te´cnica da soluc¸a˜o
• Configurac¸a˜o da soluc¸a˜o integrada
• Realizac¸a˜o de testes integrados
1 de Junho de 2018 – 31 de Junho de 2018:
• Elaborac¸a˜o do relato´rio final
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Alterac¸o˜es do plano de trabalhos
O foco inicial do projeto consistia em desenvolver uma aplicac¸a˜o mo´vel homebanking no aˆmbito em-
presas, para um cliente na a´rea da banca. Devido a alguns imprevistos, a aplicac¸a˜o mo´vel deixou de
ser destinada ao respetivo cliente. Apesar disso, o objetivo do projeto manteve-se, mas devido a este
percalc¸o houve um pequeno atraso na fase de implementac¸a˜o te´cnica da soluc¸a˜o e nas seguintes fases,
consequentemente. Tambe´m na˜o sera´ possı´vel a exibic¸a˜o dos proto´tipos devido a estes terem informac¸o˜es
do cliente.
Ale´m disto, como houve liberdade de decisa˜o ao longo de todo o desenvolvimento, apo´s a fase de
implementac¸a˜o te´cnica da soluc¸a˜o, que foi feita na linguagem Java, optou-se por fazer a migrac¸a˜o de
toda a aplicac¸a˜o para a linguagem Kotlin.
Capı´tulo 4
Desenho da Soluc¸a˜o
4.1 Arquitetura do Sistema
Para este sistema foi escolhida a arquitetura SOA (Service Oriented Architecture) que, como o nome diz,
e´ uma arquitetura orientada a servic¸os. Esta e´ caracterizada por estruturar sistemas que podem ser orga-
nizados em torno de um nu´mero independente de consumidores e fornecedores de servic¸os distribuı´dos
muito possivelmente por diferentes organizac¸o˜es [21].
Na Figura 4.1 e´ representada a arquitetura do sistema atrave´s de uma vista de componentes e conec-
tores. Nesta e´ possı´vel ver os va´rios componentes que constituem o sistema e como estes se conectam.
No canto inferior direito, da figura, encontra-se uma legenda que identifica os tipos de conexa˜o.
Base de dados
JDBC
Java Call 
http/https 
KEY:
SMTP
taskspresenter 
model 
view 
Client Tier
controller repository 
service 
Web tier
Backend
notiﬁcations 
Firebase Cloud  
Messaging
Cliente de email  
do utilizador
Aplicação móvel
Servidor Web
Figura 4.1: Modelo da arquitetura do sistema
Esta arquitetura e´ constituı´da apenas por dois consumidores (aplicac¸a˜o mo´vel e cliente de email
do utilizador) e dois fornecedores (Servidor Web e FCM). Por parte do servidor sa˜o fornecidos va´rios
servic¸os que sera˜o consumidos tanto pela aplicac¸a˜o mo´vel, como pelo cliente de email do utilizador. O
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primeiro consome os servic¸os a partir de um conector REST, que efetua uma comunicac¸a˜o request/reply
suportada pelo HTTP. Ja´ o segundo consome servic¸os a partir de emails que sa˜o enviados por parte do
servidor, a partir de um conector SMTP.
O servidor comunica com a base de dados a partir de um conector JDBC, de maneira a persistir e
adquirir as informac¸o˜es necessa´rias. Para a recec¸a˜o e o envio de push notifications, a aplicac¸a˜o mo´vel e
o servidor comunicam com o FCM a partir de pedidos HTTP. A aplicac¸a˜o mo´vel possui um pacote deno-
minado “notifications” que conte´m classes responsa´veis por efetuar o registo do dispositivo e apresentar
notificac¸o˜es ao utilizador. Este na˜o apresenta conexo˜es com outros pacotes da aplicac¸a˜o mo´vel, pois
guarda as informac¸o˜es que outros pacotes necessitaram nas SharedPreferences. Para ale´m disso, as clas-
ses nele contidas sa˜o apenas chamadas a partir de servic¸os do FCM. Dentro do servidor e da aplicac¸a˜o
mo´vel, sa˜o feitas chamadas Java para a comunicac¸a˜o entre pacotes.
4.2 Padra˜o arquitetural
O padra˜o arquitetural que sera´ aplicado e´ o Model-View-Presenter, esta decisa˜o foi efetuada apo´s uma
pesquisa onde se poˆde comparar os padro˜es mencionados anteriormente [11].
O padra˜o Model-View-Controller e´ indicado para aplicac¸o˜es mais simples que tenham, por exemplo,
apenas dois ecra˜s. Isto porque, este padra˜o na˜o e´ ta˜o complexo como os restantes dois. Para aplicac¸o˜es
de maiores dimenso˜es existem padro˜es mais indicados, sendo estes o padra˜o Model-View-ViewModel
(MVVM) e o Model-View-Presenter (MVP). Estes tornam a aplicac¸a˜o mais modular, testa´vel e de fa´cil
manutenc¸a˜o. A diferenc¸a entre estes dois padro˜es foca-se na ligac¸a˜o entre a View e o Presenter/View-
Model, sendo que a ligac¸a˜o com a camada Model se mante´m igual para os dois padro˜es. Esta diferenc¸a
e´ representada na Figura 4.2. No padra˜o MVVM a camada ViewModel na˜o possui nenhuma refereˆncia
da View, possuindo apenas os dados que sera˜o utilizados pela View. Ja´ no padra˜o MVP as camadas Pre-
senter e View esta˜o interligadas por uma interface contrato e, por isso, possuem refereˆncias uma da outra
[26]. Apesar do padra˜o MVVM estar a ser cada vez mais utilizado e, no que diz respeito a` programac¸a˜o
assı´ncrona ser mais eficaz e fa´cil de perceber, a escolha pelo outro padra˜o, deveu-se a` simplicidade da
lo´gica de desenvolvimento e da limpeza do co´digo, que se considera como pontos a favor deste padra˜o.
A Google aconselha a que se utilizem os dois padro˜es, o Presenter para programac¸a˜o sı´ncrona e o View-
Model para programac¸a˜o assı´ncrona. Na implementac¸a˜o do padra˜o MVP segui-se a amostra todo-mvp,
que consiste num projeto criado pela comunidade Android, com a ajuda da Google [5].
Figura 4.2: Diferenc¸as entre o padra˜o MVP e o padra˜o MVVM
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Na pra´tica, havera´ uma interface Contract, por exemplo LoginContract, que ira´ conter duas interfa-
ces, a View e a Presenter. A interface View contempla os me´todos que sera˜o utilizados pelo Presenter e,
vice-versa. As classes que implementam as interfaces View sa˜o responsa´veis por tratar da interac¸a˜o com
o utilizador e teˆm como func¸a˜o a exibic¸a˜o de informac¸a˜o e o reconhecimento das ac¸o˜es realizadas pelo
utilizador. Estas classes sa˜o Activitys ou Fragments. As classes que implementam as interfaces Presenter
teˆm como func¸a˜o o tratamento das ac¸o˜es do utilizador, a atualizac¸a˜o da interface e a comunicac¸a˜o com
o servidor web. Para facilitar a realizac¸a˜o de testes, estas classes na˜o devem estar dependentes da View,
de forma a que se possam fazer testes a` classe Presenter sem que seja necessa´rio fazer mocks da classe
View.
4.3 Modelo da Base de Dados
Este projeto e´ composto por uma base de dados constituı´da por apenas 10 tabelas, que sera˜o apresentadas
nas secc¸o˜es seguintes. O modelo de base de dados e´ representado no Anexo B.
4.3.1 Client
Esta tabela representa um cliente de um banco, e possui as seguintes informac¸o˜es:
id: chave prima´ria que representa o nu´mero de cliente. Este conte´m 9 dı´gitos e e´ gerado automa-
ticamente;
cc: nu´mero de identificac¸a˜o;
nif: nu´mero de identificac¸a˜o fiscal;
first name/last name: primeiro e u´ltimo nome, respetivamente;
phone: contacto telefo´nico;
email: enderec¸o de correio eletro´nico.
4.3.2 Account
Representa uma conta banca´ria e conte´m as seguintes informac¸o˜es:
id: chave prima´ria que representa o nu´mero de conta. Este conte´m 9 dı´gitos e e´ gerado automati-
camente;
client id: chave estrangeira que representa o nu´mero de cliente detentor da conta. Esta referencia
a chave prima´ria da tabela Client;
type: tipo de conta. Informa se a conta e´ de de´bito, cre´dito entre outras;
password: palavra-passe representada por 4 dı´gitos. Esta simboliza os nu´meros secretos pedidos
pela ma´quina de multibanco, sendo meramente simbo´lica e na˜o utilizada nesta aplicac¸a˜o;
current balance: saldo disponı´vel, que como o nome indica, e´ o saldo que o cliente possui na
conta;
BIC SWIFT: co´digo de identificac¸a˜o do banco. E´ informac¸a˜o de cara´cter simbo´lico, da mesma
forma que a password.
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4.3.3 User
Representa o utilizador da aplicac¸a˜o e conte´m as seguintes informac¸o˜es:
id: chave prima´ria que representa o nu´mero de contrato. Esta conte´m 8 dı´gitos que identificam
o utilizador, sendo estes gerados automaticamente quando o utilizador se regista na aplicac¸a˜o
homebanking;
password: palavra-passe composta por 6 dı´gitos. Esta e´ encriptada pelo servidor web e, posteri-
ormente, persistida na base de dados;
client id: chave estrangeira que representa o nu´mero de cliente. Esta referencia o cliente que se
registou na aplicac¸a˜o homebanking, associando todas as contas do mesmo a` aplicac¸a˜o;
active/role: estas colunas sa˜o necessa´rias por motivos de configurac¸o˜es de seguranc¸a do servidor
web que para autenticar um utilizador obriga a ter estes dois valores. A coluna ”active”assume
o valor 1 quando a conta esta´ ativa e 0 caso contra´rio. Ja´ a coluna ”role”assume sempre o valor
”USER”;
matrix id: chave estrangeira que representa a matriz de autenticac¸a˜o do utilizador. Esta referencia
a tabela Matrix que sera´ pormenorizada na Secc¸a˜o 4.3.9;
token notifications: token do dispositivo que serve para identificar o dispositivo, de modo a que
este receba notificac¸o˜es. Este tema e´ explicado em mais detalha no pro´ximo capı´tulo;
tries: as tentativas de login mal sucedidas sa˜o contabilizadas e guardadas na coluna tries, servindo
para reforc¸ar a seguranc¸a. A conta e´ bloqueada quando se atinge um certo nu´mero de tentativas
consecutivas.
4.3.4 Payment
Representa um pagamento e conte´m os seguintes atributos:
id: chave prima´ria que representa a identificac¸a˜o do pagamento;
from account: chave estrangeira que representa a conta na qual foi debitado o valor do paga-
mento. Esta referencia a tabela ”Account”;
entity: chave estrangeira que representa a entidade do pagamento. Esta referencia a tabela ”Com-
pany”;
amount: montante do pagamento. E´ o valor do pagamento realizado pelo utilizador;
date: data do pagamento. E´ a data em que o pagamento foi ou sera´ realizado;
reference: chave estrangeira que representa a refereˆncia do pagamento. Esta referencia a tabela
”Bill”.
context: tipo do pagamento. Pode tomar os valores ”serv”, ”imp”e ”ss”, definindo assim se este e´
um pagamento de servic¸os, impostos ou seguranc¸a social, respetivamente.
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4.3.5 Periodic Payment
Esta tabela representa os pagamentos agendados para serem realizados periodicamente e, conte´m as
seguintes informac¸o˜es:
id: chave prima´ria que representa a identificac¸a˜o do pagamento perio´dico. Esta serve para distin-
guir os diferentes pagamentos perio´dicos;
payment id: chave estrangeira que representa a identificac¸a˜o do pagamento. Esta referencia a
tabela “Payment”;
periodicity: periodicidade do pagamento, representando o perı´odo de espera ate´ ao pro´ximo
pagamento. Este pode tomar os valores “UNIC”, “WEEKLY”, “BIWEEKLY”, “MONTHLY”,
“QUARTERLY”, “SEMIANNUALY” e “ANNUALY” para pagamentos u´nicos, semanais, quin-
zenais, mensais, trimestrais, semestrais e anuais, respetivamente;
date: data em que o pagamento foi ou sera´ realizado;
user id: chave estrangeira que representa um utilizador. Esta referencia a tabela “User” e e´ utili-
zada para o envio de um email e notificac¸a˜o quando um pagamento deste tipo e´ efetuado.
4.3.6 SS Payment
O pagamento da seguranc¸a social possui algumas caracterı´sticas diferentes dos restantes tipos de paga-
mento e, por este motivo, e´ necessa´ria esta tabela que e´ uma entidade fraca da tabela Payment. Esta
conte´m as seguintes informac¸o˜es:
payment id: chave estrangeira que representa a identificac¸a˜o do pagamento. Esta referencia a
tabela “Payment”, ou seja, a identificac¸a˜o do pagamento em questa˜o;
ss number: representa o NISS e serve para identificar a quem e´ atribuı´do o pagamento;
payment type: tipo de pagamento. Este pode tomar os valores “Trabalhadores por conta de
outrem”, “Trabalhadores independentes” e “Seguro social volunta´rio”;
remuneration type: tipo de remunerac¸a˜o. Este pode tomar os valores “Meˆs completo”, “Meˆs
incompleto”, “Hora´ria”;
month/year: meˆs e ano, respetivamente, que representam o perı´odo a que o pagamento se refere.
time: horas ou dias. Quando o tipo de remunerac¸a˜o e´ “Meˆs incompleto” ou “Hora´ria”, o utilizador
necessita de colocar o nu´mero de dias ou o nu´mero de horas trabalhadas respetivamente. Esses
valores sera˜o persistidos nesta coluna.
4.3.7 Company
Esta tabela representa uma entidade, podendo ser uma empresa, uma organizac¸a˜o, o estado, entre outros.
Esta conte´m seguintes informac¸o˜es:
entity: chave prima´ria que representa a entidade. Esta e´ composta por 5 dı´gitos que identificam a
empresa, organizac¸a˜o, estado, entre outros;
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name: nome da entidade;
category: categoria da entidade. Esta pode ser, por exemplo, transportes, telecomunicac¸o˜es, entre
outros.
balance: saldo da entidade. Serve apenas para verificar que a entidade recebe o valor do montante
de um pagamento, na simulac¸a˜o.
4.3.8 Bill
Esta tabela representa uma fatura e conte´m as seguintes informac¸o˜es:
reference: chave prima´ria que representa a refereˆncia da fatura. Esta conte´m 9 dı´gitos, no caso
de ser uma fatura de um servic¸o e, 15 dı´gitos, no caso de ser uma fatura do estado. Estes dı´gitos
identificam a fatura;
company id: chave estrangeira que representa a entidade da fatura. Esta referencia a tabela ”Com-
pany”;
client id: chave estrangeira que representa o nu´mero do cliente. Esta referencia a tabela ”Client”e
serve para que a fatura possa ser enviada por email ao respetivo cliente;
amount: montante que e´ mostrado na fatura;
state: estado do pagamento. Este toma o valor “NOT PAYED” quando ainda na˜o foi pago e
“PAYED” apo´s ter sido pago;
description: descric¸a˜o do produto/servic¸o/imposto.
4.3.9 Matrix
Esta tabela representa uma matriz de autenticac¸a˜o. Esta apenas conte´m o id da matriz, mas e´ referenciada
por 25 ce´lulas (Cell).
4.3.10 Cell
Esta tabela e´ uma entidade fraca da tabela “Matrix” e representa uma ce´lula de uma respetiva matriz.
Esta conte´m as seguintes informac¸o˜es:
matrix id: chave estrangeira que serve para identificar a matriz a` qual esta ce´lula se refere. Esta
referencia a tabela “Matrix”.
row: linha da ce´lula. Representa o valor da posic¸a˜o horizontal da ce´lula na matriz;
col: coluna da ce´lula. Representa o valor da posic¸a˜o vertical da ce´lula na matriz;
val: valor da ce´lula. Este e´ representado por um dı´gito, sendo este o valor da posic¸a˜o na matriz.
4.4 Navegac¸a˜o
Existem padro˜es de design estipulados pela Google para que a utilizac¸a˜o das aplicac¸o˜es seja facilitada de-
vido a` familiarizac¸a˜o dos utilizadores com o modo de navegac¸a˜o da mesma. Por exemplo, a utilizac¸a˜o de
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um menu hambu´rguer. A navegac¸a˜o numa aplicac¸a˜o deve ser o mais simples possı´vel, sendo que quan-
tos menos passos o utilizador precisar de fazer para chegar ao destino pretendido, melhor e´ a navegac¸a˜o.
Na Figura 4.3 e´ representado, em esquema, a navegac¸a˜o da aplicac¸a˜o. Como se pode ver, pela figura,
para efetuar qualquer pagamento basta efetuar 3 passos: o login; o menu hambu´rguer; e o menu de
pagamentos.
Figura 4.3: Navegac¸a˜o na aplicac¸a˜o

Capı´tulo 5
Implementac¸a˜o
Neste capı´tulo sa˜o apresentadas as va´rias etapas do processo de implementac¸a˜o da soluc¸a˜o em desenvol-
vimento neste projeto. O processo e´ repartido por treˆs partes: aplicac¸a˜o mo´vel; servidor web; e base de
dados. Nas secc¸o˜es que se seguem sera´ descrito o desenvolvimento dos mesmos, dando especial eˆnfase
a` aplicac¸a˜o mo´vel.
5.1 Aplicac¸a˜o Android
Nesta secc¸a˜o sera´ explicada a estrutura da aplicac¸a˜o, a implementac¸a˜o de todas as funcionalidades e a
migrac¸a˜o, da mesma, da linguagem Java para Kotlin.
Esta aplicac¸a˜o foi desenvolvida com a ajuda da IDE Android Studio, ferramenta oficial para o de-
senvolvimento de aplicac¸o˜es nativas para o sistema operativo Android. As linguagens utilizadas foram
Java, para a programac¸a˜o do backend, e XML para a programac¸a˜o do frontend. Para a automac¸a˜o da
construc¸a˜o do projeto e´ utilizada a ferramenta Gradle.
5.1.1 Estrutura
A aplicac¸a˜o segue a estrutura do template do Android Studio, separando o Manifest pela pasta “ma-
nifest”, o backend pela pasta “java”, o frontend pela pasta “res” e a construc¸a˜o automa´tica pela pasta
“Gradle Scripts”. Esta estrutura e´ apresentada na Figura 5.1.
A pasta “manifest” conte´m apenas um ficheiro XML responsa´vel pelas configurac¸o˜es e permisso˜es
da aplicac¸a˜o.
O backend e´ estruturado pelos pacotes “home”, “login”, “notifications”, “payments”, “offline” e
“transactionAuth”, que representam as funcionalidades da aplicac¸a˜o. Para ale´m das funcionalidades,
no backend tem-se ainda os seguintes pacotes: “dialogs”, que conte´m os AlertDialogs de sucesso e de
erro que sa˜o utilizados por toda a aplicac¸a˜o; “models” que corresponde a` camada Model do padra˜o de
arquitetura utilizado, contendo as classes responsa´veis por gerir os dados; “util” que corresponde a`s
utilidades, como por exemplo um conversor de doubles para strings com a representac¸a˜o da moeda.
No frontend esta˜o presentes alguns pacotes responsa´veis pela interface da aplicac¸a˜o, como: “draw-
ble”, onde esta˜o presentes as imagens apresentadas na aplicac¸a˜o; “layout”, onde se encontram os fichei-
ros XML com o co´digo dos ecra˜s da aplicac¸a˜o; e, por exemplo, o pacote “values”, composto por va´rios
ficheiros XML responsa´veis pelos idiomas, estilos, cores e dimenso˜es da aplicac¸a˜o.
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A estrutura da aplicac¸a˜o conte´m ainda a pasta ”Gradle Scripts”onde esta˜o presentes os ficheiros de
construc¸a˜o automa´tica do projeto. Estes ficheiros possuem configurac¸o˜es, propriedades e importac¸o˜es
de bibliotecas externas.
Figura 5.1: Estrutura da aplicac¸a˜o Android
5.1.2 Funcionalidades
Nesta secc¸a˜o sa˜o apresentadas todas as funcionalidades presentes na aplicac¸a˜o de forma separada.
Autenticac¸a˜o
Para que a aplicac¸a˜o cumpra os requisitos 2FA definidos na Secc¸a˜o 2.1.6, e´ necessa´rio que haja no
mı´nimo dois tipos de autenticac¸a˜o. Para a aplicac¸a˜o optou-se por treˆs processos de autenticac¸a˜o distintos:
o login; a matriz de autenticac¸a˜o; e a impressa˜o digital do utilizador. O primeiro processo sera´ utilizado
no acesso a` aplicac¸a˜o, enquanto que, os outros dois sera˜o utilizados na realizac¸a˜o de pagamentos. Os
processos mencionados anteriormente sera˜o detalhados de seguida.
Login:
Esta funcionalidade tem como objetivo autenticar um utilizador, para isso, este deve possuir um
nu´mero de contrato e um co´digo de acesso. Estes dois dados sa˜o geralmente obtidos atrave´s de um
registo numa caixa de multibanco ou numa ageˆncia do banco. Neste caso, sera´ o servidor a fazer
a simulac¸a˜o do registo criando e persistindo na base de dados os clientes, as suas contas banca´rias
e os utilizadores correspondentes a cada cliente. O co´digo de acesso do utilizador e´ encriptado
utilizando uma funcionalidade do spring security que tira partido da func¸a˜o de hashing BCrypt
para efetuar a encriptac¸a˜o do mesmo.
A aplicac¸a˜o tem como pa´gina inicial a pa´gina de login (Figura C.1a) e, para que o utilizador possa
usufruir das restantes funcionalidades deve primeiro autenticar-se nesta pa´gina. Para isso basta
colocar o nu´mero de adesa˜o e o seu co´digo de acesso nos campos pedidos. O utilizador tambe´m
pode carregar na checkbox “Lembrar-me” para que o seu nu´mero de adesa˜o seja guardado nas
SharedPreferences da aplicac¸a˜o. Quando o utilizador carrega no bota˜o para entrar, a aplicac¸a˜o vai
comunicar com o web server, enviando de forma segura (HTTPS) as credenciais do utilizador. O
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servidor por sua vez, a partir de funcionalidades do spring security, ira´ verificar na base de dados
se as credenciais colocadas sa˜o va´lidas. Por fim, caso este se tenha autenticado com sucesso, envia
os dados do utilizador para a aplicac¸a˜o como objeto JSON, caso contra´rio, envia uma mensagem
de erro.
Matriz de autenticac¸a˜o:
A matriz de autenticac¸a˜o e´ um processo utilizado para autenticar um pagamento, sendo que sem
esta na˜o e´ possı´vel realizar o mesmo. Desta forma, quando o utilizador carrega na opc¸a˜o “Paga-
mentos” do menu hambu´rguer e na˜o possui uma matriz de autenticac¸a˜o e´ apresentado um Alert-
Dialog informando o utilizador da impossibilidade de efetuar esta operac¸a˜o (Figura 5.2a). Neste
e´ tambe´m apresentada a opc¸a˜o de criar uma matriz de autenticac¸a˜o, de modo a realizar todas as
operac¸o˜es de pagamento pretendidas. Caso o utilizador clique no bota˜o “CANCELAR” o AlertDi-
alog e´ dispersado, caso o utilizador clique no bota˜o “CRIAR MATRIZ” a aplicac¸a˜o ira´ fazer um
pedido ao servidor para que este crie a matriz. No servidor e´ criada a matriz, persistindo-a tambe´m
na base de dados. De seguida, e´ enviada, para o enderec¸o de correio eletro´nico do utilizador, a
matriz criada. Este email pode ser visualizado na Figura D.1, em anexo. Quando esta operac¸a˜o
e´ realizada com sucesso, e´ apresentado um AlertDialog com uma mensagem de sucesso (Figura
5.2b), dando ao utilizador o poder de utilizar a funcionalidade de pagamentos. Em caso contra´rio,
e´ apresentado um AlertDialog com uma mensagem de erro (Figura 5.2c).
(a) Dialog para a criac¸a˜o da matriz (b) Sucesso na criac¸a˜o da matriz (c) Erro na criac¸a˜o da matriz
Figura 5.2: AlertDialogs antes e apo´s a criac¸a˜o de uma matriz de autenticac¸a˜o
No processo de autorizac¸a˜o de um pagamento, esta matriz e´ utilizada apo´s um pagamento ser
confirmado, pedindo quatro posic¸o˜es aleato´rias da mesma. As posic¸o˜es sa˜o pedidas ao utilizador
atrave´s de uma letra e um nu´mero inteiro, sendo que a letra refere-se a` linha e o nu´mero a` coluna.
Como no co´digo as posic¸o˜es da matriz sa˜o representadas por nu´meros, foi necessa´rio fazer uma
conversa˜o para que a partir de um nu´mero fosse obtida uma letra de “A” a “E”. Esta conversa˜o e´
efetuada atrave´s do co´digo ASCII. Assim, sabendo que o co´digo ASCII da letra “A” e´ 65, somando
65 ao nu´mero inteiro da linha e´ possı´vel obter todas as letras referentes a` posic¸a˜o linear da matriz.
As posic¸o˜es da matriz sa˜o pedidas atrave´s de um AlertDialog, que pode ser visualizado na Figura
C.3b, em anexo. Este conte´m as posic¸o˜es da matriz e por baixo de cada posic¸a˜o conte´m um Edit-
Text para que o utilizador insira o correspondente valor da matriz. Quando um valor e´ inserido, o
cursor passa automaticamente para o pro´ximo EditText. Para evitar ataques de forc¸a bruta, quando
o utilizador preenche incorretamente os valores da matriz, o sistema apresenta uma mensagem de
erro e volta a pedir 4 novas posic¸o˜es aleato´rias.
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Impressa˜o digital:
Este processo de autenticac¸a˜o e´ tambe´m utilizado para confirmar um pagamento e requer alguns
pre´-requisitos, tais como:
– uma matriz de autenticac¸a˜o;
– um dispositivo com um sistema operativo Android 6.0 ou superior;
– um leitor de impresso˜es digitais e a impressa˜o digital previamente configurada.
Caso o utilizador na˜o possua um dispositivo com algum dos dois u´ltimos pre´-requisitos, enta˜o
so´ podera´ autenticar o pagamento atrave´s da matriz de autenticac¸a˜o. Apo´s a confirmac¸a˜o de um
pagamento, e´ apresentado um AlertDialog pedindo ao utilizador para colocar o dedo no leitor da
impressa˜o digital. Neste sa˜o tambe´m apresentados dois boto˜es: o bota˜o “CANCELAR”, que faz
dispersar o AlertDialog; e no bota˜o “UTILIZAR MATRIZ”, para realizar o processo atrave´s da
matriz de autenticac¸a˜o, como e´ explicado na secc¸a˜o anterior. Este AlertDialog pode ser visto na
Figura C.3b, em anexo. Quando o utilizador coloca o dedo no leitor de impresso˜es digitais, se a
sua impressa˜o digital corresponder a` registada no dispositivo, o mesmo sera´ notificado com uma
mensagem de sucesso (Figura 5.3a), caso contra´rio, e´ apresentada uma mensagem de erro (Figura
5.3b).
Para a implementac¸a˜o desta funcionalidade foi utilizada a ajuda de amostras da Google disponibi-
lizadas no github [6] e tambe´m da biblioteca android.hardware.fingerprint [1].
(a) Sucesso na autenticac¸a˜o por impressa˜o digital (b) Erro na autenticac¸a˜o por impressa˜o digital
Figura 5.3: AlertDialog com resultado da autenticac¸a˜o por impressa˜o digital
Ambas as mensagens presentes na Figura anterior, sa˜o apresentadas apenas durante alguns segun-
dos, desaparecendo automaticamente. Apo´s a mensagem de sucesso da Figura 5.3a desaparecer, o
utilizador e´ informado sobre sucesso ou insucesso do pagamento, atrave´s de um AlertDialog. Ja´,
em relac¸a˜o a` mensagem de erro da Figura 5.3b, quando esta desaparece, o utilizador e´ retomado
para o ecra˜ da Figura C.3b, em anexo, onde e´ pedido, novamente, para que este coloque o dedo no
leitor de impressa˜o digital.
Pa´gina inicial
Numa aplicac¸a˜o completa de homebanking, na pa´gina inicial da aplicac¸a˜o, sa˜o apresentadas geralmente
informac¸o˜es como o saldo da conta, os movimentos da mesma, ou ate´ mesmo, publicidade do respetivo
banco. Como o objetivo deste projeto e´ apenas o desenvolvimento da funcionalidade pagamentos, esta
pa´gina e´ apresentada em branco, contendo apenas um menu hambu´rguer. Neste menu sa˜o apresentadas
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va´rias opc¸o˜es, mas apenas a opc¸a˜o “Pagamentos” e a opc¸a˜o “Sair” podem ser selecionadas, sendo que
ao clicar nas restantes nada acontece. Este menu e´ apresentado na Figura C.1c, em anexo.
Menu de pagamentos
Quando o utilizador clica em “Pagamentos” e´ direcionado para o menu de pagamentos (Figura C.1d).
Este menu e´ constituı´do por 5 boto˜es dispostos em grelha, sendo que cada um conte´m um ı´cone e uma
descric¸a˜o. Os ı´cones do bota˜o “Pagamento ao Estado” e “Pagamento Seguranc¸a Social” foram criados
recorrendo a` ferramenta Pixlr.
Vista Offline
Para este tipo de aplicac¸o˜es e´ necessa´rio que haja uma conexa˜o a` Internet por motivos de seguranc¸a e
atualizac¸a˜o de dados. Por este motivo, quando o utilizador na˜o tem acesso a` rede, na˜o e´ capaz de utilizar
as funcionalidades da mesma. Desta forma, foi implementada uma vista que informa o utilizador da
necessidade de conexa˜o a` Internet caso esta na˜o exista. Quando esta conexa˜o e´ reposta, o utilizador e´ re-
direcionado para a pa´gina onde se encontrava anteriormente. Este processo foi implementado utilizando
um BroadCastReceiver que faz com que uma func¸a˜o seja chamada sempre que ha´ alterac¸o˜es na rede do
smartphone. Esta func¸a˜o verifica se o utilizador esta´ ligado a` rede ou na˜o. Em caso negativo e´ mostrado
o ecra˜ apresentado na Figura C.1b, composto por um texto que informa o utilizador de que tem de estar
conectado a` Internet e por um ı´cone com PulseView. A PulseView e´ uma animac¸a˜o que gera um efeito
de pulsac¸a˜o em torno do ı´cone e e´ disponibilizada por uma biblioteca externa que pode ser encontrada
no github [23]. Quando o utilizador volta a ter acesso a` Internet a atividade onde estava anteriormente e´
chamada.
Pagamento de Servic¸os
Esta funcionalidade tem como finalidade o pagamento de um servic¸o a partir de uma entidade, refereˆncia
e montante.
O ecra˜ e´ composto por dois boto˜es no topo, destinados a` facilitac¸a˜o do preenchimento dos dados. O
primeiro encaminha o utilizador para a funcionalidade de pagamentos frequentes e o segundo encaminha
o utilizador para a funcionalidade de detec¸a˜o de uma fatura. De seguida e´ apresentado um fragmento
destinado a` selec¸a˜o da conta de onde sera´ feito o de´bito do montante do pagamento e um bota˜o destinado
a pagamentos de servic¸os pre´-definidos. Todas estas funcionalidades anteriores sera˜o explicadas mais
a` frente. De seguida, e´ apresentado um CardView destinado ao preenchimento de todas as informac¸o˜es
relativas a` fatura de pagamento. Este conte´m um EditText para a entidade, treˆs EditText para a refereˆncia
e dois EditText para o montante. Quando o utilizador preenche todos os dı´gitos necessa´rios em cada
EditText o cursor muda automaticamente para o pro´ximo EditText, de forma a melhorar a experieˆncia de
utilizac¸a˜o. Por fim, apresenta-se um bota˜o para selecionar a periodicidade do pagamento, um fragmento
para selecionar a data de pagamento, aparecendo, por defeito, o dia em que este esta´ a ser realizado, e,
por u´ltimo, um bota˜o para continuar a operac¸a˜o. Este ecra˜ e´ apresentado nas Figuras C.1e e C.1f, em
anexo.
Quando o utilizador carrega no bota˜o “CONTINUAR”, em primeiro lugar e´ verificado do lado do
cliente se os campos “Entidade”, “Refereˆncia” e “Montante” esta˜o devidamente preenchidos. Para isto,
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a entidade devera´ ter 5 dı´gitos, a refereˆncia, 9 dı´gitos e, o montante, deve ser superior a 0,00 euros.
Quando a validac¸a˜o anterior e´ efetuada com sucesso, a aplicac¸a˜o faz um pedido ao servidor para vali-
dar o conteu´do do pagamento. O servidor por sua vez verifica se existe uma fatura com a entidade e
refereˆncia indicadas pelo utilizador, verificando tambe´m se o saldo da conta a debitar e´ suficiente para
efetuar o pagamento. Em caso positivo e´ apresentado um AlertDialog ao utilizador com os dados do
pagamento pedindo para que estes sejam confirmados. Em caso negativo e´ apresentada uma mensagem
de erro. Quando o utilizador confirma o pagamento e se autentica com a matriz de autenticac¸a˜o ou a
impressa˜o digital, a aplicac¸a˜o envia para o servidor a informac¸a˜o do pagamento. Este recorre ao servic¸o
de pagamentos, para persistir o pagamento na base de dados, subtrair ao saldo do utilizador o montante
do pagamento e somar o mesmo ao saldo da entidade. Por fim o servidor responde a` aplicac¸a˜o com o
id do pagamento, de modo a que seja possı´vel emitir um comprovativo do pagamento. Este processo de
obtenc¸a˜o de um comprovativo sera´ explicado mais a` frente.
Pagamento de servic¸os pre´-definidos
Esta opc¸a˜o de pagamento e´ selecionada dentro do ecra˜ dos “Pagamentos de Servic¸os” e e´ utilizada
para preencher automaticamente o campo “Entidade”, quando esta corresponde a um servic¸o de
telecomunicac¸o˜es, Internet ou transportes.
Quando o utilizador clica no bota˜o “Servic¸o pre´-definido” sa˜o lhe apresentadas opc¸o˜es para a
escolha da categoria do servic¸o, assim como, da operadora que presta esse servic¸o. Quando as
duas opc¸o˜es anteriores sa˜o selecionadas, o campo “Entidade” e´ preenchido automaticamente.
Na Figura 5.4 sa˜o apresentados os campos que sa˜o adicionados ao ecra˜ dos “Pagamentos de
Servic¸os” quando se seleciona o campo “Servic¸o pre´-definido”.
Figura 5.4: Pagamento de servic¸os pre´-definido
Pagamento ao Estado
Esta funcionalidade tem como finalidade efetuar um pagamento de um imposto, multa, entre outros,
utilizando como dados a respetiva refereˆncia e montante.
O ecra˜ e´ composto por dois boto˜es no topo, destinados a` facilitac¸a˜o do preenchimento dos dados. O
primeiro encaminha o utilizador para a funcionalidade de pagamentos frequentes e o segundo encaminha
o utilizador para a funcionalidade de detec¸a˜o de uma fatura. Apo´s os boto˜es anteriores, e´ apresentado um
fragmento destinado a` selec¸a˜o da conta de onde sera´ feito o de´bito do montante do pagamento. Todas
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estas funcionalidades anteriores sera˜o explicadas mais a frente. De seguida, e´ apresentado um CardView
destinado ao preenchimento de todas as informac¸o˜es relativas a` fatura de pagamento. Este conte´m cinco
EditText para o preenchimento da refereˆncia, onde se pretende que sejam colocados 3 dı´gitos em cada um
e, dois EditText para o preenchimento do montante, sendo um correspondente aos ceˆntimos e outro aos
euros. Por fim, apresenta-se um fragmento para selecionar a data de pagamento, aparecendo, por defeito,
o dia em que este esta´ a ser realizado e um bota˜o para continuar o pagamento. Este ecra˜ e´ apresentado
na Figura C.2a, em anexo.
Quando o utilizador clica no bota˜o “CONFIRMAR” e´ verificado, do lado do cliente, se os campos
esta˜o bem preenchidos. Ou seja, se o campo “Refereˆncia” possui 15 dı´gitos (3 em cada EditText) e se o
montante e´ superior a 0,00 euros. Caso a validac¸a˜o anterior seja efetuada com sucesso, a aplicac¸a˜o faz
um pedido ao servidor para validar o conteu´do do pagamento, enviando a entidade do estado (10095),
a refereˆncia e o montante. O servidor por sua vez verifica se existe alguma fatura com a entidade e
refereˆncia indicada, verificando tambe´m se o saldo da conta selecionada e´ suficiente para efetuar o pa-
gamento. Caso a validac¸a˜o seja bem sucedida e´ apresentado, ao utilizador, um AlertDialog com as
informac¸o˜es do pagamento, para que este as confirme. Caso a validac¸a˜o seja mal sucedida e´ apresentada
uma mensagem de erro ao utilizador. Apo´s o utilizador confirmar o pagamento e autenticar o mesmo
atrave´s da matriz de autenticac¸a˜o ou da impressa˜o digital, a aplicac¸a˜o envia para o servidor a informac¸a˜o
do pagamento. Este recorre ao servic¸o de pagamentos, para persistir o pagamento na base de dados,
subtrair ao saldo do utilizador o montante do pagamento e somar o mesmo ao saldo da entidade. Por
fim, o servidor responde a` aplicac¸a˜o com o id do pagamento, de modo a que seja possı´vel emitir um
comprovativo do mesmo. Este processo de obtenc¸a˜o de um comprovativo sera´ explicado mais a` frente.
Pagamento Seguranc¸a Social
Esta funcionalidade tem como finalidade efetuar um pagamento da seguranc¸a social. Este pagamento e´
mais complexo que os anteriores, pois requer mais dados.
O ecra˜ desta funcionalidade comec¸a com um fragmento destinado a` selec¸a˜o da conta. A este frag-
mento seguem-se dois boto˜es, um onde se seleciona o tipo de pagamento e outro para selecionar o tipo
de remunerac¸a˜o. De seguida, apresenta-se um fragmento destinado ao preenchimento dos dados do pa-
gamento. Este fragmento e´ constituı´da por dois EditText. O primeiro e´ destinado ao preenchimento
do nu´mero de beneficia´rio da seguranc¸a social (NISS) e, o segundo, e´ destinado ao preenchimento da
remunerac¸a˜o mensal, caso o tipo de remunerac¸a˜o selecionado seja “Meˆs completo”, ao preenchimento
dos dias de trabalhado, caso o tipo de remunerac¸a˜o selecionada seja “Meˆs incompleto” ou ao preenchi-
mento do nu´mero de horas de trabalho, caso o tipo de remunerac¸a˜o seja “Hora´ria”. Estas va´rias opc¸o˜es
para o preenchimento do segundo EditText podem ser vistas na Figura 5.5.
De seguida, no CardView e´ apresentado um TextView, onde e´ indicado o valor final do montante,
calculado automaticamente atrave´s de um algoritmo baseado nas informac¸o˜es da seguranc¸a social [29].
Este montante so´ e´ calculado apo´s o utilizador selecionar o ano e o meˆs nos quais pretende pagar a
seguranc¸a social. Esta selec¸a˜o e´ realizada a partir dos boto˜es que se encontram abaixo do CardView
anterior. Por u´ltimo, no ecra˜ existe ainda um fragmento destinado a` selec¸a˜o da data de pagamento e um
bota˜o para dar continuac¸a˜o ao pagamento. Este ecra˜ e´ apresentado nas Figuras C.2b e C.2c, em anexo.
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(a) Tipo de remunerac¸a˜o: Meˆs completo (b) Tipo de remunerac¸a˜o: Meˆs incompleto (c) Tipo de remunerac¸a˜o: Hora´ria
Figura 5.5: Diferenc¸as na selec¸a˜o dos va´rios tipos de remunerac¸a˜o
Quando o utilizador clica no bota˜o “CONTINUAR” e´ verificado, do lado do cliente, se os dois
EditText do CardView foram preenchidos corretamente. Isto e´, se o NISS e´ va´lido e se o campo seguinte
na˜o esta´ vazio. Caso a verificac¸a˜o na˜o encontre erros, a aplicac¸a˜o mostra ao utilizador um AlertDialog
com as informac¸o˜es do pagamento, para que este confirme as mesmas. Caso a verificac¸a˜o encontre erros,
e´ apresentado ao utilizador uma mensagem de erro que sera´ explicada na Secc¸a˜o “Erros”, mais a` frente.
Quando o utilizador confirma o pagamento e se autentica com a matriz de autenticac¸a˜o ou com
a impressa˜o digital, a aplicac¸a˜o envia toda a informac¸a˜o do pagamento para o servidor, incluindo a
entidade da seguranc¸a social (21056). O servidor, por sua vez, trata a informac¸a˜o, recorrendo ao servic¸o
de pagamentos para persistir o pagamento na base de dados, subtrair ao saldo do utilizador o montante
do pagamento e somar o mesmo ao saldo da entidade. Este persiste ainda as informac¸o˜es adicionais,
caracterı´sticas do pagamento da seguranc¸a social numa tabela dedicada, detalhada na Secc¸a˜o 4.3.6. Por
fim, o servidor envia o id do pagamento ao utilizador para que seja possı´vel emitir um comprovativo do
pagamento. Este processo de obtenc¸a˜o de um comprovativo sera´ explicado mais a` frente. Se ocorrer um
erro durante o procedimento anterior e´ exposta uma mensagem de erro e o pagamento na˜o e´ realizado.
Fragmentos
Para evitar a repetic¸a˜o do co´digo, como todos os tipos de pagamento utilizam os boto˜es de selecionar
a conta e selecionar a data de pagamento, foram implementados dois fragmentos. Estes sera˜o incluı´dos
dentro dos layouts dos diferentes tipos de pagamento, sendo a lo´gica de cada um destes tratada atrave´s de
um Presenter. Isto faz com que o Presenter de cada tipo de pagamento ja´ na˜o tenha de tratar das ac¸o˜es
do utilizador quando este seleciona uma conta ou uma data de pagamento.
De seguida e´ explicado o processo de implementac¸a˜o de cada um destes fragmentos.
Selecionar a conta
Este fragmento e´ composto por dois TextView e um bota˜o, como se pode ver na Figura 5.6. O
primeiro TextView mostra ao utilizador o saldo da conta que se encontra selecionada, o segundo da´
feedback ao utilizador para que este perceba que o bota˜o seguinte serve para selecionar uma conta
diferente e o bota˜o, como ja´ foi mencionado, serve para o utilizador ver as va´rias contas que tem e
selecionar a que pretende.
Figura 5.6: Fragmento para selecionar conta
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Quando o utilizador carrega no bota˜o para selecionar uma conta, e´ apresentado um AlertDialog,
como pode ser visto na Figura 5.7. Este conte´m uma lista de carto˜es, representada atrave´s de uma
vista CoverFlow. Esta corresponde a uma biblioteca externa que pode ser encontrada no github
[24]. Nesta vista sa˜o apresentados os carto˜es do banco que, neste caso, sa˜o apenas proto´tipos de-
senhados com a ferramenta Pixlr. Para mudar de conta basta deslizar o dedo para o lado, fazendo
com que os carto˜es deslizem para o lado tambe´m. O carta˜o da conta que sera´ selecionado cor-
responde ao carta˜o em destaque, do qual se apresenta tambe´m a informac¸a˜o de saldo. Quando o
utilizador carrega “OK”, o id da conta selecionada sera´ guardado nas SharedPreferences, de forma
a que quando o utilizador navega na aplicac¸a˜o, isto e´, muda de pa´gina, a conta que foi selecionada
anteriormente continua selecionada na nova pa´gina. O saldo na TextView e´ atualizado para o saldo
da conta selecionada no AlertDialog.
Quando um pagamento e´ efetuado, o id da conta selecionada neste fragmento e´ adquirido a partir
das SharedPreferences e enviado para o servidor com as restantes informac¸o˜es do pagamento.
Figura 5.7: AlertDialog para selecionar conta
Selecionar a data
Este fragmento e´ composto apenas por uma TextView e um bota˜o. Na TextView e´ dado, ao utiliza-
dor, o feedback acerca do bota˜o abaixo e, o bota˜o, serve para selecionar a data do pagamento. Este
fragmento e´ apresentado na Figura seguinte (Figura 5.8).
Figura 5.8: Fragmento para selecionar a data do pagamento
Quando o utilizador carrega no bota˜o para selecionar a data do pagamento e´-lhe apresentado um
DatePickerFragement que corresponde basicamente a um calenda´rio. Este e´ disponibilizado pela
biblioteca do Android, tendo sido incluı´da uma restric¸a˜o para que na˜o possa ser selecionada uma
data anterior ao dia presente. O DatePickerFragement e´ apresentado na Figura 5.9.
Quando o utilizador abre uma pa´gina de pagamento, a data de pagamento apresentada e´, por de-
feito, o dia presente. Caso o utilizador selecione uma data distinta da apresentada, procede-se ao
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armazenamento da mesma nas SharedPreferences e, posteriormente, quando o utilizador efetua
um pagamento, a data armazenada anteriormente e´ recolhida.
Figura 5.9: DatePickerFragment
Comprovativo do pagamento
Apo´s um pagamento ser efetuado com sucesso, o utilizador e´ direcionado para uma pa´gina de onde e´
possı´vel obter o comprovativo do pagamento. Esta pa´gina e´ apresentada atrave´s de um ecra˜ constituı´do
por uma TextView e dois boto˜es. Na TextView sa˜o apresentados as informac¸o˜es do pagamento realizado
e, nos boto˜es, as duas opc¸o˜es disponı´veis de obter o respetivo comprovativo. A partir do primeiro bota˜o
e´ possı´vel fazer diretamente o download do comprovativo e, no segundo bota˜o, e´ possı´vel fazer o envio
por email do respetivo comprovativo. Este ecra˜ e´ apresentado na Figura C.3a.
Figura 5.10: Alert Dialog para o envio do comprovativo por email (a` esquerda) e diferenc¸a no preenchimento dos campos
opcionais
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Quando o utilizador carrega no bota˜o de envio do comprovativo por email, e´ apresentado um Alert-
Dialog com treˆs EditText, para o preenchimento das informac¸o˜es necessa´rias para o envio do mesmo. No
primeiro deve ser escrito o email de envio, sendo que este e´ pre´-preenchido com o email do utilizador e
pode ser alterado, caso o utilizador pretenda enviar o comprovativo para outro email. No segundo deve
ser preenchido o nome do destinata´rio do email e, no terceiro, deve ser feita a descric¸a˜o do pagamento.
Os dois u´ltimos EditText sa˜o campos opcionais. Na Figura 5.10 (figura anterior) podem ser verificadas
as diferenc¸as do email, quando os campos opcionais sa˜o preenchidos e quando na˜o sa˜o. O comprova-
tivo do pagamento corresponde a um ficheiro PDF e e´ apresentado na Figura D.4, em anexo. Quando o
email e´ enviado com sucesso, e´ apresentado o AlertDialog presente na Figura 5.11a. Caso contra´rio, e´
apresentado o AlertDialog presente na Figura 5.11b.
(a) Sucesso no envio do comprovativo (b) Erro no envio do comprovativo
Figura 5.11: AlertDialog com o resultado do envio do comprovativo por email
Quando o utilizador carrega num dos boto˜es mencionados anteriormente e´ enviado um pedido ao
servidor, contendo o id do pagamento, para se transferir ou enviar por email o comprovativo. Por sua vez,
o servidor verifica se esse ficheiro existe, procurando-o atrave´s do id do pagamento (todos os ficheiros
de comprovativo sa˜o guardados no servidor tendo como nome o id do pagamento). Caso o mesmo
na˜o exista, o servidor cria o ficheiro e transfere-o para o utilizador ou envia-o por email. A cada 10
minutos o servidor apaga todos os ficheiros de comprovativos que foram criados, evitando assim uma
sobrecarga no espac¸o de armazenamento. Por fim, para voltar para a pa´gina principal, o utilizador pode
carregar na seta presente na toolbar ou na seta de andar para tra´s do pro´prio dispositivo. Quando esta
ac¸a˜o e´ efetuada, e´ apresentado ao utilizador um AlertDialog para que o mesmo confirme que quer sair da
pa´gina (Figura 5.12). Este AlertDialog foi incluı´do pois, uma vez saindo desta pa´gina ja´ na˜o e´ possı´vel
obter um comprovativo do pagamento realizado.
Figura 5.12: Alert Dialog para voltar para a pa´gina principal
Pagamento por QR Code
Esta funcionalidade tem como objetivo facilitar o preenchimento dos campos dos dados do pagamento,
preenchendo-os automaticamente. Assim, os campos “Entidade”, “Refereˆncia” e “Montante” sa˜o pre-
enchidos automaticamente, recorrendo ao reconhecimento de um QR Code, presente numa fatura de
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pagamento. Esta funcionalidade na˜o pode ser utilizada na pra´tica, pois as faturas ainda na˜o possuem
esse tipo de tecnologia.
O ecra˜ desta funcionalidade e´ composto apenas por uma SurfaceView, que mostra a caˆmara e uma
imagem com uma mira, para que o utilizador perceba onde deve posicionar o dispositivo de forma a
que este detete o QR Code (Figura 5.13). Para a detec¸a˜o do QR Code foi utilizada a biblioteca Mobile
Vision da Google [17]. Esta disponibiliza uma API com func¸o˜es que detetam o conteu´do de um QR
Code. O conteu´do e´ convertido para uma String que depois e´ validada. O QR Code de uma fatura segue
o formato “Entidade”:“Refereˆncia”:“Montante”. Por exemplo, o QR Code presente na fatura fictı´cia da
MEO (Anexo E), conte´m o texto “21159:123456789:56,40”. Para a validac¸a˜o deste, a String resultante
da detec¸a˜o e´ separada por “:”, utilizando a func¸a˜o split. Esta cria um vetor de strings [13], sendo que a
posic¸a˜o 0 e´ associada a uma varia´vel chamada “entity”, a posic¸a˜o 1 e´ associada a uma varia´vel chamada
“ref” e a posic¸a˜o 2 e´ associada a uma varia´vel chamada “amount”. De seguida, verifica-se a validade de
cada varia´vel da forma seguinte:
• A varia´vel “entity” corresponde a` regex “ˆ[\\d]{5}$” (exatamente 5 dı´gitos);
• A varia´vel “ref” corresponde a` regex “ˆ[\\d]{9}$” (exatamente 9 dı´gitos);
– Ou se a varia´vel “entity” for igual a “10095” (entidade do estado) corresponde a` regex
“ˆ[\\d]{15}$” (exatamente 15 dı´gitos);
• A varia´vel “amount” corresponde a` regex “[\\d]+[.|,][\\d]+” (um ou mais dı´gitos seguidos por
um ponto ou vı´rgula seguido por um ou mais dı´gitos).
Quando todas as varia´veis sa˜o validadas com sucesso, estas sa˜o transferidas para a Activity do “Paga-
mento de Servic¸o” ou “Pagamento ao Estado”. O utilizador e´ direcionado para uma destas pa´ginas com
os campos “Entidade”, “Refereˆncia” e “Montante” ja´ preenchidos (ou apenas os u´ltimos dois no caso de
um pagamento ao estado). Quando o QR Code na˜o e´ va´lido e´ apresentada uma mensagem de erro ao
utilizador e este e´ redirecionado para o menu de pagamentos, novamente.
Figura 5.13: Mira presente no ecra˜ de reconhecimento por QR Code
Pagamentos Agendados
Esta funcionalidade tem como objetivo fazer pagamentos de forma regular automaticamente. Quando
um utilizador faz o pagamento de um servic¸o e seleciona um tipo de periodicidade, esse pagamento e´
realizado automaticamente em intervalos de tempo iguais a` periodicidade antes selecionada. A perio-
dicidade de um pagamento pode ser “Semanal”, “Quinzenal”, “Mensal”, “Trimestral”, “Semestral” ou
“Anual”.
Para que isto acontec¸a, quando o pagamento e´ realizado e selecionada uma determinada periodici-
dade, o servidor persiste na tabela Periodic Payment (Secc¸a˜o 4.3.5) o id do pagamento, a periodicidade
do mesmo, a data do pro´ximo pagamento e o id do utilizador que efetuou o pagamento. Para que os
pagamentos sejam realizados periodicamente, o servidor a cada 24 horas verifica na tabela mencionada
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anteriormente, se existe algum pagamento para ser efetuado no dia corrente. Quando existe um pa-
gamento para ser efetuado, e´ verificado, em primeiro lugar, se o utilizador tem saldo suficiente para a
realizac¸a˜o do mesmo. Caso este tenha saldo suficiente, o pagamento e´ executado, sendo feita a transac¸a˜o
do valor do montante, para a respetiva entidade. Apo´s a realizac¸a˜o do pagamento e´ enviado um email
para o utilizador com o comprovativo do pagamento (Figura D.2, em Anexo) e uma notificac¸a˜o para o
dispositivo do utilizador com a informac¸a˜o de que o pagamento foi realizado, esta e´ detalhada mais a`
frente na Secc¸a˜o 5.1.2. Por fim, a data do pro´ximo pagamento e´ atualizada na base de dados de acordo
com a periodicidade. Por exemplo, se o pagamento foi feito dia 19-06-2018 e a periodicidade e´ “Mensal”,
enta˜o a data do pro´ximo pagamento e´ atualizada para 19-07-2018. Caso o utilizador na˜o possua saldo
suficiente na conta para efetuar este pagamento, este na˜o e´ efetuado e e´ enviado um email ao utilizador a
informa´-lo acerca do sucedido. Este email pode ser visto no Anexo D.3.
Na aplicac¸a˜o e´ possı´vel verificar os pagamentos que foram agendados. Estes podem ser vistos atrave´s
do menu de pagamentos, na opc¸a˜o “Pagamentos agendados” (Figura C.1d). O ecra˜ dos “Pagamentos
agendados” conte´m uma lista com pagamentos que foram agendados pelo utilizador, esta e´ apresentada
na Figura 5.14a, com dois pagamentos de exemplo. Quando se clica num item desta lista, e´ apresentado
um AlertDialog com a informac¸a˜o do pagamento (Figura 5.14b). O utilizador pode tambe´m selecionar e
eliminar os mesmos. Para selecionar e´ necessa´rio pressionar o item ate´ que este mude de cor e aparec¸a,
do lado esquerdo, um checkbox. Para selecionar mais pagamentos basta clicar, uma vez, nos pagamentos
pretendidos. Para eliminar um ou mais pagamentos, estes devem estar selecionados e basta clicar no
ı´cone com o caixote do lixo, presente na toolbar (Figura 5.14c). Quando um pagamento e´ eliminado, a
sua realizac¸a˜o automa´tica deixa de ser efetuada.
(a) Ecra˜ “Pagamentos Agendados” (b) Informac¸a˜o do pagamento (c) Selec¸a˜o de um pagamento
Figura 5.14: Pagamentos agendados
Pagamentos frequentes
Esta funcionalidade tem como objetivo facilitar um pagamento que e´ efetuado frequentemente, apresen-
tando ao utilizador uma lista de pagamentos que este efetua frequentemente. O utilizador pode selecionar
um destes pagamentos de maneira a que os campos “Entidade”, “Refereˆncia” e “Montante” sejam pre´-
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preenchidos na pa´gina de pagamento.
A pa´gina dos pagamentos frequentes e´ acedida a partir da pa´gina “Pagamento de Servic¸os” ou “Pa-
gamentos ao Estado”, carregando no bota˜o “Frequentes” (Figura 5.15a). Quando o utilizador entra nesta
pa´gina (Figura 5.15b) e´ feito um pedido ao servidor para que este envie os pagamentos frequentes da
conta que esta´ selecionada. O servidor, por sua vez, ordena os pagamentos numa lista por ordem decres-
cente dos pagamentos com maior nu´mero de ocorreˆncias e, envia-a para a aplicac¸a˜o.
No ecra˜ dos pagamentos frequentes, os itens sa˜o dispostos em lista, apresentando a respetiva enti-
dade, refereˆncia e montante do pagamento. Acima desta lista, encontra-se um fragmento destinado a`
selec¸a˜o da conta. Quando o utilizador seleciona uma conta distinta, todo o processo anterior e´ repetido.
Quando a conta selecionada na˜o tem pagamentos frequentes, e´ apresentada a mensagem de erro presente
na Figura 5.15c.
(a) Bota˜o “Frequentes” a tracejado (b) Ecra˜ inicial (c) Mensagem de erro
Figura 5.15: Pagamentos frequentes
Reconhecimento de uma fatura
O reconhecimento de uma fatura consiste na detec¸a˜o dos dı´gitos da entidade, refereˆncia e montante
presentes no campo “Pagamento por multibanco” da fatura, preenchendo-os automaticamente, na pa´gina
do pagamento, com os dı´gitos detetados.
Esta funcionalidade ja´ esta´ disponı´vel em algumas aplicac¸o˜es de bancos utilizados em Portugal,
como e´ o caso do Santander Totta e do Novo Banco, sendo que nesta a detec¸a˜o e´ realizada de forma
ligeiramente diferente. Nestas e´ necessa´rio tirar uma fotografia a` fatura e futuramente e´ realizada a
detec¸a˜o dos dados a partir da fotografia. Este me´todo faz com que seja necessa´rio ocupar memo´ria do
dispositivo, de modo a se realizar o reconhecimento da fatura desejado.
No caso da aplicac¸a˜o homebanking isso na˜o acontece, pois basta apenas apontar com a caˆmara para
a fatura, para que a detec¸a˜o seja realizada. Esta funcionalidade funciona tanto para o “Pagamento de
Servic¸os”, como para o “Pagamento ao Estado”, e pode ser acedida atrave´s da pa´gina de um destes
pagamentos, carregando no bota˜o “Detetor”. Na Figura 5.16 e´ apresentado o bota˜o “Detetor” da pa´gina
dos “Pagamento de Servic¸os”.
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Figura 5.16: Bota˜o “Detetor” a tracejado
Quando o utilizador carrega no bota˜o anterior e´ lhe apresentado um ecra˜ constituı´do por uma Sur-
faceView, que mostra a caˆmara e, por uma de duas imagens. A primeira, Figura 5.17a, e´ apresentada
quando o utilizador se encontra na pa´gina “Pagamento de Servic¸os” e, a segunda, Figura 5.17b, e´ apre-
sentada quando o utilizador acede a esta funcionalidade a partir da pa´gina “Pagamento ao Estado”. Estas
servem para ajudar o utilizador a posicionar a caˆmara do dispositivo na a´rea correta, para que o “Detetor”
seja capaz de detetar as informac¸o˜es da fatura.
(a) Pagamento de Servic¸os (b) Pagamentos ao Estado
Figura 5.17: Imagens de ajuda no processo de detec¸a˜o dos dados de uma fatura
Para o reconhecimento da fatura foi utilizada a biblioteca Mobile Vision da Google [18], que dis-
ponibiliza uma API com func¸o˜es que detetam texto a partir da caˆmara do dispositivo. O conteu´do do
reconhecimento e´ convertido para uma String, que depois e´ validada.
Antes da implementac¸a˜o do algoritmo para a validac¸a˜o e reconhecimento da fatura, foram feitos
va´rios testes para perceber como era detetado o conteu´do da fatura quando se apontava a caˆmara para o
campo “Pagamento por Multibanco”.
Dos testes realizados obtiveram-se as seguintes concluso˜es:
• Na leitura das faturas de servic¸os, o texto pode ser detetado de duas maneiras: em bloco (Figura
5.18a) ou em linha (Figura 5.18b), dependendo da fatura;
• Na leitura das faturas do estado, o texto e´ sempre detetado em bloco (Figura 5.18c).
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(a) Detec¸a˜o, em bloco, de uma fatura de
servic¸os
(b) Detec¸a˜o, em linha, de uma fatura de
servic¸os
(c) Detec¸a˜o, em bloco, de uma fatura do
estado
Figura 5.18: Tipos de detec¸a˜o
Apo´s a realizac¸a˜o dos testes mencionados anteriormente, o algoritmo de validac¸a˜o que foi imple-
mentado tem em conta as concluso˜es retiradas. Assim, o processo de validac¸a˜o de uma fatura de um
servic¸o e´ feito da seguinte forma:
1. A String com a detec¸a˜o e´ separada por mudanc¸as de linha “\n” e e´ criado um vetor em que cada
posic¸a˜o corresponde a uma linha.
2. Se o tamanho do vetor for maior ou igual a 3 (detec¸a˜o do bloco):
(a) A posic¸a˜o 0 corresponde a` entidade, se a string corresponder ao regex “ˆ[\\d]{5}$” (exata-
mente 5 dı´gitos);
(b) A posic¸a˜o 1 corresponde a` refereˆncia, se a string corresponder ao regex “ˆ([\\d]{3}[ ]?){2}\\d
{3}$” (exatamente 9 dı´gitos, podendo estar separados por espac¸os a cada 3 dı´gitos);
(c) A posic¸a˜o 2 corresponde ao montante, se a string corresponder ao regex “[\\d]+[.|,][\\d]+
?e” (um ou mais dı´gitos seguidos por um ponto ou vı´rgula, seguido por um ou mais dı´gitos
e o sı´mbolo da moeda euro no final);
3. Se o tamanho do vetor for menor a 3 (detec¸a˜o da linha):
(a) A detec¸a˜o corresponde a` entidade, se a string corresponder ao regex “ˆ[\\d]{5}$” (exata-
mente 5 dı´gitos);
(b) A detec¸a˜o corresponde a` refereˆncia, se a string corresponder ao regex “ˆ([\\d]{3}[ ]?){2}\\d
{3}$” (exatamente 9 dı´gitos, podendo estar separados por espac¸os a cada 3 dı´gitos);
(c) A detec¸a˜o corresponde ao montante, se a string corresponder ao regex “[\\d]+[.|,][\\d]+ ?e”
(um ou mais dı´gitos seguidos por um ponto ou vı´rgula, seguido por um ou mais dı´gitos e o
sı´mbolo da moeda euro no final);
Em relac¸a˜o a`s faturas do estado, estas sa˜o validadas da seguinte forma:
1. A String com a detec¸a˜o e´ separada por mudanc¸as de linha “\n” e e´ criado um vetor em que cada
posic¸a˜o corresponde a uma linha.
2. Se o tamanho do vetor for igual a 4 (detec¸a˜o do bloco):
(a) A posic¸a˜o 1 corresponde a` refereˆncia, se a string corresponder ao regex “ˆ([\\d]{3}[ ]?){4}\\d
{3}$” (exatamente 15 dı´gitos, podendo estar separados por espac¸os a cada 3 dı´gitos);
(b) A posic¸a˜o 3 corresponde ao montante, se a string corresponder ao regex “[\\d]+[.|,][\\d]+
?e” (um ou mais dı´gitos seguidos por um ponto ou vı´rgula, seguido por um ou mais dı´gitos
e o sı´mbolo da moeda euro no final);
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(c) As posic¸o˜es 0 e 2 correspondem ao texto “Refereˆncia para Pagamento” e “Importaˆncia a
pagar”, respetivamente, e por isso sa˜o ignoradas.
Apo´s esta validac¸a˜o, e´ verificado se as varia´veis entidade, refereˆncia e montante (apenas as u´ltimas duas
no caso de um pagamento ao estado) na˜o sa˜o nulos. Caso isto se confirme o utilizador e´ direcionado para
a pa´gina de pagamento com os campos ja´ preenchidos. Caso contra´rio a detec¸a˜o continua.
Notificac¸o˜es
Quando um pagamento, que foi agendado pelo utilizador, ocorre, este recebe uma notificac¸a˜o a informar
que o pagamento foi efetuado. Esta notificac¸a˜o e´ apresentada nas Figuras 5.19 e 5.20.
Figura 5.19: I´cone da notificac¸a˜o na barra de status
Figura 5.20: Notificac¸a˜o na central de notificac¸o˜es
Para a implementac¸a˜o deste processo e´ utilizada a API Firebase Cloud Messaging [20], que fornece
dois servic¸os u´teis para o envio de notificac¸o˜es. O primeiro e´ o registo de um token que tem, como
finalidade, identificar um dispositivo. Este segue os seguintes passos, que sa˜o representados, tambe´m,
atrave´s da Figura 5.21:
1. O dispositivo envia para o FCM o Sender ID (id do projeto criado no firebase), a API Key (chave
que autentica o servidor do firebase permitindo assim acesso ao mesmo) e o App ID (id da
aplicac¸a˜o).
2. Quando o utilizador instala a aplicac¸a˜o pela primeira vez, o FCM envia para o dispositivo um token
de registo, que tem como finalidade identificar o dispositivo de maneira a que este possa comec¸ar
a receber notificac¸o˜es a partir do FCM. A aplicac¸a˜o recebe este token, a partir de uma classe que
implementa a classe FirebaseInstanceIdService e, sempre que o mesmo e´ atualizado, esta chama
uma func¸a˜o que guarda o token nas SharedPreferences.
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3. Quando o utilizador entra na aplicac¸a˜o pela primeira vez e se autentica, esta ira´ obter o token, a
partir das SharedPreferences, e envia´-lo para o servidor.
4. Por sua vez, o servidor persiste na base de dados o token de registo.
Servidor  
Web
  Registo com FCM  
  Token de registo  
Envia token  
para servidor 
Persiste token  
na tabela User
Aplicação  
HomeBanking
Firebase  
Cloud Messaging 
Base de dados 
1
2
3
4
Figura 5.21: Esquema do envio de notificac¸o˜es baseado em [19]
O segundo servic¸o consiste no envio de notificac¸o˜es, de modo a que o utilizador receba notificac¸o˜es
da aplicac¸a˜o, mesmo quando esta na˜o esta´ a ser utilizada. Este segue os seguintes passos, que sa˜o
representados, tambe´m, atrave´s da Figura 5.22:
1. No dia de realizac¸a˜o de um pagamento agendado, para ale´m dos passos descritos em “Pagamentos
Agendados”, o servidor faz uma query a` base de dados de forma a obter o token do utilizador que
agendou o pagamento.
2. De seguida, o servidor cria um objeto JSON contendo o token do destinata´rio, o tı´tulo, o corpo da
notificac¸a˜o e os dados do pagamento.
3. O FCM trata de enviar a notificac¸a˜o para o dispositivo do utilizador, que a recebe a partir do servic¸o
FirebaseMessagingService. Este servic¸o e´ implementado por uma classe da aplicac¸a˜o e, sempre
que o FCM envia uma notificac¸a˜o, esta chama uma func¸a˜o que recebe os dados da notificac¸a˜o.
JSON com  
os dados
Aplicação  
HomeBanking
Servidor Web
Firebase  
Cloud Messaging 
Base de dados 
Token  
de registo
Envia  
notificação
1
2
3
Figura 5.22: Esquema do envio de notificac¸o˜es baseado em [19]
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Posto isto, o utilizador recebe uma notificac¸a˜o e quando clica na mesma e´ redirecionado para a pa´gina
de login da aplicac¸a˜o. Apo´s efetuar o login e´-lhe apresentada a pa´gina de comprovativo de pagamento.
Erros
Na aplicac¸a˜o, os erros sa˜o apresentados de treˆs formas distintas:
• Se um campo for mal preenchido, a linha do EditText fica vermelha e abaixo desta e´ apresentada a
descric¸a˜o do erro. Este erro e´ apresentado na Figura 5.23a;
• Se houver um erro do lado do servidor, na validac¸a˜o de um pagamento ou na validac¸a˜o do login, o
utilizador recebe uma descric¸a˜o do erro acima do u´ltimo bota˜o clicado. Este erro e´ apresentado na
Figura 5.23b;
• Outros erros do lado do servidor, em certos casos, sa˜o representados atrave´s de um AlertDialog.
Um exemplo deste erro e´ apresentado na Figura 5.23c.
(a) Campo mal preenchido (b) Erro de validac¸a˜o (c) AlertDialog de Erro
Figura 5.23: Tipos de erros
Bilingue
A aplicac¸a˜o suporta as lı´nguas inglesa e portuguesa. Quando o utilizador define portugueˆs como idioma
do seu dispositivo, a aplicac¸a˜o e´ apresentada em portugueˆs, caso contra´rio, e´ apresentada em ingleˆs.
Para estas duas opc¸o˜es de idioma foi necessa´rio criar dois ficheiros XML na pasta “strings” (Figura
5.25 a` esquerda). Estes ficheiros conteˆm conjuntos chave-valor, em que a chave e´ o nome que identifica
a String e o valor e´ o conteu´do da mesma. Um exemplo de um item destes ficheiros podem ser vistos
nas Figuras 5.24a e 5.24b. Estes itens sa˜o invocados a partir dos seus nomes, sendo que quando o idioma
definido no dispositivo do utilizador e´ o portugueˆs, e´ utilizado o ficheiro da pasta values-pt-rPT e, em
qualquer outro caso e´ utilizado o ficheiro da pasta values (Figura 5.25 a` direita).
(a) strings.xml (b) strings.xml(pt-rPT)
Figura 5.24: Item dos ficheiros “strings.xml”
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Project Files Android
Figura 5.25: Ficheiros para suporte bilingue
5.1.3 Migrac¸a˜o para Kotlin
A Google anunciou na confereˆncia Google I/O 2017 que a linguagem de programac¸a˜o Kotlin iria passar
a ser uma linguagem oficial para o desenvolvimento de aplicac¸o˜es para Android [7]. Desta forma e,
como a aplicac¸a˜o ja´ estava toda implementada em linguagem Java, decidiu-se fazer a migrac¸a˜o de todo o
co´digo Java para Kotlin. A linguagem Kotlin foi desenvolvida pela JetBrains (empresa que desenvolveu
a IntelliJ IDEA, na qual o Android Studio se baseia) e a sua primeira versa˜o foi lanc¸ada em 2016. Esta
linguagem possui uma serie de pontos fortes:
• Concisa: E´ uma linguagem pouco textual. As data classes sa˜o um exemplo disto, apenas com a
declarac¸a˜o desta sa˜o criados instantaneamente getters, setters, e as func¸o˜es equals(), hashCode(),
toString() e copy(). Na Figura 5.26 e´ possı´vel verificar as diferenc¸as entre uma classe de dados em
Java e uma em Kotlin.
Java
Kotlin
Figura 5.26: Diferenc¸a entre Java e Kotlin em objetos
• Segura: E´ null safe, ou seja, evita a possibilidade de ocorrerem erros de null pointer exception
[22].
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• Interopera´vel: Esta linguagem corre sobre a JVM e por isso e´ 100% compatı´vel com as bibliotecas
desta.
• Tool-friendly: Esta linguagem foi criada por uma empresa de ferramentas de edic¸a˜o de co´digo
(IDE) e, por esse motivo, a sua edic¸a˜o e´ muito facilitada por estas ferramentas.
Para a migrac¸a˜o foi utilizada uma ferramenta do Android Studio que converte o co´digo Java para
Kotlin (Figura 5.27). Existem extenso˜es do Kotlin para Android que facilitam a ligac¸a˜o das classes a`s
componentes do layout, deixando de ser necessa´rio chamar o me´todo “findViewById” para fazer esta
ligac¸a˜o. Assim, torna-se apenas necessa´rio colocar o id do componente, como se pode verificar no
exemplo da Figura 5.28. Quando o co´digo e´ convertido sa˜o feitas algumas alterac¸o˜es de maneira a
simplificar ainda mais o mesmo. Um exemplo disto pode ser visto na Figura 5.29.
Figura 5.27: Ferramenta para converter o co´digo Java para Kotlin
Java
Kotlin
Figura 5.28: Ligac¸a˜o a`s componentes do layout
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do código
Figura 5.29: Simplificac¸a˜o do co´digo apo´s a conversa˜o automa´tica
Neste processo de migrac¸a˜o, foram migradas 95 classes tendo sido despendidas 28 horas para tal.
A diferenc¸a entre as verso˜es Java e Kotlin e´ marcada pela densidade de texto e tambe´m pelo espac¸o de
armazenamento necessa´rio. Estas diferenc¸as podem ser verificadas na Tabela 5.1. Desta tabela conclui-se
que a linguagem Kotlin e´ menos textual que a linguagem Java.
Tabela 5.1: Algumas diferenc¸as entre as verso˜es Java e Kotlin
Classes Tamanho (kB) Linhas max lin min lin med lin
Java 95 321 9350 1218 9 97
Kotlin 95 213 6083 255 6 64
Diferenc¸a 0 108 3267 963 3 33
5.2 Servidor Web
O servidor foi desenvolvido na linguagem Java, recorrendo a` framework Spring. Este consiste num REST-
ful Webservice que recebe e responde a pedidos efetuados pela aplicac¸a˜o mo´vel e, conte´m as seguintes
componentes:
Controller: Recebe os pedidos do cliente, recorre aos servic¸os para resolver o pedido e envia a
resposta ao cliente.
Service: E´ onde sa˜o resolvidos os pedidos, ou seja, efetua a lo´gica e quando necessa´rio, comunica
com a base de dados a partir da componente Repository. Por exemplo, executar um pagamento,
subtraindo o valor do montante ao saldo do utilizador e somando o mesmo ao saldo da entidade, e
de seguida persistir na base de dados os dados do pagamento.
Rpository: Esta componente e´ responsa´vel pela comunicac¸a˜o com a base de dados recorrendo a`
interface JPARepository [10] e a`s classes da componente Entity.
Configuration: E´ responsa´vel pelas configurac¸o˜es de seguranc¸a utilizadas para a autenticac¸a˜o do
utilizador e para a encriptac¸a˜o das palavras-passe.
Components: Responsa´vel por realizar eventos tempora´rios. Esta a cada 24 horas verifica se
existem pagamentos agendados que precisam de ser realizado e, a cada 10 minutos, apaga os
ficheiros dos comprovativos de pagamentos, evitando assim que haja sobrelotac¸a˜o da memo´ria do
servidor. Tambe´m e´ responsa´vel pelo envio de emails recorrendo a` interface JavaMailSender[9].
Entity: Esta componente faz parte do JPA (Java Persistence API)[8] e conte´m classes que ca-
racterizam as tabelas da base de dados, facilitando a forma como sa˜o feitas as queries a` base de
dados.
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5.3 Base de dados
Foi utilizada a tecnologia SQL Server para o desenvolvimento da base de dados. Nesta foi utilizada a
ferramenta SQL Server Management Studio 2017 para ajudar a desenvolver a base de dados, que foi
implementada de acordo com o modelo da Secc¸a˜o 4.3.

Capı´tulo 6
Testes
Durante o decorrer da implementac¸a˜o foram realizados testes para avaliar o funcionamento das compo-
nentes que iam sendo desenvolvidas. Ale´m destes pequenos testes, no final da implementac¸a˜o foram
realizados testes de usabilidade, de reconhecimento de faturas e, tambe´m, de compatibilidade. Todos
estes testes sera˜o analisados em detalhe nas pro´ximas secc¸o˜es.
6.1 Testes de Usabilidade
Os testes de usabilidade consistem no envolvimento de volunta´rios a utilizar a aplicac¸a˜o, sendo dadas
va´rias tarefas para estes realizarem. Cada tarefa proposta pretende testar uma funcionalidade.
Nestes testes participaram 13 volunta´rios, com idades compreendidas entre os 22 e os 56 anos, sendo
46% do sexo feminino e 54% do sexo masculino. Foram definidas 13 tarefas para cada volunta´rio
realizar, que sa˜o apresentadas na Tabela 6.1. Apo´s a realizac¸a˜o de cada uma destas foi pedido a cada
volunta´rio para avaliar a dificuldade sentida na realizac¸a˜o da mesma, tendo em conta a cotac¸a˜o da Tabela
6.2 e deixar alguns possı´veis comenta´rios de melhoria.
Tabela 6.1: Tarefas propostas a cada volunta´rio
Tarefa Descric¸a˜o
1 Efetuar login com os dados fornecidos
2
Efetuar o pagamento de uma dada fatura (Servic¸o), utilizando na
autenticac¸a˜o a impressa˜o digital
3
Efetuar o pagamento de uma dada fatura (Estado), utilizando na
autenticac¸a˜o a matriz de autenticac¸a˜o
4 Efetuar o pagamento de uma dada fatura a partir do QR Code
5 Efetuar o pagamento da seguranc¸a social
6 Agendar o pagamento de um servic¸o para que este seja feito mensalmente
7 Apagar agendamento do pagamento efetuado anteriormente
8 Realizar um pagamento a partir de pagamentos frequentes
9
Realizar um pagamento de servic¸os a partir do reconhecimento de uma fa-
tura
10 Realizar um pagamento ao estado a partir do reconhecimento de uma fatura
11 Enviar o comprovativo por email
12 Efetuar o download do comprovativo
13 Efetuar logout
57
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Tabela 6.2: Cotac¸a˜o da dificuldade sentida na realizac¸a˜o de uma tarefa
Dificuldade
Muito fa´cil Fa´cil Me´dio Difı´cil Muito difı´cil Na˜o consegui
5 4 3 2 1 0
A realizac¸a˜o de algumas tarefas necessitava de alguns dados que foram fornecidos aos volunta´rios.
Para a realizac¸a˜o da tarefa 1, foi dado ao utilizador um nu´mero de contrato e uma senha de acesso. Para
a tarefa 3, foi dada a matriz presente no Anexo D.1. Por fim, para as tarefas 4, 9 e 10 foram fornecidas
as faturas presentes no Anexo E.
A partir das cotac¸o˜es dadas pelos volunta´rios foi produzido o gra´fico da Figura 6.1, onde foram
introduzidas as cotac¸o˜es me´dia, mı´nima e ma´xima de cada tarefa. A partir da observac¸a˜o do gra´fico
mencionado verifica-se que a funcionalidade presente na tarefa 1 na˜o necessita de alterac¸o˜es, pois esta
foi efetuada facilmente por todos os volunta´rios, tendo sido a tarefa com melhor feedback. As funcio-
nalidades presentes nas tarefas 4, 8, 10, 11, 12 e 13 necessitam de poucas alterac¸o˜es, pois as cotac¸o˜es
obtidas variam entre 4 e 5. As funcionalidades presentes nas tarefas 2, 3, 6, 7 e 9 precisam de um pouco
mais de alterac¸o˜es, pois ja´ obtiveram cotac¸o˜es entre 3 e 5. Por fim, a funcionalidade da tarefa 5 necessita
de muitas alterac¸o˜es ou mesmo uma reformulac¸a˜o, pois corresponde a funcionalidade com pior cotac¸a˜o,
tendo obtido a cotac¸a˜o mı´nima igual a 2.
Figura 6.1: Gra´fico das cotac¸o˜es me´dias, mı´nimas e ma´ximas obtidas para cada tarefa
De seguida, sera˜o apresentadas as observac¸o˜es feitas pelos volunta´rios, a` medida que iam realizando
as tarefas:
• Observac¸a˜o: Preenchimento do montante deveria ser feito como no multibanco, isto e´, quando se
insere um dı´gito o mesmo deveria deslizar para a esquerda.
Tarefas afetas: 2, 3
Explicac¸a˜o: Quando o utilizador finaliza o preenchimento do campo da refereˆncia e´ direcionado
para o preenchimento do montante com o cursor colocado na parte a` direita da vı´rgula. A maioria
dos volunta´rios efetuou esta operac¸a˜o de forma errada devido a` sua experieˆncia no preenchimento
do montante no multibanco. Seguindo a experieˆncia indicada anteriormente, estes comec¸avam pelo
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preenchimento das unidades do montante presente na fatura no campo a` direita da vı´rgula (Passo
2 da Figura 6.2), esperando que estes nu´meros deslizassem para a esquerda da vı´rgula (Passo 3 da
Figura 6.2). Ao inve´s do deslizamento dos nu´meros, o cursor e´ movido para a esquerda, deixando
o valor correspondente aos euros na zona correspondente aos ceˆntimos. Os utilizadores para a
finalizac¸a˜o do preenchimento do montante colocavam o valor dos ceˆntimos no local correspon-
dente aos euros (Passo 4 da Figura 6.2).
Montante da fatura: 56,40
3
1
2
Montante:
00 00, €
Montante:
00 56, €
Montante:
56 40, €
4
Montante:
40 56, €
Esperado Obtido
Figura 6.2: Resultado esperado
• Observac¸a˜o: As colunas da matriz de autenticac¸a˜o deveriam comec¸ar em 1.
Tarefas afetas:2, 3, 4, 5, 6, 8, 9, 10
Explicac¸a˜o: A Matriz de autenticac¸a˜o e´ enviada para o utilizador de acordo com o email que
se pode ver no Anexo D.1, as colunas sa˜o identificadas com nu´meros de 0 a 4. Isto confundiu
alguns volunta´rios, pois estes esperavam que as colunas comec¸assem com o nu´mero 1 e, quando
era pedida uma posic¸a˜o na coluna 1, por exemplo A1, estes inseriam o valor da posic¸a˜o A0.
• Observac¸a˜o: No pagamento da seguranc¸a social deveria ser possı´vel selecionar o meˆs antes do
ano.
Tarefas afetas: 5
Explicac¸a˜o: Quando os volunta´rios tinham de selecionar o perı´odo de pagamento (Figura C.2c),
a maioria deles tentava primeiro carregar no bota˜o “Meˆs”, mas este bota˜o encontra-se bloqueado
de maneira a obrigar o utilizador a selecionar primeiro o ano. Isto foi feito desta forma, pois na
pesquisa realizada a`s outras aplicac¸o˜es deste ge´nero, este processo e´ realizado desta forma.
• Observac¸a˜o: Nos “Pagamentos agendados” devia ter uma opc¸a˜o de criar o pagamento agendado.
Tarefas afetas: 6
Explicac¸a˜o: Durante a realizac¸a˜o da tarefa 6, os volunta´rios tinham alguma dificuldade em en-
contrar o local onde seria feito um pagamento de forma perio´dica. O problema talvez tenha sido
a palavra “Agendar” presente na descric¸a˜o da tarefa, pois a maioria dos volunta´rios comec¸ou por
tentar entrar nos “Pagamentos agendados” quando o esperado seria entrarem no “Pagamento de
servic¸os” e no bota˜o “Periodicidade” selecionar a opc¸a˜o “Mensal”.
• Observac¸a˜o: Quando se elimina o pagamento agendado, deveria aparecer um popup para confir-
mar.
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Tarefas afetas: 7
Explicac¸a˜o: Quando um utilizador carrega no bota˜o para eliminar os pagamentos agendados sele-
cionados, deveria aparecer um AlertDialog, de modo a que o utilizador confirme a ac¸a˜o.
• Observac¸a˜o: Na˜o esta´ intuitivo que se tem de ficar a carregar no item para eliminar o pagamento
agendado.
Tarefas afetas: 7
Explicac¸a˜o: A maioria dos volunta´rios carregaram nos 3 pontos presentes na toolbar, esperando
encontrar uma opc¸a˜o para eliminar ou selecionar os pagamentos.
Como ja´ foi mencionado, a tarefa 5 foi a que obteve pior feedback por parte dos volunta´rios. Isto
pode ter ocorrido devido a` dificuldade deste pagamento e aos conceitos que o mesmo envolve, como
por exemplo, o tipo de remunerac¸a˜o e o tipo de pagamento. Ale´m disto, os volunta´rios tambe´m ficaram
confusos com a necessidade de se selecionar primeiro o ano e so´ depois se selecionar o meˆs, como foi
explicado anteriormente.
6.2 Testes do Reconhecimento de Faturas
Existem duas formas de reconhecer uma fatura, a partir do reconhecimento do campo de “Pagamento
por Multibanco”, a partir de um detetor, ou a partir do reconhecimento de um QR Code. O primeiro e´
algo que pode ser aplicado na pra´tica, ja´ o segundo, e´ fictı´cio e para ser aplicado iria ser necessa´rio que
as faturas emitidas possuı´ssem um QR Code, criado com as normas explicadas na Secc¸a˜o “QR Code”,
do Capı´tulo 5.
Foram realizados testes para comparar a eficieˆncia destas duas formas de reconhecimento de uma
fatura. Em primeiro lugar, foram testados QR Codes nas faturas da Meo, Vodafone e Financ¸as com
dimenso˜es iguais a 3,23 x 3,23 cm, 2,83 x 2,83 cm e 5,29 x 5,29 cm respetivamente. Mais tarde, estes fo-
ram diminuı´dos para o tamanho 1,21 x 1,21 cm, constituindo um segundo reconhecimento por QR Code,
sendo nomeados como Mini QR Code. Por u´ltimo, o reconhecimento de faturas atrave´s do campo “Pa-
gamento por Multibanco” foi, tambe´m, testado nas mesmas faturas que os me´todos ja´ mencionados. As
treˆs faturas de teste sa˜o apresentadas no Anexo E. Para cada teste foi anotado o tempo despendido desde
o momento em que o utilizador carrega no bota˜o para efetuar o reconhecimento, ate´ ao momento em que
a pa´gina de “Pagamento de servic¸os” ou “Pagamento ao estado” e´ exibida com os campos ja´ preenchi-
dos. Tambe´m e´ testado o sucesso da detec¸a˜o, ou seja, se os campos do pagamento foram reconhecidos
e preenchidos corretamente de acordo com a fatura testada. Para cada fatura e modo de reconhecimento
foram feitos 15 testes.
Os resultados obtidos apo´s a realizac¸a˜o dos testes foram representados atrave´s de dois gra´ficos. Na
Figura 6.3a representa-se a percentagem de sucesso de cada um dos me´todos de reconhecimento de
fatura. Na Figura 6.3b e´ representado o tempo despendido na detec¸a˜o das faturas, novamente atrave´s de
cada um dos me´todos.
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(a) Grau de sucesso da detec¸a˜o (b) Tempo para detec¸a˜o
Figura 6.3: Resultados dos testes de reconhecimento de faturas
Na Figura 6.3a e´ possı´vel verificar que o reconhecimento por QR Code na˜o teve falhas no sucesso do
reconhecimento, sendo que as falhas neste tipo de reconhecimento apenas ocorrem quando o QR Code e´
gerado com incorrec¸o˜es. Ja´ no reconhecimento do campo de pagamento de multibanco das faturas ha´ um
maior risco de haver uma falha, pois as falhas geralmente acontecem quando um nu´mero e´ mal detetado
sendo desta maneira confundido com outro. Estas falhas podem ocorrer com frequeˆncia em faturas com
fraca qualidade de impressa˜o. Ale´m disto, tambe´m ha´ o risco de serem reconhecidos outros nu´meros na
fatura que na˜o os pretendidos. Neste tipo de reconhecimento atingiu-se um sucesso de 100% na fatura
das financ¸as pois o conteu´do a detetar possui dimenso˜es muito superiores a`s outras duas faturas, podendo
na˜o corresponder a` realidade. Desta forma, conclui-se que o reconhecimento por QR Code possui uma
taxa de sucesso superior ao reconhecido atrave´s do campo de “Pagamento por Multibanco”.
Na Figura 6.3b verifica-se que o tempo despendido para detetar uma fatura, tanto atrave´s de um QR
Code, como de um Mini QR Code e´ substancialmente menor do que o tempo despendido para detetar os
dados de uma fatura atrave´s do reconhecido atrave´s do campo de “Pagamento por Multibanco”.
Assim, e´ possı´vel concluir que seria mais eficiente utilizar o reconhecimento de uma fatura por QR
Code. Este seria algo que poderia ser facilmente implementado, tanto por parte dos bancos, como por
parte dos softwares de faturac¸a˜o utilizados pelas va´rias entidades portuguesas.
6.3 Testes de Compatibilidade
O sistema operativo Android ja´ se encontra atualmente na oitava versa˜o, sendo que cada versa˜o possui
caracterı´sticas u´nicas que por vezes podem levar a falhas de compatibilidade nas aplicac¸o˜es desenvolvi-
das. Para evitar a ocorreˆncia destas falhas, o nı´vel mı´nimo de API deve ser declarado, impedindo, assim,
que dispositivos com nı´veis inferiores ao declarado, consigam instalar a aplicac¸a˜o. Ale´m disto, existe um
nı´vel alvo de API que tambe´m deve ser declarado. Este faz com que o sistema ative comportamentos de
compatibilidade quando o nı´vel de API da plataforma for superior ao declarado como alvo na aplicac¸a˜o,
garantindo que esta continue a funcionar da forma esperada.
Com isto, foram declarados na aplicac¸a˜o os valores de API 16 e 26 para o valor mı´nimo e alvo,
respetivamente. Para testar a compatibilidade da aplicac¸a˜o esta foi instalada em dois dispositivos, um
deles com a versa˜o Android Jelly Bean 4.1 correspondente ao nı´vel mı´nimo de API da aplicac¸a˜o e outro
com a versa˜o Android Oreo 8.1 que e´ atualmente a mais recente. No dispositivo com a versa˜o mais
recente a aplicac¸a˜o funcionou como esperado e na˜o teve qualquer tipo de falha de compatibilidade.
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No dispositivo com a versa˜o Android Jelly Bean 4.1 a aplicac¸a˜o funcionou corretamente tendo apenas
algumas falhas de compatibilidade relacionadas com os layouts, sendo estas as seguintes:
• Comparando a Figura 6.4b com a Figura 6.4a e´ possı´vel verificar que ha´ uma falha de compatibili-
dade, pois, na versa˜o inferior, o texto “Como aderir” esta´ cortado e o bota˜o “Entrar” esta´ com uma
cor diferente da esperada.
• Na Figura 6.5b e´ possı´vel verificar que o texto dentro dos boto˜es na˜o esta´ centrado como seria
esperado (Figura 6.5a).
• Comparando a Figura 6.6b com a Figura 6.6a, e´ possı´vel verificar que ha´ uma falha de compatibi-
lidade, pois, na versa˜o inferior, os boto˜es na˜o se encontram na cor esperada e a margem do bota˜o
para selecionar a periodicidade tambe´m na˜o se encontram de acordo com o esperado.
(a) Android Oreo 8.1 (API 27) (b) Android Jelly Bean 4.1 (API 16)
Figura 6.4: Ecra˜ de Login
(a) Android Oreo 8.1 (API 27) (b) Android Jelly Bean 4.1 (API 16)
Figura 6.5: Ecra˜ do Menu de Pagamentos
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(a) Android Oreo 8.1 (API 27) (b) Android Jelly Bean 4.1 (API 16)
Figura 6.6: Ecra˜ dos Pagamento de Servic¸os

Capı´tulo 7
Conclusa˜o
Este capı´tulo ira´ ser dividido em treˆs secc¸o˜es. Na primeira secc¸a˜o comec¸a-se por apresentar o trabalho
realizado e as suas finalidades. Na segunda secc¸a˜o sa˜o enumeradas as dificuldades encontradas. E na
terceira secc¸a˜o sa˜o feitas algumas sugesto˜es de trabalho futuro.
7.1 Concluso˜es Principais
Cada vez existe mais concorreˆncia no que diz respeito a ageˆncias banca´rias. Para que estas tenham
sucesso, teˆm de oferecer os melhores servic¸os, na˜o so´ a nı´vel financeiro mas tambe´m a nı´vel informa´tico,
de forma a oferecer as melhores comodidades aos seus clientes.
Hoje em dia ja´ todos os bancos possuem uma aplicac¸a˜o mo´vel e a qualidade da mesma e´ um fator
diferenciador. Esta pode tambe´m constituir um fator decisivo para os clientes, quando estes se encontram
num processo de selec¸a˜o de um banco.
Neste projeto foi desenvolvida uma aplicac¸a˜o com o objetivo atingir uma qualidade superior a` exis-
tente no mercado. Um dos objetivos desta aplicac¸a˜o foi esta servir de ponto de partida para aplicac¸o˜es
reais de homebanking, sendo apenas necessa´rio completa´-la com as funcionalidades necessa´rias seguindo
o mesmo padra˜o arquitetural.
A aplicac¸a˜o desenvolvida seguiu um padra˜o arquitetural MVP, facilitando, desta forma, a percec¸a˜o e
a modificac¸a˜o do co´digo por parte dos programadores. Esta foi desenvolvida na linguagem Java e, mais
tarde, foi realizada a migrac¸a˜o da mesma para a linguagem Kotlin. O suporte desta linguagem, em fo´runs
da comunidade, ainda na˜o e´ ta˜o vasto como da linguagem Java. Contudo, decidiu-se fazer a` mesma a
migrac¸a˜o, pois e´ uma linguagem que se encontra em grande ascensa˜o. Num questiona´rio anual feito
pela stackoverflow, Kotlin foi considerada a linguagem mais adorada em 2018 [12], confirmando assim
a grande probabilidade de esta vir a ser uma das linguagens mais utilizadas no futuro.
Na aplicac¸a˜o foi implementada uma ideia inovadora: reconhecimento de faturas a partir de um QR
Code. Esta ideia foi testada e comparada com o reconhecimento de faturas a partir do campo “Paga-
mento por Multibanco” (tecnologia ja´ existente no mercado) e os melhores resultados foram obtidos pela
nova tecnologia. Desta forma, introduzir este novo reconhecimento de faturas no mercado iria trazer
vantagens, sendo que a implementac¸a˜o desta seria bastante fa´cil e de baixo custo.
Tambe´m foram feitos testes de usabilidade que confirmaram a satisfac¸a˜o dos utilizadores quanto a`
interface e experieˆncia de utilizac¸a˜o. Uma observac¸a˜o feita por grande parte dos utilizadores foi que esta
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aplicac¸a˜o e´ mais intuitiva e visualmente mais agrada´vel do que aplicac¸a˜o que os pro´prios utilizam para
aceder a` conta do seu banco.
Assim, pensa-se que os objetivos iniciais definidos para o projeto foram superados.
7.2 Dificuldades Encontradas
Ao longo do esta´gio foram encontradas va´rias dificuldades, tais como:
Alterac¸a˜o do plano inicial: Era esperado, inicialmente, integrar uma equipa de trabalho mas
infelizmente isso na˜o aconteceu. Por esse motivo na˜o foi possı´vel adquirir conhecimento mais es-
pecializado com programadores seniores. Sendo que, durante o esta´gio, os conhecimentos te´cnicos
foram adquiridos a partir de uma vasta pesquisa.
Utilizac¸a˜o do padra˜o MVP: A utilizac¸a˜o deste padra˜o de desenho mante´m o programa limpo e
fa´cil de compreender. Apesar disso a implementac¸a˜o do mesmo tra´s algumas dificuldades, pois
a separac¸a˜o entre a camada View e a camada Presenter nem sempre e´ trivial. Por vezes foi ne-
cessa´rio criar listeners para obter a informac¸a˜o das ac¸o˜es do utilizador, sendo que a lo´gica de
implementac¸a˜o destes na˜o e´ fa´cil numa fase inicial. Por vezes tambe´m foi necessa´rio obter valores
dos ficheiros strings no lado da camada Presenter, como estes so´ sa˜o possı´veis de utilizar recor-
rendo ao Context e as boas pra´ticas dizem que so´ se deve utilizar o Context do lado da View, foi
necessa´rio alterar a lo´gica do co´digo de maneira a que na˜o fosse necessa´rio utilizar o Context na
camada Presenter.
Notificac¸o˜es para grupos: Quando as notificac¸o˜es foram implementadas, houve a tentativa de
implementar notificac¸o˜es para grupos de dispositivos, essa tentativa na˜o teve sucesso devido a`
complexidade da sua implementac¸a˜o. Apo´s sucessivos erros, decidiu-se na˜o perder mais tempo
com esta funcionalidade.
Migrac¸a˜o para Kotlin: O Android Studio tem ferramentas muito boas para a conversa˜o do co´digo
Java para Kotlin. Este ponto constituiu uma dificuldade pois cometeu-se um erro de principiante
ao na˜o fazer a conversa˜o do co´digo por ordem crescente de dependeˆncias. Isto levou a que as
classes com co´digo Kotlin gerassem alguns erros quando tinham va´rios dependentes, isto porque,
apesar de a linguagem Kotlin ser interopera´vel com a linguagem Java, as converso˜es por vezes
precisavam de algumas alterac¸o˜es para que estas funcionassem corretamente entre si. Assim os
testes das converso˜es foram dificultados.
7.3 Trabalho Futuro
Apo´s a conclusa˜o deste projeto, ainda existem funcionalidades que podem ser melhoradas. Desta forma,
sugere-se o seguinte como trabalho futuro:
- Realizac¸a˜o das restantes funcionalidades, como saldos e movimentos, posic¸a˜o integrada, consultas,
entre outras, de maneira a obter uma aplicac¸a˜o de homebanking completa.
- Filtrar os pagamentos agendados por conta, como, por exemplo, se faz na funcionalidade “Pa-
gamentos Frequentes”. Na funcionalidade “Pagamentos Agendados”, sa˜o apresentados todos os
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pagamentos de todas as contas, podendo assim dificultar a procura de um pagamento agendado
caso o utilizador possua um nu´mero considera´vel de agendamentos.
- O saldo disponı´vel e o saldo contabilı´stico e´ sempre apresentado ao utilizador, seja num multibanco
ou numa aplicac¸a˜o de homebanking, ao contra´rio desta aplicac¸a˜o que apenas apresenta o saldo
disponı´vel.
- As notificac¸o˜es para grupos de dispositivos possibilita ao utilizador receber notificac¸o˜es de uma
aplicac¸a˜o em todos os dispositivos com essa aplicac¸a˜o instalada. Isto na˜o foi realizado nesta
aplicac¸a˜o e, portanto, o utilizador so´ recebera´ notificac¸o˜es no ultimo dispositivo onde a aplicac¸a˜o
foi instalada.
- Poderia existir um modo offline, permitindo assim ao utilizador efetuar um pagamento sem a ne-
cessidade de estar conectado a` Internet. Seriam guardados os dados do pagamento e quando o
utilizador voltasse a estar online, o pagamento seria efetuado. Esta e´ uma funcionalidade que pode
ser impossı´vel na pra´tica por motivos de seguranc¸a.
- Ha´ a necessidade de haver um melhoramento da seguranc¸a da aplicac¸a˜o, principalmente na matriz
de autenticac¸a˜o que deveria ser encriptada.
- Por fim, os erros encontrados durante a fase de testes de utilizac¸a˜o devem ser resolvidos.
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Anexo A
Diagrama de Casos de Uso
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Anexo B
Diagrama de Base de Dados
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Anexo C
Layouts da aplicac¸a˜o
(a) Login (b) Vista offline (c) Menu hambu´rguer
(d) Menu de pagamentos (e) Pagamento de servic¸os (f) continuac¸a˜o
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(a) Pagamento ao estado (b) Pagamento seguranc¸a social (c) continuac¸a˜o
Figura C.2: Layouts finais da aplicac¸a˜o
(a) Comprovativo de pagamento (b) Autenticac¸a˜o com matriz (c) Autenticac¸a˜o Impressa˜o Digital
Figura C.3: Layouts finais da aplicac¸a˜o
Anexo D
Emails e Comprovativo de Pagamento
D.1 Email apo´s a Criac¸a˜o de uma Matriz de Autenticac¸a˜o
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D.2 Email de Comprovativo de Pagamento
D.3 Email de Falha do Pagamento Agendado
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D.4 Comprovativo de Pagamento

Anexo E
Faturas Fictı´cias
Nas pa´ginas seguintes sera˜o apresentadas 3 faturas fictı´cias:
• Fatura MEO;
• Fatura Vodafone;
• Fatura Financ¸as.
Estas foram utilizadas durante a fase de testes a` aplicac¸a˜o.
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Este é um documento fictício 
Pagamento 
por QR Code:  
 

Este é um documento fictício 
Pagamento 
por QR Code: 
 
€ 71,85 
249 332 561 

Este é um documento fictício 
 
  
  
 
 
[DESCRIÇÃO DO PAGAMENTO] 
IDENTIFICAÇÃO DO DOCUMENTO INDENTIFICAÇÃO FISCAL 
20187093 
 
De: 2018 
[nif] 
DATA LIMITE DE PAGAMENTO MORADA 
 
[data limite do pagamento] 
 
[morada] 
 
O pagamento pode ser efetuado através do 
Multibanco, da Internet, dos CTT, das Instituições 
de Crédito e dos Serviços de Finanças (Secções de 
Cobrança), utilizando a referência indicada. 
Para efetuar o pagamento através da Internet 
utilize o serviço on-line do seu Banco e selecione 
Pagamento ao Estado, ou pagamento por QR 
Code, utilizando o código abaixo. 
 
QR Code: 
 
 
Referência para Pagamento 
123 123 123 123 123 
Importância a pagar 
100,00 € 

Glossa´rio
2FA Autenticac¸a˜o com dois fatores (Two Factor Authentication).
AlertDialog Pequenas janelas que levam o utilizador a tomar uma decisa˜o ou inserir informac¸o˜es adici-
onais. Na˜o ocupam a tela toda e sa˜o normalmente utilizadas para que os utilizadores realizem uma
ac¸a˜o antes de continuar..
CardView Componente de design que faz um efeito de carta, servindo para organizar outras componen-
tes de design dentro desta..
CGD Caixa Geral de Depo´sitos.
EditText Campo para o preenchimento de texto numa aplicac¸a˜o Android..
FCM Tecnologia da Firebase para o envio de notificac¸o˜es entre diferentes plataformas (Firebase Cloud
Messaging).
Home banking realizac¸a˜o de operac¸o˜es banca´rias sem a necessidade de deslocac¸a˜o a um banco ou
multibanco..
HTTP Protocolo de comunicac¸a˜o na rede (HyperText Transfer Protocol).
IDE Aplicac¸a˜o com va´rias funcionalidades que ajudam os programadores a desenvolverem software
(Integrated Development Environment)..
JDBC E´ uma interface de programac¸a˜o na linguagem Java que define um padra˜o de acesso a` base de
dados (Java DataBase Connectivity).
JSON Formato para a representac¸a˜o de dados a serem tranferidos (JavaScript Object Notation).
JVM Ma´quina virtual Java (Java Virtual Machine).
Listener Classe que conte´m uma interface com um u´nico me´todo que e´ chamado quando um certo
evento acontece. Esta classe permite detetar ac¸o˜es do utilizador..
Mocks Em programac¸a˜o orientada a objetos, mocks sa˜o objetos que simulam o comportamento de ob-
jetos reais, sa˜o normalmente utilizados para testar o comportamento de outro objeto..
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MVC Model-View-Controller.
MVP Model-View-Presenter.
MVVM Model-View-ViewModel.
NISS Nu´mero de Inscric¸a˜o na Seguranc¸a Social.
Programac¸a˜o assı´ncrona Programac¸a˜o realizada de maneira a que o programa na˜o necessite de esperar
que uma tarefa termine para executar a pro´xima.
Ps Programac¸a˜o realizada de maneira a que o programa execute uma tarefa de cada vez, esperando que
a tarefa em execuc¸a˜o termine para poder comec¸ar a seguinte.
Push notifications Notificac¸o˜es que aparecem no smartphone. Ex.: Notificac¸a˜o da recec¸a˜o de uma nova
SMS..
Regex Expressa˜o Regural, serve para identificar cadeias de caracteres.
REST Arquitetura que define um conjunto de restric¸o˜es para a transfereˆncia dados sob o protocolo
HTTP (REpresentional State Transfer).
SharedPreferences Serve para guardar conjuntos chave-valor numa aplicac¸a˜o Android..
SMTP Protocolo para padronizar a transfereˆncia de correio eletro´nico (Simple Mail Transfer Protocol).
SOA Arquitetura Orientada a Servic¸os (Service Oriented Architecture).
TextView Componente de design da aplicac¸a˜o Android responsa´vel pela exibic¸a˜o de texto.
Token conjunto u´nico de caracteres que servem de identificador.
Toolbar Barra de ferramentas da aplicac¸a˜o Android, e´ nesta que se encontra o bota˜o do menu hambu´rguer..
