




















Por  ello  se  ha decidido  llevar  a  cabo  este  trabajo,  en  el  que  se  realizará  una plataforma de 
prácticas basada en el uso del microcontrolador MSP430G2553. 
En  este  proyecto  se  ha  desarrollado  una  aplicación  que  permite,  a  través  de  un  sensor  de 
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la  comunicación  serie  para  comunicar  el  microcontrolador  con  el  PC.  Además  del 
microcontrolador, también se hará uso de otros elementos como amplificadores operacionales 
para acondicionar la señal de entrada al microcontrolador. 





método  para  llevar  a  cabo  dicha  medición  será  uno  basado  en  los  cambios  de 
temperatura. 
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El  proceso  de  medición  de  la  tasa  respiratoria  se  realiza  habitualmente  por  medios 






pero  se  pueden  agrupar  en  métodos  que  requieren  contacto  y  métodos  que  no  requieren 
contacto. El primer grupo comprendería: 
 Métodos por detección de movimiento o Plestimografía inductiva respiratoria (PIR): se 
colocan unas bandas elásticas alrededor del  pecho  y del  abdomen del paciente y  se 





















paciente  para medir  la  fluctuación  asociada  a  la  respiración  para  determinar  la  tasa 
respiratoria. Estos sistemas ofrecen la posibilidad de monitorizar la tasa respiratoria a 
distancia y de forma continua. 
 Fotoplestimografías:  esta  metodología  está  basada  en  la  medición  de  los  niveles 






































[5])  y  el  módulo  wifi;  mientras  que  el  sistema  acondicionador,  aunque  necesario,  es  una 
consecuencia de la elección del sensor de temperatura.  
Para la elección de cada una de las partes del sistema se han llevado a cabo una serie de pruebas 
para  comprobar  su  correcto  funcionamiento.  Esto  ha  sido  así  salvo  en  el  caso  del 
microcontrolador,  que  debido  a  que  el  objetivo  del  proyecto  es  formativo  se  optó  por  la 



















Dado  que  el  microcontrolador  a  usar  ya  estaba  establecido  desde  un  primer  momento,  la 




de  las  prácticas.  Sin  embargo,  al  comprobar  su  hoja  de  características  se  observó  que  la 








369  [7].  Al  tratarse  de  un  termopar  es  necesario  incorporar  un  sistema  para  el 
acondicionamiento de la señal que se llevó a cabo mediante el AD‐8494 [8]. La conexión utilizada 



















tres  segundos  aproximadamente.  Esta magnitud  debería  verse  reflejada  en  la medición  del 
osciloscopio, pero sin embargo no es tan destacable la diferencia que se puede apreciar, lo que 





























la  termopila se hace necesaria  la utilización de un sistema acondicionador de  la señal que  la 
adapte a las necesidades de la aplicación. 
El sistema acondicionador deberá amplificar mucho una señal muy pequeña (se pasará del orden 

























variaría entre  los 0.75 y  los 2.25 milivoltios,  lo que equivaldría a una variación de 20 a 40OC. 
También se procedió a la eliminación del condensador del primer filtro de paso bajo una vez 












En  la  figura  12  se  muestra  el  circuito  anterior  realizado  en  una  placa  de  conexiones  para 








Una vez  comprobado el  funcionamiento del  circuito  impreso,  se decidió ajustar el  sistema a 
través  de  un  software  que  permitiera  trabajar  con  circuitos  de  mayor  extensión.  Tras  una 
consulta a uno de los directores del trabajo, se eligió LTspice [12], que presenta un uso mucho 
















Una  vez  identificados  los  problemas  se  procedió  a  la  búsqueda  de  soluciones.  La  primera 
alternativa en la que se pensó fue la reducción de la ganancia de la etapa amplificadora, pues 
disminuyéndola se disminuiría  la amplitud de  la onda de salida. Una vez  llevado a cabo este 








de pico a pico, presentara  siempre valores positivos. Con este propósito  se  cambió  la etapa 









































































Una vez soldados todos  los componentes se procedió a  la prueba del sistema y,  tras un correcto 
funcionamiento inicial, se obtuvo como resultado el fallo del mismo debido a un cortocircuito en una 
de  las pequeñísimas  resistencias SMD. A pesar del  fallo de  la placa,  se pudo comprobar como el 
sensor alcanzaba las temperaturas elevadas consideradas fuera de rango. Esto hizo que se tomara 
conciencia de la necesidad de ajustar el voltaje de salida del circuito, y, para posteriores placas, se 










en este caso, al  tratarse de un circuito  impreso, se pensó en reducir al máximo dentro de  lo 
posible  todas  las  alimentaciones  externas.  Con  este  objetivo  se  pensó  en  utilizar  una  sola 






se obtendría  el  voltio necesario.  Para  la obtención de  la  alimentación negativa hizo  falta un 











creación  de  la  placa  de  circuito  impreso.  Para  este  circuito  se  eligieron  mayoritariamente 
componentes de montaje “through holes” por su disponibilidad en el  laboratorio y su mayor 
















































































Estas dos placas  también  se  conectarán mediante  sus  respectivos pines dedicados al  puerto 
serie,  ya  que  los  mensajes  que  reciba  la  placa  ESP8266  deberán  ser  trasmitidos  al 
microcontrolador  y  los datos obtenidos por  el microcontrolador deberán  ser  transmitidos  al 
























































del  microcontrolador  (16MHz),  es  algo mínimo.  Por  ello,  se  selecciona  la  menor  frecuencia 
posible  para  los  relojes,  tanto  para  el  MCLK  como  para  el  SMCLK,  que  será  de  1MHz.  Sin 
embargo, como esta frecuencia sigue siendo muy alta todavía, dentro de la función principal, se 
decide aplicarle un factor de división, dividiéndola entre 8 para obtener una frecuencia de final 





UART  (pines  1.1  y  1.2).  Aunque  estos  son  imprescindibles  para  el  desarrollo  del  programa, 
también se configuran otros pines con propósitos de comprobación y activación. Este es el caso 
del ya mencionado pin 1.3, que está asociado al pulsador,  siendo el que  inicie  la  función de 
obtención del período, y de los pines asociados al led rojo y al led verde (pines 1.0 y 1.6), que 
durante el proceso de creación del código se han ido utilizando a modo de comprobantes. No 
obstante,  en  el  código  final  se  ha  creado un  código mediante  la  utilización  de  los  leds  para 
determinar el estado en el que se encuentra el sistema (figura 31). De este modo, cuando ambos 
leds estén iluminados se estará llevando a cabo la obtención del período, si solo el verde está 










Para  la configuración de  la comunicación serie, se deben seleccionar tanto  la  fuente de reloj 
como la tasa de baudios. Para la primera se elige como fuente el SMCLK, ya que de las posibles 
elecciones  (ACLK Y  SMCLK)  es  la  única  que  se ha  configurado previamente.  En el  caso de  la 
elección de  la  tasa de baudios  se  recurre a una  tabla  (figura 32) que aparece en  la  guía del 
usuario. Para esta aplicación se eligieron 9600 baudios por ser la tasa a la que trabaja el módulo 


















































podría  ser  sugerido  como  un  ejercicio  para  adquirir  soltura  con  el  microcontrolador  y  su 
programación [ANEXO 1]. 




























30  36  29  33  33  25  27  28  36  26  30,3 
25  40  38  33  33  28  32  34  34  37  33,4 
37  34  41  36  42  40  42  38  42  42  39,4 
37  38  44  44  43  44  44  49  47  49  43,9 
47  45  44  47  49  49  51  49  52  54  48,7 
55  52  52  49  52  55  51  49  59  55  52,9 
56  60  54  55  55  57  51  60  54  54  55,6 
53  51  54  57  53  54  54  48  52  53  52,9 
52  45  51  49  53  43  47  50  49  40  47,9 
40  39  39  40  45  41  44  42  44  40  41,4 
35  41  41  30  37  35  41  38  35  35  36,8 
41  32  32  36  35  31  34  28  28  30  32,7 
30  31  33  27  33  18  27  25  28  33  28,5 
23  21  24  24  27  29  22  18  17  15  22 
15  20  18  16  18  17  21  10  16  19  17 
17  14  12  9  12  12  16  13  9  14  12,8 
17  13  8  7  17  10  15  10  10  14  12,1 
6  11  9  4  10  7  4  0  1  3  5,5 
0  0  4  7  5  0  3  5  4  3  3,1 



























































































































Í 	 	 í á ∗ 2 ∗  
 
Se calcula la diferencia entre el valor del timer en el mínimo y en el máximo. Este valor 
es multiplicado posteriormente por dos, debido a que se  trata del  semiperiodo, y  se 
























mensajes  serán  analizados  siempre  y  cuando  haya  datos  que  poder  enviar,  y  constan  de 
diferentes  partes  (Tabla  3)  que  aportan  una  información  al  receptor  tanto  sobre  el  propio 
mensaje como sobre la información que pide.  




128  1  2  3  3  90  1  2  0  93  165  165 












mensaje.  En  el  caso  de  este  mensaje  el  valor  será  3  ya  que  solo  hay  tres  bytes,  que 
corresponderían con el tipo, el origen y el destino. 
Tipo: este campo indica al microcontrolador lo que debe hacer, es decir,  indica la finalidad u 
objetivo de  este mensaje.  En  este  caso  se  está  realizando  la  petición de una  serie  de datos 




















Cabecera  Longitud Tipo  Origen Destino Período  Mín. 
128  1  2  3  6  90  2  1  XX  XX  XX  XX 






XX  XX  XX  XX  165  165 






























































se  inicia  una  espera  de  la  que  se  saldrá  al  conectarse  a  la  red  wifi  que  se  ha  especificado  con 










solo  se  puede  salir  reseteando  la  placa  como  en  el  caso  anterior.  Como  se  ha  comentado 























deberá  transmitir  al  microcontrolador.  Esta  comprobación  será  muy  similar  a  la  que  se  realiza 







comprobación,  ya  que  el  led  sobre  el  que  se  está  actuando  está  en  el  propio  módulo  wifi, 
ejecutándose la acción requerida de forma inmediata. 
Con  la  intención  de  poder  comprobar  el  estado  en  el  que  se  encuentra  el  programa,  se  ha 
programado de forma que vaya mostrando por el puerto serie diferentes mensajes en las diferentes 


















































una mayor  soltura  en  el  uso  del microcontrolador,  aprendiendo  a  configurar  los  diferentes 




óptimo  para  la  aplicación,  los  amplificadores  operacionales,  para  acondicionar  la  señal  del 
sensor o el diseño de una placa de circuito impreso para reducir el ruido del sistema. 
Debido  a  la  amplia  variedad  de  campos  que  toca  esta  aplicación  se  ha  considerado  que  se 
debería dividir en diferentes partes, centrándose cada una en buscar solución a cada uno de los 

















para  obtener  información  tanto  sobre  conceptos  básicos  del  MSP430,  como  sobre  la 


































































montaje  de  ese  circuito  en  una  placa  de  circuito  impreso.  Para  esta  labor  se  utilizará  en 
programa  CircuitMaker,  que  permite  la  selección  de  los  componentes  (preferentemente 
“through holes”) a utilizar y permite a otros usuarios evaluar tu trabajo online. Una vez diseñada 








En  la  tercera  práctica  se  llevarán  a  cabo  cambios  sobre  el  código  de  la  primera  práctica,  se 
añadirán dos subrutinas de interrupciones para la recepción y la transmisión de datos mediante 





Además  de  los  cambios  en  el  código  ya  creado,  se  creará  otro  en  la  IDE  de  Arduino  para 
































Este  sensor  ha necesitado de un  sistema amplificador debido a  las pequeñas  variaciones de 
voltaje producidas por los cambios de temperatura. Esta ha sido la parte más problemática del 
proyecto,  debido  a  los  numerosos  cambios  que  se  han  tenido  que  realizar.  Además,  en  el 
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ANEXO 1. Código del microcontrolador 
1.1 Código principal del microcontrolador 
 
1. #include <msp430g2553.h>   
2.    
3. #define RUIDO 10   
4. #define MUESTRA 200   
5.    
6. volatile unsigned int Voltvalor, MAX, MIN, DECRECIENDO, BUSCANDO, APROBACION, 
MARCHA, VMAX, VMIN, Longitud;   
7. long int tiempo[2], suma, Tfirst, Tsecond;   
8. long int PERIODO;   
9. unsigned int leidas, i; //Counter   
10. unsigned int Buffer_SAL[20], Buffer_ENT[20]; //Variable de conformar MSJ   
11. unsigned int CHK_SALIDA = 0x0000, CHK_ENTRADA = 0x0000; //Variable de conforma
r CHK del MSJ   
12. int Vuelta;   
13.    
14. void InitializeClocks(void);   
15. void InitializePins(void);   
16. void InitializeTimer(void);   
17. void InitializeADC10(void);   
18. void InitializeUART(void);   
19. void BuscarMaxMin(volatile unsigned int *ALTO, volatile unsigned int *BAJO, lo
ng int *TIEMPO);   
20. void main(void) {   
21.    
22.    
23.     WDTCTL = WDTPW + WDTHOLD;       // Stop watchdog timer   
24.    
25.     InitializeClocks();   
26.     InitializePins();   
27.     InitializeADC10();   
28.     InitializeUART();   
29.    
30. //‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐ Activación de las interrupciones ‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐//   
31.    
32.     IE2 |= UCA0RXIE;            // Interrupción de recepción   
33.     _BIS_SR(GIE);               // Interrupción de transmisión   
34.    
35. //‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐ ‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐ ‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐//   
36.    
37.    
38.     while (1) {   
39.         if (APROBACION) {   
40.                 P1OUT |= BIT6;   
41.                 P1OUT |= BIT0;   
42.                 BuscarMaxMin( &MAX, &MIN, &PERIODO);   
43.                 i = 0;   
44.                 APROBACION=0;   
45.         }   
46.     }   
47. }   
48.    
49. void InitializeClocks(void) {   
50.     BCSCTL1 = CALBC1_1MHZ;   // Pongo el reloj a 1 MHz.   
51.     DCOCTL = CALDCO_1MHZ;   
52.     BCSCTL2 = SELM_0 ;       // PONGO EL RELOJ A 125000 Hz   
53. }   
54.    
55. void InitializePins(void) {   
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56.     P1DIR &= ~BIT3;         //Configuro el Pin 1.3 como pulsador.   
57.     P1OUT |= BIT3;   
58.     P1REN |= BIT3;   
59.     P1IES |= BIT3; // Activar las interrupciones al pulsar   
60.     P1IFG &= ~BIT3;   
61.     P1IE  |= BIT3; // Activo las interrupciones del pulsador 1.3   
62.    
63.    
64.     P1OUT &= ~BIT7; // Configuro el PIN 1.7 para recibir la señal.   
65.     P1OUT |= BIT7;   
66.     P1DIR &= ~BIT7;   
67.     P1REN |= BIT7;   
68.    
69.     P1OUT &= ~BIT0; //Configuro el PIN 1.0 para asociarlo al led rojo.   
70.     P1DIR |= BIT0;   
71.    
72.     P1OUT &= ~BIT6; //Configuro el PIN 1.6 para asociarlo al led verde.   
73.     P1DIR |= BIT6;   
74.    
75.     //‐‐‐‐‐‐‐‐‐ Setting the UART function for P1.1 & P1.2 ‐‐‐‐‐‐‐‐//   
76.    
77.   P1SEL  |=  BIT1 + BIT2;  // P1.1 UCA0RXD input   
78.   P1SEL2 |=  BIT1 + BIT2;  // P1.2 UCA0TXD output   
79. }   
80.    
81.    
82. void InitializeTimer(void) {   
83.     TA0CTL = TASSEL_2 + ID_3 + MC_1 + TACLR + TAIE; //Reloj smckl, divido por 
8 la frecuencia, modo up, resetea valores anteriores.   
84.     TA0CCR0 = 62500;        //0.001 seg = 125 ciclos     cada 4 segundos salta
   
85. }   
86.    
87. void InitializeADC10(void) {   
88.     ADC10CTL0 |= SREF_0 + ADC10ON;      // VCC y VSS.   
89.     ADC10CTL1 |= ADC10SSEL_0 + INCH_7 + CONSEQ_0 + SHS_0;// Reloj MCLK + Canal
 de entrada 7 + Canal único.   
90.     ADC10AE0 |= BIT7;                           // Pin 7 como entrada analógic
a.   
91.    
92. }   
93.    
94. void InitializeUART(void) {   
95.    
96.   UCA0CTL1 |=  UCSSEL_2 + UCSWRST;  // USCI Clock = SMCLK,USCI_A0 disabled   
97.   UCA0BR0   =  104;                 // 104 From datasheet table‐   
98.   UCA0BR1   =  0;                   // ‐selects baudrate =9600,clk = SMCLK   
99.   UCA0MCTL  =  UCBRS_1;             // Modulation value = 1 from datasheet   
100.    
101.   UCA0CTL1 &= ~UCSWRST;             // Clear UCSWRST to enable USCI_A0   
102. }   
103.    
104.  void BuscarMaxMin(volatile unsigned int *ALTO, volatile unsigned int *BAJO, l
ong int *TIEMPO){   
105.    
106.     IE2 &= ~UCA0RXIE;   
107.     BCSCTL2 = DIVM_3 + DIVS_3;   // PONGO EL RELOJ A 125000 Hz   
108.     leidas = 0;   
109.     VMAX = 0;   
110.     VMIN = 1000;   
111.     *TIEMPO = 0;   
112.     Vuelta=‐1;   
113.     i=0;   
114.    
115.    
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116. //‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐ Establecimiento de limites superior e inferior ‐‐‐‐‐‐‐‐‐‐‐‐
‐‐‐‐‐‐//   
117.    
118.    
119.     while (i < MUESTRA) {   
120.         __delay_cycles(3750);                       //Espera 0.03 segundos   
121.         ADC10CTL0 |= ENC + ADC10SC;   
122.         while (ADC10CTL1 & ADC10BUSY == 1) {   
123.         };  //ESPERA MIENTRAS REALIZA CONVERSIÓN.   
124.         if (ADC10MEM > VMAX) {   
125.             VMAX = ADC10MEM;   
126.         }   
127.         if (ADC10MEM < VMIN) {   
128.             VMIN = ADC10MEM;   
129.         }   
130.         i++;   
131.     }   
132.     VMAX = (VMAX ‐ VMIN) * 2 / 3 + VMIN;   
133.     VMIN = (VMAX + VMIN) / 2;   
134.    
135. //‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐
‐ ESPERA HASTA QUE EMPIEZA A CRECER LA ONDA COMPROBANDO QUE CRECE PRIMERO Y DE
SPUES DECRECE ‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐//   
136.     DECRECIENDO = 0;   
137.     leidas = 0;   
138.     i = 0;   
139.    
140.     while (!(DECRECIENDO)) {   
141.         leidas = 0;   
142.         suma = 0;   
143.         while (leidas < RUIDO) {   
144.             __delay_cycles(1250);           //0.01 SEG   
145.    
146.             ADC10CTL0 |= ENC + ADC10SC;   
147.    
148.             while (ADC10CTL1 & ADC10BUSY == 1) {   
149.             };  //ESPERA MIENTRAS REALIZA CONVERSIÓN.   
150.             suma = suma + ADC10MEM;   
151.             leidas = leidas + 1;   
152.         }   
153.    
154.         Voltvalor = suma / RUIDO;   
155.         i = i + 1;   
156.         if (i == 1) {   
157.             *ALTO = Voltvalor;   
158.         } else {   
159.             if (Voltvalor < *ALTO) {   
160.                 DECRECIENDO = 1;   
161.             } else {   
162.                 *ALTO = Voltvalor;   
163.             }   
164.         }   
165.    
166.     }   
167.    
168.     while (DECRECIENDO) {   
169.         leidas = 0;   
170.         suma = 0;   
171.         while (leidas < RUIDO) {   
172.             __delay_cycles(1250);           //0.01 SEG   
173.    
174.             ADC10CTL0 |= ENC + ADC10SC;   
175.    
176.             while (ADC10CTL1 & ADC10BUSY == 1) {   
177.             };  //ESPERA MIENTRAS REALIZA CONVERSIÓN.   
178.             suma = suma + ADC10MEM;   
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179.             leidas = leidas + 1;   
180.         }   
181.    
182.         Voltvalor = suma / RUIDO;   
183.         i = i + 1;   
184.         if (i == 1) {   
185.             *ALTO = Voltvalor;   
186.         } else {   
187.             if (Voltvalor > *ALTO) {   
188.                 DECRECIENDO = 0;   
189.             } else {   
190.                 *ALTO = Voltvalor;   
191.             }   
192.         }   
193.    
194.     }   
195.    
196.     //‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐ Búsqueda del máximo ‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐//   
197.    
198.     InitializeTimer();   
199.    
200.     i = 0;   
201.     BUSCANDO = 1;   
202.    
203.     while (!(DECRECIENDO)) {   
204.         leidas = 0;   
205.         suma = 0;   
206.         while (leidas < RUIDO) {   
207.             __delay_cycles(1250);           //0.01 SEG   
208.    
209.             ADC10CTL0 |= ENC + ADC10SC;   
210.    
211.             while (ADC10CTL1 & ADC10BUSY == 1) {   
212.             };  //ESPERA MIENTRAS REALIZA CONVERSIÓN.   
213.             suma = suma + ADC10MEM;   
214.             leidas = leidas + 1;   
215.         }   
216.    
217.         Voltvalor = suma / RUIDO;   
218.         i = i + 1;   
219.         if (i == 1) {   
220.             *ALTO = Voltvalor;   
221.         } else if (Voltvalor >= *ALTO) {   
222.             *ALTO = Voltvalor;   
223.         }   
224.    
225.         if ((Voltvalor >= VMAX)) {   
226.             tiempo[0] = TA0R;   
227.             while (BUSCANDO) {   
228.    
229.                 leidas = 0;   
230.                 suma = 0;   
231.                 while (leidas < RUIDO) {   
232.                     __delay_cycles(100);            //0.001 SEG   
233.    
234.                     ADC10CTL0 |= ENC + ADC10SC;   
235.    
236.                     while (ADC10CTL1 & ADC10BUSY == 1) {   
237.                     };  //ESPERA MIENTRAS REALIZA CONVERSIÓN.   
238.                     suma = suma + ADC10MEM;   
239.                     leidas = leidas + 1;   
240.                 }   
241.    
242.                 Voltvalor = suma / RUIDO;   
243.                 tiempo[1] = TA0R;   
244.                 if (Voltvalor >= *ALTO) {   
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245.                     *ALTO = Voltvalor;   
246.                     tiempo[0] = tiempo[1];   
247.                 } else {   
248.                     BUSCANDO = 0;   
249.                     DECRECIENDO = 1;   
250.                     Tfirst = tiempo[0];   
251.                 }   
252.             }   
253.         }   
254.     }   
255.     TA0CTL |= TAIE;   
256.     //‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐ Búsqueda del mínimo ‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐//   
257.     i = 0;   
258.     BUSCANDO = 1;   
259.    
260.     while ((DECRECIENDO)) {                 //BUSCO EL MINIMO   
261.         leidas = 0;   
262.         suma = 0;   
263.         while (leidas < RUIDO) {   
264.             __delay_cycles(1250);           //0.01 SEG   
265.    
266.             ADC10CTL0 |= ENC + ADC10SC;   
267.    
268.             while (ADC10CTL1 & ADC10BUSY == 1) {   
269.             };  //ESPERA MIENTRAS REALIZA CONVERSIÓN.   
270.             suma = suma + ADC10MEM;   
271.             leidas = leidas + 1;   
272.         }   
273.    
274.         Voltvalor = suma / RUIDO;   
275.         i = i + 1;   
276.         if (i == 1) {   
277.             *BAJO = Voltvalor;   
278.         } else if (Voltvalor <= *BAJO) {   
279.             *BAJO = Voltvalor;   
280.         }   
281.    
282.         if ((Voltvalor <= VMIN)) {   
283.             tiempo[0] = TA0R;   
284.             while (BUSCANDO) {   
285.    
286.                 leidas = 0;   
287.                 suma = 0;   
288.                 while (leidas < RUIDO) {   
289.                     __delay_cycles(100);            //0.001 SEG   
290.    
291.                     ADC10CTL0 |= ENC + ADC10SC;   
292.    
293.                     while (ADC10CTL1 & ADC10BUSY == 1) {   
294.                     };  //ESPERA MIENTRAS REALIZA CONVERSIÓN.   
295.                     suma = suma + ADC10MEM;   
296.                     leidas = leidas + 1;   
297.                 }   
298.                 tiempo[1] = TA0R;   
299.                 Voltvalor = suma / RUIDO;   
300.    
301.                 if (Voltvalor <= *BAJO) {   
302.                     *BAJO = Voltvalor;   
303.                     tiempo[0] = tiempo[1];   
304.                 } else {   
305.                     BUSCANDO = 0;   
306.                     DECRECIENDO = 0;   
307.                     Tsecond = tiempo[0];   
308.                 }   
309.             }   
310.         }   
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311.     }   
312.     TA0CTL &= ~ TAIE;       //DESACTIVAR INTERRUPCIONES DEL TIMER PARA EVITAR 
QUE SE ATASQUE   
313.     if (Vuelta<0) {   
314.         *TIEMPO = (Tsecond‐Tfirst)/100;   
315.         *TIEMPO=*TIEMPO*1.28;   
316.     }   
317.     else {   
318.         *TIEMPO = (Tsecond+(62500‐Tfirst)+Vuelta*62500)/100;   
319.         *TIEMPO=*TIEMPO*1.28;   
320.     }   
321.    
322.     P1OUT &= ~ BIT0;   
323.     InitializeClocks();     //PARA QUE EL TX Y RX PUEDAN FUNCIONAR CORRECTAMEN
TE   
324.     IE2 |= UCA0RXIE;               // Enable the receive interrupt   
325. }   
326.    
327. #pragma vector=PORT1_VECTOR   
328. __interrupt void PORT1_ISR(void){   
329.    
330.     APROBACION=1;   
331.     P1IFG &= ~BIT3;   
332. }   
333.    
334.    
335. #pragma vector = TIMER0_A1_VECTOR   
336. __interrupt void TimerInterrupt(void){   
337.    
338.     Vuelta=Vuelta+1;   
339.     TA0CTL &= ~TAIFG;   
340. }   
341.    
342. #pragma vector = USCIAB0RX_VECTOR   
343. __interrupt void ReceiveInterrupt(void) {   
344.    
345.     if (PERIODO == 0) {   
346.         IE2 &= ~UCA0RXIE;   
347.    
348.         UCA0TXBUF = 'P';   
349.         __delay_cycles(1000);   
350.         UCA0TXBUF = '1';   
351.         __delay_cycles(1000);   
352.         UCA0TXBUF = '.';   
353.         __delay_cycles(1000);   
354.         UCA0TXBUF = '3';   
355.         __delay_cycles(1000);   
356.         __delay_cycles(1000);   
357.         UCA0TXBUF = ' ';   
358.    
359.         IE2 |= UCA0RXIE;   
360.         IFG2 &= ~UCA0RXIFG; // Clear RX flag   
361.     }   
362.     else {   
363.    
364.         P1OUT &= ~ BIT6;   
365.         P1OUT |= BIT0;   
366.         Buffer_ENT[i] = UCA0RXBUF;   
367.         i = i > 19 ? 0 : i + 1;//Ternary operator https://en.wikipedia.org/wik
i/%3F:#C   
368.         if (i == 4) {   
369.             if ((Buffer_ENT[0] != 0x80) || (Buffer_ENT[1] != 0x01) || (Buffer_
ENT[2] != 0x02) || (Buffer_ENT[3] != 0x03)) {   
370.                     i = 0;   
371.                     P1OUT &= ~ BIT0;   
372.                     P1OUT |= BIT6;   
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373.                 }   
374.         }   
375.         if (i == 5) {   
376.             Longitud = Buffer_ENT[4];   
377.         }   
378.         if (i == (5 + Longitud + 2)) {   
379.             CHK_ENTRADA = 0x0000;   
380.             for (i = 5; i < (5 + Longitud); i++) {   
381.                 CHK_ENTRADA = Buffer_ENT[i] + CHK_ENTRADA;   
382.             }   
383.             if ((Buffer_ENT[(5 + Longitud)] == ((CHK_ENTRADA  & 0xFF00)>> 8)) 
|| (Buffer_ENT[(5 + Longitud + 1)] ==(CHK_ENTRADA & 0x00FF))) {   
384.                 i = (5 + Longitud + 2);   
385.             }   
386.             else{   
387.                 i = 0;   
388.                 P1OUT &= ~ BIT0;   
389.                 P1OUT |= BIT6;   
390.             }   
391.         }   
392.         if (i == (5 + Longitud + 4)) {   
393.             if ((Buffer_ENT[5 + Longitud + 2] == 0xA5) && (Buffer_ENT[5 + Long
itud + 3] == 0xA5)) {   
394.                 IE2 &= ~UCA0RXIE;   
395.                 IE2 |= UCA0TXIE;               // Enable the Transmit interrup
t   
396.             }   
397.             else {   
398.                     i=0;   
399.                     P1OUT &= ~ BIT0;   
400.                     P1OUT |= BIT6;   
401.             }   
402.    
403.     }   
404. }   
405.    
406.     IFG2 &= ~UCA0RXIFG; // Clear RX flag   
407. }   
408.    
409. #pragma vector = USCIAB0TX_VECTOR   
410. __interrupt void TransmitInterrupt(void) {   
411.    
412.     switch (Buffer_ENT[5]) {   
413.     case 0x5A:   
414.         Buffer_SAL[0] = 0x80; //Se manda cabecera del mensaje caracter   
415.         Buffer_SAL[1] = 0x01; //Se manda cabecera del mensaje caracter   
416.         Buffer_SAL[2] = 0x02; //Se manda cabecera del mensaje caracter   
417.         Buffer_SAL[3] = 0x03; //Se manda cabecera del mensaje caracter   
418.         Buffer_SAL[4] = 0x09; //Longitud del mensaje '14'   
419.         Buffer_SAL[5] = Buffer_ENT[5];  //Tipo de mensaje '5A'   
420.         Buffer_SAL[6] = Buffer_ENT[6];  //Destino del mensaje '01'   
421.         Buffer_SAL[7] = Buffer_ENT[7];  //Origen del mensaje '02'   
422.         Buffer_SAL[8] = (PERIODO & 0xFF00)>> 8;       //Medida 1   
423.         Buffer_SAL[9] =  PERIODO & 0x00FF;          //Medida 1   
424.         Buffer_SAL[10] =(MIN & 0xFF00)>> 8;           //Medida 2   
425.         Buffer_SAL[11] = MIN & 0x00FF;              //Medida 2   
426.         Buffer_SAL[12] =(MAX & 0xFF00)>> 8;           //Medida 3   
427.         Buffer_SAL[13] = MAX & 0x00FF;              //Medida 3   
428.         Buffer_SAL[16] = 0xA5;  //Caracteres de final de mensaje   
429.         Buffer_SAL[17] = 0xA5;  //Caracteres de final de mensaje   
430.         CHK_SALIDA = Buffer_SAL[5] + Buffer_SAL[6] + Buffer_SAL[7] + Buffer_SA
L[8] + Buffer_SAL[9] + Buffer_SAL[10] + Buffer_SAL[11]+ Buffer_SAL[12]+ Buffer
_SAL[13];   
431.         Buffer_SAL[14] = (CHK_SALIDA  & 0xFF00)>> 8; //Carga la parte alta del
 CHECKSUM de salida   
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432.         Buffer_SAL[15] = CHK_SALIDA & 0x00FF; //Se carga la parte baja del CHE
CKSUM de salida   
433.    
434.         UCA0TXBUF = 0;   
435.         Longitud = 5 + Buffer_SAL[4] + 4;   
436.         for (i = 0; i < (Longitud); i++) {   
437.             UCA0TXBUF = Buffer_SAL[i];   
438.             __delay_cycles(1000);   
439.         }   
440.         break;   
441.     }   
442.    
443.     for(i=0;i<20; i++) {   
444.         Buffer_ENT[i]=0;   
445.     }   
446.    
447.     __delay_cycles(100000);   
448.     P1OUT &= ~ BIT0;   
449.     P1OUT |= BIT6;   
450.     i = 0;   
451.     Longitud = 0;   
452.    
453.     IE2 &= ~UCA0TXIE;   
454.     IE2 |= UCA0RXIE;   
455.    
456. }   
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1.2 Función principal buscando dos máximos 
 
 
1. //‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐ Búsqueda del primer máximo ‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐//   
2.    
3.     InitializeTimer();   
4.    
5.     i = 0;   
6.     BUSCANDO = 1;   
7.    
8.     while (!(DECRECIENDO)) {   
9.         leidas = 0;   
10.         suma = 0;   
11.         while (leidas < RUIDO) {   
12.             __delay_cycles(1250);           //0.01 SEG   
13.    
14.             ADC10CTL0 |= ENC + ADC10SC;   
15.    
16.             while (ADC10CTL1 & ADC10BUSY == 1) {   
17.             };  //ESPERA MIENTRAS REALIZA CONVERSIÓN.   
18.             suma = suma + ADC10MEM;   
19.             leidas = leidas + 1;   
20.         }   
21.    
22.         Voltvalor = suma / RUIDO;   
23.         i = i + 1;   
24.         if (i == 1) {   
25.             *ALTO = Voltvalor;   
26.         } else if (Voltvalor >= *ALTO) {   
27.             *ALTO = Voltvalor;   
28.         }   
29.    
30.         if ((Voltvalor >= VMAX)) {   
31.             tiempo[0] = TA0R;   
32.             while (BUSCANDO) {   
33.    
34.                 leidas = 0;   
35.                 suma = 0;   
36.                 while (leidas < RUIDO) {   
37.                     __delay_cycles(100);            //0.001 SEG   
38.    
39.                     ADC10CTL0 |= ENC + ADC10SC;   
40.    
41.                     while (ADC10CTL1 & ADC10BUSY == 1) {   
42.                     };  //ESPERA MIENTRAS REALIZA CONVERSIÓN.   
43.                     suma = suma + ADC10MEM;   
44.                     leidas = leidas + 1;   
45.                 }   
46.    
47.                 Voltvalor = suma / RUIDO;   
48.                 tiempo[1] = TA0R;   
49.                 if (Voltvalor >= *ALTO) {   
50.                     *ALTO = Voltvalor;   
51.                     tiempo[0] = tiempo[1];   
52.                 } else {   
53.                     BUSCANDO = 0;   
54.                     DECRECIENDO = 1;   
55.                     Tfirst = tiempo[0];   
56.                 }   
57.             }   
58.         }   
59.     }   
60.     TA0CTL |= TAIE;   
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61.     //‐‐‐‐‐‐‐‐‐ESPERA A QUE CREZCA LA ONDA‐‐‐‐‐‐‐‐‐//   
62.     DECRECIENDO = 1;   
63.     leidas = 0;   
64.     i = 0;   
65.     while (DECRECIENDO) {   
66.         leidas = 0;   
67.         suma = 0;   
68.         while (leidas < RUIDO) {   
69.             __delay_cycles(1250);           //0.01 SEG   
70.    
71.             ADC10CTL0 |= ENC + ADC10SC;   
72.    
73.             while (ADC10CTL1 & ADC10BUSY == 1) {   
74.             };  //ESPERA MIENTRAS REALIZA CONVERSIÓN.   
75.             suma = suma + ADC10MEM;   
76.             leidas = leidas + 1;   
77.         }   
78.    
79.         Voltvalor = suma / RUIDO;   
80.         i = i + 1;   
81.         if (i == 1) {   
82.             *ALTO = Voltvalor;   
83.         } else {   
84.             if (Voltvalor > *ALTO) {   
85.                 DECRECIENDO = 0;   
86.             } else {   
87.                 *ALTO = Voltvalor;   
88.             }   
89.         }   
90.    
91.     }   
92.     //‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐ Búsqueda del segundo máximo ‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐//   
93.    
94.     InitializeTimer();   
95.    
96.     i = 0;   
97.     BUSCANDO = 1;   
98.    
99.     while (!(DECRECIENDO)) {   
100.         leidas = 0;   
101.         suma = 0;   
102.         while (leidas < RUIDO) {   
103.             __delay_cycles(1250);           //0.01 SEG   
104.    
105.             ADC10CTL0 |= ENC + ADC10SC;   
106.    
107.             while (ADC10CTL1 & ADC10BUSY == 1) {   
108.             };  //ESPERA MIENTRAS REALIZA CONVERSIÓN.   
109.             suma = suma + ADC10MEM;   
110.             leidas = leidas + 1;   
111.         }   
112.    
113.         Voltvalor = suma / RUIDO;   
114.         i = i + 1;   
115.         if (i == 1) {   
116.             *BAJO = Voltvalor;   
117.         } else if (Voltvalor >= *BAJO) {   
118.             *BAJO = Voltvalor;   
119.         }   
120.    
121.         if ((Voltvalor >= VMAX)) {   
122.             tiempo[0] = TA0R;   
123.             while (BUSCANDO) {   
124.    
125.                 leidas = 0;   
126.                 suma = 0;   
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127.                 while (leidas < RUIDO) {   
128.                     __delay_cycles(100);            //0.001 SEG   
129.    
130.                     ADC10CTL0 |= ENC + ADC10SC;   
131.    
132.                     while (ADC10CTL1 & ADC10BUSY == 1) {   
133.                     };  //ESPERA MIENTRAS REALIZA CONVERSIÓN.   
134.                     suma = suma + ADC10MEM;   
135.                     leidas = leidas + 1;   
136.                 }   
137.    
138.                 Voltvalor = suma / RUIDO;   
139.                 tiempo[1] = TA0R;   
140.                 if (Voltvalor >= *BAJO) {   
141.                     *BAJO = Voltvalor;   
142.                     tiempo[0] = tiempo[1];   
143.                 } else {   
144.                     BUSCANDO = 0;   
145.                     DECRECIENDO = 1;   
146.                     Tsecond = tiempo[0];   
147.                 }   
148.             }   
149.         }   
150.     }   
151.     TA0CTL &= ~ TAIE;       //DESACTIVAR INTERRUPCIONES DEL TIMER PARA EVITAR QUE
 SE ATASQUE   
152.     if (Vuelta<0) {   
153.         *TIEMPO = (Tsecond‐Tfirst)/100*0.64;   
154.     }   
155.     else {   
156.         *TIEMPO = (Tsecond+(62500‐Tfirst)+Vuelta*62500)/100*0.64;   
157.     }   
158.    
159.     P1OUT &= ~ BIT0;   
160.     InitializeClocks();     //PARA QUE EL TX Y RX PUEDAN FUNCIONAR CORRECTAMENTE 
  
161.     IE2 |= UCA0RXIE;               // Enable the receive interrupt   
162. }   
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1.3 Función principal buscando dos mínimos 
 
1. //‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐ Búsqueda del primer mínimo ‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐//   
2.     i = 0;   
3.     BUSCANDO = 1;   
4.    
5.     while ((DECRECIENDO)) {                 //BUSCO EL MINIMO   
6.         leidas = 0;   
7.         suma = 0;   
8.         while (leidas < RUIDO) {   
9.             __delay_cycles(1250);           //0.01 SEG   
10.    
11.             ADC10CTL0 |= ENC + ADC10SC;   
12.    
13.             while (ADC10CTL1 & ADC10BUSY == 1) {   
14.             };  //ESPERA MIENTRAS REALIZA CONVERSIÓN.   
15.             suma = suma + ADC10MEM;   
16.             leidas = leidas + 1;   
17.         }   
18.    
19.         Voltvalor = suma / RUIDO;   
20.         i = i + 1;   
21.         if (i == 1) {   
22.             *ALTO = Voltvalor;   
23.         } else if (Voltvalor <= *ALTO) {   
24.             *ALTO = Voltvalor;   
25.         }   
26.    
27.         if ((Voltvalor <= VMIN)) {   
28.             tiempo[0] = TA0R;   
29.             while (BUSCANDO) {   
30.    
31.                 leidas = 0;   
32.                 suma = 0;   
33.                 while (leidas < RUIDO) {   
34.                     __delay_cycles(100);            //0.001 SEG   
35.    
36.                     ADC10CTL0 |= ENC + ADC10SC;   
37.    
38.                     while (ADC10CTL1 & ADC10BUSY == 1) {   
39.                     };  //ESPERA MIENTRAS REALIZA CONVERSIÓN.   
40.                     suma = suma + ADC10MEM;   
41.                     leidas = leidas + 1;   
42.                 }   
43.                 tiempo[1] = TA0R;   
44.                 Voltvalor = suma / RUIDO;   
45.    
46.                 if (Voltvalor <= *BAJO) {   
47.                     *BAJO = Voltvalor;   
48.                     tiempo[0] = tiempo[1];   
49.                 } else {   
50.                     BUSCANDO = 0;   
51.                     DECRECIENDO = 0;   
52.                     Tfirst = tiempo[0];   
53.                 }   
54.             }   
55.         }   
56.     }   
57.     TA0CTL |= TAIE;   
58.        
59. //‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐Espera a que la onda decrezca‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐//       
60.     DECRECIENDO = 0;   
61.     leidas = 0;   
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62.     i = 0;   
63.    
64.     while (!(DECRECIENDO)) {   
65.         leidas = 0;   
66.         suma = 0;   
67.         while (leidas < RUIDO) {   
68.             __delay_cycles(1250);           //0.01 SEG   
69.    
70.             ADC10CTL0 |= ENC + ADC10SC;   
71.    
72.             while (ADC10CTL1 & ADC10BUSY == 1) {   
73.             };  //ESPERA MIENTRAS REALIZA CONVERSIÓN.   
74.             suma = suma + ADC10MEM;   
75.             leidas = leidas + 1;   
76.         }   
77.    
78.         Voltvalor = suma / RUIDO;   
79.         i = i + 1;   
80.         if (i == 1) {   
81.             *ALTO = Voltvalor;   
82.         } else {   
83.             if (Voltvalor < *ALTO) {   
84.                 DECRECIENDO = 1;   
85.             } else {   
86.                 *ALTO = Voltvalor;   
87.             }   
88.         }   
89.    
90.     }   
91.    
92.     //‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐ Búsqueda del segundo mínimo ‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐//   
93.     i = 0;   
94.     BUSCANDO = 1;   
95.    
96.     while ((DECRECIENDO)) {                 //BUSCO EL MINIMO   
97.         leidas = 0;   
98.         suma = 0;   
99.         while (leidas < RUIDO) {   
100.             __delay_cycles(1250);           //0.01 SEG   
101.    
102.             ADC10CTL0 |= ENC + ADC10SC;   
103.    
104.             while (ADC10CTL1 & ADC10BUSY == 1) {   
105.             };  //ESPERA MIENTRAS REALIZA CONVERSIÓN.   
106.             suma = suma + ADC10MEM;   
107.             leidas = leidas + 1;   
108.         }   
109.    
110.         Voltvalor = suma / RUIDO;   
111.         i = i + 1;   
112.         if (i == 1) {   
113.             *BAJO = Voltvalor;   
114.         } else if (Voltvalor <= *BAJO) {   
115.             *BAJO = Voltvalor;   
116.         }   
117.    
118.         if ((Voltvalor <= VMIN)) {   
119.             tiempo[0] = TA0R;   
120.             while (BUSCANDO) {   
121.    
122.                 leidas = 0;   
123.                 suma = 0;   
124.                 while (leidas < RUIDO) {   
125.                     __delay_cycles(100);            //0.001 SEG   
126.    
127.                     ADC10CTL0 |= ENC + ADC10SC;   
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128.    
129.                     while (ADC10CTL1 & ADC10BUSY == 1) {   
130.                     };  //ESPERA MIENTRAS REALIZA CONVERSIÓN.   
131.                     suma = suma + ADC10MEM;   
132.                     leidas = leidas + 1;   
133.                 }   
134.                 tiempo[1] = TA0R;   
135.                 Voltvalor = suma / RUIDO;   
136.    
137.                 if (Voltvalor <= *BAJO) {   
138.                     *BAJO = Voltvalor;   
139.                     tiempo[0] = tiempo[1];   
140.                 } else {   
141.                     BUSCANDO = 0;   
142.                     DECRECIENDO = 0;   
143.                     Tsecond = tiempo[0];   
144.                 }   
145.             }   
146.         }   
147.     }   
148.    
149.     TA0CTL &= ~ TAIE;       //DESACTIVAR INTERRUPCIONES DEL TIMER PARA EVITAR 
QUE SE ATASQUE   
150.     if (Vuelta<0) {   
151.         *TIEMPO = (Tsecond‐Tfirst)/100*0.64;   
152.     }   
153.     else {   
154.         *TIEMPO = (Tsecond+(62500‐Tfirst)+Vuelta*62500)/100*0.64;   
155.     }   
156.    
157.     P1OUT &= ~ BIT0;   
158.     InitializeClocks();     //PARA QUE EL TX Y RX PUEDAN FUNCIONAR CORRECTAMEN
TE   
159.     IE2 |= UCA0RXIE;               // Enable the receive interrupt   
160. }   
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ANEXO 2. Código principal del módulo wifi 
 
 
1. /*  
2.   Este prgrama vale tanto para el modulo NODEMCU como para el EPS8266.  
3.   Para cargarlo en el NODEMCU fabricado por AMICA ‐AESA‐ (NODEMCU LOLIN  
4.   NO funciona) compilarlo con la placa=NodeMCU 1.0  
5.   (ESP‐12E Module), Flash Size=4M(3Mhz SPIFSS), CPU Frecuency=80Mhz  
6.   
7.   
8.   Para cargarlo en ESP8266, compilarlo con la opcion GENERIC ESP8266 Module  
9.   Flash mode= DIO, Flash Size=512k (64k SPIFFS), Debug Port=Disabled, Debug  
10.   Level=Ninguno, Reset Method=ck, Flash Frecuency=40Mhz, CPU Frecuency=80Mhz  
11.   Upload Speed=115200  
12.   Las lineas TX y RX del FTDI o CH340 con el ESP‐01 van cruzadas  
13. */   
14.    
15. #include <ESP8266WiFi.h>   
16. #include <SoftwareSerial.h>   
17.    
18. //Configuracion valores para IP estatica   
19. IPAddress ip(192, 168, 43, 90);   
20. IPAddress gateway(192, 168, 43, 1);   
21. IPAddress subnet(255, 255, 255, 0);   
22. IPAddress DNS(192, 168, 43, 1);   
23.    
24. //const char* ssid = "wifimags";   
25. //const char* password = "wifimags";   
26.    
27. const char* ssid = "TFG‐Alberto";   
28. const char* password = "ESP‐8266";   
29.    
30. // Se configuran los puertos GPIO   
31.    
32. int ledPin2 = 2; // GPIO2   
33.    
34. unsigned int dirorigen = 0x01;            //Direccion del equipo CTRL   
35. unsigned int dirdestino1 = 0x02;          //Direccion del esclavo 1.   
36. unsigned int accion = 0x00;               //Variable que recoge la accion a re
alizar   
37. unsigned int accionlecturaCOM = 0x5A;     //Variable contiene el codigo asocia
do a lectura del COMM   
38. unsigned int accionlecturaI2C = 0xAA;     //Variable contiene el codigo asocia
do a lectura del I2C   
39.    
40. int NumEquipo = 1;      //Direccion de este dispositivo   
41.    
42.    
43. //Variables para ctrl de comunicaciones   
44. unsigned int msjTX[12];                   //Variable general de trasnmision CO
MM   
45. unsigned int msjRX[30];                   //Variable general de recepcion COMM
   
46.    
47. int NCR = 0;              //Contador de caracteres recibidos   
48. int MSG_empezado = 0;   
49. int MensajeRecibido = 0;   
50. int FinMsg = 0;   
51. int LongMsg = 0;   
52.    
53. //Variables ver medidas analogicas   
54.    
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55. unsigned long MEDIDA1 = 0x0000;   
56. unsigned long MEDIDA2 = 0x0000;   
57. unsigned long MEDIDA3 = 0x0000;   
58.    
59.    
60. WiFiServer server(80);   
61.    
62. void setup() {   
63.    
64.   //Serial.println(dirdestino1,HEX);  //Representacion de numero en HEXADECIMA
L   
65.   //Serial.println(dirdestino1,BIN);  //Representacion de numero en BINARIO   
66.   //Serial.println(dirdestino1);      //Representacion de numero en DECIMAL   
67.    
68.   //Se configura velocidad PTO COMM   
69.   Serial.begin(9600);   
70.   delay(10);   
71.    
72.   //Se configuran los modo funcionamiento salidas GPIO y estado inicial   
73.    
74.   pinMode(ledPin2, OUTPUT);   
75.   digitalWrite(ledPin2, HIGH);   
76.    
77.   // Se conecta wifi a red lan   
78.   Serial.println();   
79.   Serial.println();   
80.   Serial.print("Conectando a red WIFI: ");   
81.   Serial.println(ssid);   
82.    
83.   WiFi.config(ip, gateway, subnet, DNS); //Comentar para IP DHCP   
84.   WiFi.begin(ssid, password);   
85.    
86.   while (WiFi.status() != WL_CONNECTED) {   
87.     delay(500);   
88.     Serial.print(".");   
89.   }   
90.    
91.   while (WiFi.waitForConnectResult() != WL_CONNECTED) {   
92.     Serial.println();   
93.     Serial.println("Fallo de conexion");   
94.     delay(5000);   
95.     ESP.restart();   
96.   }   
97.    
98.   Serial.println("");   
99.   Serial.println("conexion WiFi establecida");   
100.    
101.   // Arranque servidor web   
102.   server.begin();   
103.   Serial.println("Servidor WEB arrancado");   
104.    
105.   // Print the IP address   
106.   Serial.print("Direccion IP de conexion: ");   
107.   Serial.print("http://");   
108.   Serial.print(WiFi.localIP());   
109.   Serial.println("/");   
110.    
111. }   
112.    
113. void loop() {   
114.    
115.   // Se comprueba si un cliente se ha conectado   
116.   WiFiClient client = server.available();   
117.   if (!client) {   
118.     return;   
119.   }   
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120.    
121.   // Se espera hasta que el cliente envie algun dato   
122.   //Serial.println("Nueva conexion de Cliente");   
123.   while (!client.available()) {   
124.     delay(1);   
125.   }   
126.    
127.   // Read the first line of the request   
128.   String request = client.readStringUntil('\r');   
129.   //Serial.println(request);   
130.   client.flush();   
131.    
132.   ////////////////////////////////////////////////   
133.   // Lectura del boton pulsado y estado del resto   
134.   ////////////////////////////////////////////////   
135.    
136.   int value2 = HIGH;   
137.    
138.   /////////////////////////////////////////////////////////////   
139.   // Para realizar accion asociada al boton LEER MEDIDAS COM   
140.   /////////////////////////////////////////////////////////////   
141.    
142.   if (request.indexOf("/ENVIAMSJ=LEERCOM") != ‐1)  {   
143.     //Serial.println("");   
144.     //Serial.println("¡¡¡ AVISO: HA TRANSMITIDO MSJ DESDE WIFI A COMM !!!");  
 //Se transmite por el COMM   
145.     accion = accionlecturaCOM;   
146.     RealizarAccionCOM(accion);   
147.     delay(100);   
148.     LecturaCOM();   
149.     if (MensajeRecibido = 1) {   
150.       GestionaMSG();   
151.     }   
152.   }   
153.    
154.   /////////////////////////////////////   
155.   // Para el boton 2   
156.   /////////////////////////////////////   
157.    
158.   if (request.indexOf("/LED2=ON") != ‐1)  {   
159.     digitalWrite(ledPin2, LOW);   
160.     value2 = LOW;   
161.     //Serial.println("");   
162.     //Serial.println("ESTADO DE SALIDAS DIGITALES");   
163.     //Serial.print("Valor LED 2: ");   
164.     //Serial.println(value2);   
165.   }   
166.    
167.   if (request.indexOf("/LED2=OFF") != ‐1)  {   
168.     digitalWrite(ledPin2, HIGH);   
169.     value2 = HIGH;   
170.     //Serial.println("");   
171.     //Serial.println("ESTADO DE SALIDAS DIGITALES");   
172.     //Serial.print("Valor LED 2: ");   
173.     //Serial.println(value2);   
174.   }   
175.    
176.   //Se pone el estado del led seleccionado por el boton pulsado   
177.    
178.   //Se mandan las cabeceras de establecimiento HTTP   
179.   client.println("HTTP/1.1 200 OK");   
180.   client.println("Content‐Type: text/html");   
181.   client.println(""); //  do not forget this one   
182.   client.println("<!DOCTYPE HTML>");   
183.    
184.   //Se comienza la pagina web   
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185.   client.println("<html>");   
186.   client.println("<head>");   
187.   client.println("<title>CTRL ESP8266</title>");   
188.    
189.   client.println("<script src='https://code.jquery.com/jquery‐
3.2.1.js'></script>");   
190.   client.println("<link rel='stylesheet' href='https://maxcdn.bootstrapcdn.com
/bootstrap/3.3.7/css/bootstrap.min.css' integrity='sha384‐
BVYiiSIFeK1dGmJRAkycuHAHRg32OmUcww7on3RYdg4Va+PmSTsz/K68vbdEjh4u' crossorigin=
'anonymous'>");   
191.   client.println("<script src='https://maxcdn.bootstrapcdn.com/bootstrap/3.3.7
/js/bootstrap.min.js' integrity='sha384‐
Tc5IQib027qvyjSMfHjOMaLkfuWVxZxUPnCJA7l2mCWNIpG9mGCD8wGNIcPD7Txa' crossorigin=
'anonymous'></script>");   
192.    
193.   client.println("</head>");   
194.   client.println("<body style='background‐color:#FFFBBB;'>");   
195.   client.println("<center>");   
196.    
197.   client.println("<div class='container'>");   
198.   client.println("<div class='page‐
header'><h2>Ctrol NODEMCU y ESP8266</h2></div>");   
199.    
200.   //////////////////////////////////////////////////////////////////////////   
201.   //////////////////////////////////////////////////////////////////////////   
202.   // COMUNICACIONES SERIE    (Se leen 3 medidas analogicas)   
203.   //////////////////////////////////////////////////////////////////////////   
204.   //////////////////////////////////////////////////////////////////////////   
205.    
206.   client.println("<div class='panel panel‐info'>");   
207.   client.println("<div class='panel‐heading'><h3 class='panel‐
title'>COMUNICACION SERIE</h3></div>");   
208.   client.println("<div class='panel‐body'>");   
209.    
210.   ////////////////////////////////////////(/////////////   
211.   //Se crea botones de ordenes a envia en comunicaciones   
212.   /////////////////////////////////////////(////////////   
213.    
214.   if (accion == accionlecturaCOM) {   
215.     //client.println("Ultima accion enviada al Pto COM1: ");   
216.     client.println("Ultima accion enviada: ");   
217.     client.println("0x");   
218.     client.println(accion, HEX);   
219.     client.println("    ‐> (PETICION DE LECTURA MEDIDAS PTO SERIE)");   
220.     client.println("<br/><br/>");   
221.    
222.   } else {   
223.     client.println("Ultima accion enviada: ");   
224.     client.println("<br/><br/>");   
225.    
226.   }   
227.    
228.   client.println("<a href=\"/ENVIAMSJ=LEERCOM\"\"><button class='pinbtn btn bt
n‐lg btn‐
primary' style='cursor: pointer'>LEER MEDIDAS COM</button></a><br/><br/>");   
229.   client.println("<div class='panel panel‐info'>");   
230.   client.println("<div class='panel‐heading'><h3 class='panel‐
title'>MEDIDAS ENTRADAS ANALOGICAS</h3></div>");   
231.   client.println("<div class='panel‐body' style='background‐
color:#FFFFFF;'>");   
232.    
233.   client.print("PERIODO ‐>  ");   
234.   client.print(MEDIDA1);   
235.   client.println(" csg</br></br>");   
236.    
237.   client.print("MINIMO ‐>  ");   
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238.   client.print(MEDIDA2);   
239.   client.println(" unidades</br></br>");   
240.    
241.   client.print("MAXIMO ‐>  ");   
242.   client.print(MEDIDA3);   
243.   client.println(" unidades</br>");   
244.    
245.   client.println("</div>");   
246.   client.println("</div>");   
247.    
248.   client.println("</div>");   
249.   client.println("</div>");   
250.    
251.   //////////////////////////////////////////////////////////////////////////   
252.   //////////////////////////////////////////////////////////////////////////   
253.   // SALIDAS DIGITALES    (Se activa salida digital por 0)   
254.   //////////////////////////////////////////////////////////////////////////   
255.   //////////////////////////////////////////////////////////////////////////   
256.    
257.   client.println("<div class='panel panel‐info'>");   
258.   client.println("<div class='panel‐heading'><h3 class='panel‐
title'>CONTROL SALIDAS DIGITALES</h3></div>");   
259.   client.println("<div class='panel‐body'>");   
260.    
261.    
262.   /////////////////////////////////////////////////   
263.   //Se crea boton 2   
264.   /////////////////////////////////////////////////   
265.    
266.   client.print("Estado Led GPIO 2: ");   
267.   if (value2 == HIGH) {   
268.     client.print("OFF     ");   
269.   } else {   
270.     client.print("ON   ");   
271.   }   
272.    
273.   client.println("<a href=\"/LED2=ON\"\"><button class='pinbtn btn btn‐lg btn‐
success' style='cursor: pointer'>LED 2 ON </button></a>");   
274.   client.println("<a href=\"/LED2=OFF\"\"><button class='pinbtn btn btn‐
lg btn‐danger' style='cursor: pointer'>LED 2 OFF </button></a><br/>");   
275.    
276.   //Se termina diseño pagina web   
277.   //client.println("</fieldset>");   
278.   //client.println("</center>");   
279.    
280.   client.println("</div>");   
281.   client.println("</div>");   
282.   client.println("</div>");   
283.   client.println("</center>");   
284.    
285.   client.println("</body>");   
286.   client.println("</html>");   
287.    
288.   delay(1);   
289.   //Serial.println("");   
290.   //Serial.println("Cliente Desconectado");   
291.   //Serial.println("‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐
‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐‐");   
292.   //Serial.println("");   
293.    
294. }   
295.    
296. /////////////////////////////////////////////////   
297. /////////////////////////////////////////////////   
298. // FUNCIONES   
299. /////////////////////////////////////////////////   
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300. /////////////////////////////////////////////////   
301.    
302. /////////////////////////////////////////////////   
303. //Funcion para lanzar comandos a esclavo COMM   
304. /////////////////////////////////////////////////   
305.    
306. void RealizarAccionCOM (unsigned int OrdenCodigo) {   
307.    
308.   // Se conforma cabecera MSJ   
309.   msjTX[0] = 0x80;   
310.   msjTX[1] = 0x01;   
311.   msjTX[2] = 0x02;   
312.   msjTX[3] = 0x03;   
313.   // Se conforma longitud MSJ   
314.   msjTX[4] = 0x03;   
315.   // Se conforma accion a realizar MSJ (leer datos accion = 0x19)   
316.   msjTX[5] = OrdenCodigo;   
317.   // Se conforma direccion origen MSJ (quien pregunta)   
318.   msjTX[6] = dirorigen;   
319.   // Se conforma direccion destino MSJ (a quien se pregunta)   
320.   msjTX[7] = dirdestino1;   
321.   // Se conforma CHK alto MSJ   
322.   msjTX[8] = 0x00;   
323.   // Se conforma CHK bajo MSJ   
324.   msjTX[9] = msjTX[5] + msjTX[6] + msjTX[7];   
325.   // Se conforma cola MSJ   
326.   msjTX[10] = 0xA5;   
327.   msjTX[11] = 0xA5;   
328.    
329.   for (int i = 0; i < 12; i++) {   
330.     //Serial.print(msjTX[i],HEX);  //Saca por el COMM el dato en ASCII   
331.     Serial.write(msjTX[i]);        //Saca por el COMM el dato en binario   
332.   }   
333.   Serial.flush();   //Se espera a que termina toda la transmision   
334.    
335.   return;   
336.    
337. }   
338.    
339. /********************************************************************  
340.  *********************************************************************  
341.   Estructura del mensaje de recepcion  
342.   80 01 02 03 09 5A 01 02 03 FF 03 FF 03 FF 0B FD A5 A5  
343.   
344.   cabecera ‐> 80 01 02 03 (31 32 33 34)  
345.   Longitud MSG ‐> 09  
346.   Accion a realizar ‐> 5A  
347.   Direccion destino ‐> 01  
348.   Direccion origen ‐> 02  
349.   
350.   Medida analogica 1 ‐> 03 FF  
351.   Medida analogica 1 ‐> 03 FF  
352.   Medida analogica 1 ‐> 03 FF  
353.   
354.   CHK‐alto ‐> 0B  
355.   CHK‐bajo ‐> FD  
356.   
357.   Fin MSG ‐> A5 A5  
358. ********************************************************************  
359. *********************************************************************/   
360.    
361. ///////////////////////////////////////////////////////////   
362. //Funcion para sacar medidas del COMM por pantalla   
363. // La resolucion de las medidas es de 10 bits ‐> 1023 ctas   
364. ////////////////////////////////////////////////////////////   
365.    
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366. void VER_MEDIDAS_COMM () {   
367.    
368.   byte MED1_HIGH = msjRX[8];   
369.   byte MED1_LOW = msjRX[9];   
370.    
371.   byte MED2_HIGH = msjRX[10];   
372.   byte MED2_LOW = msjRX[11];   
373.    
374.   byte MED3_HIGH = msjRX[12];   
375.   byte MED3_LOW = msjRX[13];   
376.    
377.   MEDIDA1 = MED1_HIGH << 8;   
378.   MEDIDA1 = MEDIDA1 + MED1_LOW;   
379.    
380.   MEDIDA2 = MED2_HIGH << 8;   
381.   MEDIDA2 = MEDIDA2 + MED2_LOW;   
382.    
383.   MEDIDA3 = MED3_HIGH << 8;   
384.   MEDIDA3 = MEDIDA3 + MED3_LOW;   
385.    
386.   return;   
387.    
388. }   
389.    
390. //////////////////////////////////////////////////////   
391. //Funcion de Reset de comunicaciones   
392. //////////////////////////////////////////////////////   
393.    
394. void RSTcomunicaciones () {   
395.    
396.   NCR = 0;   
397.   MSG_empezado = 0;   
398.   MensajeRecibido = 0;   
399.   FinMsg = 0;   
400.   LongMsg = 0;   
401.    
402.   for (int k = 0; k < 29; k++) {   
403.     msjRX[k] = 0x00;   
404.   }   
405.    
406.   return;   
407.    
408. }   
409.    
410. //////////////////////////////////////////////////////   
411. //Funcion de comprobacion de CHECKSUM   
412. //////////////////////////////////////////////////////   
413.    
414. byte CalculaCHK () {   
415.    
416.   unsigned long CHK = 0x0000;   
417.   byte CHK_H = 0x00;   
418.   byte CHK_L = 0x00;   
419.    
420.   byte ResultadoTEST = 0;   
421.   byte contador = 0;   
422.    
423.   while (contador < msjRX[4])    //Se comprueba si hay algo en el buffer de en
trada   
424.   {   
425.     CHK = msjRX[5 + contador] + CHK;   
426.     contador = contador + 1;   
427.   }   
428.    
429.   CHK_L = CHK;        //Se queda con la parte BAJA del CHK   
430.   CHK_H = CHK >> 8;   //Se queda con la parte ALTA del CHK   
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431.    
432.   if ((CHK_H == msjRX[4 + msjRX[4] + 1]) && (CHK_L == msjRX[4 + msjRX[4] + 2 ]
)) {   
433.     ResultadoTEST = 1;   
434.   }   
435.   else {   
436.     ResultadoTEST = 0;   
437.   }   
438.    
439.   return ResultadoTEST;   
440.    
441. }   
442.    
443. //////////////////////////////////////////////////////   
444. //Funcion de Gestion de comunicaciones comunicaciones   
445. //////////////////////////////////////////////////////   
446.    
447. void GestionaMSG () {   
448.    
449.   byte Test_MSG = CalculaCHK();   
450.      
451.   //Serial.print("Resultado CHK= ");   
452.   //Serial.println(Test_MSG);   
453.    
454.   if ((Test_MSG == 1) && (msjRX[6] == NumEquipo)) {   
455.    
456.     VER_MEDIDAS_COMM();   
457.    
458.   }   
459.    
460.   MensajeRecibido = 0;   
461.   RSTcomunicaciones();   
462.    
463.   return;   
464.    
465. }   
466.    
467. //////////////////////////////////////////////////////   
468. //Funcion de lectura de PTO COMM   
469. // Nota: a medida que se va leyendo se vacia el buffer   
470. //////////////////////////////////////////////////////   
471.    
472. void LecturaCOM () {   
473.    
474.   //Serial.print("Total de caracteres recibidos: ");   
475.   //Serial.println(Serial.available());   
476.    
477.   while (Serial.available() > 0)    //Se comprueba si hay algo en el buffer de
 entrada   
478.   {   
479.     msjRX[NCR] = (Serial.read());   //Lectura un caracter del PTO serie   
480.    
481.     if (NCR >= 4) {   
482.       if ((msjRX[NCR ‐ 4] == 0x80) && (msjRX[NCR ‐ 3] == 0x01) && (msjRX[NCR ‐
 2] == 0x02) && (msjRX[NCR ‐ 1] == 0x03)) {   
483.         MSG_empezado = 1;   
484.         LongMsg = msjRX[NCR];         //En este Byte esta la longitud del mens
aje   
485.         FinMsg = LongMsg + 4;         //2 bytes de CHK y 2 bytes de cola MSG   
486.       }   
487.    
488.       if ((NCR ‐ 4) >= FinMsg) {   
489.         MensajeRecibido = 1;   
490.       }   
491.    
492.     }   
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493.    
494.     NCR = NCR + 1;   
495.     if (NCR >= 29) {   
496.       RSTcomunicaciones();   
497.     }   
498.   }   
499.    
500.   return;   
501.    
502. }   
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ANEXO 3. Esquemático CircuitMaker 
 
