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Avec l’augmentation des applications au sein des Systèmes d’Information (SI) des
entreprises, il devient de plus en plus difficile pour ces dernières de s’adapter à leur éco-
système en faisant évoluer leurs processus, sachant que les SI ne peuvent suivre cette
évolution. Ce problème est d’autant plus important que leur capacité à collaborer de ma-
nière réactive, afin de saisir les opportunités qui se présentent, et flexible, pour s’adapter
aux changements, est devenue cruciale pour leur survie. Un système agile et ouvert sur
l’extérieur, permettant de supporter les différents processus des entreprises (en collabora-
tion ou non) et en charge de l’interopérabilité entre les systèmes semble donc nécessaire.
On parle alors de SI de médiation.
La démocratisation de la SOA (Service Oriented Architecture) permet justement
l’ouverture des différents systèmes grâce à une vision du SI basée sur le principe de
composants indépendants, appelés services, et de couplage lâche, i.e. de communica-
tion par messages dont le format est connu. Ce type d’architecture ne gère cependant
pas nativement le support des processus métier ou l’interopérabilité entre les services.
En effet, la conception du SI de médiation requiert la génération des workflows exécu-
tables correspondant aux processus collaboratif. Cela passe par la réconciliation entre
les besoins métiers exprimés par les partenaires et les fonctionnalités proposées par les
services. Les méta-modèles de description des processus et des services ne permettent
malheureusement d’exprimer qu’un ensemble d’informations syntaxiques, insuffisantes
pour réaliser cette réconciliation. La nécessité de transformer les processus collabora-
tifs en workflows exécutables, au cœur du SI de médiation, nous a donc amené à nous
poser deux question : Comment sélectionner les services techniques répondant aux be-
soins métier exprimés dans les processus collaboratifs ? Quels mécanismes peut-on mettre
en place pour s’assurer de la bonne communication entre ces services et ainsi garantir
l’interopérabilité entre les SI en jeu ?
Les réponses à ces deux questions passent tout d’abord par une étude des informations
manquantes, nécessaires à la réconciliation de services, i.e. la recherche des services
répondant aux besoins, et à la réconciliation de données, i.e. la prise en charge de la
communication entre les services sélectionnés. Les informations syntaxiques disponibles
dans les descriptions de processus et de services étant insuffisantes, nous nous sommes
naturellement intéressés à l’apport de la sémantique dans les systèmes. Cela nous a
alors permis de nous pencher sur les réconciliations de services et de données, chacune
répondant à une des questions posées précédemment. Ce cheminement logique a mené
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naturellement au choix du plan suivant pour ce manuscrit :
• Le Chapitre I s’intéresse à la problématique et donne une vision d’ensemble des
travaux réalisés dans le cadre de cette thèse. Ce chapitre présente tout d’abord le
contexte de l’étude, à savoir la collaboration entre partenaires. Ces collaborations
se doivent d’être réactives et flexibles et nécessitent pour cela la conception d’un
SI de médiation dédié, en charge de l’interopérabilité entre les systèmes en jeu. La
conception de tels systèmes de médiation implique d’une part la génération d’une
cartographie de processus métier répondant au besoin et d’autre part la transfor-
mation de ces processus en workflows exécutables. Ce manuscrit s’intéresse à cette
seconde partie et propose dans ce chapitre une méthodologie complète prenant
en charge cette transformation, la première partie étant assurée par les travaux
de recherche de Wenxin Mu. Cette méthodologie se décompose en trois parties :
(i) l’apport de nouvelle connaissance sémantique sur les modèles existants ; (ii) la
déduction des informations nécessaires à l’exécution (i.e. services utilisés, trans-
formations de données nécessaires) ; (iii) la génération des fichiers exécutables. Ce
chapitre termine par une présentation du projet ISTA3 et de son cas d’utilisation,
qui servira d’exemple tout au long du manuscrit.
• Le Chapitre II présente l’étude du besoin en termes d’apport sémantique puis s’in-
téresse aux méthodes d’annotation sémantique des modèles métier et techniques.
Les modèles à réconcilier, d’un coté des activités métier et de l’autre des services
techniques, possèdent une granularité différente malgré des concepts proches : une
fonctionnalité (attendue ou fournie) et des données traitées et produites (entrées,
sorties). Nous proposons dans ce chapitre l’utilisation d’un méta-modèle séman-
tique commun (appelé profil), permettant la caractérisation de ces modèles sans
distinction et facilitant ainsi leur réconciliation. Ce chapitre est aussi l’occasion
d’étudier les différents méta-modèles de descriptions sémantiques existants, aussi
bien du coté des services techniques que des processus métier.
• Le Chapitre III s’intéresse à la réconciliation entre les activités métier du processus
et les services techniques mis à disposition par les partenaires de la collaboration.
Pour cela, nous proposons d’exploiter les informations sémantiques annotées sur
les différents modèles afin de fournir à l’utilisateur les services (ou ensembles de
services) répondant le mieux aux attentes exprimées. Trois mécanismes sont pré-
sentés en détails dans ce chapitre, permettant respectivement une réconciliation
« 1-1 » (i.e. pour une activité, on recherche un service), « 1-n » (i.e. pour une
activité, un ensemble de services) et « n-m » (i.e. pour une succession d’activités,
un ou plusieurs services). Le résultat de ces mécanismes est ensuite transmis à
l’utilisateur pour validation et/ou complétion.
• Le Chapitre IV s’intéresse à la réconciliation de données, en charge de la bonne
communication entre les services sélectionnés lors de la réconciliation de services.
Pour cela, nous présentons dans ce chapitre un mécanisme de génération de trans-
formations de données. Ces transformations, chacune dédiée à un service de la
collaboration, sont responsables de la création des messages d’invocation au cours
de l’exécution et doivent donc fournir aux services les bonnes données dans les
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formats et unités attendues. Ce mécanisme se base à la fois sur la description sé-
mantique des entrées/sorties et sur un ensemble de bases techniques, contenant
des descriptions syntaxiques précises des formats et unités utilisés.
• Le Chapitre V présente tout d’abord l’implémentation réalisée au cours de ces
travaux, qui couvre l’ensemble de la démarche, de la modélisation du processus
métier et son annotation sémantique jusqu’à l’obtention d’un workflow exécutable
utilisant les services disponibles pour répondre aux besoins métier. Ces outils ont
été conçus et développés sous la forme de librairies open-sources puis améliorés à
l’aide de tests à grande échelle afin d’en améliorer les mécanismes internes. Par la
suite, ce chapitre illustre notre méthodologie outillée à l’aide d’un exemple complet,
couvrant les différents problèmes résolus par nos travaux. Les différentes phases
de notre méthodologies y sont expliquées du point de vue de l’utilisateur.
Ces travaux ont été réalisés dans le cadre d’une thèse CIFRE (pour Conventions
Industrielles de Formation par la REcherche) chez Linagora, société de service et éditeur
de logiciels open-sources, au sein de l’équipe de recherche et développement dédiée aux
problématiques de communication entre systèmes hétérogènes et distribués. Le travail au
sein d’une telle équipe, à la fois sensible aux problématiques de recherche et possédant
une grande expertise technique, a permis un avancement rapide des travaux tout en gar-
dant une vision appliquée (toute idée se devant d’être prouvée par une implémentation).
Une infrastructure SOA complète, conçue et développée par cette même équipe, a servi
de base de travail tout au long de la thèse, permettant ainsi le support de notre mé-
thodologie sans implémentation superflue. Cette thèse a aussi été encadrée par l’équipe
MISE (pour Mediation Information System Engineering) du laboratoire Université de
Toulouse - Mines Albi. Ces travaux se basent donc sur un ensemble solide de résultats
dans le domaine de l’interopérabilité et des SI de médiation et s’intègrent dans la seconde
itération du projet interne MISE, visant à automatiser la conception de tels systèmes
à l’aide d’une approche dirigée par les modèles (MDE pour Model Driven Engineering)
axée autour de deux transformations. La première, basée sur une caractérisation de la
situation collaborative, i.e. la description des compétences des partenaires, objectif, etc.,
permet de générer une cartographie de processus collaboratifs répondant aux besoins (cf.
thèse de W. Mu). La seconde, objet des travaux de thèse présentés ici, est responsable
de la transformation de ces processus métier en workflows exécutables.
Cette thèse s’est aussi inscrite dans le projet de recherche ISTA3 (pour Interopérabi-
lité de 3ème génération pour les Sous-Traitants de l’Aéronautique), qui visait à améliorer
l’interopérabilité de la chaine logistique des sous-traitants aéronautiques de l’Aerospace
Valley afin de faciliter la co-conception. Un des enjeux du projet était d’utiliser pour
cela une interopérabilité utilisant une approche fédérée, i.e. en permettant aux diffé-
rents partenaires d’utiliser les applications et modèles de données de leur choix. Pour
cela, une démarche complète, composée d’une phase de modélisation métier manuelle et
d’une phase de conception automatisée du système d’information de médiation adapté,
a été proposée. Les travaux présentés dans ce manuscrit se sont donc naturellement in-
tégrés dans ce projet et ont permis la prise en charge de la génération de la plateforme





Contexte et vision d’ensemble
Dans un premier temps, nous allons présenter le contexte de l’étude et la probléma-
tique qui en découle pour ensuite nous intéresser aux différentes méthodes envisageables
pour la résoudre. Puis nous proposerons une méthodologie complète avant de présenter
l’exemple fil rouge, issu du projet de recherche ISTA3.
I.1 D’une cartographie de processus métier à un système
de médiation fonctionnel
Cette section présente le contexte de l’étude et les hypothèses associées avant de
détailler la problématique traitée au cours de ces travaux.
I.1.1 Le système d’information au service du métier
I.1.1.1 L’évolution du système d’information
Avec la démocratisation des technologies de l’information et de la communication,
le Système d’Information (SI) est de plus en plus présent au sein des entreprises. Ini-
tialement réservée à quelques tâches indépendantes (comptabilité, planification, etc.),
le SI est aujourd’hui en mesure d’accompagner les entreprises dans la quasi-totalité de
leurs activités et processus. Cependant, peu d’outils sont aujourd’hui capables de suivre
ces processus métier afin de gérer les différentes ressources en jeu tout au long du cycle
de vie. Par ailleurs, beaucoup d’échanges entre briques logicielles sont réalisées par le
personnel de l’entreprise via des canaux souvent inadaptés (problèmes de transmission,
problèmes de formats de document, manque de traçabilité, etc.).
Pour palier ce problème, certaines entreprises investissent dans des systèmes complets
couteux tels que des ERP (Enterprise Resource Planning) ou dans de lourds projets d’in-
tégration réalisés par des sociétés de services. Ces solutions, bien qu’efficaces, manquent
d’agilité et, quand ce n’est pas l’entreprise qui doit adapter ses processus à ceux du logi-
ciel, ne permettent pas un changement simple des processus implémentés. Il devient donc
difficile pour les entreprises de s’adapter au contexte en faisant évoluer leurs processus
5
Chapitre I. Contexte et vision d’ensemble
sachant que le SI ne peut suivre cette évolution. De plus, ces solutions sont généralement
limitées dans leurs aspects collaboratifs (échanges avec des partenaires externes).
Afin de résoudre ces problèmes, un système agile et ouvert sur l’extérieur, permettant
de supporter les différents processus de l’entreprise semble nécessaire. Ce système doit
permettre depuis une description des processus métier de l’entreprise de :
• Trouver sur le SI de l’entreprise les différents composants logiciels ou applications
répondant au besoin. Pour cela, le système doit posséder une architecture permet-
tant une identification des fonctions à disposition.
• Assurer l’interopérabilité entre les différents composants choisis. Cela implique de
gérer à la fois le protocole de communication et les formats de données.
Pour faciliter la conception d’un tel système, nous faisons l’hypothèse que les SI des
entreprises souhaitant en bénéficier utilisent une architecture orientée service (SOA pour
Service-Oriented Architecture). Cela signifie que ces entreprises utilisent des applications
et outils qui présentent leurs fonctions sous la forme d’interfaces définies, que tout autre
composant logiciel autorisé peut appeler à l’aide d’une simple requête textuelle. C’est ce
que l’on appelle le « couplage lâche ».
Les interfaces sont définies dans des fichiers standardisés, ce qui permet à n’importe
quelle application, peu importe le langage d’implémentation de celle-ci, d’utiliser les
fonctions associées. Ces descriptions de services (au format WSDL [Christensen et al.,
2001] pour Web Service Description Language) contiennent des informations sur les opé-
rations disponibles, les entrées/sorties associées et leurs formats mais aussi le protocole à
utiliser pour toute requête. Ces composants sont appelés des services. Ces services, et le
principe du couplage lâche associé, constitueront la base de notre architecture. Cela nous
permettra ainsi d’utiliser ces composants indépendants pour supporter les processus de
l’entreprise sans se soucier des détails d’implémentation.
I.1.1.2 La correspondance métier/technique
On considère que l’entreprise possède la cartographie de ses processus métier, obtenue
par modélisation lors d’une approche processus ou via un mécanisme de génération [Mu
et al., 2011]. Nous distinguons trois problèmes de réconciliation qui, une fois résolus,
peuvent permettre une connexion pertinente entre les processus métier et les systèmes
des partenaires : un problème informationnel, un fonctionnel et un comportemental [Bé-
naben et al., 2010] (Voir Figure I.1). Ces problèmes peuvent être exprimés ainsi : Com-
ment assure-t-on la communication entre les différents composants ? Comment assurer la
réconciliation entre les activités métier et les services techniques ? Comment obtient-on
des processus exécutables à partir des processus métier ? [Bénaben et al., 2012].
La réponse à cette dernière question semble assez triviale si on sait répondre aux deux
premières. En effet, une fois les services choisis et la communication assurée entre eux
via une gestion des données, une « simple » transformation de modèle suffit. Si les deux
méta-modèles (processus métier et processus exécutable) sont proches syntaxiquement et
sémantiquement, il suffit alors de transcrire le comportement du processus métier dans
le modèle technique. Pour chaque processus de la cartographie métier, on peut alors
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Figure I.1 – Problème de correspondance métier/technique
obtenir son équivalent exécutable à l’aide de mécanismes de génération.
Le principe se complique lorsque l’on s’intéresse à la réconciliation entre les activités
métier et les services techniques (et les informations/données associées à chacun). Ici,
il n’est pas question de générer des services (fonctionnalités) mais plutôt de réutiliser
ceux disponibles sur le SI de l’entreprise tout en couvrant le besoin exprimé par les
activités. D’un coté, nous avons un ensemble d’activités, définies par les décideurs avec
une faible granularité pour correspondre aux besoins métiers. De l’autre, nous disposons
d’un ensemble de services web, conçus et développés par des équipes techniques avec
cette fois une plus forte granularité afin d’assurer les fonctions techniques attendues. On
se retrouve donc avec deux ensembles de granularités différentes à relier. Cela implique
au minimum la prise en compte de relations « un à plusieurs » (1-n) entre les éléments de
ces ensembles. Les méthodes de définition des périmètres fonctionnelles des activités et
services n’étant pas les mêmes, une réconciliation « plusieurs à plusieurs » (n-m) devrait
permettre de maximiser les chances de succès lors de cette réconciliation.
I.1.1.3 Un problème d’interopérabilité
Réaliser la correspondance entre les activités/informations métier et leurs équiva-
lents techniques n’est pas suffisant pour permettre la gestion de la collaboration et ainsi
supporter les processus métier sur le SI. Il est aussi nécessaire d’assurer l’interopérabilité
entre les différents composants mis en jeu afin que ceux-ci puissent communiquer sans
effort.
Le concept d’interopérabilité est apparu tout d’abord dans le domaine de l’informa-
tique et a été étendu ensuite dans beaucoup de domaines tels que le médical, la logistique,
la conception logicielle, etc. La définition la plus souvent citée est donnée par [Geraci
et al., 1991] qui définit l’interopérabilité comme étant « la capacité de deux (ou plus)
systèmes ou composants à échanger des informations et à les utiliser ». Le réseau d’ex-
cellence InterOp NoE (Interoperability Research for Networked Enterprise Application
and Software) a défini l’interopérabilité comme étant la « capacité d’un système à tra-
vailler avec un autre système sans efforts de la part de l’utilisateur » [Konstantas et al.,
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2005]. [Pingaud, 2009] précise cette définition en ajoutant que « l’interopérabilité dé-
signe une capacité de systèmes, nativement étrangers les uns par rapport aux autres, à
interagir afin d’établir des comportements collectifs harmonieux et finalisés, sans avoir
à modifier en profondeur leur structure ou leur comportement individuel ». On peut
déduire de ces définitions que l’interopérabilité entre les entreprises devient rapidement
complexe en raison du grand nombre de composants et de l’hétérogénéité des systèmes
mis en jeu.
Plusieurs cadres de travail pour l’interopérabilité en entreprise ont été définis, parmi
lesquels : EIF (Enterprise Interoperability Framework) [Chen, 2006], AIF (ATHENA In-
teroperability Framework) [Berre et al., 2007], IDEAS (Interoperability Development for
Enterprise Application and Software) [Schulz et al., 2003], etc. Le framework EIF, déve-
loppé dans le cadre du projet InterOp NoE, distingue trois approches de l’interopérabilité
entre systèmes :
l’approche intégrée qui correspond à l’utilisation par tous les tiers (partenaires, etc.)
du même format de données ou des mêmes outils. Ce format n’est pas forcément
un standard mais il doit être connu et accepté par toutes les parties afin de créer
et d’adapter les différents systèmes en jeu.
l’approche unifiée qui correspond à la définition et à l’utilisation d’un format (méta-
modèle) commun pour tout échange entre les composants. Chaque composant doit
alors disposer de mécanismes de transformation entre son méta-modèle interne et
le méta-modèle pivot, attendu lors des échanges de données.
l’approche fédérée qui signifie qu’aucun format de donnée n’est imposé. Chaque par-
tenaire utilise alors ses propres outils de travail et l’interopérabilité est réalisée à la
volée par le système en charge de la communication. Seule une base de connaissance
définissant un vocabulaire de référence est partagée entre les tiers.
I.1.2 Un contexte collaboratif particulier
Aux problèmes de correspondances métier/technique ou d’interopérabilité décrits
précédemment s’ajoutent les spécificités de notre contexte collaboratif.
I.1.2.1 L’évolution de la collaboration au sein des organisations en réseau
Il y a quelques années encore, les entreprises pouvaient travailler seules dans un
environnement assez stable et prévisible. Les quelques collaborations existantes étaient
généralement faites sur le long terme et entre des entreprises géographiquement proches.
La médiation était réalisée par les responsables de la collaboration, la plupart du temps
par les patrons eux-mêmes dans le cas des Petites et Moyennes Entreprises (PME). Avec
l’évolution des technologies informatiques, l’environnement a complètement changé et le
marché s’est ouvert et globalisé. Les entreprises, en particulier les PME, se retrouvent en
compétition avec de grosses organisations. Ce nouveau marché force alors les entreprises
à s’impliquer dans des réseaux industriels dans le but de maintenir leur part de marché et
leur profit. La capacité des entreprises à collaborer avec leurs partenaires est devenue un
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facteur crucial pour leur développement et leur survie. Le besoin d’agilité a grandement
influencé la façon traditionnelle de gérer des entreprises. Ces dernières ont commencé à
développer et établir de plus en plus de projets collaboratifs pour répondre aux nouvelles
problématiques. Ces projets peuvent se présenter sous différents types de collaborations
allant de la mise en commun de compétences complémentaires jusqu’à la mise en place
de plateformes communes d’achat. Ces réseaux de collaboration continuent d’évoluer
vers des structures de plus en plus flexibles.
Un réseau d’entreprises est un système ouvert et agile, qui évolue régulièrement
et s’adapte tout au long de son cycle de vie. Le premier défi lors de la création de
ce type de réseau est la sélection des différents partenaires et la création des processus
appropriés. Une fois le réseau formé, on peut calculer son efficacité en mesurant la vitesse
et la précision avec laquelle les informations peuvent être gérées et échangées entre
les partenaires. Son cycle de vie est composé de plusieurs phases : l’identification, la
formation, la conception, l’exploitation, le développement et la dissolution [Rajsiri, 2009].
Avec cette nouvelle tendance, qui consiste à créer des réseaux de partenaires, de
nouveaux besoins technologiques ont fait leur apparition, tels que les plateformes colla-
boratives. Les partenaires sont de plus en plus souvent distribués géographiquement et
les différentes interactions ont tendance à changer régulièrement. Les processus collabo-
ratifs sont donc changeants et cela doit être supporté par les plateformes collaboratives.
L’établissement de telles collaborations entre organisations doit être réactive (afin de
saisir les différentes opportunités) et flexibles (pour pouvoir s’adapter aux changements
dans la collaboration).
La capacité de récupérer et partager l’information de façon transparente au sein
d’un ensemble de logiciels dans chaque SI est devenue essentielle pour réduire les erreurs
de manipulation de données et faciliter les interactions entre partenaires. Les différents
services mis à disposition par les partenaires peuvent être nombreux, chacun utilisant un
modèle de données propre. Cela implique donc, si on souhaite respecter ces contraintes de
réactivité et de flexibilité, d’automatiser la réconciliation entre les processus métier et les
composants techniques mis à disposition. De plus, concernant la communication entre les
différents SI, on voit ici la limite des approches intégrées et unifiées de l’interopérabilité.
En effet, il est difficile d’imposer à tous les collaborateurs potentiels des modèles et
outils, pas forcement adaptés à tous. De la même manière, développer les mécanismes
de transformation de données pour chaque service peut devenir très couteux et ainsi
augmenter la barrière d’entrée dans la collaboration. L’approche fédérée semble donc la
plus adaptée à la création de systèmes de collaboration puisque chaque partenaire peut
y participer sans avoir à réaliser de lourds travaux sur son SI. C’est alors le système en
charge de la collaboration qui est en charge d’assurer l’interopérabilité entre les différents
composants en générant les mécanismes de transformation nécessaires (généralement à
l’aide de bases de connaissances).
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I.1.2.2 Un système d’information de médiation adapté au besoin
Parmi les définitions existantes d’un processus, on peut retenir celle de [Théroude,
2002], fortement inspirée de [Vernadat, 1999] : « Un processus est défini comme un en-
chainement partiellement ordonné d’exécution d’activités qui, à l’aide de moyens tech-
niques et humains, transforme des éléments d’entrée en éléments de sortie en vue de
réaliser un objectif dans le cadre d’une stratégie donnée ». En partant de cette défi-
nition, on peut définir la notion de processus collaboratif, qui est importante dans un
contexte d’entreprises en réseau. [Touzi, 2007] définit un processus collaboratif comme
étant « un ensemble partiellement ordonné d’activités spécifiquement organisées chez les
partenaires de la collaboration et dont l’exécution est assurée par ces derniers ». Dans
ce cadre, chaque activité collaborative est un processus interne à l’entreprise dont seule
une interface est visible pour les autres partenaires.
Ces processus collaboratifs doivent être supportées par un SI dédié, capable de gérer
les spécificités de la collaboration ainsi que des SI mis en jeu. Le concept de médiation,
présenté dans [Wiederhold and Genesereth, 2002] peut être appliqué au SI à travers un
Système d’Information de Médiation (SIM), en charge de fournir l’interopérabilité entre
les différents SI des partenaires. Afin de répondre à ces contraintes de réactivité et de
flexibilité, la conception du médiateur peut s’appuyer sur l’ingénierie dirigée par les mo-
dèles [Bézivin and Jouault, 2009], couplée à une approche processus (BPM pour Business
Process Management [Morley et al., 2005]) aussi bien pour la phase de conception (pour
la réactivité) que sur la phase d’exécution (pour la flexibilité).
Une fois les différents SI des partenaires connectés au SIM, le médiateur sert de
plateforme intermédiaire et crée un système de systèmes [Maier, 1998]. Le SIM et les
SI des partenaires peuvent alors être vus comme un système unique. D’après [Bénaben
et al., 2008], le SIM doit être en mesure de gérer la conversion des données entre les
partenaires, l’utilisation d’annuaires de services des partenaires et l’orchestration de
processus collaboratifs à travers un moteur de workflow (voir Figure I.2). Dans une
certaine mesure, il peut-être utile de lui ajouter aussi la possibilité d’apporter certaines
fonctionnalités dont ne dispose aucun partenaire. La Figure I.2 illustre ce concept.
I.2 Détermination de la méthodologie a adopter
La transformation des modèles métiers (cartographie de processus) en modèles exé-
cutables, incluant la réconciliation entre les activités et services mais aussi le support de
l’interopérabilité entre ces services, nécessite une automatisation. Cette section détaille
notre problème et propose une méthodologie pouvant y répondre.
I.2.1 Un problème de sémantique
I.2.1.1 Une transformation de modèle identifiée
Ces travaux s’inspirent des travaux de [Bourey et al., 2007] qui proposent une ap-
proche dirigée par les modèles afin de garantir l’interopérabilité (MDI pour Model-Driven
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Figure I.2 – Principe du Système d’Information de Médiation [Bénaben et al., 2008]
Interoperability). Cette approche propose une gestion de l’interopérabilité tout au long
des transformations de modèles, des niveaux métier aux modèles exécutables. Chaque
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Figure I.3 – Principe de la transformation de modèles [Truptil et al., 2010]
Une transformation de modèle permet de transformer un modèle source, conforme à
un méta-modèle source, en un modèle cible, conforme lui aussi à son méta-modèle (qui
peut ou non être le même). Si les deux méta-modèles partagent des concepts communs
(d’un point de vue sémantique, non syntaxique), il est alors envisageable de déterminer
les règles de transformation qui permettront de générer depuis les parties correspondantes
dans le modèle source en éléments du modèle cible. Pour éviter une perte d’information
lors de la transformation, il peut être intéressant de capitaliser la connaissance ne faisant
pas partie des concepts communs du modèle source. De la même manière, si les méta-
modèles sources et cibles sont différents, la partie spécifique du modèle cible nécessite
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un enrichissement extérieur.
Dans notre cas, nos deux méta-modèles, l’un correspondant au SIM métier et l’autre
au SIM technique et intégrant les informations nécessaires à l’exécution, se basent sur
le standard BPMN 2.0 (Business Process Modeling Notation). Initialement un simple
formalisme de représentation graphique de processus métier (BPMN 1.2 et antérieurs),
cette nouvelle version a étendu son degré d’expression pour couvrir les modèles tech-
niques. En y associant un modèle exprimable en XML (eXtensible Markup Language),
il est de plus devenu interprétable simplement par les moteurs de transformation de
modèles.
Notre modèle source est un fichier BPMN 2.0 représentant le processus collaboratif
métier utilisant une approche par médiation (SIM métier). Le modèle cible est cette
fois-ci un fichier de processus exécutable (aussi au format BPMN 2.0 mais utilisant une
plus grande partie du méta-modèle). Aucune information n’est perdue au cours de la
transformation mais il est nécessaire d’ajouter les différentes informations concernant
les services mis à disposition par les partenaires afin de les utiliser dans le processus
exécutable. Ce fichier cible devra contenir les références aux services utilisés dans le
processus ainsi que les transformations nécessaires à la bonne communication entre eux.
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Figure I.4 – Transformation du SIM métier au SIM technique
La transformation permettant de passer du modèle source (métier) au modèle cible
(technique) semble cependant complexe. Le traitement nécessaire à la réconciliation entre
activités et services puis à la génération des transformation de données exige un traite-
ment particulier qui ne peut être réaliser à l’aide d’un moteur de règle seul.
I.2.1.2 Des modèles syntaxiques limités
D’un côté, nous avons le modèle métier composé d’un processus BPMN 2.0 conte-
nant les différentes activités des partenaires (associées potentiellement à des modèles de
données succins) ainsi que la logique comportementale. Ces informations sont exprimées
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avec une logique et une granularité métier et les données et activités sont abstraites. De
l’autre côté, nous avons une architecture orientée services (SOA) qui est composée d’un
bus de service (ESB pour Enterprise Service Bus) sur lequel on retrouve les services web
des partenaires et un annuaire de services contenant les descriptions correspondantes.
Ces services ont été conçus avec une logique applicative. Chaque service possède son
interface propre et son format de données particulier.
Annuaire Bus de services (ESB) 
Web services 
collaborateur 2 
Web services  
collaborateur 1 
Web services  





Figure I.5 – Problème de réconciliation entre services et activités
Le problème auquel on est alors confronté est qu’il n’existe pas forcement de lien
logique entre les activités métier et les services techniques (voir Figure I.5). De plus, les
formats de données ont peu de chance d’être identiques d’un service à l’autre : les services
ne peuvent alors pas nativement échanger de l’information. La composition dynamique
est donc impossible. Il faut alors passer pas une étape entièrement manuelle qui consiste
à sélectionner parmi tous les services ceux qui correspondent aux activités attendues
puis concevoir et développer les services de transformation qui permettront de traduire
les messages envoyés à chaque service. Cela a bien évidement un impact significatif sur
la réactivité du système.
Prenons un exemple simple en se focalisant sur le nom des activités et services, bien
que cela soit transposables aux entrées/sorties ou à toute autre information.
Exemple : Le processus source contient une activité qui vise à récupérer la température
dans une ville donnée. Cette activité se nomme « Récupérer température ». Deux services
sont disponibles sur le bus. Le premier est un service de météorologie et possède une
opération appelée « getWeather », le second est un service d’autentification dont le nom
est « recupererIdentifiant ».
En voyant le nom de l’opération (et en étudiant les messages d’entrée/sortie), un
humain sélectionnerait de lui-même le service proposant l’opération « getWeather ». Un
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programme informatique par contre en est incapable sans plus d’information. En étudiant
les deux noms uniquement sur leur syntaxe, il aurait même tendance à choisir le service
d’autentification. Les informations syntaxiques sont insuffisantes pour sélectionner le
service adéquate.
Pour automatiser cette transformation, il est donc nécessaire d’ajouter aux services
de la méta-information afin de donner un sens aux opérations et aux données, et les
rendre ainsi interprétables aussi bien par l’humain que par un ordinateur. Si les méta-
informations de l’activité et du service font référence au même concept sémantique, le
programme peut alors en déduire qu’il y a concordance totale ou au moins partielle.
I.2.2 Les limites des travaux existants
Après avoir défini les bases du SIM et proposé une approche dirigée par les modèles
(MDA pour Model-Driven Architecture) pour accompagner sa création, [Touzi, 2007] a
tout d’abord étudié la transformation du modèle métier au modèle logique. Pour cela,
il s’est intéressé aux correspondances sémantiques entre ces modélisations (utilisant res-
pectivement les langages BPMN et UML, pour Unified Modeling Language). Il a ainsi
pu définir 19 règles de transformation permettant de générer à partir d’un processus
BPMN les différents diagrammes UML logiques. A la suite de sa thèse, il s’est intéressé
à la transformation du modèle logique en un modèle technique, c’est-à-dire depuis les
diagrammes UML jusqu’au déploiement du workflow sur l’ESB. Ces travaux ne sont
qu’une première itération des transformations de modèles pour la génération du média-
teur. Des hypothèses fortes ont du être posées, rendant le SIM difficilement utilisable.
Les principales hypothèses, à lever avant une possible exploitation, sont :
1. Lors des transformations, on a fait l’hypothèse que le lien pouvait être fait entre
les services techniques réels et les activités métier. Afin de rendre cette approche
utilisable, une interface graphique de réconciliation de services a été réalisée afin de
relier manuellement les services disponibles sur le réseau et les services attendus.
2. Dans cette transformation, on considère aussi qu’à une activité métier correspond
un et un seul service technique ce qui n’est pas forcement le cas dans un cas concret
où la granularité peut ne pas être la même (relation « 1-n », voire « n-m »).
3. On a fait l’hypothèse que les formats de messages transitant d’un service à un
autre ne nécessitent pas de transformation. Pour un message allant d’un service A
à un service B, on considère donc que le service B attend en entrée exactement le
format de message de sortie du service A.
4. Les transformations de modèles ne se font que de manière descendante (du mé-
tier au technique). En cas de changement dans le processus ou de problème lors de
l’exécution, il faut relancer la phase de conception dans son ensemble pour prendre
en compte les nouvelles informations. Cela rend aussi les informations uniquement
descendantes. On considère alors que les informations apportées par un modèle
ne sont pas nécessaires ou utiles aux modèles supérieurs. Les différentes transfor-
mations font ainsi l’hypothèse que le processus collaboratif ainsi que les services
disponibles chez les partenaires sont stables et toujours accessibles.
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5. Chaque transformation ou phase de dialogue avec l’utilisateur possède son pro-
totype avec chacun sa propre interface graphique, sa méthode de fonctionnement,
etc. Le mécanisme de conception du SIM est pour le moment une collection d’outils
non unifiés et cela rend son utilisation complexe et peu intuitive. On a fait ici l’hy-
pothèse que l’utilisateur maitrise parfaitement chaque outil ainsi que le processus
de conception dans son ensemble.
Ces différentes hypothèses posées imposent pour le moment une réconciliation ma-
nuelle entre les activités et services web et ne permettent pas de garantir l’interopérabilité
entre les différents systèmes/services en jeu.
Dans le cadre du projet ISyCri (ANR-CSOSG), [Truptil, 2011] s’est intéressé à la
définition d’une architecture de système d’information collaboratif afin d’aider à la réso-
lution d’une crise dans laquelle plusieurs partenaires sont impliqués. La particularité de
la gestion de crises est l’évolution rapide et imprévisible du processus collaboratif. [Trup-
til, 2011] propose l’utilisation du SIM dans ce contexte et donne quelques pistes pour
apporter de l’agilité au système. Il s’intéresse particulièrement à deux caractéristiques :
• la réactivité qu’il définit comme la capacité d’un système à être rapidement opé-
rationnel suite à une demande de modification du processus collaboratif,
• la flexibilité qu’il définit comme étant la capacité d’un système à s’adapter aussi
bien à des modifications extérieures à la réponse (i.e. l’évolution de la crise) qu’aux
modifications internes (i.e. un changement d’acteur ou des problèmes au niveau
des services).
En ce qui concerne la réactivité, il propose d’embarquer la chaine de conception (basée
sur la première itération des transformations de modèles) directement avec le système
de médiation. Chaque transformation de cette chaine de conception est alors accessible
en tant que service et peut être appelée afin de pouvoir s’adapter au changement de
situation en regénérant rapidement un SIM correspondant au nouveau processus. Il en
profite aussi pour proposer des modèles dédiés à la crise et améliorer les transformations
entre eux.
Au niveau de la flexibilité, il est nécessaire d’étudier les différents problèmes qui
peuvent apparaitre lors d’une crise et déterminer les modifications à apporter au système
pour qu’il continue de correspondre à la situation. [Truptil, 2011] propose alors des
mécanismes de détection et d’adaptation du processus collaboratif à la volée utilisant la
chaine de conception embarquée.
Au cours de ces travaux, certaines hypothèses posées plus haut ont pu être levées,
au moins en partie :
• Hypothèse 1 : Afin de concevoir son processus collaboratif, il utilise deux ontolo-
gies : une première qui sert à caractériser une crise et qui contient les conséquences
et les risques liés à la situation de crise et une seconde qui contient la description
des services disponibles ainsi que leurs caractéristiques fonctionnelles (adresse, for-
mat de messages, etc.) et non-fonctionnelles (pré-requis, etc.). Il fait alors l’hy-
pothèse que les liens entre les concepts de ces ontologies peuvent être déduits et
réalise cette opération manuellement. Ces deux ontologies lui permettent de relier
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les services réels aux activités métier là où aucun lien n’était fait dans la première
version décrite précédemment. Malheureusement pour le moment, la réconciliation
entre les concepts d’une ontologie à l’autre est faite manuellement. Le problème
semble donc uniquement déplacé mais un début de solution est proposé. On peut
cependant reprocher l’utilisation d’une ontologie spécifique pour la description des
services alors que des standards existent et qu’ils favorisent l’interopérabilité.
• Hypothèse 3 : Afin de réduire les problèmes de communication, une table de cor-
respondance entre les données a été mise en place. Cette table statique contient les
différentes transformations nécessaires aux services pour communiquer. Les trans-
formations correspondant à chaque couple de services étant potentiellement amenés
à s’enchainer doivent être entrées manuellement en amont de la collaboration et
aucune automatisation n’est possible à ce stade.
• Hypothèse 4 : Les études sur l’agilité ont permis de caractériser les différents pro-
blèmes pouvant amener un changement dans le processus collaboratif et à quel ni-
veau reprendre la conception dans chaque cas. Cela évite de reprendre la conception
depuis le plus haut niveau comme c’était le cas dans la première implémentation
de cette méthodologie. De plus, le choix et la conception retardés permettent de
palier ce genre de problèmes au moment de l’exécution. Les transformations et les
informations sont toujours uniquement descendantes mais les conséquences sur le
travail de conception ont été réduites.
• Hypothèse 5 : Tous les outils ont été exposés sous forme de service web et placés
dans un bus de service. Cela signifie qu’en plus de permettre la création d’interfaces
graphiques unifiées, cela rend possible l’orchestration de la phase de conception de
processus de crise et évite donc à l’utilisateur le lancement successif des différents
outils dans un ordre prédéterminé.
Comme on peut le voir les hypothèses posées ont pour but d’éviter les problèmes d’hé-
térogénéité entre les systèmes mis en jeu. Dans cette seconde itération, la sémantique
a été utilisée par [Truptil, 2011] afin de faire le lien entre les services métiers souhaités
et les services techniques disponibles. Il reste cependant des problèmes tels que l’auto-
matisation des liens entre les concepts sémantiques, la généralisation des mécanismes
proposés ou la transformation de formats de données à la volée [Boissel-Dallier et al.,
2010].
I.2.3 La sémantique des services
La sémantique est initialement une branche de la linguistique qui étudie le sens des
mots. En informatique, on parle de sémantique pour désigner les technologies visant à
rendre le contenu des ressources « compréhensibles » (ou plus simplement interprétables)
par les programmes ou agents logiciels. C’est une branche de la gestion de la connaissance
qui permet une manipulation et un stockage sophistiqués de l’information [Milton, 2008].
Cette information est stockée dans des bases de connaissances appelées ontologies.
[Gruber, 1993] définit l’ontologie comme « une spécification explicite d’une concep-
tualisation d’un domaine de connaissance », c’est-à-dire une description formelle depuis
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un point de vue choisi d’un domaine de connaissance. Une ontologie définit les termes de
base d’un domaine de connaissance ainsi que leurs relations. Elle contient un ensemble de
concepts, leurs attributs, leurs relations et des instances de ces concepts. Les ontologies
(et plus généralement la représentation de connaissances) sont utilisées principalement
à deux fins : l’utilisation d’un vocabulaire de référence et la création de connaissance.
Avec l’utilisation des ontologies, chaque terme a un sens défini pour les utilisateurs de
l’ontologie et même les relations entre deux termes sont connues. Deux programmes fai-
sant référence à un même concept ou deux concepts proches traitent donc de ressources
indentiques ou proches.
On appelle la sémantique des services le domaine s’intéressant au couplage de la
sémantique avec les services web dans le but d’ajouter du sens aux descriptions techniques
existantes. La principale utilisation de la sémantique est l’automatisation des différentes
phases du cycle de vie des services web. [McIlraith and Martin, 2003] liste les phases
automatisables grâce à la sémantique des services web :
• Publication (Publication) : rendre la description de service accessible
• Découverte (Discovery) : localiser un service qui convient pour une tâche donnée
• Sélection (Selection) : choisir le(s) service(s) le(s) plus approprié(s)
• Composition (Composition) : combiner les services afin de réaliser un objectif
• Médiation (Mediation) : résoudre les conflits (Données, Protocoles, Processus)
entre les services
• Invocation (Execution) : exécuter les services suivant l’ordre établi
• Surveillance (Monitoring) : suivre l’évolution du processus
• Annulation (Compensation) : revenir en arrière dans le processus en cas de pro-
blème tout en annulant les actions qui doivent l’être
• Remplacement (Recovery) : remplacer un service par un autre équivalent
Dans le cadre de ces travaux, nous nous intéresserons principalement à l’automatisa-
tion des phases liées à la recherche de services et à leurs interactions. On regardera donc
particulièrement les phases de découverte, sélection, composition, médiation et rempla-
cement. Nos hypothèses nous poussent vers le choix de la sémantique des services car
ce domaine permet de combler le gap sémantique entre les modèles métier et techniques
tout en étant adapté aux briques technologiques utilisées (voir Figure I.1).
I.3 Méthodologie générale
Cette section propose une méthodologie complète permettant de répondre à la fois au
problème de correspondance métier/technique mais aussi aux soucis d’interopérabilité
entre services. Les différents points seront ensuite détaillés dans la suite de ce manuscrit.
I.3.1 Du processus métier au workflow exécutable
Afin de passer d’un processus collaboratif métier à un SIM fonctionnel, il est né-
cessaire de réaliser plusieurs opérations. Si nous considérons comme point de départ la
réception de notre processus métier (ou d’un ensemble de processus, appelé cartographie
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de processus), trois étapes seront nécessaires avant l’obtention du (ou des) workflow(s)
exécutable(s). La Figure I.6 correspond à ce processus de transformation :
1. Dans un premier temps, nous procédons à la réconciliation de services, c’est à dire
la sélection des différents services correspondant aux activités du processus métier.
2. Une fois les services réels sélectionnés (après une validation de l’utilisateur), nous
disposons d’une description technique des entrées/sorties de chacun de ces services.
On s’intéresse alors à la génération des transformations nécessaires à la bonne
communication entre les services. C’est ce que l’on appelle la réconciliation de
données.
3. Enfin, une fois les différentes transformations validées (et potentiellement complé-
tées) par l’utilisateur, nous générons le fichier d’orchestration final dans le langage
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Figure I.6 – Méthodologie générale pour la transformation des processus métiers
Nous nous intéresserons dans ce manuscrit principalement aux deux premières étapes
(les réconciliations de services et de données), la troisième étant une simple transforma-
tion de modèle définie dans la spécification BPMN 2.0 [OMG, 2011]. Pour cela, nous
allons exploiter les différentes possibilités des Services Web Sémantiques (SWS). L’uti-
lisation de ces SWS s’inscrit dans un cadre plus large qui doit inclure la gestion des
ressources sémantiques tels que la gestion des ontologies, apport de sémantique sur les
modèles techniques, etc. La Figure I.7 représente le cadre général que nous avons défini
pour l’utilisation de la sémantique des services.
La méthodologie proposée se décompose en trois parties distinctes :
La gestion des connaissances (ou sémantisation du système) consiste à ajouter au
système les informations sémantiques nécessaires à la réconciliation. Cette phase,
à réaliser sur les SI des partenaires en amont de la collaboration, comprend généra-
lement la création des bases de connaissances, l’annotation sémantique du système
et la mise en relation des concepts.
La réconciliation sémantique consiste à trouver à l’aide des informations séman-
tiques apportées lors de la phase précédente les liens entre les différentes infor-
mations syntaxiques annotées. Dans notre cas, les informations annotées sur les
services et les processus vont nous permettre de trouver un ensemble de services
équivalents aux activités métier de notre processus (réconciliation de services) ainsi
que les transformations de messages nécessaires entre chaque service (réconcilia-
tion de données). Pour cela, on fait généralement appel à un moteur de matching
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Figure I.7 – Méthodologie générale de la sémantique des services web
(ou réconciliateur sémantique ou matchmaker) qui a pour but de trouver pour
les différentes étapes du processus un service (ou un ensemble de services) qui ré-
pond au besoin. Une fois les services réels sélectionnés, le moteur de réconciliation
est en charge de la génération des transformations de données afin d’assurer la
communication entre les services appelés au cours du processus.
La génération des artefacts qui doit fournir au système l’ensemble des fichiers de
configuration nécessaires au fonctionnement de notre bus de service. Ces fichiers
reflètent bien évidemment les résultats des phases précédentes et sont générés au-
tomatiquement à chaque changement dans la collaboration.
Les travaux présentés ici s’intéressant principalement à la réconciliation de services et
de messages, nous nous limiterons à l’apport de la connaissance sur les modèles métiers
(nécessaires à la réconciliation) et à la phase de transformation des modèles métier aux
techniques. Ce manuscrit se limitera donc aux étapes entourées de pointillés sur la Figure
I.7.
I.3.2 Gestion de la connaissance et annotation des modèles
Comme nous l’avons dit plus haut, la phase de gestion de la connaissance est à
faire en amont de la collaboration par chaque partenaire. Les informations la concernant
doivent ensuite être mises à jour quand nécessaire (changement dans le SI, capitalisation
de connaissance, etc.). Cette phase se compose de quatre étapes :
1. Création des ontologies qui doivent contenir au minimum les concepts utilisés dans
la partie publique du SI afin que tous les services mis à disposition pour les diffé-
rentes collaborations puissent être annotés. Trois possibilités s’offrent à nous :
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• Définir les ontologies depuis zéro (approche top-down), sans se préoccuper des
ontologies existantes sur le système. Cela peut être envisagé dans le cas où la
création des bases de connaissance est réalisée en dehors de toute collaboration.
Cela apporte forcement une plus grande indépendance, mais rend son utilisation
au sein de notre méthodologie de génération du SIM plus complexe.
• Utiliser directement les ontologies présentes sur le système, sans spécialiser les
concepts (c’est à dire uniquement en utilisant les concepts fournis). Cela permet
une réconciliation simple puisque les mêmes concepts sont utilisés partout mais le
problème sémantique est éludé. Cela signifierait que tous les partenaires utilisent
exactement les mêmes termes avec les mêmes définitions.
• Spécialiser les ontologies présentes sur le SIM et les utiliser. On peut voir cela
comme une méthode hybride entre les deux premières. Cela permet d’utiliser
son propre vocabulaire tout en gardant un lien fort avec les autres ontologies du
système.
2. Annotation des services et du processus afin d’ajouter au système existant des in-
formations sémantiques, issues des ontologies obtenues à l’étape précédente, sur
les différentes parties fonctionnelles (opérations, entrées/sorties, comportement in-
terne. . . ). Cette annotation sémantique doit se faire si possible en utilisant des
standards existants (voir Figure I.8).




Bus	  de	  services	  Processus	  collabora>f	  
SA-­‐BPMN	  
Figure I.8 – Annotation des services et processus
3. Rapprochement d’ontologies, c’est à dire la mise en commun des bases de connais-
sances afin de relier les concepts des différentes ontologies des partenaires. Si ces
ontologies ont été créées sans lien avec le système existant, cette étape ne peut
pas être automatisée et il est nécessaire de définir manuellement les liens entres
l’ontologie utilisée et les existantes.
4. L’inférence qui va permettre de déduire des différentes bases en commun de nou-
velles instances ou relations entre les concepts. Ces informations sont généralement
déduites par des moteurs d’inférence qui vont utiliser les règles inhérentes au lan-
gage utilisé (par exemple, la réflexivité de la relation d’équivalence entre concepts)
ou par des moteurs de règles qui peuvent exécuter toutes celles définies par l’utili-
sateur.
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I.3.3 Recherche des services couvrant le besoin et gestion de l’inter-
opérabilité
La réconciliation sémantique est la phase qui, pour chaque collaboration, va nous
permettre de transformer nos différents processus métier en orchestrations exécutables.
Cette phase couvre la recherche des services répondant au besoin ainsi que la gestion de
l’interopérabilité et se déroule en trois étapes :
5. La sélection/le classement de services (discovery/ranking) permet de trouver, pour
un besoin spécifique, les services correspondants parmi ceux disponibles sur les SI
des partenaires et retourne un classement. Pour cela, il compare les concepts asso-
ciés aux services grâce aux annotations et ceux fournis pour la recherche en prenant
en compte les équivalences sémantiques et autres propriétés de l’ontologie. Cette
étape permet une réconciliation de service « 1-1 », ce qui implique une granularité
proche entre l’activité recherchée et les services disponibles. Dans notre cas, cela
pourra être utilisé pour trouver un équivalent de service déjà utilisé (remplacement)
mais pas uniquement pour la recherche de processus équivalent qui nécessite une
réconciliation « n-m » en raison de la différence de granularité entre les activités
métier et les services techniques.
5b. La composition de services est une extension de la sélection de services et permet de
trouver, pour un ensemble d’activités l’ensemble de services qui couvre fonctionnel-
lement le besoin. Ici on parle de réconciliation « n-m », c’est à dire que m services
peuvent répondre à n étapes unitaire du processus collaboratif. Comme l’illustre la
Figure I.9, le moteur de matching essaye de trouver des concordances entre les ac-
tivités métier et les services réels disponibles. Pour cela, il compare les annotations
qu’il possède dans chaque modèle en prenant en compte les équivalences séman-
tiques et autres propriétés de l’ontologie. La figure se focalise sur la concordance
sémantique des opérations et des messages mais on peut imaginer une utilisation
de toutes les informations disponibles. Les informations non-fonctionnelles ou évo-
quant le contexte pourraient être utilisées ainsi que les informations de qualité de
services.
6. Création de services de transformation de messages. Les messages échangés par
les services sont en XML. Cela signifie qu’il est possible, à l’aide d’un moteur, de
transformer la structure d’un message ou même de réaliser des conversions direc-
tement entre deux services (voir Figure I.10). On fonctionne de la même manière
que pour la composition de services vu dans l’étape précédente. Le moteur de ré-
conciliation compare les annotations du message de sortie avec ceux du message
attendu par le service suivant et crée une transformation répondant au besoin. On
va s’appuyer pour cela sur des bases techniques supplémentaires qui décrivent les
formats de données.
Pour chacune de ces étapes, on retrouvera généralement une phase amont de configu-
ration et une autre en aval de vérification des résultats. Ces deux étapes sont manuelles
alors que les étapes 5, 5b et 6 peuvent être automatisées (c’est d’ailleurs le but de ces
travaux). Ces étapes sont à réaliser à chaque changement du SI ou de la collaboration.
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Figure I.10 – Principe de la réconciliation de données
I.3.4 Transformation en code exécutable
Enfin, une fois les différentes informations techniques récupérées, il est nécessaire de
générer le code exécutable. Une seule étape est nécessaire ici :
7. La génération des artefacts permet le passage du processus technique (contenant les
descriptions de services à appeler et le fichier d’orchestration) à un bus de service
fonctionnel. Pour cela, nous devons générer les différents fichiers de configuration
JBI (pour Java Bean Integration) nécessaires à l’ESB ainsi que le fichier d’orches-
tration BPEL (pour Business Process Execution Language). Les différentes règles
de transformations à réaliser sont détaillées dans la spécification BPMN 2.0 [OMG,
2011] sous forme de schémas et d’extraits de code. Bien qu’incomplètes, nous consi-
dèrerons ces règles de transformation suffisantes pour notre cas d’utilisation. Nous
utiliserons les travaux de [Rajsiri et al., 2010a] et son implémentation pour les
phases de transformation BPMN 2.0 vers BPEL.
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Nous utilisons BPEL en tant que langage d’exécution pour des raisons pratiques (ou-
tils disponibles) mais il serait tout à fait envisageable d’exécuter directement le BPMN
2.0 à l’aide d’un moteur de workflow adapté. En effet, le méta-modèle BPMN 2.0 in-
tègre l’ensemble des informations nécessaires à l’exécution (information sur les services,
transformations de données, etc.).
I.4 Application à la co-conception : le cas ISTA3
I.4.1 Présentation du projet ISTA3
Le projet ISTA3 (Interopérabilité de 3ème génération pour les Sous-Traitants de
l’Aéronautique) est un projet destiné à améliorer l’interopérabilité de la chaine logistique
des sous-traitants aéronautiques de l’Aerospace Valley afin de faciliter la co-conception.
Ce projet est soutenu par la branche PGSO (Pole France Grand Sud Ouest) d’Interop-
VLab 1, le laboratoire virtuel européen pour l’interopérabilité des entreprises.
I.4.1.1 Objectif du projet
Comme nous l’avons dit en début de chapitre, les entreprises sont de plus en plus
amenées à s’entraider afin de gagner en compétitivité, en particulier dans les domaines
à forte concurrence. Les donneurs d’ordres transfèrent de plus en plus de responsabilités
aux sous-traitants de rang 2 (STR2), en particulier dans la conception de sous-ensembles.
Pour les mêmes raisons, les STR2 transfèrent une partie des responsabilités aux STR3 en
fonction des spécialités de chacun et ainsi de suite. Cela crée des interactions complexes








Figure I.11 – Schématisation des relations entre sous-traitants
En plus de la capacité à établir des relations entre les différents partenaires, il faut
prendre en compte plusieurs points :
• les collaborations sont changeantes avec le temps (arrivée/départ d’un partenaire,
modification du type de collaboration),
1. http ://interop-vlab.eu/
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• chaque partenaire a des méthodes et des outils qui lui sont propres,
• les données des partenaires sont dans des formats différents (souvent propriétaires),
• l’aéronautique est un milieu à forte concurrence, il faut donc avoir une bonne réac-
tivité lors de l’établissement de collaborations ou de changements dans le processus
collaboratif.
Le projet de recherche ISTA3 souhaite réaliser l’interopérabilité selon une approche
fédérée (dite de 3ème génération). Son but est d’utiliser la connaissance pour réduire
l’hétérogénéité entre les systèmes, aussi bien au niveau des données qu’au niveau des
services. Pour cela, il s’appuie sur une approche basée sur la transformation de modèles
afin de trouver les services techniques correspondants aux activités métier déterminées
lors de la modélisation des différents partenaires [Boissel-Dallier et al., 2012].
I.4.1.2 Cas d’utilisation
Le cas d’utilisation choisi dans le cadre de ce projet, et qui nous servira d’exemple fil
rouge tout au long de ce manuscrit, couvre la collaboration entre deux sociétés de l’Ae-
rospace Valley : JTT, producteur de pièces composites pour l’aéronautique, et Sysmeca,
fabricant de moules et sous-traitant de JTT. Ces deux sociétés sont respectivement STR2
et STR3 de la société Airbus, constructeur aéronautique européen basé dans la banlieue
de Toulouse. Cet exemple traite de la co-conception d’un moule entre ces deux acteurs,
depuis la demande de devis grossier jusqu’à la facturation en passant par la production.
Un certain nombre d’aller-retours entre ces partenaires est nécessaire pour arriver au






































































































Nicolas Boissel 1 of 1 01.07.2012
Figure I.12 – Vue d’ensemble des échanges entre JTT et Sysmeca à travers le SIM
Cette collaboration, en place depuis plusieurs années, est actuellement réalisé en-
tièrement par les utilisateurs compétents et les différents échanges en jeu sont fait ma-
nuellement ou à l’aide de moyens de communication pas forcement adaptés (téléphone,
e-mails). En plus de poser des problèmes d’interopérabilité (documents dans des for-
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mats divers, incompatibilité des versions des logiciels), cette collaboration n’a pas été
conçue pour s’adapter au changement (départ/arrivée d’un partenaire, changement dans
le SI, etc.). Le projet ISTA3 propose pour palier ces problèmes une méthodologie com-
plète permettant la modélisation de la collaboration puis son exécution sur les SI des
partenaires.
I.4.2 La démarche générale
Le projet propose une démarche complète dirigée par les modèles, basée sur les
travaux de [Bourey et al., 2007], [Touzi, 2007] et [Truptil, 2011], et adaptée aux besoins
du projet ISTA3 ( [Ducq et al., 2011]). Les différents niveaux d’abstraction utilisés dans
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Figure I.13 – Démarche générale du projet ISTA3
Le Computer Independant Model (CIM) est le modèle décrivant le niveau métier.
Il s’intéresse à la représentation des interactions entre les entreprises, y compris les
échanges de données, les ressources exposées, etc. Il a été décidé pour ce projet de
découper ce niveau en un CIM-haut, qui permet de modéliser le fonctionnement
interne de chaque partenaire indépendamment, et un niveau appelé CIM-bas, foca-
lisé sur les processus collaboratifs, et en particuliers les parties interagissant avec
les SI des entreprises. Ces deux premiers modèles sont modélisés à l’aide de la
méthode GRAI [Doumeingts et al., 2000] et du langage homonyme développés par
l’université de Bordeaux I. Ce méta-modèle étant limité aux couches métiers, le
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modèle de collaboration est ensuite exprimé à l’aide du langage de modélisation
de processus BPMN 2.0. Ce formalisme avancé couvre la majeure partie de la
vue fonctionnelle et une partie des vues organisationnelle, informationnelle et des
ressources des entreprises et ce du niveau métier au niveau technologique.
Le Logical Model (LM) correspond au méta-modèle du SIM métier, couplant l’ap-
proche SOA et notre approche par médiation. D’une part, il prend en compte le
couplage faible entre les composants, dont on ne voit alors que les parties pu-
bliques. D’autre part, il intègre les spécificités du médiateur (logique du processus
centralisé, ajout de fonctionnalités), permettant la création de notre SIM.
Le Platform Independant Model (PIM) est le modèle correspondant au méta-modèle
précédent. C’est une projection du CIM sur celui-ci. Il s’intéresse aux interactions
entre les différentes entités fonctionnelles du SIM sans se préoccuper des plate-
formes techniques qui seront utilisées lors de l’implémentation. Tout comme pour
le niveau CIM, c’est le méta-modèle BPMN 2.0 qui a été choisi. Cette fois, en plus
des deux parties (appelées « pool ») correspondant aux partenaires, on en retrouve
une dédiée au médiateur, en charge de la coordination entre les partenaires, et de
l’interopérabilité entre systèmes ainsi que des fonctionnalités non couvertes par les
SI.
Le Platform Model (PM) est le méta-modèle technique. Il décrit ici la plateforme sur
laquelle le système va être exécuté (système d’exploitation, programmes utilisés,
langages de programmation, etc.). Dans notre cas, il s’agit du bus de service (ESB)
Petals ainsi que des différents services proposés par les différents partenaires.
Le Platform Specific Model (PSM) est le modèle correspondant au niveau tech-
nique qui contient l’ensemble des informations nécessaires à l’exécution sur la pla-
teforme finale. C’est ici aussi une projection du PIM sur le PM. Il permet de décrire
le processus réel avec les références nécessaires aux différents appels de services, aux
transformations indispensables aux échanges de messages, etc. Le langage BPMN
2.0 permet d’enrichir directement le modèle précédent avec ces différentes infor-
mations.
Le code est le dernier niveau, celui qui sera exécuté sur la plateforme cible. Dans notre
cas, les différents services seront appelées à l’aide d’un orchestrateur de service
fourni par le même éditeur que l’ESB afin de faciliter l’intégration finale. Cet or-
chestrateur, comme la majorité de ceux disponibles en licence open-source, utilise
le langage BPEL (Business Process Execution Language). En plus des fichiers d’or-
chestration, il est nécessaire de disposer des fichiers de configuration permettant
l’intégration des services web au sein du bus de service. Ces derniers utilisent le
standard JBI (Java Business Integration), langage dédié à l’implémentation de
solutions SOA.
Bien que le projet se soit intéressé à la gestion de la collaboration depuis sa modélisa-
tion métier (CIM-haut) jusque son exécution sur les SIs des partenaires, la suite de cette
thèse se focalisera sur le passage du modèle de SIM métier BPMN 2.0 (PIM) jusqu’au
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modèle technologique (PSM). La transformation du PSM vers le code final étant décrite
dans [OMG, 2011], nous ne reviendrons pas dessus dans ce manuscrit. Il en va de même
pour les fichier de configuration JBI, simples liens vers les services choisis lors du passage
au PSM.
I.4.3 L’exemple en détails
I.4.3.1 Le processus collaboratif
Les différentes phases de modélisation et de transformation aboutissent au modèle
PIM présenté en Figure I.14 et disponible en grand format en Annexe A (Figure A.1).
On y retrouve le médiateur, responsable de la logique de la collaboration, et les deux
pools des partenaires contenant les services métiers attendus de part et d’autre. À ce
stade, nous ne nous sommes pas encore intéressés aux services réels couvrant le besoin
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Figure I.14 – Vue détaillée du processus logique (PIM) de la collaboration JTT/Sysmeca
Le processus BPMN 2.0 représenté ici couvre de la demande de collaboration de
JTT jusqu’à la création de la commande. Bien que le projet s’intéresse aussi aux phases
suivantes de la collaboration (production, validation qualité et facturation), cet exemple
est suffisant pour illustrer la complexité du processus et de la réconciliation de services
et données proposée dans ce manuscrit.
Le projet ISTA3 a fait l’hypothèse que la granularité des activités métier est identique
à celle des services technique, ce qui a permis de s’affranchir de la composition de services
(« 1-n » ou « n-m »). Comme nous l’avons expliqué dans ce chapitre, les travaux présentés
ici tentent d’aller plus loin en levant cette hypothèse. L’exemple ci-dessus ne permettant
pas d’illustrer la composition de services, des modifications y seront donc apportées dans
la partie concernée afin d’expliquer notre démarche tout en restant proche de l’exemple
initial.
I.4.3.2 Les services disponibles
En parallèle de la modélisation du processus, nous nous sommes intéressés aux parte-
naires. Les deux sociétés n’étant pas matures du point de vue du SI, aucun services Web
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n’était disponible en début de projet. Le projet faisant l’hypothèse d’une granularité
identique entre les activités métier et les service Web, chaque activité des partenaires
a mené à la création d’un service technique dédié. Afin de simuler les problèmes d’in-
teropérabilité, les modèles de données suivent des règles différentes. Ainsi, les services
de JTT utilisent au mieux les formats de données fournies par le standard XML au
sein de balises dont les noms sont en français alors que ceux de Sysmeca se basent sur
des formats spécifiques (uniquement indiqués en tant que chaines de caractères dans les
descriptions), hiérarchisés à l’aide de balises en anglais.
La Section A.1 de l’Annexe A contient les modèles de données et descriptions WSDL
correspondant aux services de création de devis pour Sysmeca et de traitement du de-
vis pour JTT. Ces services nous accompagneront tout au long de l’explication de notre
démarche de réconciliation afin de l’illustrer le plus simplement possible. On retrouve
sur ces descriptions les différences de nommage et de choix de formats présentés précé-
demment ainsi que des informations sémantiques annotées que nous présenterons dans
le chapitre suivant.
I.5 Conclusion
Ce chapitre présente dans un premier temps le contexte de notre étude et la pro-
blématique associée avant de proposer une méthodologie capable d’y répondre. Le cas
d’utilisation, traitant de la co-conception en aéronautique et tiré du projet ISTA3, est
ensuite détaillé dans le but de servir d’exemple fil rouge dans la suite de ce manuscrit.
Avec l’évolution de l’écosystème industriel, la capacité des entreprises à collaborer est
devenue cruciale pour leur survie. Cette collaboration se doit d’être réactive (afin de saisir
les opportunités qui se présentent) et flexible (pour s’adapter aux changements). Afin de
supporter cette collaboration, un système agile et ouvert sur l’extérieur permettant de
supporter les différents processus des entreprises semble nécessaire. Nous proposons pour
cela, la création d’un Système d’Information de Médiation, en charge de la gestion de la
collaboration et de l’interopérabilité entre les différents SI des partenaires. La conception
d’un tel système repose sur deux phases : (i) la définition de la cartographie de processus
métier répondant au besoin, généré depuis la caractérisation de la situation collaborative
(compétences des partenaires, objectif, etc.) ; (ii) la transformation de cette cartographie
en un ensemble de workflows exécutables, utilisant les différentes applications (services)
mis à disposition par les partenaires.
Les travaux présentés ici s’intéressent à cette seconde phase. Cette transformation
s’articule autour de deux problématiques : Comment sélectionner les services techniques
répondant aux besoins métier exprimés dans la cartographie ? Quels mécanismes peut-on
mettre en place pour s’assurer de la bonne communication entre ces services et ainsi
garantir l’interopérabilité entre les SI en jeu ?
Ces problèmes semblent tous deux liés à un manque de sémantique dans les modèles
employés. Nous proposons donc une méthodologie, basée sur les technologies séman-
tiques, qui se décompose en trois étapes :
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1. L’ajout de connaissance qui se déroule en amont de toute collaboration, et qui
consiste à modéliser au sein d’ontologies la connaissance que l’entreprise souhaite
partager, puis d’annoter ces concepts sur les différents modèles techniques. Le Cha-
pitre II détaille cette étape, depuis le choix des méta-modèles jusqu’aux mécanismes
d’annotation.
2. La réconciliation des services et données qui permet à la fois le rapprochement entre
les activités métier et les services techniques, et la génération des transformations
de messages nécessaires à la communication entre ces services. Les mécanismes
de réconciliation de services et de données sont détaillés respectivement dans les
Chapitres III et IV.
3. La génération du code exécutable, simple compilation des informations déduites à
l’étape précédente. Cette étape, sans valeur ajoutée dans le cadre ce ces travaux,
n’est pas détaillée dans ce manuscrit.
Les travaux présentés ici ont été en partie réalisés dans le cadre du projet ISTA3. Ce
projet s’est intéressé au support de la collaboration à l’aide d’un système de médiation
basé sur une approche fédérée de l’interopérabilité. Le cas d’étude utilisé au cours de ce
projet, qui couvre l’ensemble de la collaboration entre un fabricant de pièces composites
et son sous-traitant, nous servira d’exemple tout au long de ce manuscrit.
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Dans un premier temps nous allons faire un rappel sur la sémantique et les stan-
dards associés avant de nous intéresser aux besoins de sémantique pour notre utilisation.
Nous présenterons ensuite un profil sémantique pivot qui nous servira de lien entre les
différents niveaux d’abstraction et leurs formalismes respectifs. Enfin, nous étudierons
les standards existants pour l’annotation sémantique des services et des processus afin
de compléter les modèles syntaxiques.
II.1 La sémantique et les ontologies
Comme nous l’avons dit précédemment, une ontologie définit les termes de base d’un
domaine de connaissance ainsi que leurs relations. Les ontologies, et plus généralement la
représentation de connaissances, sont utilisées principalement à deux fins : l’utilisation
d’un vocabulaire de référence et la création de connaissance. Nous utiliserons princi-
palement dans nos travaux les informations contenues dans les ontologies en tant que
vocabulaire de référence. L’Annexe B présente cependant un exemple de création de
contenu via une utilisation simple des moteurs de règles afin d’en montrer les possibili-
tés. Cette section présente dans un premier temps les standards relatifs à la sémantique
et aux ontologies puis les différents types d’ontologies que nous allons utiliser pour ces
travaux.
II.1.1 Les standards
Il existe plusieurs langages de représentation d’ontologies, chacun ayant ses spéci-
ficités et permettant d’exprimer plus ou moins d’information sur les concepts et leurs
liens.
Resource Description Framework (RDF) est un langage standardisé de repré-
sentation d’informations pour les ressources [Manola and Miller, 2004]. Il a été choisi
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comme base du Web Sémantique par le W3C et peut être écrit en XML ou dans une
syntaxe différente (e.g. Turtle 1 [Beckett and Berners-Lee, 2011]). Un fichier RDF est
composé d’un ensemble de triplets {sujet, prédicat, objet} que l’on peut aussi voir sous
la forme {ressource, propriété, valeur}. Ce langage permet d’apporter de l’information
en caractérisant une ressource définie par une URI 2 (Uniform Resource Identifier). Il
faut noter que la valeur de la propriété peut aussi être une ressource d’un autre triplet.
RDF n’est pas un langage d’ontologie au sens propre du terme car l’information
ajoutée n’est pas définie en tant que concept mais c’est un premier pas vers la sémantique.
On y retrouve entre autre la définition des relations entre ressources. Cette structure
générique va servir de base aux langages d’ontologies présentés par la suite, RDF-S en
tête.
RDF-Schema (RDF-S) est une extension de RDF qui permet la création d’onto-
logies, c’est-à-dire la modélisation des connaissances et du vocabulaire d’un domaine
spécifique en décrivant l’univers du discours [Brickley and Guha, 2004]. Pour cela, il
ajoute les notions de classes et d’instances de classe. Il permet aussi de hiérarchiser les
classes et propriétés ainsi que de définir des gammes de valeurs pour les propriétés.
RDF-S fourni un langage primitif pour la modélisation d’ontologies. Il est limité à la
définition de classes/sous-classes et de propriétés/sous-propriétés ainsi que de plages de
valeurs pour ces dernières. Voici un exemple décrivant le concept d’ « Humain » et celui












Code II.1 – Exemple de code RDF-S
La définition d’un domaine permet ensuite le raisonnement et la création de connais-
sances (voir Annexe B). Dans l’exemple précédent, on peut par exemple déduire que « Si
#Femme est une sous-classe (rdfs:subClassOf) d’#Humain, alors toutes les instances
de #Femme sont aussi des instances d’#Humain ». On y retrouve les mêmes notions
qu’en modélisation objet.
1. Turtle : syntaxe RDF qui étend N-Triple et Notation3, deux autre langages de description de
ressources
2. URI : chaine de caractère qui permet d’identifier une ressource sur un réseau. Les URI sont définies
par la RFC 3986 disponible à l’adresse : http ://tools.ietf.org/html/rfc3986
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Bien que RDF-S permette déjà de modéliser un domaine, le W3C s’est penché sur
la création d’un langage plus expressif, permettant de modéliser plus précisément un
univers de discours.
Web Ontology Language (OWL) est un dialecte XML basé sur RDF-S et dérivé
de DAML+OIL [Connolly et al., 2001]. Il a été proposé par le groupe de travail Web-
Ontology du W3C [Bechhofer et al., 2004]. Ce langage se veut donc plus expressif et
ajoute les notions de cardinalité, d’équivalence, d’inverse, de restriction, de version, d’in-
tersection, etc. [McGuinness and van Harmelen, 2004]
Trois sous-langages sont définis à partir du même méta-modèle :
• OWL-Lite est le moins expressif des trois mais aussi celui qui permet les raisonne-
ments les plus rapides. Cette version interdit l’utilisation de certaines propriétés
(owl:complementOf, owl:unionOf, etc.) et restreint les valeurs possibles pour cer-
taines autres. Par exemple, les valeurs possibles pour les cardinalités ne sont que
0 et 1.
• OWL-DL pour « Description Logic » est un langage plus expressif qu’OWL-Lite
mais qui reste décidable 3 et dont les raisonnements se déroulent dans un temps
fini. Il autorise toutes les fonctions définies dans le langage OWL mais pose encore
quelques restrictions quant à leurs utilisation, principalement l’impossibilité pour
un concept d’être à la fois une classe et une instance de classe.
• OWL-Full est destiné aux utilisateurs souhaitant un maximum d’expressivité, au
détriment des garanties de décidabilités. Il permet l’utilisation de toutes les pro-
priétés OWL, sans aucune restriction sur les valeurs. La même classe peut ainsi
être à la fois une collection d’individus et un individu à part entière. Actuelle-
ment, aucun raisonneur ne supporte la totalité des fonctionnalités d’OWL-Full et
aucune étude n’a permis de trouver un algorithme de raisonnement exhaustif pour
ce sous-langage.
Il faut noter que chaque sous-langage est une extension du précédent. On en déduit
que toute ontologie OWL-Lite est une ontologie OWL-DL et toute ontologie OWL-DL










Code II.2 – Exemple de code OWL-DL
3. Décitabilité : on dit d’un problème qu’il est décidable quand on peut prouver qu’il existe une
méthode pour trouver la solution en un nombre fini d’étapes
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Cet exemple décrit le concept d’homme (« #Homme »). Ce concept est défini comme
l’intersection de la classe humain (« #Humain ») et de la propriété sexe dont la valeur
doit être masculin (« #aPourSexe » doit avoir la valeur « #Masculin »). Toute instance
qui regroupe ces conditions deviendra automatiquement lors du raisonnement une ins-
tance de « #Homme ».
OWL-DL est le langage d’ontologie décidable le plus expressif. Ses apports, prin-
cipalement les notions d’équivalence et de contraire, en font un langage idéal pour le
rapprochement de concepts à travers de multiples ontologies tout en garantissant des
temps de raisonnement fini. De plus, ce langage est utilisé dans les travaux existants et
en cours du laboratoire ( [Rajsiri, 2009], [Truptil, 2011] et [Mu et al., 2011]). Le choix
d’OWL-DL permet donc de couvrir le besoin fonctionnel tout en garantissant l’unifor-
mité entre les différents travaux de l’équipe.
II.1.2 Les types d’ontologies utilisés
Dans le cadre de nos travaux plusieurs types d’ontologies vont nous être utiles. Cha-
cune d’entre elles va contenir des concepts spécifiques et aura donc un rôle particulier
pour la réconciliation sémantique. La Figure II.1 représente le positionnement de ces
trois types d’ontologies par rapport aux niveaux d’abstraction définis dans la méthodo-
logie générale et à différents domaines métier (e.g. ici la production, la conception et la
logistique).
























Figure II.1 – Types d’ontologies utilisées
L’ontologie de domaine contient les concepts relatifs à un domaine particulier et en
couvre les différents niveaux d’abstraction. On doit y retrouver les concepts couvrant les
différentes fonctions proposées/recherchées par l’entreprise et les données métier y étant
associées. Ces concepts, indépendants du niveau d’abstraction, vont nous permettre de
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faire le lien entre les activités métiers et les services techniques afin de passer du modèle
métier au technique (du PIM au PSM dans le projet ISTA3).
Exemple : Dans le cas du projet ISTA3, l’ontologie de domaine va contenir les concepts
traitant de la conception, du cycle de vie de la collaboration et des matériaux composites
(voir Figure A.2 de l’Annexe A). On y retrouve d’une part les concepts liés aux diffé-
rentes activités des partenaires, tels que la création de devis (« #Create_estimate ») ou
le traitement de la facture (« #Treat_invoice ») et d’autre part ceux relatifs aux docu-
ments ou informations pouvant transiter entre les partenaires, par exemple un croquis
(« #Sketch ») ou un document de non-conformité du moule (« #Nonconformity »). Cette
ontologie a été utilisée directement par les différents partenaires de la collaboration bien
qu’ils aient aussi pu choisir de s’en inspirer pour créer la leur ou simplement partir de
zéro.
L’ontologie technique contient les concepts relatifs aux formats de données, indé-
pendamment de tout domaine d’application. Cette couverture technique multi-domaines
(SIM technique ou PSM principalement) va nous permettre de rapprocher les entrées-
sorties des services techniques des différents partenaires afin d’assurer l’interopérabilité
des systèmes. Chaque concept, relatif à une unité de mesure, un type de métadonnée ou
autre (e.g. une date) peut alors posséder plusieurs instances, chacune faisant référence
à un formalisme précis (e.g. Date SQL, Date XML, etc.).
Exemple : L’ontologie technique utilisée dans ISTA3 est présentée en Figure A.3 de
l’Annexe A. On y retrouve principalement les concepts relatifs aux méta-données (sur
les documents, les personnes, etc.) ainsi que les unités de mesures classées selon leur type
(unité de temps, d’espace, etc.). Chaque concept est ensuite détaillé sous formes d’ins-
tances correspondant aux formats ou unités possibles. On retrouvera par exemple pour le
concept de longeur (« #Length ») les unités classiques : le centimètre (« #Centimeter »),
le pouce (« #Inch »), etc.
Cette ontologie étant non dépendante du domaine, elle peut être utilisée dans n’im-
porte quel autre cas d’utilisation. Elle est pour l’instant non exhaustive mais peut être
complétée en amont de toute collaboration avec les différents concepts et instances cou-
vrant entre autre les principaux standards/unités du système international. Cette onto-
logie peut-être utilisée par les différents partenaires de la collaboration pour l’annotation
des services techniques et doit être complétée en cas d’utilisation de formats exotiques
ou si des valeurs sont exprimées en unités hors du système international.
Les ontologies de services permettent de décrire sémantiquement un service en
associant des concepts provenant des ontologies précédentes aux composants techniques
(opération, entrées/sorties, etc.). Ces ontologies ne sont pas des bases de connaissance
comme les deux ontologies précédentes mais de simples modèles de description y faisant
référence. A chaque service sera associé son ontologie de service, chacune indépendante
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des autres mais liée aux ontologies de domaine et technique. Les ontologies de service
sont définies dans la Section II.3.
II.2 Proposition d’un profil sémantique pivot
Le rapprochement de modèles métier et techniques nécessite des liens exploitables
entre eux. Dans cette optique, et comme nous l’avons expliqué dans le chapitre précédent,
notre approche propose d’utiliser les informations sémantiques et syntaxiques extraites
de ces deux niveaux d’abstraction, chaque niveau pouvant être exprimé selon plusieurs
formalismes. Afin de faciliter le traitement de ces informations, i.e. la réconciliation entre
les activités métier et les services techniques, nous avons défini un méta-modèle séman-
tique pivot. Les informations sémantiques et syntaxiques correspondant aux modèles
décrivant les activités métier et les services techniques peuvent alors être exprimées en
utilisant ce profil pivot. Cette section se propose d’étudier les besoins liés à ce profil sé-
mantique pivot et de proposer un méta-modèle répondant à ce besoin, indépendamment
des standards utilisés de part et d’autre par les partenaires.
II.2.1 Analyse du besoin
Le profil sémantique que nous souhaitons définir a pour but de faciliter la réconci-
liation de services, servant de pivot entre les activités métier et les services techniques.
Il doit donc contenir assez d’information pour permettre au moteur de réconciliation de
différencier les services entre eux et de proposer à l’utilisateur celui (ou ceux) correspon-
dant à l’activité métier attendue. On considèrera alors que plus deux profils sémantiques
sont proches, plus l’activité métier et le service technique correspondant le sont.
Bien que la granularité des concepts en jeu soit différente entre les niveaux d’abs-
traction, la nature des éléments à rapprocher est semblable. On recherche d’un coté une
activité répondant à un besoin (dont le comportement interne est potentiellement décrit)
agissant sur des entrées/sorties métier et de l’autre des services techniques répondant à
des besoins (dont le comportement interne peut aussi être décrit suivant le formalisme
utilisé) et traitant des données techniques. On distingue donc trois parties distinctes,
communes aux deux niveaux d’abstraction : les entrées, la fonction (ce que propose le
service ou ce qu’est attendu pour l’activité) et les sorties. Chaque partie doit pouvoir
être associée à un nom syntaxique et à un ou plusieurs concepts sémantiques permettant
une description complète et un traitement ultérieur.
Concernant les informations sémantiques associées aux fonctions, nous souhaitons
proposer un profil capable de fournir les informations nécessaires à une composition de
service « 1-n » ou « n-m ». Il peut donc être intéressant d’ajouter à notre profil un méca-
nisme de description du comportement interne, composé d’une ou plusieurs séquences de
fonctions unitaires (comme on peut le voir dans des formalismes tels que WSMO-Lite,
présenté plus loin), afin de rendre ce mécanisme réutilisable dans des contextes plus
complexes. Ici aussi, la fonctionnalité recherchée, ainsi que chaque activité unitaire de
la description interne doit pouvoir être associée à un ou plusieurs concepts sémantiques
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ainsi qu’à un nom syntaxique.
Concernant les entrées/sorties, seule une description des éléments (documents ou
données) la composant semble nécessaire. Il peut cependant être intéressant, afin de
pouvoir exprimer des données métier complexes, que le méta-modèle pivot permette
une description hiérarchique de ces entrées/sorties. Ce profil pivot n’a pour but que de
faire le lien entre les deux niveaux d’abstraction et ne servira pas à la réconciliation
de données (qui elle utilisera les concepts techniques pour faire le lien entre les formats
et unités de données). Il contiendra donc principalement des concepts provenant de
l’ontologie de domaine. La réconciliation de données, qui elle se basera aussi sur les
concepts techniques, se basera directement sur les descriptions de services, plus précises
pour décrire les formats de données et surtout décrite dans un même méta-modèle pour












Figure II.2 – Représentation des besoins en sémantique pour le modèle pivot
La Figure II.2 résume nos besoins concernant la couverture de notre profil sémantique
pivot. Trois parties sont nécessaires : les entrées, les sorties et la fonction qui peut être
détaillée sous la forme de séquence(s) de fonctions unitaires. Les entrées/sorties peuvent
être composées d’un ou plusieurs éléments distincts, exprimés ou non sous une forme
hiérarchique. Ce profil doit être compatibles avec les différents méta-modèles utilisés par
l’utilisateur, aussi bien pour les annotations des processus métiers (voir Section II.3) que
des services techniques (Section II.4.2.3).
II.2.2 Présentation du profil sémantique adapté
Sur la base de l’analyse du besoin présentée ci-dessus, un méta-modèle du profil
sémantique a été développé, représenté en Figure II.3 sous la forme d’un diagramme
de classes UML, afin de rester indépendant de toute implémentation. On y retrouve les
différents éléments de la Figure II.2.
Chaque profil, correspondant suivant le cas à une activité métier ou à une opéra-
tion d’un service technique, est représenté par la classe SemanticProfile. Le profil est
ensuite potentiellement composé d’une fonction, d’une entrée et d’une sortie. La fonc-
tion, décrite sous la forme d’une SemanticFunction peut être décomposée au besoin
en fonctions unitaires (UnitFunction). L’entrée et la sortie peuvent être décrites sous
la forme d’une hiérarchie d’éléments (SemanticElement) dont certains peuvent être op-
tionnels. Les différentes classes de représentation sémantique sont composées d’un nom
syntaxique et d’un ensemble de concepts sémantiques, issues de l’ontologie de domaine,
associés sous la forme d’une liste d’URI. Chaque profil peut être associé à un partenaire
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Figure II.3 – Représentation UML du profil sémantique
de la collaboration, responsable de l’activité ou du service. Ce partenaire peut être le
médiateur lui-même.
II.3 Annotation des services
Dans la section précédente, nous avons vu les différents standards de représentation
d’ontologies. Ils permettent de modéliser les concepts et le vocabulaire d’un domaine
particulier mais jusqu’ici aucun lien n’a été fait avec les services web. Cette section
s’intéresse justement aux différentes représentation de la sémantique des services. Après
une étude de l’existant, nous allons choisir la ou les représentations les plus adéquates
pour notre problème et nous détaillerons le lien entre ce(s) représentation(s) et le méta-
modèle pivot présenté dans la section précédente.
II.3.1 Analyse des représentations existantes
Deux approches pour la sémantisation des services ont été étudiées : l’approche des-
cendante (on parlera d’approche « top-down ») et l’approche ascendante (on utilisera le
terme « bottom-up »). Alors que l’approche top-down s’intéresse à la définition de nou-
veaux méta-modèles dédiés à la description des SWS, l’approche bottom-up cherche à
étendre les méta-modèles de descriptions existants à l’aide de mécanismes d’annotation.
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II.3.1.1 L’approche descendante (top-down)
Le principe de l’approche top-down est de partir d’un point de vue global pour
ensuite s’intéresser aux détails plus techniques. Dans notre cas, cela implique de définir
de nouveaux méta-modèles (souvent sous la forme d’une ontologie de haut niveau) pour
la description sémantique de services, sans se baser sur l’existant, i.e. les descriptions de
service WSDL. L’avantage de cette méthode pour la création de standards de sémantique
des services est que le résultat répond parfaitement aux attentes et est optimisé pour
la composition et la découverte de services web. En effet, en s’abstrayant des standards
existants, il est possible de prendre en considération tous les besoins et toutes les données
nécessaires à la réconciliation de services.
En contrepartie, cette approche implique un gros travail d’adaptation pour les ser-
vices et descriptions existants sur les systèmes des partenaires. En effet, tous les services
déjà mis à disposition sur les différents SI devront être mis à jour, leurs descriptions
refaites en respectant les nouveaux standards.
Parmi les différents travaux basés sur cette approche, deux standards se démarquent :
OWL-S et WSMO. Nous ne présenterons ici que la vision globale des deux standards
(les méta-modèles de plus hauts niveaux). Ces standards peuvent être vus comme des
cadres de travail (frameworks) structurants pour l’utilisation de la sémantique pour les
services.
OWL-S (pour Semantic Markup for Web Services) est un standard proposé par l’agence
américaine DARPA [Martin et al., 2004]. OWL-S a été la première ontologie majeure
pour la description de SWS. Comme son nom peut le laisser penser, OWL-S est basé sur
le langage OWL. Ce méta-modèle permet de décrire un Service Web Sémantique dans
son intégralité sous la forme d’une ontologie et rend ainsi possible l’automatisation des
étapes du cycle de vie des services (composition, invocation, etc.).
Figure II.4 – Méta-modèle de plus haut niveau de OWL-S [Martin et al., 2004]
La Figure II.4 représente le méta-modèle de plus haut niveau de OWL-S qui propose
une description du service selon trois notions :
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• ServiceProfile : ce que fait le service, ses entrées/sorties, ses prérequis, les aspects
non-fonctionnels (e.g. la qualité de service), etc.
• ServiceGrounding : les points d’accès du service (protocole, format des messages,
etc.). Ces informations correspondent aux données syntaxiques présentes dans le
fichier de description classique.
• ServiceModel : comment le service fonctionne (le contexte des requêtes, les mé-
thodes utilisées, son comportement interne, etc.).
Les concepts ServiceProfile et ServiceModel permettent donc de décrire les aspects sé-
mantiques du service (aussi bien fonctionnellement que non-fonctionnellement) alors que
ServiceGrounding s’intéresse à la description technique du service, dont les informations
sont habituellement présentes dans le fichier de description WSDL.
WSMO (pour Web Service Modeling Ontology) est quant à lui proposé par le groupe
de travail de l’European Semantic Systems Initiative (ESSI) [Roman et al., 2005]. C’est
ici aussi une ontologie de service qui se veut un framework pour l’utilisation de SWS.
Il est basé sur le langage WSML [de Bruijn et al., 2005b] et se décompose en quatre
composants principaux (représentés sur la Figure II.5) :
• Ontologies regroupe la définition des différents concepts (terminologie) utiles pour
la description du service. Ces concepts peuvent ensuite être utilisés dans les trois
composants suivants,
• WebServices permet de décrire sémantiquement le service (interface, fonctionnali-
tés et comportement interne),
• Goals représente le but du service du point de vue utilisateur, c’est-à-dire le but
de l’utilisateur lorsqu’il exécute ce service,
• Mediators regroupe les descriptions relatives aux formats de données, aux processus
et protocoles dans le but de résoudre les problèmes de communication,
Figure II.5 – Méta-modèle de plus haut niveau de WSMO [de Bruijn et al., 2005a]
II.3.1.2 L’approche ascendante (bottom-up)
À l’inverse, l’approche bottom-up cherche le moyen d’ajouter par extension les fonc-
tionnalités recherchées à l’existant, i.e. des descriptions de services WSDL (dans sa
version 1.1 [Christensen et al., 2001] ou 2.0 [Chinnici et al., 2007]) et des descriptions
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XML Schema [Fallside and Walmsley, 2004], le moyen d’y ajouter des fonctionnalités
par extension. Le but de cette approche est de faciliter la migration à partir d’un sys-
tème déjà en place et de le faire évoluer pour augmenter sa palette de compétences.
En contrepartie, cette approche limite les possibilités apportées puisque le mécanisme
d’extension doit être compatible avec les technologies initiales. Cette approche permet
de faire évoluer les systèmes existants à moindres frais. Ici aussi, plusieurs standards se
démarquent, parmi lesquels on peut citer : SAWSDL et WSMO-Lite. Ces standards se
basent sur un principe d’annotations permettant d’utiliser les anciennes descriptions de
services.
SAWSDL (pour Semantic Annotations for WSDL and XML Schema) est une ex-
tension de WSDL (1.1 et 2.0) qui formalise la représentation de concepts sémantiques
directement dans les descriptions de service. Ce standard est indépendant des technolo-
gies sémantiques, i.e. tout langage ontologique peut servir d’annotation dans le WSDL.
Il ajoute simplement des attributs aux différentes balises WSDL et XML Schema (XSD)
présentes initialement dans le fichier de description. Trois nouveaux attributs sont dis-
ponibles, chacun prenant en argument une ou plusieurs URI (séparées dans ce cas par
des espaces), correspondant à un ou plusieurs concepts sémantiques. Ces attributs, re-







Code II.3 – XML Schema des attributs SAWSDL [Farrell and Lausen, 2007]
• L’attribut modelReference est une simple référence aux concepts sémantiques
pointés par les URI en argument. Ces concepts, provenant de n’importe quelle
ontologie intégrée au fichier WSDL ou provenant d’un fichier externe, décrivent
sémantiquement la balise sur laquelle ils sont attachés. modelReference peut-être
ajouté à n’importe quelle balise extensible du WSDL ou du XML Schema bien que
la recommandation ne définisse pas son sens pour toutes les balises cibles. Seules
les annotations sur les balises wsdl:interface, wsdl:operation, wsdl:fault,
xs:element, xs:complexType, xs:simpleType et xs:attribute ont du sens car
ce standard a été développé dans le but de décrire les interfaces (opérations, en-
trées/sorties), indépendamment de toute implémentation. Cependant, rien n’inter-
dit l’utilisation de l’attribut dans les autres parties du WSDL.
• L’attribut liftingSchemaMapping fait référence à un fichier de transformation (ou
une partie) qui peut être écrit en XSLT [Clark, 1999], SPARQL [Prud’hommeaux
and Seaborne, 2008] ou tout autre langage de transformation ou de requête. Cet
attribut peut être utilisé sur les éléments et les types (simples et complexes) des
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XSD et correspond à la transformation de l’élément ou du type annoté en son
équivalent sémantique.
• L’attribut loweringSchemaMapping est similaire à liftingSchemaMapping à part
qu’il correspond à la transformation inverse, i.e. d’un ensemble de concepts séman-




Figure II.6 – Représentation des attributs de l’extension SAWSDL
Le choix prit par SAWSDL de ne pas limiter son utilisation à un formalisme d’ontolo-
gie particulier (un langage spécifique ou un méta-modèle d’ontologie donné) permet une
grande liberté dans la représentation sémantique. Malheureusement, ce choix implique
aussi qu’aucun cadre de travail ne peut être défini et que les concepts annotés peuvent
grandement différer d’une description à l’autre. Des choix peuvent cependant être faits
et imposés aux partenaires pour faciliter la réconciliation.
Le système d’annotations proposé rend ce standard simple à mettre en place et
à utiliser mais cela limite aussi ses possibilités d’utilisation. En effet, contrairement
aux frameworks basés sur une approche top-down, plusieurs aspects sont négligés (tels
que le non-fonctionnel, les pré-requis, etc.). Des exemples d’utilisation d’annotations
sémantiques SAWSDL provenant du projet ISTA3 sont disponibles en Annexe A.
Exemple : Sysmeca met à disposition pour ses collaborations un service de création de
devis qui produit, depuis un identifiant d’affaire, une facture contenant une ligne par
type de moule produit et le prix total. L’identifiant est unique pour chaque exécution du
processus collaboratif JTT-Sysmeca, représenté sur la Figure A.1. Chaque ligne contient
une description, une quantité, un prix unitaire et une date de livraison. Les sections A.1.1
et A.1.2 contiennent respectivement la description abstraite du service en question et son
modèle de données. Ces deux fichiers XML sont annotés à l’aide du standard SAWSDL.
On retrouve ainsi pour les différents éléments et types, ainsi que sur l’opération, des
références aux concepts provenant de l’ontologie de domaine et de l’ontologie technique
du projet.
WSMO-Lite est une initiative du projet recherche SOA4All [Vitvar et al., 2008]. Il
s’inspire de l’approche décrite dans WSMO, dont il extrait une version simplifiée au
maximum, et y fait référence directement dans la description de service en utilisant le
standard SAWSDL (voir Figure II.7). Il ajoute grâce à l’utilisation de ces deux technolo-
gies non seulement des références à des concepts sémantiques sur les aspects fonctionnels
(comme on peut le faire avec SAWSDL) mais aussi des informations non-fonctionnelles,
contextuelles, etc.
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Figure II.7 – Représentation des annotations WSMO-Lite [Fensel et al., 2010]
Contrairement à WSMO, WSMO-Lite se base sur le langage OWL et ne garde
du méta-modèle initial que la description sémantique de l’interface (correspondant au
concept WSMO WebServices). Comme l’illustre la Figure II.7, il permet la description
des pré-requis, des effets sur le système, des entrées/sorties ainsi que des aspects non-
fonctionnels, attachés à la description de l’implémentation (la balise service du WSDL).
Bien qu’encore peu utilisé, WSMO-Lite est un formalisme prometteur. Il couple
les idées développées dans l’approche top-down et l’adapte à l’approche bottom-up en
utilisant des standards existants pour n’avoir qu’à faire évoluer les services existants.
II.3.2 Choix des formalismes pour la suite des travaux
L’utilisation d’un méta-modèle sémantique pivot permet l’utilisation de n’importe
quel formalisme de représentation sémantique de services, tant que l’on est capable
d’en extraire le profil sémantique. Cependant, l’approche MDA présentée ici à pour
but de proposer la génération d’un système de médiation collaboratif dédié à moindre
frais. Comme nous l’avons dit plus haut, l’approche descendante implique la refonte de
l’ensemble des descriptions de services pour correspondre aux méta-modèles définis alors
que l’approche ascendante permet de décrire sémantiquement les services à l’aide de
simples annotations (voir Figure II.8). C’est pour cela que nous avons décidé de nous
focaliser sur l’approche bottom-up dans la suite de ce manuscrit.
Pour des raisons de temps, nous nous limiterons aux standards (ou soumissions)
SAWSDL et WSMO-Lite décrits en amont. Il existe cependant d’autres représentations
SWS basées sur cette approche (e.g. YASA4WSDL [Chabeb and Tata, 2008]), générale-
ment assez proches des deux standards présentés ici. Il est donc assez simple de définir
les mécanismes de transformation vers le méta-modèle pivot en s’inspirant des travaux
qui suivent. De la même manière, bien qu’exprimée sous une forme différente, la des-
cription des services à l’aide de formalismes basés sur l’approche top-down utilise des
concepts très proches. Il est donc possible d’en extraire les informations attendues par le
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Méta-­‐modèles	  
Descrip3on	  




de	  service	   Service	  
Annota3ons	  	  
séman3ques	  
Approche descendante vs. ascendante 
Figure II.8 – Comparaison entre les approches descendante et ascendante
méta-modèle pivot (i.e. des informations sur ce que fait le service et ses entrées/sorties)
afin de les utiliser dans les mécanismes de réconciliation présentés dans ce manuscrit.
II.3.3 Des formalismes SWS au méta-modèle pivot
Comme nous l’avons dit précédemment, nous souhaitons représenter les informations
sémantiques en utilisant le méta-modèle pivot, afin de faciliter la réconciliation de ser-
vices et permettre l’utilisation de plusieurs formalismes de représentation de services
web sémantiques. Nous allons donc présenter ici les liens entre les méta-modèles choisis
(SAWSDL et WSMO-Lite) et le méta-modèle pivot. Bien que SAWSDL et WSMO-Lite
soient deux formalismes basés sur le standard XML, nous ne proposerons pas ici direc-
tement les fichiers de transformation (en XSLT par exemple). En effet, le méta-modèle
pivot proposé est un méta-modèle interne à notre implémentation et n’a pas pour but
d’être distribué. Il n’a donc pas été prévu d’en proposer une versions XML. Les trans-
formations SAWSDL et WSMO-Lite vers des modèles pivot seront donc directement
réalisés dans l’implémentation (en Java).
II.3.3.1 SAWSDL
La description succincte du standard SAWSDL faite ci-dessus (dans le II.3.1.2) n’est
pas suffisante pour faire le lien avec le méta-modèle pivot. En effet, SAWSDL ne fait
qu’ajouter de l’information sémantique aux modèles WSDL 1.1, 2.0 et XML Schema. Il
est donc nécessaire d’étudier ces formalismes (on ne peut pas parler de standard dans le
cas du WSDL 1.1) dans leur ensemble.
La Figure II.9 représente une version simplifiée de ces trois méta-modèles sous la
forme d’un diagramme de classes UML. Seuls les concepts liés à la représentation des
interfaces de services (opérations, entrées et sorties) ont été de représentés ici. Nous
faisons en effet l’hypothèse que si une interface est implémentée par plusieurs services,
n’importe lequel conviendra tant qu’il fonctionne. En effet, on ne regarde pas ici les
aspects non-fonctionnels tels que le temps de réponse ou la qualité de service, paramètres
généralement dépendants de l’implémentation.
Bien qu’utilisant des termes différents, les deux versions du méta-modèle WSDL
permettent de représenter les services sous des formats proches. Seuls quelques termes
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Figure II.9 – Représentation UML de SAWSDL
diffèrent : on utilisera par exemple la balise description en WSDL 2.0 pour représen-
ter le fichier alors que WSDL 1.1 utilise le terme definitions. De la même manière,
l’interface est appelée interface dans un cas (2.0) et portType dans l’autre (1.1). Hor-
mis cela, nous retrouveront dans chaque description potentiellement plusieurs interfaces,
chacune composée d’une ou plusieurs opérations. Chaque opération est associée à son
entrée (input) et, dans le cas où une réponse est attendue, à sa sortie (output). Bien
que le lien entre l’opération et ses entrées/sorties soit représenté directement ici, il est
à noter qu’un concept intermédiaire (message) est nécessaire en WSDL 1.1. Cela ne
change cependant rien aux concepts en jeu. Ces entrées/sorties font alors référence aux
éléments correspondants, décrits à l’aide de balises XML Schema element et type, qui
peuvent être simples (e.g. une chaine de caractère, un entier, etc.) ou complexes, i.e.
sous la forme d’une hiérarchie d’éléments aux propriétés diverses (e.g. présentant une
certaine cardinalité). Il est à noter que les différents éléments et types, tout comme les
opérations et interfaces du service sont identifiés par leurs QName respectifs (Qualified
Name), références considérées uniques. On retrouve aussi sur la Figure II.9 les attributs
d’annotation sémantique définis par standard SAWSDL dans les différentes balises de
description de l’interface. On va pouvoir en extraire les informations sémantiques afin de
créer un modèle pivot pour chaque opération disponible. La Figure II.10 représente les
liens conceptuels entre les méta-modèles SAWSDL et pivot (représentés respectivement
sur les Figures II.9 et II.3.
Chaque profil sémantique correspond à une opération de service dont on peut ex-
traire les informations syntaxiques (son nom) et sémantiques (i.e. la liste des concepts
liés à l’opération mais aussi à l’interface dans laquelle elle se trouve). Au niveau des
entrées/sorties, les hiérarchies d’éléments du profil pivot peuvent être créées à partir de
la description des éléments et types XSD. On peut remarque que le formalisme SAWSDL
n’étant pas assez expressif, il est impossible d’en extraire une description sémantique du
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Figure II.10 – Relations entre le modèle pivot et SAWSDL
comportement interne.
L’extraction des informations concernant l’opération du service ne pose aucun soucis.
Une simple lecture de la description de services et des annotations permet d’en extraire
les informations voulues. Seule l’extraction de la hiérarchie d’éléments en entrée/sortie
demande réflexion. L’Algorithme II.1 décrit justement cette extraction. Le but ici est de
compléter tout au long de l’algorithme la hiérarchie de SemanticElements correspon-
dante à celle décrite par le schéma XML de la description WSDL, tout en évitant de
tomber dans une boucle infinie.
Alors que la première fonction ne sert qu’à initialiser la liste d’éléments déjà étu-
diés (semanticElements), la seconde permet de parcourir de façon récursive l’arbre
d’éléments XML Schema, depuis l’élément racine (rootElement) jusqu’aux derniers
enfants. Après une vérification de l’élément en cours (element) dans la liste des élé-
ments déjà étudiés à l’aide de son identifiant unique pour éviter toute boucle infi-
nie, on procède à l’extraction des différentes informations syntaxiques (element.name,
element.qname et aspect optionnel de l’élément) et sémantique (element.concepts) avec
lesquels on complète le profil sémantique de l’élément (semanticElement). Il est à no-
ter que le element.concepts correspond aux concepts de l’attribut modelReference de
l’élément, complété par les concepts racines des transformations XSLT fournies par l’at-
tribut liftingSchemaMapping. Le dernier attribut proposé par la spécification SAWSDL
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Algorithme II.1 Extraction de la hiérarchie d’éléments sémantiques
Entrée : rootElement élément racine de l’entrée ou de la sortie
Sortie : semanticElement correspondant à element et ses éléments fils
function extractAllSemanticElements(rootElement)
semanticElements← ∅






if element.qname is in semanticElements.qnames then








Add all element.concepts in semanticElement.concepts
Add semanticElement in semanticElements
20: if element.type is complex then





(loweringSchemaMapping) n’est généralement pas utilisée. Nous ne l’avons donc pas in-
clue dans nos transformations.
II.3.3.2 WSMO-Lite
Comme nous l’avons dit dans sa présentation, le formalisme WSMO-Lite se base
sur SAWSDL pour l’annotation sémantique de services (voir Figure II.7). Le mécanisme
d’annotation des éléments et types XSD reste identique. La méthode d’extraction de la
hiérarchie d’éléments pour les entrées/sorties reste donc valable (voir Algorithme II.1).
WSMO-Lite ajoute à cela une description non-fonctionnelle de l’implémentation du ser-
vice (sur la balise service de la description WSDL). Ayant choisi de nous focaliser
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sur les aspects fonctionnels, nous n’exploiterons pas ces informations. Enfin, le forma-
lisme WSMO-Lite propose une description plus poussée des capacités fonctionnelles des
opérations du service, en particulier une description sémantique des effets et pré-requis
des différentes opérations disponibles. Cette description va nous permettre d’enrichir la
description du comportement interne de certaines opérations (InternalBehavior) ou de
préparer des patterns de composition de services pour une réconciliation « 1-n » et « n-
m » plus rapide et plus sûres, l’enchainement des opérations du service étant prévu dès
la conception.
[Vitvar et al., 2008] détaille justement l’algorithme permettant d’obtenir depuis les
informations contenue dans l’ontologie WSMO-Lite associée au service, une description
des enchainements d’opération prévues (voir section 5.1 de l’article). Cet algorithme se
base sur les informations d’entrées/sorties ainsi que sur les définitions des pré-requis et
effets de chaque opération. Si une opération dont le comportement interne est décrite
dans l’ontologie WSMO-Lite, il suffit alors de compléter le modèle pivot en ajoutant
pour chaque sous-opération la fonction unitaire (UnitFunction) correspondante.
II.4 Annotation des processus
Nous allons maintenant nous intéresser à l’annotation du processus collaboratif BPMN
2.0. Après une étude de l’existant, cette section présente un nouveau mécanisme d’an-
notation sémantique (appelé SABPMN 2.0) développé dans le cadre de cette thèse et
répondant à notre besoin en terme d’apports sémantique.
II.4.1 Analyse de l’existant
BPMN 2.0 est un standard apparu au cours de la thèse et du projet ISTA3. Il permet
de modéliser aussi bien des processus métier que techniques. Ce standard OMG est basé
sur le langage XML, ce qui permet un traitement simple des modèles par des applications
tierces. La large couverture de son méta-modèle limite les besoins de transformation ho-
rizontale (i.e. changement de méta-modèle dans un même niveau d’abstraction) pour se
concentrer sur l’ajout d’information, jusqu’à l’obtention du modèle exécutable final. Tout
comme pour l’apport d’information sémantique aux modèles techniques, deux approches
sont proposées : l’approche descendante, qui s’abstrait du modèle initial et redéfini un
méta-modèle indépendant, généralement sous forme d’ontologies, et l’approche ascen-
dante, qui part du modèle de processus et l’étend pour y ajouter l’information attendue.
Le projet d’intégration SUPER (pour Semantics Utilised for Process management
within and between EnteRprises) propose un framework sémantique complet appelé Bu-
siness Process Ontology [Heymans, 2007]. Ce cadre de travail est composé de plusieurs
ontologies permettant une modélisation des processus à divers niveaux d’abstraction. On
y distingue entre autre sBPMN (pour Semantic Business Process Modelling Notation),
une version du standard BPMN 1.2 représenté sous la forme d’une ontologie [Abramo-
wicz et al., 2007] dans laquelle on retrouve notamment les différents concepts BPMN
(évènement, activité, gateways, etc.). Cela permet donc une modélisation des processus
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BPMN directement sous la forme d’ontologies. Dans le cadre du même framework, [Hey-
mans, 2007] propose l’ontologie BPMO (Business Process Modelling Ontology), version
plus générique permettant la modélisation des processus, indépendamment du langage
initial de modélisation. Cette ontologie de haut niveau, qui intègre en plus des concepts
de base les notions liées aux organisations, vise à favoriser la réutilisation de proces-
sus, peu importe le langage de modélisation utilisé. [Lin and Strasunskas, 2005] propose
une approche similaire avec GPO (General Process Ontology), ontologie générique de
description de processus. Toujours dans une optique de réutilisation, [Malone et al.,
2003] propose quant à lui dans son MIT Process Handbook un autre méta-modèle de
description de processus et modélise environ 5000 processus métiers avec celui-ci.
Seul [Lui, 2011] propose pour l’instant un mécanisme d’annotation sémantique pour
BPMN 2.0. Il défini une extension au méta-modèle initial qui permet quatre méthodes
distinctes d’annotation sémantique de processus, chacune utilisant une des possibilités
offertes par le standard [OMG, 2011]. De par sa structure avancée, ce mécanisme per-
met une description sémantique poussée d’une activité : qui la réalise ? que fait-elle ?
où ? quand ? etc. Chaque annotation peut être associée à un niveau d’abstraction par-
ticulier (CIM, PIM ou PSM, faisant référence à [OMG, 2001]) et peut faire référence
aussi bien à une activité qu’à une entrée/sortie, sans distinction dans le modèle. Seul
l’emplacement de l’annotation détermine alors à quoi le concept fait référence. Ce mé-
canisme semble cependant complexe pour une utilisation et une exploitation optimale.
Le méta-modèle permet une description sémantique trop détaillée pour notre utilisation
(actor/effect/do/what/where/when/how).
Comme nous l’avons mentionné dans l’analyse du besoin en sémantique (section II.2),
une description sémantique de haut niveau est attendue ici. En effet, les informations
embarquées dans le processus métier (décrites en BPMN 2.0) vont uniquement servir à
la réconciliation de services et seule une description métier des documents entrants et
sortants est nécessaire. L’activité, ainsi que chaque élément d’entrée/sortie doit pouvoir
être associée à un nom syntaxique et un ensemble de concepts provenant de l’ontologie
de domaine, tout en restant la plus simple possible pour l’utilisateur. Aucun standard
d’extension BPMN 2.0 ne répond actuellement à notre besoin en terme d’apport séman-
tique au modèle ou de simplicité. Nous avons donc choisi de développer notre propre
mécanisme d’annotation sémantique, présenté dans la section suivante.
Une autre solution envisageable aurait été d’utiliser le mécanisme proposé par [Lui,
2011] en se concentrant sur une partie de son méta-modèle. Malheureusement, nos tra-
vaux sur l’annotation des modèles et l’exploitation de ces informations étaient déjà en-
tamés lors de la parution de cette solution. Il reste cependant possible d’utiliser ce
méta-modèle en implémentant le passage du modèle vers les profils pivots correspon-
dants. Nous restons par ailleurs en veille sur les mécanismes d’annotation de processus
BPMN 2.0.
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II.4.2 Proposition d’un mécanisme d’annotation de BPMN 2.0
Le profil pivot, décrit dans la Section II.2 couvre les différents besoins de sémantique
des modèles métier et techniques. Il est donc logique de se baser sur celui-ci pour dé-
finir notre mécanisme d’annotation. Il est cependant nécessaire d’étudier en amont les
possibilités d’extensions proposées par le méta-modèle BPMN 2.0 afin de déterminer un
mécanisme adapté.
II.4.2.1 Possibilités d’extension de BPMN 2.0
Comme mentionné au début de cette section, BPMN 2.0 est un standard de modé-
lisation de processus récent. Il apporte plusieurs spécificités intéressantes telles qu’un
périmètre de modélisation plus large et une représentation XML facilement extensible.
C’est cette dernière propriété que l’on souhaite exploiter ici. La Figure II.11 représente
sous la forme d’un diagramme de classes UML les concepts communs à tous les éléments
BPMN 2.0. Comme on peut le voir, tous les éléments du standard héritent du type
TBaseElement et peuvent donc intrinsèquement accueillir n’importe quel nouvel attri-
but ou élément tant que ces derniers sont enveloppés dans la balise ExtensionElement,
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Figure II.11 – Modèle UML des éléments BPMN 2.0
La démarche pour la création de notre mécanisme d’annotation sémantique est donc
très simple. Il suffit de définir les éléments et attributs XML que l’on souhaite intégrer
dans le méta-modèle BPMN 2.0 et l’annotation sera automatiquement possible dans
toutes les balises définies. Ce mécanisme d’extension étant prévu directement par le
standard, n’importe quel éditeur BPMN 2.0 gérant les extensions devrait pouvoir prendre
en compte notre mécanisme simplement.
II.4.2.2 Mécanisme d’annotation
Le profil sémantique défini dans la partie II.2 doit cependant être légèrement repensé
pour s’adapter parfaitement à la logique du méta-modèle BPMN 2.0 et faciliter le travail
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de sémantisation du processus. En effet, si on peut facilement associer, pour chaque
activité (ou tâche), la description de l’activité attendue et de son comportement interne,
la description des éléments d’entrée/sortie pose plus de problème. D’un coté, on remarque
que certains messages ne sont pas associés directement à des activités et nécessitent donc
une annotation particulière. De l’autre, et bien que les flux de séquence ne correspondent
pas exactement à des flux de données en BPMN, on remarque que les annotations de
la sortie d’une activité et de l’entrée de la suivante dans une séquence sont directement
liées. En faisant l’hypothèse de l’équivalence des flux de séquence aux flux de données
dans ce cadre d’utilisation, on peut alors permettre directement l’annotation du flux,
et ainsi faciliter le travail d’annotation des modèles métier. Les processus collaboratifs
étant principalement dédiés à l’échange de données entre les partenaires, cette hypothèse
semble justifiée dans notre cadre d’utilisation où la majeure partie des activités sont en
charge du traitement ou de l’acheminement de données. Cette hypothèse permet alors
d’alléger le modèle en évitant l’utilisation de data flows sur chaque entrée et sortie
d’activité.
Les informations à représenter étant différentes pour les taches et les flux, il est
nécessaire de distinguer dans le méta-modèle les annotations sémantiques des activités






Figure II.12 – Représentation de l’extension SABPMN 2.0
Deux balises principales ont été définies dans ce méta-modèle. D’un coté, la ba-
lise SemanticDetails correspond à la description sémantique des activités métier et
du comportement interne de ces activités (respectivement décrite dans les balises XML
FunctionalDescription et InternalBehavior). De l’autre, la balise SemanticElements
regroupe les informations relatives aux flux et messages.
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Code II.4 – Annotation sémantique des activités en SABPMN 2.0
Afin d’exprimer de potentielles descriptions de comportements internes, la balise cor-
respondante (InternalBehavior) peut accueillir plusieurs balises filles (UnitActivity)
qui contiennent l’information syntaxique et sémantique correspondant aux activités uni-
taires.
<SemanticElements>
(<SemanticElement name="xs:string" modelReference="xs:anyUri+" />)+
</SemanticElements>
Code II.5 – Annotation sémantique des entrées/sorties en SABPMN 2.0
Concernant la description des données, on reste ici assez simple. Les balises filles
SemanticElement permettent de décrire de manière syntaxique et sémantique un do-
cument ou une donnée sur le même modèle que précédemment. Elles sont regroupées
dans une balise mère (SemanticElements) que l’on pourra placer directement sur les
évènements de type « message » ou sur les flux de séquence.
La description XML Schema complète de ce mécanisme d’annotation sémantique est
disponible en Annexe C. Comme on peut le voir dans cette annexe, les différentes balises
sont définies pour un espace de nom (namespace) particulier, défini pour l’occasion. La
Figure II.13 représente ce mécanisme d’annotation sous la forme d’un diagramme de
classes UML. On retrouve une structure assez proche de celle du méta-modèle pivot
bien qu’il y ait ici une séparation nette entre la description des éléments et de l’activité.
Cette proximité à bien évidement pour but de faciliter le passage de ces annotations
SABPMN 2.0 vers un ensemble de modèles pivots, chacun correspondant à une activité
métier.
II.4.2.3 Exemple d’utilisation de SABPMN 2.0
Prenons un exemple afin d’illustrer l’utilisation du mécanisme d’annotation SABPMN :
Exemple : On souhaite annoter sémantiquement le processus collaboratif correspon-
dant à la collaboration JTT-Sysmeca (voir Figure A.1) à l’aide de concepts présents
dans l’ontologie de domaine associée (Figure A.2). Pour simplifier l’exemple, nous al-
lons uniquement nous intéresser à l’activité de création de devis (« Créer le devis »).
Comme son nom l’indique, l’activité attendue doit générer un devis. Nous n’avons au-
cun indice sur l’entrée de cette activité métier ou sur son comportement interne mais
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Figure II.13 – Représentation UML de l’extension SABPMN 2.0
nous souhaitons en sortie une date de livraison, le détail des prix unitaires et quantités
pour chaque moule et le prix total.
Comme nous l’avons vu dans la présentation de notre démarche, le modèle BPMN 2.0
du processus collaboratif inclut, à ce niveau d’abstraction, le médiateur en charge de la
logique de collaboration. Afin de respecter le méta-modèle SOA, les activités proposées
par les partenaires sont considérées indépendantes. Chaque activité, qui correspondra
dans le modèle exécutable à un ou plusieurs services web, est liée à une activité du
médiateur. Cette activité équivalente est en charge de l’appel à l’activité mais surtout
de sa bonne communication avec le reste du processus. On retrouve ces différentes notions
dans notre exemple de collaboration JTT-Sysmeca.
Du point de vue de l’apport sémantique, on peut au choix annoter l’activité du pool
du partenaire ou l’activité d’invocation qui correspond dans le médiateur. Les deux acti-
vités étant reliées par des flux de messages (message flows), l’ensemble des informations
seront accessibles lors de la lecture du modèle, peu importe la méthode d’annotation
choisie. Nous allons dans le cadre de l’exemple annoter l’activité d’invocation sur le
médiateur.
Exemple : L’activité « Créer le devis » est représentée sous la forme d’un appel à
service (serviceTask). Le modèle XML correspondant à notre activité peut alors être
annoté à l’aide de la balise SemanticDetails présentée ci-dessus. N’ayant pas de détails
sur son comportement interne, seule l’information sémantique relative à la description
fonctionnelle est à ajouter via la balise FunctionalDescription. Notre ontologie possède
justement un concept sémantique décrivant la création d’un devis : #Create_estimate.
Nous pouvons alors annoter notre activité à l’aide de ce concept. Cela donne le code
suivant :
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<bpmn20:serviceTask id="gwt-uid-179" name="Creer le devis">
<bpmn20:extensionElements>
<sabpmn:SemanticDetails>





Code II.6 – Exemple d’annotation d’activité à l’aide du mécanisme SABPMN 2.0
L’activité annotée, il faut maintenant nous intéresser aux entrées/sorties. Par soucis
de simplicité d’utilisation, le mécanisme d’annotation ne propose pas une description
hiérarchique des données. Une simple description sémantique « à plat » des documents
ou données attendus est suffisante.
Exemple : Comme nous l’avons dit plus haut, pour cette activité seul le flux de sortie
est connu d’un point de vue métier. Nous souhaitons y ajouter les concepts relatifs aux
documents et données évoqués plus haut, à savoir la date de livraison, les prix unitaires et
quantités pour chaque moule ainsi que le prix total. L’identifiant de l’activité précédente
nous permet de trouver dans le modèle XML le flux de sortie correspondant que nous
allons pouvoir annoter à l’aide de la balise SemanticElements. De la même manière
que pour l’activité, nous recherchons dans l’ontologie le ou les concepts correspondant à
chaque élément. Il suffit alors d’ajouter pour chacun la balise SemanticElement corres-
pondant, ce qui donne :




<sabpmn:SemanticElement name="Date livraison" sabpmn:modelReference="http:
//www.ista3.com/i3g/ontology/business.owl#Delivery_date"/>











Code II.7 – Exemple d’annotation de flux à l’aide du mécanisme SABPMN 2.0
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II.4.2.4 De SABPMN au modèle pivot
Comme nous pouvons le voir sur les schémas UML des méta-modèles SABPMN et
pivot (Figures II.13 et II.3), le méta-modèle SABPMN est très proche de celui du profil
sémantique. On y retrouve en effet les mêmes concepts et des informations similaires.
Cela simplifie donc au maximum la création d’un modèle sémantique depuis l’extraction
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Figure II.14 – Relation entre les modèles pivot et SABPMN
Pour réaliser cette transformation, il suffit pour chaque activité BPMN de récupé-
rer dans le modèle l’annotation (SemanticDetails) et d’en extraire les informations
syntaxiques et sémantiques. Il est ensuite nécessaire de parcourir les flux entrants et
sortants, i.e. les flux dont la cible et/ou la source ont le même identifiant que l’activité
en cours de traitement. Une fois ces flux repérés, on peut en extraire les informations sé-
mantiques annotés directement (via la balise SemanticElements) ou sur les évènements
annexes de type message.
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II.5 Conclusion
Les ontologies permettent une caractérisation des domaines concernés par la collabo-
ration (activités métier, informations) mais aussi des informations plus techniques telles
que les unités ou formats utilisés. Ce chapitre s’intéresse à l’apport de cette informa-
tion sémantique aux modèles métiers et techniques, indispensable aux réconciliations de
services et données.
Le but de notre approche est de réconcilier des modèles de granularité différente. On
remarque cependant des similarités dans la nature des éléments à rapprocher. En effet,
nous nous intéressons à la caractérisation de l’activité ou du service (la fonction attendue
ou proposée) et de leurs entrées/sorties. Afin de faciliter le traitement de cette informa-
tion, et donc la réconciliation des modèles, nous proposons un méta-modèle sémantique
pivot. Ce méta-modèle permet de décrire sans distinction les différents modèles en jeu
et servira de base aux mécanismes présentés dans les chapitres suivants.
Nous avons ensuite étudié les différents standards ou mécanismes permettant l’ajout
de sémantique dans les modèles techniques et métier ainsi que leurs liens avec notre
méta-modèle pivot :
• Concernant les services techniques, un grand nombre de mécanismes d’annotation
ou de description sémantique existent. On distingue deux approches : (i) l’approche
descendante, qui propose de définir un nouveau méta-modèle dédié à notre utili-
sation mais qui impose une réécriture de l’ensemble des descriptions de services
déjà en place ; (ii) l’approche ascendante qui s’intéresse à l’ajout de concepts sé-
mantiques aux modèles de description existants. Nous avons choisi d’utiliser cette
seconde approche, afin de réduire le coût de mise à niveau des SI des partenaires, en
sélectionnant deux mécanismes d’annotation répondant à notre besoin : SAWSDL
et WSMO-Lite.
• Au niveau des processus métiers, aucun standard ne répond actuellement à nos
besoins. Nous proposons donc un nouveau mécanisme d’annotation pour BPMN




Le but de la réconciliation de services est de trouver, pour chaque activité du proces-
sus, un ou plusieurs services répondant à son besoin. Ces services doivent être évalués en
fonction de leur proximité avec l’activité cible afin que l’utilisateur puisse choisir celui
(ou ceux) qui lui semble(nt) le(s) plus adéquat(s). Cette réconciliation se base sur une
approche hybride, qui couple un raisonnement sémantique (basé sur les liens logiques
entre les concepts) à un calcul de similarité syntaxique afin d’améliorer la qualité des
résultats.
Les mécanismes proposés ici ont pour but d’être utilisés à la fois au moment de la
conception du système de médiation pour la recherche des services répondant aux besoins
métiers, mais aussi lors de l’exécution des processus afin de pouvoir palier les problèmes
techniques (e.g. un service inaccessible) et rechercher à la volée un service équivalent.
III.1 Travaux relatifs à la réconciliation de services
Après une présentation des travaux existants sur la réconciliation de services, cette
section s’intéresse à la décomposition du problème en fonction de la phase du cycle de
vie du service. À partir du moment où l’on s’intéresse au processus dans son ensemble,
la réconciliation de messages (i.e. dans notre cas la génération des transformations per-
mettant la création des messages attendus par les services) est liée à celle des services.
En effet, il est difficile de considérer un processus comme exécutable si la bonne commu-
nication entre les services n’est pas prise en charge. La présentation des outils existant
ne peut donc pas être complète sans évoquer les deux types de réconciliation. Nous re-
trouverons cependant plus de détails sur les aspects de réconciliation de messages de ces
outils dans le Chapitre IV.
III.1.1 Les frameworks et outils
On distingue généralement 3 approches pour la découverte sémantique de services :
l’approche syntaxique qui s’intéresse à similarité des termes utilisés dans les descriptions
sans se préoccuper des liens logiques fournis par les ontologies, l’approche logique (ou
sémantique) qui exploite les concepts sémantiques associés aux services et utilise les
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propriétés spécifiques aux ontologies pour la réconciliation, et enfin l’approche hybride
qui combine ces deux approches. Cette section propose une étude des frameworks et
outils basées sur ces approches.
WSMX (Web Service Execution Environment) est, comme son nom l’indique, un en-
vironnement d’exécution pour les services Web sémantiques [Facca et al., 2009]. Cette
implémentation open-source est soutenue par le cluster ESSI et est décrite comme l’im-
plémentation officielle de WSMO. WSMX essaye d’exploiter l’ensemble des informations
modélisées par les descriptions WSMO (pré-requis, effets, entrée/sortie, propriétés non-
fonctionnelles, etc.) permettant ainsi la transformation d’un processus abstrait décrit en
WSMO Choreography jusqu’à son exécution.
WSMX utilise une approche logique (i.e. uniquement sémantique) sur les concepts
d’entrées-sorties ainsi que sur les pré-requis et effets afin de classer les services en fonction
du besoin. A cela s’ajoute la prise en compte de propriétés de qualité de service en tant
que propriétés de classement de services. Ces propriétés sont indiquées par l’utilisateur à
l’aide d’ontologies dédiées lui permettant d’exprimer ses préférences (e.g. le degré d’im-
portance d’une propriété, la méthode d’ordonnancement, etc.). Seule la réconciliation
« 1-1 » de services est prise en compte par ce framework mais sa gestion des processus
lui permet tout de même d’inclure un réconciliateur automatique de messages, basé sur
les informations de médiation apportées par les descriptions WSMO.
IRS-III (Internet Reasoning Service) est un framework et une infrastructure de ser-
vices sémantiques [Domingue et al., 2008]. Supportée par le projet AKT (Advanced
Knowledge Technologies), il est conçu comme un réconciliateur sémantique en ligne
(Software as a Service), basé sur le standard de description de services WSMO. Son but
est de supporter la découverte et la récupération de services de bibliothèques distribuées
sur Internet. Il utilise pour cela une approche logique centrée sur les entrées/sorties des
services.
Par l’intermédiaire de sa plate-forme de publication, le fournisseur de service peut
décrire l’ensemble des ontologies nécessaires à la description de son service en utilisant
WSMO. Les ontologies sont ensuite associées au service Web déployé par le fournisseur.
Lors du processus de publication, ce dernier doit aussi associer au service une méthode
de résolution de problème à l’aide du langage UPML (Unified Problem-solving Method
development Language [Fensel et al., 2003]), spécifique à IRS. Ce langage est proche
des descriptions WSMO, dont il reprend les quatre parties descriptives, orienté vers une
utilisation particulière (description du processus ou du domaine dans lequel le service
doit intervenir). Ce choix facilite la composition de services dans les cas prévus mais
limite grandement la réutilisation des services dans d’autres contextes.
L’outil graphique IRS-III guide l’utilisateur étape par étape pour la modélisation du
processus et la sélection de services décrits enWSMO. Il lui permet aussi de mémoriser les
processus afin de pouvoir les réutiliser en partie. Lors de la configuration, l’utilisateur se
base sur les informations sémantiques fournies par le couplage d’UPML et de WSMO afin
de modéliser les contraintes de communication et le mapping entre les parties syntaxiques
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des descriptions et sémantiques des ontologies. Un médiateur de processus s’occupe alors
de résoudre les conflits de communication en utilisant ces règles, tout en se positionnant
entre le client et le service Web afin d’intercepter les communications et de les adapter.
La trilogie *-MX est proposée par le centre de recherche allemand sur l’intelligence
artificielle (DFKI). Chacune des ces implémentations, une pour chaque framework de
description de services (SAWSDL, OWL-S et WSMO), est basée sur une approche hy-
bride.
OWLS-MX [Klusch et al., 2006] allie la logique déductive aux techniques de re-
cherches syntaxiques afin de réconcilier les différentes descriptions OWL-S disponibles.
Elle se base uniquement sur les entrées/sorties et se décompose en quatre variantes,
chacune utilisant une mesure de similarité différente pour l’étude syntaxiques (Loss of
information, cosinus/TFIDF, Jaccard étendu et Jensen-Shannon). Tout comme les autres
implémentations *-MX, elle ne s’intéresse qu’à la sélection de service indépendamment
de tout processus. Elle ne permet donc ni la composition de services, ni la médiation
entre eux.
SAWSDL-MX2 [Klusch et al., 2009] reprend l’approche utilisée par OWLS-MX et
l’adapte au standard SAWSDL, en ajoutant cette fois la prise en compte des informa-
tions sémantiques apportées par les opérations. Tout comme pour OWLS-MX, on ne
s’intéresse qu’aux services unitairement. SAWSDL-MX implémente les quatre mêmes
mesures de similarité mais couple les résultats des différents algorithmes à l’aide d’une
machine à vecteur de support (ou SVM pour Support Vector Machine, i.e. un mécanisme
d’apprentissage à l’aide de données statistiques) permettant d’améliorer la précision du
calcul de distance syntaxique et donc le résultat global.
WSMO-MX [Kaufer and Klusch, 2006] est une librairie dédiée cette fois au standard
WSMO, et donc utilisant le langage WSML et son langage de règles associé. L’approche
utilisée pour OWLS-MX est reprise ici aussi (mêmes mesures de similarités) mais étendue
cette fois-ci aux préconditions et effets dont les descriptions sémantiques sont rendues
possibles par le framework WSMO. On retrouve toutefois les mêmes limitations que pour
les autres implémentations *-MX qui limitent l’utilisation à de la recherche de services
unitaires.
METEOR-S (Managing End-To-End OpeRations for Semantic Web Services) est une
initiative du laboratoire LSDIS (Large Scale Distributed Information Systems) de l’uni-
versité de Géorgie (USA). Ce framework tente de prendre en compte la totalité du cycle
de vie des Services Web Sémantiques (l’annotation des services, la découverte, la com-
position, la qualité de service et l’exécution de services). Il est entre autre composé d’un
outil d’annotation sémantique appelé MWSAF (METEOR-S Web Service Annotation
Framework) qui permet d’enrichir sémantiquement les services Web en utilisant WSDL-S
(WSDL Semantics) [Sivashanmugam et al., 2003], version antérieure à SAWSDL conte-
nant en plus les notions de sémantique non-fonctionnelle (qualité de service) et de séman-
tique d’exécution servant à la gestion des exceptions dans le cadre METEOR-S. Vient
s’ajouter à cela l’infrastructure de découverte sémantique appelée MWSDI (METEOR-S
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Web Service Discovery Infrastructure) [Verma et al., 2005]. MWSDI, définie au dessus
d’un registre UDDI, adopte pour la découverte de services une approche basée sur les
ontologies pour classer les services Web dans les registres en considérant les domaines
des services. Il adopte une architecture peer-to-peer qui dispose de plusieurs registres de
services et d’ontologies ainsi que d’un ensemble d’interfaces d’accès pour des applications
tierces. Enfin, MWSCF (METEOR-S Web Service Composition Framework) [Sivashan-
mugam et al., 2005] se charge de la composition et l’exécution de services. Pour cela, il
propose à l’utilisateur de créer des modèles sémantiques de processus (appelés « Process
Templates »), basés sur BPEL4WS et prenant en arguments des concepts sémantiques
en lieu et place des descriptions de services réels. Ensuite, le moteur sélectionne les diffé-
rents services pouvant correspondre au besoin en fonction des informations sémantiques
fonctionnelles disponibles. Enfin, il compose le processus complet en utilisant des opti-
misations sur la qualité de service et propose un ensemble de solutions possibles classées.
Il laisse alors le choix à l’utilisateur qui, une fois qu’il a choisi le processus qui lui semble
le plus logique, a la possibilité de rajouter manuellement depuis l’interface les liens entre
les données afin d’inclure les transformations directement dans le processus exécutable.
SUPER est un projet intégré du FP6 qui vise à gérer la totalité du cycle de vie d’un
processus collaboratif, de la modélisation en BPMN jusqu’à l’exécution du processus
[Born et al., 2007]. Basé sur le framework IRS-III, l’implémentation utilise WSMX et
y ajoute la composition de services grâce à l’utilisation de BPMO et SBPM pour la
description sémantique des processus [Hepp et al., 2005]. La description sémantique
inclus :
• La description sémantique des processus atomiques ou composés des partenaires
dans un annuaire de processus,
• La prise en compte du système d’information complet (équipement, logiciels, etc)
sous la forme d’une ontologie,
• L’inclusion de connaissance du domaine (contraintes techniques, règles métiers),
présentes sous la forme d’axiomes écrits dans un langage de règle intégré à WSML,
• La modélisation de cartes de données transactionnelles des différents systèmes pour
la réconciliation de données.
Cette composition de service intervient dans le cas où aucun service ne répond seul au
besoin métier exprimé et se base sur les définitions des entrées/sorties, mais aussi des pré-
requis et effets, afin de trouver l’ensemble de services répondant le mieux au besoin. Les
services choisis sont alors ordonnancés en fonction de leurs dépendances. L’intégration de
ces mécanismes de composition (réconciliation « 1-n ») et de réconciliation de messages
(rendue possible grâce aux descriptions sémantiques des entrées/sorties et un ensemble
d’axiomes techniques) permet à ce projet la gestion de la transformation des processus
métiers en leurs équivalents exécutables.
FUSION [Alexakis et al., 2007] est un projet européen (FP6). Tout comme SUPER, ce
projet est mené par SAP AG. Orienté vers les PME, ce projet se propose de développer
une méthodologie pour l’intégration de la sémantique dans les systèmes hétérogènes,
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fusionner la modélisation de processus et la sémantique des services web, et enfin valider
ces résultats à l’aide d’un prototype distribué dans des PME associées et à travers
différents pays d’Europe.
Ce projet est donc très proche de SUPER d’un point de vue conceptuel mais propose
une solution différente. Tout d’abord, ce projet se base sur les descriptions de service
SAWSDL et se limite à la réconciliation de services « 1-1 ». De plus, les processus de
l’entreprise ne sont plus étudiés et décrits sémantiquement mais l’étude se focalise uni-
quement sur les activités métiers manquantes sur les différents SI des partenaires (CRM,
ERP, etc.). Toutes les informations sémantiques sont alors stockées dans un annuaire sé-
mantique développé par le projet afin de permettre aux différents SI des partenaires de
communiquer. Cette implémentation se base sur les informations d’entrées/sorties mais
aussi sur les opérations.
SOA4All [Lécué et al., 2010] s’intéresse à la réconciliation sémantique dans des en-
vironnements largement distribués. Initié par la Commission Européenne dans le cadre
du programme FP7/IST, ce projet stratégique de la plate-forme européenne NESSI vise
à promouvoir les architectures orientée services à travers un ensemble d’outils facilitant
l’utilisation des services web. Il définit pour cela un méta-modèle allégé pour représen-
ter les SWS, appelé WSMO-Lite ainsi que LPML (pour Lightweight Process Modelling
Langage), un langage de modélisation de processus sémantiques. Il exploite ensuite ces
informations dans un environnement complet comprenant un moteur de composition de
services, un orchestrateur de processus adaptatif, etc.
Cet environnement, dont les spécifications sont détaillées par [Gonzàlez-Cabero et al.,
2008], se base sur les informations classiques contenues dans les descriptions SAWSDL
et WSMO-Lite (entrées, sorties, opération), mais aussi sur un ensemble de paramètres
de qualité de services ou de préférences utilisateur. Le moteur de réconciliation DTCE
(Design Time Composition Environment) exploite aussi sur une base de templates réuti-
lisables afin d’accélérer la composition en sélectionnant des ensembles de services qui ont
fait leur preuve. Ces templates sont générés à l’aide de l’étude du journal d’évènements
(log) qui contient des informations sur les précédentes exécutions. Cet environnement
prend aussi en charge la médiation et la gestion des liaisons retardées (late-binding).
Cette dernière fonctionnalité permet à l’utilisateur de sélectionner plusieurs services po-
tentiels pour une activité et de laisser l’environnement d’exécution choisir le meilleur au
runtime en fonction du contexte (e.g. temps de réponse ou prix du service au moment
de l’exécution).
Autres travaux. DynamiCoS [da Silva et al., 2011] s’intéresse à la composition de
services à l’exécution à l’aide d’un mécanisme de requête basé sur les informations d’en-
trées/sorties, de pré-requis et d’effets mais aussi d’informations sémantiques non fonc-
tionnelles. Pour cela, il utilise un méta-modèle et un langage de requête qui lui sont
propres. Si plusieurs services doivent être combinés pour répondre au besoin, le frame-
work les ordonnance en étudiant les liens logiques entre ceux-ci (à l’aide d’une matrice
de causalité).
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[Zahoor et al., 2009] propose une méthodologie de composition et de monitoring de
services Web, indépendant de tout standard. Il s’intéresse principalement à l’ordonnan-
cement de ces services et se base pour cela sur un ensemble de contraintes temporelles
(pré-requis, ordre) ainsi que sur des propriétés non-fonctionnelles pour y parvenir.
Protocol-Based [Ragab Hassen et al., 2008] s’intéresse à la composition de services de
manière formelle et plus particulièrement à la réutilisation de services. Pour cela, il décrit
le comportement interne de chaque service ou pattern à disposition (appelés protocoles)
sous la forme de machine à états finis. Ces descriptions, uniquement syntaxiques, sont
ensuite utilisées par les algorithmes afin de créer automatiquement depuis une description
du nouveau protocole recherché, une composition basée sur les protocoles connus.
La section suivante fournit une synthèse de ces résultats vis à vis des objectifs de nos
travaux.
III.1.2 Résumé
La Table III.1 résume les principales fonctionnalités de chaque outil ou framework
SWS présentés précédemment.
Table III.1 – Récapitulatif des frameworks et outils de réconciliation de services
Framework langage de Paramètres de Méthode de Vision Médiation
description découverte découverte processus
WSMX WSMO IOPE Logique 1-1 Automatique
IRS-III WSMO IO Logique 1-1 Manuelle
WSMO-MX WSMO IOPE Hybride - -
OWLS-MX OWL-S IO Hybride - -
SAWSDL-MX SAWSDL IOOp Hybride - -
METEOR-S SAWSDL IOOp Logique 1-1 Manuelle
SUPER WSMO IOPE Logique 1-n Automatique
FUSION SAWSDL IOOp Logique 1-1 Automatique
SOA4All WSMO-Lite IOOp+ Logique 1-n Automatique
DynamiCoS Spécifique IOPE Logique 1-n -
Légende : IO : Entrées/Sorties – PE : Préconditions/Effets – Op : Opération
Parmi les travaux appliqués utilisant les SWS, tous ne prennent pas en compte
les processus dans leur ensemble et gèrent ainsi les hétérogénéités des messages. Seuls
WSMX [Facca et al., 2009], SUPER [Born et al., 2007], FUSION [Alexakis et al., 2007]
et SOA4All [Lécué et al., 2010] proposent d’automatiser cette médiation entre services
et peu de détails sur les méthodologies utilisées sont disponibles. On remarque aussi
que seuls les projets SUPER, SOA4All et DynamiCoS s’intéressent à la composition de
services. Cependant, aucun d’eux n’utilisent le formalisme de description SAWSDL, le
plus utilisé à ce jour.
Parmi les frameworks étudiés ici, SOA4All est l’environnement le plus abouti et le
plus proche de notre vision. Il gère en effet la composition de services ainsi que la gestion
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de messages, le tout en se concentrant sur la ré-utilisabilité afin d’accélérer le processus
de conception. Il est cependant limité à l’utilisation de méta-modèles de description
sémantique de processus développés au cours du projet (donc non standardisés).
III.2 Sélection hybride de service (1-1)
Cette section présente en détails notre mécanisme de réconciliation de services « 1-1 »,
qui sera utilisé directement pour la sélection des services web attendus ou, si le résultat
n’est pas satisfaisant, par le mécanisme de composition de services présenté par la suite.
Nous nous intéresserons ici au cas de la sélection de services répondant aux besoins
décrits dans une activité métier. Ces algorithmes sont cependant tout à fait utilisables
pour la recherche d’un service équivalent en cas de défaillance d’un des services web lors
de l’exécution.
III.2.1 Profils manipulés et conventions de notation
Avant toute explication sur la démarche de sélection de services, il est nécessaire de
faire le point sur les différents profils que nous allons manipuler au cours de la réconci-
liation ainsi que sur les notations utilisées.
Tout d’abord, on peut distinguer trois types de profils sémantiques dans notre mé-
thodologie, tous utilisant le méta-modèle pivot défini dans le Chapitre II :
• Le profil de recherche correspond à l’activité métier (notée Act) dont on cherche
le ou les services couvrant le besoin exprimé par l’utilisateur.
• Le profil étendu est une version du profil de recherche contenant les concepts sé-
mantiques de celui-ci ainsi que tous les concepts liés, chacun associé à une note de
proximité.
• Le profil cible correspond au service web étudié (noté WS), dont on compare
la proximité avec le profil de recherche. On parlera aussi de profils des services
disponibles ou de profils techniques pour désigner l’ensemble des profils des services
mis à disposition par les partenaires de la collaboration.
Un ensemble de notations est nécessaire afin d’expliquer en détails les mécanismes
proposés dans ces travaux. On retrouve principalement au cours des calculs les 4 conven-
tions suivantes :
• c et C font référence respectivement à un concept sémantique et à un ensemble de
concepts. Un indice peut leur être ajouté pour qualifier la provenance ou la portée
du concept ou de l’ensemble.
• pp correspond à une partie de profil. On distingue trois parties distinctes dans ce
manuscrit : l’entrée, la fonction et la sortie, notées respectivement In, Op et Out.
On se retrouve donc avec pp ∈ {In,Op,Out}.
• ri (pour Rate) fait référence à la note de l’élément i, i pouvant être un concept,
un ensemble de concepts, une partie de profil ou un profil dans son ensemble.
• Cppp (pour Coverage Premium) correspond au malus de degré de couverture ap-
pliqué à la note d’entrée ou de sortie d’un profil cible (ici pp ∈ {In,Out}).
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III.2.2 Principe de la réconciliation hybride
Si l’on considère uniquement les profils sémantiques des activités et services, la ré-
conciliation de services peut être vue comme une comparaison de graphes. Cela revient
en effet à trouver, parmi les profils sémantiques des services techniques, le ou les plus
proches de notre profil de recherche. Deux calculs de distances vont être réalisés pour
chaque profil disponible dans notre base et vont ensuite être combinés pour donner la
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Figure III.1 – Principe général de la découverte hybride de services
D’un coté, on réalise un calcul de distance sémantique entre le profil de recherche
(correspondant à l’activité) et le profil de chaque service disponible. Cela revient à étudier
pour chaque concept du profil de recherche la proximité sémantique avec ceux du profil
du service dans nos ontologies, puis d’étudier leur degré de couverture. Plus les concepts
cibles sont proches du concept recherché (identique > équivalent > fils > frère > parent
> aucun lien) et plus le degré de couverture correspond (identique > plus grand > plus
petit > aucun lien), meilleure sera la note de proximité sémantique. Trois notes sont
calculées, une pour chaque partie du profil (entrées, sorties et fonction), puis ces notes
sont combinées pour former une note de distance sémantique.
D’un autre coté, on s’intéresse à la mesure de la distance syntaxique. Pour cela, nous
comparons les mots utilisés dans les noms des différentes parties et leurs concepts et
utilisons les métriques classiques de similarités [Cohen et al., 2003], toutes basées sur
la comparaison du nombre d’occurrences de ces termes. Pour ce calcul, nous ne nous
intéressons plus au lien logique entre les termes mais uniquement aux mots utilisés. Afin
de rendre la mesure de distance plus souple, nous introduisons la prise en compte de
légères différences dans les termes à l’aide de la distance de Levenshtein [Levenshtein,
1966]. Cette distance nous indique le nombre de changements nécessaires pour passer
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d’un terme à un autre. Deux mots proches peuvent alors être considérés comme iden-
tiques (e.g. « book » et « books ») ce qui rend le calcul du nombre d’occurrences, et
donc celui de la similarité syntaxique plus souple. L’utilisation d’un tel mécanisme peut
cependant induire le système en erreur puisque deux termes proches syntaxiquement
peuvent être antonymes (e.g. « synchrone » et « asynchrone »). L’intérêt d’une telle dé-
marche doit donc être validée par l’expérience. Le calcul de similarité est réalisé à chaque
fois sur l’ensemble des termes relatifs à une partie du profil, comme pour le calcul de
distance sémantique. Une fois combinées, les notes de ces trois parties donnent une note
de distance syntaxique correspondant au service potentiel étudié.
Enfin, les notes sémantiques et syntaxiques sont elles aussi combinées afin de donner
une note générale (hybride) pour chaque service potentiel. Les meilleurs services, ainsi
que leurs notes associées, sont alors renvoyées à l’utilisateur pour qu’il puisse choisir le
service web qui correspond au mieux à ses besoins.
III.2.3 Réconciliation sémantique
La réconciliation sémantique a pour but d’évaluer la proximité entre le profil recher-
ché et chacun des services disponibles. Pour cela, nous allons étudier les liens logiques
entre les concepts annotés sur les modèles à disposition afin de sélectionner et classer les
services en fonction de leur réponse au besoin.
III.2.3.1 Deux approches possibles
Deux approches s’offrent à nous pour réaliser le calcul de distance sémantique :
• Soit on récupère l’ensemble des services potentiels dans la base de services tech-
niques puis pour chaque service on calcule, en faisant une requête à la base de
connaissance, la distance entre chaque concept recherché et ceux du service cible.
• Soit on cherche d’abord pour chaque concept du profil de recherche les différents
concepts liés (équivalents, parents, enfants, etc.) en requêtant sur l’ontologie et on
les place dans un profil « étendu ». Après avoir récupéré les services techniques
potentiels, on compare alors les concepts du profil étendu directement avec ceux
des services techniques. Ici, nul besoin de retourner dans l’ontologie puisque tous
les concepts liés aux concepts initialement recherchés sont présents dans le profil
étendu.
Une simple étude de la combinatoire nous permet alors de faire notre choix entre ces
deux approches (voir Figure III.2). D’un coté, nous avons un profil de recherche, conte-
nant quelques concepts (de l’ordre de la dizaine généralement). De l’autre nous avons
deux bases de données, l’une pouvant contenir aisément plusieurs milliers de concepts et
l’autre base plusieurs milliers de services techniques. Dans les deux cas, récupérer la liste
des services technique peut se faire en une simple requête puisqu’aucun traitement n’est
fait à ce moment. De la même manière, le calcul de la couverture d’un profil par rapport
à un autre est le même dans les deux cas. La différence va donc venir de l’analyse de
distance sémantique entre les concepts.
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1 requête x requêtes 
Figure III.2 – Estimation de la combinatoire en fonction de l’approche de réconciliation
sémantique
• Dans le premier cas, on va rechercher la distance entre chaque concept du profil et
chaque concept de chaque profil dans l’ontologie. Cette méthode n’est pas anodine
puisque qu’elle nécessite un grand nombre d’opérations (∼ 10 concepts × ∼ 1000
services × ∼ 10 concepts par service), chacune faisant appel à au moins une requête
sur l’ontologie.
• Dans le second cas, on réduit grandement les requêtes sur l’ontologie puisqu’on
ne va rechercher dans la base de connaissance qu’une fois par concept (× ∼ 10
fois). On va ensuite rechercher pour chaque concept du profil étendu la présence
ou non du concept dans chaque service (∼ 100 concepts du profil étendu × ∼ 1000
services × ∼ 10 concepts par service). On remarque qu’on se retrouve avec une
combinatoire environ 10 fois plus grande que dans le cas précédent puisque le
nombre de concepts dans le profil de recherche a augmenté d’autant. Cependant,
cette comparaison de concept se fait sans aucun traitement ni requête à la base
(seul l’accès à la mémoire est nécessaire). C’est l’opération la plus simple qu’il est
possible de faire.
Le choix s’est donc porté sur l’utilisation d’un profil étendu afin de réduire le temps
de calcul lors d’une recherche de service.
III.2.3.2 Calcul de la proximité sémantique des modèles
Après avoir extrait le profil sémantique de l’activité (comme décrit dans la Section
II.4.2.4), nous allons dans un premier temps calculer la distance sémantique qui sépare
celui-ci de ceux correspondant aux différents services techniques. Quatre étapes sont
nécessaires à ce calcul. Alors que l’étape 1, qui correspond à la création du profil étendu,
n’est à réaliser qu’une fois par recherche, les étapes 2 à 4 doivent être répétées pour
chaque profil cible (i.e. service web potentiel disponible sur le réseau). On va retrouver
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dans ce calcul les trois parties distinctes du profil : les entrées (In), les sorties (Out) et
la fonction/l’opération (Op).
Étape 1. Pour chaque concept sémantique inclus dans le profil de l’activité (notée
« Act »), on recherche dans l’ontologie les différents concepts liés. On associe à chacun des
concepts trouvés une note en fonction de sa relation avec le concept initial. On distingue
4 types de relations, chacun associé à une note notée rc ∈ [0; 1] (entre parenthèses) :
• exact (rc = 1.0) pour le concept initial,
• equivalent (rc = 0.9) pour les concepts proches, i.e. liés par une relation d’équi-
valence ou si ce sont des instances d’une même classe,
• child (rc = 0.6) pour les concepts spécialisés, i.e. fils du concept initial ou instance
de celui-ci,
• parent (rc = 0.3) pour les concepts généralisés, i.e. parents du concept initial.
La notation proposée ici entre parenthèses est celle par défaut. Ces notes, ainsi que
celles présentes dans la suite de cette section, peuvent être ajustées en fonction du cas
d’utilisation. L’ordre proposé ci-dessus doit cependant, pour une raison logique, être
respecté. En effet, alors que l’on peut considérer un concept equivalent comme proche
de l’initial, un concept child s’en éloigne de par sa spécialisation : il est plus précis
que le concept initial et ne couvre peut être plus l’ensemble des notions de celui-ci. De
la même manière, un concept parent est une généralisation du concept initial et peut
donc couvrir des notions bien plus larges que ce que l’on recherche.
Exemple : Dans notre profil initial nous avons le concept #Manage_nonconformity,
qui correspond à la gestion des non-conformités dans notre cas d’utilisation (Figure
A.2). On trouve dans l’ontologie de domaine 3 concepts directement liés à celui-ci : ses
deux concepts fils #Manage_mould_nonconformity et #Manage_part_nonconformity,
correspondant respectivement à la gestion des non-conformités des moules ou des pièces
produites, et le concept parent #Design_activity. On remarque bien dans cet exemple
que si l’on attend une activité de gestion des non-conformités, des services proposant
des non-conformités sur les moules ou les pièces peuvent faire l’affaire (bien qu’ils soient
spécialisés et donc peut être trop précis) alors qu’un service ne faisant référence qu’à une
activité de modélisation sera trop générique.
•  Initial : 1 
•  Équivalent : 0.9 
•  Enfant : 0.6 
•  Parent : 0.3 OutAct	  







Notation des concepts 
1 
Profil étendu de OutAct 
Figure III.3 – Réconciliation sémantique : recherche des concepts proches
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On place alors dans le profil étendu chaque concept trouvé que l’on associe à sa note
de proximité (voir Figure III.3 qui représente le profil étendu de la sortie OutAct de
l’activité Act). Si le concept cible n’est pas lié directement au concept initial, les malus
associés aux relations peuvent se cumuler. On prendra alors la note correspondant au
produit des malus (ou au maximum de ces produits si plusieurs chemins sont possibles
entre les deux concepts) :
rc = rcinit→c = max
P∈chemins possibles




avec cinit et c représentant respectivement le concept initial et le concept cible,
P (ci, cj) un chemin entre ci et cj , et p une relation directe entre deux concepts (e.g.
une relation de type parent). Un critère d’arrêt peut être défini afin de limiter la taille
du profil étendu, les concepts trop éloignés n’ayant de toute façon qu’une faible influence
sur la note du service.
Exemple : Si l’on trouve un concept spécialisé (child) dans notre ontologie, on l’ajoute
dans le profil étendu en lui associant la note de 0.6. De la même manière, un concept
situé deux niveaux au dessus ( i.e. le parent d’un parent) se verra associer la note de 0.09
(0.3 ∗ 0.3).
Étape 2. Ensuite, pour chaque concept initial du profil de recherche, on recherche le
concept le plus proche sur la partie correspondante du profil cible (noté « WS » sur
la Figure III.4). Tous les concepts liés ayant été trouvés dans l’étape précédente, cette
réconciliation de concepts ne nécessite pas de recherche dans l’ontologie et est donc
très simple. La note associée au concept initial ci pour ce service particulier peut être




avec pp ∈ {Op, In, Out} la partie de profil dans laquelle on retrouve ci, CActpp et CWSpp
l’ensemble des concepts sémantiques (dont ceux inférés) inclus dans la partie pp du profil








Figure III.4 – Réconciliation sémantique : rapprochement des concepts
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Comme on peut le voir sur la Figure III.4 et dans l’équation précédente, on recherche
ici le concept le plus proche (avec la note maximum). Si le profil cible contient à la fois
un des concepts initiaux du profil de recherche et son équivalent, on ne considèrera que
le concept initial (auquel on avait associé une note de 1).
Étape 3. On cherche maintenant à calculer la note sémantique correspondant à chaque
partie de profil (In, Op, Out). Pour cela, on va se baser sur deux paramètres que l’on
va combiner : (i) la moyenne des notes sémantiques de chaque concept, déterminée lors
de l’étape précédente, qui représente la distance sémantique entre les deux ensembles de
concepts ; (ii) le degré de couverture des concepts cibles (WS) par rapport aux concepts
source (Act), qui permet de qualifier l’exhaustivité de la réponse par rapport au besoin.
On distingue 4 degrés de couverture, représentés sur la Figure III.5, chacun associé à un
malus (noté Cppp pour « Coverage Premium » de pp ∈ {In,Op,Out}) :
PartAct PartWS 
EXACT PLUGIN SUBSUME FAIL PLUGIN/SUBSUME 
Figure III.5 – Les différents degrés de couverture
• exact (Cppp = 1.0) si les concepts cibles couvrent exactement les concepts ini-
tiaux,
• plugin (CpOp = CpOut = 0.9 et CpIn = 0.5) si les concepts du service couvrent
plus que les concepts de l’activité,
• subsume (CpOp = CpOut = 0.5 et CpIn = 0.9) si certains concepts initiaux ne
sont pas couverts,
• fail (Cppp = 0.0) s’il n’y a aucun concept commun entre les concepts sources et
cibles.
Cette classification est grandement inspirée de [Klusch et al., 2009], bien que le calcul
de la couverture et l’exploitation du résultat soient différents. Compte tenu de la nature
de ces degrés de couverture, il est possible de se retrouver à la fois dans en plugin et
subsume pour deux ensembles de concepts donnés. Dans ce cas, le malus le plus fort
sera appliqué.
On remarque que pour l’opération ou la sortie, une plus grande pénalité est appliquée
en cas de subsume qu’en cas de plugin alors que la logique inverse est appliquée pour
l’entrée. En effet, pour la sortie ou l’opération, une couverture de type plugin signifie que
le service fourni plus de fonctionnalités ou de résultats que ce qu’on attend alors que le
subsume indique un manque par rapport à la recherche. Inversement, pour l’entrée, une
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couverture de type plugin implique que le service attend une information non demandée
alors que le subsume indique que le service peut se passer de certaines informations.
OutWS	  
•  Exact: 1 
•  Plugin: 0.9 
•  Subsume: 0.5 
OutAct	  
OutAct/WS	  
Malus sur la sortie 0.9 
1 
Moy. = 0.73 
PLUGIN 
à Input = 0.66 
0.3 
Couverture : true 
Pas SUBSUME 
Couverture : false 
PLUGIN 
Figure III.6 – Réconciliation sémantique : calcul de la note par partie de profil
Alors qu’une simple étude des concepts en jeu est suffisante pour la détermination du
degré de couverture de l’opération (puisque tous les concepts sont « à plat »), une étude
plus approfondie est nécessaire pour les entrées/sorties. En effet, nous avons de chaque
coté une hiérarchie d’éléments. Chaque élément peut être annoté avec un ensemble de
concepts, chacun valable pour lui et ses enfants. De plus, si toutes les balises filles d’un
élément sont couvertes, on peut considérer que l’élément en question l’est aussi s’il ne
peut contenir aucune autre donnée.
Algorithme III.1 Évaluation de la couverture d’un arbre d’éléments
function isCoverageAcceptable(element, coverageMap)
return isCoverageAcceptable(element, coverageMap, new List)
end function
function isCoverageAcceptable(element, coverageMap, studiedList)
if element.rate in coverageMap 6= 0 then
return true
else
if element.children 6= ∅ AND element /∈ studiedList then
Add element to studiedList
for all element.children as child do
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L’algorithme III.1 s’intéresse justement à cela et permet d’évaluer la couverture d’un
arbre d’éléments. Il retourne true si un élément ou tous ses enfants (récursivement)
sont couverts (i.e. relem 6= 0 avec relem =
∑
c∈Celem rc et Celem l’ensemble des concepts
de l’élément elem), false autrement. Comme on peut le voir sur la Figure III.6, nous
avons à notre disposition l’arbre représentant la hiérarchie d’éléments (entrée ou sortie)
de l’activité et celui correspondant à la partie équivalente sur le service. Si cette fonction
retourne false lorsqu’on l’applique à une partie (entrée ou sortie) de l’activité, cela
signifie que l’on se trouve dans le cas d’un subsume. Si elle retourne false lorsqu’on
l’applique à la hiérarchie du service, le degré de couverture est alors de type plugin. La
seconde fonction de l’algorithme n’est jamais appelée directement. Elle est cependant
nécessaire pour éviter les boucles infinies dûes à l’étude récursive
La note finale pour l’opération, notée rOp, est calculée à l’aide d’une simple moyenne






rc où Cppp =

Cpsubsume , si subsume
Cpplugin , si plugin
Cpsubsume × Cpplugin , si les deux
1 , sinon
(III.3)
avec COp l’ensemble des concepts attachés à l’opération. Notons aussi ici que ce malus
n’est appliquée à l’opération que dans le cas où le comportement interne est détaillé et
qu’une ou plusieurs activités unitaires sont manquantes ou en trop. Si aucun détail
n’est donné sur le comportement interne, une simple moyenne des notes des concepts de
l’opération est appliquée pour en obtenir la note globale (rOp =
∑
c∈COp rc).
Le calcul est légèrement plus compliqué pour les notes des entrées et sorties puisqu’il
faut prendre en compte la hiérarchie des éléments pour le calcul de la moyenne. Pour cela,
on calcule récursivement la moyenne arithmétique, avant d’appliquer le malus déterminé
à l’aide de l’Algorithme III.1 :











avec rootp l’élément racine de la partie pp ∈ {In,Out}, Celem l’ensemble des concepts
sémantiques associés à l’élément elem et Chelem l’ensemble des enfants d’elem.
Étape 4. Enfin, pour obtenir la note finale du service ciblé, on fait la moyenne des
trois notes obtenues, pondérée par un paramètre (noté wOp ∈ [0; 1]) correspondant au
poids de la note associée à l’opération par rapport aux notes des entrées/sorties :
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Pour ce calcul, on fait l’hypothèse que le poids de l’entrée et de la sortie sont iden-
tiques afin de limiter le nombre de paramètres. Cependant, dans le cas où l’activité
n’attend pas de réponse, la note de la sortie du service (égale à 0) est exclue du calcul.
La Figure III.7 illustre ce calcul. Ce poids peut être changé en fonction des spécificités
du SI. Par exemple, si les services des partenaires ne contiennent que des annotations
sur les entrées/sorties, on pourra indiquer au moteur de ne plus considérer la fonction




I/O = 0.33 
Op = 0.78 
à Total = 0.78 * 0.5  
             + 0.33 * (1-0.5) 




Poids de l’opération 
Figure III.7 – Réconciliation sémantique : calcul de la note du service
Exemple : On considère que l’opération et les entrées/sorties sont d’importance égale
( i.e. wOp = 0.5, valeur par défaut) et que les entrées et sorties le sont également. On
obtient, avec les valeurs calculées dans les étapes précédentes : rWS = 0.5 ∗ 0.78 + (1 −
0.5) ∗ 0+0.662 = 56%.
III.2.4 Réconciliation syntaxique
Concernant la réconciliation syntaxique, le calcul est plus simple. On va s’intéresser
ici aux mesures de similarité syntaxiques, utilisées généralement dans le domaine de la
Recherche d’Information (RI), et les appliquer aux ensembles de termes contenus dans
les profils à réconcilier. Afin de rajouter à ce calcul une certaine souplesse, nous avons
pris le parti de le coupler à un mécanisme de rapprochement de termes basé sur le calcul
de la distance de Levenshtein. Nous allons donc présenter ici les différentes mesures
de similarités employées ainsi que le principe de la distance de Levenshtein avant de
s’intéresser à la réconciliation syntaxique des profils.
III.2.4.1 Les mesures de similarité
Il existe un grand nombre de mesures de similarité présentes dans la littérature [Lee,
1999] [Cohen et al., 2003] [Ljubesic et al., 2008]. On peut principalement distinguer deux
familles de mesures. Les mesures s’intéressant à l’ordre (par exemple l’ordre de caractères
dans une chaine), et celles s’intéressant à la présence ou au nombre d’occurrences de
termes (dites « sac de mots »). C’est cette dernière famille qui nous intéresse, l’ordre des
termes n’étant pas important dans notre cas.
Soit X = {xi}1≤i≤n et Y = {yi}1≤i≤m, deux ensembles de mots clés dont on sou-
haite évaluer la proximité. Les différentes mesures qui nous intéressent se basant sur le
nombre d’occurrences des termes dans chaque ensemble, on construit dans un premier
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temps les vecteurs d’entiers A = (A1, . . . , Ak) et B = (B1, . . . , Bk) contenant le nombre
d’occurrences des différents termes dans chacun des deux ensembles, avec k le nombre
de termes différents dans l’ensemble |X ∪Y |. Plusieurs méthodes peuvent alors être uti-
lisées. Chacune propose une approche pour calculer la similarité entre les vecteurs A et
B avec 0 ≤ sim(A,B) ≤ 1, 0 indiquant une indépendance entre ces vecteurs et 1 une
parfaite correspondance :
• La similarité Cosine correspond au cosinus de l’angle entre les deux vecteurs A et
B. Si l’on considère le produit scalaire |A ·B| = ‖A‖× ‖B‖× cos(θ) avec θ l’angle
entre ces deux vecteurs, on obtient :












• Le coefficient de Tanimoto est défini comme étant l’intersection des deux ensembles
sur leur union (simTan(X,Y ) = |X∩Y ||X∪Y |). Cela représente donc le rapport entre les
termes en commun (i.e. pour i, Ai et Bi 6= 0) et l’ensemble des termes présents
(i.e. la somme des A et B sans les doublons), pondéré par le nombre d’occurrences
de chacun. Cela correspond donc à la proximité des ensembles de termes :














D’autres mesures s’intéressent uniquement à la présence des termes (et non plus
aux nombre d’occurrences). Dans ces cas là, les vecteurs A et B créés sont uniquement
composés de données binaires (0 pour l’absence du terme et 1 pour sa présence). On
peut citer parmi ceux-là :
• Jaccard est une version de la similarité de Tanimoto dédiée à l’utilisation de vec-
teurs binaires. Cela revient donc à calculer le nombre de termes communs (pour
lesquels Ai ∧ Bi = 1) sur le nombre de termes différents (i.e. la somme de tous
les termes moins le nombre de doublons, représenté par le nombre de termes en















• Le coefficient de Dice s’intéresse aussi au rapport du nombre de termes en com-
mun sur la somme des termes des deux ensembles. Cependant, contrairement à
Jaccard, le coefficient de Dice propose de donner plus d’influence aux termes en
commun, en doublant ce nombre et en le comparant au nombre total de termes :
simDice(X,Y ) = 2|X∩Y ||X|+|Y | . Le principe reste donc similaire à celui de Jaccard mais la
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note de similarité sera plus élevée avec Dice pour un nombre de termes en commun
identique. Le coefficient de Dice peut s’exprimer sous la forme :












Ces différentes mesures de similarité (ainsi que les autres mesures existantes) peuvent
toutes être utilisées pour le calcul de similarité syntaxique entre les profils des services et
celui de l’activité recherchée. Des tests de performances (aussi bien en terme d’efficacité
que de rapidité) sont réalisés dans le Chapitre V.
III.2.4.2 La distance de Levenshtein
Les mesures de similarité syntaxiques se basent sur la présence ou le nombre d’oc-
currences de termes exacts. Les termes « estimate » et « estimates » vont donc être
considérés comme différents et seront ainsi séparés pour les calculs de similarité. Afin de
rendre ces calculs plus souples, il peut être intéressant de regrouper ces termes. Deux mé-
thodes sont utilisées pour cela en RI : l’algorithme de Porter [Porter, 1980] qui s’intéresse
à la normalisation des mots, i.e. à la recherche de sa racine, et le calcul de la distance
de Levenshtein [Levenshtein, 1966] qui permet de calculer le nombre de changements
nécessaires (ajout, suppression, substitution) pour passer d’un terme à un autre.
Porter permettant de trouver la racine d’un mot, il permet de rapprocher des mots
présentant des syntaxes assez différentes : e.g. « estimate » et « estimation » pourront être
regroupés à l’aide de cet algorithme. Malheureusement cet algorithme est spécifique à
une langue particulière et donc peu adapté à notre cas d’utilisation (les services pouvant
provenir de partenaires parlant des langues différentes). De plus, deux mots antonymes
ont généralement la même racine (e.g. « connect » et « disconnect »). Ce dernier problème
est aussi présent avec l’utilisation de Levenshtein dans le cas où les deux antonymes ne
sont déparés que d’une lettre (e.g. « synchron » et « asynchron »). Nous avons donc
décidé d’utiliser le calcul de la distance de Levenshtein afin de regrouper les termes très
proches syntaxiquement (par défaut ceux ayant maximum 1 différence).
Mathématiquement, la distance de Levenshtein entre deux chaînes de caractères a =
{i1, . . . , in} et b = {j1, . . . , jm}, ia et ja représentant des caractères, est donné par
leva,b(|a|, |b|) où :
leva,b(i, j) =

0 , i = j = 0
i , j = 0 ∧ i > 0
j , i = 0 ∧ j > 0
min

leva,b(i− 1, j) + 1
leva,b(i, j − 1) + 1
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à calculer pour tout (i, j) de (a, b), le résultat de la distance de Levenshtein attendu étant
celui de leva,b(in, jm). Dans notre cas, nous ne cherchons pas la valeur de la distance de
Levenshtein mais uniquement si la distance entre ces termes est inférieure ou égale à
la limite fixée. Étant donné que l’algorithme correspondant sera exécuté un très grand
nombre de fois, il peut être intéressant de l’optimiser pour notre utilisation.
Algorithme III.2 Détermine si les deux termes ont une distance de Levenshtein infé-
rieure à la limite fixée
Entrée : a et b deux chaines de caractères (sous la forme de tableaux de caractères),
limit la distance de Levenshtein limite
function isUnderLevenshteinLimit(a[1..m], b[1..n], limit)
if |a.length− b.length| > limit then
return false
if a = b then
5: return true
d[0..m, 0..n]← ∅
for i = 1→ m do
d[i, 0]← i
for j = 1→ n do
10: d[j, 0]← j
for j = 1→ n do
min← j
for i = 1→ m do
if a[i] = b[j] then




d[i− 1, j] + 1 , suppression
d[i, j − 1] + 1 , insertion
d[i− 1, j − 1] + 1 , substitution
min← min(min, d[i, j])




L’Algorithme III.2 propose justement une version adaptée à nos besoins, qui permet
un arrêt en cas de dépassement de la limite fixée. Après une vérification des cas simples
sur la différence du nombre de lettres (l2-3) et sur l’égalité des termes (l4-5), on calcule
la distance de Levenshtein entre ces deux termes. Lors du parcours de la matrice (n,m),
on regarde à chaque nouvelle lettre de b étudiée si le minimum obtenu lors du parcours
de a (l13-18) dépasse la limite fixée (l19-20). En effet, ce minimum correspond à la
valeur de la distance de Levenshtein depuis le début du terme jusqu’à la lettre étudiée.
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Cette valeur ne pouvant que monter par la suite, il est préférable d’arrêter le calcul à ce
moment. Cela évite donc tout calcul superflu.
L’efficacité de la mise en place d’une telle approche pour les calculs de similarité
syntaxique étant à prouver, des tests de performance ont été réalisés et sont disponibles
dans la Section V.1.3. Il est à noter que d’autres algorithmes optimisés existent, tel que
celui proposé par [Wu et al., 1990], pensé pour les recherches sur les grandes valeurs et
utilisé régulièrement en biologie pour la comparaison de séquences de gènes.
III.2.4.3 Calcul de la proximité syntaxique entre profils
Afin de donner du sens aux valeurs obtenues lors des calculs de proximité syntaxique
entre ensembles, il est nécessaire que les différentes formules soient appliquées à un
certain nombre de termes. C’est pour cela que nous regroupons les mots utilisés par
partie de profil (entrées, sorties, opération). Ce revient donc à calculer 3 notes par service
que nous allons ensuite pouvoir coupler afin d’obtenir une note de proximité syntaxique
par profil cible.
La mesure utilisée pour les calculs qui suivent est au choix, parmi celles présentées
dans la Section III.2.4.1 ou toute autre mesure (qui sera à implémenter). Pour la suite de
la présentation nous utiliserons Cosine mais les différentes mesures seront testées dans
la Section V.1.3. Le calcul de la note de proximité syntaxique se déroule en 3 étapes :
Étape 1. On cherche à extraire les différents termes utilisés. Pour cela, on s’inté-
resse aux noms des différents éléments ainsi que ceux des concepts sémantiques associés.
Les différents concepts sont représentés dans l’ontologie par une URI (sous la forme
http ://{namespace}/#NomDuConcept). Nous ne nous intéresserons ici qu’au traite-
ment de la dernière partie, le namespace n’ayant pas de sens et étant commun à tous les
concepts d’une même ontologie.
Afin d’extraire les différents termes présents dans chaque nom d’élément du profil ou
des concepts, nous nous appuyons sur les principales conventions de nommage utilisées
en informatique, telles que l’utilisation de majuscules (CamelCase), de ponctuation, de
chiffres, etc. La méthode d’extraction la plus efficace pour cela est l’utilisation d’une
expression régulière, utilisable ensuite dans la plupart des langages de programmation :
(?=[A-Z][a-z]+)|[-_\\.0-9\\s]
Code III.1 – Expression régulière utilisée pour l’extraction des termes
Comme on peut le voir, nous recherchons les différentes suites de lettres en minuscule,
commençant ou non par une majuscule et séparées par un chiffre, un espace ou un des
symboles de séparation (point, un tiret ou un underscore).
Exemple : Le profil à étudier contient le concept « #very_longConcept4instance » et on
souhaite extraire les termes. L’expression régulière ci-dessus permet d’identifier 4 mots :
very, long, concept et instance.
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La Figure III.8 illustre l’extraction des différents termes pour la sortie de l’activité
« Créér un devis », annotée sémantiquement dans la Section II.4.2.3. On y retrouve les
différents termes extraits des éléments et de leurs concepts sémantiques. Les différents
articles ou pronoms n’ayant pas de sens, on ne les intègre pas dans nos calculs. Afin
d’éviter l’utilisation d’un dictionnaire pour les distinguer, nous supprimons simplement
les mots de moins de 3 lettres.
Name : Date livraison 














Name : Ligne et informations 
#Quantity #Unit_price 
à date, livraison, delivery, date, ligne, 
informations, quantity, unit, price, prix, 
total, total, price, devis, estimate 
Name : Prix total 
#Total_price 














Figure III.8 – Réconciliation syntaxique : extraction des termes utilisés et évaluation
du nombre d’occurrences
On s’intéresse ensuite au nombre d’occurrences de chaque terme. Comme nous l’avons
dit dans la section précédente, nous intégrons dans cette étape la prise en compte de
la distance de Levenshtein afin d’autoriser de légères différences dans les caractères (de
0 à 2, au choix de l’utilisateur). Afin de pouvoir utiliser les différentes mesures, nous
créons un vecteur contenant le nombre d’occurrences de chaque mot présent dans la liste
extraite à l’étape précédente.
Étape 2. A l’aide de la mesure de similarité choisie, on peut alors comparer le groupe
de mots présent dans une partie du profil de l’activité avec son équivalent dans chaque
service et y associer une note de proximité à chaque itération. Comme nous l’avons ex-
pliqué dans la Section III.2.4.1, il est nécessaire dans un premier temps d’uniformiser les
deux vecteurs pour ensuite appliquer simplement une des formules de calcul de similarité.
La Figure III.9 illustre le calcul de similarité entre la sortie du service « CreateEs-
timateService », dont on peut voir le fichier de description en Annexe A.1.1, et celle de
l’activité « Créer un devis », détaillée précédemment. Le résultat obtenu correspond à
un coefficient de similarité entre les termes utilisés sur ces deux sorties à l’aide de la
mesure Cosine.
Étape 3. Enfin, une fois les trois parties du service cible notés, on calcule la note finale
en utilisant le même mécanisme que pour la note finale de la distance sémantique (i.e.
une moyenne pondérée, voir Équation III.5).
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I/O = 0.402 
Op = 0.707 
à Total = 0.402 * 0.5  
             + 0.707 * (1-0.5) 




Figure III.10 – Réconciliation syntaxique : calcul de la note du service
III.2.5 Résultat final
Une fois les notes de proximités sémantique et syntaxique calculées, nous allons nous
intéresser à l’obtention de la note finale du service étudié ainsi qu’au résultat renvoyé à
l’utilisateur.
III.2.5.1 Calcul de la note finale du service
La détermination de la note finale est très simple : on applique tout d’abord un seuil
en dessous duquel le service est rejeté puis on combine les notes syntaxique et sémantique
en utilisant un poids choisi lui aussi par l’utilisateur en fonction du cas d’étude. On donne
généralement plus d’importance à la note sémantique car l’étude des liens logique est plus
perspicace que celle de la syntaxe pure des termes utilisés. Par exemple, si deux profils à
comparer utilisent des langues différentes, la note de proximité sémantique représentera
bien le rapport entre ces profils alors que l’analyse syntaxique n’aura aucune valeur. Les
mots utilisés pour un même concepts étant différents (pour la majorité du vocabulaire),
la note syntaxique sera proche de 0.
rfinal = wlogic × rlogic + (1− wlogic)× rsyntact (III.11)
avec wlogic ∈ [0; 1] le poids associé à la note sémantique, rlogic et rsyntact les notes obtenues
lors des calculs de proximité sémantique et syntaxique.
Cette note générale est un bon indicateur de proximité entre notre activité métier et
le service cible. Cependant, afin de permettre à l’utilisateur une analyse plus poussée des
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résultats et, si les résultats ne sont pas concluants, de faciliter un traitement ultérieur,
le résultat de chaque comparaison est renvoyé sous une forme semi-détaillée. En plus
de la note finale, on y retrouve la note de chaque partie de profil ainsi que le degré de
couverture des entrées/sorties. Cela permet donc à l’utilisateur de comprendre sur quels
critères le service a été pénalisé et ainsi faire son choix sur un plus grand nombre de
données. Dans ce cadre, l’utilisateur attend principalement une information qualitative
et non une note précise sur chaque partie. L’information peut alors lui être renvoyée
sous une forme plus simple (e.g. trois états : « bon », « moyen », « mauvais » ou trois
couleurs), dépendant de seuils paramétrables dans la plateforme de modélisation. La
Figure III.11 illustre le résultat sous une forme semi-détaillé et un exemple possible de
présentation à l’utilisateur à l’aide de seuils définis pour l’occasion.
Inws	   Outws	  
Opws	  
0% 77% 69% 
56% 
FAIL PLUGIN 56% 
FAIL PLUGIN 
>75% 




Présentation à l’utilisateur 
Inws	   Outws	  
Opws	  
0% 78% 66% 
FAIL PLUGIN 
Proximité sémantique 
Inws	   Outws	  
Opws	  
0% 71% 80% 
Proximité syntaxique 
Figure III.11 – Résultat de la réconciliation hybride
Exemple : Reprenons l’exemple utilisé dans les calculs de proximité sémantique et
syntaxique réalisés précédemment. On prend comme poids sémantique wlogic = 0.8, va-
leur par défaut. Ce multiplicateur est alors appliqué aux résultats obtenus précédemment
lors des phases de réconciliations sémantique et syntaxique. On obtient alors rfinal =
0.8 ∗ 0.55 + (1− 0.8) ∗ 0.56 = 56%. On procède de la même manière pour avoir les notes
détaillées sur les différentes parties du profil. On obtient alors comme le montre la Figure
III.11 rInfinal = 0%, r
Op
final = 77% et rOutfinal = 69%. Cela indique donc à l’utilisateur que le
service a principalement été pénalisé à cause des informations sur l’entrée. Ce résultat
est logique dans notre exemple car nous n’avions pas indiqué d’information sur l’entrée
attendue lors de la définition de l’activité.
III.2.5.2 Un ensemble de paramètres à optimiser
Comme on a pu le voir tout au long de la présentation de notre méthodologie de sé-
lection de services, les différents calculs dépendent d’un ensemble de paramètres destinés
à rendre notre mécanisme plus souple (encadrés en pointillés sur les Figures III.3, III.6 et
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III.7 ou détaillés dans le texte). Cette volonté de proposer un système adaptable à toute
situation est motivée par l’hétérogénéité des cas d’utilisation et des systèmes en présence.
En effet, l’aspect collaboratif du système de médiation implique de pouvoir prendre en
compte les systèmes des partenaires même si ceux-ci présentent des différences, notam-
ment en termes de description sémantique des services, de quantité de services sur le
réseau ou du degré de détails des ontologies utilisées.
Exemple : Nous souhaitons utiliser notre mécanisme de sélection de services sur un sys-
tème sur lequel seules les entrées/sorties sont annotées sémantiquement. Avec la confi-
guration de base (wOp = 0.5 et wlogic = 0.8), i.e. une importance égale entre les in-
formations sur les entrées/sorties et sur l’opération, et une forte domination de la note
sémantique, la note réconciliation de service ne serait pas représentative. En effet, même
un service correspondant parfaitement obtiendrait la note de rtotal = wlogic× rlogic + (1−
wlogic) × rsyntact = 0.8 ∗ 0.5 + 0.2 ∗ 1.0 = 60%. Si on souhaite rendre le mécanisme de
notation représentatif ( i.e. rtotal ∈ [0; 1]) , il est donc nécessaire dans ce cas de réduire
l’importance de l’opération en modifiant le paramètre associé (wOp = 0.0).
Ces différents paramètres peuvent alors être optimisés en fonction des caractéristiques
des systèmes en présence, que ce soit manuellement ou à l’aide de méthodes d’optimisa-
tions tels que les techniques d’intelligence artificielle [Russell and Norvig, 1995]. L’étude
de ces approches n’entre pas dans le cadre de ces travaux, faute de temps. Voici cepen-
dant une description succincte de deux méthodes classiques : les algorithmes génétiques
et les réseaux de neurones. Les algorithmes génétiques [Goldberg, 1989] permettent une
optimisation des paramètres exprimés sous un format binaire. La solution, bien que non
exacte (i.e. on ne peut être sûr que la solution soit la meilleure existante), peut être dé-
terminée en amont de toute collaboration entre les partenaires déclarés. Ces algorithmes
nécessitent cependant un grand nombre de calculs et une base de cas représentative
pour fonctionner. Ils sont de plus difficiles à configurer et nécessitent une connaissance
poussée. Le réseau de neurones [Haykin, 2004] quant à eux se basent sur l’apprentissage
par l’expérience. Ils fonctionnent sur des nombres réels et tentent d’améliorer ces para-
mètres au fur et à mesure de leur utilisation, en fonction des résultats prévus d’une base
de cas ou du retour de l’utilisateur. Ils nécessitent une grande base de cas pour proposer
un résultat optimisé mais a l’avantage de pouvoir fonctionner incrémentalement (i.e. de
continuer l’optimisation des paramètres au fur et à mesure de l’utilisation du moteur de
réconciliation).
La détermination des paramètres par défaut dans le moteur de réconciliation a été
pour le moment uniquement réalisée empiriquement sur une unique base de test à notre
disposition. Les résultats et remarques sur l’influence des différents paramètres peuvent
être trouvés en Section V.1.3. Bien qu’une étude plus poussée soit nécessaire avant toute
intégration d’algorithme d’optimisation dans notre outil, l’utilisation d’un réseau de
neurones semble plus adaptée à notre utilisation, les bases de cas complètes en amont de
collaboration étant rares. Les résultats des tests d’implémentation peuvent alors servir de
paramétrage initial et l’optimisation peut alors se limiter aux paramètres déterminants.
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III.3 Composition de services (n-m)
Comme nous l’avons dit dans la présentation du contexte de ces travaux (voir Cha-
pitre I), la différence de granularité entre les activités métier et les services techniques
rend la réconciliation « 1-1 » insuffisante pour certains cas d’utilisation. Bien que notre
mécanisme de sélection de services puisse être vu, une fois couplé à la génération de
services de transformation de messages (voir Chapitre IV), comme une réconciliation
« 1-2 », il ne répond pas au problème de différence de granularité. Pour palier ce pro-
blème, nous avons développé une méthodologie de composition de services « n-m », basée
sur le mécanisme de réconciliation de profils présenté précédemment. Cette section dé-
crit en détails cette méthodologie et ses interactions avec le mécanisme de sélection de
services.
III.3.1 Méthodologie générale pour la composition de services
Basé sur l’approche de sélection de services présenté précédemment, le mécanisme
de réconciliation proposé dans ce manuscrit vise à améliorer les résultats fournis à l’uti-
lisateur grâce à l’étude successive de profils sémantiques complémentaires.
III.3.1.1 Présentation de la méthodologie
Notre mécanisme de composition de services est basé sur une utilisation successive
de la réconciliation « 1-1 » sur un ensemble de combinaisons de services potentiels. Le
temps de calcul nécessaire à l’obtention de résultats de composition satisfaisants est
donc logiquement plus élevé que pour la sélection de services. De plus, le choix réalisé en
Section II.3.2 d’utiliser des méta-modèles de description de services utilisant l’approche
ascendante implique que l’on dispose d’une description sémantique réduite au minimum,
en particulier sur le contexte et le comportement de ceux-ci (pré-requis, effets). La pro-
babilité de proposer un ensemble de services répondant parfaitement au besoin risque
donc rapidement d’augmenter avec l’ajout de nouveaux services. Pour ces deux raisons,
il est préférable de privilégier la réconciliation des plus petits ensembles possibles. Notre
méthodologie de réconciliation de services, incluant les mécanismes de sélection et la
composition de services, suit donc logiquement le processus suivant (voir Figure III.12) :
1. On procède à la sélection de services (réconciliation « 1-1 ») sur chacune des acti-
vités du processus.
2. Pour toutes les activités non couvertes par un service, ou du moins dont aucun
service proposé n’atteint le seuil imposé par l’utilisateur, on procède à une compo-
sition de service « 1-n ». On recherche donc à cette étape un ensemble de n services
répondant au besoin exprimé dans la description sémantique de l’activité.
3. S’il reste des activités non satisfaites, on s’intéresse à la réconciliation « n-m » en
tentant cette fois de combiner les attentes métiers d’activités consécutives afin de
trouver un ensemble de services répondant au besoin de manière plus souple (i.e.
en s’abstrayant des données attendues entre ces activités). S’il est nécessaire de
Nicolas Boissel-Dallier 81
Chapitre III. Réconciliation de services
prendre en considération des activités déjà satisfaite lors des phases précédentes,
nous chercherons à augmenter la satisfaction de l’ensemble (i.e. la moyenne des
notes) et proposerons à l’utilisateur les différentes solutions.
4. Une fois toutes ces étapes réalisées, on transmet à l’utilisateur les résultats obtenus
afin qu’il puisse les valider ou les invalider. Dans le cas où une ou plusieurs activités
ne seraient toujours pas couvertes, plusieurs choix s’offrent à lui :
• Développer le service correspondant à l’activité et le lier manuellement à l’acti-
vité (peu probable).
• Rechercher un nouveau partenaire prêt à intervenir dans la collaboration et
possédant le service adéquate.
• Déclarer cette activité comme une activité métier, directement gérée par un
humain lors de l’exécution. On génère alors un service graphique contenant le
formulaire nécessaire au bon déroulement du processus (i.e. présentant à l’utili-
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Figure III.12 – Méthodologie pour la composition de services
Le but principal de la composition de services, que ce soit pour la réconciliation d’une
activité (« 1-n ») ou d’un groupe d’activités (« n-m »), est de proposer un ou plusieurs
ensembles de services répondant au besoin. Les services proposés peuvent cependant être
dépendants les uns des autres (i.e. un service attend une information qui est fournie par
un autre). Il est donc nécessaire d’étudier ces dépendances afin de proposer à l’utilisateur
une solution viable, composée de services dans le bon ordre. Cet ordonnancement doit
permettre l’exécution de ces services de la manière la plus efficace possible tout en
s’assurant que le sous-processus généré puisse être exécuté sans blocage. Pour cela, une
étude du graphe d’interdépendance entre ces services est proposée dans chacune de ces
activités.
Afin d’accélérer le processus de composition, un mécanisme de réutilisation de pat-
terns a aussi été intégré à la composition de services. La base de patterns mise en place
comprend les compositions réalisées avec succès lors des réconciliations précédentes ainsi
que ceux prévus dés la conception des services (e.g. dans les descriptions de services
WSMO-Lite).
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III.3.1.2 Limitation de la combinatoire
Le mécanisme de réconciliation « n-m » proposé ici propose de tester différentes
combinaisons de services possibles afin de trouver le résultat le plus adapté au besoin
de l’utilisateur. Chaque réconciliation d’activité(s) va demander plusieurs appels au mo-
teur de sélection de services, chacun s’appliquant sur l’ensemble des services concernés.
Les temps de calculs pour ce mécanisme peut alors rapidement devenir un problème,
principalement sur les systèmes importants ou si le nombre et la taille des processus col-
laboratifs en jeu est élevé. Afin de minimiser le temps de calcul, nous pouvons agir sur
deux points en dehors des performances mêmes du moteur (traitées en Section V.1.3) :
• Le nombre de composition à opérer, qui est déterminé d’une part par le nombre
d’activités n’ayant pas trouvé de correspondance satisfaisante et d’autre part par
les associations possibles d’activités à étudier (correspondant au « n » du « n-m »).
• Le nombre de services à traiter à chaque sélection de services, directement pro-
portionnel au temps de calcul. Ce nombre correspond au nombre de services mis
à disposition par les partenaires et pouvant être utilisés pour cette réconciliation.
Réduction du nombre de compositions. Si l’on souhaite tester l’ensemble des com-
binaisons possibles sans prendre en compte l’ordre de ces activités, cela revient à réaliser
2p−1 compositions, avec p le nombre d’activités dans notre processus. Ce nombre de com-




= p!k!(p−k)!) qui permet
de calculer le nombre de combinaisons possibles de k éléments parmi p. Dans notre cas,
nous souhaitons le calculer pour tous les k, de 1 à p. Cela donne donc∑pk=1Cpk = (2p−1)
possibilités. Cependant, ce nombre ne prend pas en compte la logique même du processus
collaboratif, qui nous permet de limiter grandement le nombre de calculs. En effet, bien
qu’il soit toujours possible de faire une composition « 1-n » (ce qui représente p com-
positions), toutes les activités ne peuvent pas être combinées pour une réconciliation
« n-m ».
Tout d’abord, l’ordonnancement des activités dans le processus ne permet pas la
prise en compte de n’importe quel groupe d’activités. En effet, tenter de réconcilier des
activités non consécutives dans le processus n’est pas logique d’un point de vue métier.
Les activités doivent en effet être réalisées suivant une logique définie. Bien qu’il soit
possible de trouver un ensemble de services répondant au besoin fonctionnel de deux
activités distantes l’une de l’autre, la logique métier ne le permet pas.
Ensuite, l’utilisation d’opérateurs logiques (représentés sous la forme de gateways
dans notre cas) rend difficile, voire impossible, la réconciliation de groupes les contenant.
En effet, les conditions exprimées au sein de ces opérateurs logiques en BPMN ne sont pas
standardisées et donc peu exploitables. De plus, la description sémantique des services
ne permet pas une représentation de leur logique interne, qui est à la discrétion du
développeur et qui peut être différente pour deux implémentations de la même opération.
Cela implique donc qu’aucune correspondance entre les opérateurs logiques du processus
et ceux des services ne peut être réalisée. Tenter de réconcilier deux activités séparées par
un opérateur logique ne représente donc aucun apport par rapport à leur réconciliation
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une à une. Seule l’étude d’activités en séquence a donc un intérêt.
Enfin, chaque activité du processus collaboratif est assignée à un partenaire, respon-
sable de sa réalisation. Deux activités consécutives assignées à deux partenaires différents
ne doivent donc pas être réconciliées ensemble, leur exécution devant être réalisées sur
des systèmes (et donc des services) distincts.
Ces trois propriétés limitent donc les compositions à étudier aux activités seules
(réconciliation « 1-n ») ainsi qu’aux activités consécutives en séquences réalisées par un
même partenaire.
Figure III.13 – Détermination des associations possibles d’activités métier
Exemple : La Figure III.13 représente un exemple abstrait de processus collaboratif vu
uniquement sous la forme d’un médiateur. Deux partenaires sont engagées dans cette col-
laboration, chacun représenté par une couleur différente. Si on applique à ce processus les
trois règles proposées ci-dessus, on remarque que seules 13 compositions de services sont
à réaliser (une pour chaque activité plus les deux groupes en pointillés). Si nous avions
décidé de ne pas les prendre en compte, nous aurions eu 211 − 1 = 2047 combinaisons
possibles à calculer, soit plus de 150 fois plus.
Réduction du nombre de services concernés. Chaque composition de services
fait appel plusieurs fois au mécanisme de sélection de services (présenté en Section III.2)
qui compare le profil fourni, généralement généré depuis les informations sémantiques de
l’activité recherchée, avec tous ceux correspondant aux services potentiels. Or, la liste
de ces services potentiels peut être réduite simplement à l’aide de quelques critères.
Comme nous l’avons dit précédemment, chaque activité est réalisée par un partenaire
de la collaboration. Il n’est donc pas nécessaire de réaliser les réconciliations de services
sur tous les services disponibles mais seulement sur ceux du partenaire cible. Chaque
service étant associé au partenaire correspondant au moment de sa déclaration dans notre
annuaire, cette information permet un filtrage simple et efficace des services étudiés. On
peut ajouter à cette liste de services potentiels ceux fournis par le médiateur, qui peut
mettre à disposition un ensemble de fonctionnalités génériques aux collaborateur.
La liste des services potentiels peut aussi être réduite rapidement suivant des cri-
tères non-fonctionnels. En effet, si une activité métier nécessite certaines caractéristiques
non-fonctionnelles (e.g. un temps d’exécution ou un taux de réponse spécifique), il est
judicieux de ne prendre seulement en considération les services y répondant. Ces cri-
tères syntaxiques, standardisés au niveau des services, peuvent alors servir de filtre. Une
première étude a été réalisée au cours de cette thèse [Boissel-Dallier et al., 2011]. Cette
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étude a permis l’annotation sémantique des polices de services (permettant d’exprimer
les aspects non-fonctionnels des services) sans pour autant permettre l’apport de cette
connaissance au niveau métier. Bien que la sémantisation de ces modèles amène une
certaine souplesse dans la réconciliation des polices de service au niveau technique, elle
n’apporte aucune plus-value à la transformation de modèles métier vers technique. La
prise en compte de ces aspects non-fonctionnels étant un sujet complexe, un sujet de
thèse dédié a été initié [Zribi et al., 2012].
La réduction de cette liste de services cibles permet de diminuer le temps de calcul
de chaque sélection de services dans chacune des compositions. Pour l’instant, seul le
premier filtre (par partenaire) est utilisé dans notre moteur de réconciliation. Le filtre
non-fonctionnel est encore en cours d’étude.
III.3.1.3 Des patterns réutilisables
La composition de services se base sur nos algorithmes de réconciliation de services
et de données dans le but de fournir à l’utilisateur le meilleur résultat possible en un
minimum de temps. Afin d’accélérer encore ce processus et d’en améliorer les résultats,
il peut être intéressant de réutiliser les patterns qui ont fait leur preuve (i.e. qui ont
été déterminés et exécutés avec succès) ainsi que ceux prévus lors de la conception des
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Figure III.14 – Représentation possible d’un pattern
Chacun de ces motifs de conception associe au profil sémantique équivalent une
description technique des services et des transformations de données utilisée afin d’en
faciliter l’utilisation (voir Figure III.14). Ces profils proviennent des compositions « 1-n »
et « n-m » précédemment découvertes, validées par l’utilisateur et exécutés avec succès
dans des processus collaboratifs antérieurs ou sont extraits des descriptions WSMO-Lite
qui permettent aux concepteurs de service d’indiquer les enchainements d’opérations
prévues [Vitvar et al., 2008].
Ces motifs de conception étant déjà conçu et validés, soit par leur utilisation préalable
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soit par le concepteur du service, ils pourront être testés an amont de toute composition
à l’aide du mécanisme de sélection de services au même titre que n’importe quel service
disposant d’un profil sémantique.
III.3.2 Réconciliation « 1-n » de services
Cette section présente en détails notre mécanisme de composition « 1-n ». Cette
approche se base sur une utilisation itérative du mécanisme de sélection de services couplé
à un système de validation de résultats afin de proposer à l’utilisateur les enchainements
de services les plus adaptés au besoin métier exprimé. Si ces résultats ne sont toujours
pas satisfaisants, une dernière étape de réconciliation « n-m », présenté dans la section
suivante (III.3.3), s’intéressera au dernier cas de composition en prenant en compte les
incompatibilité de découpages entre les activités et les services.
III.3.2.1 Une approche itérative
Le mécanisme de sélection de service proposé en Section III.2 permet une estima-
tion de la distance sémantique et syntaxique entre deux profils sémantiques, le premier
correspondant à une activité métier et le second à un service technique potentiel. Cette
approche ne se limite cependant pas à cette seule utilisation. En effet, cette compa-
raison peut se faire entre deux profils de services (e.g. dans le cas où on recherche un
service équivalent à un autre pour le remplacer en cours d’exécution de processus) mais
aussi entre n’importe quels éléments abstraits tant que l’on peut les exprimer sous la
forme de profils sémantiques. C’est ce dernier principe que l’on va chercher à exploiter
pour réaliser notre mécanisme de composition de services en créant successivement des
profils de recherche abstraits, correspondant aux fonctionnalités encore non couvertes
par les services sélectionnés. La méthodologie de composition de services proposée ici se
décompose en 4 étapes.
Étape 1. Bien que les services récupérés lors de la phase de réconciliation « 1-1 »
n’aient pas été considérés comme suffisamment proche de l’activité recherchée (i.e. leurs
notes étant inférieures à la note minimum requise par l’utilisateur), ce sont tout de même
les plus proches en terme de couverture fonctionnelle. Il semble donc logique de partir
de cette liste de services potentiels afin de créer la composition de services couvrant
nos besoins métiers. Nous nous intéressons ici aux associations « 1-à-plusieurs », nous
intégrons donc également à ces résultats les notes obtenues par les profils correspondants
aux différents patterns. Si aucun pattern ne répond aux critères de proximités attendus,
la phase de composition est nécessaire. Pour cela, nous allons utiliser ces opérations ou
patterns comme base, en les sélectionnant par ordre décroissant de note.
Exemple : Nous nous intéressons au profil présenté sur la Figure III.15. Comme on
peut le voir, aucun des services disponibles ou des patterns connus n’obtient à l’issue
de la sélection de services la note minimum attendue. La phase de composition « 1-n »
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Figure III.15 – Réconciliation 1-n : sélection de services
doit donc être réalisée. L’opération Op3 ayant obtenu la meilleure note (42%), c’est par
celle-ci que nous allons commencer.
Étape 2. Une fois un service ou un pattern sélectionné, on s’intéresse à sa couver-
ture fonctionnelle par rapport à celle de l’activité recherchée. Pour cela, on compare les
concepts sémantiques de l’activité avec ceux du profil du service et on regarde la cou-
verture des entrées/sorties, de l’opération et de la description du comportement interne.
Ici, pas besoin de raisonner sur l’ontologie puisqu’on dispose déjà du profil étendu (i.e.
contenant tous les concepts liés à ceux annotés initialement) obtenu lors de l’étape 1 de
la sélection de services (Section III.2.3.2). Une simple comparaison syntaxique des noms
des concepts suffit donc à déterminer les éléments du profil de recherche couverts.
À l’aide de ces informations, nous créons alors un nouveau profil de recherche, corres-
pondant aux besoins encore non satisfaits par le premier service sélectionné. Pour cela,
on crée un nouveau profil identique au profil de recherche initial puis on lui applique
plusieurs règles de transformation (voir Figure III.16) :
• On enlève de ce profil les sorties couvertes par le service sélectionné puisque le
besoin fonctionnel concernant celle(s)-ci est maintenant couvert.
• De la même manière, si le comportement interne est décrit dans le profil de re-
cherche, on supprime les activités unitaires couvertes par le service choisi. On fait
de même avec les concepts décrivant l’opération elle-même.
• On ajoute aux entrées du profil les sorties du service qui ne correspondent pas avec
les sorties du profil. Ces sorties apportent des informations que l’on va pouvoir
utiliser. On les ajoute alors en tant qu’entrées potentielles dans ce nouveau profil.
• On ajoute de la même manière aux sorties du profil les entrées du service supplé-
mentaire.
Une fois cette transformation réalisée, on utilise notre mécanisme de sélection de
services sur ce nouveau profil afin de trouver les services les plus adaptés aux besoins
fonctionnels non couverts par le premier service. On obtient pour chacun de ces services
une note de proximité avec le profil en question.
Exemple : On étudie la couverture fonctionnelle de l’opération Op3, sélectionnée lors
de l’étape précédente. Comme on peut le voir sur la Figure III.16, cette opération utilise
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Figure III.16 – Réconciliation 1-n : modification du profil de recherche
l’entrée I1 et couvre les sorties O1 et O3. On crée alors le profil complémentaire en y
supprimant les deux sorties en question et en rajoutant une nouvelle entrée correspon-
dante à la sortie de Op3 non consommée par les sorties du profil de recherche. Lorsqu’on
lance sur ce profil une nouvelle réconciliation « 1-1 », on obtient les opérations Op5 et
Op8, respectivement à 78% et 32% du profil complémentaire.
Étape 3. Les notes associées à chaque service trouvé dans l’étape précédente ne corres-
pondent qu’à la proximité du service avec le profil abstrait créé pour l’occasion. Elles ne
reflètent pas exactement la proximité de la combinaison du premier service sélectionné
avec ceux-ci par rapport au profil de recherche initial. C’est pourtant cette dernière qui
nous intéresse dans cette étape, et surtout son évolution au fur et à mesure de l’ajout
de services à la composition (voir Section III.3.2.2).
Le calcul de cette note implique de créer un profil sémantique correspondant à la
combinaison de ces services pour pouvoir réellement calculer une note pour chaque com-
position. Trois phases sont nécessaires pour cela (voir Figure III.17) :
1. Tout d’abord on étudie à l’aide des concepts en présence les liens entre les entrées
et sorties des services utilisés dans la composition afin de déterminer les données
utilisées en interne. Cela nous permet de créer un graphe orienté représentant les
dépendances entre ces services. Ce graph nous servira dans l’étape suivante pour
ordonnancer nos services et vérifier la viabilité de la composition.
2. On crée à partir de ces informations un profil sémantique correspondant à la com-
position en cours. Ce profil contient des références à toutes les entrées/sorties non
consommées des services sélectionnés ainsi qu’une description de son comporte-
ment interne composée des différents concepts liées aux opérations des services
(une activité unitaire par service).
3. Une fois le profil généré, on le compare au profil de recherche de l’activité afin de
déterminer la proximité sémantique et syntaxique de la composition créée.
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Figure III.17 – Réconciliation 1-n : création et test du profil final équivalent
Exemple : Lors de l’étape précédente (Figure III.16), notre mécanisme de sélection de
services a proposé l’opération Op5 en tant que complément à Op3 avec une note de proxi-
mité de 78% par rapport au profil complémentaire. Comme on peut le voir sur la Figure
III.17, l’opération Op5 couvre la seule sortie attendue et consomme deux des entrées du
profil complémentaire (dont celle fournie par Op3). Si on représente la couverture des dif-
férentes entrées/sorties des services par rapport au profil initial, on s’aperçoit que notre
composition couvre l’ensemble des entrées et sorties attendues initialement (à droite sur
la figure). On crée alors le profil correspondant à la composition à l’aide des informa-
tions provenant des profils de services utilisés. En comparant ce profil avec le profil de
recherche initial, on obtient une note de 87%. Cette note étant suffisante, aucune autre
itération ne sera nécessaire.
Étape 4. Une fois les services pour la composition choisis, nous allons nous intéresser
à l’ordonnancement de ces services et, par la même occasion, à la validation de cet en-
chainement de services (qui peut être vu comme un sous-processus). La vérification du
sous-processus généré est indispensable pour garantir sa capacité d’exécution. En effet,
il peut arriver dans certains cas que la logique d’enchainement des services provoque un
blocage complet du processus. La Figure III.18 illustre ce phénomène. On y retrouve
deux services sélectionnés lors de phases différentes de notre mécanisme. Chaque ser-
vice dépend des sorties de l’autre, ce qui provoque une impasse lors de l’exécution du
processus (on parle alors de deadlock).
Bien que la vérification soit triviale avec deux services, elle peut devenir plus com-
plexe dans le cas où plus de services sont impliqués avec un nombre plus important de
dépendances de données. Dans l’étape précédente, nous avons proposé de représenter
cette composition sous la forme d’un graphe orienté. Chaque nœud (ou sommet) du
graphe correspond à un service alors que les arcs représentent les dépendances entre ces
services. Il suffit alors de vérifier que ce graphe orienté est acyclique (c’est à dire qu’il ne
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impasse 
Figure III.18 – Risque de blocage lors de la composition
contient pas de boucle) pour s’assurer qu’aucun blocage ne surviendra lors de l’exécution
de ce sous-processus. Cette vérification peut être faite à l’aide d’un algorithme classique
de parcours de graphe (e.g. celui proposé par [Bouchitté, 2007]).
Une fois cette vérification réalisée, il ne reste plus qu’à ordonnancer les services. Pour
cela, on utilise le graphe orienté que l’on a créé précédemment. Plusieurs opérations sont
















Figure III.19 – Réconciliation 1-n : ordonnancement des opérations
1. On supprime les arcs de transitivité, i.e. les arcs correspondant à des dépendances
redondantes. Par exemple dans notre figure, le sommet (1) est directement dé-
pendant du (2) mais aussi via le chemin (2) → (3) → (5) → (1). L’indication
de dépendance (2) → (1) est donc redondante, nous la supprimons. Cette étude
se réalise simplement en parcourant le graphe à partir des sommets ne possédant
aucune dépendance ((2) et (4)), ces sommets représentant les services pouvant être
invoqués en premiers.
2. On ajoute avant chaque sommet possédant 2 arcs entrant ou plus un parallel gate-
way 1 convergeant et après chaque sommet d’où partent 2 arcs ou plus un parallel
gateway divergeant.
1. Parallel gateway : élément BPMN qui symbolise la parallélisation de tâches.
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3. On ferme les différents blocs ouverts au point précédent puis on place en parallèle
les ensembles de sommets indépendants pour obtenir notre ordonnancement final.
Résultats. Les étapes 2 à 4 peuvent être répétées tant que le résultat n’est pas satis-
faisant avec différentes combinaisons (e.g. en choisissant un autre service initial) ou un
plus grand nombre de services. Pour cela, il suffit de reconstruire un nouveau profil com-
plémentaire regroupant les manques fonctionnels des deux (ou plus) services sélectionnés
et de recommencer une itération. La Section III.3.2.2 propose une méthode de parcours
de ces combinaisons potentiels ainsi que des critères d’arrêt qui permettent d’obtenir le



















Figure III.20 – Résultat de la réconciliation 1-n
Une fois ces résultats obtenus, on les propose à l’utilisateur. La Figure III.20 repré-
sente les résultats finaux de notre réconciliation « 1-n ». Il est à noter qu’il nous est
possible d’apporter une information supplémentaire à l’utilisateur concernant la trans-
missions des données entre ces opérations. En effet, nous pouvons utiliser notre méca-
nisme de réconciliation de données (qui sera présenté dans le Chapitre IV) afin de vérifier
si les transformations de données entre ces services peuvent être générées automatique-
ment ou si elle nécessiteront un apport de l’utilisateur. Bien que cette information ne soit
pas bloquante, i.e. que l’on proposera tout de même à l’utilisateur la composition même
si les transformations de données ne sont pas générées automatiquement, un indicateur
graphique le lui signalera.
III.3.2.2 Parcours des possibilités et critères d’arrêt
Comme nous l’avons dit précédemment, le mécanisme de composition proposé ici
teste un ensemble de combinaisons de services afin de trouver celle répondant le mieux
au besoin métier exprimé dans la description de l’activité. Tester l’ensemble des combi-
naisons possibles, même après la réduction du nombre de services pris en compte dans
la Section III.3.1.2, n’est pas envisageable. En effet, bien que ces calculs soient réalisés
lors de la phase de conception, les temps de calculs doivent rester raisonnable afin de
permettre une interaction efficace avec l’utilisateur. Cette section propose donc une mé-
thodologie permettant d’obtenir un résultat satisfaisant tout en limitant un maximum
le nombre d’itérations.
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Le principe est simple : on essaye d’atteindre le meilleur résultat possible en un
minimum de sélections de services. Pour cela, on applique plusieurs règles permettant
de savoir quelles « branches » sont conservées (voir Figure III.21) :
• La note de la solution doit être supérieure ou égale à celle de la solution parente
(i.e. Opa+b ≥ Opa) pour que son étude soit poursuivie.
• La note de la solution doit aussi être supérieure ou égale à la meilleure note de
l’itération précédente.
• Si la solution n’est pas améliorée lors d’une itération (i.e. @b,Opa+b ≥ Opa), l’étude
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Figure III.21 – Critères d’arrêt de la composition de services
Exemple : Comme on peut le voir sur la Figure III.21 représentant le parcours emprunté
lors de la composition de services réalisée le long de cette section. Seules 5 sélections de
services ont été nécessaires pour arriver à notre résultat en appliquant les règles énoncées
ci-dessus. Nous avons retenu les deux meilleures afin de ne garder que celles supérieures
aux résultats obtenus lors de la sélection de services initiale (avec l’Op3 seule à 42%).
On remarque aussi sur la figure que la combinaison Op3 et Op8 apparait deux fois. Elle
n’a bien évidement été testée qu’une seule fois. Elle apparait cependant dans notre arbre
afin d’ouvrir potentiellement des voies vers d’autres solutions. Cette seconde apparition
de la combinaison Op8+3 est cependant arrêtée pour deux raisons : (i) la note obtenue
est inférieure à la meilleure note de l’itération précédente (Op3 = 42%) et (ii) le résultat
supérieur Op8+4 n’a pas été amélioré après une nouvelle itération (Op8+4+5 et Op8+4+3).
Par nature, cette méthode permet d’attendre rapidement des maxima locaux en em-
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pêchant toute régression dans les résultats obtenus aux cours des différentes itérations.
Cela ne garanti par contre aucunement que le maximum est atteint au cours de l’opti-
misation et donc que la meilleure combinaison possible de services est retournée.
III.3.2.3 Application au cas ISTA3
Appliquons cette méthodologie au cas ISTA3. Comme nous l’avons dit lors de sa
présentation (Section I.4), le mécanisme développé dans le cadre du projet s’est limité à
de la réconciliation « 1-1 ». Il est donc nécessaire de modifier légèrement l’exemple pour
mettre en lumière l’intérêt d’une telle démarche.
Nous allons ici nous intéresser à l’activité de création de devis grossier (voir Figure
A.1). Contrairement au cas d’utilisation utilisé dans le projet (présenté en Section I.4),
nous ne disposons pas ici d’un service technique répondant parfaitement au besoin, cela
nous oblige donc à passer par la phase de composition de services. On retrouve sur la
Figure III.22 l’activité en question ainsi qu’une partie des services mis à disposition par
les partenaires. Les différents concepts liés aux fonctionnalités et aux entrées sorties sont
représentés. Pour cet exemple, nous nous sommes limités à un concept sémantique par
entrée/sortie afin d’en faciliter la compréhension. Trois opérations sont détaillées ici :
• calculerCouts, qui propose depuis un croquis et des informations sur la taille et le
matériau demandés pour le moule d’en estimer une date de livraison potentielle
ainsi que le coût en matières premières et main d’œuvre.
• genererDevis, qui fourni une estimation du prix unitaire en fonction d’un numéro
d’affaire (permettant de faire le lien avec de potentielles remises liées à la transac-
tion) et les coûts de main d’œuvre et de matériaux.
• creerProjet, qui génère depuis des informations sur le client un numéro d’affaire.
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Figure III.22 – Exemple de composition : présentation du contexte
Si on applique dans un premier temps le mécanisme de sélection de services, on
remarque qu’aucun de ces services ne répond suffisamment au besoin exprimé (voir
Figure III.23). Les différentes opérations proposées sont en effet incomplètes, que ce soit
à cause d’un manque dans leurs entrées/sorties ou dans leur fonction. L’opération de
génération de devis (Op2) obtient la meilleur note avec 37.5%, nous allons donc l’utiliser
en priorité pour la composition de services.
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Figure III.23 – Exemple de composition : test des combinaisons possibles
On crée alors le profil complémentaire nécessaire à la réalisation de l’itération suivante
(non détaillée sur la figure) en supprimant du profil les concepts couverts par Op2.
Cette nouvelle sélection de services nous propose alors de nouveau les deux opérations
restantes : Op3 = 53.1% et Op1 = 47.5%. On sélectionne alors l’opération « créerProjet »
(Op3) afin de créer le profil équivalent à la composition Op2+Op3. Le calcul de proximité
avec le profil de l’activité initiale nous donne la note de 56.3%. Cette note n’étant toujours
pas satisfaisante mais ce résultat étant une amélioration du précédent, une nouvelle
itération est lancée sur cette base. La troisième sélection de service ne nous propose
plus que l’opération Op1 comme résultat (à 68.8%). On s’intéresse donc maintenant à la
composition de ces trois opérations. Notre mécanisme d’ordonnancement permet alors

















Figure III.24 – Exemple de composition : calcul de la note finale
Il ne reste plus alors qu’à en déduire le profil correspondant de la même manière que
précédemment. Le résultat obtenu (à gauche sur la Figure III.24) est alors envoyé au
comparateur de profils qui octroi à cette composition la note de 82.5%. Cette composition
répond donc au besoin exprimé initialement.
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III.3.3 Réconciliation « n-m » de services
Si malgré la phase de composition « 1-n » toujours aucun résultat satisfaisant n’a
été trouvé, cela signifie qu’aucune combinaison de services ne répond à l’ensemble des
contraintes imposées par le processus métier. Une dernière possibilité est donc de s’abs-
traire de certaines de ces contraintes, en particulier le découpage entre tâches succes-
sives. C’est ce que propose cette section, qui présente une méthodologie de réconciliation
« n-m », basée sur les mécanismes de sélection et de composition « 1-n » décrits précé-
demment.
III.3.3.1 Méthodologie pour la composition « n-m »
Comme nous l’avons vus dans la Section III.3.1.2, seules les activités consécutives, en
séquence et affectées à un même partenaires sont susceptibles d’être combinées afin d’être
réconciliées. Au cours des précédentes phases, chacune de ces activités a été associée à
un ensemble de résultats, dont certains suffisants. Il faut donc en premier lieu étudier
les groupes d’activités que l’on va traiter en priorité et les indicateurs retenus pour la
qualification des résultats.
Le but de cette phase est d’améliorer le résultat global du rapprochement entre
les activités du processus et les services techniques. Si on considère plusieurs activités
successives, nous cherchons donc à améliorer la moyenne globale de proximité entre
les modèles. Il est donc logique de sélectionner en priorité le groupe d’activité ayant
la note moyenne la plus faible (et donc ayant le plus fort potentiel d’amélioration).
La Figure III.25 présente deux cas d’utilisation permettant d’illustrer la sélection des
groupes d’activités à réconcilier, l’étude se faisant des pointillés les plus foncés au plus
clair.
24% 87% 32% 92% 
Sélection des groupes par moyenne croissante 
78% 28% 32% 92% 
Figure III.25 – Réconciliation n-m : sélection des groupes d’activités à tester
Nous sommes cependant conscients que, d’un point de vue fonctionnel, couvrir par-
tiellement deux activités n’est pas forcement une amélioration en soit par rapport à
une couverture parfaite d’une seule des activités. Les différents résultats, toutes phases
confondues doivent donc être proposées à l’utilisateur, libre à lui ensuite de choisir la
réconciliation la plus adaptée et de la compléter au besoin par des services métiers, en
charge des activités non couvertes par les applications disponibles.
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Une fois le groupe d’activité choisi, deux approches peuvent être envisagées pour
cette réconciliation :
• L’approche ascendante se base sur les résultats des phases précédentes comme
point de départ à la réconciliation « n-m ». Après avoir testé les différentes com-
binaisons possibles entre les résultats individuels des activités, on sélectionne la
meilleure composition de départ puis on applique la même méthodologie que pour
la composition « 1-n ».
• L’approche descendante ne prend aucun des résultats précédents en compte. Elle
se base sur un profil de recherche prenant en compte uniquement les spécificités
de l’ensemble des activités étudiées (sans les messages intermédiaires) et sur lequel
elle applique la méthodologie présentée précédemment.
Exemple : On cherche à réaliser la réconciliation sur deux activités. Lors de la com-
position « 1-n », notre mécanisme de réconciliation a proposé un ensemble de solutions
pour chacune des activités, les meilleurs étant : Op3+5 = 87% pour la première activité
et Op1+5 = 32% pour la seconde. Dans ce cas, l’approche ascendante va se baser sur
ces deux résultats, en essayant de les combiner pour obtenir la base de départ la plus
aboutie possible alors que l’approche descendante va en faire abstraction et ainsi réaliser
la réconciliation comme s’il s’agissait d’une nouvelle activité.
Dans le cadre de cette méthodologie, nous privilégierons l’approche ascendante, qui
permet d’une part d’utiliser les résultats des calculs précédents et d’autre part de se
baser intrinsèquement sur des combinaisons de services adaptées pour le découpage des
activités prévu lors de la conception du processus métier (bien que ces combinaisons
aient besoin d’être ajustées).
III.3.3.2 L’approche ascendante
Comme nous l’avons dit, l’approche ascendante (ou bottom-up) se base sur les ré-
sultats obtenus lors des phases de réconciliation « 1-1 » et « 1-n » pour les différentes
activités. On va dans un premier temps déterminer les meilleures bases de départ pour
cette réconciliation avant d’appliquer le mécanisme de composition sur un profil de re-
cherche correspondant aux besoins non couverts.
L’approche proposée ici est proche conceptuellement de celle utilisée pour la compo-
sition « 1-n » à la différence près que nous ne partons pas des résultats de la sélection
de services mais de ceux de la composition de services de chaque activité.
Exemple : Considérons ici deux activités consécutives d’un processus quelconque (re-
présentées sur la Figure III.26). Après une première étude, il s’avère que le meilleur
résultat que l’on obtienne pour la seconde activité soit une composition des opérations
Op5 et Op1 qui obtient une note de 32%, ce qui est très insuffisant. L’étude des opé-
rations adjacentes nous pousse vers son couplage avec l’activité précédente, qui a elle
obtenue un résultat à 87%.
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Figure III.26 – Réconciliation n-m bottom-up : récupération des résultats précédents
Avant tout appel à un des mécanismes précédents, qui impliquent un traitement as-
sez lourd, nous allons donc nous intéresser aux résultats que nous possédons. La phase
précédente nous a fourni pour chaque activité, un ensemble de solutions envisageables,
chacune ayant une note associée. Nous allons dans un premier temps, comme nous l’avons
fait lors de l’ajout de services à la composition (étapes 3 et 4), combiner les services des
différents résultats, les ordonnancer (en vérifiant bien évidement les blocages potentiels)
et en créer un profil équivalent afin de déterminer la note de proximité de cette nou-
velle composition. Les résultats intéressants de chaque activité n’étant pas nombreux, et



















Figure III.27 – Réconciliation n-m bottom-up : recherche des meilleures combinaisons
Exemple : En étudiant les différentes combinaisons possibles entre les résultats de com-
position des deux activités, deux nouvelles compositions intéressantes apparaissent (voir
Figure III.27). La première, composée des opérations Op1, Op3 et Op5 obtient une note
de proximité de 54% et une seconde composée de Op1, Op4, Op5 et Op8 obtient 41%.
On remarque qu’aucune de ces deux compositions ne permet pour l’instant d’augmenter
la moyenne des notes initiales qui était de 87+322 = 59.5%. Cela constitue tout de même
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la base de travail la plus solide que l’on ait.
Une fois cette base de compositions de départ déterminée, on peut alors utiliser les
mécanismes de composition définis précédemment (étapes 2 à 4), en réitérant le cycle de
travail autant de fois que nécessaire pour combler le manque fonctionnel. On crée pour
cela le profil complémentaire définissant les concepts non couverts, puis on applique le






























Figure III.28 – Réconciliation n-m bottom-up : création du nouveau profil de recherche
et réconciliation
III.3.3.3 L’approche descendante
Si l’approche ascendante n’a pas permis de déterminer une solution satisfaisante, une
dernière possibilité s’offre à nous : s’affranchir des résultats précédents afin de ne plus
prendre en compte que les informations provenant de la description de l’activité. Cette
approche permet de proposer des résultats complètement indépendants du découpage
initial des activités, en ne prenant en considération que les informations concernant
les fonctions attendues (alors exprimées sous la forme d’activités unitaires dans notre
profil de recherche) et les entrées/sorties en extrémité de ce sous processus. Pour cette
même raison, ces résultats peuvent s’éloigner assez rapidement des attentes métier réelles
initialement modélisées par l’utilisateur. Cette approche permet donc de proposer des
résultats intéressants mais à vérifier scrupuleusement.
Le principe ici est très simple une fois les mécanismes précédents assimilés. En ef-
fet, et comme l’illustre la Figure III.29, cette approche est une simple exploitation du
mécanisme de composition de services « 1-n » appliqué sur un profil correspondant à
l’ensemble des activités étudiées.
On retrouve dans ce profil les entrées de la première activité et les sorties de la
dernière ainsi que les concepts associés à la fonction de chaque activité, chacun sous la
forme d’une activité unitaire ajoutée à la description du comportement interne. Il suffit
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Figure III.29 – Réconciliation n-m top-down : création du profil de recherche
ensuite de procéder à une réconciliation « 1-n » sur ce profil afin d’obtenir les résultats
pour ce groupe d’activités. En cas d’échec ou de résultat insatisfaisant, on étudie le
groupe suivant jusqu’à l’obtention d’un résultat suffisant ou jusqu’à ce que tous les
groupes aient été étudiés.
III.4 Conclusion
Ce chapitre présente en détails notre méthodologie de réconciliation entre les activi-
tés métier du processus et les services techniques mis à disposition par les partenaires
de la collaboration. Ce mécanisme exploite les différentes informations sémantiques et
syntaxiques ajoutées aux différents modèles et se décompose en trois phases complémen-
taires :
1. La sélection de services (ou réconciliation « 1-1 »), qui recherche pour chaque acti-
vité métier du processus le ou les meilleurs services, considérés indépendamment.
Pour cela, nous étudions les profils sémantiques correspondant et en évalue la dis-
tance sémantique et syntaxique afin d’estimer la proximité entre l’activité cible
et chaque service technique. Plusieurs critères entrent en compte dans ce calcul,
parmi lesquels on retrouve les liens entre les concepts sémantiques utilisés, le degré
de couverture des entrées/sorties, le degré de similarité des termes utilisés dans
chaque modèle, etc. Ces différents critères sont ensuite combinés à l’aide de para-
mètres définis par l’utilisateur afin d’obtenir une note globale de proximité pour
chaque service. L’utilisation d’une approche paramétrable permet de s’adapter aux
spécificités de la collaboration étudiée et des systèmes en présence.
2. La composition de services « 1-n », qui s’intéresse à l’utilisation combinée de plu-
sieurs services afin de répondre au besoin d’une activité. Pour cela, nous proposons
une approche itérative qui utilise le mécanisme précédent sur une suite de profils
de recherche représentant les besoins encore non couverts par les services déjà sé-
lectionnés. Une fois ces différents services sélectionnés, nous les ordonnançons afin
d’étudier la faisabilité d’une telle composition puis nous calculons la proximité
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entre le profil initial de recherche et celui correspondant à l’enchainement de ces
différents services.
3. La composition de services « n-m », qui se propose de regrouper les besoins ex-
primés par plusieurs activités consécutives afin de trouver un ensemble de services
y répondant tout en s’abstrayant des contraintes intermédiaires. Cette phase de
composition utilise pour se faire les résultats et mécanismes précédents.
Une fois la réconciliation de services effectuée, les résultats obtenus sont transmis à
l’utilisateur. Celui-ci peut alors les valider ou les compléter au besoin avant la phase de
réconciliation de données détaillée dans le chapitre suivant et nécessaire à l’exécution du
processus collaboratif.
Le mécanisme proposé ici présente encore un certain nombre d’améliorations à ap-
porter. Tout d’abord, au niveau des mécanismes de réconciliation, seules les informations
fonctionnelles sont prises en compte alors qu’il est nécessaire de prendre aussi en consi-
dération les attentes non-fonctionnelles de l’utilisateur (temps de réponse, sécurité, etc.)
afin de fournir le classement de service(s) le plus proches des besoins métier. Ensuite,
notre mécanisme se base sur un ensemble de paramètres qui peuvent être optimisés auto-




L’obtention de services répondant à nos besoins n’est pas suffisante pour générer
des processus exécutables. En effet, même si les services sélectionnés sont corrects, rien
ne garantit la cohérence des formats des entrées/sorties. Il est nécessaire d’assurer la
bonne transmission des données entre les services, dans le format attendu par chacun.
Pour cela, nous proposons un mécanisme de génération de transformations de données,
permettant la création d’un service d’adaptation dédié à chaque service invoqué dans le
processus.
Dans un premier temps, nous allons rappeler la problématique liée à la gestion des
données entre services et faire une étude des travaux existants. Nous présenterons ensuite
notre méthodologie de manière générale puis nous rentrerons dans le détail en nous
intéressant aux informations sémantiques et syntaxiques que l’on va exploiter puis aux
mécanismes internes de génération.
IV.1 Travaux existants et méthodologie proposée
Cette section présente en détail le problème de communication entre services et les
travaux associés. Elle présente ensuite la méthodologie que nous proposons pour répondre
à cette problématique.
IV.1.1 Problématique
Chaque service peut être invoqué à l’aide d’un message XML dans un format spéci-
fique, défini dans sa description XML Schema (intégrée ou non au fichier WSDL). On
y retrouve des informations sur les noms des balises XML attendues, leurs formats de
données et leur hiérarchie. Assurer la communication avec le reste du système implique
donc pour chaque appel de générer l’entrée du service, à partir des données disponibles
(fournies par les services appelés en amont dans le processus) et converties dans le for-
mat attendu. La génération de XML depuis des données, elles aussi en XML (puisque
fournies par d’autres services ou messages du processus), ne pose pas de problème en
soit. En effet, il existe des standards de définition de transformations dédiés au XML et
des moteurs associés. Le plus répandu est XSLT [Clark, 1999] qui, associé au langage de
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requêtage XPath [Berglund et al., 2011], permet de définir tout type de transformations
applicables à des fichiers XML.
Dans notre cas, la difficulté va donc venir de la création de ces fichiers de transfor-
mation. En effet, bien qu’écrire ces fichiers à la main soit possible, cela représente un
travail conséquent (étant donné le nombre de formats et services en jeu) ce qui limite
la réactivité nécessaire à notre collaboration. Notre objectif va donc être d’automatiser
au maximum la génération de ces transformations afin d’éviter toute tâche superflue à
l’utilisateur. Générer ces transformations implique de répondre à deux questions : quelles
données puis-je utiliser pour créer le message attendu ? Comment utiliser ces données
dans leur format d’origine pour générer l’entrée du service dans le bon format ?
Répondre à la première question nécessite une étude de la logique du processus. En
effet, notre génération se déroule lors de la phase de conception de nos processus et non
l’exécution de ceux-ci. Il faut donc, en étudiant ce processus, déterminer quelles données
seront disponibles (et donc exploitables) lorsque le service sera exécuté, i.e. trouver quels
services auront été exécutés en amont. Cette étude ne pose bien sûr aucun problème dans
le cas de simples enchainements de services en séquences mais se complique lorsque des
opérateurs logiques (gateways) entrent en jeu.
? 
Figure IV.1 – Problématique : sélection des données exploitables
Exemple : La Figure IV.1 représente un processus fictif. On cherche à générer la trans-
formation permettant de créer le message d’entrée du service noté « ? ». La première
étape est donc de rechercher les services s’exécutant avant notre service cible afin d’en
exploiter les sorties. On remarque rapidement que le service précédent notre service cible
ainsi que celui encore en amont (avant les deux gateways) auront été invoqués. Les deux
premiers services, ainsi que ceux présents dans la bouche entourant notre cible seront
quant à eux potentiellement exécutés mais leur état est pour le moment incertain. Une
étude plus poussée des données fournies par ces services est donc nécessaire si on souhaite
trouver les informations disponibles dans tous les cas d’utilisation.
Une fois ces messages exploitables repérés, il faut s’intéresser à la manière de les
transformer pour créer le message d’entrée attendu. Pour cela, on dispose uniquement
des descriptions XSD correspondantes. Comme nous l’avons dit, on retrouve dans ces
fichiers un ensemble d’informations sur le format de message, détaillé sous la forme
d’une combinaison de balises XML, chacune associée à des types simples (une vingtaine
sont disponibles) ou complexes (combinaison eux aussi de balises). Cette limitation à
une description sous la forme de combinaisons de quelques formats simples et la grande
liberté donnée à l’utilisateur pour la création de ces modèles de données impliquent un
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ensemble de problèmes :
• Rapprochement de balises : on dispose d’un ensemble de messages sources, chacun
composé d’un ensemble de balises qui lui sont propre, que l’on cherche à utiliser
pour le message cible. Bien évidement, faire l’hypothèse que les balises sources et
cibles portent le même nom et possèdent le même type n’est pas acceptable. Une
première phase de rapprochement de balises est donc nécessaire avant même de
s’intéresser au format afin de déterminer quelles données doivent être traitées. Les
informations syntaxiques étant insuffisantes, l’annotation sémantique des modèles
réalisée en amont et les mécanismes de réconciliation hybride devrait trouver une
utilité.
• Formats différents : une fois les balises associées (potentiellement par groupes), il
faut s’intéresser aux formats en jeu. En effet, deux données exprimant la même
information peuvent le faire sous différentes formes. Une transformation à la volée
est donc nécessaire lors de l’exécution. Malgré l’utilisation d’un nombre limité de
types de bases, une donnée peut être exprimée sous un grand nombre de formes.
Ainsi, on peut retrouver de simples données telles qu’un nom d’utilisateur (avec
nom et prénom) sous plusieurs formats, e.g. le nom et le prénom séparés dans deux
balises distinctes ou concaténés en une seule sous la forme « nom, prénom » ou
encore « prénom nom ». Dans ces trois cas, seul le type string sera indiqué. De
la même manière, le standard XML Schema propose un format de date par défaut
(sous la forme AAAA-MM-JJ) qui peut ne pas correspondre à tous les systèmes.
Un développeur sur un système anglophone ne souhaitant pas convertir ses dates
les proposera alors en tant que chaine de caractères (string) dans un format
qu’il ne peut exprimer à l’aide de types prédéfinis (MM/JJ/AAAA). On remarque
donc au niveau des formats qu’en plus de la génération de la transformation de
format, il est en plus nécessaire d’ajouter de l’information sur la syntaxe utilisée
afin de permettre une description plus précise, en particulier sur le type string
très permissif.
• Valeurs numériques différentes : deux données proches sémantiquement et expri-
mées sous un format identique (que ce soit nativement ou après transformation)
peuvent encore comporter des divergences. Par exemple, si un service fourni une
température en sortie exprimée sous la forme d’un nombre décimal (double) et
que notre service cible utilise lui aussi une température en décimal il faut s’assurer
que les deux utilisent la même unité. Dans le cas contraire, il faut la convertir à
la volée afin que l’information ait du sens pour le service cible. Ce principe peut
être étendu à toute valeur calculable, que ce soit à partir de règles de conversion
connues (e.g. conversion entre deux distances, l’une en centimètres et l’autre en
pouces) ou de règles métiers spécifiques aux partenaires (e.g. un taux de casse
pour des pièces en cours de transport). Comme pour la description des formats, le
standard XML Schema ne permet pas une description aussi précise des données.
Il est donc nécessaire d’apporter cette information sous une autre forme.
• Données spécifiques : régler les problèmes de formats et de valeurs (ou d’unités)
permet de régler la majeure partie des soucis rencontrés dans la communication
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entre services. Il existe cependant un dernier cas encore non couvert : les données
spécifiques à un partenaire. Ces données, généralement des références (e.g. numéro
d’affaire, identifiant, référence produit), sont spécifiques à un système d’informa-
tion, voire à un seul service, et doivent donc être traitées en conséquence. Aucune
modification de format ou d’unité n’est à appliquer dans ce cas mais la valeur
doit être modifiée en fonction du système visé. Par exemple, si deux partenaires
sont engagés dans une collaboration avec chacun un numéro d’affaire unique pour
chaque exécution du processus, le médiateur doit être capable d’associer ces deux
références (afin de savoir qu’elles sont liées) puis de compléter les messages d’appels
aux services avec la référence attendue par le système visé.
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Figure IV.2 – Problématique : réconciliation des données
Exemple : Reprenons le cas d’application ISTA3 (présenté en Section I.4) et intéressons
nous au service traiterDevisService, associé lors de la sélection de services à l’activité
« Traiter le devis ». Un ensemble de services seront exécutés en amont, parmi lesquels le
service le précédant (associé à l’activité « Créer le devis ») contenant l’ensemble des don-
nées qui nous sont nécessaires (afin de simplifier le traitement). La Figure IV.2 propose
une représentation schématique des descriptions XSD du message de sortie du service
source et de l’entrée de notre service cible. On remarque que les deux hiérarchies d’élé-
ments sont très proches. Cependant, une simple analyse syntaxique n’est pas suffisante
étant donné la disparité des noms (estimate 6= devis, desc 6= designation). De la même
manière, le message de sortie du service de création de devis utilise principalement des
types string, certainement liées à des formats spécifiques, alors que notre service cible
se concentre sur les types XML plus précis ( e.g. date).
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IV.1.2 État de l’art sur la réconciliation de données
La réconciliation de données est un problème récurrent dans les systèmes d’informa-
tions. Toute donnée partagée ou transmises entre plusieurs applications ou composants
ne partageant pas leur modèle de données nécessite un traitement. Nous nous concen-
trerons ici sur les travaux orientés sur la réconciliation de données dans la phase de
conception, i.e. via l’étude des modèles de données.
Tout d’abord, certains travaux ont pris le parti de s’intéresser au rapprochement entre
balises, sans pour autant prendre en compte les divergences de formats ou d’unités. S-
Match [Shasha et al., 2002] propose une approche de réconciliation de données à l’aide
d’une étude de similarité des hiérarchie d’éléments ou d’ontologies (représentées sous
forme de graphes). Pour cela, il couple les mécanismes de la théories des graphes avec un
système de calcul de similarité sémantique afin d’obtenir un problème classique d’opti-
misation. Il permet alors de trouver efficacement les relations entre les différentes balises,
sans toutefois s’intéresser aux transformations de formats ou d’unités. [Bouquet et al.,
2003] et [Giunchiglia et al., 2007] décomposent tous deux la réconciliation de graphes en
s’intéressant au rapprochement des balises une à une. Chaque ensemble de balises rap-
prochées est alors écrit sous la forme d’un axiome indiquant la relation entre ces balises
(généralisation, spécification, etc.). La relation entre les deux hiérarchies d’éléments est
alors construite à partir des informations de ces axiomes. Enfin, [Gagne et al., 2006] se
concentre aussi sur le rapprochement de balises sans s’occuper des divergences de format
ou de valeur. Pour cela, il se base sur des descriptions des entrées/sorties exprimées sous
la forme d’une ontologie reprenant l’architecture des descriptions WSDL. L’utilisateur
doit alors compléter chacune des affectations de données avant toute intégration dans le
processus collaboratif afin de résoudre ces divergences.
D’autres travaux quant à eux se sont intéressés, en plus du rapprochement des balises
nécessaires à toute transformation de données, aux divergences de formats ou d’unités.
Clio [Popa et al., 2002] propose un mécanisme semi-automatique de réconciliation de
schémas XML et/ou de modèles relationnels. Ce mécanisme fonctionne en deux phases :
(i) tout d’abord une correspondance est réalisée entre les éléments des deux méta-modèles
à l’aide d’une ontologie de haut niveau ; (ii) les types des éléments associés sont ensuite
étudiés afin de générer la transformation sous la forme de requêtes SQL ou XQuery.
SUPER [Hepp et al., 2005] s’intéresse à la génération de ces transformations et utilise
pour cela des concepts attachés aux entrées/sorties des descriptions SAWSDL afin de
rapprocher les différents messages entre eux. Il exprime ensuite, à l’aide d’axiomes in-
tégrés directement dans les ontologies, les informations nécessaires à la transformation
que l’utilisateur peut compléter grâce à une interface graphique basée sur Eclipse. Les
transformations finales sont alors stockées dans le processus BPEL afin de pouvoir être
réutilisées facilement. De son coté, [Madnick et al., 2009] s’intéresse aux hétérogénéités
de contexte afin d’adapter les formats et valeurs des messages en transit. Le mécanisme
proposé utilise pour cela une ontologie dédiée dont les concepts peuvent être ajoutés aux
descriptions de services à l’aide du standard SAWSDL. Cela permet alors la génération
de fonctions XPath ou l’appel de services Web tiers.
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Enfin, au sein des travaux s’intéressant à la réconciliation de services avec une vision
processus et non cités ci-dessus, [Sivashanmugam et al., 2005] et [Domingue et al., 2008]
ont fait le choix de ne pas automatiser la transformation de messages. Ils proposent
alors, pour pallier les problèmes d’interopérabilité, des interfaces graphiques permettant
à l’utilisateur de gérer manuellement les transformations de données nécessaires à la
bonne communication entre les services du processus.
Parmi les travaux présentés, on remarque que les approches proposées par [Hepp
et al., 2005] et [Madnick et al., 2009] sont les plus proches de nos besoins puisqu’elles
se basent toutes deux sur le standard SAWSDL tout en proposant une génération des
transformations. [Shasha et al., 2002] semble toutefois obtenir des résultats plus poussés
en terme de réconciliation de balises grâce à la prise en comptes de hiérarchies de balises
dans leurs ensembles.
IV.1.3 Méthodologie proposée
La méthodologie que nous proposons ici vise à répondre à l’ensemble de la pro-
blématique présentée précédemment. Appliqué à un service invoqué dans un processus
collaboratif, elle permet de générer le fichier de transformation correspondant à l’aide
d’une étude des différents modèles. Pour cela, elle utilise les descriptions syntaxiques et
sémantiques des données (grâce aux mécanismes d’annotation de services sélectionnés
dans la Section II.3.2) ainsi qu’un ensemble de données techniques extensibles contenant
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Figure IV.3 – Processus de génération des transformations de données/messages
Cette méthodologie, appliquée à chaque service et définie par le processus représenté
sur la Figure IV.3 (disponible en grand format en Figure D.1 de l’Annexe D), peut se
décomposer en quatre étapes :
1. On recherche les données utilisables pour notre transformation, i.e. les messages de
sortie des services appelés précédemment. Pour cela, il est nécessaire d’étudier la
logique du processus afin de déterminer l’état des différents services du processus
au moment de l’exécution de notre service cible. Alors que certains services auront
forcement été exécutés, d’autres le seront seulement si certaines conditions sont
réunies. Il est donc nécessaire d’étudier ces cas en détails afin de pouvoir exploiter
un maximum des données dont on disposera au moment de la transformation.
L’étude de ces cas est détaillé en Section IV.3.1.
2. On tente alors de générer la transformation de messages permettant la création
de l’entrée du service cible à partir des données sélectionnées à l’étape précédente
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et des différentes données sémantiques et syntaxiques dont on dispose (Section
IV.2). Cette étape vise à résoudre les différents problèmes de réconciliation de
balises, formats et valeurs présentés précédemment pour l’ensemble du message.
La Section IV.3.2 détaille le mécanisme utilisé pour cette étape.
3. Si certaines parties du message cible ne sont pas couverts par la transformation
(utilisation d’un format inconnu, donnée manquante, etc.), on essaye de trouver un
service métier de transformation de modèles dédié à l’aide de notre mécanisme de
sélection de services. En effet, bien que les étapes précédentes fonctionnent pour
une grande partie des messages, il est difficilement applicable aux informations
trop complexes telles que les formalismes de CAO impliquant des milliers de ba-
lises. Cependant, ce type de transformations métiers sont généralement traités par
des services à haute valeur ajoutée fournis directement par les éditeurs d’applica-
tions (e.g. pour la transformation de formats de fichiers entre deux versions d’une
application).
4. Enfin, on propose le résultat obtenu (complet ou non) à l’utilisateur pour validation
et/ou complétion de la transformation. Trois cas sont alors possibles :
• La transformation générée est correcte et couvre la totalité du message d’entrée
du service cible. L’utilisateur peut alors la valider. Le fichier de transformation
est alors finalisé et intégré au processus sous la forme d’un nouveau service dédié.
• La transformation est incorrecte ou incomplète mais l’utilisateur la considère
réalisable. Il lui est alors possible de la compléter manuellement. Les bases de
données techniques sont alors mises à jour afin que cette nouvelle connaissance
puisse être utilisée dans les futures transformations sans nécessiter l’intervention
de l’utilisateur.
• La transformation est impossible à partir des données à disposition. L’utilisateur
peut alors choisir :
– d’essayer avec un autre service proposé lors de la phase de réconciliation de
services,
– de chercher un nouveau partenaire pour la collaboration qui propose un service
adéquate,
– de générer un service métier, simple interface graphique qui permet l’interven-
tion directe de l’utilisateur au cours de l’exécution du processus.
Dans tous les cas, le nouveau service choisi nécessite un service de transformation
de données dédié. La méthodologie de génération de transformation doit alors
être relancé.
Bien qu’il existe dans la littérature des mécanismes de transformation de messages
plus puissants ou efficaces (e.g. [Shasha et al., 2002] pour la réconciliation de balises),
notre méthodologie est adapté aux technologies en présence, en particulier à celles utili-
sées par notre mécanisme de réconciliation de services. Elle fourni de plus des résultats
satisfaisant et couvrant la majeure partie des cas d’utilisation que l’on peut rencontrer.
La Section IV.2 présente l’ontologie technique ainsi que les différentes informations
sur les formats et les conversions d’unités nécessaires à notre méthodologie de récon-
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ciliation de données. Par la suite, la Section IV.3 revient sur les étapes de sélection
de messages exploitables et de génération des transformations afin d’en expliquer les
mécanismes internes.
IV.2 Un ajout données techniques nécessaire
Comme nous l’avons montré, les descriptions de schémas XML des entrées/sorties ne
sont pas suffisantes pour permettre une génération des transformations de données. En
effet, le langage XSD ne permet nativement qu’une description des formats sous la forme
de compositions de types simples. Cette section propose une étude du besoin en termes
d’information avant de présenter les deux apports faits dans le cadre de ces travaux :
l’ontologie et les bases de données techniques.
IV.2.1 Une description des modèles de données insuffisante
Comme nous l’avons vu précédemment, il est nécessaire d’ajouter de l’information
aux modèles de données si l’on souhaite pouvoir répondre aux différents points de la
problématique (i.e. réconcilier les balises, formats et valeurs). On peut distinguer deux
types d’information indispensables pour notre méthodologie : une caractérisation plus
précise des formats et unités utilisées et une description technique exacte pour pouvoir
en déduire les règles de transformation à appliquer.
Tout d’abord, il est nécessaire depuis les modèles de données de pouvoir identifier
précisément le format et/ou l’unité utilisé au sein d’une balise, en particulier si le type
XML associé permet plusieurs interprétations. Alors que les précisions sur le format
porteront principalement sur les balises prenant des chaines de caractères en tant que
valeurs, les précisions sur les unités utilisées trouveront leur utilité avec tous les types
numériques (ou potentiellement au sein d’une chaine de caractère dont le format est
précisé). Ces différentes références aux formats/unités utilisés doivent pouvoir être reliées
par type afin de faciliter le traitement. Par exemple, si on associe à une balise l’unité
« degrés Kelvin » et à une seconde « degrés Celcius », il faut pouvoir relier simplement
ces deux unités au concept de température afin de déterminer qu’une conversion est
probablement possible. On cherche donc à définir un ensemble de concepts permettant
une description des données complexes, chaque concept pouvant être associé à un ou
plusieurs formats/unités spécifiques. Ces instances doivent ensuite pouvoir être annotées
sur les modèles de données afin d’être traitées par notre mécanisme de réconciliation de
données. On retrouve donc le principe de l’ontologie technique présenté brièvement en
Section II.1.2.
Associer les différents éléments des modèles de données à une description plus dé-
taillée des formats et unités utilisés n’est pas suffisant pour générer les transformations
souhaitées. En effet, bien que l’ontologie permette de modéliser les concepts en jeu, elle
ne permet pas une description claire des formats, règles de conversion, etc. Bien qu’il soit
par exemple possible de modéliser le fait qu’une date soit composée du jour, du mois et
de l’année, aucun mécanisme de modélisation n’est prévue pour décrire précisément sous
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quelle forme la date doit apparaitre (e.g. JJ/MM/AA, AAAA-MM-JJ, MMJJAA, etc.).
De la même manière, le formalisme utilisé dans l’ontologie (basé sur un ensemble de tri-
plets) n’est pas fait pour l’écriture de formules de conversion, potentiellement complexes
mais exprimables simplement sous la forme d’une expression mathématique. Il est donc
nécessaire d’ajouter, en plus de l’ontologie technique, une ou plusieurs bases techniques
permettant une description syntaxique des différents formats et formules.
IV.2.2 Présentation de l’ontologie technique
Comme nous l’avons dit dans l’étude du besoin précédente, l’ontologie technique doit
intégrer les différents concepts relatifs aux types de données que l’on peut rencontrer dans
nos messages, indépendamment du domaine d’application. Ces concepts doivent pouvoir
être associés à un ensemble de formalismes ou unités spécifiques et uniques, qui serviront
à préciser les descriptions de modèles de données à l’aide des mécanismes d’annotations
étudiés dans la Section II.3.
Nous proposons dans le cadre de ces travaux une première version de l’ontologie
technique, disponible en Annexe E. Cette ontologie n’est pas exhaustive. Elle n’a pour
vocation que de permettre une démonstration de notre méthodologie et peut être éten-
due au besoin en fonction du cas d’utilisation. Comme pour l’ontologie de domaine,
il est toute fois recommandé d’utiliser une ontologie technique de référence, utilisable
directement par les partenaires et extensible suivant les besoins de chacun dans des on-
tologies dédies, i.e. créées par chaque partenaire le souhaitant et héritant des concepts
de l’ontologie technique présentée ici.
Figure IV.4 – Représentation des classes de notre ontologie technique
Comme on peut le voir sur sa représentation en Figure IV.4, qui ne fait apparaitre
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que les classes et non les instances, nous nous sommes principalement intéressés aux
unités de mesures pour créer cette ontologie. Ces différents concepts, et les instances
associées, couvrent les principales unités du Système International et leurs dérivés di-
rects [International Bureau of Weights and Measures, 2001] ainsi que quelques unités
du système anglo-saxon. Pour des raisons de centralisation des informations, l’ontologie
contient aussi des références aux différents types XML de base. Les instances correspon-
dantes n’auront bien évidement pas besoins d’être annotées sur le modèle de données
mais permettront de faire le lien avec les formats « exotiques » pouvant être utilisés
dans les messages. On retrouve aussi dans l’ontologie la description des types de méta-
données, inspirées de celles fournies par le Dublin Core [DCMI, 2012], et des identifiants,
permettant de repérer les valeurs spécifiques aux systèmes des partenaires. Ces parties
n’ont malheureusement pu être traitées qu’en surface pour le moment. Il sera nécessaire
de compléter cette ontologie à l’aide des autres méta-données classiques que l’on peut
croiser chez les partenaires de la collaboration ainsi que toute autre information non
couverte actuellement. Cependant, ces manques ne nuisent en rien à la compréhension
de notre méthodologie.
Figure IV.5 – Représentation des instances sur une portion de l’ontologie technique
La Figure IV.5 représente les instances associées aux concepts de durée (#Time
_duration) et d’espace (#Space). On y retrouve donc par exemple les unités de mesure
#Meter et #Centimeter qui correspondent aux unités du SI pour les distances mais
aussi leurs équivalents anglo-saxons #Foot et #Inch. De la même manière, on retrouve
pour la qualification des durées des notions de base (#Second, #Minute, #Hour, etc.)
mais aussi des formats plus complexes comme les formats XML et SQL de dateTime
(respectivement #XsDateTime et #SqlDateTime). Bien que l’ontologie ne permette pas
de décrire ces formats plus précisément pour l’instant, la définition de ces instances
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nous permet au moins de les différencier. Les informations syntaxiques sur les formats
et calculs de conversions, permettant la génération des transformations reliant les don-
nées, sont quant à elles disponibles dans les bases techniques présentées dans la section
suivante.
IV.2.3 Les bases techniques
Le but des bases techniques est de permettre une description syntaxique des instances
présentes dans l’ontologie technique ainsi que leurs liens. Les différentes formules et
formats exprimés doivent donc utiliser des références à ces instances. Chaque instance
possède par nature un identifiant unique : son URI, composé de son espace de nom
(namespace, généralement lié à l’ontologie), et d’un nom (fragment). Pour permettre
une distinction entre la description syntaxique et les instances en jeu, nous avons décidé
d’utiliser un système classique de séparateurs. Dans notre cas, les URI présentes dans
les différents formats et formules seront encadrées par la chaine « %% » nous permettant
une extraction et un traitement simple des instances (e.g. pour le concept #XsDate :
%%http://{...}format.owl#XsDate%%). Pour des raisons de lisibilité, les espaces de
noms ne seront pas affichés dans les exemples qui vont suivre.
Trois types d’informations vont être nécessaires pour couvrir le périmètre nécessaire
à une description technique des formats et formules, chacun associé à une base technique
dédiée.
La base de factorisation permet d’exprimer les décompositions des différents for-
mats complexes en sous concepts de plus petite granularité. À chaque instance de cette
ontologie technique, correspondant à un format décomposable, on associe une ou plu-




Par exemple, en utilisant les trois décompositions données en exemple ci-dessus, il est
possible de décomposer le concept de #XsDateTime (qui correspond au type XML
dateTime) en une syntaxe utilisant des concepts unitaires. On obtient alors la décompo-
sition : #XsYear-#XsMonth-#XsDayT#XsHour:#XsMinute:#XsSecond, qui permet d’ex-
primer le format dateTime à l’aide des données simples (l’année, le mois, etc.) sans
connaitre pour l’instant le format de chaque donnée.
La base d’expressions régulières (ou expressions rationnelles) fait la liaison entre
les instances unitaires utilisées précédemment et leurs syntaxes précises, i.e. les caractères
autorisés, leur nombre, etc [Desgraupes, 2001]. Couplés aux décompositions, ces motifs
vont permettre à notre moteur de transformation de traiter les données à l’exécution en
se basant sur l’étude de la syntaxe de la chaine de caractères à traiter.
#XsYear = [0-9]{4}
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On retrouve ci-dessus quatre descriptions de formats d’instances. Par exemple, #XsYear
= [0-9]{4} signifie que le concept #XsYear (l’année au format XML) s’exprime sous
la forme de 4 chiffres. Associé aux informations de la base de factorisation, cela permet
d’exprimer le concept #XsDateTime sous la forme d’une expression régulière complète :
[0-9]{4}-[0-9]{2}-[0-9]{2}T[0-9]{2}:[0-9]{2}:[0-9]{2}, que l’on peut représen-
ter ainsi : AAAA-MM-DDThh:mm:ss.
La base de formules centralise les différentes formules mathématiques reliant les
données entre elles. On va ainsi pouvoir y retrouver les formules de conversions d’une
unité à une autre ainsi que des règles métier permettant le calculs de certaines valeurs.
Voici quelques exemples de formules :
#Centimeter = %%#Inch%% * 2.54
#Meter = %%#Centimeter%% / 100
#Fahrenheit = 32 + (%%#Celcius%% * 9 / 5)
#Watt = %%#Volt%% * %%#Ampere%%
#Total_price = %%#Unit_price%% * %%#Quantity%%
On retrouve ici trois formules de conversion ainsi que deux calculs métiers, donnés à titres
d’exemples car non applicables dans certains cas. Par exemple la formule de calcul de
puissance proposée ici suit la loi « P = U x I », uniquement valable si les données traitées
réfèrent à des mesures en courant continue. Pour cette raison, les règles fournies par
l’utilisateur pourront être associées à un contexte particulier (e.g. applicables seulement
dans certaines collaborations).
Tout comme pour les descriptions de format, ces informations peuvent être composées
afin de trouver la relation entre deux unités même si la formule directe n’est pas présente
dans la base. Si par exemple nous avons une longueur définie en pouce (#Inch) et que
nous souhaitons l’exprimer en mètres (#Meter), on peut utiliser les deux premières lignes
de notre exemple afin d’en déduire la formule #Meter = (%%#Inch%% * 2.54) / 100.
Des compositions plus poussées peuvent être déduites si un moteur de calcul formel est
utilisé, ce qui ne sera pas le cas sur notre plateforme.
IV.3 Détails sur les mécanismes de réconciliation de don-
nées
Comme on a pu le voir en Section IV.1.3, la méthodologie de réconciliation proposée
ici comporte quatre étapes : (i) la recherche des messages utilisables ; (ii) la généra-
tion des transformations ; (iii) la recherche de services métier de transformation pour
les données non couvertes ; (iv) le traitement des résultats par l’utilisateur. Parmi ces
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étapes, seules les deux premières impliquent un traitement des modèles et apportent
de la valeur ajoutée. Ces deux étapes ont pour but de générer pour chaque appel de
service le message d’invocation dans le format attendu, d’abord grâce à une sélection
des données exploitables au moment de l’exécution puis avec la génération du fichier
de transformation proprement dit, possible grâce à l’apport d’informations techniques
aux modèles. Cette section détaille ces deux étapes, les suivantes n’impliquant pas de
nouveaux mécanismes.
IV.3.1 Sélection des messages et données exploitables
La première étape de la réconciliation de données est donc la sélection des données
disponibles au moment de l’exécution du service cible, i.e. les données fournies par les
services appelés en amont dans le processus. En étudiant la logique du processus, on
remarque que certains services ne seront invoqués que si certaines conditions sont réunies
au cours de l’exécution. Il est donc important d’étudier dés la phase de conception l’état
prévu pour chaque service au moment de l’appel de notre service cible afin de déterminer
les données exactes que l’on pourra utiliser dans la transformation que nous cherchons
à générer.
IV.3.1.1 Analyse de la logique du processus
La Figure IV.6 reprend le processus pris en exemple dans la présentation de la pro-
blématique (Figure IV.1) en mettant en lumière les différents états des services en jeu,




   - lastName 






? Service cible 
Exécuté 
Non exécuté 
Service de Shrödinger 
Figure IV.6 – Analyse de l’état des activités à l’exécution
• Certains services (en foncé sur la figure) seront inévitablement exécutés avant le
service cible, quelques soient les conditions lors de l’exécution du processus. Cela
concerne les services appelés directement avant notre service cible (dans la même
séquence) ainsi que tous les services précédents non compris dans des branches
conditionnelles. Les sorties de ces services peuvent être utilisées dans leur intégra-
lité pour la création de notre message d’entrée. Si plusieurs sorties identiques sont
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disponibles (i.e. qu’un service est appelé plusieurs fois au cours du processus), la
plus récente sera privilégiée pour alimenter notre transformation.
• D’autres services (en blanc sur la figure) correspondent aux services qui ne seront
pas appelés avant notre service cible et dont les sorties ne doivent pas être considé-
rés. Cela inclut les services en aval dans le processus ainsi que ceux présents dans
les branches parallèles à notre service cible.
• Enfin les services restant peuvent ou non être appelés avant notre service cible.
On parle sur la figure de services de « Shrödinger » en raison de leur état inconnu
avant toute observation à l’exécution. On retrouve dans cette catégorie de services
tous ceux contenus dans des branches conditionnelles (i.e. entourés de gateways
XOR) ou dans la même boucle que notre service cible (ce qui est le cas dans
l’exemple de la Figure IV.6). Bien que les messages de sorties de ces services
ne soient pas tous disponibles lors de l’appel du service cible, certaines de leurs
données peuvent être utilisées. En effet, certaines données peuvent apparaitre dans
l’ensemble des branches conditionnelles (même si cela ne concerne qu’une partie de
chaque message) et seront donc disponibles dans tous les cas. Cela demande donc
une analyse plus poussée de ces messages de sortie, dépendant de leur provenance
(voir Figures IV.6 et IV.7) :
– Pour les services provenant de branches conditionnelles en amont, on recherche
les données (messages ou parties de messages) présentes dans l’ensemble des
branches conditionnelles et qui partagent les mêmes concepts sémantiques, i.e.
qui produisent des données proches (sous un format ou dans une unité poten-
tiellement différent). Pour cela, on réalise une réconciliation hybride entre les
concepts et noms des différentes balises en utilisant les mécanismes introduits
lors de la réconciliation de services. Si les balises sont identiques ou si la trans-
formation nécessaire au passage d’un format à un autre peut être déterminée
(voir Section IV.3.2), la donnée pourra être utilisée dans notre transformation.
Pour cela, une nouvelle variable, correspondant à cette donnée commune et utili-
sant le format/l’unité commun, est créée dans la description du processus. Cette
variable sera assignée lors de l’exécution du processus peu importe la branche
choisie et peut donc servir comme source de notre transformation.
– Pour les services en aval mais placés dans la même boucle que notre service
cible, on recherche en utilisant un mécanisme similaire les messages (ou parties
de messages) fournissant des données déjà produites par des services en amont
dans le processus. Ces données pourront alors être mises à jour par le service
en question en cas de passage dans la boucle, afin que la valeur la plus récente
soit utilisée par notre service cible. Une fois la sélection des parties communes
et la recherche de la transformation les liant effectuée, on crée une variable dans
le format commun avant notre service cible de la même manière que pour les
services de branches conditionnelles. On ajoute ensuite aux services concernés
l’assignement à la variable qui pourra alors être utilisée pour la création du
message d’entrée de notre service cible.
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Figure IV.7 – Gestion des services de Schrödinger (incertains)
Exemple : On retrouve dans la Figure IV.6 un ensemble de services dont l’état ne
peut pas pas être déterminé à la conception. On étudie alors plus en détails les mes-
sages de sorties de ces services. Parmi les deux services appelés dans les branches condi-
tionnelles au début du processus, on remarque un lien sémantique entre certaines don-
nées : completeName et name (composé de lastName et firstName) semblent contenir les
mêmes informations. On remarque alors, à l’aide des mécanismes de recherche de trans-
formations, que le passage de name à completeName est connu et se résume à une simple
concaténation « lastName, firstName ». On crée alors une nouvelle variable dans le
format de completeName à laquelle sera assignée la valeur obtenue à l’exécution. Du point
de vue de notre service cible, on peut alors considérer ce bloc conditionnel comme un ser-
vice équivalent ne produisant que cette variable (comme illustrée dans la Figure IV.7).
On procède de même avec les services présents dans la boucle autour de notre service
cible (au dessus et à droite du service sur la figure). Les données fournies par ceux-ci et
qui correspondent à des messages en amont dans le processus pourront alors être mises à
jour lors du passage dans la boucle. C’est le cas de la balise nombreReservations qui est
identique pour les deux services (il pourrait cependant s’agir de deux balises différentes
dont on connait le mécanisme de passage de l’une à l’autre).
IV.3.1.2 Automatisation de la sélection de messages
La première étape pour notre sélection de messages consiste à détecter si notre ser-
vice se trouve dans une boucle et, si c’est le cas, à récupérer la liste des services en amont
concernés. Pour cela, nous pouvons au choix réutiliser les algorithmes de détection de
boucles vues dans l’étape 4 de la composition 1-n (Section III.3.2) ou à réétudier la lo-
gique du processus. Pour éviter de devoir créer un graphe du processus et l’étudier dans
son ensemble, nous choisissons la seconde solution. Il nous suffit en effet de parcourir de
proche en proche les éléments adjacents à notre service (dans la même séquence) et de
détecter si notre service est précédé par un gateway conditionnel fermant (convergeant,
i.e. sur lequel plusieurs flux arrivent) et suivi par un gateway conditionnel ouvrant (di-
vergeant) relié à celui-ci. Si le cas se présente, il nous suffit alors de lister les services par
lesquels il faut passer en parcourant le processus depuis notre service jusqu’au gateway
Nicolas Boissel-Dallier 115
Chapitre IV. Réconciliation de données
convergeant découvert précédemment. Cette liste correspond aux services potentielle-
ment exécutés qui nous serviront pour la mise à jour de certaines données. Elle sert
aussi d’entrée à l’Algorithme IV.1 en charge de la suite de la sélection de messages.
L’Algorithme IV.1 est dédié à la détection des deux autres types de messages qui
nous intéressent : les messages fournis dans tous les cas et ceux provenant de blocs
(parties de processus) conditionnels. Le principe est assez simple : on part du service cible
puis on remonte le processus en suivant la logique décrite jusqu’à son commencement.
Dans la pratique cependant, cela se complique avec l’utilisation d’une fonction récursive
indispensable au parcours du modèle et l’étude de l’état des services que l’on croise
en fonction des différents gateways croisés (exclusif/parallèle, convergeant/divergeant).
Il faut tout de même noter qu’actuellement cet algorithme ne couvrent pas l’ensemble
des cas possibles. En effet, l’imbrication de boucles conditionnelles posent encore des
problèmes lors de l’étude des services les composant. C’est par exemple le cas du service
d’étude des demandes de corrections dans le processus JTT-Sysmeca (Annexe A).
Seule la première fonction présentée dans l’Algorithme IV.1 (L1-7) est accessible à
l’utilisateur. Elle permet d’initialiser les variables de la fonction récursive au cœur du
mécanisme de sélection. On remarque deux points notables dans cette première fonction.
Tout d’abord l’initialisation schrodingerDepth (L2-5) qui prend une valeur différente si
le service cible est dans une boucle. schrodingerDepth est un entier qui correspond au
degré d’incertitude des services croisés. Il augmente à chaque passage par un gateway
exclusif convergeant (L21) pour marquer l’arrivée dans un nouveau bloc conditionnel et
diminue au passage dans le gateway exclusif divergeant le précédant (L19). Ici, la variable
prend une valeur de −1 pour signifier que le prochain passage par un gateway divergeant
signifie que l’on sort de la boucle et non que l’on entre dans un bloc conditionnel. Toujours
à l’initialisation, la variable studiedNodes prend pour valeur loopTasks (qui correspond
à la liste des services en amont dans la boucle si le cas se présente) afin de ne pas
parcourir cette branche en parcourant le processus. Ces services sont de toute façon déjà
sélectionnés pour une étude de leurs éléments. depth correspond à la distances du nœud
étudié par rapport au service cible alors que condGroupId prend la valeur de l’identifiant
du dernier gateway exclusif croisé afin de regrouper les services provenant du même bloc
conditionnel.
La seconde fonction permet, depuis un nœud du processus (node) qui peut être n’im-
porte quel élément du processus (e.g. une tâche, un gateway, un évènement, etc.), de
remonter dans le processus et d’affecter les messages croisés aux listes associées aux dif-
férents types. Tout message provenant d’un service en dehors de tout bloc conditionnel
(schrodingerDepth ≤ 0) sera ajouté à la liste des messages exploitables alors que les
autres seront affectés aux messages potentiels et devront être étudiés à l’aide des mé-
canismes de réconciliation sémantique. Après avoir initialisé nos variables de résultats
(result correspondant aux deux listes de messages pour tous les appels récursifs et res
juste au message dans l’appel de fonction en cours), on regarde un à un les nœuds précé-
dents (L11). Si le nouveau nœud à déjà été étudié, on renvoi une liste vide (L13), sinon on
ajoute ce nœud à la liste en question puis on le traite en fonction de son type (L15-24). Si
c’est un service ou un évènement de type Message, on met le message correspondant de
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Algorithme IV.1 Sélection des messages utilisables pour la réconciliation de données
Entrée : targetTask la tâche correspondant au service cible
Entrée : loopTasks tâches correspondant aux services en amont dans la boucle du service cible
Sortie : liste des messages exploitables associés à leur distance du service cible (messages)
Sortie : liste des messages potentiels regroupés par blocs conditionnels (potentialMessages)
function findUseableMessages(targetTask, loopTasks)




return findUseableMessages(targetTask, loopTasks, 1, schrodingerDepth, 0)
end function
function findUseableMessages(node, studiedNodes, depth, schrodingerDepth,
condGroupId)
result← {messages = ∅, potentialMessages = ∅}
10: res← ∅
for all node.incommingNodes as prevNode do
if prevNode ∈ studiedNodes then
return ∅
Add prevNode to strudiedNode
15: if prevNode is a Task then
res.message← prevNode.outputMessage
else if prevNode is a MessageEvent then
res.message← prevNode.message
else if prevNode is a Gateway then
20: if prevNode is a ExclusiveGateway & prevNode.direction is diverging then
schrodingerDepth← schrodingerDepth− 1




25: if res.message 6= ∅ then
res.depth← depth
if schrodingerDepth > 0 then
res.groupId← condGroupId
Add res in result.potentialMessages
30: else
Add res in result.messages
Add findUseableMessages(prevNode, studiedNodes, depth + 1,
schrodingerDepth, condGroupId) in result
return result
end function
coté alors que si c’est un gateway exclusif, on modifie les valeurs de schrodingerDepth
et condGroupId comme expliqué plus haut. Par la suite, si un message à été récupéré
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au cours de cet appel, on l’ajoute à la liste correspondant à son type, en fonction de la
valeur de schrodingerDepth. Enfin, on relance un appel de la fonction avec le nouveau
nœud en incrémentant la valeur de la distance par rapport au service cible (L32).
IV.3.2 Génération des transformations
Une fois les messages et/ou parties de messages sélectionnés, nous pouvons nous
intéresser au mécanisme de génération de la transformation, deuxième étape de notre
processus de réconciliation de données. Cette étape vise à générer le fichier de trans-
formation XSLT dédié à la création du message d’entrée de notre service cible. Cette
génération se déroule en deux phases : on recherche tout d’abord la transformation XPath
pour chaque élément du message cible à partir des éléments disponibles puis dans un
second temps, on s’intéresse à la construction du message dans son ensemble à l’aide
des langages XSLT et BPMN, en se préoccupant des différences d’occurrences entre les
éléments à rapprocher.
IV.3.2.1 Génération des transformations XPath
Nous cherchons ici à générer, pour chaque élément de notre entrée (i.e. chaque balise
attendant une valeur lors de l’appel au service), une fonction permettant son remplissage
lors de l’exécution à partir de données d’autres messages. Le langage XPath est justement
adapté pour répondre à ce problème et permet à la fois d’atteindre simplement un sous-
ensemble ou une valeur dans un arbre XML mais aussi de lui appliquer certaines fonctions
de traitement (traitement de chaines de caractères, calculs sur des valeurs, gestion des
dates). C’est la combinaison de ces deux fonctionnalités natives du langage qui nous
intéresse ici.
Grâce à l’étape précédente, nous disposons d’un ensemble d’éléments XML utili-
sables. Nous allons dans un premier temps chercher pour chacune des balises cibles le ou
les éléments correspondants parmi ceux sélectionnés précédemment. Pour cela, on utilise
de nouveau nos mécanismes de réconciliation hybride, appliqués sur les différentes balises
afin d’en estimer la proximité. On ne s’intéresse pour l’instant qu’à la proximité métier
















Figure IV.8 – Génération des transformations : sélection des balises proches
Exemple : Intéressons nous au service cible représenté sur la Figure IV.8. Le service
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attend entre autre en entrée une date (Datetime dans un format XML Datetime) et une
température (TempF en degrés Fahrenheit). En suivant les étapes précédentes, nous avons
sélectionné un ensemble de données utilisables représentés sur la gauche de la figure.
Seuls quelques concepts sémantiques sont impliqués de part et d’autre, la réconciliation
est donc simple. On trouve alors les rapprochements suivants : Date (format US) et
Time couvrent le concept associé à Datetime et LengthInch est proche de Longueur qui
sont tous deux associés au concept de longueur. Nous allons donc tenter par la suite de
générer notre fonction XPath pour chacune de nos entrées (Datetime et Longueur) à
partir de ces données.
Une fois les éléments proches repérés, nous nous intéressons à la génération des fonc-
tions XPath. Pour cela, il est nécessaire d’étudier les différences de format entre les
balises équivalentes. Pour chaque concept d’entrée et sa ou ses balises associées, on re-
cherche dans notre base technique sa décomposition en concepts atomiques (e.g. pour
une date au format anglo-saxon, on trouve {#DateUS} = {#Month}/{#Day}/{#Year}).
On utilise alors les descriptions syntaxiques de chaque concept unitaire (présents dans la
base d’expressions régulières) afin de générer la fonction XPath permettant la transfor-
mations des données des balises potentielles dans le format attendu dans la balise cible
(voir Algorithme IV.2). Si la transformation de format n’est pas suffisante (i.e. toute ou
une partie de la donnée n’est pas couverte), on s’intéresse aux divergences de valeur, en
particulier les problèmes liés aux différences d’unités. On utilise pour cela la dernière
base technique à disposition : celle contenant les formules. Il est possibles de déduire les
calculs nécessaires à la conversion entre unités de valeur (e.g. {#Milimeter} = {#Inch}
* 25.4).
LengthInch Longueur (mm) (Valeur x 25,4) 
Time 
Date (US) 
Datetime (XSD)  ([0-9]{1,2}:[0-9]{2}:[0-9]{2})~~([0-9]{2})/([0-9]{2})/([0-9]{4})  
è   ($4)-($2)-($3)T($1) 
≅ Month     / Day       / Year      ≅	 [0-9]{2}/[0-9]{2}/[0-9]{4} 
≅ Hour     : Minute    : Second      ≅	 [0-9]{1,2}:[0-9]{2}:[0-9]{2} 




Figure IV.9 – Génération des transformations : génération du XPath
Exemple : Nous avons identifié précédemment que les balises Date et Time semble cou-
vrir notre balise cible DateTime. Nous décomposons donc les concepts correspondants
à ces trois éléments et on recherche dans le même temps leurs descriptions sous la
forme d’expressions régulières en utilisant la base technique idoine (voir Figure IV.9).
On trouve alors la transformation XPath suivante, qui permet la transformation des
deux balises potentielles en Datetime XML : fn:replace(fn:string-join($id1,$id2,’~~’)
,([0-9]{2}:[0-9]{2}:[0-9]{2})~~([0-9]{2})/([0-9]{2})/([0-9]{4}),($4)-($2)-($3)T($1));. On
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retrouve deux fonctions imbriquées : tout d’abord la fonction fn:string-join qui nous
permet de concaténer les deux valeurs de Date et Time (représentées pour l’instant par
$id1 et $id2 qui correspondent aux chemins XPath menant à la donnée) en utilisant le
séparateur « ». La fonction fn:replace va alors rechercher dans cette nouvelle chaine
les patterns d’expressions régulières afin de pouvoir ré-agencer les différents éléments
pour produire la donnée sous le bon format. Le premier ensemble sélectionné (entre les
premières parenthèses, correspondant à $1) est alors placé à la fin de la valeur de sortie
et ainsi de suite.
L’Algorithme IV.2 couvre justement la génération de la transformation XPath. Pour
cela, il utilise un ensemble de chaines de caractères correspondant aux concepts et formats
mis en jeu. Afin de faciliter la compréhension, nous suivront cet algorithme à l’aide de
l’exemple précédent (création de Datetime depuis les balises Time et DateUS). La valeur
des principales variables au cours de l’algorithme est donnée dans l’extrait de Code IV.1.
L00 - targetSyntax = %%#XsDatetime%%
L00 - potentialSyntaxList = $id1=%%#DateUs%%; $id2=%%#XsTime%%
L01 - targetValue = %%#XsYear%%-%%#XsMonth%%-%%#XsDay%%T%%#XsHour%%:%%#XsMinute
%%:%%#XsSecond%%
L06 - Pour %%#DateUs%%
L07 - $id1 = %%#XsMonth%%/%%#XsDay%%/%%#XsYear%%
L08 - Pour #XsMonth
L10 - $id1 = ([0-9]{2})/%%#XsDay%%/%%#XsYear%%}
L11 - #XsMonth = $1
L16 - $id1 = ([0-9]{2})/([0-9]{2})/([0-9]{4})
L30 - source = fn:string-join ($id1, $id2,’~~’)}
L30 - pattern = ([0-9]{2}):([0-9]{2}):([0-9]{2})~~([0-9]{2})/([0-9]{2})/([0-9]{4})}
L32 - targetSyntax = ($6)-($4)-($5)T($1):($2):($3)
L33 - fn:replace(fn:string-join ($id1,$id2,’~~’), ([0-9]{2}):([0-9]{2}):([0-9]{2})
~~([0-9]{2})/([0-9]{2})/([0-9]{4}),($6)-($4)-($5)T($1):($2):($3));
Code IV.1 – Exemple de génération XPath (DateTime vers Date (US))
On décompose tout d’abord le format de la balise cible en concepts unitaires (L1). On
fait de même avec les différentes balises potentielles sélectionnées lors de la réconciliation
afin d’obtenir des concepts de même granularité (L7). Si un de ces concepts correspond à
un des concepts attendus par la balise cible, on le remplace par son expression régulière
directement dans sa décomposition (L10) et on lui associe une clé unique nécessaire à la
fonction XPath finale (L11). Une fois tous les concepts potentiels étudiés, on vérifie si
tous ceux de la balise cible sont couverts (L17, si coverageMap.targetConcept.value = 0
alors le concept n’est pas couvert). On recherche alors pour chaque concept non couvert
s’il existe une formule dans notre base permettant de le relier à un des concepts potentiels
(L18). Une fois toutes les correspondances trouvées, on génère la fonction XPath finale en
combinant les différentes chaines de caractères correspondantes aux formats des entrées
et sorties de notre transformation (L22-34).
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Algorithme IV.2 Génération de la transformation XPath
Entrée : targetSyntax
Entrée : potentialSyntaxList
Sortie : fonction XPath de génération de targetSyntax à partir de potentialSyntaxList
targetSyntax.factorize()
for all targetSyntax.concepts as targetConcept do
Add targetConcept in coverageMap
coverageMap.targetConcept.value← 0
5: key ← 1
for all potentialSyntaxList.elements as potentialSyntax do
potentialSyntax.factorize()
for all potentialSyntax.concepts as potentialConcept do
if potentialConcept ∈ coverageMap then
10: Replace potentialConcept with "(" + potentialConcept.regExp + ")" in
potentialSyntax
coverageMap.potentialConcept.value← "$" + key
key ← key + 1
Add potentialSyntax to usedPotentialSyntax
else
15: Replace potentialConcept with potentialConcept.regExp in potentialSyntax
for all coverageMap.targetConcepts as targetConcept do
if coverageMap.targetConcept.value = 0 then
formula← searchFormula(potentialSyntaxList,usedPotentialSyntax)




if usedPotentialSyntax.size > 1 then
source← "fn :string-join("
25: for all usedPotentialSyntax.elements as potentialSyntax do
source← source+ potentialSyntaxList.potentialSyntax.id + ","
pattern← pattern+ potentialSyntaxList.potentialSyntax.value + " "
Replace last "," with "" in source
source← source+ "’ ’)"
30: Replace last " " with "" in pattern
for all coverageMap.targetConcepts as targetConcept do
Replace targetConcept with key in targetSyntax
xpath← "fn :replace(" + source + "," + pattern + "," + targetSyntax + ") ;"
return xpath
IV.3.2.2 Gestion de la complexité avec XSLT et BPMN
Les transformations générées couvrent les principales divergences de formats et de
valeurs mais pas la complexité du message cible (i.e. sa hiérarchie d’éléments, le nombre
possible d’occurrences de chaque, etc.). Les fonctions XPath permettent le traitement des
données pour une balise cible mais sont insuffisantes pour la gestion des messages dans
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leur ensemble. Pour gérer une telle complexité, en particulier la gestion des occurrences
de chaque balise, qui peut varier entre celles des messages potentiels et celles du message
cible, il est nécessaire d’utiliser à la fois les fonctionnalités proposées par le langage XSLT
et celles de BPMN. La Table IV.1 résume les fonctions de chaque langage à utiliser en
fonction du nombre d’occurrences possibles pour les balises sources (verticalement dans
le tableau) et cibles (horizontalement). Un exemple est aussi fourni en Figure IV.10 pour
chacune des règles suivantes :
1. Si les balises source et cible sont toutes les deux optionnelles, la transformation
sera possible mais la valeur source doit être testée afin de ne pas générer une balise
cible vide (qui peut être mal interprétée par le service). On utilise pour cela la
fonction classique de test if disponible en XSLT.
2. Si la balise source est optionnelle alors que la balise cible est obligatoire, nous ne
pouvons assurer la transformation. Il est nécessaire dans ce cas de rechercher une
nouvelle balise source ou un service supplémentaire.
3. Si les deux balises sont requises et ne peuvent apparaitre qu’une fois, on copie
simplement la valeur fournie par la fonction XPath dans la balise cible.
4. Si la balise source peut apparaitre plusieurs fois (e.g. plusieurs lignes dans une
facture) mais que la balise cible n’accepte qu’une valeur, il est nécessaire d’appeler
le service cible autant de fois que nécessaire et de lui transmettre les différentes
valeurs une à une. Pour cela, on change le type de la tâche BPMN associée au
service pour une tâche de type boucle (loop) en affectant à chaque appel la valeur
de la balise correspondante.
5. Enfin, si les deux balises acceptent de multiples occurences, on utilise la fonction
for-each de XSLT qui permet au moteur de transformation de créer une instance
de la balise cible par équivalent dans le message source, en appliquant pour chacune
la fonction XPath définie.
<meteo> 
  <ville> 
  <date> (opt) 
  <saint> (opt) 
  <prevision> 
    <temperature heure=‘’> 
    <temperature heure=‘’> 
    … 
  </prevision> 
  <conditions_clim> 
    <condition heure=‘’> 
    <condition heure=‘’> 
    … 
  </conditions_clim> 
</meteo> 
<weather> 
  <city> 
  <date> 
  <saint_day> (opt) 
  <forecast> 
    <hour> 
    <temperature> 
  </forecast> 
  <weather_types> 
    <weather_type hour=‘’> 
    <weather_type hour=‘’> 
    … 














Figure IV.10 – Illustration des types de complexités rencontrées
La transformation générée couvre la majeure partie des divergences de formats/va-
leurs que l’on peut rencontrer, les autres pouvant être gérées par des services métier
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Table IV.1 – XSLT tags according to element occurrence
in/out # 0..1 1..1 0..∞ 1..∞
0..1 if ∃ X if ∃ X
1..1 X X X X
..∞  BPMN  BPMN for-each for-each
tiers du fait de la trop grande complexité des messages à traiter (e.g. les modèles de
deux fichiers de CAO dans des formats différents, contenant chacun plusieurs milliers
de balises). La transformation est alors inclue directement dans la définition BPMN et
sera exportée en tant que service du médiateur lors du déploiement de la plateforme
(transformation BPMN vers BPEL puis génération des fichiers techniques, voir Figure
IV.11). Une fois le fichier de transformation créé, la méthodologie de réconciliation de
















Figure IV.11 – Génération des transformations : création du service de transformation
IV.3.3 Application au cas ISTA3
Reprenons l’exemple du cas d’utilisation ISTA3, et essayons d’appliquer cette mé-
thodologie au service de traitement du devis (traiterDevisService).
Premièrement, on s’intéresse à l’état des différents services du processus au moment
de l’exécution de notre service cible. Comme on peut le voir sur la Figure IV.12, tous les
services en amont seront exécutés hormis le service d’arrêt de la collaboration et celui en
charge de l’étude des demandes de corrections, dont l’état est incertain pour le moment.
Ce service n’ayant pas d’équivalent dans l’autre branche de ce bloc conditionnel, aucune
de ses données de sortie ne sera disponible avec certitude. Il reste donc 6 services dont
les sorties sont exploitables pour la création de notre message cible (en couleur foncée
sur la Figure IV.12).
Intéressons nous ensuite à la transformation de données. La réconciliation entre ba-
lises nous indique que seuls les éléments du service de création du devis semblent corres-
pondre à nos besoins (voir Figure IV.13). L’étude des différences de formats entre données
nous permet de trouver les transformations de format de dates (dateLivraison) et de
prix (de « $0000,00 » à « 0000.00 ») sans toutefois être capable d’en convertir la valeur
(de dollars en euros). Cette conversion, variable dans le temps, va nécessiter un service
métier dédié. Des concepts sémantiques spécifiques annotés sur les deux balises non cou-
vertes par les messages précédentes indiquent à notre générateur la présence d’une valeur
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Figure IV.12 – Cas ISTA3 : sélection des messages utilisables
spécifique (idCollaboration) et de la date courante (devisDate) dont la valeur sera
générée à l’exécution par une fonction XPath prévue à cet effet.
Le message cible est ensuite étudié dans son ensemble afin de générer le fichier de
transformation XSLT permettant la gestion complète de l’entrée attendue. Seule la ba-
lise ligne peut apparaitre plusieurs fois dans le message. Sa balise équivalente dans le
message fourni par le service de création de devis peut aussi posséder plusieurs occur-
rences. On utilise alors la fonction XSLT for-each afin de traiter l’ensemble des données
fournies.
1..∞ 
Changement format + conversion métier 
(taux de change variant) 
Format +  
conversion 
Changement de  
Type (cast) 









Figure IV.13 – Cas ISTA3 : génération de la transformation XSLT
Après validation, le fichier XSLT est ajouté à la description BPMN du processus
collaboratif ISTA3 avant d’être transformé en service dédié lors de son déploiement
sur la plateforme collaborative. Chaque message produit par le service de Sysmeca
(createEstimateService) au sein de cette collaboration (Code IV.2) sera alors pris
en charge par notre nouveau service et transformé dans le format attendu par le service
de JTT (Codes IV.3).
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Code IV.2 – Message de sortie du




























Code IV.3 – Message envoyé au service
JTT de traitement de devis
Comme on peut le voir, l’exemple ISTA3 étudié ici n’utilise qu’une partie des possi-
bilités de notre méthodologie de réconciliation de messages. Les messages à réconcilier
n’utilisent que des formats de données assez classiques et définis par avance dans les
bases techniques (e.g. des dates au format anglais, des longueur en différentes unités).
De plus, ces messages ont volontairement été limités à des hiérarchies de balises uniques
(ou multiples de part et d’autre) et obligatoires afin de simplifier la réconciliation lors
du projet. La gestion des messages complexes n’a été ajoutée qu’à la suite du projet.
IV.4 Conclusion
Ce chapitre présente la méthodologie de réconciliation de données en charge d’as-
surer la bonne communication entre les différents services engagés dans le processus
collaboratif. Ce mécanisme permet, pour chacun de ces services, de générer un service
de transformation de données dédié à la création de son message d’entrée au format
attendu et utilisant les données disponibles dans le processus. Pour fonctionner, cette
méthodologie s’appuie sur un ensemble de données sémantiques et syntaxiques associées
aux description XML des entrées/sorties des différents services : (i) l’ontologie technique
permet une différenciation précise des différents formats ou unités utilisées ou attendues
par les balises XML ; (ii) trois bases techniques complètent cette ontologie en y appor-
tant des détails sur la syntaxe de ces formats et sur les formules de conversion des unités
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utilisées. Le mécanisme de réconciliation est ensuite composé de trois étapes :
1. On cherche dans un premier temps à déterminer quelles données seront disponibles
lors de l’exécution de notre service cible. Pour cela, on étudie la logique du proces-
sus que l’on parcours à la recherche des gateways exclusifs (conditionnels) et des
boucles influençant son exécution.
2. On utilise ensuite cette sélection de messages ainsi que les différentes données
techniques à notre disposition pour générer le fichier de transformation permettant
la génération de notre message cible. Cette génération se déroule en trois phases :
(i) pour chaque élément de notre message cible, on sélectionne les balises couvrant
notre besoin fonctionnel et provenant des messages en amont (à l’aide de notre
mécanisme de réconciliation hybride) ; (ii) on recherche pour chacun des éléments
cibles la fonction XPath permettant la génération de la donnée attendue ; (iii) une
fois les différentes balises étudiées, on génère la transformation XSLT permettant
de générer l’ensemble du message cible.
3. Si certains éléments ne sont pas couverts par les transformations générées à l’étape
précédente, on recherche à l’aide de notre mécanisme de réconciliation de services
s’il existe un service métier capable de gérer la transformation de cette donnée.
Une fois la transformation générée, elle est transmise à l’utilisateur pour complétion
(au besoin) et validation avant d’être ajoutée à la description du processus afin d’être
prise en compte lors de la génération des fichiers exécutables et le déploiement de la
plateforme.
Le mécanisme de réconciliation de données possède encore un certain nombre de
limites sur lesquelles il est nécessaire de se pencher si une industrialisation est envisa-
gée. Tout d’abord, les algorithmes de sélection des messages disponibles ne couvrent
pas l’ensemble des cas possibles, en particulier lorsque les boucles conditionnelles sont
imbriquées. Il est donc nécessaire d’améliorer cet algorithme ou de le repenser entière-
ment si la solution actuelle ne permet pas une couverture de tous les cas. Ensuite, le
rapprochement de balise est pour l’instant assez simple. Il ne prend en compte que les
balises unitairement, en se basant sur les concepts sémantiques annotés mais sans étudier
plus généralement la hiérarchie entre ces balises (ce qui permet d’obtenir de meilleurs
résultats, comme on peut le voir dans [Shasha et al., 2002]). Enfin, de manière plus gé-
nérale, nos mécanismes proposent actuellement à l’utilisateur pour chaque activité (ou
groupe d’activités) un ensemble de solutions parmi lesquelles il doit choisir puis ensuite
des transformations de messages à valider ou compléter. Il serait judicieux d’améliorer
le mécanisme global afin de présenter directement à l’utilisateur une ou plusieurs so-
lutions pour l’ensemble du processus et ainsi réduire ses interactions au minimum. Il
faudrait pour cela trouver une manière optimisée d’utiliser l’ensemble des mécanismes à
notre disposition afin de s’assurer de la qualité du processus technique fourni avant de




La méthodologie proposée dans ce manuscrit vise à faciliter au maximum la concep-
tion d’un SI de médiation collaboratif dédié. Cette méthodologie doit cependant être
implémentée afin d’être exploitable. Ce chapitre présente dans un premier temps le pro-
totype réalisé au cours de cette thèse et les leçons tirées des tests à grande échelle réalisés
sur cette implémentation. Nous nous intéresserons ensuite à un nouveau cas d’utilisation
permettant d’illustrer l’ensemble des étapes de la méthodologie de réconciliation.
V.1 La plateforme de réconciliation
Cette section présente le prototype développé au cours de ces travaux, support à
notre méthodologie de réconciliation de services et données. Ce prototype comprend
le moteur de réconciliation ainsi qu’un outil de modélisation de processus auquel on a
intégré les différentes interfaces nécessaires au déroulement de notre méthodologie.
V.1.1 Intégration dans une architecture SOA open-source
Cette thèse CIFRE a été réalisée au sein de l’équipe de recherche et développement
Petalslink de la société Linagora. Cette équipe, responsable de l’édition de solutions in-
tergicielles (middleware), dispose d’une gamme complète d’applications et de librairies
open-sources couvrant les principaux besoins de la SOA (voir Figure V.1). Cela com-
prend un bus de service (EasyESB) et ses principaux composants de communication et
librairies de gestion de modèles (EasyBPEL mais aussi EasyBPMN et EasyWSDL non
présentés sur la figure), de couches applicatives dédiées à la gouvernance des services
(EasierGov) et au monitoring (EasierBSM, EasierCos). À cela s’ajoutent deux outils
graphiques : EasiestDemo qui permet de produire rapidement des démonstrations im-
pliquant l’ensemble de ces composants, et PetalsBPM notre outil de modélisation de
processus en ligne.
Ces différents composants logiciels fournissent la majeure partie des fonctionnalités
de base dont nous avons besoin pour notre prototype. Il n’est donc pas nécessaire de
ré-implémenter l’ensemble de l’architecture mais uniquement d’y ajouter les apports des
travaux présentés dans ce manuscrit. Cela comprend :
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Figure V.1 – Architecture générale de l’infrastructure SOA
• La prise en compte de la sémantique dans les différents modèles. Cela implique
l’ajout dans les librairies de gestion de descriptions WSDL (EasyWSDL) et BPMN
2.0 (EasyBPMN) des mécanismes d’annotations sémantiques, que ce soit pour la
lecture ou l’écriture des modèles. Il est à noter que la librairie EasyBPMN gère
nativement la transformation BPMN 2.0 vers BPEL, indispensable à l’exécution
de nos processus sur la plateforme [Rajsiri et al., 2010b]. De la même manière,
la génération des fichiers de configuration du bus de service à partir du fichier de
description du processus est prise en compte par une librairie dédiée en cas de
besoin.
• L’ajout d’interfaces utilisateurs dédiées à la gestion de la sémantique sur les mo-
dèles et à l’utilisation de notre moteur de réconciliation. Ces nouvelles interfaces, à
intégrer dans l’outil en ligne de modélisation BPMN 2.0, doivent permettre la lec-
ture et l’ajout d’annotations sémantiques mais aussi toutes les interactions prévues
avec l’utilisateur dans le cadre de notre méthodologie (appel des fonctionnalités
de réconciliation, choix parmi des services sélectionnés, complétion/validation des
transformations).
• La librairie de réconciliation de services et données implémentant les différents
mécanismes présentés précédemment. Cette librairie représente la majeure partie
du travail de conception et développement à réaliser. En effet, l’ensemble des mé-
canismes de sélection et de composition de services ainsi que la génération des
transformations de messages doivent être implémentés tout en proposant une qua-
lité de service correcte (temps de réponse, qualité de la réponse). De plus, la gestion
des nouvelles données, à la fois syntaxiques et sémantiques, doit être intégrée tout
comme la gestion des interactions avec les applications tierces (API Java, service
Web). Ce moteur sera par la suite intégré à notre outil de gouvernance EasierGov
afin d’en compléter les fonctionnalités.
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La section suivante détaille les travaux de conception et développement réalisés sur
le moteur de réconciliation et la plateforme de modélisation.
V.1.2 Implémentation
L’implémentation du moteur de réconciliation et les modifications apportées à la
plateforme de modélisation (appelée Plateforme I3G, pour Interopérabilité de 3ème Gé-
nération) permettent, en plus de disposer par la suite d’une base pour l’industrialisation
du code, de mettre en lumière l’intérêt et l’efficacité de notre approche.
V.1.2.1 Le moteur de réconciliation en détails
Comme on a pu le voir au cours de la présentation de la méthodologie dans les Cha-
pitres I à IV, un grand nombre d’algorithmes et de processus sont à prendre en charge.
Toute cette méthodologie a été implémentée au sein d’une librairie unique, responsable
à la fois de la sélection et de la composition de services ainsi que de la génération des
transformations de données (voir Figure V.2). Cette librairie open-source, appelée Ea-
sierSBS (pour Semantic Business Services), est développée en Java sous licence LGPL
(pour Lesser General Public License). Elle est partie intégrante de notre couche de gou-
vernance de services EasierGov [Zribi et al., 2012]. En plus des fonctions liées à notre
mécanisme de réconciliation, elle intègre les différentes bases syntaxiques et sémantiques
nécessaires au bon déroulement des algorithmes : ontologies des partenaires, annuaire
sémantique des services (profils sémantiques), les bases techniques et la base de patterns
de compositions.
Processus exécutable 
BPMN 2.0  
BPEL 
Moteur d’orchestration 












BPMN 2.0  
Figure V.2 – Représentation du moteur de réconciliation au sein de la création du SIM
Afin de faciliter les évolutions futures tout en permettant une utilisation simple par
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de multiples clients logiciels (e.g. aussi bien les produits Petalslink que les prototypes
de l’équipe MISE), EasierSBS utilise une architecture en composants. Chacun de ces
composants possède son périmètre fonctionnel défini et expose ses fonctions dans une
interface dédiée, sous la forme d’une API Java (Application Programming Interface)
et/ou d’un service Web. Ces interfaces, assez stables dans le temps car définies dés
la conception et n’exposant que les fonctions principales, permettent une utilisation
par des programmes tiers indépendamment des changements dans l’implémentation. La
Figure V.3 représente cette architecture en composants (modules), chacun composé d’une





Java API Java API 
Support libraries 













GWT GUI Web Service 
Java API 
Service composition 
SABPMN 2.0 à BPEL 
Figure V.3 – Architecture générale de la librairie EasierSBS
On retrouve ces composants répartis selon trois couches : (i) une couche de librairies
support, en charge des différentes données sémantiques nécessaires aux réconciliations de
données et services (ontologies et profils pivots) ; (ii) une seconde dédiée aux mécanismes
de base de notre méthodologie (sélection de services et génération de transformation)
et qui utilise les composants de la première couche ; (iii) et enfin une troisième, qui
combine l’ensemble des composants afin de proposer une réconciliation « n-m » ainsi
qu’une gestion complète des processus. Chaque composant est dédié à une fonctionnalité
précise :
• Le raisonneur (reasoner-*) : Librairie de support permettant une gestion complète
des ontologies. Cela comprend la lecture, la modification, la persistance des fichiers
OWL mais aussi le rapprochement d’ontologies et leur inférence. Ces fonctionna-
lités étant en dehors du cadre du nos travaux (principalement les deux dernières à
haute-valeur ajoutée), des librairies externes ont été choisies et intégrées à ce mo-
dule. Tandis que OWL API s’occupe de la gestion des fichiers et de la persistance,
JFact nous permet d’inférer sur nos ontologies afin de trouver les liens manquants
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entre les concepts. Le choix de ces librairies a été fait selon quatre critères : (i)
le type de licence open-source qui doit être compatible avec le LGPL, (ii) le péri-
mètre fonctionnel qui doit couvrir nos besoins minimums, (iii) la stabilité et (iv)
la rapidité.
• L’annuaire sémantique (semantic-registry-*) : Permet d’extraire, de gérer et de
sauvegarder les profils sémantiques des services Web et des activités métier des
processus en cours de réconciliation. Ce travail d’extraction et la persistance des
résultats peut être fait en amont de toute collaboration et permet ainsi d’accélérer
grandement le mécanisme de réconciliation de services. Ce module se base sur
l’extension sémantique de la librairie EasyWSDL (appelée EasySAWSDL [Boissel-
Dallier et al., 2009]) ainsi que sur EasySABPMN, son équivalent pour BPMN 2.0.
• Sélection de services (service-matching-*) : Module dédié à la sélection hybride
de services. Basé sur les deux librairies supports présentées ci-dessus, ce compo-
sant implémente l’ensemble du mécanisme présenté en Section III.2. Il utilise pour
cela une recherche par profil sémantique ou directement à l’aide d’une description
WSDL (dans le cas d’une recherche de service équivalent).
• Réconciliation de données/messages (message-matching-*) : Module dédié à la
génération des fichiers de transformations nécessaires à la bonne communication
entre les services. Il se base sur le moteur hybride du module précédent et intègre
les trois bases de connaissance technique de description de formats et formules de
conversions. Ce composant implémente l’intégralité du mécanisme décrit dans le
Chapitre IV.
• Composition de services (process-matching-*) : Composant de plus haut niveau du
moteur, en charge de la gestion du processus dans son ensemble depuis sa version
métier jusqu’à sa transformation en workflow exécutable (à l’aide de la librairie
EasyBPMN). Il intègre les modules de sélection de services et de génération des
transformations de messages et implémente les mécanismes de composition de ser-
vices (décrits en Section III.3).
En plus de l’accès par API Java sur chacun des composants, les principales fonction-
nalités de réconciliation sont accessibles via un service Web. Tout comme le reste des
développements effectués dans le cadre de ces travaux (et du projet ISTA3), la librairie
EasierSBS a été développée en Java. Cela offre l’avantage de fonctionner nativement
sur toutes les plateformes. Sa licence LGPL implique qu’elle peut être réutilisée dans
n’importe quel type d’applications, open-sources ou propriétaires. Les liens vers les do-
cumentations et les codes sources des différentes librairies Petalslink sont disponibles en
Annexe F.
Comme on a pu le voir dans la description de la méthodologie, nos mécanismes
utilisent un certain nombre de paramètres modifiables afin de s’adapter aux différents
cas d’utilisation rencontrés. Afin de faciliter la configuration, ces paramètres ont été re-
groupés au sein d’un fichier centralisé, modifiable lors de l’installation (voir Code V.1).
On y retrouve les différents poids (opération/entrées-sorties, sémantique/syntaxique),
les notes de relations entre concepts et de couverture, les seuils d’acceptation (syntac-
tique, sémantique, hybride, composition) ainsi que l’activation des fonctions optionnelles
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(levenshtein, choix de la méthode de calcul de similarité, réconciliation « n-m »). Ces pa-
ramètres sont aussi modifiables en cours d’utilisation via l’API Java ou le service Web
correspondant afin de permettre l’utilisation de plusieurs configurations sans nécessiter
des compétences techniques et un accès à l’installation.
####################################























Code V.1 – Fichier de propriétés d’EasierSBS
V.1.2.2 Plateforme de modélisation
Nous souhaitons réaliser un éditeur collaboratif de processus, basé sur PetalsBPM et
supportant la démarche dirigée par les modèles proposée dans le cadre de ces travaux,
du processus métier au workflow exécutable. Comme nous l’avons vu, une démarche
complètement automatique n’est pas adaptée. Il est nécessaire de faire des aller-retours
entre le serveur (qui réalise les réconciliations et transformations) et la partie graphique
(client) qui sert d’interface avec l’utilisateur. Contrairement à la librairie EasierSBS, qui
a pour vocation de devenir un composant de la suite Petalslink research, cet éditeur
ne sert actuellement que de démonstrateur. Cela explique le manque d’ergonomie de
certaines interfaces ainsi que la réduction des interactions avec l’utilisateur.
La Figure V.4 représente le processus couvert par la plateforme développée. Comme
on peut le voir, ce processus est légèrement simplifié par rapport à ceux présentés au
long du manuscrit. On ne retrouve ainsi aucune des boucles de retours (on considère que
l’utilisateur comblera les manques sans nécessiter une nouvelle passe du mécanisme).
De même, l’ajout de partenaire en cas de manque de service n’est pas inclus, seule la
génération d’un service métier correspondant l’est. Ces simplifications ont pour but de
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Figure V.4 – Processus simplifié d’échanges de la plateforme
faciliter l’implémentation tout en exploitant tout de même l’ensemble des mécanismes
de réconciliation et ainsi réaliser une démonstration complète de faisabilité de notre
méthodologie.
En tant qu’application Petalslink, notre plateforme possède une architecture en
couche et se base sur un ensemble d’outils de notre solution logicielle. La Figure V.5
représente le diagramme d’architecture haut niveau de la plateforme I3G. On retrouve
d’un coté le moteur de réconciliation sémantique EasierSBS présenté précédemment et
de l’autre l’outil de modélisation PetalsBPM. Ce dernier est décomposable en plusieurs
modules :
Interface GWT 
Java API Java API 
Figure V.5 – Architecture du studio de modélisation
• GeasyTools : librairie basée sur le framework graphique GWT (pour Google Web
Toolkit) et propose un ensemble de composants graphiques de base, réutilisables
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dans tout projet.
• GeasyWebEditor : permet de créer un outil de modélisation à partir de n’importe
quel méta-modèle disponible sous une forme sérialisée (modèle objet). Une simple
définition des objets graphiques associés et des propriétés à disposition permet
alors de créer un outil de modélisation dédié. La gestion des fichiers (création,
import/export, sauvegarde) est automatiquement gérée.
• PetalsBPM : plateforme en ligne de modélisation BPMN. Cette application est le
résultat de l’utilisation de la librairie GeasyWebEditor avec EasyBPMN.
La Figure V.6 est une capture d’écran de l’interface de modélisation de la plate-
forme I3G. On retrouve tout d’abord en haut un menu classique permettant une gestion
des fichiers (création, import, sauvegarde, export) et une gestion des ressources séman-
tiques (ontologies et fichiers SAWSDL). Sur la gauche on peut voir la palette d’éléments
BPMN 2.0 utilisables et sur la droite la zone de modélisation (qui peut contenir plusieurs
modèles, chacun dans un onglet indépendant). Enfin, on retrouve en bas les propriétés
de l’élément sélectionné, e.g. pour une activité : son nom, son type, ses annotations
sémantiques, etc.
Figure V.6 – Capture d’écran du studio de conception
Cette interface reste très proche de celle proposée par la plateforme de modélisation
PetalsBPM. Les seuls changements graphiques correspondent à l’ajout des interfaces de
gestion des annotations sémantiques, des interfaces d’échanges avec l’utilisateur (valida-
tion des services/transformations de données) et des boutons liées aux fonctionnalités
du moteur de réconciliation (gestion des ressources et lancement des mécanismes de ré-
conciliation). De plus grandes modifications ont été apportées dans les modèles internes
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afin de relier les éléments de la palette aux nouveaux éléments BPMN 2.0 (intégrant les
aspects sémantiques).
V.1.2.3 Une démarche qualité constante
EasierSBS respecte les règles de développement imposées aux différents produits
Petalslink. Il est donc, au même titre que les autres projets de l’équipe, soumis à la
démarche d’intégration continue. Cela signifie qu’à chaque modification de code d’un
module ou d’une dépendance, les tests unitaires (i.e. des tests automatiques couvrant
un maximum du code) de tous les composants impactés sont relancés afin de détecter
tout effet de bord. Couplée à un fort taux de couverture de tests, cette démarche empêche
les régressions fonctionnelles de la librairies et assure une intégration constante avec les
autres composants de la suite Petalslink.
Figure V.7 – Résultats des tests d’intégration continue sur la plateforme Jenkins
La Figure V.7 montre les résultats des tests automatiques sur l’ensemble de la chaine
de dépendances via l’outil communautaire Jenkins (les soleils signifiant une suite de
compilations sans erreur et des tests unitaires passés avec succès). On retrouve ainsi
notre librairie EasierSBS, ses dépendances (EasyWSDL, EasySchema, EasyBPMN) et
les composants l’utilisant (EasierGov).
Ce projet bénéficie aussi d’un fort taux de couverture de tests : plus de 80% du code
est testé automatiquement à chaque changement. L’analyse de cette couverture de tests
est faire régulièrement à l’aide de l’outil Clover (voir Figure V.8) afin de déterminer si
les zones de code non couvertes représentent un risque (i.e. si cela concerne des classes
complexes). Comme on peut le voir sur le graphique en bas à gauche, les classes non
couvertes (représentant une partie des 20% du code non couvert) concerne des classes
dont la complexité (i.e. dépendant du nombre de boucles, de branches conditionnelles,
etc.) est proche de 0.
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Figure V.8 – Analyse de la couverture des tests sur Clover
V.1.3 Évaluation de la librairie EasierSBS
Parmi les différentes étapes de la réconciliation, le goulot se situe au niveau de la
réconciliation « 1-1 », d’une part à cause de son importance dans l’algorithme de com-
position « n-m », de l’autre du fait de la quantité de données à traiter (grand nombre
de profils). Un travail important a donc été réalisé en terme de performances (aussi bien
en terme d’efficacité que de rapidité) à l’aide de tests à grande échelle.
V.1.3.1 Les indicateurs étudiés
La recherche d’informations (ressources, données ou documents) dans une base de
données n’est pas une problématique récente. On retrouve dans la littérature un grand
nombre d’algorithmes dédiés et, pour les comparer, des indicateurs de performance re-
connus [Cleverdon et al., 1966]. Initialement limitée au rappel (recall) et à la précision
(precision), la liste des critères a évoluée avec le temps pour s’adapter aux nouvelles de-
mandes (telles que la réconciliation sémantique ou l’alignement d’ontologies [Do et al.,
2009]).
Le rappel est le rapport entre le nombre de résultats pertinents retournés par la
requête et le nombre de résultats pertinents présents dans la base de données. Un rappel
égal à 1 signifie que tous les résultats pertinents ont été retournés par la requête, c’est à
dire qu’il n’y a pas de faux négatifs. Au contraire, un rappel proche de 0 signifie qu’il y
en a beaucoup comparé au nombre de vrais positifs. La précision est le rapport entre le
nombre de documents pertinents retournés sur le nombre de documents retournés. Une
précision proche de 1 indique que la majorité des documents retournés sont pertinents
(peu de faux positifs). A l’inverse, une faible précision signifie qu’il y a du « bruit » dans la
réponse (des documents non pertinents sont retournés) et donc peu de vrais positifs dans
les documents récupérés. Ces valeurs seront souvent combinés afin de limiter le nombre
d’indicateurs formant la F-measure (notée Fmesure ∈ [0; 1]), moyenne harmonique des
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deux indicateurs précédents. Plus la valeur de Fmesure est proche de 1, plus le résultat
est exhaustif et pertinent.
rappel = |re´cupe´re´s ∩ pertinents||pertinents| pre´cision =
|re´cupe´re´s ∩ pertinents|
|re´cupe´re´s| (V.1)
Fmeasure = 2 · pre´cision× rappel
pre´cision+ rappel (V.2)
Ces trois indicateurs permettent de qualifier le résultat de la sélection de services dans
son ensemble mais ne prennent malheureusement pas en compte l’ordre des résultats
retournés. En effet, notre mécanisme renvoi à l’utilisateur une liste de services classés en
fonction de leur note de proximité avec le service ou l’activité recherchée. Pour qualifier la
qualité de résultats ordonnés, un quatrième indicateur existe : laMean-Average Precision







k=1 P (k) ·Rel(k)
|pertinents| (V.3)
avec AP (q) la précision moyenne pour la requête q, Q le nombre de requêtes, P (k)
représente la précision pour les k premiers résultats (par rapport à l’ordre donné) et
Rel(k) un indicateur valant 1 si le kème élément est pertinent, 0 sinon. On peut aussi
représenter généralement le diagramme rappel/précision, qui trace l’évolution de la pré-
cision en fonction du rappel. Les valeurs sont calculées à partir des valeurs moyennes de
précisions et rappel pour les kème résultats de chaque requête, pour tout k.
V.1.3.2 Résultats des tests
Cette section présente les résultats des tests à grande échelle qui ont été réalisés sur
notre mécanisme de sélection de services. Nous avons utilisé la suite de test SAWSDL-
TC2 1 (SAWSDL Test Collection), qui comprend 42 requêtes et les réponses attendues
sur 1080 services annotés avec 38 ontologies [Cabral and Toma, 2010]. Cela permet l’éva-
luation de notre mécanisme sur un ensemble de services annotés, volontairement proches,
afin d’induire la librairie en erreur, et couvrant divers domaines tels que l’éducation, la
nourriture, les soins médicaux, etc. Ces tests ont été réalisés sur une machine avec un
processeur i7 2GHz et 4 Go de RAM sous MacOS X et Java 6.
Cinq configurations ont été étudiées : sémantique uniquement, syntaxique unique-
ment (avec et sans l’utilisation de la limite de Levenshtein), hybride (avec et sans filtre
entre les sélections sémantiques et syntaxiques). La Table V.1 donne pour chacune de ces
configurations le temps d’exécution moyen, le MAP et la Fmeasure. On retrouve aussi
sur la Figure V.9 le diagramme recall/precision des différentes configurations. Seule une
courbe pour les réconciliations syntaxiques est représenté étant donné que les deux ré-
sultats (avec et sans Levenshtein) coïncident.
1. http ://semwebcentral.org/projects/sawsdl-tc/
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Table V.1 – Résultats des tests à grande échelle sur la sélection de services
Semantic Syntactic Syntactic Hybrid Filtred
(Leven.) Hybrid
MAP 0.59 0.52 0.52 0.54 0.58
Fmeasure(∈ [0; 1]) 0.45 0.48 0.48 0.57 0.48























Figure V.9 – Test à grande échelle : diagramme rappel/précision
Premièrement, ces résultats montrent l’inefficacité de l’utilisation de la distance de
Levenshtein dans notre algorithme. Pour un temps de calcul environ quatre fois plus
élevé, les résultats sont quasiment identiques. Cela s’explique d’un coté par le fait que
les interfaces des services (contenant la description des opérations et entrées/sorties)
sont longuement étudiés et ne comportent pas de faute de frappe, et de l’autre qu’une
différence sur une lettre peut changer la signification de l’opération. Ainsi, getBook et
getBooks renverront, d’après les règles de nommage classiques, un livre pour le premier
et une liste de livres pour le second.
On remarque aussi que les résultats des approches sémantiques et syntaxiques sont
nativement bons. L’utilisation d’une approche hybride peut donc dans ce cas sembler peu
utile. Il faut cependant rappeler que les services et ontologies de la suite SAWSDL-TC
ne représentent pas la diversité que l’on peut retrouver dans des collaborations, où les
descriptions de services peuvent être réalisées par des entités différentes, dans des langues
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différentes ou sur des ontologies pas forcement adaptées. L’approche hybride apportera
dans ce cas la souplesse que les deux autres approches ne peuvent avoir indépendamment.
Enfin, ces tests montrent que l’ajout d’un filtre entre les deux calculs de l’approche
hybride a tendance à réduire la qualité des résultats dans leur globalité (Fmeasure) mais
en améliore l’ordonnancement (MAP ). L’utilisateur aura donc plus de chance de trouver
le service satisfaisant ses besoins dans les premiers résultats, ce qui nous intéresse ici.
Nous ne pouvons pour l’instant comparer ces résultats avec les implémentations
concurrentes. Bien que l’on dispose des résultats de certaines campagnes d’évaluations 2,
proches des nôtres en termes de Fmeasure et/ou MAP , il nous a été impossible de les
reproduire et ainsi comparer réellement ces librairies dans des conditions identiques. Nous
pouvons cependant comparer les résultats de la Table V.1 récapitulant les indicateurs
pour la dernière version d’EasierSBS avec ceux mesurés avant la phase d’amélioration
du mécanisme réalisée au cours de la dernière année (Table V.2).
Table V.2 – Résultats des tests avant amélioration du mécanisme
Semantic Syntactic Hybrid
MAP 0.38 0.41 0.43
Fmeasure(∈ [0; 1]) 0.46 0.49 0.48
Avg. time (ms) 1126 1287 2534
On remarque en comparant ces résultats avec les précédents qu’un effort particulier
a été fait sur le temps de traitement, particulièrement celui de la réconciliation syn-
taxique qui gagne un coefficient 4.5. Bien que la qualité globale du résultat (indiqué
par la Fmeasure ait peu évolué, le classement des services s’est amélioré grandement.
Cela vient principalement de la refonte du traitement des entrées/sorties qui comparait
initialement les concepts sans prendre en compte la hiérarchie des éléments ou le degré
de couverture. Le temps d’initialisation de la librairie (principalement dû au rapproche-
ment des ontologies et de l’inférence de l’ensemble) a grandement chuté, passant de 943
secondes en moyenne à moins de 40. Un effort a aussi été réalisé sur la consommation
mémoire afin de tenir sur des systèmes plus petits (passant de 2,5Go à 940Mo pour les
tests sur SAWSDL-TC). Cette utilisation de la mémoire est cependant encore trop élevé
pour une utilisation en production. Cela vient principalement du fait que l’ensemble des
données (profils, descriptions de services, ontologies) est gardé en mémoire et non dans
des bases de données. Ce passage serait une étape essentielle de l’industrialisation de
cette librairie.
Ces résultats (que ce soit la Fmeasure ou la MAP ) peuvent sembler assez faibles
puisqu’en dessous de 60%. Il faut cependant prendre conscience qu’ils ont été mesurés
à l’aide de la suite de test SAWSDL-TC, spécialement conçue pour induire les moteurs
de réconciliation en erreur. En effet, les services proposés sont volontairement proches
et seuls quelques légères variations sont apportées aux descriptions d’un même domaine
2. http ://www.seals-project.eu/
Nicolas Boissel-Dallier 139
Chapitre V. Implémentation et illustration
d’activité. Les résultats de la sélection de services seront donc bien plus pertinents dans
un cas d’utilisation réel, où seuls quelques services simplement différentiables peuvent
répondre à notre besoin.
V.1.4 Retours d’expérience
Cette première implémentation et les résultats des expérimentations faites dans le
cadre du projet ISTA3 (sur le cas d’utilisation JTT/Sysmeca) et sur la suite de test
SAWSDL-TC nous ont permis de tirer des premières leçons sur cette approches.
Premièrement, l’application de la démarche complète dans le cadre du projet ISTA3
et les expérimentations réalisées sur des exemples en interne (afin de couvrir la composi-
tion de services) ont montré la viabilité de notre méthodologie. Bien que les algorithmes
et l’implémentation puissent encore être améliorés, la librairie de réconciliation four-
nit les résultats attendus dans un temps raisonnable (de l’ordre de la seconde pour un
processus complet).
Ensuite, au niveau des paramètres introduits dans notre méthodologie, on remarque
que certains ont une influence bien plus grande que d’autres. Par exemple, le choix
des poids (sémantique/syntaxique et opération/entrée-sortie) a un réel impact sur les
résultats et permet une adaptation du mécanisme à l’environnement. Ainsi, dans un
environnement multilingue, l’analyse syntaxique ne sera pas pertinente et seule la proxi-
mité sémantique doit être prise en compte. De la même manière, si les services présents
ne sont annotés que sur les entrées-sorties (comme dans SAWSDL-TC), comptabiliser
la proximité des fonctions revient juste à réduire la plage des notes de proximité. La
variation des différents seuils aura quant à elle une influence sur la qualité des résultats :
en baissant les seuils, le bruit augmente tout comme l’exhaustivité des résultats. Il est
donc nécessaire de trouver la configuration optimisant la Fmeasure et laMAP à l’aide de
tests sur un échantillon des services disponibles. Cette étape peut être réalisée à l’aide
de méthodes classiques d’optimisation, comme évoqué en Section III.2.5.2. Au contraire,
on remarque que le choix de la mesure de similarité ou la valeur des notes (relations dans
l’ontologie) et malus ont peu d’impact sur l’ordre des résultats renvoyés tant que l’on res-
pecte l’ordre des notes/malus imposés dans la méthodologie. Les paramètres par défaut
peuvent donc être utilisés dans la majorité des cas d’utilisation et certains pourraient
être adaptés automatiquement (e.g. le poids de l’opération à l’aide d’une étude automa-
tique des annotations des services disponibles). Une étude plus poussée de l’influence de
chacun devrait tout de même être réalisée.
V.2 Illustration de la démarche proposée
Cette section présente un exemple complet de l’utilisation de notre méthodologie par
l’utilisateur, depuis le processus métier collaboratif jusqu’à l’obtention du workflow exé-
cutable. Dans un premier temps, nous présenteront la problématique et l’environnement
(services disponibles, ontologies, bases techniques). Par la suite, nous suivront l’étape de
modélisation et d’annotation sémantique du processus. Après avoir suivi le processus de
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réconciliation, nous étudieront le résultat obtenu.
V.2.1 Présentation du cas d’utilisation
V.2.1.1 Problématique et modèle métier
Le cas d’utilisation proposé dans cette section est un exemple fictif de collaboration
entre deux entreprises agroalimentaires : Chaponral qui propose des produits alimen-
taires élaborés à base de volailles et Wrap’it qui conditionne des produits alimentaires
(emballage et étiquetage). Ces deux sociétés souhaitent industrialiser la fabrication et le
conditionnement de dindes farcies pour le marché anglais.
La recette à réaliser est simple :
1. La dinde est pesée et on en estime la teneur en eau de sa viande afin d’en déterminer
la qualité. Les dindes de mauvaise qualité (dont le taux d’eau dépasse un certain
seuil) seront congelées après préparation alors que les autres seront proposées en
tant que produits frais.
2. On prépare en parallèle la farce (dont la quantité dépend du poids de la dinde) et
la dinde qui doit être bardée (i.e. entourée de lard) et bridée (i.e. les pattes doivent
être ficelées).
3. On farci alors la dinde avec la préparation réalisée à l’étape précédente.
4. Le produit (dinde et farce) peut alors être cuit et, dans la foulée, préparé pour être
conservé en produit frais (+4◦C) ou directement congelé (−18◦C) en fonction de
l’indicateur donné par la première étape.
5. On emballe alors le produit puis on lui appose l’étiquette contenant son prix, le
poids de chaque ingrédient et la date de péremption.
La société française Chaponral est en charge des quatre premières étapes alors que
l’emballage et l’étiquetage est réalisé par la compagnie anglaise Wrap’it. Cette dernière
utilise les formats et mesures anglo-saxones (e.g. masses en livres) alors que Chaponral
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Figure V.10 – Processus métier du cas Chaponral/Wrap’it
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L’utilisation de méthodes classiques de modélisation de processus nous amènent au
résultat présenté en Figure V.10. On y retrouve les étapes de réalisation de la dinde
farcie répartie entre les deux partenaires en fonction de leur savoir faire. On retrouve les
étapes de préparation de la farce et du bardage de la dinde parallélisées et les étapes de
préparation en produits frais et de congélation placées dans des branches conditionnelles.
V.2.1.2 Les ontologies
Chacun des partenaires dispose de son ontologie de domaine couvrant ses principales
activités, produits et données métier.
Figure V.11 – Ontologie de domaine de Chaponral
La Figure V.11 représente l’ontologie de domaine de l’entreprise Chaponral (dis-
ponible en grand format en Annexe G, Figure G.3). On y retrouve tout d’abord les
différents produits alimentaires que l’entreprise est amenée à utiliser, classés par type
(viande, poisson, fruits, etc.), ainsi que les activités que l’entreprise maitrise ou néces-
site, en termes de préparation, conservation, conditionnement, etc. L’entreprise utilisant
cette ontologie principalement en interne, tous les concepts ont été modélisés en fran-
çais. On remarque la présence de relations d’équivalences, représentés par des flèches plus
épaisses. Cela signifie que les concepts #Marron et #Chataîgne sont équivalents (puis-
qu’ils font référence à un même fruit) tout comme les activités de bardage (#Barder) et
de lardage (#Entourer_de_lard) qui sont synonymes. Cela permettra donc l’utilisation
des ces concepts sans distinction ou presque (légère variation dans la note) dans les an-
notations des modèles. C’est ce même principes que nous appliquerons par la suite pour
rapprocher les ontologies des deux partenaires.
142 Nicolas Boissel-Dallier
Chapitre V. Implémentation et illustration
Figure V.12 – Ontologie de domaine de Wrap’it
La Figure V.12 représente quant à elle l’ontologie de domaine de la société Wrap’it
(disponible en grand format en Annexe G, Figure G.2). Cette société n’étant pas spécia-
lisée dans le traitement de produits alimentaires mais uniquement son conditionnement,
son ontologie diffère dans sa modélisation, son centre d’intérêt n’étant pas le même.
Ainsi, on ne distinguera ici que deux types de produits à traiter : les produits frais et les
produits congelés, en lieu et place de la hiérarchie détaillée de l’ontologie précédente. Du
point de vue des activités modélisées, la société n’a représenté que les compétences qui lui
sont propres. On retrouve donc uniquement les activités de conditionnement mais cette
fois-ci plus détaillées. La réglementation étant identique dans toute l’union européenne,
les données concernant les produits sont proches dans les deux ontologies.
Les deux partenaires disposant chacun de leur ontologie distincte, une étape de rap-
prochement des ontologies a été nécessaire avant toute collaboration. Il existe un certain
nombre d’outils dédiés au rapprochement semi-automatique des concepts qui se basent
sur l’étude de la syntaxe, des liens entre les concepts, etc. Ces outils, parmi lesquels on
peut citer AgreementMaker 3, Aroma 4 et LogMap 5, sont évalués annuellement lors de
l’OAEI (pour Ontology Alignment Evaluation Initiative [Euzenat et al., 2011]). Cepen-
dant, étant donné la taille réduite des ontologies des deux partenaires, nous avons réalisé
l’opération manuellement.
La Figure V.13, aussi disponible en Figure G.4 (Annexe G), montre les différents liens
d’équivalence entre concepts qui ont été introduits. Les concepts de la société Wrap’it
sont représentés sur la gauche des équivalences (en anglais) alors que ceux de Chaponral
sont sur la droite. On y retrouve principalement les liens entre les concepts identiques
exprimés dans des langues différentes (e.g. #Date_péremption et #Use-by_date). Ce
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Figure V.13 – Définition des liens d’équivalence entre les ontologies
les ontologies (e.g. le concept #Produit chez Chaponral qui regroupe les produits ali-
mentaires n’est équivalent qu’à un sous concept de #Product chez Wrap’it). Le rappro-
chement des deux ontologies permet alors la création d’une ontologie commune aux deux
partenaires, qui nous servira de base pour la réconciliation de services. La méthodologie
peut alors être appliquée autant de fois que nécessaire pour chacune des collaborations
entre ces deux partenaires. Seule une évolution des ontologies pourra nécessiter une mise
à jour des liens entre les concepts.
Concernant l’ontologie technique, nécessaire au bon déroulement de la réconciliation
de messages, nous utiliserons l’ontologie proposée dans le cadre de ces travaux (présentée
en Section IV.2.2 et disponible en Annexe E). Elle contient en effet nativement les
références aux unités et formats utilisés par les services de part et d’autre.
V.2.1.3 Les services Web
Chacun des partenaires dispose d’un ensemble de services Web, couvrant une partie
ou la totalité de leur savoir-faire. Ces services ont été annotés sémantiquement en amont

























Figure V.14 – Représentation des services disponibles
La Figure V.14 représente un sous-ensemble des différents services mis à disposition
par les deux partenaires (Chaponral à gauche, Wrap’it à droite). Pour des raisons de
visibilité, seuls les noms des services (volontairement explicites) ont été représentés. On
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remarque que la couverture fonctionnelle de ces services semble aller au delà des besoins
attendus dans le cadre de cette collaboration, e.g. le service preparerSaucisse chez
Chaponral ne devrait pas nous être utile pour la préparation de dindes farcies. Les
entrées/sorties de chacun de ces services, bien que non représentées ici, sont définies
dans les descriptions XML Schema et annotées sémantiquement à l’aide des concepts
des ontologies de domaine et technique.
V.2.2 Déroulement de la méthodologie
Du point de vue utilisateur, la méthodologie se veut la plus simple possible. Cette
section illustre les différentes étapes réalisées par Chaponral et Wrap’it afin d’arriver au
processus collaboratif répondant au besoin.
V.2.2.1 Modélisation sur la plateforme et annotation du processus
La première étape pour les partenaires est de modéliser sur la plateforme en ligne le
processus métier déterminé précédemment (Figure V.10) puis de l’annoter sémantique-
ment à l’aide des concepts sémantiques disponibles dans l’une ou l’autre des ontologies
disponibles. L’étape de modélisation sur la plateforme ne pose aucun problème dans
notre cas puisque le processus a été défini en amont. Il suffit alors de se connecter sur le
modeleur en ligne, de créer un projet métier dédié au cas d’utilisation puis de reproduire
le processus à l’aide des éléments de la palette correspondants aux différents éléments
BPMN 2.0. Nous ne représentons ici que le médiateur afin de faciliter la modélisation.
La Figure V.15 montre le processus métier modélisé sur notre plateforme. L’ensemble
des activités et de la logique métier déterminées en amont y ont été représentés.
Figure V.15 – Modélisation du cas d’utilisation sur la plateforme
Une fois le processus modélisé, il est nécessaire de l’annoter afin de fournir les in-
formations nécessaires à l’étape de réconciliation de services. Pour cela, nous utilisons
les interfaces développées pour l’occasion. Ces interfaces, que l’on peut apercevoir en
Figure V.16, restent pour l’instant peu ergonomiques mais permettent l’annotation des
éléments BPMN 2.0 sans intervention sur la description technique du processus. On
retrouve à gauche de la figure le mécanisme d’annotation d’activité et à droite l’inter-
face d’annotation de séquence permettant l’ajout de plusieurs éléments/données métier,
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chacun possédant un nom syntaxique et un ou plusieurs concepts sémantiques associés.
L’exemple pris ici est celui de l’activité responsable de la congélation de la dinde far-
cie. On retrouve donc le concept #Congeler sur l’activité (ainsi que #Dinde_farcie non
visible sur l’image) et #Date_péremption pour la sortie de l’activité. L’annotation des
activités est bien évidement réalisée sans prendre en compte les services disponibles et
leurs annotations sémantiques.
Figure V.16 – Annotation du processus du cas d’utilisation
Seuls les concepts de l’ontologie de Chaponral ont été utilisés ici afin de simuler une
modélisation par cette dernière uniquement. Le rapprochement des ontologies réalisé en
amont permettra cependant une réconciliation avec les services Wrap’it bien que ceux-ci
soient annotés avec des concepts de la seconde ontologie. La Figure V.17 reprend le détail
des annotations sémantiques pour deux autres activités (une pour chaque partenaire).
On y retrouve d’une part l’activité initiale de test du produit « Tester la dinde », qui
attend en entrée un identifiant (pour la traçabilité) et en sortie le poids et la teneur en
eau, et d’autre part l’activité « Étiqueter le produit » confiée au partenaire Wrap’it, qui
attend en entrée les différentes informations à placer sur l’étiquette (dates, ingrédients,
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#Tester #Dinde 
#Teneur_eau 





































Figure V.17 – Exemple d’annotation sur deux activités
V.2.2.2 Réconciliation de services
Une fois le processus métier annoté, il suffit alors à l’utilisateur de lancer le moteur
de réconciliation qui va alors proposer, pour chacune des activités du processus, un ou
plusieurs services répondant au besoin associé et leurs notes respectives.
La Figure V.18 montre la proposition faite à l’utilisateur concernant le service de
congélation de la dinde. On retrouve à gauche la liste des services proposés et à droite
l’activité correspondante. L’utilisateur peut alors choisir de prendre un des services pro-
posés (en faisant un glisser-déposer de l’opération) ou générer un service métier à l’aide
d’une interface dédiée si aucun service ne couvre le besoin. C’est le cas de l’activité de
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Figure V.18 – Validation de la sélection de services
bardage de la dinde, qui correspond à une étape manuelle dans le processus de fabrica-
tion chez Chaponral et qui ne correspond à aucun service Web. L’utilisateur choisi alors
la génération d’un service métier.
La Figure V.19 montre l’interface (sommaire) proposée à l’utilisateur. On y retrouve
les informations essentielles pour le service, à savoir les informations sur l’entreprise et
l’opération (y compris ses entrées/sorties). On peut alors générer la description WSDL
du service et son implémentation. Cette dernière se limite pour l’instant à l’affichage
pour l’employé responsable du bardage des informations en entrée, ici l’identifiant de la
dinde, et attend en retour un message de l’utilisateur indiquant que l’opération a été
réalisée. Le service est alors associé à l’activité pour laquelle il a été créé.
Figure V.19 – Création du service métier de bardage
V.2.2.3 Réconciliation de données
Une fois l’ensemble des activités couvertes, le moteur de réconciliation procède à la
génération des différentes transformations de données à l’aide des concepts de l’ontologie
technique annotés sur les services. Pour cela, il parcours un à un les services sélectionnés
et utilise les mécanismes décrits dans le Chapitre IV pour générer les différents fichiers
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de transformation nécessaires à la bonne communication entre les partenaires. Une fois
l’opération finie, on propose à l’utilisateur les différentes transformations générées pour
validation.
Dans le cas du processus collaboratif Chaponral-Wrap’it, seule une transformation
pose problème : le service mélangerIngredients, qui attend en entrée une liste des
produits à mélanger (pour réaliser la farce) et pour chacun la quantité nécessaire. Bien
qu’aucun service ne prenne en charge ce calcul, il est simple à réaliser puisqu’il dépend
du poids de la dinde (information que nous possédons à ce stade du processus). Nous dé-
cidons donc d’utiliser notre convertisseur d’unités pour palier ce problème en y ajoutant
les règles métier permettant le calcul des quantités de chaque ingrédient :
#poids_marrons = 0,05 x #poids_dinde
#poids_chair = 0,2 x #poids_dinde
#poids_mie = 0,5 x #poids_chair
Code V.2 – Règles métier ajoutées par l’utilisateur
Le moteur procède alors à la génération de la transformation correspondante et pro-
pose à l’utilisateur une solution qu’il peut accepter, corriger ou refuser. Pour cela, il suffit
de relancer le mécanisme de réconciliation de données avec les nouvelles informations ré-
cupérées afin de retenter une génération des transformations. Dans le cas présent, cela
donne :
Pour la balise <poids_marron> : (0.05 * fn:number($1))
Pour la balise <poids_chair> : (0.2 * fn:number($1))
Pour la balise <poids_mie> : (0.5 * (0.2 * fn:number($1)))
Code V.3 – Proposition de nouvelles formules de calcul
Où $1 sera affiché pour l’utilisateur comme étant le concept du poids de la dinde
et remplacé lors de l’intégration dans la description du processus par le chemin XPath
correspondant à la valeur en question. Dans le cas où l’utilisateur considère ces formules
comme fausses, les services proposés lors de l’étape précédente lui sont re-soumis afin
de choisir une solution alternative. Ces règles, en plus de servir à la transformation des
données du service cible, seront réutilisables par la suite dans d’autres transformations
et d’autres collaborations de Chaponral.
V.2.3 Analyse des résultats
Une fois les différentes transformations validées, la plateforme génère le workflow
exécutable, résultat des étapes de réconciliation. Cette section présente le résultat de
cette approche dans un premier temps de manière générale puis en s’intéressant ensuite
à quelques points clés de la réconciliation.
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V.2.3.1 Retouches nécessaires et validation du processus final
La Figure V.20, disponible en grand format en annexe (Figure G.5) représente le
processus exécutable contenant l’ensemble des décisions prises par l’utilisateur à l’aide
de notre moteur de réconciliation. Comme on peut le remarquer, la structure générale du
processus a évolué au cours de la transformation vers ce modèle technique. Deux raisons
expliquent ces changements : (i) tout d’abord la réconciliation de services qui, dans le cas
où un service unique ne couvrirait pas le besoin exprimé par une activité, propose une
composition de services (via nos mécanismes de réconciliation « 1-n » et « n-m ») ; (ii)
ensuite la réconciliation de données qui, pour chaque service présent dans le processus,
génère un service de transformation de messages adapté. Il en résulte donc un processus
plus complexe, faisant intervenir un nombre généralement plus grands de tâches tout en
modifiant la logique du processus pour certaines compositions de services.
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Figure V.20 – Processus technique de l’exemple
Notre approche ne couvrant pas actuellement la gestion des conditions (gateway
exclusifs), l’utilisateur doit se charger de compléter le workflow avant toute exportation
et utilisation de celui-ci. Ici, un seul élément de ce type est présent et correspond au
choix du mode de conservation (congélation ou simple refroidissement) en fonction de
la teneur en eau de la dinde. Il est alors nécessaire de déclarer une des deux branches
conditionnelle comme séquence par défaut puis d’indiquer la condition de passage dans
la seconde sous le format attendu par BPMN 2.0 (voir Figure V.21).




















$testerTeneurEau/ / teneur_eau_pct >  30
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Figure V.21 – Complétion des conditions par l’utilisateur
Après une dernière vérification, le processus technique est prêt pour son exportation.
Notre plateforme propose pour cela plusieurs formats d’export dont BPEL et BPMN
2.0 (en XML). Notre choix se porte ici sur le langage d’orchestration BPEL, pris en
compte par nos outils d’exécution (utilisant le moteur EasyBPEL). L’utilisation de ce
processus sur le bus de service Petals ESB nécessite aussi la génération d’un fichier de
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configuration JBI que notre plateforme peut produire au besoin.
V.2.3.2 Résultats de la réconciliation de services
Intéressons nous maintenant au processus généré plus en détails et, tout d’abord,
aux résultats de l’étape de réconciliation de services. La majorité des activités ont pu
être associées à un unique service, parmi ceux mis à disposition ou celui créé lors de
la réconciliation (i.e. barderService). Deux cas se démarquent tout de même et ont
nécessité l’appel à notre mécanisme de composition de services.
Le premier, représenté en Figure V.22 concerne l’activité de test du produit. Comme
on a pu le voir en Figure V.17 lors de l’annotation du processus, cette activité attendait
en sortie à la fois le poids de la dinde et sa teneur en eau. Aucun service parmi ceux
disponibles ne fournis ces deux informations. Pris individuellement, leur note était donc
insuffisante ce qui a entrainé l’appel au mécanisme de composition de services. Un en-
semble de deux services a alors été trouvé, chacun dédié à une mesure sur la dinde. Ces
deux services étant indépendants, le moteur nous propose de les appeler en parallèle afin





























Nicolas Boissel 1 of 1 25.09.2012

















Nicolas Boissel 1 of 1 25.09.2012
Figure V.22 – Exemple de composition « 1-n » de services
Le second cas qui nous intéresse concerne les activités confiées au partenaire Wrap’it,
qui couvrent l’emballage du produit et son étiquetage. Malgré des activités et des services
présentant des concepts similaires, aucune combinaison ne semble convenir même à l’aide
de la composition « 1-n », les services seuls n’étant pas capables de fournir l’ensemble
des données/fonctions attendues et les ensemble de services en fournissant trop. Une
recherche « n-m » est alors lancée et une correspondance est trouvée pour les deux
activités réunies (voir Figure V.23). On retrouve dans cette composition un service dédié
responsable de l’activité physique d’emballage et d’étiquetage puis deux services dédiés
à la récupération des données nécessaires à celui-ci (i.e. les informations contenues sur
l’étiquette et la taille de l’emballage à utiliser).
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Figure V.23 – Exemple de composition « n-m » de services
V.2.3.3 Résultat de la réconciliation de messages
Concernant la réconciliation de messages, nous pouvons nous attarder ici aussi sur
deux cas particuliers, représentatifs du domaine de couverture de nos transformations
de données.
Poids dinde  
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Ingredient masses (p.) 
Use-by date (En) 
Figure V.24 – Exemple de transformation de données (formats + conversion)
Tout d’abord, intéressons nous à la transformation nécessaire au service de création
d’étiquette createLabel qui attend en entrée les dates de fabrication et péremption du
produit ainsi que la liste des ingrédients utilisés avec leurs poids respectifs (voir Figure
V.25). Deux étapes ont donc été nécessaires : tout d’abord la sélection de ces données
dans les tâches du processus exécutées en amont puis la génération des transformations
permettant le changement de formats (pour les dates attendues en format anglais) et
d’unités (pour les poids à exprimer en livres). Alors que cette seconde étape nécessite
uniquement l’utilisation de notre mécanisme de génération avec les informations conte-
nues dans nos bases techniques (qui couvrent les principales unités utilisées), l’étape de
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sélection demande plus de réflexion étant donné la présence de branches conditionnelles.
Les services appelés dans chacune des branches, correspondant aux activités de congéla-
tion ou de refroidissement du produit, fournissent tous les deux la date de péremption.
Bien que la valeur qui sera retournée varie suivant la branche empruntée, le concept reste
le même. Elle peut donc être utilisée dans notre transformation comme source sûre.
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Poids dinde  Quantité de  
chaque ingrédient 
#poids_marrons = 0,05 x #poids_dinde 
#poids_chair = 0,2 x #poids_dinde 
#poids_mie = 0,5 x #poids_chair 
Règles métiers  
Figure V.25 – Exemple de transformation de données par règles métiers
La seconde transformation qui nous intéresse ici a déjà été évoquée lors du déroule-
ment de la démarche. Elle a en effet nécessité l’ajout par l’utilisateur de règles métiers
afin de combler l’incapacité de notre moteur à résoudre ce conflit sans plus d’information.
Il s’agit de la transformation associée au service de préparation de la farce, en charge du
mélange des ingrédients dans les proportions optimales. Comme on peut le voir en Figure
V.24, on retrouve un unique élément en entrée de la transformation auquel on associe
une règle de conversion pour chaque ingrédient en entrée du service de préparation de
la farce. Dans notre cas, ces informations ont été ajoutées au cours de la réconciliation
mais nous aurions pu rentrer en amont de la collaboration l’ensemble des règles métier
applicables dans les processus de Chaponral afin de palier ce problème.
V.3 Conclusion
D’une part, ce chapitre présente l’implémentation réalisée dans le cadre de ces tra-
vaux. Ce prototype open-source couvre l’ensemble de la démarche, depuis la modélisa-
tion du processus métier et de son annotation jusqu’à l’obtention du workflow exécutable
correspondant, i.e. répondant aux besoins exprimés. Pour cela, il intègre les différents
mécanismes de réconciliation de services et de données ainsi qu’un ensemble d’interfaces
utilisateurs permettant la validation et la complétion des modèles aux moments prévus
par la méthodologie. Cette implémentation, et en particulier la partie en charge de la sé-
lection de services, brique de base pour l’ensemble de la réconciliation de services, a subi
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un ensemble de tests de performances sur des bases de cas conséquentes. Ces tests ont
permis, à l’aide d’indicateurs reflétant la rapidité d’exécution mais aussi la qualité des
réponses, d’améliorer au fil des itérations notre moteur de réconciliation afin d’arriver à
un résultat satisfaisant.
D’autre part, ce chapitre illustre la méthodologie outillée du point de vue de l’uti-
lisateur à l’aide d’un exemple fictif de collaboration, couvrant les différents problèmes
résolus par nos travaux. On retrouve ainsi les différents types de réconciliations de ser-
vices (sélection, compositions « 1-n » et « n-m ») ainsi que la résolution des problèmes
classiques de formats et de conversions d’unités nécessaire à la bonne communication
entre les services. Malgré l’utilisation de mécanismes complexes, ce passage du proces-
sus métier au workflow technique nécessite que très peu d’interventions de l’utilisateur,
celui-ci se limitant une fois le modèle initial annoté sémantiquement à de la complétion
et de la validation des choix proposés.
Comme on a pu le voir lors de l’utilisation de notre outil dans l’illustration, notre
plateforme manque encore d’ergonomie. De plus, bien que des phases d’optimisations
aient été réalisées, le moteur de réconciliation peut encore être grandement amélioré et
doit être industrialisé avant toute utilisation sur des cas réels.
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Avec l’évolution des technologies de l’information et de la communication, de plus
en plus d’applications sont présentes au sein des entreprises. De plus, le contexte éco-
nomique incite les entreprises à collaborer entre elles de plus en plus fréquemment et
sur des périodes de plus en plus courtes. Le support des problématiques métier par le(s)
système(s) d’information, qu’elles soient internes à une entreprise ou collaboratives, fa-
cilite leur résolution mais se doit d’être réactif et flexible. Pour cela, le déploiement d’un
système d’information de médiation dédié à la collaboration et en charge de l’interopé-
rabilité entre les partenaires semble une bonne solution. La conception d’un tel système
passe par deux étapes complexes : la génération d’une cartographie de processus mé-
tier répondant au besoin métier et sa transformation en workflows exécutables sur les
systèmes. Les travaux présentés ici se sont intéressés à cette seconde étape.
Pour résoudre ce problème, nous proposons une méthodologie basée sur les technolo-
gies sémantiques en quatre étapes : (i) on annote les processus métier de la collaboration
à l’aide de concepts sémantiques définis en amont afin de caractériser les attentes de
l’utilisateur en termes de fonctionnalités et d’entrées/sorties des activités ; (ii) on re-
cherche pour chaque activité un ou plusieurs services techniques couvrant le besoin ; (iii)
une fois les services validés par l’utilisateur, on cherche à générer pour chaque service
le fichier de transformation nécessaire à la création du message d’entrée à partir des
données disponibles dans le format et les unités attendues ; (iv) on génère les fichiers
techniques nécessaires à l’exécution. Cette méthodologie est précédée d’une phase en
amont de la collaboration de définition des ontologies (non traitée dans ces travaux) et
d’annotation sémantique des services.
Nous nous sommes dans un premier temps intéressés à la caractérisation des fonc-
tions attendues ou proposées et de leurs entrées/sorties, nécessaire à la réconciliation
de services. Bien que la granularité des modèles métier et techniques à rapprocher soit
différente, les concepts associés sont proches. Nous avons en effet dans les deux cas à
caractériser une fonction (attendue ou fournie) ainsi que les données traitées ou pro-
duites par cette fonction. Nous proposons donc l’utilisation d’un modèle pivot interne,
commun aux deux niveaux d’abstraction, permettant sans distinction la description sé-
mantique d’activités ou de services. Cela permet de concentrer l’étude sur des modèles
proches afin de faciliter la réconciliation. Nous avons ensuite étudié les standards exis-
tants pour l’annotation des modèles, aussi bien au niveau des services que des processus.
Dans le premier cas, il existe un certain nombre de mécanismes existants. Nous nous
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sommes principalement intéressés à SAWSDL et WSMO-Lite, deux méthodes d’anno-
tation répondant à nos besoins de caractérisation tout en limitant le travail nécessaire
à l’utilisateur. Au niveau de la description de processus, aucun standard ne répond ac-
tuellement à nos besoins. Nous proposons donc notre propre mécanisme d’annotation,
appelé SABPMN, dédié au standard BPMN 2.0.
Par la suite, nous avons étudié les mécanismes de réconciliation des services, i.e.
le rapprochement entre les activités métier des processus collaboratifs et les services
Web mis à disposition par les différents partenaires. La méthodologie de réconciliation
proposée se décompose en trois phases. (i) Dans un premier temps, on recherche pour
chaque activité s’il existe un service répondant au besoin exprimé. Pour cela, on calcule
la distance sémantique et syntaxique entre le profil de l’activité et ceux des services dis-
ponibles en prenant en considération les liens entre les concepts, la proximité syntaxique
des termes utilisés, le degré de couverture des entrées/sorties, etc. On parle alors de
sélection de services (ou réconciliation « 1-1 »). (ii) Pour les activités non couvertes, on
recherche alors un ensemble de services couvrant le besoin. Nous proposons pour cela
une approche itérative, basée sur le mécanisme précédent, permettant la recherche sur
une suite de profils sémantiques correspondant aux besoins non couverts. On parle alors
de composition de services (ou réconciliation « 1-n »). (iii) Si une ou plusieurs activités
ne sont toujours pas couvertes, on tente de les réconcilier par groupe afin de supprimer
les contraintes intermédiaires sur les données en transit. On réalise alors une réconcilia-
tion « n-m ». Le résultat final des trois mécanismes de réconciliation de services est alors
envoyé à l’utilisateur pour complétion et validation.
Enfin, nous nous sommes intéressés à la génération des transformations en charge
de la bonne communication entre les services engagés dans le processus collaboratif (i.e.
sélectionnés à l’étape précédente). Pour cela, nous nous appuyons sur une ontologie tech-
nique permettant la distinction entre les différents formats de données et unités utilisées
ainsi que sur un ensemble de bases techniques décrivant syntaxiquement ces formats
et les formules de conversion entre unités. La réconciliation se déroule ensuite en trois
étapes : (i) on recherche dans le processus les données à disposition de la transformation
au moment de l’exécution en étudiant la logique du processus ; (ii) pour chaque élément
cible, on génère la fonction XPath permettant la transformation des données dans le bon
format ou la bonne unité ; (iii) on crée alors le fichier de transformation XSLT en charge
de l’ensemble de la hiérarchie du message attendu.
Les différents mécanismes présentés ici ont été implémentés sous la forme d’un moteur
de réconciliation open-source en Java. Ce prototype couvre l’ensemble de la transforma-
tion de processus métier en workflows exécutables et est intégré au sein d’une plateforme
de modélisation de processus permettant à l’utilisateur de valider ou compléter les résul-
tats qui lui sont proposés. L’implémentation réalisée ici suit des règles de codage stricte
(intégration continue, couverture de tests, etc.) et a été améliorée lors de sessions de
tests à grande échelle afin de faciliter son industrialisation et sa réutilisation.
L’ensemble de la démarche a été illustrée à l’aide d’un exemple couvrant les différents
problèmes traités par notre méthodologie. Ce cas d’étude fictif traite de la collaboration
entre deux entreprises agroalimentaires, la première en charge de la fabrication du pro-
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duit et la seconde de son conditionnement. L’exemple est suivi du point de vue de
l’utilisateur afin de mettre en lumière les différentes interactions nécessaires à la métho-
dologie.
Ces travaux comportent encore des limites. Hormis le manque d’ergonomie de la
plateforme lors de l’annotation sémantique du processus ou des interactions avec l’uti-
lisateur, nos mécanismes ne prennent pas encore en compte l’ensemble des éléments
BPMN 2.0, en particulier les gateways exclusifs (conditionnels). Cela implique donc une
complétion manuelle de l’utilisateur même en cas de réconciliation totale des services
et données. Au niveau de la réconciliation de services, on peut aussi noter que seuls
les aspects fonctionnels sont traités pour l’instant. Il pourrait en effet être intéressant
d’intégrer à l’évaluation de chaque service une part variable en fonction des propriétés
non-fonctionnelles (fiabilité, sécurité, temps de réponse, etc.) du service par rapport aux
attentes métier. Nous ne nous préoccupons pas non plus pour l’instant du monitoring de
ces activités lors de leur exécution, pourtant cruciale pour un suivi de la situation sur le
terrain. Certains travaux tels que [Zahoor et al., 2009] prévoient cela dés la conception
des compositions, il pourrait être intéressant de s’en inspirer. Enfin, l’ordonnancement
des services lors de composition ne se base pour l’instant que sur une simple étude
de dépendance entre services sans s’intéresser aux messages réels et à leur dépendance
dans le temps. Certains travaux s’intéressent à ces problématiques (e.g. [Guermouche
et al., 2008]) et mériteraient une étude plus approfondie afin d’améliorer nos mécanismes
d’ordonnancement. Concernant la réconciliation de données, la génération des transfor-
mations peut être encore améliorée. D’un coté le rapprochement des balises au sein des
messages à réconcilier peut amener à quelques résultats incohérents du fait qu’elles soient
étudiées séparément. Il serait judicieux de prendre en compte dans ce rapprochement
des hiérarchie de balises comme on peut le voir dans S-Match [Shasha et al., 2002]. De
l’autre, le mécanisme de déduction de formule de conversion est pour l’instant limité
à de simples imbrications entre formules ce qui oblige l’utilisateur à rentrer ses règles
métiers sous les différentes formes connues (e.g. x = y × a et y = x/a). Il est nécessaire
d’ajouter à notre implémentation un mécanisme de résolution algébrique.
Cette thèse s’intègre dans le projet MISE (pour Mediation Information System Engi-
neering [Bénaben, 2012]), développé au laboratoire Centre Génie Industriel - Université
de Toulouse - Mines Albi. Ce projet propose, depuis une description du contexte (com-
pétences des partenaires, objectif commun, etc.), la conception d’un SI de médiation
dédié, réactif et adaptable, support de la collaboration. La Figure V.26 représente les
différents travaux réalisés ou en cours sur ce projet au cours des trois itérations et des 11
thèses (5 finies, 3 en cours et 3 qui démarrent). Les travaux présentés dans ce manuscrit
s’intègrent dans la seconde itération du projet (MISE 2.0) et se situent au niveau de la
transformation du modèle dynamique collaborative (cartographie de processus métier)
en modèle de SI de médiation (ensemble de workflows exécutables).
Deux autres thèses composent avec celle-ci cette deuxième itération du projet :
• La première, réalisée par Wenxin Mu, s’intéresse à caractérisation de la situation
collaborative dans le but de générer automatiquement la cartographie de processus
métier correspondante [Mu et al., 2010]. Cette génération se décompose en trois
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Figure V.26 – Positionnement par rapport aux travaux de l’équipe MISE
étapes : (i) on recueil sous la forme de modèles la connaissance nécessaire à cette
caractérisation (informations sur les partenaires et leurs compétences, objectifs,
etc.) ; (ii) sur la base des moyens disponibles, d’un méta-modèle collaboratif et
de règles de transformation, on déduit la dynamique collaborative satisfaisant ces
objectifs ; (iii) on génère à partir de cette connaissance générée la cartographie de
processus, annotés sémantiquement, qui sera utilisés par nos travaux.
• La seconde, réalisée par Sarah Zribi, vise à intégrer aux mécanismes de réconcilia-
tion de services les aspects non-fonctionnels détaillés précédemment [Zribi et al.,
2012]. Pour cela, il est nécessaire d’annoter sur les différents modèles les propriétés
non-fonctionnelles souhaitées, que ce soit du point de vue des attentes métier ou
des possibilités techniques, afin de permettre la réconciliation. La prise en compte
de ces propriétés lors des compositions de services ainsi que sur l’ensemble du pro-
cessus (permettant un assouplissement des sélections unitaires de services) sont
deux problématiques actuellement étudiées.
Une nouvelle itération du projet a depuis vu le jour et est pour l’instant composée
de deux thèses en cours et de trois sujets qui viennent de démarrer :
• La première, réalisée par Anne-Marie Barthe-Delanöe, s’intéresse aux probléma-
tiques d’agilité du système de médiation [Barthe et al., 2012]. On utilise pour cela
une approche dirigée par les évènements permettant une comparaison constante
entre le modèle de situation espérée (tel qu’il devrait être à ce moment de l’exé-
cution de la collaboration) et le modèle terrain (correspondant à l’état réel de la
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situation, déduite de l’ensemble des évènements envoyés à la plateforme). Les pro-
cessus collaboratifs sont alors adaptés en cas de divergence entre les modèles afin
de toujours répondre à la problématique réelle. Le cas d’utilisation choisi est celui
de la gestion de crise nucléaire, particulièrement concerné par les changements de
situation collaborative et nécessitant un système à la fois réactif et flexible.
• La deuxième, réalisée par Guillaume Macé-Ramète, s’appuie sur les travaux pré-
cédents en y ajoutant la gestion d’indices de performances (KPI pour Key Perfor-
mance Indicator) [Macé-Ramète et al., 2012]. Il redéfini de plus le méta-modèle
collaboratif utilisé jusqu’à présent afin de le rendre modulable et adaptable à tous
domaines. Le cas d’utilisation choisi pour ces travaux est celui de la gestion des
crises routières (e.g. dûes aux intempéries).
• La troisième, réalisée par Loïc Bidoux, s’intéresse à la déduction de processus
métier en y intégrant la prise en compte des ressources disponibles (hommes, vé-
hicules, matériel, etc.). Pour cela, il se place dans le cadre de la gestion de crise,
domaine où la gestion des ressources est crucial.
• La quatrième, réalisée par Aurélie Montarnal, s’intéresse elle aussi à la définition
de processus métier mais cette fois-ci dans le contexte d’une utilisation sur une pla-
teforme ouverte et hautement distribuée. Cela implique donc l’ajout d’une couche
sociale permettant la mise en relation de partenaires ne se connaissant pas mais
dont la collaboration pourrait être bénéfique à tous.
• Enfin, la cinquième, réalisée par Tiexin Wang, vise à concevoir un atelier de dé-
finition automatique de transformations de modèles à la volée. Cette plateforme
doit alors servir de support à l’ensemble de la démarche MISE et permettre le






[Abramowicz et al., 2007] Abramowicz, W., Filipowska, A., Kaczmarek, M., and Kacz-
marek, T. (2007). Semantically enhanced business process modelling notation. In
Proceedings of the Workshop on Semantic Business Process and Product Lifecycle
Management (SBPM-2007), volume 251, page 1613–0073.
[Alexakis et al., 2007] Alexakis, S., Bauer, M., Pace, A., Schumacher, A., Friesen, A.,
Bouras, A., and Kourtesis, D. (2007). Application of the fusion approach for assis-
ted composition of web services. In Establishing The Foundation Of Collaborative
Networks, pages 531–538, Guimarães, Portugal. Springer.
[Barthe et al., 2012] Barthe, A.-M., Bénaben, F., Carbonnel, S., and Pingaud, H. (2012).
Event-driven agility of crisis management collaborative processes. In Proceedings of
the 9th International Conference on Information Systems for Crisis Response and
Management (ISCRAM), Vancouver, Canada.
[Bechhofer et al., 2004] Bechhofer, S., Van Harmelen, F., Hendler, J., Horrocks, I., Mc-
Guinness, D. L., Patel-Schneider, P. F., and Stein, L. A. (2004). OWL web ontology
language reference.
[Beckett and Berners-Lee, 2011] Beckett, D. and Berners-Lee, T. (2011). Turtle - terse
RDF triple language.
[Bénaben, 2012] Bénaben, F. (2012). Conception de Systèmes d’Information de Média-
tion pour la prise en charge de l’Interopérabilité dans les collaborations d’organisations.
Habilitation à diriger les recherches, INPT - EMAC, Albi.
[Bénaben et al., 2010] Bénaben, F., Boissel-Dallier, N., Lorré, J. P., and Pingaud, H.
(2010). Semantic reconciliation in interoperability management through Model-Driven
approach. In Collaborative Networks for a Sustainable World, page 705–712.
[Bénaben et al., 2012] Bénaben, F., Boissel-Dallier, N., Pingaud, H., and Lorre, J.
(2012). Semantic issues in model-driven management of information system inter-
operability. International Journal of Computer Integrated Manufacturing.
[Bénaben et al., 2008] Bénaben, F., Touzi, J., Rajsiri, V., Truptil, S., Lorré, J. P., and
Pingaud, H. (2008). Mediation information system design in a collaborative SOA
context through a MDD approach. In Proceedings of the First International Workshop
on Model Driven Interoperability for Sustainable Information Systems (MDISIS’08)
held in conjunction with the CAiSE, volume 8.
161
Bibliographie
[Berglund et al., 2011] Berglund, A., Boag, S., Chamberlin, D., Fernández, M. F., Kay,
M., Robie, J., and Siméon, J. (2011). XML path language (XPath) 2.0 (Second
edition).
[Berre et al., 2007] Berre, A. J., Elves\aeter, B., Figay, N., Guglielmina, C., Johnsen,
S. G., Karlsen, D., Knothe, T., and Lippe, S. (2007). The ATHENA interoperabi-
lity framework. Enterprise Interoperability II New Challenges and Approaches : New
Challenges and Approaches, page 569.
[Bézivin and Jouault, 2009] Bézivin, J. and Jouault, F. (2009). Acquis et défis de l’In-
génierie dirigée par les modèles. Génie logiciel, (90) :55–60.
[Boissel-Dallier et al., 2012] Boissel-Dallier, N., Bénaben, F., and Pingaud, H. (2012).
Model-driven engineering of mediation information system : application to the ISTA3
use-case. In Proceedings of the sixth international conference of I-ESA, Valencia,
Spain. Springer.
[Boissel-Dallier et al., 2010] Boissel-Dallier, N., Bénaben, F., Pingaud, H., and Lorré,
J. P. (2010). The mediation information system engineering project : Status and
perspectives. In Proceedings of the Workshops and the Doctorial Symposium of the
I-ESA International Conference 2010, pages 117—124.
[Boissel-Dallier et al., 2009] Boissel-Dallier, N., Lorré, J., and Benaben, F. (2009). Ma-
nagement tool for semantic annotations in WSDL. In Meersman, R., Herrero, P., and
Dillon, T., editors, On the Move to Meaningful Internet Systems : OTM 2009 Work-
shops, volume 5872 of Lecture Notes in Computer Science, page 898–906. Springer.
[Boissel-Dallier et al., 2011] Boissel-Dallier, N., Lorré, J. P., and Bénaben, F. (2011).
SA-Policy : semantic annotations for WS-Policy. In Proc. IFIP International Working
Conference on Enterprise Interoperability, page 437–449.
[Born et al., 2007] Born, M., Drumm, C., Markovic, I., and Weber, I. (2007). SUPER-
raising business process management back to the business level. ERCIM News,
70(1) :43–44.
[Bouchitté, 2007] Bouchitté, V. (2007). Graphes et algorithmique des graphes.
[Bouquet et al., 2003] Bouquet, P., Serafini, L., and Zanobini, S. (2003). Semantic coor-
dination : a new approach and an application. The Semantic Web-ISWC 2003, page
130–145.
[Bourey et al., 2007] Bourey, J. P., Grangel, R., Ducq, Y., Berre, A., Bertoni, M., D’An-
tonio, F., Daclin, N., Doumeingts, G., Grandin-Dubost, M., Kalampoukas, K., et al.
(2007). Report on model driven interoperability.
[Brickley and Guha, 2004] Brickley, D. and Guha, R. (2004). RDF vocabulary descrip-
tion language 1.0 : RDF schema.
[Cabral and Toma, 2010] Cabral, L. and Toma, I. (2010). Evaluating semantic web
services tools using the SEALS platform. In IWEST Workshop at ISWC.
[Chabeb and Tata, 2008] Chabeb, Y. and Tata, S. (2008). Yet another semantic an-




[Chen, 2006] Chen, D. (2006). Enterprise interoperability framework. Proceedings of
Enterprise Modelling and Ontologies for Interoperability, EMOI-Interop.
[Chinnici et al., 2007] Chinnici, R., Moreau, J.-J., Ryman, A., and Weerawarana, S.
(2007). Web services description language (WSDL) version 2.0 part 1 : Core lan-
guage.
[Christensen et al., 2001] Christensen, E., Curbera, F., Meredith, G., and Weerawarana,
S. (2001). Web services description language (WSDL) 1.1.
[Clark, 1999] Clark, J. (1999). XSL transformations (XSLT) - version 1.0.
[Cleverdon et al., 1966] Cleverdon, C. W., Mills, J., and Keen, E. M. (1966). Factors
determining the performance of indexing systems. Cranfield : College of Aeronautics,
1.
[Cohen et al., 2003] Cohen, W. W., Ravikumar, P., and Fienberg, S. E. (2003). A com-
parison of string distance metrics for name-matching tasks. In Proceedings of the
IJCAI-2003 Workshop on Information Integration on the Web (IIWeb-03), page 73–78.
[Connolly et al., 2001] Connolly, D., van Harmelen, F., Horrocks, I., McGuinness, D. L.,
Patel-Schneider, P. F., and Stein, L. A. (2001). DAML+OIL reference description.
[da Silva et al., 2011] da Silva, E. G., Pires, L. F., and van Sinderen, M. (2011). To-
wards runtime discovery, selection and composition of semantic services. Computer
communications, 34(2) :159–168.
[DCMI, 2012] DCMI (2012). Dublin core metadata element set, version 1.1.
[de Bruijn et al., 2005a] de Bruijn, J., Bussler, C., Domingue, J., Fensel, D., Hepp, M.,
Keller, U., and Kifer, M. (2005a). Web service modeling ontology (WSMO).
[de Bruijn et al., 2005b] de Bruijn, J., Fensel, D., Keller, U., Kifer, M., Lausen, H.,
Krummenacher, R., Polleres, A., and Predoiu, L. (2005b). Web service modeling
language (WSML).
[Desgraupes, 2001] Desgraupes, B. (2001). Introduction aux expressions régulières. La-
voisier edition.
[Do et al., 2009] Do, H. H., Melnik, S., and Rahm, E. (2009). Comparison of schema
matching evaluations. Web, Web-Services, and Database Systems, page 221–237.
[Domingue et al., 2008] Domingue, J., Cabral, L., Galizia, S., Tanasescu, V., Gugliotta,
A., Norton, B., and Pedrinaci, C. (2008). IRS-III : a broker-based approach to semantic
web services. Web Semantics : Science, Services and Agents on the World Wide Web,
6(2) :109–132.
[Doumeingts et al., 2000] Doumeingts, G., Ducq, Y., Vallespir, B., and Kleinhans, S.
(2000). Production management and enterprise modelling. Computers in Industry,
42(2–3) :245–263.
[Ducq et al., 2011] Ducq, Y., Zouggar, N., Deschamps, J., and Doumeingts, G. (2011).
Interoperability for product design and manufacturing application in aeronautical in-




[Euzenat et al., 2011] Euzenat, J., Meilicke, C., Stuckenschmidt, H., Shvaiko, P., and
Trojahn, C. (2011). Ontology alignment evaluation initiative : six years of experience.
Journal on data semantics XV, page 158–192.
[Facca et al., 2009] Facca, F., Komazec, S., and Toma, I. (2009). WSMX 1.0 : A further
step toward a complete semantic execution environment. The Semantic Web : Research
and Applications, page 826–830.
[Fallside and Walmsley, 2004] Fallside, D. C. and Walmsley, P. (2004). XML schema
part 0 : Primer second edition.
[Farrell and Lausen, 2007] Farrell, J. and Lausen, H. (2007). Semantic annotations for
WSDL and XML schema. W3C recommendation, WWW Consortium.
[Fensel et al., 2010] Fensel, D., Fischer, F., Kopecky, J., Krummenacher, R., Lambert,
D., and Vitvar, T. (2010). WSMO-Lite : lightweight semantic descriptions for services
on the web.
[Fensel et al., 2003] Fensel, D., Motta, E., Van Harmelen, F., Benjamins, V. R., Crubezy,
M., Decker, S., Gaspari, M., Groenboom, R., Grosso, W., Musen, M., et al. (2003).
The unified problem-solving method development language UPML. Knowledge and
Information Systems, 5(1) :83–131.
[Gagne et al., 2006] Gagne, D., Sabbouh, M., Bennett, S., and Powers, S. (2006). Using
data semantics to enable automatic composition of web services. In Services Compu-
ting, 2006. SCC’06. IEEE International Conference on, page 438–444.
[Geraci et al., 1991] Geraci, A., Katki, F., McMonegal, L., Meyer, B., Lane, J., Wilson,
P., Radatz, J., Yee, M., Porteous, H., and Springsteel, F. (1991). IEEE standard
computer dictionary : Compilation of IEEE standard computer glossaries.
[Giunchiglia et al., 2007] Giunchiglia, F., Yatskevich, M., and Shvaiko, P. (2007). Se-
mantic matching : Algorithms and implementation. Journal on Data Semantics IX,
page 1–38.
[Goldberg, 1989] Goldberg, D. E. (1989). Genetic algorithms in search, optimization,
and machine learning. Addison-wesley.
[Gonzàlez-Cabero et al., 2008] Gonzàlez-Cabero, R., Lécué, F., and Villa, M. (2008).
SOA4All - d6.4.1 specification and first prototype of service composition and adapta-
tion environment.
[Gruber, 1993] Gruber, T. R. (1993). A translation approach to portable ontology spe-
cifications. Knowledge acquisition, 5 :199–220.
[Guermouche et al., 2008] Guermouche, N., Perrin, O., and Ringeissen, C. (2008). A
mediator based approach for services composition. In Sixth International Conference
on Software Engineering Research, Management and Applications, 2008. SERA ’08,
pages 273–280. IEEE.
[Haykin, 2004] Haykin, S. (2004). A comprehensive foundation. Neural Networks, 2.
[Hepp et al., 2005] Hepp, M., Leymann, F., Domingue, J., Wahler, A., and Fensel, D.
(2005). Semantic business process management : A vision towards using semantic
164 Nicolas Boissel-Dallier
Bibliographie
web services for business process management. In IEEE International Conference on
e-Business Engineering, 2005. ICEBE 2005, page 535–540.
[Heymans, 2007] Heymans, S. (2007). Projet SUPER deliverable 1.1 : Business process
ontology framework.
[Horrocks et al., 2004] Horrocks, I., Patel-Schneider, P., Boley, H., Tabet, S., and Grosof,
B. (2004). SWRL : a semantic web rule language, combining OWL and RuleML.
[International Bureau of Weights and Measures, 2001] International Bureau of Weights
and Measures (2001). The international system of units (SI). US Department of Com-
merce, Technology Administration, National Institute of Standards and Technology.
[Kaufer and Klusch, 2006] Kaufer, F. and Klusch, M. (2006). Wsmo-mx : A logic pro-
gramming based hybrid service matchmaker. In Web Services, 2006. ECOWS’06. 4th
European Conference on, page 161–170.
[Klusch et al., 2006] Klusch, M., Fries, B., and Sycara, K. (2006). Automated semantic
web service discovery with OWLS-MX. In Proceedings of the fifth international joint
conference on Autonomous agents and multiagent systems, page 915–922.
[Klusch et al., 2009] Klusch, M., Kapahnke, P., and Zinnikus, I. (2009). Sawsdl-mx2 :
A machine-learning approach for integrating semantic web service matchmaking va-
riants. In Web Services, 2009. ICWS 2009. IEEE International Conference on, page
335–342.
[Konstantas et al., 2005] Konstantas, D., Bourrières, J. P., Léonard, M., and Boudjlida,
N. (2005). Interoperability of enterprise software and applications.
[Lee, 1999] Lee, L. (1999). Measures of distributional similarity. In Proceedings of the
37th annual meeting of the Association for Computational Linguistics on Computa-
tional Linguistics, page 25–32.
[Levenshtein, 1966] Levenshtein, V. (1966). Binary codes capable of correcting deletions,
insertions, and reversals. In Soviet Physics Doklady, volume 10, page 707–710.
[Lin and Strasunskas, 2005] Lin, Y. and Strasunskas, D. (2005). Ontology-based seman-
tic annotation of process templates for reuse. In Proceedings of the 10th International
Workshop on Exploring Modeling Methods for Systems Analysis and Design (EMM-
SAD’05).
[Ljubesic et al., 2008] Ljubesic, N., Boras, D., Bakaric, N., and Njavro, J. (2008). Com-
paring measures of semantic similarity. In Information Technology Interfaces, 2008.
ITI 2008. 30th International Conference on, page 675–682.
[Lui, 2011] Lui, H. (2011). Integration of model driven engineering and ontology ap-
proaches for solving interoperability issues. Génie industriel, École Centrale de Lille,
Lille.
[Lécué et al., 2010] Lécué, F., Gorronogoitia, Y., Gonzalez, R., Radzimski, M., and Villa,
M. (2010). SOA4All : an innovative integrated approach to services composition. In
Web Services (ICWS), 2010 IEEE International Conference on, page 58–67.
Nicolas Boissel-Dallier 165
Bibliographie
[Macé-Ramète et al., 2012] Macé-Ramète, G., Lamothe, J., Lauras, M., and Bénaben,
F. (2012). A road crisis management metamodel for an information decision support
system. In Digital Ecosystems Technologies (DEST), 2012 6th IEEE International
Conference on, Campione d’Italia, Italy. IEEE.
[Madnick et al., 2009] Madnick, S. E., Li, X., Zhu, H., Fan, Y., and o@thers (2009).
An approach to composing web services with context heterogeneity. In Proceedings
of IEEE International Conference on Web Services, page 695–702, Los Angeles, CA.
IEEE Computer Society.
[Maier, 1998] Maier, M. W. (1998). Architecting principles for systems-of-systems. Sys-
tems Engineering, 1(4) :267–284.
[Malone et al., 2003] Malone, T., Crowston, K., and Herman, G. (2003). Organizing
business knowledge : the MIT process handbook. the MIT Press.
[Manola and Miller, 2004] Manola, F. and Miller, E. (2004). RDF primer.
[Martin et al., 2004] Martin, D., Burstein, M., Hobbs, J., Lassila, O., McDermott, D.,
McIlraith, S., Narayanan, S., Paolucci, M., Parsia, B., Payne, T. R., et al. (2004).
OWL-S : Semantic markup for web services.
[McGuinness and van Harmelen, 2004] McGuinness, D. L. and van Harmelen, F. (2004).
OWL web ontology language - overview.
[McIlraith and Martin, 2003] McIlraith, S. A. and Martin, D. L. (2003). Bringing se-
mantics to web services. IEEE Intelligent Systems, page 90–93.
[Milton, 2008] Milton, N. (2008). Knowledge Technologies. Polimetrica s.a.s.
[Morley et al., 2005] Morley, C., Hugues, J., Leblanc, B., and Hugues, O. (2005). Pro-
cessus métiers et SI : evaluation, modélisation, mise en oeuvre. Paris, France, Dunod.
[Mu et al., 2010] Mu, W., Bénaben, F., and Pingaud, H. (2010). Mediation information
system engineering : Business and logic characterization in collaborative situation. In
Proceedings of the Workshops and the Doctorial Symposium of the I-ESA International
Conference 2010, Coventry, United Kingdom. Springer.
[Mu et al., 2011] Mu, W., Bénaben, F., Pingaud, H., Boissel-Dallier, N., and Lorré, J.
(2011). A Model-Driven BPM approach for SOA mediation information system design
in a collaborative context. In Services Computing (SCC), 2011 IEEE International
Conference on, pages 747 –748.
[OMG, 2001] OMG (2001). Mda guide v1.0.1.
[OMG, 2011] OMG (2011). Business process model and notation (BPMN) version 2.0.
[Pingaud, 2009] Pingaud, H. (2009). Rationalité du développement de l’interopérabilité
dans les organisations. In Management des technologies organisationnelles. Presses
des MINES.
[Popa et al., 2002] Popa, L., Hernandez, M. A., Velegrakis, Y., Miller, R. J., Naumann,
F., and Ho, H. (2002). Mapping XML and relational schemas with clio. In Data
Engineering, 2002. Proceedings. 18th International Conference on, page 498–499.
166 Nicolas Boissel-Dallier
Bibliographie
[Porter, 1980] Porter, M. (1980). An algorithm for suffix stripping. Program : electronic
library and information systems, 14(3) :130–137.
[Prud’hommeaux and Seaborne, 2008] Prud’hommeaux, E. and Seaborne, A. (2008).
SPARQL query language for RDF.
[Ragab Hassen et al., 2008] Ragab Hassen, R., Nourine, L., and Toumani, F. (2008).
Protocol-based web service composition. In Service-Oriented Computing – ICSOC
2008, volume 5364, pages 38–53. Springer Berlin Heidelberg, Berlin, Heidelberg.
[Rajsiri, 2009] Rajsiri, V. (2009). Knowledge-based system for collaborative process spe-
cification. Thèse en systèmes industriels, INPT - EMAC.
[Rajsiri et al., 2010a] Rajsiri, V., Fleury, N., Crosmarie, G., and Lorré, J.-P. (2010a).
Event-based business process editor and simulator. In Business Process Management
Workshops, pages 707–718.
[Rajsiri et al., 2010b] Rajsiri, V., Fleury, N., and Lorré, G. C. J. P. (2010b). Event-based
business process editor and simulator. In Business Process Management Workshops,
page 707–718.
[Roman et al., 2005] Roman, D., Keller, U., Lausen, H., de Bruijn, J., Lara, R., Stoll-
berg, M., Polleres, A., Feier, C., Bussler, C., and Fensel, D. (2005). Web service
modeling ontology. Applied Ontology, 1(1) :77–106.
[Russell and Norvig, 1995] Russell, S. and Norvig, P. (1995). A modern approach. Arti-
ficial Intelligence. Prentice-Hall, Egnlewood Cliffs.
[Schulz et al., 2003] Schulz, K., Platte, K. D., Leidig, T., Ruggaber, R., Elms, K., Zwe-
gers, A., Lillehagen, F., Doumeingts, G., Berre, A. J., Anastasiou, M., et al. (2003). A
gap analysis ; required activities in research, technology and standardisation to close
the RTS gap ; roadmaps and recommendations on RTS activities. Deliverables d 3.4,
d 3.5, d 3.6. IDEAS thematic Network-No, IST-2001-37368.
[Shasha et al., 2002] Shasha, D., Wang, J. T. L., and Giugno, R. (2002). Algorith-
mics and applications of tree and graph searching. In Proceedings of the twenty-first
ACM SIGMOD-SIGACT-SIGART symposium on Principles of database systems, page
39–52.
[Sivashanmugam et al., 2005] Sivashanmugam, K., Miller, J. A., Sheth, A. P., and
Verma, K. (2005). Framework for semantic web process composition. International
Journal of Electronic Commerce, 9(2) :71–106.
[Sivashanmugam et al., 2003] Sivashanmugam, K., Verma, K., Sheth, A., and Miller, J.
(2003). Adding semantics to web services standards. In Proceedings of the Internatio-
nal Conference on Web Services, page 395–401.
[Théroude, 2002] Théroude, F. (2002). Formalisme et système pour la représentation
et la mise en œuvre des processus de pilotage des relations entre donneurs d’ordre et
fournisseurs. PhD thesis, INP Grenoble.
[Touzi, 2007] Touzi, J. (2007). Aide à la conception de Système d’Information Collabo-




[Truptil, 2011] Truptil, S. (2011). Etude de l’approche de l’interopérabilité par médiation
dans le cadre d’une dynamique de collaboration appliquée à la gestion de crise. PhD
thesis, INPT - EMAC, Albi.
[Truptil et al., 2010] Truptil, S., Bénaben, F., Salatgé, N., Hanachi, C., Chapurlat, V.,
Pignon, J. P., and Pingaud, H. (2010). Mediation information system engineering for
interoperability support in crisis management. Enterprise Interoperability IV : Making
the Internet of the Future for the Future of Enterprise, page 187.
[Verma et al., 2005] Verma, K., Sivashanmugam, K., Sheth, A., Patil, A., Oundhakar,
S., and Miller, J. (2005). Meteor-s wsdi : A scalable p2p infrastructure of registries
for semantic publication and discovery of web services. Information Technology and
Management, 6(1) :17–39.
[Vernadat, 1999] Vernadat, F. (1999). Techniques de modélisation en entreprise : appli-
cations aux processus opérationnels. Economica.
[Vitvar et al., 2008] Vitvar, T., Kopecky, J., Viskova, J., and Fensel, D. (2008). WSMO-
Lite annotations for web services. Lecture Notes in Computer Science, 5021 :674.
[Wiederhold and Genesereth, 2002] Wiederhold, G. and Genesereth, M. (2002). The
conceptual basis for mediation services. IEEE Expert, 12(5) :38–47.
[Wu et al., 1990] Wu, S., Manber, U., Myers, G., and Miller, W. (1990). An o (NP)
sequence comparison algorithm. Information Processing Letters, 35(6) :317–323.
[Zahoor et al., 2009] Zahoor, E., Perrin, O., and Godart, C. (2009). An integrated de-
clarative approach to web services composition and monitoring. Web Information
Systems Engineering-WISE 2009, page 247–260.
[Zribi et al., 2012] Zribi, S., Bénaben, F., Hamida, A. B., and Lorré, J. P. (2012). To-
wards a service and choreography governance framework for future internet. Enter-





Cette annexe regroupe les documents relatifs à l’exemple de la collaboration entre
les entreprises JTT et Sysmeca, utilisé dans le cadre du projet ISTA3.
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Figure A.1 – Vue détaillée du processus logique (PIM) de la collaboration JTT/Sysmeca
(grand format)
170 Nicolas Boissel-Dallier





























Figure A.2 – Représentation des principaux concepts de l’ontologie de domaine
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Figure A.3 – Représentation des principaux concepts de l’ontologie technique
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Annexe A. Collaboration JTT/Sysmeca en détails
A.1 Description des services et modèles de données













































Code A.1 – Description WSDL 1.1 abstraite du service CreateEstimateService
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Code A.2 – Description XSD du modèle de données associé
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<wsdl:part name="parameters" element="tns:traitementDevisRequest" />
</wsdl:message>
<wsdl:message name="traitementDevisResponse">















Code A.3 – Description WSDL 1.1 abstraite du service TraiterDevisService
Nicolas Boissel-Dallier 175
Annexe A. Collaboration JTT/Sysmeca en détails
































<element name="dateDevis" type="dateTime" />








Code A.4 – Description XSD du modèle de données associé
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Annexe B
Exemple simple de création de
connaissance grâce aux ontologies
Comme nous l’avons évoqué dans le chapitre II, une des utilisations possibles des
ontologies est la création de connaissance (raisonnement ou reasoning). Grâce à l’uti-
lisation de moteurs d’inférence 1 et de moteurs de règles, il est possible de déduire de
nouvelles informations à partir de données de base, en se référant à un ensemble de
règles intrinsèques au langage (pour le moteur d’inférence) ou dictées préalablement par
un tiers (pour le moteur de règles).
Pour cela, nous utiliserons l’outil Protégé 2, qui intègre un plug-in de visualisation
d’ontologie ainsi qu’un moteur de règles SWRL (Semantic Web Rule Language) [Hor-
rocks et al., 2004].
Prenons un exemple simple pour illustrer ce point : le cas de membres d’une famille
(Figure B.1). Pour cet exemple, nous avons utilisé le langage OWL pour l’ontologie et
un moteur de règles SWRL. La déduction de connaissances est valable aussi bien pour
les concepts que pour leurs instances.
Nous avons défini dans l’ontologie :
• Trois concepts : l’humain, l’homme et la femme. Les deux derniers héritent de «
humain ».
• Les liens familiaux possibles, généraux et par genre : isMariedWith, hasParent,
hasFather, hasMother, hasChild, hasSon. . .
• Des instances d’hommes et de femme : Nico, Christian, Sandra. . . qui représentent
des membres d’une famille.
• Uniquement les liens hasParent et isMarriedWith qui existent entre les instances.
Si les instances « Nico » et « Sandra » ont un lien « hasParent » allant du premier
au second, cela signifie que « Sandra » est un des parents de « Nico ».
Les liens que l’on a défini sont des liens personnalisés, un moteur d’inférence ne suffit
pas. Il faut alors prendre un moteur de règles dans lequel on va définir nos propres règles
de déduction pour compléter notre modèle. On définit pour l’exemple uniquement des
1. Inférence : opération qui consiste à tirer des conclusions à partir de règles de base.
2. Protégé : outil open-source Java utilisé pour la création d’ontologies et le raisonnement (déduction).
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Figure B.1 – Représentation de l’ontologie avant raisonnement
règles sur la combinaison de relations (liens) et l’appartenance à des concepts mais on
pourrait tout aussi bien prendre en compte des attributs des instances ou toute autre
propriété de l’ontologie. La Figure B.2 montre un échantillon représentatif des règles
définies.
Figure B.2 – Echantillon représentatif des règles SWRL définies
Pour comprendre ces règles, il faut connaitre les caractères spéciaux de SWRL sous
Protégé :
• ?x : correspond à une instance inconnue que nous appelons « x »
• hasProperty( ?x, ?y) : Signifie que ?x a une propriété « Property » dont la valeur
est ?y
• Concept( ?x) : Signifie que ?x est une instance du concept « Concept »
• ∧ : Correspond à un « ET » logique
• → : Correspond à une implication logique
Ces 5 points suffisent pour définir toutes les règles SWRL. Prenons en exemple la
règle « autoCousin », on la lit : « Soit 3 instances : X, Y et Z. Si X a un oncle ou une
tante Y ET que Y a un enfant Z ALORS X a pour cousin Z ». Ici, nous avons un aperçu
des principaux types de règles qui nous ont servi à définir les déductions logiques de
notre exemple :
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• Les inverses : si X a pour enfant Y alors Y a pour parent X
• Les déductions plus poussées : si X a pour parent Y et que Y a pour parent Z alors
X a Z pour grand parent
• Les déductions sur les concepts : Si X a Y pour frère ou sœur et que Y est un
homme alors X a Y pour frère
• Les symétries : Si X est marié à Y alors Y est marié a X
Chacune des règles nécessaires au raisonnement complet sur l’ontologie a été définie
en suivant les exemples ci-dessus, puis le moteur de règle a été lancé. Une fois toutes les
déductions faites, on obtient une ontologie complétée. La Figure B.3 donne un aperçu
global, pour se rendre compte de la quantité d’informations déduites.
Figure B.3 – Représentation de l’ontologie après raisonnement
Les informations déduites du modèle sont maintenant bien trop denses pour être
représentées sur la même surface que pour la représentation avant inférence (Figure B.1).
On remarque que le nombre d’instance est le même mais que le nombre de relations a
augmenté et avec ça, la connaissance représentée par notre modèle.
On voit clairement avec cet exemple le potentiel d’une telle utilisation. Une fois
des concepts et des relations modélisées, on peut déduire à partir des instances ou des
propriétés des informations qui n’étaient pas entrées précédemment.
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Annexe C









<attribute name="modelReference" type="tns:listOfAnyURI" />
<complexType name="tSemanticPart">
<attribute name="name" type="string" use="required" />
<attribute ref="tns:modelReference" use="required" />
</complexType>







<element name="SemanticElements" type="tns:tSemanticElementList" />







<!-- Semantic description for activities -->
<complexType name="tSemanticDetails">
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<sequence>
<element name="FunctionalDescription" type="tns:tSemanticPart" minOccurs="0" />
<element name="InternalBehavior" type="tns:tUnitActivityList" minOccurs="0" />
</sequence>
</complexType>
<element name="SemanticDetails" type="tns:tSemanticDetails" />
</schema>
Code C.1 – Schéma XSD de SA-BPMN 2.0
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Annexe D
Processus de génération des
transformations de données
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<!ENTITY owl "http://www.w3.org/2002/07/owl#" >
<!ENTITY xsd "http://www.w3.org/2001/XMLSchema#" >
<!ENTITY rdfs "http://www.w3.org/2000/01/rdf-schema#" >





















































































































































































































































































































































































Code E.1 – Fichier OWL de l’ontologie technique
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Table F.1 – Tableau technique récapitulatif
Nom Licence code-source documentation
EasyBPMN LGPL [1]/easybpmn/ [3]/easybpmn/
EasySchema BSD [2]/easyschema/ [3]/easyschema/
EasyWSDL BSD [2]/easywsdl/ [3]/easywsdl/
EasierSBS LGPL [1]/easiergov/ [3]/easiergov/
EasierSBS LGPL [1]/easiersbs/ [3]/easiersbs/
GeasyTools LGPL [1]/geasytools/ [3]/geasytools/
GeasyWebEditor LGPL [1]/geasywebeditor/ [3]/geasywebeditor/
PetalsBPM AGPL [1]/petalsbpm/ [3]/petalsbpm/
Légende :
• [1] : https ://svn.petalslink.com/svnroot/trunk/research/dev/experimental
Login : anonymous
Mot de passe : anonymous
• [2] : https ://svn.petalslink.org/svnroot/trunk/product/dev/cooking
Login : anonymous
Mot de passe : anonymous
• [3] : http ://research.petalslink.org/display/
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Annexe G. Le cas d’utilisation Chaponral-Wrap’it en détails






































































































































Figure G.1 – Processus métier
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G.2 Ontologies de domaine
Figure G.2 – Ontologie de domaine de Wrap’it
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Figure G.3 – Ontologie de domaine de Chaponral
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Figure G.4 – Définition des liens d’équivalence entre les ontologies
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Figure G.5 – Processus technique
200 Nicolas Boissel-Dallier
Résumé
La collaboration entre organisations est l’un des principaux enjeux de l’écosystème industriel actuel. L’éta-
blissement d’une telle collaboration doit être réactive, afin de saisir les différentes opportunités, et flexibles, pour
pouvoir s’adapter aux changements dans la collaboration. Pour cela, ces collaborations doivent être supportées par
un système d’information (SI) dédié, en charge de fournir l’interopérabilité entre les différents SI des partenaires et
capable de gérer les spécificités de la collaboration. Le projet MISE (Mediation Information System Engineering)
propose une approche dirigée par les modèles permettant à l’utilisateur de concevoir un Système d’Information
de Médiation (SIM) adapté au support de cette collaboration. Deux étapes sont au cœur de la conception de
ce SIM : la génération du processus métier collaboratif depuis une description de la situation (niveau abstrait)
et sa transformation en un système exécutable (niveau concret). Ce manuscrit s’intéresse à cette seconde phase
et tente, à l’aide de technologies basées sur la connaissance, de réconcilier ces modèles métiers avec les services
techniques disponibles. Après une étude du besoin et des méthodes existantes d’apport sémantique pour les dif-
férents niveaux d’abstraction, nous faisons le choix de nous intéresser aux standards SAWSDL et WSMO-Lite au
niveau des services et nous proposons un nouveau mécanisme d’annotation sémantique au niveau des processus
métier (appelé SABPMN), faute de standard reconnu. Les informations sémantiques ajoutées aux modèles sont
ensuite exploitées lors de la transformation des processus métier en workflows exécutables proposée ici. Cette
transformation se déroule alors en trois phases : (i) on recherche pour les différentes activités métier du processus
le ou les service(s) qui répond(ent) au besoin métier exprimé à l’aide de mécanismes de sélection et de composition
de services ; (ii) on génère pour chaque service à invoquer la transformation de données nécessaire pour garantir
une bonne communication avec les autres composants ; (iii) une fois ces informations validées par l’utilisateur, on
génère les fichiers nécessaires à l’exécution de ce processus sur la plateforme collaborative. Les résultats de cette
thèse s’inscrivent aussi au sein du projet FUI ISTA3 (Interopérabilité de 3ème génération pour les Sous-Traitants
de l’Aéronautique) qui se propose d’améliorer l’interopérabilité de la chaine logistique des sous-traitants aéro-
nautiques de l’Aerospace Valley afin de faciliter la co-conception. Une implémentation des différents mécanismes
proposés a été réalisée et est disponible sous la forme d’un prototype fonctionnel open-source.
Mots clés : Réconciliation sémantique, Interopérabilité, Système d’information, Processus collaboratif, Ser-
vices Web, Transformation de modèles
Abstract
Collaboration bewteen organisations is one of nowadays main stakes in industrial ecosystem. Establishment
of such collaboration must be reactive, in order to take avantage of opportunities, and flexible, in order to adapt
collaboration to context changes. In this view, such collaboration must be supported by a dedicated Information
System (IS), responsible for ensuring interoperability between partner’s IS and able to manage collaboration
specificities. MISE project (Mediation Information System Engineering) provides a model-driven engineering
approach dedicated to design a Mediation Information System (MIS) which supports this collaboration. Two
steps are involved in the MIS design : generation of business processes from the description of the collaborative
situation (abstract level) and transformation of these process models into an executable system (concrete level).
This PhD thesis takes interest in the second level trying to match those business models with available technical
services, thanks to knowledge based technologies. First, we studied our semantic needs and existing methods
of semantic annotation for models from both business and technical levels. We chose SAWSDL and WSMO-
Lite standards for service annotations whereas we provided a new semantic annotation mechanism for business
processes (called SABPMN), in the absence of existing standard. Added semantic information is then used during
the business processes to executable workflows transformation. This transformation is performed in three steps : (i)
for each activity involved in business processes we search for technical services which fit our business needs thanks
to our service selection and composition mechanisms ; (ii) we generate for each selected service the required data
transformation to ensure correct communication with other components ; (iii) once this information validated by
user, we generate technical files expected by the collaborative platform to execute those processes. Those results
are in line with the FUI ISTA3 project (3rd generation of Interoperability for Aeronautics Sub-contracTors) which
focuses on improving supply chain interoperability for aeronautics sub-contractors of Aerospace Valley in order to
facilitate co-design. All proposed transformation and matchmaking mecanisms are implemented as open-source
functional prototypes.
Keywords : Semantic matchmaking, Interoperability, Infomation system, Collaborative process, Web ser-
vices, Model transformation
