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RESUM DEL PROJECTE
Aquest treball és una adaptació d'un altre projecte posterior anomenat Plataforma robòtica
iSense. Aquest projecte es va centrar en el control d'aquesta plataforma, que es troba dins
d'un altre projecte complert,  desenvolupat  per la gran empresa STMicroelectronics  en el
marc d'un projecte europeu anomenat iSense. En l'apartat 2.Antecedents s'explica, amb més
detall, tota la part prèvia a aquest treball de fi de grau.
El motiu pel qual s'ha dut a terme aquesta adaptació, és que la plataforma robòtica creada
anteriorment  realitza  la  comunicació  mitjançant  l'estàndard  USB,  per  tant,  existeix  la
necessitat  de  carregar  a  sobre  del  robot  un  ordinador  portàtil.  Aquest  fet  comporta
inconvenients de mobilitat, també impedeix la possibilitat d'integrar lectures de consum en el
sistema, ja que serien errònies degut al sobrepès innecessari.
L'adaptació consisteix en fer tots els canvis necessaris, tant a nivell de  hardware  com de
software, per aconseguir una comunicació sense fils. En aquest treball s'han pensat les
diferents maneres d'integrar aquest canvi, a la vegada que s'ha intentant respectar al màxim
el projecte original.
En aquest treball  no s'ha estudiat en profunditat el projecte original, doncs no tindria
sentit entendre tots els algorismes del codi, la manera en la que es controla el robot ni tan
sols la manera en la que s'obtenen les dades ni quin es el seu ús. No tindria sentit haver
perdut molt de temps en detalls no imprescindibles, doncs no hauria sigut una organització
eficient del temps.
El que si s'ha fet, ha sigut un anàlisis previ, un estudi de les diferents possibilitats que es
podrien plantejar, s'han buscat proves de concepte per diferents vies d'implementació, fins
donar amb una solució efectiva i definitiva. Aquesta última solució s'ha portat fins al final,
aconseguint una comunicació wireless entre les dues parts del sistema.
Finalment, el sistema iSense pot establir comunicació sense la necessitat de portar a
sobre un ordinador. La solució consisteix en la utilització d'un mòdul capaç de transmetre i
rebre dades mitjançant protocol USART i també UDP/IP. D'aquesta manera es realitza una
conversió,  que  ens  permet  una  comunicació  full-duplex  entre  el  sistema  iSense  i  un
ordinador amb connectivitat wifi.
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PROJECT SUMMARY
This end of degree  project is an adaptation of another project developed years ago. This
project  was called  Robotic platform iSense.  This  project  focused on  the control  of  that
platform  which  is  part  of  another  big  project  developed  by  the  famous  company
STMicroelectronics  as  a  European  project  called  iSense.  The  2.Antecedents section
explains, in more detail, all the previous work done before this current end of degree work.
The reason why this adaptation has been carried out is that the robotic platform created
previously  performs  communication  through  the  USB  standard,  therefore,  there  is  a
necessity to carry a laptop on top of robot. This fact involves disadvantages of mobility, also
prevents the possibility of integrating readings of consumption in the system, as they would
be erroneous due to unnecessary overweight.
The adaption consists in making all necessary changes in hardware and software, to achieve
a wireless communication. In this project I have considered the different ways of integrating
this change, while I tried to respect the original project as much as possible.
In  this  project  the  original  project  has  not  been  studied  in  depth,  because  it  would  be
pointless  to  understand  all  the  algorithms  of  the  code,  the  way  in  which  the  robot  is
controlled, not even the way in which the data is obtained, nor is it its use. It would not make
sense to have lost a lot of time in not essential details, because it would not has been an
efficient organization of time.
What has been done is a previous analysis, a study of the different possibilities that could be
posed, concept tests have been looked for different ways of implementation, to provide an
effective and definitive solution. This last solution has been developed to the end, achieving a
wireless communication between the two parts of the system.
Finally,  the iSense system can establish communication without the necessity  to carry a
laptop. The solution consists in the use of a module capable of transmitting and receiving
data through USART protocol and UDP/IP. In this way the system does a conversion which
allows us a full-duplex  communication between the iSense system and a laptop with Wi-Fi
connectivity.
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1. INTRODUCCIÓ
En l'enginyeria, així com en la vida, sovint sens presenten problemes, aquest treball de fi de
grau tracta precisament de la resolució d'un problema que es té amb un projecte anterior a
aquest TFG. 
La resolució d'un problema, per petit o gran que sigui, pot ser tan complexe com qualsevol
altre. El raonament i l'anàlisi que es realitzi ens portarà a l'èxit o al fracàs. Aquest resultat pot
arribar de maneres diferents, més ràpides i evidents o més lentes i frustrants.
En aquest treball s'explica tot un procés d'enginyeria dedicat a resoldre una necessitat que
tenia el projecte original. Aquest projecte és un sistema robòtic força complexe en el que, pel
motiu que sigui, es va pensar en una comunicació seguint l'estàndard USB, per tant, existeix
la necessitat de tenir un ordinador a prop del robot en tot moment. 
Aquest sistema pretén ser autònom, per tant, el canvi de sistema de comunicació és evident.
Realitzar aquest tipus de modificacions, que afecten tant a la part  hardware com a la part
software, en un projecte ja creat no ha sigut fàcil. Val dir que sempre és més senzill treballar
sobre un sistema dissenyat  per tu mateix,  que no pas haver de modificar  feina feta per
altres.
1.1. MOTIUS D'ELECCIÓ DEL TFG
Quan vaig veure que havien publicat aquest projecte com a opció de treball de final de grau,
la meva primera impressió va ser que era un projecte que jo podria gaudir. Sempre m'han
agradat  els  reptes  basats  en  resoldre  problemes  complexes,  tenir  que  donar-li  voltes  a
diferents possibilitats amb els seus pros i contres, així com la satisfacció de trobar una bona
solució.
Tots aquests reptes els he trobat en aquest treball, el qual ha tingut moments molt difícils de
bloqueig,  al  explorar  possibilitats  que  no  estaven  donant  bon  resultat.  També  ha  tingut
moments en els que la direcció no semblava prou clara, doncs un mateix problema es pot
abordar de múltiples maneres i una mala decisió, al decidir el camí a seguir, pot fer perdre
moltíssim temps.
També  he  de  dir  que  el  que  semblava  un  treball  amb  uns  objectius  assequibles,  s'ha
convertit en tot un repte que ha exigit molt de temps i esforç. No es una crítica ni res negatiu,
doncs la veritat es que he pogut aprendre molt realitzant aquest treball. 
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1.2. DEFINICIÓ GENERAL DEL PROJECTE
El projecte s'ha centrat en modificar un treball  d'un antic alumne, el qual va realitzar un
fantàstic sistema de control  sobre un projecte complert  d'un robot mòbil  omnidireccional.
Aquesta plataforma va ser desenvolupada per STMicroelectronics en el marc del projecte
europeu iSense. 
En aquest treball s'han realitzat modificacions arquitecturals en el sistema, que han afectat
tant al hardware com al software, tota modificació ha estat la mínima possible per respectar
al màxim el treball prèviament realitzat.
1.3. OBJECTIUS
L'objectiu principal d'aquest projecte és la integració d'un sistema de comunicació sense fils
en un projecte ja  creat,  el  qual  es comunica via USB.  A part  d'aquest  objectiu  principal
s'hauran de tenir en compte una sèrie d'objectius secundaris:
• Estudi del microcontrolador1 ESP8266 i del sistema incrustat que l'integra ESP-01. 
• Estudi de la placa de desenvolupament STM32F4discovery.
• Estudi del microcontrolador STM32F407 (configuració del USART2 i GPIO)
• Modificació en el codi, escrit en C, de la placa discovery. No només a nivell de codi
sinó que s'han realitzat modificacions importants tals com:
▪ Independitzar els mòduls de les llibreries que feien servir USB.
▪ Establir dependències cap a altres mòduls que treballen amb USART.
▪ Redefinir les funcions de comunicació per que actuessin sobre un USART.
• Modificació en el codi, escrit en C++, de la llibreria que fa servir el codi MATLAB.
• Aprendre a compilar programes per l'arquitectura ARM.
• Modificació del MakeFile, que venia amb el projecte, perquè apuntés als nous mòduls
i deixes de tenir en compte els antics.
• Escrit de la memòria tècnica.
• Revisió i millora de la memòria tècnica.
• Entrega del treball de final de grau.
1 Un microcontrolador és un xip integrat amb unitats computacionals que normalment van acompanyades de un
o més perifèrics. Normalment tenim un o més ports USART, un o més ADC (Analog to Digital Converter), un o
més timers, entre d’altres.
2 USART són les sigles de l'anglès Universal Syncronous Asyncronous Receiver and Transmitter i és un
sistema  de  comunicació  de  tipus  sèrie  àmpliament  utilitzat  en  sistemes  electrònics  digitals  per  la  seva
senzillesa.
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1.4. CALENDARI DE TREBALL
Fita Horesdedicades
ESTUDI PREVI 60
Estudi del projecte anterior 10
Preparació de l'entorn per poder realitzar el TFG: 
instal·lació de S.O, compiladors, eines per gravar a la placa, ... 25
Estudi del MCU STM32F407 i també de la placa de desenvolupament. 5
Cercar casos semblants, solucions i tota mena d'informació útil. 8
Pensar en diferents opcions, analitzar-ne la viabilitat i també veure quines
eren més adequades per tal de que les modificacions fossin mínimes. 12
PROVES NO SATISFACTÒRIES 80
Treballar amb el mòdul STM32F4DIS-WIFI de la pròpia marca. Estudiar les
característiques i funcionalitats i intentar comunicar-lo amb la placa a través
del connector CN5.
20
Estudiar la viabilitat d'adaptar la llibreria USB del STM32F407 per tal de fer
servir algun adaptador wifi genèric. 10
Treballar amb un FTDI3 per tal de comunicar-me a través del USB. 50
DESENVOLUPAMENT 260
Realitzar el programa que executarà el mòdul ESP-01 i configurar tot l'entorn
per poder gravar codi escrit en Arduino® en aquest mòdul. 30
Crear el codi amb llenguatge Arduino® que permet realitzar el test de la
comunicació en run-time. 5
Adaptar el codi del projecte que va gravat al STM32F407 per tal de poder
enviar i rebre per l'USART en comptes del USB. 150
Modificació de la llibreria C++ que fa servir MATLAB i creació de script
MATLAB per l'emparellament previ amb el mòdul ESP-01. 75
INTEGRACIÓ 40
Integració del sistema amb el robot 40
DOCUMENTACIÓ 60
Redactat del present document 60
Taula 1: Calendari de treball
3 FTDI  són  les  sigles  de  l'anglès  Future  Technology  Devices  International que  fan  referència  a  una
companyia especialista en desenvolupar xips que faciliten la comunicació sèrie a través de l'estàndard USB.
Aquests dispositius són realment útils quan es tracta de realitzar una conversió de tipus USART – USB.
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1.4.1. Fites i tasques
Tal i com podem veure en l'anterior Taula 1: Calendari de treball, el treball s'ha desglossat en
diferents tasques distribuïdes en 5 fases. A continuació es detallaran les parts més rellevants
de cada fase.
1.4.1.1. Fase d'estudi previ
En aquesta fase vaig començar a preparar les bases per poder dur a terme el treball. Entre
d'altres coses vaig instal·lar-me, en dos noves particions del meu portàtil, un Ubuntu i un
Windows 7. En l'Ubuntu vaig instal·lar el compilador4 per ARM i tot el software necessari per
gravar el microcontrolador STM32F407. També vaig crear un nou repositori en gitHub per
poder portar el control de versions. En el Windows vaig instal·lar Matlab i Visual Studio per
poder treballar amb l'altre part del projecte, la llibreria feta amb C++
Un cop tenia tot el sistema preparat, va ser el moment de començar a pensar sobre les
diferents maneres d'abordar el problema principal d'aquest projecte. Va ser un estudi relaxat,
no volia fer-ho amb preses, doncs els errors més significatius són, normalment, els que es
cometen en les primeres fases del desenvolupament d'un projecte.
1.4.1.2. Fase de les proves fallides
És la fase negre d'aquest projecte, tot el període de temps que vaig estar abordant diferents
maneres de realitzar aquest projecte i que, finalment, no van donar bons resultats.
Cal destacar que en el procés de resolució d'aquest treball, un cop vaig començar a tenir
idees estudiades per ser propostes de resolució, vaig provar les opcions que tenia en un
ordre de millors solucions a pitjors. Això vol dir que vaig optar per començar a fer proves de
concepte5 amb l'opció que, en aquell moment, em va semblar més elegant i la que permetia
resoldre el problema amb el menor canvi en el projecte original possible. 
Amb cada possibilitat que havia de descartar tenia noves idees de sistemes millors o pitjors,
al final tota idea s'ha avaluat i posat a prova si ha valgut la pena.
1.4.1.3. Desenvolupament
Aquesta ha sigut la fase amb més volum de feina. Va començar en el moment que vaig
trobar una solució viable i ha finalitzat amb el projecte conjuntament amb la fase d'integració
i documentació.
4 És un programa informàtic que tradueix un llenguatge de programació a un altre de diferent. En el cas del
compilador que fem servir en aquest projecte, estaríem traduint codi escrit en C a codi binari (o codi màquina)
així podem  gravar un objecte compilat a la memòria de programa del microcontrolador.
5 És una implementació, sovint resumida o incompleta, d'un mètode o d'una idea, realitzada amb el propòsit de
verificar que el concepte o la teoria en qüestió és susceptible de ser explotada de manera útil.
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En aquesta fase s'han realitzat moltes tasques i moltes d'elles independents de les altres.
Amb això vull dir que s'ha hagut d'avançar en diferents vies sempre amb la mateixa direcció,
programant tant per la placa de desenvolupament discovery com per plaques Arduino® com
per  mòdul  ESP-01  que  incorpora  un  microcontrolador  ESP8266.  També  s'ha  hagut  de
modificar codi d'alt nivell en llenguatge C++ i Matlab.
1.4.1.4. Integració
Aquesta fase va començar amb la primera versió estable del sistema de comunicació que
s'estava desenvolupant, ha avançat conjuntament amb la  F  ase de desenvolupament   i ha
finalitzat amb l'acabament d'aquesta fase en paral·lel.
Aquesta fase la defineix el fet de que s'ha realitzat sobre el robot, cablejant tot el necessari
per fer proves i poder verificar el correcte funcionament del sistema de comunicació en el
projecte complert.
1.4.1.5. Documentació
Aquesta ha sigut la darrera fase d'aquest treball de fi de grau. Encara que tot l'esforç de
redactar un document acadèmic, amb tot el projecte ben detallat, ha estat realitzat al final de
treball, hi ha hagut una part molt important, durant tot el projecte, d'anotació dels detalls,
raonaments, imprevistos, incerteses, proves realitzades i tot el que valgués la pena d'anotar.
Tots aquests apunts han sigut clau per poder elaborar un document amb tot detall sobre el
treball realitzat.
1.4.2. Recursos projecte
Per dur a terme el treball final de grau s'ha necessitat de diversos dispositius, instruments i
programaris. A continuació es detallen:
1.4.2.1. Dispositius i instrumentació
• KIT  STM32F4  –  DISCOVERY  :  és  una  placa  de  desenvolupament  de  baix  cost
àmpliament  coneguda  i  utilitzada.  La  principal  característica  que  té  és  el
microcontrolador STM32F407 que integra. Aquest és un xip de tipus ARM Cortex-M4
amb moltes funcionalitats.
• ESP – 01  :  és un dispositiu  incrustat  que s'ha dissenyat  per poder  integrar  d'una
manera molt  simple un ESP82666 en qualsevol sistema digital.  Fent servir aquest
tipus  de  dispositius  aconseguim  tenir  una  connectivitat  sense  fils  d'una  manera
senzilla gràcies a que el ESP8266 incorpora, també, perifèric de comunicació sèrie
USART.
6 És un xip de baix cost Wi-Fi amb una pila TCP/IP complerta i un microcontrolador. És va començar a fer
famós quan van aparèixer sistemes com el ESP-01 que fan més senzill de treballar amb aquest xip.
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• Arduino  ®   : molt famós i àmpliament utilitzat tant per els amants de l'electrònica per
hobby  com  per  professionals  en  projectes  més  seriosos,  no  necessita  molta
presentació. En el projecte he fet servir dos Arduino® UNO, aquest és un sistema
incrustat que incorpora un atmega328p. En el projecte s'ha fet servir, bàsicament, per
tasques de test. No compleix cap funció en el treball acabat.
• Font commutada d'alimentació  : ha estat necessària per poder fer proves, sobretot en
el moment de treballar amb el mòdul ESP-01 ja que és un mòdul delicat i el limitador
d'intensitat ha estat clau. També en la fase d'integració per poder alimentar el robot
sense dependre de la bateria.
1.4.2.2. Programari
Els programes necessaris per la elaboració del projecte són:
• QStlink2  : aquest és un programa que serveix per fer de pont en la comunicació entre
la placa STM32F4-DISCOVERY i l'ordinador. En aquest projecte s'ha fet servir per
gravar els binaris en el ARM de la placa.
• GitHub  : és un software de control de versions molt famós per la seva potència en
quan  a  funcionalitats,  pràcticament  pots  controlar-ho  tot  amb  aquest  sistema  de
versions. En el projecte s'ha fet servir i ha sigut clau en molts aspectes, s'han fet dos
branques totalment independents per poder treballar diferents aspectes del projecte
de manera independent.
• Atom:   editor de text  open-source desenvolupat per gitHub que integra totalment les
funcionalitats del sistema de control de versions. Molt útil i còmode per escriure codi.
• GitKraken  : és un programa que serveix per controlar repositoris de diferents sistemes
de control de versions. En aquest projecte s'ha fet servir per controlar el repositori de
gitHub. El seu punt fort és la part visual ja que està molt ben feta per poder veure el
desenvolupament del repositori i de totes les seves branques. 
En  l’apartat  6.  ORGANITZACIÓ EN EL CONTROL DE VERSIONS podem trobar
informació de com s’ha organitzat  el control de versions en aquest treball.
• Visual  Studio  :  és  un  IDE  (Integrated  Development  Environment)  per  sistemes
operatius Windows. És una eina molt potent, suporta múltiples llenguatges com C++,
C#, Visual Basic, etc...  En aquest treball de fi de grau ha estat necessari ja que el
projecte anterior es va crear amb aquesta eina, el més intel·ligent era fer-la servir per
editar aquest projecte anterior.
• MATLAB  : aquest programa és una eina de software matemàtic que ofereix un entorn
IDE amb llenguatge de programació propi. És molt famós i l'hem fet servir moltíssim
al llarg del grau. En aquest treball s'ha fet servir per canviar petits detalls del treball
que ja es va fer i que jo he heretat. També s'han afegit un script de MATLAB nou que
serveix per fer la connexió en el sistema de comunicació sense fils.
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2. ANTECEDENTS
A l'any 2014, la gran marca de sistemes electrònics STMicroelectronics, conjuntament amb
les següents universitats europees: 
• University of Cyprus (UCY)
• Politecnico di Milano
• University of Birmingham
• Universitat politècnica de Catalunya
Van aconseguir desenvolupar un projecte que es va anomenar  iSense Robotic platform.
A l'any següent un alumne del grau d'enginyeria electrònica industrial i automàtica va basar
el seu treball de fi de grau en millorar aquest projecte afegint-li funcionalitats en la part de
programació i control de la plataforma robòtica des d'un ordinador.
Aquesta plataforma robòtica pot fer trajectòries en l'espai m'entres recull i envia dades cap a
un ordinador. El problema que s'ha detectat és que per poder fer-lo servir es imperatiu tenir
un ordinador a prop d'aquest robot en tot moment. 
Segons se m'ha transmès, en futures versions s'ha pensat poder fer un estudi del consum
d'aquesta plataforma i tal com està actualment aquestes proves no seran encertades doncs
suposa un sobrepès, per tant, un consum afegit el fet de tenir un ordinador portàtil a sobre
del robot. 
Un altre solució seria que algú anés al costat del robot aguantant el portàtil  connectat al
robot amb un cable llarg, però no és una solució massa elegant i eficient. Potser el procés
del càlcul de trajectòries és llarg, tot depèn de la programació que se li hagi fet al robot.
Aquest present curs 2017 – 2018 he pres, com a treball de fi de grau, la responsabilitat de
millorar aquest aspecte negatiu que presenta el sistema i afegir una comunicació sense fils.
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3. TEORIA INICIAL
Per tal de poder entendre el present document i totes les explicacions posteriors, aquest
capítol dóna informació sobre el projecte sobre el qual hem treballat. Com està estructurat,
quines parts té, etc...
Val dir que tot el contingut d’aquest apartat pretén ser una explicació general del treball que
prèviament es va realitzar en un anterior treball de fi de grau. Per obtenir informació més
detallada de qualsevol dels punts que s’expliquen en aquest apartat s’hauria de consultar el
document del treball de fi de grau realitzat prèviament que citaré a la Bibliografia.
3.1. Parts del sistema i-Sense
Aquesta plataforma és un sistema que incorpora diferents mòduls, en la Figura  1   es poden
veure clarament diferenciats. En aquest apartat s’expliquen un per un aquests mòduls.
Figura 1: Robot i tots els seus mòduls
3.1.1. Mòdul principal de control STM32F4Discovery
Aquest mòdul de la marca STMicroelectronics és molt coneguda en el món dels sistemes
electrònics per ser una placa de desenvolupament de baix cost a on ja hi venen integrats
alguns elements que en qualsevol projecte electrònic poden ser de gran utilitat.
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Com  a  tota  placa  de  desenvolupament,  l’objectiu  principal  d’aquest  mòdul
STM32F4Discovery és fer més fàcil treballar amb el microcontrolador que porta integrat, ja
que el circuit integrat que porta associat ens permet accedir als pins del microcontrolador
d’una manera més fàcil per poder treballar-hi. 
Els  sistemes de desenvolupament  sovint  incorporen  també  hardware  afegit  per  treballar
conjuntament amb el microcontrolador i crear projectes interessants,  es podria dir que les
plaques de desenvolupament poden tenir un objectiu didàctic.
En la Figura 2 podem veure l’aspecte que té aquesta placa de desenvolupament.
Figura 2: Vista des de d’alt de la placa de desenvolupament STM32F4Discovery
3.1.1.1. Inconvenients de fer sevir una placa de desenvolupament
No tot són avantatges quan es treballa amb una placa de desenvolupament, en funció de 
com s’hagui creat i amb quina finalitat, molt sovint ens podem veure limitats en quan a les 
funcionalitats del microcontrolador de les que podem disposar. 
El fet és que una placa de desenvolupament pot incorporar més hardware que únicament el
microcontrolador, en aquest cas el STM32F4Discovery integra també el sistema ST-LINK/V2
que ens permet que el sistema operatiu reconegui aquest dispositiu quan el connectes, font
d’alimentació  a través d’USB o font  externa,  acceleròmetres,  micròfon,  diversos LED de
diferents colors i USB OTG entre d’altres. 
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El problema ve quan vols accedir a un perifèric del microcontrolador, com ara bé un USART,
i el GPIO que té connectat el perifèric també està connectat a altres elements de la placa
amb tot un hardware associat que fa inútil qualsevol intent de fer servir l’USART.
En aquest projecte s’ha donat un cas que exemplifica perfectament el que s’ha explicat en
aquest  apartat.  S’explica  en  l’apartat  4.2.4.Intentant  connectar el  mòdul  wifi  a través del
connector CN5 d’aquest document.  En la  Figur  a 3   es pot veure l’aspecte que té aquesta
placa  de  desenvolupament,  es  poden  apreciar  molts  més  elements  que  únicament  un
microcontrolador. 
Figura 3: Elements que incorpora la placa STM32F4Discovery
3.1.2. Mòdul d’alimentació STEVAL-ISA100V1
Aquest  mòdul  és  l’encarregat  de  proporcionar  les  alimentacions  que  necessitem  en  el
sistema.  Es  tracta  d’un  mòdul  d’alimentació  basat  en  el  xip  L7986A,  aquest  xip  és  un
regulador  de  tipus  font  commutada  amb  tecnologia  CMOS.  En  la  Figur  a  4   es  mostra
l’aspecte que té aquesta placa, les característiques més destacables són les següents:
• Corrent de sortida fins a 3 A DC.
• Rang de tensió d’entrada de 4.5 fins a 38V.
• Tensió a la sortida ajustable des de 0.6V fins a la tensió d’alimentació.
• Freqüència de conmutament de 250kHz, programable fins a 1MHz.
• Sistema intern d’arrencament suau i enable.
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• Operacions amb baix  dropout, d’aquesta manera es pot arribar a tenir un cicle de
treball7 del 100%.
• Protecció contra curtcircuits a la sortida.
Figura 4: Vista aèria de la placa d’alimentació del sistema i-Sense
3.1.3. Placa de control i alimentació dels motors MC33926
Aquest  mòdul  és  l’encarregat  de controlar  els  motors  de  les  rodes,  hi  han  dos  mòduls
d’aquest tipus, cadascun d’ells té dos canals de sortida, per tant pot controlar dues rodes de
manera independent.
El sistema original portava un altre tipus de mòduls, de totes maneres en aquest projecte
s’ha treballat amb els que venien en el moment que em van deixar la plataforma robòtica, en
la fase d’integració.
3.1.4. Mòdul de sensors SONAR
Aquest  mòdul  és  un  element  circular  amb  sensors  d’ultrasons  disposats  al  llarg  de
l’estructura. És el mòdul encarregat de poder fer el control per esquivar obstacles. 
Un  sensor  d’ultrasons  està  format  per  un  emissor  i  un  receptor,  el  seu  principi  de
funcionament es basa en la reflexió de les ones mecàniques al xocar contra un objecte. Són
capaços  de detectar  un objecte  gràcies  a  un senzill  sistema,  el  transmissor  va  enviant
senyals d’ultrasons i el sistema de control del sensor va comptant el temps que passa des
del  enviament  fins  la  recepció.  Amb  la  formula  proporcionada  pel  fabricant  del  sensor
s’aconsegueix saber la distància des del sensor fins a l’objecte. 
7 El cicle de treball és la fracció del període en el qual una senyal o un sistema es actiu. Per exemple, si tenim
una senyal digital periòdica que es manté la meitat del seu període en estat alt i l’altre en estat baix, aquesta
senyal té un cicle de treball equivalent al 50%.
Pàgina 17
PriS: Transferència de dades sense fils Ivan Solís
3.1.5. Rodes del sistema i-Sense
Les  rodes  que  incorpora  aquesta  plataforma  robòtica  són  diferents  de  les  rodes
convencionals d’un vehicle corrent. Com a robot omnidireccional, les necessitats d’aquesta
plataforma en quant a les direccions que pugui prendre el robot són exigents.
En les Figura 5 podem veure l’aspecte que tenen les rodes que porta instal·lades el robot.
Veiem  que  la  roda  està  construïda  sobre  d’altres  rodes  que  poden  girar  de  manera
transversal a la roda principal. D’aquest tipus de rodes es diuen rodes omnidireccionals i
poden assolir més eixos de llibertat que les convencionals.
Figura 5: Vista frontal i de perfil d’una de les rodes omnidireccionals del robot
Aleshores, si imaginem la traça de quatre d’aquestes rodes en el robot podem veure totes
les  direccions  que  podem  assolir  amb  aquest  sistema,  en  la  Figu  ra  6   tenim  una
representació de com ens quedarien les possibles direccions de moviment.
Figura 6: Robot amb tots els seus eixos de llibertat
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3.2. El sistema de control de la plataforma i-Sense
Ja s’ha explicat com és la plataforma robòtica, quines parts té i les seves característiques.
En  aquest  apartat  s’explicarà  tot  el  sistema que es  va  pensar  i  implementar  per  poder
controlar el robot així  com per obtenir totes les dades que desprès processarem amb el
MATLAB. 
3.2.1. Programa que executa el sistema principal de control
Tal i com s’explica en l’apartat 3.1.1.M  òdul principal de control STM32F4Discovery   el robot
té  una  unitat  principal  que  és  el  que  rep  les  ordres  de  l’usuari  i  controla  el  robot  en
conseqüència. 
El codi està escrit en el llenguatge de programació C i disposa de diferents mòduls i també
de diferents llibreries de les quals en fa us el programa principal. Totes les llibreries que es
fan  servir,  així  com  molts  dels  mòduls  dels  que  disposem  en  el  projecte,  han  sigut
desenvolupats i distribuïts per el propi fabricant STMicroelectronics.
Abans de realitzar cap canvi en el projecte, el diagrama de mòduls i llibreries era com el que
podem veure  en la  Figur  a  7  ,  així  es  com me’l  vaig  trobar  i  amb el  que vaig  haver  de
començar  a  treballar.  En  aquesta  imatge  podem  veure  diferenciades  diferents  parts  o
llibreries, les que estan en vermell són totes les que en el desenvolupament d'aquest treball
s'han hagut  de treure  del  projecte  principal,  aquest  procès s'explicarà  més endavant  en
l'apartat 5.5.3.Modificant el sistema informàtic de control.
Figura 7: Diagrama de llibreries i mòduls del projecte i-Sense
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3.2.1.1. Mòduls del sistema principal de control
Els mòduls més rellevants del sistema són els següents:
• Main  :  és  el  programa  principal,  realitza  una  inicialització  de  tots  els  mòduls
necessaris en el sistema i desprès es queda en un infinite loop escoltant si s’ha rebut
algun missatge per l’USB i si es rep quelcom aleshores es processa i es realitza el
que  faci  falta.  Pot  ser  únicament  reenviar  algun  missatge  per  l’USB  o  pot  ser
començar a moure els motors.
• SerialProtocol  : és el mòdul que s’encarrega d’oferir una capa d’alt  nivell  per fer el
tractament dels missatges que es reben de manera sèrie o els que es volen enviar.
Entre d’altres,  les seves funcions són afegir la redundància en els missatges per
poder verificar-ne la seva integritat.
• UsbSerialProtocol  :  aquest  mòdul és un dels  que estarien en el  nivell  més alt  del
projecte,  conjuntament  amb  el  Main.  Bàsicament  s’encarrega  de  realitzar  la
comunicació  a  travès  de  l’USB,  fent  servir  el  mòdul  SerialProtocol  i  oferint  així
funcions d’enviar i rebre missatges per l’USB.
• DCMOT  : inicialitza els motors i també els controla.
• SONAR  : inicialitza tot el GPIO necessari per el mòdul de sensors que porta el robot.
També és l’encarregat de rebre dades quan el programa principal ho demana.
• FiFo  : és un mòdul que modela un buffer8 de tipus FiFo (First In First Out) que és un
tipus d’emmagatzemament de les dades amb la norma de que les dades que arriben
abans són les primeres en sortir.
• UsbBsp  :  és  el  mòdul  que  implementa  el  paquet  de  suport  en  la  placa
STM32F4Discovery del USB. Aquí es pot configurar qualsevol paràmetre del USB
que tingui a veure també amb la placa de desenvolupament. Per exemple si hi ha
algun GPIO de la placa que té assignada alguna funcionalitat en el USB, com ara bé
un enable/dishable, la selecció de quin pin de la placa serà l’escollit aniria en aquest
mòdul.
• UsbdDesc  : és el mòdul que gestiona el file descriptor del mòdul STM32F4Discovery
per tal de que el sistema operatiu pugui rebre la informació pertinent del dispositiu un
cop el connectem.
• Utils  : aquest mòdul implementa funcions d’ajuda com ara bé delays, per gastar temps
quan sigui necessari, o funcions que envien dades pel port sèrie, entre d’altres.
8 És un espai de memòria en el que s'emmagatzema dades de manera temporal, normalment d’un sol us
mitjançant una cua FiFo que serveix per donar un ordre d’arribada i de sortida a aquestes dades en el buffer. 
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3.2.1.2. Llibreries del sistema principal de control
En un primer moment, quan vaig començar a treballar amb el codi del sistema de control,
aquest projecte tenia 5 llibreries. Una de les primeres fases del meu projecte va consistir en
l’eliminació d’algunes d’aquestes llibreries, aquest fet s’explica en l’apartat 5.5.4.Modificació
de la llibreria del sistema de control.
Aquestes són les llibreries que inicialment tenia el projecte:
• CMSIS   (Cortex Microcontroller Software Interface Standard)  : és la llibreria de més
baix nivell que necessàriament ha de tenir tot projecte fet amb aquesta arquitectura
de microcontroladors. 
• Device  :  llibreria  a  on  es  defineixen  aspectes  del  microcontrolador  STM32F407.
Serveix per definir els registres a on es troben els perifèrics del sistema, també és
l’arxiu en el que podem obtenir un mapa de memòria9 del dispositiu.
• STM32 USB Device  : és la llibreria necessària per poder realitzar connexió via USB
en mode  device.  En una connexió  mitjançant  l'estàndard USB és pot  ser  host  o
device, el dispositiu  host  és l’encarregat de començar la comunicació així com de
controlar la màquina d’estats. 
• STM32 USB OTG Driver  :  és la llibreria  que fa la implementació d’aquest  sistema
d’USB per  al  STM32F407.  Per  a  més informació  sobre  aquest  tipus  de sistema
d'USB consultar l'Annex 2 – Estàndard USB.
• STM32F4xx  StdPeriph  Driver  :  és  la  llibreria  que  incorpora  tots  els  drivers10 dels
perifèrics  del  microcontrolador.  Aqui  podem  trobar,  entre  d’altres,  els  drivers  per
treballar amb:
✔ GPIO (General Purpose Input Ouput)
✔ I2C (Inter-Integrated Circuit)
✔ USART (Universal Asyncronous Syncronous Receiver Transmitter)
✔ SPI (Serial Peripheral Interface)
✔ TIM: és un mòdul que gestiona els timers dels que disposa el STM32F407
9 És una estructura de dades, en forma de taula, que indica com està distribuïda la memòria. Conté informació
sobre la mida total de la memòria i les relacions que existeixen entre direccions lògiques i físiques.
10 És un programa, o en cas, un mòdul del sistema que ens permet treballar amb un perifèric al proporcionar-
nos funcions amb les que poder  interactuar  amb el  perifèric.  Es podria dir  que és l’intermediari  entre el
sistema i el perifèric.
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3.2.2. Llibreries del sistema operatiu per el control de i-Sense
A part del sistema de control del robot com a peça de hardware, també existeix en aquest
projecte inicial,  tota una llibreria escrita en C++ que s'encarrega de poder comunicar-nos
amb la plataforma robòtica des del sistema operatiu. Aquesta comunicació es fa des del
software anomenat MATLAB. Aquest programa executa uns scripts11 escrits en el seu propi
llenguatge que també s'anomena MATLAB. 
Aquests  scripts  realitzen tot  el  procés que va des de la inicialització i  verificació de que
existeix comunicació amb el robot, fins a la recollida de mostres i impressió de gràfiques
amb els resultats.
Una de les característiques que té MATLAB, és la possibilitat de fer crides a funcions de
llibreries escrites amb altres llenguatges. Així doncs, el sistema que s'ha creat combina tot
un projecte escrit amb C++ que s'encarrega de la comunicació amb el robot via USB (en un
principi, després això s'ha modificat per comunicar-nos via altres maneres) amb scripts fets
amb  llenguatge  MATLAB  i  executats  en  el  programa  MATLAB,  que  s'encarreguen
d'inicialitzar, executar les funcions de la llibreria i obtenir els resultats.
Aquesta part del anterior projecte no la puc explicar amb detall, doncs el treball que jo he
realitzat amb aquesta llibreria, no ha requerit un estudi en profunditat. 
11 S'ha  de diferenciar  el  que  és un  script  com a  tal  d'un  script  de MATLAB.  Un script  fa  referència  a un
programa. generalment simple, emprat normalment per realitzar una sèrie de tasques en el sistema operatiu.
Un script  de  MATLAB és el  mateix  principi  que  l'anterior  però  en  aquest  cas es tracta d'un  fitxer  a  on
s'escriuen comandes en llenguatge MATLAB per ser executades, comanda per comanda, com un únic bloc.
Podent donar un resultat al final de l'execució com si es tractés d'una funció.
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4. PLANTEJAMENT INICIAL
En un primer  moment,  quan vaig  començar amb el  treball  de fi  de grau,  vaig haver  de
realitzar  un  estudi  previ  i  pensar  diferents  maneres  de  resoldre  el  paradigma  principal
d'aquest treball de fi de grau. En aquest capítol explicaré com va ser aquest procés inicial,
quines idees es van tenir i quins passos es van seguir.
4.1. Intent d'utilitzar adaptador wifi
4.1.1. Presentació de la idea
Com ja s'ha explicat abans, la plataforma i-Sense connecta un robot amb connectivitat USB
amb  un  ordinador,  de  manera  que  mitjançant  els  drivers adequats  podem  tenir  una
comunicació full-duplex12 entre les dues parts.
Així doncs, recordo que quan el professor em va explicar ben bé de que tractava aquest
treball,  la  primera idea que em va venir  al  cap va ser  fer  servir  un adaptador wifi,  o
doongle wifi, per fer la comunicació entre el mòdul principal i l'ordinador, es a dir, el sistema
operatiu. 
D'adaptadors wifi comercials n'hi han moltíssims, de diferents rangs, de diferents antenes,
de diferents freqüències (2.4 o 5 Ghz) però es poden diferenciar dos tipus: les que fan servir
el seu propi  driver  per comunicar-se amb el sistema operatiu i les que fan servir un driver
genèric.
La primera idea era aconseguir un adaptador wifi que treballés amb el driver genèric i veure
si  hi  havia alguna implementació,  ja realitzada,  sobre l'arquitectura amb la que es vol
treballar, es a dir, Cortex ARM M4. Aquesta recerca no va ser exitosa, doncs el fabricant no
dona aquest tipus de suport i no vaig veure cap implementació feta per tercers. 
Aleshores  es  va  pensar  en  intentar  adaptar  el  mòdul  USB,  que  si  que  té  suport  de
STMicroelectronics, per veure si es podia aconseguir comunicar amb un doongle wifi que
treballés amb el  driver  genèric, es a dir, que no tingués una manera concreta de treballar
creada pel seu fabricant.
Es tractava de fer un procés de crosscompile, es a dir, agafar un codi fet per una 
arquitectura concreta, per exemple Linux i adaptar-la a una arquitectura diferent, com en 
12 Es diu que un sistema és  full-duplex  quan és capaç de mantenir una comunicació bidireccional, enviant i
rebent dades de manera simultània.
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aquest cas ARM. Com en aquest cas es pretén treballar amb un driver genèric pensat per 
Linux no hauria d'haver problema en trobar el codi d'aquest driver publicat en Internet.
Aquest procès pot arribar a ser fàcil o molt difícil, tot depèn de les semblances i diferencies
entre ambdues arquitectures.
4.1.2. Diagrama del sistema amb aquesta solució
Figura 8: Diagrama del sistema utilitzant un adaptador wifi
4.1.3. Resultats i conclusions
Aquesta última idea va ser descartada, després d'estudiar aquesta solució es va concloure
que  era  una  bogeria.  En  diverses  pàgines  a  on  es  discuteixen  temes  d'electrònica  i
microcontroladors, gent amb bons coneixements sobre l'arquitectura ARM s'ha posat d'acord
en que aquest seria un treball molt costós en temps, ja que s'hauria d'implementar tot l'stack
de comunicacions13 TCP/IP com a mòdul que podríem fer servir a la llibreria.
4.2. Intent d'utilitzar mòdul STM32F4DIS-WIFI
4.2.1. Introducció al mòdul STM wifi
STMicroelectronics és una gran empresa que desenvolupa majoritariament circuits integrats.
Una  part  important  de  la  seva  linia  de  producció  i  desenvolupament  està  destinada  a
microcontroladors,  entre  els  quals  en  destaco  la  familia  STM32 que  és  amb la  que  es
treballa en aquest projecte.
13 La pila de comunicacions és una col·lecció ordenada de protocols organitzats en capes que es posen unes
damunt d'unes altres i on cada protocol proporciona un servei concret a capes de nivell superior.
Pàgina 24
PriS: Transferència de dades sense fils Ivan Solís
Juntament amb els xips (circuits integrats) també dissenya i comercialitza mòduls com, per
exemple, el STM32F4Discovery per poder treballar amb un d'aquests microcontroladors en
concret, el STM32F407 d'una manera molt més còmode i didàctica.
En aquest  cas concret,  aquesta placa de desenvolupament  també té accessoris  com la
placa  de connectivitat  wireless  STM32F4DIS-WIFI.  En la  Figura  9 podem veure  que es
tracta d'una petita placa amb una antena wifi integrada i tota una sèrie de pins accessibles
per connectar-la a la placa discovery.
Figura 9: Vista aèria del mòdul STM32F4DIS-WIFI
Les seves característiques més rellevant són:
• Connectivitat wifi a 2,4 Ghz IEEE 802.11b/g/n
• Possibilitat de treballar com a punt d'accès o com a client.
• Stack TCP/IP, HTTP, DHCP, DNS i un servidor Web integrats.
• Suport per a seguretat WPA/WPA2 PSK.
• Porta un xip wifi Broadcom BCM43362.
• Tecnologia de microcontrolador STM32 ARM Cortex-M3.
• Com a interfícies de comunicació té UART i SPI.
• Altres perifèrics: GPIO, ADC, DAC, I2C
4.2.2. Presentació de la idea i tasques realitzades
En l'anterior proposta havia vist una manca de suport per part de l'empresa desenvolupadora
STMicroelectronics per tal de poder tenir connectivitat wifi amb el STM32F407 fent servir un
módul genèric. Veient aquest producte que comercialitza la pròpia marca s'entén perquè no
s'ha desenvolupat cap solució que m'ajudés en l'anterior Intent d'utilitzar adaptador wifi.
Vaig pensar que una idea bastant simplista, que resoldria el problema de la connectivitat
wireless, podria ser fer servir el mòdul que la pròpia marca et pot vendre com a solució.
Mitjançant la interficie UART de la que disposa aquest dispositiu podria comunicar-me amb
la placa discovery i així crear aquest punt d'enllaç amb l'ordinador. 
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Aquesta solució, però, requeria de canvis estructurals en el projecte que jo havia heretat.
Fins ara la comunicació del sistema es feia mitjançant una interfície USB OTG que permetia
l'intercanvi de dades via cable. Ara s'havia d'adaptar tot el projecte perquè la comunicació no
es realitzés a través de la llibreria USB OTG, conjuntament amb la llibreria de USB DEVICE
sinó que en comptes d'això s'havia de realitzar la comunicació via UART.
Aquest era un canvi crític i delicat, el que es va fer en comptes de començar a canviar coses
del projecte original, va ser crear un projecte nou a partir del que ja tenia. Aquest programa
només inicialitzava un dels UART disponibles en la placa (recordem que no tots es poden
utilitzar,  Inconvenients  de  fer  sevir  una  placa  de  desenvolupament)  i  enviava  dades  de
manera periòdica.
El que es pretenia era veure com funcionava aquest mòdul i si el tipus de funcionament era
l'adequat  pel  projecte en qüestió.  Es pretenia configurar  l'aparell  per treballar  com a AP
(access point) i així poder-nos connectar des de l'ordinador a la seva xarxa.
Les tasques que es van realitzar en aquesta part del treball van ser:
• Recerca d'informació i tutorials per poder entendre el funcionament i poder treballar
amb aquest mòdul.
• Estudi de dependències entre els mòduls que tenia el projecte.
• Eliminar les dependències del programa principal amb els mòduls de USB.
• Estudiar i veure exemples de configuracions del perifèric USART.
• Crear el codi del programa principal que inicialitza l'USART1 amb els pins PB6 (Tx) i
PB7 (Rx) i es queda en un infinite loop que va enviant dades de manera periòdica.
• Intentar configurar el  mòdul STM32F4DIS-WIFI  perquè es connectés a una xarxa
local. La idea era començar sent client per desprès passar a mode AP.
• Realitzar les connexions entre les dues plaques.
4.2.3. Diagrama del sistema amb aquesta solució
Figura 10: Diagrama del sistema utilitzant el mòdul STM32F4DIS – WIFI
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4.2.4. Intentant connectar el mòdul wifi a través del connector CN5
La  comunicació  del  projecte  que  s'està  intentant  adaptar  es  fa  amb  estàndard  USB
mitjançant un connector que incorpora la placa STM32F4Discovery, el seu identificador és
CN5. En la Figura 11 podem veure sobre quin connector es fa la comunicació.
Mirant el  pinout14 de la placa  discovery, disponible en l’11.1.Annex 1 – Pinout de la placa
STM32F4Discovery, vaig veure que el connector per on s'estava realitzant la comunicació
també estava connectat al USART1, que és justament el que volia fer servir per connectar-
me amb la placa STM32F4DIS-WIFI. Això em va fer pensar en la possibilitat de mantenir les
mateixes connexions de l'anterior projecte en aquesta nova implementació. D'haver-se pogut
realitzar així, hagués comportat beneficis a l'hora de modificar codi, doncs hagués posat més
coses en comú entre la nova implementació i el codi original.
Figura 11: Localització del connector microUSB (CN5)
Malgrat que en la imatge del pinout apareix clarament com el USART1 és accessible des del
connector CN5, connectat físicament als pins PA9 i PA10, en totes les pàgines que parlaven
de com usar aquest perifèric en concret ho feien amb els connectors PB6 i PB7 de la placa
de desenvolupament discovery. Aquest fet em va fer dubtar de la possibilitat de mantenir les
mateixes connexions que en el projecte inicial.
14 És un terme anglosaxó que fa referència a l'assignació del pins. En l'electrònica es fa servir per determinar la
funció de cada pin en un circuit integrat.
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Vaig realitzar la següent consulta:
La resposta per part del servei tècnic va ser al següent:
La resposta que em van donar va ser molt esclaridora, no es podien fer servir aquests pins
del microcontrolador STM32F407 per accedir al USART1 perquè no estàvem davant d'un
microcontrolador  sinó  d'una  placa  de  desenvolupament,  la  qual  afegeix  tot  el  hardware
necessari per poder treballar amb l'USB. És molt probable que part d'aquest hardware deixi
inutilitzable l'USART des dels pins que han sigut reassignats per treballar amb l'USB. 
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I'm a student who is working in his end-of-degree project. For instance, I need to connect a
STM32F4discovery with his Wifi module but the project demands to connect this module in the
serial of CN5 (the microUSB that this board has).
In all of the information that I have read in Internet, it seems like the only way to communicate
both modules between them is to connect the wifi module to PB6 and PB7 where USART1 is
available to use. But if  I  see the pin out of STM32F4discovery I  can verify that CN5 is also
possible to connect with USART1 because CN5 is physically connected with PA9 and PA10
(USART1 too) ...
So, there are any reason for the people always connect to PB6 and PB7 or is also possible to
make a connection to PA9 and PA10  (and for extension,  use a microUSB for connect  both
modules) ?
Thank you so much for the help!
Dear customer,
from the MCU side, UART1 is indeed on pins PA9, 10 and PB6, 7. BUT On the Disco board –
which is a specific implementation with STM32F407 MCU, the PA9, 10 are dedicated for USB,
there is not only the USB connector, but also ESD protection and power switch, so I would NOT
recommend using CN5 with UART, even PA9, 10 may interfere with fitted electronics. That is why
you should use pins PB6, 7, because there is a remapping for UART to work with these pins.
Best regards,
ST MCU Support Team
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Entre altres modificacions, el servei tècnic informa de que en els pins PA9 i PA10, que estan
físicament connectats al connector CN5, si ha afegit protecció ESD15 i també un switch per
connectar i desconnectar el perifèric. 
En la següent  Fig  ura 12   podem veure l'esquema del circuit  electrònic que té associat el
connector CN5. Podem veure que té connectats dos mòduls integrats:
• STMPS2141STR  : és un circuit integrat que funciona com un interruptor per alimentar
i apagar el VBUS. També incorpora una senyal de  overcurrent  per indicar un mal
funcionament del circuit d'alimentació.
• EMIF02-USB03F2  : és un filtre d'interferències electromagnètiques (EMI)  que també
incorpora protecció contra descàrregues electrostàtiques (ESD). 
Si ens fixem en com està connectat el circuit del CN5 en la  Figur  a 12   podem veure que
aquest segon mòdul que actua com a filtre té varies entrades i sortides, totes elles filtrades.
Veiem que  els  connectors  PA9 i  PA10 formen part  d'aquestes  connexions,  per  tant,  es
bastant raonable que no es puguin fer servir aquestes connexions per accedir al USART.
Si només tinguéssim el microcontrolador STM32F407 amb totes les seves potes al aire, o
connectades  degudament  per  un  bon  funcionament,  podríem fer  servir  PA9 i  PA10  per
treballar amb l'USART1, sempre i quan la configuració del GPIO fos l'adequada. 
Figura 12: Esquema electrònic del CN5 en la placa STM32F4Discovery
15 ESD ve de l'anglès electrostatic discharge. La protecció contra la descàrrega electrostàtica és l'encarregat de
protegir les parts més sensibles del nostre circuit enfront de possibles descàrregues produïdes, per exemple,
a l'acostar un dit a un xip. El cos humà està carregat positivament i si ens apropem a la massa d'un circuit,
hipotèticament amb potencial nul, podria produir-se una espurna, o arc elèctric, que podria escalfar i fins i tot
cremar parts sensibles del nostre circuit.
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4.2.5. Resultats i conclusions
Aquest  punt  tampoc va donar  bon resultat,  van influir  sobretot  una  manca absoluta de
documentació  per poder fer servir aquest mòdul,  manca de tutorials i  el més important,
manca de driver o API per part del fabricant per poder fer servir el seu mòdul d'expansió.
Jo esperava un codi font descarregable,  per poder-lo incloure en forma de llibreria en el
projecte principal. També una documentació oficial per poder estudiar-la i per poder treballar
amb el codi. 
Buscant el codi font per poder fer servir aquest mòdul wifi l'únic que vaig trobar va ser una
pàgina on s'explicava que el driver d'aquest producte te l'havia de subministrar una empresa
externa a STMicroelectronics que, no només et demanava informació personal, sinó que a
més a més et requeria el serial que suposadament ve en la caixa del dispositiu. 
El fet més extraordinari, que em va fer dubtar moltíssim, va ser que no hi va haver manera
de trobar una copia d'aquest programari a Internet, ja que aquestes coses normalment es
troben bastant fàcilment...
El que si que vaig trobar va ser un tutorial publicat en el foro de  element14, que és una
pàgina molt coneguda de subministrament electrònic. En aquest tutorial s'explica com fer un
projecte que treballa amb el mòdul wifi i els acceleròmetres de la placa  discovery. És un
projecte senzill  però em va servir  per veure com funciona aquest  mòdul wifi.  En aquest
projecte, el codi que executa la placa discovery inclou una API de SN8200 que, intueixo, és
la que actua com a driver  per les funcionalitats wifi de la placa d'expansió, no hi ha hagut
manera de trobar aquests mòduls.
La  conclusió  va  ser  que  no  era  aconsellable  utilitzar  aquest  mòdul per  realitzar  la
comunicació en aquest projecte. És un sistema configurable a través del port sèrie via UART,
en la  Fig  ur  a 13   es pot  veure la pantalla  que apareix  si  s'arrenca en mode configuració.
Veiem que té moltes opcions i pot treballar de diferents maneres, però és un sistema molt
tancat, ofereix el que es veu i no es pot modificar el seu comportament més enllà d'aquestes
opcions. 
Si  s'escollia  aquest  sistema,  l'ortogonalitat  d'aquest  projecte  seria  molt  baixa  de  cara  a
possibles modificacions futures. Per exemple, una de les característiques que es vol que
tingui la versió definitiva és que puguin haver molts clients connectats però només un d'ells
emparellat, es a dir, ha de ser una xarxa on es pugui connectar qualsevol dispositiu però
només un d'ells podrà comunicar-se amb la plataforma robòtica. Amb aquest mòdul,  aquest
tipus de lògica no la podríem implementar, doncs no es pot modificar el comportament més
enllà  del  tipus  de  protocol  de  transport  que  volem  fer  servir  o  escollir  el  mode  de
funcionament com a client o access point.
Aquesta placa està pensada per donar una solució ràpida i senzilla a la connectivitat  de
certs  projectes  que  necessiten  connectar-se  sense  fils.  Per  implementacions  més
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sofisticades, en les que es requereixi de configuracions més personalitzades no crec que
sigui l'opció més vàlida.
Figura 13: Sistema de configuració del mòdul d'expansió wifi 
4.3. Intent d'utilitzar mòdul FTDI 
Sota el meu criteri, aquesta va ser la idea més vàlida i elegant de totes. D'haver-se pogut
realitzar en aquest treball de fi de grau, el resultat seria molt satisfactori per múltiples raons
que s'expliquen a continuació.
4.3.1. Que és un dispositiu FTDI ?
FTDI  ve  de  l'anglès  Future  Technology  Devices  International,  és  una  empresa  privada
escocesa que desenvolupa dispositius semiconductors i està especialitzada en la tecnologia
USB (Universal Serial Bus). 
Entre els dispositius que desenvolupa ens trobem el FTDI232 que és el que s'ha fet servir en
aquest apartat del treball. La utilitat d'aquest dispositiu és la conversió de dades, de manera 
bidireccional, entre l'estàndard USB (explicat en Annex 2 – Estàndard USB) i RS232. 
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4.3.2. Presentació de la idea
En aquesta ocasió es va pensar en mantenir la comunicació pel port USB, que es el port per
on es comunicava el sistema original. 
En l'anterior idea que vaig posar a prova, Intent d'utilitzar mòdul STM32F4DIS-WIFI, ja vaig
notar que canviar el port de sortida per a la comunicació podria ser una feina delicada i
costosa en temps degut al gran volum de mòduls i dependències que existeix.
La millor  solució,  sens dubte, era la que havia de modificar  el  mínim volum de codi del
projecte original. En la solució que es plantejava en aquest moment, aquest volum havia de
ser pràcticament nul.
Si podia fer que un convertidor USB – RS232 actués en el port USB  (CN5)  de la placa,
podria tenir  un USART enviant  i  rebent  dades en el  mateix port  que ho feia el  projecte
original  i  seguint  el  mateix  estàndard  USB.  D'aquesta  manera  el  sistema  quedava
encapsulat de la manera que es veu en la Figur  a 14  , el codi que havia estat desenvolupat
en el projecte i-Sense original havia de servir en aquesta nova implementació.
Si aconseguia establir  comunicació amb el mòdul FTDI232, el projecte quedava reduït  a
buscar un mòdul que, utilitzant el protocol USART, proporcionés connectivitat  wifi  al meu
sistema.  D'aquests  mòduls  n'hi  han  molts,  per  exemple  el  mòdul  ESP-01  és  una
implementació molt simple del microcontrolador ESP8266. Ambdós mòduls s'expliquen en
profunditat en l'apartat 5.3. SISTEMA INTERMEDIARI DE COMUNICACIÓ. 
Tenint una connexió a través del port USB, amb un dispositiu que actués com una antena
wifi ja tindria una de les dues parts d'aquest TFG resolta. Només faltaria abordar el sistema
fet amb MATLAB i les llibreries escrites en C++. Les tasques que es van realitzar en aquest
apartat van ser:
• Recerca de informació sobre el funcionament del mòdul FTDI232, així com adquirir-
ne un que fos adequat. 
• Fer  les  primeres  proves  que  consistien  en  connectar  directament  el  FTDI232  al
discovery,  en  el  seu  connector  CN5.  La  idea  era  que  s'establís  connexió  entre
ambdós  dispositius  tal  i  com  ho  feia  el  STM32F4Discovery  amb  l'ordinador
directament via cable USB.
• Cercar informació sobre els modes de funcionament que poden tenir els dispositius
que segueixen l'estàndard USB. Els dos possibles modes de funcionament són host i
device.
Pàgina 32
PriS: Transferència de dades sense fils Ivan Solís
• Estudiar tot el sistema de preprocessador16 que hi ha present al codi de tot el projecte
del programa que va gravat al STM32F407.
• Afegir  la llibreria  que proporciona el  fabricant  per poder fer servir  l'USB en mode
host. 
• Realitzar tots els canvis necessaris per tal que el programa inicialitzes el perifèric
USB OTG en mode host  i no com ho feia abans, en mode device. Aquests canvis
passaven  per  una  modificació de les dependències dels  mòduls i  també una
modificació de l'estructura de fitxers del projecte. 
• Configurar  un  USART per  poder  imprimir  missatges  pel  port  sèrie  mitjançant  un
Arduino® executant un simple programa d'eco. 
4.3.3. Resultats i conclusions
Desprès de tot el treball fet amb el mòdul FTDI, vaig haver de deixar-ho com a una solució
no viable per a resoldre el problema que aquest treball de fi de grau presenta.
El primer pas va ser canviar el mode en la comunicació via USB. En el projecte original
que s'està modificant en aquest present treball, la placa discovery actuava com a device en
la comunicació amb el sistema operatiu de l'ordinador. Per dur a terme la modificació que fa
servir  el  FTDI232,  la  placa  discovery  havia  de  ser  host  en la  comunicació  amb aquest
convertidor USB – USART. 
Hem  vaig  trobar  amb  un  projecte  que  no  estava  preparat  per  configurar  la  placa
discovery com a host. Faltava incloure tota la llibreria USB HOST, en la  Figur  a 7   podem
veure quines llibreries teníem en un principi, la del mode host no existia en el projecte. 
El  que si  s'havia fet,  eren moltes condicions de preprocessador que,  en funció de unes
definicions  inicials  de  configuració,  declaraven  unes  coses  o  unes  altres  en  els  mòduls
dependents de la llibreria USB. Això havia de servir per poder fer el canvi d'un mode a un
altre tot canviant unes definicions, no obstant, vaig haver de modificar algunes coses que no
estaven bé, sempre atenent als warnings i als errors que el compilador retornava. 
Vaig tenir molta feina per adaptar el programa principal en mode host. Hi havien moltes
dependències que quedaven sense resoldre al fer el canvi, va haver molta feina d'analitzar i
comprendre el que pretenia fer el codi.
Un cop vaig tenir  instal·lada  la llibreria d'USB HOST,  vaig poder comprovar com  la placa
arrencava en mode  host  correctament. La placa STM32F4Discovery incorpora un LED
que el propi driver USB controla, aquest LED s'encén si, en mode device, conectem la placa
a l'ordinador  (o qualsevol dispositiu actuant com a host).  També s'encén si arrenquem la
16 El  preprocessador,  en  aquest  cas  per  el  llenguatge  C,  és  el  primer  programa invocat  pel  compilador  i
processa directives com #include, #define i també #if / #else.
Pàgina 33
PriS: Transferència de dades sense fils Ivan Solís
placa en mode host. Aquest LED és el que tenim al esquema del connector USB que podem
veure a la Figura 12.
El  sistema  seguia  sense  establir  comunicació  amb el  mòdul  FTDI.  Ho  podia  assegurar
perquè havia modificat el programa principal per tal de que enviés un missatge, mitjançant el
driver  USB  HOST,  de  manera  periòdica.  Al  tenir  la  sortida  del  FTDI  connectada  a  un
Arduino® en  mode eco,  aquestes  dades  que  enviava  la  placa  discovery  havien  de  ser
transmeses a la sortida del FTDI i retransmeses per l'Arduino® cap al port pertinent, a on ja
hi havia un software picocom escoltant les dades que haurien d'haver-se llegit. A més a més,
el mòdul FTDI232 té uns leds que s'encenen quan es reben dades.
El problema era que no podia saber quin factor estava fallant, el codi semblava correcte
però no aconseguia rebre dades a l'entrada del FTDI. Es va haver de configurar un USART
en mode transmissor  per  poder  imprimir  missatges concrets  en diferents parts  del  codi.
Aquests missatges els rebia un Arduino® executant un programa d'eco. 
Mitjançant  aquest  sistema  de  test,  vaig  poder  verificar  que  la  màquina  d'estats  de
l'estàndard USB s'estava quedant en un  inifite loop en mig del procés d'inicialització.
Aquesta màquina d'estats la podem veure a la Figura 26 de l’Annex   1 – Estàndard USB . 
Aquest fet va donar com a resultat, que ja comences a sospitar que hi havia algun problema
de compatibilitat entre l'FTDI232 i el USB. Sent, aquest, un estàndard, si el teu dispositiu l'ha
de complir, això ha de voler dir que ha de poder establir comunicació amb un altre dispositiu
que també compleixi aquest estàndard. 
Va ser aleshores, quan vaig focalitzar les recerques d'Internet a veure si el FTDI complia o
no aquest estàndard USB. Per sorpresa meva (ja que vaig basar tota aquesta idea de fer
servir l'FTDI en el principi de que seria plug & play), només el compleix parcialment.
En un apartat de la documentació del fabricant, diu expressament que tot dispositiu FTDI
ha sigut desenvolupat amb la seva pròpia classe, quan el host demana el vendor class el
FTDI no retornarà els correctes descriptors USB, que fan que el  host  sàpiga com establir
comunicació amb el dispositiu device. D'aquesta manera s'asseguren que cap sistema podrà
fer servir un dels seus dispositius, sense fer servir els drivers oficials.
El terme  vendor class,  fa referència a un conjunt d'informació que proporciona el  device
quan  es  connecta  a  un  host,  li  serveix  a  aquest  per  poder  comunicar-se  de  manera
efectiva amb el  device.  Cada fabricant pot fer la seva implementació pròpia de  vendor
class però normalment els fabricants es posen d'acord i agrupen els seus productes per
compartir classe de dispositiu USB. Els exemples més típics de vendor class són: ratolins,
teclats, discs durs portàtils o externs, memòries USB, etc...
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4.3.4. Diagrama del sistema utilitzant un convertidor FTDI232
Figura 14: Diagrama del sistema utilitzant un convertidor FTDI232
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5. SISTEMA DE COMUNICACIÓ SENSE FILS
Desprès de múltiples proves amb diferents sistemes vaig arribar a una idea viable. Va ser tot
just desprès de l'últim sistema que vaig intentar implementar, quan vaig entendre que no
tindria èxit utilitzant l'USB per fer la comunicació. 
En els darrers apartats s'explica tot el procés, des de la idea inicial fins els resultats finals, de
les modificacions que s'han hagut de fer en el projecte i-Sense per tal d'establir comunicació
sense fils.
5.1. INTRODUCCIÓ AL NOU SISTEMA
La solució del problema principal d'aquest TFG la vaig pensar m'entres realitzava les proves
amb l'FTDI. No hagués sigut la meva primera opció des d'un principi, doncs implementar
aquest sistema de comunicació requereix de canvis en el sistema original, que afecten tant a
hardware  com a  software,  tant a la banda del sistema principal  del  robot  (apartat 3.1.1.
Mòdul principal  de control)  com a la banda del control  de la plataforma i-Sense (apartat
3.2.1. Programa que executa el sistema principal de control).
Finalment, la solució ha sigut fer servir un mòdul ESP-01 per implementar la comunicació
sense fils. Aquest mòdul és un circuit integrat amb un MCU ESP8266 que implementa tot
l'stack TCP/IP per el protocol wifi 802.11b/g/n, a part pot rebre i enviar dades mitjançant un
UART. 
De  manera  resumida,  el  que  s'ha  fet  ha  sigut  situar  aquest  mòdul  entre  el  robot  i
l'ordinador, redirigint els missatges que arriben per l'UART, en mode de missatges UDP cap
a l'ordinador i viceversa. 
Aquesta adaptació de la plataforma original per realitzar la comunicació de manera wireless
es  pot  descompondre  en  tres  grans  apartats,  els  quals  seran  explicat  en  detall  en  les
següents seccions d'aquest document. Els tres blocs són els següents:
• Desenvolupament del sistema intermediari de comunicació.
• Modificació del projecte del STM32F4Discovery.
• Modificació de la llibreria C++ i MATLAB
Pàgina 36
PriS: Transferència de dades sense fils Ivan Solís
5.2. DIAGRAMA DEL NOU SISTEMA DE COM.
En la següent Figur  a 15   veiem com queda definitivament el nostre sistema de comunicació.
Es pot observar que és molt semblant al  sistema de  l’apartat  4.3. Intent d'utilitzar mòdul
FTDI però aquest cop la comunicació amb el mòdul ESP-01 no passa a través de cap mòdul
convertidor  sinó  que  la  comunicació  va  directament  sobre  l'USART  de  la  placa
STM32F4DISCOVERY.
Figura 15: Diagrama del nou sistema de comunicació
5.3. SISTEMA INTERMEDIARI DE COMUNICACIÓ
En aquesta secció es detalla tot el procés de desenvolupament del sistema de comunicació
que ha de reemplaçar a l'anterior comunicació USB.
5.3.1. Introducció al sistema intermediari de comunicació
El  desenvolupament  del  nou  sistema  de  comunicació  va  començar  amb  una  prova  de
concepte, com en tots els darrers intents de trobar una solució viable al problema principal
d'aquest TFG. En aquest cas ja hi havien coses que s'havien comprovat en darrers apartats,
com per exemple la comunicació via USART. 
Primerament, vaig estudiar aquest nou mòdul ja que volia saber:
• Quines eren les seves característiques.
• Quines són les diferents maneres en les que es pot configurar.
• Quines són les diferents maneres en les que es pot programar.
• Quins modes de funcionament té.
• Coses a tenir en compte per treballar-hi, ja que tenia entès que eren mòduls molt
delicats.
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Desprès d'estudiar  aquest mòdul i  verificar  que tenia les característiques adequades per
poder ser implementat, vaig veure que s'havien de realitzar una sèrie de tasques abans de
poder poder programar aquest nou mòdul ESP-01.
5.3.2. Programant el ESP – 01
En l'estudi inicial, vaig veure que existeix una comunitat molt extensa de desenvolupadors
de software per aquest tipus de mòduls que treballen amb el ESP8266. Existeixen fins i tot
diversos premis anuals que és concedeixen a projectes destinats a fer més accessible la
programació del MCU ESP8266, creant  frameworks  per poder programar-lo amb diferents
llenguatges. He pogut veure alternatives al sistema per defecte, que es basa en configurar el
dispositiu a base de comandes AT17. Aquestes alternatives són les següents: 
• Codi Arduino  : existeix un complement per Arduino® que permet gravar codi escrit en
aquest  llenguatge des de la pròpia IDE, fent servir  com a programador el  mateix
script  de  python  anomenat esptool,  que  les  altres  opcions  i  accedir  a  les
funcionalitats wifi del ESP8266 a traves d'una llibreria que han desenvolupat.
• MicroPython  : consisteix en un script en python capaç de gravar un programa, també
escrit en python, en la memòria de programa del ESP8266. Només es necessita un
convertidor USB – Serial com podria ser un FTDI232.
• Espruino  : vindria a ser una re implementació de MicroPython per poder grabar codi
escrit amb JavaScript.
• ESPBasic  : utilitzant aquesta eina podem carregar programes escrits amb basic en el
ESP8266. No és una molt bona opció per aquest treball,  doncs no he vist massa
suport per treballar amb temes de connectivitat wifi. 
De totes les anteriors, la que vaig decidir utilitzar va ser la implementació amb Arduino®. El
motiu és que vaig veure més projectes realitzats amb aquest framework que no pas amb els
altres, a més a més es un llenguatge molt simple, que em permetria afegir tota la lògica que
necessités en el programa que hauria d'executar el ESP8266.
Per tal de poder gravar codi escrit amb Arduino® en el nostre mòdul ESP-01 s'havien de
realitzar unes tasques prèvies:
• Actualitzar  el  firmware  de la  placa ESP-01 a  la  versió  més nova llençada  pel
fabricant. Aquest pas era altament recomanable abans de poder carregar cap altre
firmware. El procés de càrrega de  firmware  en aquesta placa és un moment molt
crític,  si  qualsevol  problema  interromp  el  procés  el  mòdul  queda  inservible.  Les
versions més noves sempre intenten ser més fiables per la càrrega de nou firmware.
17 És un sistema de comandes que sempre segueix el mateix format AT + “comanda desitjada” + “paràmetre si
s'escau”. En els seus inicis va ser creat per configurar i parametritzar dispositius mòdems però en l'actualitat
hi han sistemes que ofereixen compatibilitat amb comandes AT per la seva senzillesa.
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• Canviar el firmware del MCU ESP8266. S'ha instal·lat un de nou que es capaç de
gravar a la memòria de programa del microcontrolador, binaris generats a partir de
codi  C++  (recordem  que  un  codi  escrit  amb  Arduino®,  un  cop  es  compila,  es
converteix en codi C++).
• Configurar el Arduino IDE per poder treballar amb aquest dispositiu. En aquest punt
s'han realitzat dues tasques:
✔ Afegir una URL18 en la configuració de l'entorn, a l'apartat anomenat  Additional
Boards Manager URL. Aixó indica al sistema de control de plaques que es pretén
fer-ne servir d'altres a part de les que tenim per defecte a l'IDE, es a dir, totes les
plaques que Arduino® ha desenvolupat.
✔ Instal·lar la nova placa esp8266 proporcionada per ESP8266 Community. 
Un cop instal·lada aquesta nova board, podrem gravar codi des de l'IDE. L'únic que haurem
de fer serà seleccionar la placa Generic ESP8266 Module en l'IDE, connectar l'ESP-01 amb
l'Arduino® com es veu en la Figura 16, compilar i carregar.
Figura 16: conexions entre ESP-01 i un mòdul FTDI232 per poder gravar el ESP8266
En les connexions tenim una sèrie de punts interessants de comentar:
• Alimentació del mòdul  a 3,3 V des del mateix mòdul FTDI232.
• El bit de control  chip enable  CH – PD que serveix per habilitat o deshabilitar un 
dispositiu. En aquest cas el mantindrem sempre a 3,3V.
• Receptor del port sèrie  , connectat al transmissor del FTDI232 ens servirà per rebre el
binari de forma sèrie.
• Transmissor del port sèrie  , connectat al receptor del FTDI232 servirà per enviar 
missatges de control necessaris perquè l'esptool tingui un control sobre el procès.
18 http://arduino.esp8266.com/stable/package_esp8266com_index.json 
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• El bit de mode d'arrencada  , el GPIO0. Aquest bit és important en aquest procès, 
doncs si quan alimentem el mòdul ESP-01 aquest està a nivell baix, el dispositiu 
ESP-01 arrencarà en mode bootloader i ens permetrà gravar un nou programa. Si 
volem que el mòdul carregui el programa que té a la memòria de programa a 
l'arrencament, aquest bit el mantindrem a l'aire, es a dir, en estat d'alta impedància.
5.3.3. Codi que executa el mòdul de comunicació
Un cop preparat tot l'entorn per poder gravar aquest mòdul, vaig poder començar a definir
que era el que havia de fer i com. Vaig crear un programa que segueix la següent lògica:
1. Es crea una xarxa amb la contrasenya 12345678 per accedir-hi, es configura el port
sèrie i el gestor de paquets UDP.
2. Ens quedem a l'espera de que qualsevol usuari ens enviï un missatge UDP amb la
cadena de caràcters “hi”. 
3. Si algun dispositiu ens envia aquest string, enregistrarem la seva IP i li retornarem un
caràcter “K” a mode de notificació de rebuda. A partir d'ara només atendrem dades
que provinguin d'aquesta IP, d'aquesta manera creem un  sistema robust enfront
d'atacs de denegació de servei19. Si no es processa de cap manera cap missatge
que provingui d'altres fonts, no es podran anular el servei.
4. En aquest punt ja tenim emparellat un dispositiu en el nostre sistema, tot missatge
provinent de la IP que ha quedat enregistrada serà retransmès pel port  sèrie.  De
manera anàloga, tot missatge rebut pel port sèrie serà enviat en forma de paquet
UDP cap a la IP del client.
El codi final sencer es pot trobar en l'Annex 3 – Codi del mòdul intermediari de comunicació.
5.3.4. Tests per verificar el sistema de comunicació
El procès de gravar un binari en el mòdul ESP8266 és bastant lent, doncs s'envien binaris
d'una mida relativament gran (l'ultima versió és de 260 KB) mitjançant el port sèrie, amb un
baudrate20 de 9600 bps que és el que es recomana fer servir per aquest procès. Per tal de
minimitzar el temps necessari per poder deixar una versió final i funcional de comunicació,
s'havia de poder rebre el màxim d'informació útil de cada assaig. 
El desenvolupament del codi del ESP8266 va tenir dos fases amb dos sistemes de test
diferents, la primera fase era sense la placa de desenvolupament discovery i la segona ja la
integrava. En aquesta primera versió es va fer un mode de debugg en el codi del ESP8266
19 També conegut amb les sigles DoS (Denial of Service) és un tipus d'atac que consisteix en la saturació del
port encarregat de rebre i/o enviar missatges.
20 És un valor que fa referència al número de bits per segon que un medi és capaç de transmetre.
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que mostrava missatges de control per veure si ens havíem connectat al sistema o no, si
s'havia rebut un missatge per part del client, etc...
En la segona fase el que es pretenia era començar a integrar aquest nou sistema de control
en l'entorn del STM32F407, per anar descartant possibles problemes. Es va desenvolupar
un codi senzill en C que realitzava un eco del que rebia pel port sèrie, de manera que si
jo em connectava a la xarxa del iSense i enviava un missatge, tenia que rebre aquest mateix
missatge. 
Els enviaments de missatges UDP cap al mòdul ESP es feien mitjançant l’eina NetCat que
està  disponible  per  a  ser  descarregada  en  els  repositoris  oficials  d’Ubuntu.  Per  enviar
missatges es feia servir la comanda:
nc -l -u 192.168.4.1 5566
Els arguments d’aquesta comanda especifiquen que es vol actuar com a client UDP per 
enviar missatges i també per poder rebre la resposta que es pugui retornar per part del 
servidor. També especifiquen que el protocol que es farà servir serà UDP, així com l’adreça i 
el port de la interfície a la qual volem enviar els missatges.
En aquesta darrera fase es va haver de crear un caràcter sentinella per poder definir a on
acabava el missatge, ja que el codi del ESP8266 envia les dades que rep pel port sèrie
caràcter a caràcter i no com una seqüència de caràcters encadenats, el que es coneix com a
nom d'string.
Un  caràcter  sentinella  vol  dir  un  símbol  qualsevol,  el  qual  podem  assegurar  que  mai
apareixerà en cap missatge rebut o enviat, que delimita els caràcters que formen part del
missatge. 
Per exemple, Si jo vull enviar el missatge hello world en un sistema que envia missatges de
diferents mides, per tant mai pot saber-ne la mida del missatge que està transmetent, el que
es farà serà pactar un caràcter com aquest  ! que farà la funció de caràcter sentinella. El
posarem al final del nostre missatge hello world ! i quan la iteració que va enviant caràcter a
caràcter arribi a aquest sentinella, sabrà que tot el missatge ha sigut enviat.
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5.3.5. Diagrama de flux del programa de comunicació
Figura 17: Diagrama de flux del sistema de comunicació
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5.4. SISTEMA PRINCIPAL DE CONTROL
En aquest apartat s'expliquen en profunditat tots els canvis que es van haver de fer en el
programa que executa el STM32F407, així com tots els passos que es van realitzar per fer
l'adaptació d'un sistema de comunicació a un altre.
5.4.1. Introducció al sistema principal de control
En aquest punt ja tenim el mòdul ESP-01 preparat per fer-se servir en aquest nou sistema
de comunicació. Ara tocava modificar el projecte principal per tal de que la comunicació cap
a l'exterior de la plataforma robòtica passes de fer-se via cable USB connectat al CN5 de la
placa, a fer-se mitjançant el protocol USART de qualsevol dels perifèrics disponibles a la
placa.
Va ser una feina costosa, en la que van intervenir moltes hores d'estudi i d'anàlisis per poder
determinar la manera més adequada de començar a modificar coses. Com a principal punt
de suport vaig tenir dos grans eines:
• Compilador GCC per ARM  : la manera en la que vaig fer el canvi en el projecte va ser
fonamentalment  forçant  el  compilador  a  que  em  retornes  missatges  d'error.
D'aquesta manera vaig poder resoldre totes les dependències necessàries perquè el
programa principal deixés de fer servir els mòduls d'USB i passes a utilitzar l'USART.
Aquest  procés  s'explicarà  millor  en  l’apartat  5  .4.2.  Modificant  el  projecte  del  
STM32F407.
• Control de versions GitHub  : durant gran part de la carrera ja havia fet servir aquest
software  per  realitzar  els  treballs,  de  manera que  ja  estava familiaritzat  amb les
gràcies de fer servir un sistema de versions. En aquest projecte en concret, ha sigut
clau  utilitzar-lo,  ja  que  en  diverses  ocasions  vaig  veure'm  en  la  necessitat  de
recuperar  versions  anteriors,  quan  necessitava  tornar  a  l'últim  punt  estable  del
programa.  En  l'apartat  6.  ORGANITZACIÓ  EN  EL  CONTROL  DE  VERSIONS
explicaré amb més detall com s'ha organitzat el sistema de control de versions en
aquest projecte.
5.4.2. Modificant el projecte del STM32F407
En aquesta fase del projecte es van realitzar canvis tant en sistema de fitxers del projecte
com en el codi. A continuació es llisten les tasques que es van dur a terme en l'ordre que es
van realitzar.
1. El primer que es va fer va ser crear un nou projecte a partir del original per poder
tenir un backup en el cas crític que necessités tornar al principi.
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2. En aquest nou projecte es van treure les llibreries USB OTG i USB DEVICE. El que
es va fer va ser crear una nova carpeta  discartedModules  per anar ficant tots els
mòduls i llibreries que no volguéssim tenir en el procés de compilat. 
A l'executar el procés de compilat, que passava per un MakeFile21, el compilador ja
donava  moltíssims  errors  de  referències  a  variables,  estructures  i  definicions
desconegudes per ell, doncs ja no apareixien en cap mòdul que estigues inclòs en el
procés de compilat.
3. Es van treure tots  els  mòduls que  tenien alguna dependència amb amb les
llibreries d'USB. En aquest punt el nombre d'errors s'havia reduït molt, doncs ara els
únics problemes eren per part dels mòduls principals del projecte, els quals cridaven
a funcions d'alguns d'aquests mòduls descartats.
4. En aquest punt vaig trobar oportú comentar tota línia de codi que estigués donant
problemes, entre aquestes línies teníem: 
• Crides a funcions d'inicialització de mòduls que feien servir la comunicació USB
per algun motiu.
• Crides a funcions de la llibreria d'USB des del programa principal main.
• Definició i inicialització en el programa principal, de variables de tipus definits en
mòduls  descartats.  Quasi  totes  eren  structs22 definides  en les  capçaleres  de
mòduls de les llibreries USB.
• Utilització de definicions de tipus  #define creades en capçaleres de mòduls de
les llibreries USB.
5. Avaluar tota línia comentada per començar a tenir clar quin tipus de modificacions
s'hauria de fer en el programa per tal de fer el canvi de sistema de comunicació. 
En aquest punt el compilador ja generava un objecte que nosaltres podíem gravar en
el STM32F407, es clar que era inútil fer això ja que el programa que gravaríem no
era, ni de lluny, el programa que volíem tenir executant-se.
6. Redefinir funcions que treballaven amb USB de tal manera que fessin exactament
el mateix que estaven fent fins ara, però interactuant amb l'USART. Per fer-ho de
manera organitzada,  es va crear  un nou mòdul  al  projecte  que es  va anomenar
redefines  i  estava destinat  a encabir  tota funció,  definició  o variable  que fos una
redefinició d'alguna altre que hagues sigut descartada.
21 Make és una eina de gestió de dependències que ajuda a definir el procès de compilat i muntatge del fitxer
executable o programa.
22 És una agrupació de variables, sota un mateix nom, per crear un únic bloc de memòria. D'aquesta manera
habilitem una crida única a una variable que en realitat en son moltes d'agrupades. És el més semblant a un
objecte que té el llenguatge C.
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En aquest punt va ser clau l'anàlisi previ, en el qual vaig poder arribar a la conclusió
de  que  només  era  necessari  modificar  3  funcions  i  la  resta  ja  funcionaria
correctament. Aquestes 3 funcions eren, de les que es feien servir en el programa,
les que interactuaven de manera més intima amb el perifèric USB. 
Aquestes funcions són USB_SendMsg, USB_ReceiveMsg i USB_BUILD_REPLY_HEADER.
En els següents apartats explicaré el procediment de redefinició que es va dur a terme en
cadascuna d’elles. Aquestes funcions passarien a ser anomenades de la mateixa manera
substituint USB per USART.
5.4.2.1. Redefinició de la funció USB_SendMsg
Aquesta és la funció que posava en marxa la màquina d'estats d'enviament del sistema
USB. Fonamentalment, el que feia era calcular el byte de redundància, copiar les dades a un
buffer de sortida, afegir-li el byte, que el protocol del sistema i-Sense té definit com a EOF
(End of File) i enviar aquestes dades per l'USB. 
Aquesta funció va ser molt  fàcil  de redefinir,  ja que pràcticament només es va haver de
canviar  la crida que es feia a la funció de la llibreria  USB, encarregada de començar la
transmissió,  per  una funció  de la  llibreria  de perifèrics  que fa  l'enviament  pel  port  sèrie
USART.
Les dades que es reben per a ser enviades són de tipus TMsg. Aquest tipus de dades són
una  struct  creada per aquest projecte. Aquesta estructura personalitzada té dos coses, la
primera és una llista de integer per encabir totes les dades que es volen enviar, així com per
recollir totes les dades que es reben. La segona és una variable integer anomenada lenght i
serveix per saber exactament la longitud de les dades.
5.4.2.2. Redefinició de la funció USB_ReceiveMsg
Aquesta  funció  és  la  que  ha  sigut  més  conflictiva a  l'hora  de  realitzar  la  redefinició.
Inicialment feia servir un mòdul anomenat fifo, que modelava un buffer de tipus First In First
Out per treballar amb l'USB. S'havia creat un sistema que recepció i enviament per USB que
treballava conjuntament amb aquest mòdul de  buffer. Aquesta estructura semblava massa
complicada de redefinir, a més a més el mòdul USART ja implementa de manera nativa un
buffer de tipus FiFo per la recepció de dades.
La dificultat ha estat en tot l’estudi realitzat per veure si el fet de no fer servir aquest sistema
FiFo afectaria al funcionament final del sistema. També era un punt crític el comportament
que havia de tenir aquesta funció, ja que les funcions que reben dades poden ser de dos
maneres molt diferents, les que bloquegen l’execució del programa i les que no ho fan. 
Veure si la funció que hi havia fins aleshores, feta per llegir del buffer  de recepció del port
USB, era bloquejant o no, resultava difícil doncs s’havia de veure a base de raonament. En
aquest cas va ser deduïble per dos factors:
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• Ni en la pròpia funció, ni en les funcions a les que es cridaven hi havia cap while ni
cap  for(;;;).  Aquest  no és un motiu  amb el  que assegurar  que la  funció  no serà
bloquejant, ja que l’USB molt possiblement treballi amb interrupcions, les quals no es
criden directament.
• En el programa principal, tot just després de fer la crida a la funció que rep dades per
l’USB es crida a una funció anomenada LED_SM. Analitzant aquesta funció es veu
que el sistema necessita cridar-la constantment, ja que és la que fa possible una
intermitència en un LED, que es fa servir per tenir un feedback de que el programa
s’està executant i no ha quedat aturat en cap punt. Cada vegada de que es crida
aquesta funció s’actualitza el  temps que ha passat entre crida i  crida i  passat un
determinat  temps,  es  canvia  l’estat  del  LED.  Si  la  funció  de rebre dades fes  un
bloqueig del programa principal, aquesta funció LED_SM no es cridaria quasi mai i
no tindria sentit.
La  nova  funció  que  es  va  crear  a  partir  de  la  redefinició  de  USB_ReceiveMsg  va  ser
implementada de diferents maneres, va anar canviant segons els tests anaven funcionant
millor o pitjor. 
Primerament, es va redefinir la nova funció per que no bloqueges el programa principal. Vaig
pensar en fer-la així, ja que l'USB no bloquejava el programa però quan rebia dades les
rebia totes en la mateixa crida a la funció, aquest comportament seria difícil de replicar fent
servir el USART. Concretament, el que feia la funció quan treballava amb l'USB era:
1. Es crida la funció de rebre per l’USB, aquesta retornarà ‘1’ o ‘0’ en funció de si s’ha
rebut o no informació.
2. Si s’han rebut dades la funció ha retornat ‘1’,  el programa principal ja sap que la
variable de tipus TMsg que s’ha passat com argument ara conté l’últim missatge que
s’ha rebut.
En canvi,  si  parlem d’una comunicació  a traves de l’USART,  el  procediment per tenir  el
mateix comportament que amb l’USB és el següent:
1. Es crida la funció de rebre dades per USART, serà una funció que retornarà ‘1’ o ‘0’
però en aquest cas es retornarà ‘1’ si la crida a la funció que comprova la integritat de
les dades rebudes no ha trobat cap error.
2. A dins de la  funció  estarem en un  while  que comprovarà una variable  booleana,
aquesta variable només es posarà a true quan es rebi un EOF (End Of File).
3. A  dins  d’aquest  while  executem  LED_SM  i  desprès  la  funció  que  interactua
directament amb la llibreria de USART per llegir una dada del  buffer en el cas que
s’hagi rebut. La funció LED_SM només s’ha hagut d’enganxar tal qual en el mòdul
redefines.
4. Si  es  rep  una  dada,  s’afegeix  a  l’struct  TMsg  rebuda  com  a  paràmetre,  també
s’incrementarà la variable lenght d’aquesta estructura.
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5. En el moment que es rep una dada que és equivalent al EOF definit per el sistema,
posem la variable a true i d’aquesta manera la funció podrà acabar.
6. En el programa principal ens trobem, com ja passava quan treballàvem amb l’USB,
amb l’estructura TMsg plena de les dades que hem rebut.
Com acostuma a passar en el món de la programació, les coses es poden fer, normalment,
de moltes maneres. Aquest últim procediment descrit també es podia  fer d’un altre manera i
aconseguir que la funció no realitzes bloqueig del programa principal. Això és el que es va
fer finalment, la funció redefinida es va modificar per que no fos bloquejant, ja que es van
trobar  eines  a  la  llibreria  de  l'USART  que  ens  permetien  tenir  un  comportament  molt
semblant a com es feia amb l'USB. En concret la funció que comprovava si el  buffer  de
recepció del USART era buit,  amb aquesta funció es va crear l'estructura descrita en el
diagrama de la funció USART_ReceiveMsg.
5.4.2.3. Redefinició de la funció USB_BUILD_REPLY_HEADER
En aquesta funció  no es va haver de realitzar absolutament cap canvi.  Només es va
crear una funció redefinida en aquest mòdul de redefinicions per un tema de correctesa en el
nom de la funció, ja que de no haver creat aquesta  redefinició  hagués hagut de cridar a
aquesta funció pel nom de USB_BUILD_REPLY_HEADER. Recordem que les funcions que
treballen amb l'USB,  en aquest  punt,  ja  són totes a dins de mòduls que es troben a la
carpeta discartedModules, que és una carpeta que no es té en compte a l'hora de compilar
el projecte.
5.4.3. Tests per verificar les modificacions en el sistema de control
Hi han dos grans tipus de llenguatges de programació, els interpretats i els compilats.  Els
interpretats,  com per  exemple  Python,  utilitzen un interpret  en comptes d'un compilador,
aquest també és un  software  que acaba compilant el codi que li escrius per convertir-lo a
llenguatge màquina, però  la seva peculiaritat és que realitza aquest procès per cada
comanda que es llegeix.  D'aquesta manera es pot tenir molt  més control  del que fa el
nostre programa en tot moment.
En els llenguatges compilats, com per exemple C, realitzen el procès de compilació amb
tot el codi que té el nostre programa. D'aquesta manera s'obté un binari amb tot el nostre
codi, posat de manera que el dispositiu pel qual estem realitzant la compilació l'entengui i el
pugui executar.
Quan es treballa amb un llenguatge compilat, és pot tenir molta informació de com s'està
executant  el  nostre  codi  i  quin  valor  tenen  les  variables  en  tot  moment.  Aquesta
característica permet obtenir molta informació quan es realitzen els tests de funcionament
del programa.
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En el nostre cas, però, el llenguatge amb el que s'ha creat el programa que executarà el
microcontrolador STM32F407 és de tipus compilat, això vol dir que  sovint és impossible
saber certes coses de l'execució com ara bé quins valors tenen les variables en cada
moment. 
Aquest fet dificultava molt poder verificar que el programa redefinit funcionaria correctament,
a més a més no teníem encara implementada l'altre part del sistema, el control mitjançant
MATLAB.
El  que es va fer  va ser implementar  el  test  que s'havia fet  en l'apartat 5.3.4.  Tests per
verificar el sistema de comunicació en el programa principal que s'havia redefinit. L'única
diferència significativa era que aquest nou sistema no treballava amb llistes de caràcters,
com ho féiem quan verificàvem el sistema de comunicació, sinó que treballava amb l'struct
TMsg. 
Es va poder comprovar que el sistema continuava fent bé l'eco i que per tant les funcions
redefinides aconseguien rebre i enviar dades pel port sèrie, el sistema principal de control
funcionava correctament amb el sistema intermediari de comunicació.
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5.4.4. Diagrames de flux de les funcions redefinides
5.4.4.1. Diagrama del USART_SendMsg
Figura 18: Diagrama de flux de la funció que envia per l’USART
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5.4.4.2. Diagrama del USART_ReceiveMsg
Figura 19: Diagrama de flux de la funció que rep per l’USART
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5.5. CONTROLADORA DE LA PLATAFORMA I-SENSE 
Aquesta va ser l’última part del treball, un cop havia modificat el comportament del programa
de control  del  robot,  només faltava modificar  el  sistema que es va crear amb MATLAB.
Aquest  sistema,  que  realitzava  la  comunicació  amb  el  robot,  mitjançant  unes  llibreries
escrites en C++ que interactuaven amb el port USB, s’havia de modificar per tal de que la
comunicació  es  fes  mitjançant  paquets  UDP,  més  informació  sobre  aquest  protocol  a
l’apartat 10.4. Annex 4 – Protocol UDP/I  P  .
5.5.1. Introducció al sistema de control
En el treball de fi de grau realitzat per un ex alumne de la universitat, es va agafar una
plataforma robòtica creada per STMicroelectronics i es va crear tot un sistema informàtic que
permetia controlar-la i obtenir dades, m’entres el robot realitzava la trajectòria que se li havia
programat. 
En el present treball de fi de grau no existeix la necessitat de modificar el codi de MATLAB,
doncs no defineix la manera en la que ens comuniquem, només defineix la interactuació
amb el robot i també realitza tots els càlculs i acaba generant els resultats. El que si que s’ha
de modificar és la llibreria que MATLAB fa servir per la comunicació amb el robot, doncs
aquesta llibreria realitza la comunicació mitjançant l’estàndard USB amb el dispositiu que
estigui connectat a l’ordinador, a través del COM que windows genera. 
Amb el nou sistema que s’ha creat en aquest treball de fi de grau, el que s’ha d’aconseguir
és connectar l’ordinador, que ha de tenir connectivitat wifi, a una xarxa local generada per el
s  istema  intermediari  de  comunicació  .  D’aquesta  manera  podrem  rebre  i  enviar  paquets
mitjançant  el  protocol  UDP/IP cap a l’ESP-01 que sabem que sempre tindrà la  mateixa
adreça, ja que és aquest dispositiu qui crea la xarxa i al estar actuant com a router, sempre
tindrà l’adreça gateway per defecte.
Quan estava plantejant aquest apartat, per veure quines modificacions s’haurien de fer i de
quina manera les faria, van sortir diversos camins possibles a seguir. Escollir-ne un o un
altre venia condicionat principalment per l’accés al codi font. Si podia accedir al codi font,
podria modificar-lo i generar una nova llibreria redefinida per mi per tal de que MATLAB en
fes us. Si pel contrari aquest codi font no es podia aconseguir, pel motiu que fos, aleshores
existien  altres  camins  més complicats  i  menys  elegants  sota  el  meu punt  de  vista.  En
l’apartat  5.5.3.Primers plantejament del nou sistema de control s’explicarà amb més detall
aquests diferents plantejaments.
Finalment, vaig tenir la sort de poder accedir al codi font de la llibreria que realitzava la
comunicació pel port USB, la qual era un projecte que havia estat creat amb Visual Studio,
cosa que em va fer haver de familiaritzar-me amb aquest entorn de programació.
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5.5.2. Preparant l’entorn per poder modificar la llibreria
Abans de poder ficar-me de ple amb l’anàlisi de la llibreria, els seus mòduls i el seu codi,
vaig haver de realitzar una sèrie de passos per poder accedir a aquest projecte, doncs en un
moment inicial només tenia una carpeta a on hi havia una estructura de carpetes que jo no
entenia, ja que mai havia treballat amb aquest tipus de projectes i no s’assemblen massa a
la configuració de carpetes amb les que treballem a la universitat. Per preparar l’entorn es
van seguir els següents passos:
✔ Crear una partició al disc dur de tipus ntfs per instal·lar-li windows 7.
✔ A aquesta partició se li va instal·lar Visual Studio 2018 i també Matlab 2015b. No vaig
instal·lar l’última versió de Matlab perquè la llibreria que es va crear treballava amb
l’arquitectura x86 i la versió de 2015 és la més nova que incorpora una versió per
aquesta arquitectura de processament.
✔ És va instal·lar software complementari que ajudava a les tasques de test i també en
la fase de desenvolupament. Van ser dues eines, un client UDP per enviar i rebre
dades per la xarxa i també un programa, per a windows 7, amb el que poder emular
virtual COM(s).
✔ Es va instal·lar  un complement  de MATLAB per  la  compilació  de C/C++.  Va ser
necessària perquè MATLAB pogués executar les crides a les funcions de la llibreria.
✔ Un cop vaig poder obrir el projecte en l’IDE Visual Studio, a l’hora de fer una primera
build  del  projecte  per  veure  si  tot  estava  bé,  vaig  trobar-me  amb  errors  en  la
compilació. Aquesta llibreria té mòduls que serveixen per definir funcions que podran
ser cridades des de MATLAB. El problema era en la configuració del projecte, ja que
el path a on Visual Studio anava a buscar l’executable de MATLAB no era el mateix
que a on el meu ordinador tenia MATLAB, ja que havia canviant la versió i per tant
també el nom del path.
Un cop preparat l’entorn de desenvolupament, ja es podia executar el programa de MATLAB
sense que donés cap error d’execució. Només es queixava de que no podia trobar cap port
obert. 
Figura 20: Logo dels software fets servir
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5.5.3. Primers plantejament del nou sistema de control
En el moment de modificar aquesta part del projecte i-Sense, així com va passar abans en el
Plantejament  inicial,  es  van buscar  diferents maneres de resoldre  el  problema i  es van
intentar  a  dur  a  terme  les  que  fossin  viables,  en  els  següents  apartats  detallaré  cada
proposta que vaig intentar dur a terme.
5.5.3.1. Sistema de comunicació a partir de objectes UDP de MATLAB
Un cop preparat l’entorn, es podia començar a desenvolupar la primera idea que es va tenir.
Aquesta  idea  era  crear  una  capa  de  comunicació  per  sobre  de  tot  el  sistema
desenvolupat, de manera que el sistema seguiria treballant de la mateixa manera sense que
jo hagués de modificar ni una sola línia de codi. 
Aquesta metodologia de desenvolupament és la que he intentat mantenir, en la mesura del
possible,  en tot  el  sistema que he anat desenvolupant.  Sempre he intentat  respectar al
màxim el treball previ realitzat per altres persones anteriorment. 
En la Figura 21   es pot veure un diagrama del sistema que es pretenia crear.
Figura 21: Diagrama del sistema de comunicació fet amb objectes UDP de MATLAB
Com es pot veure, aquesta nova capa es posaria per sobre de tot el sistema, creant una
comunicació wireless invisible des del punt de vista del sistema. La manera en la que tenia
pensat  muntar aquesta nova capa era  emulant un virtual COM  perquè el  programa de
MATLAB s’hi connectes. Aquest virtual COM emulat aniria vinculat a un altre emulació de
virtual COM que seria el que estigués escoltant el nostre sistema de comunicació. 
Des del punt de vista del nou sistema de comunicació via protocol UDP/IP, s’estaria actuant
sobre un COM del sistema operatiu totalment diferent del COM que estaria interactuant amb
el procès de MATLAB. En la Figur  a 22   es representa com hauria de quedar el nou sistema
de comunicació.
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Figura 22: Diagrama de la capa de comunicació feta amb objectes UDP de MATLAB
Aquesta capa de comunicació que es volia implementar podria haver sigut realitzada de
múltiples  maneres,  fent  servir  diferents  llenguatges  de  programació.  Es  va  optar  per
MATLAB ja que s’havia estudiat, en el plantejament d’aquest apartat, com fer la comunicació
UDP amb llibreries natives d’aquest software i ja tenia algun programa de test realitzat amb
el que poder començar a desenvolupar aquesta capa.
Aquesta idea no va acabar implementant-se, doncs a mesura que avançava en el seu
desenvolupament  vaig  veure  que,  lluny  de  fer-ho  més  senzill  i  organitzat,  ho  estava
complicant  molt  tot  i  afegia  passos  previs  que  no  tenien  perquè  ser  necessaris.  Els
problemes que estava tenint són els següents:
• L’única manera que vaig trobar d’emular els virtual COM, així com de enllaçar-los
entre  ells,  va  ser  fent  servir  software  de  tercers  (instal·lats  a  l’apartat  Preparant
l’entorn  per  modificar  la  llibreria).  Haver  de fer  servir  el  Free Virtual  Serial  Ports
suposava realitzar uns passos previs abans d’executar el sistema de control de
la plataforma robòtica. Si no podia crear els COM mitjançant algun script que el propi
sistema pogués cridar, aquesta solució no resultaria gens elegant.
Vaig  demanar ajuda a un company del  treball,  que està molt  familiaritzat  amb el
sistema  operatiu  windows,  em  va  dir  que  no  coneixia  cap  llibreria  del  sistema
operatiu amb el que poder crear virtual COM, ja que aquests els genera  windows
quan estableix comunicació amb algun dispositiu USB o sèrie. Hem va insinuar que
el que pretenia fer no tenia molt sentit, doncs el principi d’un virtual COM és poder
comunicar-se amb dispositius connectats a la màquina, no tractar-los com si fossin
processos del sistema operatiu.
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• Amb l’ajuda del  Free Virtual Serial Port  es va poder desenvolupar un sistema que
enviava i rebia dades usant el protocol UDP. Es van crear dos objectes UDP, un que
s’utilitzaria per enviar i l’altre per rebre. D’aquesta manera aconseguiríem tenir una
comunicació full-duplex. 
Per separats, els dos mòduls funcionaven bé, quan només actuava l’objecte emissor
els missatges s’enviaven així com quan només funcionava el receptor es rebien els
missatges que s’enviaven, a travès client UDP instal·lat. No obstant,  quan es volia
un sistema complert amb múltiples objectes UDP actuant al mateix moment la
recepció fallava, no vaig trobar cap informació al respecte en la documentació de
MATLAB.
Es va intentar fer el mateix sistema amb un únic mòdul UDP que envies i revís la
informació,  però  la  funció  que  proporciona  MATLAB  per  rebre  informació
aturava l’execució del programa, així que no podia realitzar la transmissió fins que
no es rebés paquets UDP abans. No vaig trobar suport per realitzar la recepció de
manera que no bloqueges el programa. 
5.5.3.2. Modificació basada en hardware del sistema de comunicació
Aquesta va ser, sens dubte, la idea més simplista i menys elegant que vaig tenir. No la vaig
dur a terme perquè em semblava massa obvia i desprès de tot el projecte que havia estat
desenvolupant vaig considerar-la com una mala finalització del treball.
Consistia  en fer servir  el mateix FTDI que no havia pogut solucionar-me el problema en
l’Intent d’utilitzar mòdul FTDI per crear un enllaç amb la placa STM32F4Discovery a través
d’un  altre dispositiu  ESP-01 actuant  com a client  de l’altre  ESP-01 que actuaria  com a
server, generant la xarxa iSense. D’aquesta manera el sistema que havia muntat fins ara
tindria un port sèrie amb el que comunicar-se, el qual enviaria les dades cap a una antena
wifi feta amb el microcontrolador ESP8266 cap al mòdul intermediari de comunicació. En la
Figur  a 23   es pot veure un diagrama representatiu d’aquesta idea.
Figura 23: Diagrama del sistema creat amb mòdul FTDI i ESP-01
Teòricament, aquesta solució havia de solucionar tot aquest apartat del projecte. No se si hi
hagues hagut algun problema amb la viabilitat d’aquesta solució, doncs no la vaig acabar
implementant.  La vaig deixar  com a  última opció per  si  no  aconseguia  solucionar  el
problema d’una manera més elegant.
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5.5.4. Modificació de la llibreria del sistema de control
5.5.4.1. Introducció i tasques realitzades
El  tutor  va donar resposta afirmativa a la  petició  que havia  realitzat,  per  veure si  podia
accedir al codi font de la llibreria que estava cridant MATLAB. Va ser tot un punt d’inflexió en
aquesta part del projecte, doncs havia sigut la meva primera opció des del principi. Tot el
procès que estava desenvolupant amb els objectes UDP era la meva segona opció, que
estava sent desenvolupada a l’espera de rebre (o no) el codi font de la llibreria.
Al poder accedir a aquest codi, vaig poder plantejar una solució molt més elegant que la
d’afegir  software  de tercers i una nova capa de comunicacions. Aquesta solució hauria de
poder modificar el comportament del sistema de control de la plataforma i-Sense sense la
necessitat d'afegir mòduls d'alt nivell per sobre del sistema i/o nou hardware innecessari.
En un principi, modificar la llibreria semblava una feina inviable degut a la seva complexitat.
Estava davant d’una estructura basada en capes, les quals es tornaven cada cop de més
baix nivell segons s’anava avançant en el codi. 
La capa que estava a sobre de tot, la de més alt nivell, no realitzava cap interactuació amb
el port sèrie, sinó que es definien una sèrie de funcions, les quals podien ser cridades per
MATLAB. Aquestes funcions cridaven altres funcions d’altres capes de més baix nivell, que a
la vegada cridaven altres funcions de més baix  nivell.  Finalment  s’acabava executant  la
funció  pertinent  del  driver  de comunicació  amb el  port  USB del  sistema operatiu.  En la
Figura 24 tenim representada l’estructura per capes de la llibreria.
Figura 24: Estructura de capes feta a la llibreria de comunicació sèrie
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L’anàlisi,  novament,  va  ser  la  solució.  Es  cert  que  l’estructura  del  projecte  era  bastant
complexe però, tal i com va passar en el Sistema principal de control, només necessitava
modificar  dues  funcions  per  realitzar  el  canvi  de  sistema  de  comunicació.  Aquestes
funcions eren,  del  mòdul  de més baix  nivell,  la  d’enviar  i  la  de rebre.  Si  podia  fer  que
aquestes funcions es comportessin igual que ho feien abans, però realitzant la comunicació
mitjançant el protocol UDP/IP, podria crear de nou la llibreria DLL23 redefinida per mi.
En aquesta ocasió no seria tan senzill  com quan vaig redefinir  les funcions del  Sistema
principal  de control perquè treballessin amb l’USART, doncs les funcions d’enviar  i  rebre
d’aquesta llibreria eren força més complicades, a més a més s’havia d’afegir un nou objecte
de la classe UDP per a C++ que havia de reemplaçar al objecte  serial  que hi havia fins
aleshores. Es van seguir els següents passos:
1. Primer de tot, es va crear un projecte buit amb el Visual Studio i un programa simple
per provar aquest  objecte UDP.  Vaig  poder  veure com s’inicialitzava i  a  quines
funcions s’havien de cridar per enviar i rebre dades. 
2. Un  cop  tenia  feta  una  API  simple  d’aquest  objecte  per  poder-la  fer  servir  en  la
llibreria,  vaig  localitzar quines eren les dues funcions que havia de modificar.
Per veure quines eren aquestes funcions, vaig agafar la primera crida que es feia des
de MATLAB a la llibreria DLL com a referència. Es tracta d’una funció que realitza un
ping a la placa STM32F4Discovery per veure si hi ha connexió. Vaig  fer servir com
a  referència  un  ping perquè,  per  definició,  és  l’expressió  més  simple  de
comunicació que sol tenir implementat un sistema, com més simple fos la funció a
estudiar, més senzill seria d’entendre-la i poder començar a redefinir-la. 
Resseguint  totes  les  crides  que es  van realitzant  des de que MATLAB invoca la
llibreria, vaig veure les dues funcions finals de més baix nivell. Aquestes eren Write i
Read,  les  dues  treballaven  amb  un  objecte  serial  que  es  creava  a  la  llibreria
CcomPort_noQt.
3. El següent pas era crear l’objecte UDP que ofereix C++ amb la llibreria winsock2.
S'havia de crear de manera que pogués conviure amb el projecte. En aquest punt
inicial de modificacions, es va optar per no anul·lar la part serial que hi havia feta.
4. Un cop tenia definit i inicialitzat l’objecte UDP perquè es connectes com a client amb
el mòdul ESP-01, vaig començar a afegir codi en les funcions write i read per tal
de fer-hi treballar l’objecte UDP. El sistema seguiria funcionant, per el moment, amb
un virtual  COM que  jo  mateix  crearia  amb el  Free  Virtual  Serial  Port,  d’aquesta
manera podia assegurar que el sistema seguiria funcionant i jo, en paral·lel, podria
muntar el sistema de comunicació wireless amb UDP. La redefinició de les llibreries
estan explicades amb detall a l'apartat 5.5.4.2. Redefinint el codi de la llibreria.
23 De l’anglès Dinamic Link Library, és el terme amb el que es refereix als arxius amb codi executable que es
carreguen sota la demanda d’un programa per part del sistema operatiu.
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5. Segons anava realitzant canvis en la llibreria DLL, anava provant el funcionament del
sistema.  Vaig haver de solucionar diferents problemes en la fase d'adaptació
del  protocol  UDP.  El  principal  problema que vaig  tenir  va ser  que hi  havia una
diferència de funcionament a l'hora d'interpretar les dades. Fins ara el mètode
d'enviament de missatges per UDP a mode de test, havia estat realitzat amb el client
UDP i  també amb NetCat.  En ambdós casos,  el missatge s'envia com un únic
paquet, per tant el sistema de comunicació, que s'havia estat implementant, rebia un
únic paquet UDP amb el missatge sencer.
En la controladora de la plataforma i-Sense que s'estava desenvolupant, la funció
d'enviar  dades  mitjançant  el  protocol  UDP/IP  enviava  el  missatge  caràcter  a
caràcter. Es va decidir aquest tipus d'enviament per tal de que el nou sistema de
comunicació s'assembles a una comunicació serial. Aquesta diferencia va donar lloc
a múltiples errors, sovint difícils d'entendre. 
La solució va ser canviar la manera en la que es rebien les dades en el sistema
intermediari  de  comunicació.  Es  va  passar,  de  tenir  una  única  crida  a  la  funció
encarregada  de  rebre  pel  port  UDP,  que  rebia  tot  el  missatge  sencer  i  desprès
l'enviava caràcter a caràcter pel port USART, a tenir una crida per caràcter rebut.
D'aquesta manera es feia la retransmissió, caràcter a caràcter, pel port USART.
6. Vaig  aconseguir  que  el  sistema  realitzés  el  ping  correctament,  era  la  prova  de
concepte que indicava que el sistema, finalment, aconseguia comunicar-se.  Ja podia
anul·lar tota la comunicació serial de la llibreria. El que vaig fer va ser comentar
tota  la  inicialització  de  l'objecte  serial i  també  donar  els  valors  adequats,  a  les
variables que feia servir  la llibreria,  per tal  de que no es produís cap error  en el
sistema. Ara ja podia deixar d'emular un port COM en el sistema operatiu, ja que
aconseguia que la comunicació es realitzes mitjançant el protocol UDP/IP. 
7. En aquest moment tenia el  ping  executant-se correctament, però  el programa de
MATLAB es quedava aturat i donava un error en l'execució, que provocava el
tancament forçat del programa per part del sistema operatiu. 
Visual Studio implementa un sistema de debugg in run time que serveix per poder,
donat un error per part de MATLAB, o de qualsevol altre programa que estigui fent
servir una llibreria creada amb Visual Studio, obrir el IDE de manera que aquest dona
informació sobre quin ha estat l'error i es pot arribar a veure quins valors tenen les
variables en el moment que s'ha produït aquest error. Mitjançant aquesta eina vaig
poder  entendre que  el  problema esdevenia  per culpa d'un  valor  erroni  en la
variable que definia la longitud que tenia el missatge.
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Investigant sobre quines podien ser les causes d'aquest error, vaig veure que tenia
un error en la funció USART_SendMsg del  Sistema principal de control pel qual no
estava donant correctament el valor de longitud dels missatges que enviava pel
port USART cap al mòdul ESP-01, si la longitud d'aquests era senar. 
Donava la casualitat de que el missatge que es transmetia com a resposta a un ping
per part del sistema te un valor de longitud parell.
5.5.4.2. Redefinint el codi de la llibreria
Aquesta  tasca  va  ser  fonamental  en  el  desenvolupament  del  canvi  de  sistema  de
comunicació. La llibreria que actua com a controladora de la plataforma i-Sense incorpora, a
part de tots els mòduls que actuen com a driver per enviar i rebre dades a través del USB,
tot el codi necessari perquè la plataforma robòtica i l'ordinador puguin comunicar-se, a partir
d'una mena de protocol que es va dissenyar i que ambdues parts han de seguir.
El primer que es va fer va ser estudiar la classe que C++ ofereix per realitzar comunicacions
amb UDP/IP. La classe es pot trobar a dins de  winsock2 i es diu socket. És una llibreria que
es pot fer servir per crear sockets24 que poden ser tant per protocol TCP/IP com per UDP/IP.
El motiu pel qual s'ha fet servir UDP i no TCP és que el sistema, creat per la comunitat del
ESP8266 i explicat en l'apartat  5.3.2.Programant el ESP – 01, no dona suport per establir
comunicació  via  TCP/IP.  Existeix  una  llibreria  per  realitzar  comunicació  asíncrona  amb
aquest protocol però no pot fer-se servir amb el mòdul ESP – 01.
A continuació s'expliquen els punts claus d'aquesta classe estructura de  sockets  que es
creen en C++ a partir de la llibreria winsock2.
• Inicialització  :  és el  moment en el  que es defineixen aspectes vitals  perquè pugui
funcionar la comunicació, el codi creat per inicialitzar la comunicació UDP ha sigut:
 Capçalera:
1  /***************************************************************************/
2 /*             Definim  totes  les  variables  per l'UDP                   */
3 /***************************************************************************/
4 const char* srcIP     = "192.168.4.2";
5 const char* destIP    = "192.168.4.1";
6 int         localPort = 5566;
7 sockaddr_in dest; // struct que defineix l'adreça de destí dels paquets
8 sockaddr_in local; // struct que defineix l'adreça local a on es rebran
9 SOCKET      s; // objecte que es farà servir per les comunicacions
24 En aquest context, un socket és un concepte abstracte pel qual dos programes poden intercanviar qualsevol
flux de dades, generalment de manera fiable i ordenada. Si es fa servir  socket  UDP no es tenen aquestes
característiques,  però  és  més  ràpid  i  simple.  Només és  necessiten  les  adreces  IP que  identifiquen  les
interfícies en la xarxa i els ports, que identifiquen el procés a dins el sistema operatiu.
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 Programa:
1 /***************************************************************************/
2 /*         Aqui inicialitzarem tota la configuració per l'UDP              */
3 /***************************************************************************/
4 // Objecte que necessita el sistema operatiu per inicialitzar
5 WSAData data;
6 // Defineix la versió de socket que farà servir data
7 WSAStartup(MAKEWORD(2, 2), &data); 
8 // Variables que contindran les direccions IP local i destí
9 ULONG *srcAddr = new ULONG; 
10 ULONG *destAddr = new ULONG;
11 /* Configurem l'adreça IP local a partir de l'adreça definida a      *
12  * la capçalera    */
13 inet_pton(AF_INET, srcIP, srcAddr);
14 local.sin_addr.s_addr = *srcAddr;
15 local.sin_port = htons(localPort);
16 local.sin_family = AF_INET; // necessari per al sistema operatiu
17 /* Configurem l'adreça IP local a partir de l'adreça definida          *
18  * a la capçalera    */
19 inet_pton(AF_INET, destIP, destAddr); 
20 dest.sin_addr.s_addr = *destAddr;
21 dest.sin_port = htons(localPort);
22 dest.sin_family = AF_INET;  // necessari per al sistema operatiu
23 // Inicialitzem en mode UDP l'objecte de tipus SOCKET
24 s = socket(AF_INET, SOCK_DGRAM, IPPROTO_UDP);
25 // Fem la connexió del socket amb l'adreça local que haurà d'escoltar
26 bind(s, (sockaddr *)&local, sizeof(local)); 
27 /***************************************************************************/
• Modificació del codi  Write  : la funció write servia, en un principi, per enviar dades pel
port USB. En aquest projecte s'ha redefinit aquesta funció afegint codi al final de la
funció i comentant les línies del antic codi que podrien generar errors d'execució si no
tinguéssim la plataforma robòtica connectada pel port USB. El codi resultant ha sigut
el següent: 
1 int CComPort::Write(unsigned char *Buffer, int NumToWrite, int *NumWritten)
2   {
3       int ret; // mantenim la variable que es fa servir com a exit code
4 
5     /* Les seguents linies es comenten per esquivar els problemes de       *
6      * donarien al no tenir la plataforma robòtica connectada per USB      */
7     //DWORD Len;
8       //ret = WriteFile(hCom, Buffer, NumToWrite, &Len, 0);
9
10     /* NumWritten ha de mantenir-se perquè s'espera que aquesta funció     * 
11      * li dongui un valor, es farà en el nou procediment mitjançant UDP    */
12      //*NumWritten=Len;
13       //return ret; 
14     /***********************************************************************/
15     /*                   Aqui afegeixo l'enviament per UDP                 */
16     /***********************************************************************/
17     char delimiter = '\n'; //és el caràcter que posarem com a final de msg.
18
19     /* enviem, caràcter a caràcter, tot el buffer de sortida que se li     *
20      * passa  a la funció com argument    */
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21     for (int i = 0; i < NumToWrite; i++) 
22     {
23       char c = Buffer[i]; 
24       sendto(s, &c, 1, 0, (sockaddr *)&dest, sizeof(dest)); }
25     // finalment, enviem el caràcter delimitador
26     sendto(s, &delimiter, 1, 0, (sockaddr *)&dest, sizeof(dest));
27     /***********************************************************************/
28
29     /* aquí ja hem enviat el missatge sencer, ara queda que aquesta        *
30      * funció retorni els valors que s'esperen per suposar que             *
31      * l'enviament ha sigut un éxit    */
32     *NumWritten = NumToWrite; 
33     return 1;
34   }
• Modificació del codi   Read  : la funció read servia, en un principi, per rebre dades del
port USB. En aquest projecte s'ha redefinit aquesta funció afegint codi al final de la
funció i comentant les línies del antic codi que podrien generar errors d'execució si no
tinguéssim la plataforma robòtica connectada pel port USB. El codi resultant ha sigut
el següent:
1 int CComPort::Read(unsigned char *Buffer, int NumToRead, int *NumReceived)
2 {
3   /* La seguent línia es comenta perqué ara ja no es crida a la funció     *
4    * Open al iniciar, per tant donaria com a resultat false i fallaria     */
5      //if (!Opened()) return 0; 
6 
7   /*************************************************************************/
8   /*               Aqui van els canvis per treballar amb UDP               */
9   /*************************************************************************/
10   /* rebem la longitud total de l'estructura socket d'entrada, necessari   *
11    * per poder rebre paquets, no se ben bé perqué...       */
12   int fromlen = sizeof(struct sockaddr_in);
13   
14   /* comprovem si hi ha una dada per rebre, en cas afirmatiu la llegim     * 
15      del socket UDP i la retornem mitjançant el buffer    */
16   char c;
17   if(recvfrom(s, &c, 1, 0, (sockaddr *)&dest, &fromlen) > 0){
18     Buffer[0] = c;
19     *NumReceived = 1; // Si s'ha llegit dada, retornarem 1
20   }
21     else *NumReceived = 0; // Si no s'ha llegit res, un 0
22   /*************************************************************************/
23   
24   /* En qualsevol cas, s'ha de retornar sempre 1 perquè un 0 com a         *
25    * resultat en aquesta funció volía dir un problema amb la connexió      */
26   return 1; 
27 }
El fet de que es realitzi la lectura caràcter a caràcter no és arbitrari , va suposar
un punt d'inflexió, ja que al programar-lo d'aquesta manera va començar a funcionar
la comunicació. El perquè, el trobem en l’anàlisi de la funció que crida el sistema
quan MATLAB està esperant rebre dades per part del robot, la funció  ReadFrame.
Aquesta  funció  incorpora  un  infinite  loop que  només  pot  aturar-se  si  es  rep  el
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caràcter  EOF o  si  la  funció  cronòmetre  que  té  aquesta  llibreria  controladora  es
disparà.  D'aquesta  manera  tenim  un  timeout  per  tal  de  que  no  quedi  aturat  el
programa de manera indefinida. En aquesta funció només s'ha modificat la verificació
de si està obert el port USB, tota la resta està intacte. El codi amb l’anàlisi realitzat el
podem veure a continuació.
1 int CcomPort::ReadFrame(  unsigned char  *Buffer, 
2      int  MaxDim, 
3 int  *FrameAvailable, 
4 double  MaxWait)
5 {
6   // Definició de variables, el CCronometer serveix per generar el timeout
7   CCronometer Crono; 
8   int i, k, stopCounter;
9   double CurrentTime;
10
11   // if (!Opened()) return 0;
12
13   /* Es verifica que no es desitgi rebre un missatge més llarg que  la     *
14    * longitud màxima que s'ha definit per els missatges    */
15   if (MaxDim>FBufferMaxLen) return 0;
16
17   /* FrameAvailable és l'apuntador que servirà en el sistema per saber si  *
18    * s'ha rebut una dada, o si del contrari ha saltat un timeout    */
19   *FrameAvailable=0;
20
21   // Inicialitzem les variables necessàries per la següent iteració
22   i=0;
23   stopCounter=0;
24   Crono.Reset();
25
26   while (1) { // infinite loop, acabarà al rebre o al passar-se el temps
27     CurrentTime=Crono.CurrentTime();  // llegim el valor del cronòmetre
28
29     /* Llegim del socket, si ens fixem veiem algun aspecte clau del        *
30      * comportament d'aquesta funció ReadFrame:    *
31      *   - Com a Buffer es passa una posició FbufferLen d'un Fbuffer,      *
32      *     que és un unsigned *char.    *
33      *   - Com a NumToRead es passa el valor de caràcters que resten per   *
34      *     omplir el buffer de recepció, es a dir, sempre serà el màxim    *
35      *   - Com a NumReceived passem l'adreça a un integer que desprès    *
36      *     sumarem al index de Buffer que voldrem llegir    *
37      * Aleshores, el que s'està fent es omplir un buffer de recepció       *
38      * fins a la seva màxima longitud permesa o fins a rebre EOF.           *
39      * 
40      * Com que el sistema intermediari de comunicació creat sempre envia   *
41      * les dades caràcter a caràcter, a la funció Read llegim un únic    *
42      * caràcter i k sempre valdrà 1    */
43        if (!Read(&FBuffer[FBufferLen], FBufferMaxLen-FBufferLen, &k)) return 0;
44           FbufferLen+=k;
45
46    /* Tota la part que queda de la funcó no ha sigut crítica, no l'he      *
47     * hagut       *
48     * d'analitzar molt en profunditat. Es pot veure com es busca rebre     *
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49     * l'EOF  o veure si ens hem passat de la longitud màxima permesa.      *
50     * En el moment que es rep el EOF s'afegeix al missatge rebut,          *
51     * es posa a 1 el FrameAvailable i es retorna un 1, això últim és       *
52     * important ja que la funció de més alt nivell que cridi a ReadFrame   *
53     * està esperant aquest valor per veure que s'ha realitzat la lectura   *
54     * correctament    */
55            while (i<FBufferLen) {
56              if ((FBuffer[i]==FEndOfFrame) || (i>=(MaxDim-1))) {
57                if (i==0) {
58                  FBufferLen--;
59                  memcpy((char *)FBuffer, (char *) &FBuffer[1], FBufferLen);
60                } 
61           else {
62                  i++;
63                  memcpy((char *)Buffer, (char *) FBuffer, i);
64                  Buffer[i+1]=FEndOfFrame; // afegim EOF al final del buffer
65                  *FrameAvailable = 1;
66                  memcpy((char *)FBuffer, (char *) &FBuffer[i], FBufferLen-i);
67                  FBufferLen-=i;
68                  return 1;
69                }
70                } else {
71                    i++;
72                }
73            }
74            if (CurrentTime>MaxWait) {
75                stopCounter++;
76                if (stopCounter>=10) {
77                    return 1; // Ha saltat el Timeout
78                }
79            }
80        }
81        return 1;
82    }
5.5.5. Script d’inicialització realitzat amb MATLAB
5.5.5.1. Introducció
En el nou sistema de comunicació que estava creant, el programa escrit amb MATLAB no
s’havia  de  modificar,  ja  que  no  definia  en  absolut  la  manera  en  la  que  ens
comunicàvem, sinó únicament cridava funcions de la llibreria per enviar i rebre dades.
El que si que s’ha hagut d’afegir ha sigut un script escrit en el llenguatge de MATLAB per ser
executat al començament de tot el procès. Aquest programa simple que vaig crear, serveix
per establir la comunicació amb el  sistema intermediari de comunicació. En el cas de no
poder-se comunicar amb el dispositiu ESP-01 per qualsevol motiu, aquest script té un codi
de retorn que farà que el programa principal no s’executi. 
La comunicació amb l’ESP-01, tal i com s’ha explicat en l’apartat 5.3.3.Codi que executa el
mòdul de comunicació, requereix d’un primer missatge concret per realitzar l’enllaç amb el
client. Aquest enllaç és el que es realitza en aquest script d’inicialització.
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El primer que es va fer, va ser  investigar quina mena de suport donava MATLAB per
aquest  tipus de protocol.  Es va trobar  una classe nativa del  propi  llenguatge  i  també
scripts fets per desenvolupadors independents que feien, encara més fàcil, la interactuació
amb aquest tipus de missatges. No em va semblar necessari implementar aquests scripts, ja
que en la seva execució cridaven a unes classes del llenguatge de programació java i vaig
optar per deixar-lo com a últim recurs. 
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En el moment que s’inicialitza un objecte UDP, el programa MATLAB modela aquest objecte
com si fos un fitxer. Aquest sistema de treball està molt orientat al mètode que fa servir Linux
per accedir als perifèrics, ja que és el mateix principi, veure des del punt de vista del sistema
operatiu tots els ports d’entrada/sortida com a fitxers.
Un  cop  hem creat  l’objecte,  l'accés  es  realitza  mitjançant  les  mateixes  funcions  que  si
l’objecte  fos  d’un  altre  tipus,  per  exemple  serial.  D’aquesta  manera  MATLAB  pot  crear
funcions genèriques que funcionaran correctament amb diferents tipus d’objectes. 
5.5.5.2. Enviant i rebent dades amb UDP des de MATLAB
MATLAB té una classe nativa que permet enviar i rebre dades mitjançant aquest protocol, a
continuació explicaré com es realitza la interactuació amb aquesta classe i posaré exemples
que es basen en el treball realitzat.
• Inicialitzador  : és la funció que es crida quan es vol crear un objecte de la classe UDP.
En aquesta crida és on s’ha de configurar l’adreça IP i el port a on s’enviarà i/o es
rebran dades. També hi altres variables útils que ens proporciona la llibreria UDP i
que es poden definir en el moment de la inicialització. Per exemple, en aquest cas
concret s’ha definit el port local a on es volen rebre les dades. El fet de saber el port,
a on les dades serien rebudes per part del mòdul ESP-01, ha sigut fonamental per
poder realitzar el test amb el client UDP instal·lat a l’apartat 5.5.2.P  reparant l’entorn  
per poder modificar la llibreria. 
Es realitza una única crida a aquesta funció en el procés d’inicialització del programa,
la línia de codi és la següent: 
u = udp(‘192.168.4.1’, 5566, ‘LocalPort’, 5566)
En aquesta línia de codi el que estem configurant és un objecte UDP que enviarà tota
dada que li escrivim a l’adreça 192.168.4.1 de la xarxa, al port 5566. 
En aquesta adreça haurem de tenir el mòdul ESP-01 escoltant la comunicació. 
També definim el port local que aquest objecte escoltarà per quan llegim les dades 
que rebrem.
• Obrir la connexió  : és una funció genèrica de Matlab anomenada fopen, serveix per
obrir connexió a fitxers, ports sèrie, UDP, etc... És una funció que s’ha d’executar
indispensablement abans de poder fer servir la connexió per llegir i/o escriure. 
Si en el moment de la inicialització s’hagues introduït un port que el sistema operatiu
ja  estigues  fent  servir,  la  crida  a  la  funció  inicialitzadora  no  es  queixaria,  doncs
l’adreça i el port són correctes en format, però aquesta funció que obre la connexió si
que donaria error.
La línia de codi en concret és la següent:
fopen(u)
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• Enviar dades  : la funció per enviar dades és  fwrite,  novament estem parlant d’una
funció  genèrica  que,  un  cop  hem obert  la  comunicació,  ens  permet  escriure  en
l’objecte com si es tractés d’un fitxer. La crida es realitza passant dos paràmetres, el
primer és l’objecte al que volem escriure. El segon paràmetre serà una matriu 1 x N
amb tots els N valors que volem enviar. La línia de codi que fem servir a l’script és la
següent: 
    fwrite(u, [ 'h', 'i' ])
• Rebre dades  : la funció de MATLAB encarregada de la lectura de l’objecte UDP és 
fread. Aquesta funció només requereix com a paràmetre l’objecte sobre el que es vol 
realitzar la lectura i retorna com a resultat un vector 1 x 3 amb els següents tres 
valors:
◦ El valor 1 x 1: l’he anomenat res perquè és el missatge que es rep, per que la 
inicialització hagui sigut exitosa aquest valor ha de ser un caràcter ‘K’.
◦ El valor 1 x 2: l’he anomenat c, ja que és el valor integer que informa del nombre 
de caràcters (o bytes, si no estem parlant d’un missatge de text) que s’han rebut 
del procès de lectura.
◦ El valor 1 x 3: anomenat msg, és el missatge que ens retornarà MATLAB en el 
cas de que hagui hagut algun error en la lectura. Aquest missatge aportarà 
informació útil del motiu de la fallada. 
La crida realitzada en el codi és la següent:
    [res, c, msg] = fread(u);
• Tancar la connexió amb l’objecte  : és la funció que s’haurà de cridar quan ja no es 
vulgui interactuar més amb l’objecte UDP que s’ha creat. És necessari executar 
aquest procés de finalització per tal de deixar el port lliure. Així desprès podem fer 
servir el mateix port durant tot el procès de control de la plataforma robòtica. El codi 
és el següent:
fclose(u)
• Mostrar missatges per la consola  : aquesta funció és important per poder imprimir el 
resultat de la connexió a la consola de MATLAB, així l’usuari sap si la connexió s’ha 
realitzat amb èxit o si del contrari hi ha hagut algun error. Les línies de codi a on fem 
servir aquesta funció són les següents:
        disp('Connected to ESP8266')
        disp('Error on ESP8266 connection')
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5.6. INTEGRACIÓ DEL SISTEMA AMB LA PLATAFORMA
5.6.1. Introducció a la fase d’integració
Arribats a aquest punt, el sistema de comunicació estava desenvolupat, testejat i funcionava
correctament.  Encara  no  s’havia  treballat  amb  la  plataforma  robòtica  i-Sense,  només
s’havien fet servir els mòduls STM32F4Discovery i el ESP – 01 per crear la comunicació.
Un cop la part principal d’aquest treball havia sigut realitzada, ara tocava provar d’integrar tot
el treball fet en la plataforma final, que hauria de quedar exactament de la mateixa manera
que la vaig rebre, exceptuant el sistema de comunicació que ara es faria sense fils.
La fase d’integració  han sigut  totes les tasques realitzades per tal  de muntar,  cablejar  i
provar el robot i-Sense amb tot el nou sistema de comunicació desenvolupat en aquest TFG.
5.6.2. Integrant el nou sistema de comunicació amb la plataforma robòtica
5.6.2.1. Cablejant la plataforma robòtica i-Sense
Quan el tutor de pràctiques em va proporcionar la plataforma robòtica, per aquesta última
part del meu treball de fi de grau, estava muntat amb un mòdul diferent del que jo havia estat
fent servir com a sistema principal de control. El departament de la universitat havia estat
realitzant proves amb diferents mòduls per estudiar altres maneres de controlar el robot.
També tenia un mòdul de potència diferent del que duia originalment la plataforma robòtica,
estic parlant del mòdul de l’apartat 3.1.3.Placa de control i alimentació dels motors MC33926
que s’encarrega de controlar la velocitat de gir de les rodes. En la següent Figura 25 es veu
el robot muntat amb un mòdul de la marca STMicroelectronics. 
Figura 25: Plataforma robòtica amb el mòdul de proves
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La primera tasca que vaig realitzar va ser canviar el mòdul que es veu a la imatge per el 
mòdul STM32F4Discovery amb el que havia estat treballant. El tutor em va subministrar uns 
documents amb unes taules que definien quins havien de ser els canvis en el cablejat per 
poder fer servir el mòdul discovery. En aquestes taules hi havien equivalències entre els dos 
mòduls en quant al cablejat.
El canvi d’un mòdul a l’altre era un punt delicat, doncs seria difícil tornar a tenir la 
plataforma com es veu en la Figura 25 si es procedia sense compte i alguna cosa sortís 
malament. Per tal de tenir ben localitzades les connexions i poder tornar-les al punt inicial en
cas de tenir problemes, el que vaig fer va ser enumerar els cables i escriure en la 
documentació quin número tenia cada cable. 
En al Figura 26 podem veure com va quedar el sistema en un principi. En aquest punt ja 
podia començar amb la fase d’integració.
Figura 26: Sistema robòtic cablejat i enumerat
Bàsicament, aquesta tasca d’integració consistia en executar el programa modificat en 
aquest treball però amb el mòdul principal de control connectat a tot el cablejat del robot. En 
aquest cablejat teníem:
• Alimentació del mòdul STM32F4Discovery, ja que la plataforma robòtica té una 
bateria de 12 V i també un 3.1.2.Mòdul d’alimentació STEVAL-ISA100V1 que ens 
estabilitza la tensió d’alimentació que la placa necessita per funcionar.
• Cablejat dels encoders25, el mòdul principal de control rep aquest cablejat com a 
entrada per poder llegir el gir que realitzen els motors.
25 En general, s’anomena encoder a qualsevol dispositiu o software que agafi una informació en un format i la
converteixi a un altre de diferent. En el context d’aquest treball, un encoder serien els dispositius que porten
els motors de la plataforma iSense per traduir moviment angular a impulsos elèctrics.
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• Cablejat de control dels motors, són tots els cables que van connectats entre el 
mòdul principal de control i els dos 3.1.3.Placa de control i alimentació dels motors 
MC33926. En aquest cablejat tenim l’alimentació dels mòduls, senyals de 
Enable/Disable i també la senyal PWM que genera el mòdul de control i que serveix 
per controlar dues variables dels motors:
▪ Velocitat de gir  , ja que el senyal PWM varia el duty cycle de la senyal que 
controla la marxa del motor. 
▪ Sentit de gir  , ja que la senyal PWM que generem pot ser bipolar i el mòdul de 
control dels motors és un pont en H26.
• Cablejat de comunicació amb el mòdul ESP – 01, són els cables d’alimentació i de
comunicació amb el mòdul del 5.3.SISTEMA INTERMEDIARI DE COMUNICACIÓ. 
En aquest cablejat tenim Vdd, GND, USART (Tx i Rx).
5.6.2.2. Modificant el codi de la plataforma robòtica i-Sense
Un cop  tenia  la  plataforma cablejada,  era  el  moment  d’executar  l’aplicació  amb el  nou
sistema de comunicació. En la integració va ser on es va acabar de polir el codi del mòdul
principal de control i la llibreria dll de la controladora de la plataforma.
Les primeres proves van desvetllar problemes importants en el codi, concretament hi
havia  un problema amb un mòdul  que jo  havia  descartat  prèviament  en l’apartat  5.4.2.
Modificant el projecte del STM32F407. Aquest mòdul és  stm32f4x_it.h  i  defineix totes les
interrupcions de les que disposa el MCU STM32F407.
Vaig haver de tornar a integrar-lo en el projecte, ja que el mòdul de control de motors fa ús
d’alguna  d’aquestes  interrupcions  per  realitzar  la  modulació  PWM amb la  que  regula  la
velocitat de gir dels motors. 
Un  cop  estava  integrat  tot  el  necessari  per  poder  fer  funcionar  el  robot,  l’execució  del
programa  principal  de  control  (apartat  5.5.  CONTROLADORA DE  LA PLATAFORMA I-
SENSE) avançava fins al punt de començar a fer l’streaming de les dades. Aquest punt
és el moment en el que el robot comença a realitzar les trajectòries que prèviament s’han
definit  i  a  enviar  dades que es corresponen  amb les  lectures  d’acceleració  que es  van
realitzant amb l’acceleròmetre.
Aquí va ser a on es van trobar els primers problemes, a continuació detallaré cada problema
i també com es va resoldre:
• Les rodes no giraven  , en aquest punt del programa ja haurien de començar a girar
els  motors per tal  de que el  robot  pugui  realitzar  les trajectòries predefinides.  La
solució va passar per unes proves que vaig realitzar amb el mòdul de control dels
26 És un circuit electrònic que generalment s’utilitza per permetre, a un motor elèctric de corrent contínua, girar
en ambdós sentits. El seu nom prové de la típica representació gràfica del circuit, que s’assembla a una ‘H’.
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motors,  posant  cada senyal  a la  tensió  adequada per  tal  de  que el  motor  girés.
Aquesta prova va resultar en un gir del motor, per tant vaig poder veure que hi havia
un problema amb el programa que controlava els motors.
No vaig perdre temps en revisar el codi, ja que vaig poder aïllar quin era el problema
principal,  la senyal d’enable  no s’estava fixant a la tensió adequada, la solució
més simple i ràpida va ser connectar-la directament a Vdd i forçar així que sempre
estigui habilitada, ja que no vaig veure que això pogués desencadenar problemes en
el sistema.
• MATLAB es bloquejava i donava un error d’execució  , aquest va ser un problema que
es va resoldre modificant la llibreria de la controladora. El que succeïa era que hi
havia un paràmetre en la crida d’una funció que configurava el  timeout  per la seva
execució, aquest valor estava molt baix. Al augmentar aquest valor a un parell de
segons va deixar d'aparèixer l’error, encara que MATLAB seguia bloquejant-se. 
En aquest punt jo no havia comprés encara el que estava succeint i pensava que
seguia bloquejat per culpa d’algun error amb la comunicació. No va ser fins que vaig
analitzar la part del  streaming  en l’script  de MATLAB, que no vaig entendre el que
estava passant. Al analitzar-lo a fons, vaig veure que era normal que el programa
no finalitzés l’execució, ja que es quedava en una iteració que anava llegint valors
procedents del  streaming fins a tenir-ne 100, un cop obtingudes aquestes mostres,
s’havien de generar les gràfiques amb tots els valors recavats. 
El problema era la velocitat, aquest sistema estava pensat per una comunicació
serial  mitjançant USB, ara el sistema de comunicació, meitat UDP/IP i l’altre meitat
USART, era moltíssim més lent i  per llegir  una dada s’estava molt més temps. Al
reduir el número de valors necessaris per generar les gràfiques el programa es va
executar correctament.
• Els  motors  no  s’aturaven  i  tampoc  s’aturava  l’streaming de  dades,  més
concretament, tota comanda que s’envies al sistema principal de control després de
que aquest comences amb l’streaming,  directament no s’executava. Aquest fet feia
que, al final del script, quan volíem aturar el robot i deixar-lo quiet i callat27.
Aquest  problema es degut  a una saturació  del  medi  de comunicació  en la  placa
STM32F4Discovery,  ja que en el  mode  streaming  s’instal·la  un temporitzador que
periòdicament  envia  informació  pel  port  sèrie.  Al  estar  tota  l’estona  enviant
informació, no aconseguim llegir correctament les dades que rebem.
La solució ha sigut aturar, durant el procès de lectura de dades, el temporitzador.
D’aquesta manera convertim en atòmic el procès de lectura de dades.
27 Aquesta  referència  s’entén  millor  si  sabem  que  vol  dir  que  «el  robot  realitza  un  streaming».  L’ordre
d’streaming fa que el robot entri en un estat d’enviament periòdic de dades cap a la controladora a través del
port USART i mitjançant el sistema intermediari de comunicació.
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6. ORGANITZACIÓ EN EL CONTROL DE VERSIONS
En el context d’aquest treball de fi del grau en enginyeria de sistemes TIC, el sistema de
control de versions ha servit per gestionar els diversos canvis que s’han anat produint
en el  projecte,  tant  a nivell  d’estructura del  projecte com de codi  en els seus mòduls i
llibreries. 
En aquest projecte s’ha fet servir el famós sistema gitHub. Aquest sistema és conegut per
ser  molt  potent  i  oferir  moltíssimes possibilitats  en quan a l’organització  i  control  de les
versions.
El  control  de  versions  ha  sigut,  també,  de  gran  ajuda  en  el  moment  d'explorar  noves
possibilitats, sobretot en el Plantejament inicial d'aquest treball de fi de grau, ja que treballar
amb control de versions dona molta seguretat a l’hora de provar maneres diferents de
desenvolupar un projecte. Si arriba un moment en el que es vol tornar endarrere es poden
descartar tots els canvis realitzats des de l’últim punt en el que es va guardar28 el projecte.
De la mateixa manera, quan s’arriba a un punt del desenvolupament en el que hem assolit
algun objectiu, podem guardar tots els canvis realitzats per poder tornar a aquest punt en
qualsevol moment que ho necessitem o simplement veure les diferències que hi han entre
versions per veure que s’ha modificat. 
En aquest sentit, les branques (branch) han sigut de molta utilitat per agrupar i encapsular
els diferents treballs que s'han realitzat. S’han creat dos branques per poder agrupar els dos
desenvolupaments principals d’aquest projecte i poder pujar-los en paral·lel,  FW  i  SW en
referència a la part Firmware i Software d’aquest projecte.
El desenvolupament del Firmware del projecte ha sigut tot el treball realitzat en el Sistema
intermediari  de  comunicació i  el  Sistema  principal  de  control.  Per  un  altre  part,  el
desenvolupament  del  Software  ha  sigut  tot  el  relacionat  amb  la  Controladora  de  la
plataforma i-Sense i tota la part de MATLAB que es va desenvolupar en aquell apartat.
28 En la gerga dels sistemes de control de versions,  guardar el punt en el que es troba el projecte en aquest
moment s’anomena commit. Fer un commit és afegir els últims canvis, tots o de manera parcial, al repositori
del control de versions.
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7. ASPECTES A MILLORAR EN FUTURES VERSIONS
En aquest treball de fi de grau, s’ha desenvolupat un sistema de comunicació sense fils per
un projecte robòtic creat fa uns anys, amb l’ajuda del departament d’electrònica i robòtica de
l’EPSEM (Escola Politècnica Superior d’Enginyeria de Manresa).
Finalment, el sistema  wireless  ha sigut implementat per substituir l’antiga comunicació via
cable USB. S’ha fet servir el protocol UDP/IP per enviar i rebre missatges a través d’una
xarxa LAN compartida entre el robot i l’ordinador que l’està controlant.
Malgrat que el sistema funciona correctament, hi han certs punts i aspectes millorables que
enumeraré a continuació:
7.1.1. Mètode d’enviament byte a byte
El mètode d’enviament i de rebuda de les dades és caràcter a caràcter, això vol dir que si
el sistema vol enviar un missatge que consta de 10 bytes, incloent el caràcter sentinella
EOF, el seu enviament es farà amb 10 paquets UDP. 
Quan es fa servir un protocol UDP/IP o TCP/IP, el fet d’enviar una informació comporta que
no  només  enviem les  dades  que volem transmetre  sinó  que  també s’afegeix  una
capçalera amb tot d’informació que el sistema pot necessitar. 
Si consultem  l’annex   4   – Protocol UDP , veurem en la  taula 2 com és aquesta capçalera,
quines dades té i també la seva longitud. Veurem que la longitud és correspon a l’enviament
de  5  grups  de  camps  per  32  bits  que  té  cada  grup.  Un  total  de  20  bytes  entre
pseudocapçalera i la capçalera.
El sistema que hem creat te problemes d’eficiència en aquest aspecte, doncs per enviar un
missatge amb 10 bytes s’envien 200 bytes de capçalera. Val dir que aquest enviament es
realitza amb tasses de transferència molt més altes que amb el protocol USART. Segons un
estudi realitzat per la comunitat,  el  mòdul ESP – 01 és capaç de transmetre de manera
continua a 338 KB/sec durant llargs períodes de temps. Si realitzem un càlcul ràpid podem
veure el temps que ens comportarà enviar la capçalera de cadascun d’aquests paquets de
dades és irrisori per la majoria d’aplicacions.
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No obstant, aquest és un punt que es podria millorar, doncs el protocol admet paquets
de longituds molt més llargues que un únic byte, de manera que podríem agafar totes
les dades, ficar-les en un  buffer  de sortida i un cop les tinguéssim totes, crear un únic
paquet  UDP  amb  totes  aquestes  dades.  En  la  part  del  sistema  intermediari  de
comunicació, s’haurien de rebre aquestes dades com a un únic paquet UDP i anar-les
enviat de manera sèrie, byte a byte cap al sistema principal de control.
7.1.2. Configuració DHCP
En el sistema que s’ha creat, s’ha de connectar un ordinador a la xarxa iSense que crea
el sistema intermediari de comunicació. Quan s’estableix aquesta connexió el mòdul ESP-
01  assigna  una  IP  a  l’ordinador,  client  d’aquesta  xarxa  LAN.  Durant  tot  el
desenvolupament  del  projecte,  la  IP que el  servidor  DHCP ha donat  a  l’ordinador
sempre ha sigut la mateixa i amb aquesta IP s’ha treballat. 
En la controladora de la plataforma robòtica, quan es configura l’objecte UDP que es farà
servir per la comunicació, s’ha d’introduir l’adreça IP que té l’ordinador en aquesta xarxa.
Per defecte sempre s’ha rebut l’adreça 192.168.4.2 i amb aquesta adreça s’ha configurat.
Malgrat  que  mai  s’ha  tingut  cap  problema,  es  contempla  la  possibilitat  de  que  el
servidor DHCP assigni una IP diferent a la 192.168.4.2, ja sigui per decisió del servidor
o per la existència d’algun altre client connectat en el moment de la connexió. Tenir una IP
diferent comportaria problemes en la comunicació, ja que la llibreria de la controladora no
realitzaria una correcte comunicació amb el sistema intermediari de comunicació. 
Jo he consultat diverses pàgines de la comunitat ESP8266, a part de la documentació
oficial de la llibreria que es fa servir per Arduino en aquest projecte. No he trobat enlloc
que es pugui forçar la IP assignada per el servidor DHCP. 
En futures versions,  s’hauria de poder seleccionar la IP des de la interfície gràfica de
MATLAB, així com es feia abans amb el port de comunicació. Això passaria per modificar
la interfície gràfica i també els arguments amb els que MATLAB crida les funcions de la
llibreria. També s’hauria de modificar la llibreria per tal de que la IP fos una variable que
s’assignés quan es rebessin aquests arguments per part de MATLAB.
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8. CONCLUSIONS
Les valoracions del projecte de final de grau són molt positives, ja que durant tot el procés
he pogut ampliar molt tots els coneixements i aptituds obtinguts durant la carrera. 
Ha sigut  molt  enriquidor  a nivell  personal,  pel  fet  de que he pogut  desenvolupar  tot  un
sistema de comunicació des de zero, tenint en compte els requisits del projecte original ja
desenvolupat  i  havent  de  prendre  decisions  estructurals  que  marcaven  la  direcció  del
projecte. 
Penso que ha sigut un projecte d’enginyeria pura, doncs en un principi només teníem un
problema  i  el  que  s’ha  fet  ha  sigut  plantejar  tota  una  serie  de  solucions,  quedant-nos
finalment amb la que millor s’adaptava al sistema.
Desitjo  que  aquest  projecte  pugui  ser  continuat  algun  dia  per  alguna  de  les  futures
promocions, amb l’ajuda d’aquest document i del codi modificat que pertany a la universitat.
Han quedat algunes manques en el sistema nou de comunicació que es poden solucionar.
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10. ANNEXOS
10.1. Annex 1 – Pinout de la placa STM32F4Discovery
Figura 25: pinout de la placa STM32F4Discovery
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10.2. Annex 2 – Estàndard USB
L'estàndard USB (Universal Serial Bus) va ser tota una revolució. Va néixer com un 
estàndard d'entrada / sortida de mitja i alta velocitat que va permetre connectar dispositius 
que fins aleshores requerien d'una targeta especial per poder treure'ls  tot el rendiment. 
També va suposar la unificació de tots els connectors en un de sol quan fins aleshores 
cada fabricant treia el seu producte amb un connector propi incompatible amb la resta.
Ens ha facilitat molt la vida a nivell general, ja que quasi bé tots els dispositius que es 
fabriquen avui en dia compleixen aquest estàndard i això assegura que podrà haver 
comunicació entre dispositiu i qualsevol port USB. No cal dir que tots els ordinadors que 
es fabriquen avui en dia porten incorporats diversos ports USB.
OTG ve de les sigles amb anglès On The Go i és una extensió de la norma USB 2.0 que 
permet als dispositius USB tenir major flexibilitat en la gestió de la interconnexió. Si el 
dispositiu té implementat aquest tipus de USB, aquest podrà entre d’altres coses:
• Reproduir audio digital.
• Actuar com a host, fet que faria possible per exemple connectar-hi una memòria 
USB, un ratolí, un teclat, etc ...
Un exemple d’aplicació podria ser el dispositiu de la següent Figura 26 a on podem veure 
una unitat d'emmagatzemament de dades que incorpora dos connectors diferents, podent 
connectar-lo amb USB 3.0 a qualsevol ordinador o amb el connector micro USB a un 
smarphone mitjançant el protocol OTG.
Figura 26: Unitat Mass Storage amb doble connector
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10.3. Annex 3 – Codi del mòdul de comunicació
 1 #include <ESP8266WiFi.h>
 2 #include <WiFiClient.h>
 3 #include <WiFiUdp.h>
 4 
 5 /* En les primeres fases del desenvolupament, es va fer servir aquesta        *
 6  * definició per imprimir missatges de test i saber si es connectava      *
 7  * correctament el client      */
 8 #define DEBUG false
 9 
10 /* Configuració de la xarxa */
11 const char *ssid = "iSense";
12 const char *pass = "12345678";
13 unsigned int localUdpPort = 5566;
14
15 /* Definició de les variables del programa */ 
16 char incomingPacket[255];
17 String message = String("");
18 boolean conn = false;
19 WiFiUDP Udp;
20 IPAddress clientIP;
21
22 void setup() {
23 delay(1000); // Filtrem possibles interferències a l'arrencada
24 Serial.begin(9600);
25   if(DEBUG){
26   Serial.println();
27   Serial.print("Configuring access point...\n\r");
28   }
29 /* Inicialitzem la xarxa */
30 WiFi.softAP(ssid, pass);
31 IPAddress myIP = WiFi.softAPIP();
32   if(DEBUG){
33   Serial.print("AP IP address: \n\r");
34   Serial.println(myIP);
35   }
36 /* Inicialitzem l'objecte UDP */
37   Udp.begin(localUdpPort);
38 }
39 
40 void loop() {
41   int packetSize = Udp.parsePacket(); // llegim el # de paquets rebuts
42   if(Serial.available() && conn){
43     /* Si hi han dades pendents de llegir pel port sèrie i tenim client, llegim  *
44      * un únic caràcter i l'enviem en forma de paquet UDP                */
45     char c = Serial.read();
46     sendUDP(c, clientIP);
47     if(DEBUG){
48      Serial.print("Sending message to ");
49       Serial.println(clientIP);
50     }
51   }
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52   if (packetSize){ 
53     /* Si hem rebut paquets UDP que provenen del únic client que podem      *
54      * tenir emparellat, enviem un a un els caràcters del paquet.                    *
55      * len sempre valdrà 1 pel métode en el que s'envien les dades des          * 
56 * de MATLAB          */
57     int len = Udp.read(incomingPacket, 255);
58     if (len > 0){
59       if(conn){
60         if(compareIP(Udp.remoteIP(), clientIP)){
61           for(int i = 0; i<len; i++){
62             Serial.write(incomingPacket[i]);
63           }
64         }
65       }
66       else{
67  /* Si no hi ha connexió però si que hi han dades d'entrada per UDP,       *
68        * comprovem si el missatge d'entrada correspon a hi per realitzar        *
69        * l'emparellament. Aquest consisteix en guardar els valors d'IP del       *
70        * disp. que envia el missatge, a més de posar a true la variable             *
71        * de connexió      */
72         if(incomingPacket[0] == 'h' && incomingPacket[1] == 'i'){
73           if(DEBUG){
74             Serial.printf("Client connected: ");
75             Serial.println(Udp.remoteIP());
76           }
77           conn = true;
78           clientIP = Udp.remoteIP();
79           sendACK(clientIP); // enviem l'ACK al client
80         }
81       }
82     }
83   }
84 }
85 
86 void sendACK(IPAddress r){
87 sendUDP('K', r);
88 }
89 
90 void sendUDP(char c, IPAddress r){
91     // Enviem un paquet UDP amb el caràcter
92     Udp.beginPacket(r, localUdpPort);
93     Udp.write(c);
94     Udp.endPacket();
95 }
96 
97 boolean compareIP(IPAddress a, IPAddress b){
98   if(a[3] != b[3]) return false;
99   else return true; 
100 }
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10.4. Annex 4 – Protocol UDP/IP
El protocol UDP (User Datagram Protocol) és un protocol que actua en la capa de transport
del model OSI29 i està basat en l’intercanvi de datagrames. 
A diferència del protocol TCP/IP, aquest protocol permet l’enviament de datagrames a travès
de la xarxa sense que sigui necessari  establir  prèviament una connexió,  ja que el  propi
datagrama incorpora informació del direccionament en la seva capçalera.
Tampoc té confirmació ni control de flux, aquest és el motiu pel qual existeix el risc de que
els  missatges no  es  rebin  en l’ordre  en el  que s’envien.  Tampoc  se sap si  han arribat
correctament ja que no hi ha confirmació d’entrega.
El  seu  ús  es  principalment  per  aplicacions  que  requereixen  d’una  alta  velocitat  de
transmissió, com per exemple l’streaming de àudio i vídeo, doncs el TCP és més segur però
també molt més lent.
bits 0 – 7 8 – 15 16 – 23 24 – 31
0 Direcció d’origen
32 Direcció de destí
64 Ceros Protocol Longitud UDP
96 Port d’origen Port de destí
128 Longitud del missatge Suma de verificació
160 Dades
Taula 2: Capçalera Figura 27: model OSI
29 De  l’anglès  Open  System  Interconnection,  és  un  model  de  referència  per  els  protocols  de  la  xarxa
d’arquitectura per capes, creat en el 1980 per la organització Internacional d'estandardització.
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