Such experiments have often been implemented with custom hardware and software systems, but with FTAP they can be specified by a simple ASCII text parameter file. FTAP is available at no cost in source-code form.
FTAP is not the first experimental package with the ability to implement some of the above experiments, but it may be the first program that can implement all of them, and it is almost certainly the first freely available open-source distribution to do so.
The basic design of FTAP is shown in Figure 1 . MIDI messages are read from an input device (typically an electronic musical keyboard); these are referred to as "Keystroke"
events. The data may be transformed (e.g., delayed or altered in pitch) and are then sent to a MIDI output device (a tone generator); these are called "Feedback" events. In addition, FTAP can generate its own MIDI output data (e.g., metronome or pacing tones, or pregenerated fixed sequences); these are called "Metronome" events. These three event types are identified in the output file by the corresponding letters 'K', 'F' and 'M'.
FTAP is particularly strong in the following areas:
1. Feedback manipulation: Auditory responses to keystrokes can include time delays, pitch alterations, and free combination of delay and pitch alterations.
2. Flexibility: FTAP's behavior can be changed during a trial based on the metronome beat number, keystroke number, or elapsed time. One simple example is stopping the metronome at a specific beat for a synchronization/continuation task; a more complex case is the perturbation of the auditory feedback to one specified keystroke.
3. Sequence generation: A repeating rhythmic metronome or pacing signal (up to a 20 beat cycle) can be programmed. Patterns based on sounded and silent beats, tone length, pitch, and loudness (or any combination of these) are all possible. Perturbations can be specified without the need to prepare a file containing the entire stimulus sequence.
4. Configurability: FTAP experiments are controlled by an ASCII text file that specifies the values for a well-defined set of parameters; this file specifies many aspects of an experiment that would usually be done by low-level programming. FTAP has a total of about 45 parameters, although 20 or fewer suffice for most experiments. high level capabilities such as trial ordering. However, it is limited in the area of auditory feedback control and it is not flexible in changing behavior mid-trial. Another alternative, the commercial program "Max", has been used for tapping and music experiments with great success by Repp (Repp, 1999a (Repp, , 1999b (Repp, , 2000 ; see Winkler (1998) (Mates, 1990) . Finally, Collyer, Boatright-Horowitz, and
Hooper (1997) have used a commercial MIDI sequencer for data collection and stimulus presentation, although this involved a fairly simple experiment without feedback manipulation.
The organization of this paper is as follows: The first section describes some aspects of MIDI that are central to FTAP's implementation. Next, FTAP's parameterized approach to specifying an experiment is described. The following section provides a complete example:
a working input file with 13 parameters describing a simple synchronization/continuation experiment. The output file format is then described, followed by a list of some more specialized and advanced capabilities of FTAP. Finally, there is information about computer configuration and the availability of FTAP.
MIDI Overview
MIDI is a standard protocol for communication between electronic musical instruments, and between those instruments and computers; MIDI is compatible with a wide range of commercial keyboards and tone generators. Psychologists' use of MIDI has been documented in more detail elsewhere (Kieley, 1991; Todd et al., 1989; Collyer et al., 1997) , so only essential points will be covered here.
The MIDI message protocol includes Note On and Note Off messages (equivalent to key press and key release events), and each message specifies note (pitch) and key velocity (loudness). Each message also specifies a MIDI channel; this can be useful because a polytimbral tone generator can be programmed to give different sounds on different MIDI channels, and the ability to specify MIDI channels thus allows specification of different sounds. The MIDI data stream itself (as used here) does not provide timing information;
FTAP must promptly timestamp input MIDI messages and send output messages at the correct time. The MIDI hardware transmission rate allows a maximum throughput of approximately 1 message (keystroke event) per millisecond, which is adequate for human performance measurement.
Using MIDI for data input allows for a range of input devices. MIDI keyboards are readily available, fairly cheap, and allow simultaneous data collection from multiple fingers;
they also usually provide a form of keystroke force information in the form of MIDI velocity.
However, MIDI keyboards also have some disadvantages: a half inch of finger movement may be required to signal a keystroke, and there is no measurement in standard units for keystroke force or velocity (i.e, MIDI velocity values can be assumed to be monotonic increasing with keystroke velocity, but they do not directly translate to any other type of velocity or force unit, nor are they comparable across different keyboards). Other devices using a MIDI interface could be used in place of a keyboard, e.g., an electronic drum pad or a custom MIDI device.
For output, FTAP controls the timing of MIDI messages, but does not directly control the sound. That is, FTAP will send precisely timed MIDI Note On and Note Off messages to a tone generator (with the MIDI note, velocity, and channel specified in each message), but the resulting sound characteristics depend on the tone generator. For example, MIDI velocity controls loudness, but the relation of MIDI velocity to sound level depends on the specific tone generator, chosen timbre, and the amplification equipment. The tone generator also determines the attack and offset characteristics of the sound. FTAP may transmit a MIDI Note Off message 30 ms after a Note On message, but that alone does not guarantee the generation of a clean 30 ms duration tone. Determining the suitability of a particular voice or timbre on a particular tone generator is the user's responsibility.
Basic Parameters
FTAP runs a single (possibly long) trial, based on a set of parameters listed in an ASCII text file. A parameter describes a characteristic of the experimental situation, such as whether there is feedback to the subject's keystroke, whether the feedback is delayed, the time between beats of the metronome, etc. Each parameter controls one specific aspect of the experiment; in general, parameters may be flexibly combined in interesting ways. Any parameters not explicitly specified in the input file default to a documented and rational inactive value. The most important parameters have an integer value ("integer parameters"), although there are also parameters with string and array values.
Metronome Parameters
FTAP can provide a metronome (or pacing) signal for synchronization experiments;
this can also serve as a metronome for musical performance experiments. In the simplest case, a metronome tone is fixed pitch, velocity, and duration, and occurs at a constant a value of 0 would cause it to be silent.
It is possible to impose a pattern on the metronome. The parameter specification below (an "array" parameter, specified as a list length followed by the list elements) will configure the metronome as a 4 beat pattern of 3 sounded beats and a pause (1 indicates a sounded beat, 0 a silent beat).
The following array specification would cause the metronome to have a louder sound (higher MIDI velocity) on the first beat of each pair of beats:
Pitch, tone length, and MIDI channel can be similarly specified; the current maximum pattern length is 20 beats.
Feedback Parameters
FTAP provides a high degree of control over the auditory feedback resulting from a subject's keystroke. At any point in time, feedback may be on or off (the FEED ON param set to 1 or 0, respectively). The output pitch may be the same as the input keystroke, or it can be set to a fixed value or altered from the input keystroke value in a number of ways. The feedback loudness (MIDI velocity) may be determined based on input keystroke velocity, or may have a fixed value. The timing of feedback may be synchronous with the keystroke, or delayed by any amount.
In a simple case, the keyboard input directly controls the auditory feedback, as in normal musical keyboard performance. The parameters below specify that the auditory output should be identical to the subject's keystrokes, although it is forced to MIDI channel 1. The value of 0 for FEED PMODE (Pitch Mode), FEED VMODE (Velocity Mode), and FEED LEN indicates that the input keystroke values (those produced by the subject) for MIDI note, velocity, and tone length should be used.
In other cases (e.g., a tapping experiment), a feedback tone of fixed pitch, loudness, and duration might be preferable. The following parameters will send out such a tone, with fixed pitch (MIDI note 76, or E5), fixed loudness (MIDI velocity 90), and fixed length (100 ms), regardless of the characteristics of the subject's keystroke. Setting the PMODE and VMODE parameters to 1 specifies a fixed output value.
Perhaps more interesting are the delay and altered pitch mappings. The FEED DMODE (Delay Mode) parameter controls the delay feedback mode. A value of 0 will give synchronous feedback, while a value of 1 will delay feedback for the keystroke by a fixed amount (determined by the FEED DVAL parameter). The following parameters would delay auditory feedback to a subject's keystrokes by 250 ms.
FEED_DMODE 1 FEED_DVAL
The pitches that occur in response to keystrokes are controlled by the FEED PMODE parameter. There are parameter values that allow for quasi-random pitches, for logically reversing the keyboard (putting high notes on the right), or for playing notes from a prespecified sequence. Such pitch manipulations are useful for music experiments (e.g., Finney, 1997) , and musicians tend to find them amusing. They may also be useful for experiments in sequence learning.
Pitch alterations and delay can be freely combined by setting FEED PMODE and FEED DMODE appropriately. For example, setting FEED DMODE to 1 and FEED PMODE to 4 would give random pitch output that is also delayed.
Trigger Events
An important part of FTAP's flexibility is the ability to define "trigger events".
Trigger events change the value of an integer parameter in mid-trial based on metronome count, keystroke number, or elapsed time; this allows alteration of behavior during the course of a trial. One simple example occurs with the standard continuation paradigm, in which the metronome sounds for a specified number of beats and then stops, while the subject continues tapping. A more complex case is exemplified by Wing (1977) , in which the auditory feedback for a single keystroke was delayed in the midst of otherwise uniformly timed feedback.
In the parameter file, triggers are specified by an initial field containing the keyword "TRIGGER". The second field is a unique trigger ID (for identification in the output file), and the third field is the trigger type: K(eystroke), M(etronome), or T(ime). The fourth field is the count for the trigger (keystroke number, metronome count, or milliseconds since trial start), and the next two fields are the parameter to change and the new value. The following parameters would turn the metronome off after 15 beats (e.g., for a continuation paradigm) while simultanously turning on feedback to the subject's keystrokes. Here, multiple parameter changes occur in response to a single metronome event:
A special pseudo-parameter "END EXP" terminates a trial. The first line below would terminate the trial on the subject's 56th keystroke; the second would end the trial after 30 seconds. 
Sample Trial
A complete parameter file for a simple synchronization experiment is shown in Figure   2 . Using this file, FTAP would generate a pacing tone 30 ms long, with fixed loudness (fixed MIDI velocity of 100) and fixed pitch (C6, or MIDI note 84); the tones will be generated every 250 ms. A subject's keystroke will produce auditory feedback with fixed pitch (E4, or MIDI note 64), fixed loudness (MIDI velocity 90) and fixed duration (100 ms). If this text were in a file named "Cont250", the trial could be run by the command:
Minor modifications to the file in Figure 2 would change the characteristics of the trial. For example, altering the values for MET VEL or FEED VEL would change the loudness of the pacing signal or the feedback, respectively. Changing the value for MSPB would change the rate of the pacing signal. A trigger could be added to set FEED ON to 0 at metronome beat 16, which would change the experiment so that auditory feedback was on only during the synchronization phase. The auditory feedback to keystrokes could be delayed by setting FEED DMODE to 1 and setting FEED DVAL to the desired delay value. The period of the synchronization signal could be increased by 10 milliseconds in mid-experiment by adding a trigger changing MSPB to 260.
Output File Format
The output file records keystroke, feedback, and metronome events. It also records MIDI controller information, the starting parameters for the trial, the trigger events occurring during the trial, and some internal performance diagnostics. The file is columnar in format; a sample of data lines (covering 600 ms) including keystroke, feedback, and metronome events is shown in Table 1 . This is a portion of an output file from a subject in the experiment specified by the parameter file in Figure 2 .
The first field is the millisecond time of the event, relative to trial start. The second field is "D" or "U", depending upon whether the event is a key down or key up (that is, MIDI Note On or Note Off). The 3rd field is the MIDI channel. The 4th field is the MIDI note value (an integer), while the 5th field is the pitch name representation of that note. The 6th field is the MIDI velocity, and the 7th is a sequence number for input keystrokes. The 8th field is particularly important and defines the type of event: "K" for subject keystrokes, "M" for metronome events, and "F" for feedback events. This field can be used to restrict analysis to particular event types. For instance, if the only data of interest are keystroke events, the relevant data lines can be extracted based on the value of 'K' in this column.
Some interesting features can be observed in is synchronous with the down keystroke, although there may be an occasional millisecond difference due to processing overhead and roundoff error (see times 1223 and 1224).
Keystroke release "feedback" appears, somewhat counter-intuitively, to precede the associated keystroke release (e.g., the events at times 1323 and 1330), but recall that in this experiment feedback was defined as a fixed length 100 ms tone. That is, Note Off "feedback" events are independent of the key release. Finally, even though the sound the subject hears is of fixed loudness (the MIDI velocity for feedback events is always 80), the varying velocities of the keystrokes themselves are still recorded.
Advanced Features
FTAP has a number of other capabilities; some of these are primarily for tapping experiments (i.e.,, involving a single finger on a single key), while others are primarily for music experiments.
1. Random delays: In addition to fixed delay values, it is possible to have the delay for each keystroke randomly selected from a list of delays, or selected from a uniform distribution (which is currently hard-coded to the range of 100 to 300 ms).
Velocity alterations:
In addition to the choice of fixed or variable velocity (loudness) for auditory feedback, there are also some preliminary velocity mappings (e.g., harder keystrokes can be made to cause softer sounds).
3. Multiple feedback channels: FTAP provides a second logical "feedback channel", which permits either two independent feedback responses to one keystroke (e.g., combining synchronous and delayed feedback), or having different types of feedback response for two parts of the keyboard (defined by a split point).
4. Fixed sequences: FTAP can play a preprogrammed stimulus (a fixed sequence of notes) from a file.
Masking noise:
A tone can be programmed to go on at the beginning of the experiment and off at the end of the experiment; this can be used to provide masking noise throughout the experiment when used in conjunction with a suitable tone generator timbre. 8. User customization: Although there is not currently an explicit interface for adding user-specified mappings for pitch or delay, it is relatively simple to do so with the provided source code.
Real-time diagnostics and benchmarking
FTAP provides precise millisecond-resolution data collection on the Linux operating system; this claim may surprise those who are aware of the potential problems of real-time data collection on a complex multi-user, multi-tasking operating system. However, the com- Table 2 .
In addition, the internal timing of each run of FTAP (that is, the detection of possible operating system scheduling problems) is clearly indicated in output diagnostics printed both to the screen and to the output file. With a properly configured system, serious problems do not occur. For example, in a tapping experiment with a total of 1320 30 second trials (Finney & Warren, 2000) , only 50 trials (3.8 %) showed a scheduling discrepancy of greater than 1 ms. These 50 trials each contained a single scheduling discrepancy of either 2 or 3 ms, and these small discrepancies typically occurred when no MIDI data was being processed. This seems quite acceptable for more than 10 hours of data collection. MIDI access is done via the generic device "/dev/midi" so there is no dependence on a particular sound card, although not all sound card/driver combinations can handle the heavy throughput of the loop benchmark described above (see the FTAP Reference Manual for details). Experiments should be run on a machine dedicated to data collection; e.g., not
Configuration Issues
running as a network server, or running other users. One particular concern is that the OSS-Free MIDI drivers that are currently shipped with many Linux distributions process MIDI output with a 10 millisecond poll (at least with MIDI hardware interfaces that don't have interrupt capability); this does not give the desired millisecond control of output. The problem can be readily demonstrated by the loop benchmark described above. Although such output timing granularity may not be critical in some experimental situations, it might be a serious problem in others. One solution is to use the low-cost, binary-only OSS drivers from 4Front Technologies ("http://www.4front-tech.com"); these drivers do not suffer from the 10 ms polling problem. Alternatively, the open-source Advanced Linux Sound Architecture drivers ("http://www.alsa-project.org")
are also claimed to be free of this problem.
Availability
FTAP is available at no cost (but without warranty) from the FTAP home page ("http://dactyl.som.ohio-state.edu/ftap"), or by contacting the author at sf@dactyl.som.ohio-state.edu. The distribution includes compileable C source code and binaries for a Pentium Linux system; the code is covered by the GNU Public License agreement. Sample parameter files are also included, including demonstrations of various FTAP features and sample experiments (such as those listed in the introduction). The distribution also includes a User's Guide and a Reference Manual; this documentation is currently somewhat rough but should be accurate and complete.
