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Resumo
No contexto de Internet das Coisas, o uso crescente de sensores e equipamentos interligados
através da Internet junto ao fato de muitos dispositivos terem limitações energéticas,
limitações de processamento e limitações de memória, gera uma demanda por soluções
eficientes e compatíveis com a Internet.
Assim, certos protocolos foram criados para facilitar a comunicação de dispositivos limita-
dos com a Internet, com o objetivo de não sobrecarregá-los. CoAP (Constrained Applica-
tion Protocol) e DTLS (Datagram Transport Layer Security) são exemplos de protocolos
voltados a dispositivos restritos e representam, respectivamente, protocolo de aplicação e
protocolo de segurança.
Para resolver um problema da atividade agrícola, envolvendo sensores e um dispositivo
de IoT (Internet of Things), foi realizado um estudo, em forma de revisão bibliográfica,
acerca de segurança em IoT, identificando métodos e protocolos para a transmissão dos
dados, coletados por sensores, seguramente. A partir do conhecimento desses métodos e
protocolos, foi desenvolvido um protótipo para a solução do problema agrícola.
Palavras-chaves: Internet das Coisas. segurança. limitações. compatibilidade.

Abstract
When dealing with Internet of Things, due to the rising popularity of sensoring and
small computing devices use trought Internet and considering their power, processing and
storage limitations, there is a need of efficient and compatible solutions regarding these
kind of devices and technology.
Some specific protocolos were developed aiming to help the comunication of restricted
small devices, throught the Internet, without overloading them. CoAP (Constrained Ap-
plication Protocol) and DTLS (Datagram Transport Layer Security) represent, respec-
tively, application protocol and security protocol and both were developed to be used by
restricted devices.
In order to solve a problem regarding an agricultural production, that can be solved with
sensors and an IoT device, a literature review about IoT security was made, covering
methods and protocolos to obtain secure data transmission. By the time the study was
complete, a prototype to represent the agricultural problem was developed in order to
achieve the solution.
Key-words: Internet of Things. security. restrictions. compatibility.
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1 Introdução e objetivos
1.1 Introdução
O desenvolvimento computacional permitiu a criação de menores transistores e, por
consequência, computadores cada vez menores e mais eficientes. Essa evolução facilitou a
diversificação do uso de computadores, como é o caso de sensores e microcontroladores.
Todavia, sensores e microcontroladores possuem limitações de alimentação energética,
processamento e armazenamento, exigindo protocolos eficientes e eficazes (Granjal; Mon-
teiro; Silva, 2015).
Assim como computadores de uso pessoal, dispositivos pequenos, como sensores e
microcontroladores, também transmitem mensagens de valor sigiloso e portanto necessi-
tam de suporte a segurança em sua comunicação. Então, esse trabalho abordará protocolos
específicos para dispositivos limitados que fazem parte da Internet das Coisas.
1.2 Problematização
No contexto da agricultura, produtores fazem o uso de pesticidas para que a sua
produção agrícola não sofra grandes perdas por causa de pestes, larvas e vermes. A aplica-
ção dessas substâncias é realizada por meio de um pulverizador, que possui canos laterais
para o lançamento de líquido.
A quantidade de pesticida aplicada em cada região da terra cultivada, juntamente
com a temperatura do ambiente pode influenciar a obtenção de sucesso na proteção contra
as pestes. A perda de produção muitas vezes significa grandes perdas econômicas para
o agricultor, assim, seria de extrema utilidade algum mecanismo a fim de controlar esse
processo de maneira segura.
1.2.1 Solução Proposta
Considerando esse problema dos agricultores, nota-se que os mesmos necessitam
de um dispositivo que meça o fluxo de pesticida e a temperatura do ambiente para uma
posterior análise desses dados, caso necessário. Isso pode ser feito com dois sensores - um
de fluxo de fluído e um de temperatura - conectados a um microcontrolador que envia esses
dados a um servidor, associados à uma localização de GPS (Global Positioning System),
a fim de relacioná-los à região em que o pesticida está sendo aplicado.
A transmissão desses dados deve ser feita de maneira segura, para que nenhum
atacante externo consiga fazer alterações a fim de prejudicar a análise feita posteriormente
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pelo agricultor. Isso pode ser feito com protocolos de aplicação combinados a protocolos
de segurança para dispositivos IoT, como, respectivamente o CoAP e DTLS, os quais
serão descritos nos capítulos 2 e 3.
1.3 Metodologia
O desenvolvimento deste trabalho segue 5 etapas: revisão bibliográfica, entendi-
mento dos conceitos para aplicação, implementação, testes e análise dos resultados.
1.3.1 Revisão bibliográfica
Na revisão bibliográfica foram pesquisados trabalhos científicos, livros, artigos e
especificações de protocolos relacionados com o tema deste trabalho, a fim de servir como
base teórica para as etapas seguintes e contextualizar o leitor em relação à problematiza-
ção.
1.3.2 Entendimento de aplicação dos conceitos
Tendo realizada a revisão bibliográfica, o próximo passo foi entender os concei-
tos pesquisados e escrevê-los na seção de fundamentação teórica, para assim conseguir
apresentar uma solução do problema apresentado.
1.3.3 Implementação
Após encontrar um problema existente capaz de ser resolvido com os conceitos
estudados, foi planejado e implementado um protótipo de solução a partir desses conceitos,
envolvendo também dispositivos de IoT e softwares que auxiliaram a solução.
1.3.4 Testes
Com a implementação, a integração dos dispositivos de IoT e softwares foi testada
para verificar que a solução pôde ser obtida com as tecnologias empregadas. O software
teve que ser testado com diferentes entradas e os sensores, foram testados em diferentes
condições, a fim de verificar se eles respondiam corretamente às mudanças das caracterís-
tacas do ambiente.
1.3.5 Análise
Os testes feitos na etapa anterior foram analisados e avaliados em termos de obten-




Muitos dispositivos que usam IoT trazem grandes facilidades às nossas vidas e
podem ser utilizados em contextos de grande importância, nos quais o sigilo é fundamental.
Além disso, sensores ficam em lugares de fácil acesso e fácil alteração. Assim, o estudo e o
desenvolvimento de técnicas relacionados com segurança são fundamentais, considerando
as limitações dos dispositivos.
1.5 Objetivo geral
O objetivo geral deste trabalho é estudar protocolos de segurança específicos para
dispositivos IoT e aplicar os conhecimentos obtidos em um estudo de caso.
1.6 Objetivos específicos
Os objetivos específicos deste trabalho são:
1. Pesquisar sobre protocolos e algoritmos de segurança em IoT.
2. Aplicar os protocolos estudados em um protótipo com comunicação segura.
1.7 Estrutura do documento
No capítulo 2, este trabalho aborda conceitos de IoT e alguns protocolos envolvidos
na comunicação de dispositivos limitados. No capítulo 3, métodos de segurança, também
relacionadas a IoT, serão abordados, com enfoque no DTLS (Datagram Transport Layer
Security). Ainda no escopo de revisão bibliográfica, no capítulo 4 está a descrição de alguns
trabalhos correlatos e um pequeno comparativo entre eles e este trabalho. O capítulo 5
descreve o desenvolvimento prático, contendo informações sobre o software e hardware
usados, mas também os testes realizados. No capítulo 6 está a conclusão do trabalho.
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2 Internet of Things
Como este trabalho trata de segurança no ambiente de IoT (Internet of Things
ou Internet das Coisas), é fundamental esclarecer o que é e conceitos sobre essa rede
de dispositivos. Inicialmente, a Internet era para uso de computadores pessoais e com a
evolução dos microcontroladores a Internet das Coisas se tornou possível.
IoT é a estrutura que viabiliza a comunicação entre grandes servidores e com-
putadores com pequenos e restritos microcontroladores. Engloba vários tipos de redes
como: Redes de Sensores Sem Fio (WSN -Wireless Sensor Network), Máquina-a-Máquina
(M2M -Machine-to-Machine), Redes Sem Fio de Baixo Consumo (LoWPAN - Low-Power
Wireless Personal Area Networks) e Identificação com Rádio-Frequência (RFID - Radio-
Frequency Identification).
Generalizando, IoT materializa a visão de rede na qual sensores terão a capaci-
dade de se comunicar com outros dispositivos usando os protocolos da Internet (Granjal;
Monteiro; Silva, 2015). Ou seja, IoT é composta por eletrônicos embarcados, softwares
e sensores, que facilitam a integração entre o mundo físico e as redes de computadores,
trazendo benefícios (Zhou et al., 2017).
2.1 Aplicações
Diversas características do mundo físico são medidas através de sensores, perten-
centes muitas vezes a aplicações de extrema importância. Pode-se observar alguns desses
elementos na Figura 1. Sensores são capazes de medir intensidade luminosa, presença hu-
mana, velocidade, eletricidade, nível de líquidos, força e outros fatores, e por isso auxiliam
aplicações.
Imagine um idoso vivendo sozinho em uma casa distante de seus familiares e, caso
tenha algum problema repentino de saúde, não tenha a quem pedir ajuda rapidamente.
Uma solução seria instalar sensores de movimento ou câmeras pelos cômodos de sua casa,
que mediriam seus sinais vitais, e, ao detectar qualquer anormalidade, um sinal através da
Internet seria enviado para uma ambulância a fim de obter assistência (Postcapes, 2015).
O trânsito lento de veículos, principalmente em horários de pico, é um problema
que afeta diversas pessoas em diversas cidades do mundo, agravado pela falta de sincro-
nização entre semáforos. Uma solução envolvendo IoT seria coletar informações sobre o
fluxo de veículos através de câmeras e regular o período dos semáforos através da In-
ternet. Além disso, o trânsito poderia sofrer alterações para facilitar o deslocamento de
ambulâncias e viaturas policiais.
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Figura 1 – Elementos medidos por sensores
Fonte: (Postcapes, 2015)
2.2 Limitações
É de extrema utilidade a capacidade de comunicação entre dispositivos, por mais
diferentes que sejam, todavia adicionar um recurso a um dispositivo implica na geração
de custos para essa adição. Mais energia é gasta com algoritmos - implementados em
software ou hardware - para suporte de protocolos, que demandam espaço no chip ou em
memória e no contexto de sensores esse custo pode ser alto, pois muitas vezes dispõe de
apenas 10 KB de memória.
Esses fatores influenciam também na implementação de aspectos relacionados ao
principal tema deste trabalho, a segurança voltada para dispositivos de IoT. Além dos
recursos utilizados para o funcionamento do dispositivo, mais recursos como espaço em
memória, energia e processamento são necessários para o funcionamento dos mecanismos
de segurança.
2.3 Protocolos para IoT
Tendo em vista as limitações citadas, dispositivos limitados necessitam de pro-
tocolos específicos para conseguirem se comunicar com outras máquinas, utilizando a
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Internet, por exemplo. O fluxo de dados dos dispositivos pode ser sigiloso e exigir técnicas
de segurança.
Considerando essa necessidade de suporte a comunicação, segurança e economia
de espaço e energia, protocolos como 6LowPAN (Low-Power Wireless Personal Area
Networks), DTLS (Datagram Transport Layer Security) e CoAP (Constrained Applica-
tion Protocol) foram criados.
2.4 6LoWPAN - Low-Power Wireless Personal Area Networks
Com o surgimento do IPv6 (Internet Protocol 6), o endereçamento de inúmeros
dispositivos de IoT foi facilitado, porém não faz diferença existir a possibilidade de endere-
çamento de pequenos dispositivos se eles não possuem capacidade para execução do IPv6
(Olsson, 2014). Considerando isso, a IETF criou a 6LowPAN (IPv6 over Low power Wi-
reless Personal Area Networks), a fim de permitir dispositivos com menores capacidades
de processamento e pequenas memórias de se comunicarem via Internet.
Figura 2 – Topologia de uma rede com 6LoWPAN
Fonte: (Olsson, 2014)
Como exibido na Figura 2, os dispositivos enviam pacotes de acordo com o pro-
tocolo e um roteador de saída específico (6LoWPAN edge router) trata a troca de infor-
mações entre os dispositivos e a Internet, mesmo que os destinos usem IPv4. Além disso,
esse roteador cuida da comunicação dentro da própria rede de dispositivos.
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O 6LoWPAN otimiza a transmissão de dados através das seguintes adaptações:
compressão do cabeçalho, fragmentação, remontagem de dados e geração de endereço au-
tomática. Usando o 6LoWPAN, o cabeçalho de 40 bytes padrão no IPv6 é reduzido a no
máximo 20 bytes, explorando redundâncias, usando compressão sem armazenamento de
estado e permitindo que os protocolos de roteamento decidam a rota dinamicamente. Em-
bora não mostrado na Figura 3, o cabeçalho referente ao UDP também sofre compressão.
Figura 3 – Compressão em relação ao IPv6
Fonte: (Olsson, 2014)
O primeiro caso de compressão representado na Figura 3 é válido apenas para
troca de informações entre nodos vizinhos. Já no segundo caso, o prefixo da rede destino
é conhecido e omitido do cabeçalho. No terceiro caso, o prefixo da rede destino não é
conhecido e deve ser especificado, todavia o cabeçalho ainda assim é comprimido em 50%,
em relação ao protocolo IPv6 padrão.
A fragmentação de quadros é outra adaptação para possibilitar o uso do IPv6 via
links de rádio, no entanto informações para a ordenação precisam ser adicionadas e o
processamento relacionado a fragmentação consome mais energia do dispostiivo.
Figura 4 – Pilha de protocolos
Fonte: (Olsson, 2014)
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A Figura 4 mostra a equivalência entre camadas em três modelos diferentes de
rede: modelo OSI simplificado, pilha de protocolos Wi-Fi e a pilha de protocolos usando
6LoWPAN. Nos dois componentes superiores da pilha mais a direita estão protocolos
como CoAP e DTLS, voltados para IoT e que serão explicados, respectivamente, nas
seções 2.5 e 3.2.
Na base da pilha 6LoWPAN está o protocolo IEEE 802.15.4, específico para a
camada física de dispositivos consumidores de pouca energia e, por consequência, com
pequena taxa de transmissão, provendo flexibilidade e mantendo a compatibilidade com
a Internet. A camada física mede também a qualidade do sinal e define qual dos 27 canais
contidos no protocolo IEEE 802.15.4 serão usados.
A pilha contém também o protocolo IEEE 802.15.4 MAC, referente a camada de
enlace. Nele estão implementadas as funções de configurações para uma rede ponto-a-
ponto entre dispositivos, de controle de acesso do canal evitando colisão (CSMA-CA), de
entrega de pacote garantida e de uso intermitente do rádio, visando economia energética.
Na Figura 2 existem nodos folha (hosts) e nodos intermediários (routers). Os no-
dos folha podem operar em RFD (Reduced Function Device), pois não tem a função
de encaminhar pacotes de outros dispositivos, economizando memória e energia. Os no-
dos intermediários operam em FFD (Full Function Device), porque, além de nodos, são
coordenadores da rede.
2.5 CoAP - Constrained Application Protocol
O HTTP (HyperText Transfer Protocol) passou por mais de uma década de cresci-
mento organizado, acumulando cada vez mais implementações, o que supera a capacidade
de ser usado em dispositivos pequenos (Bormann; Castellani; Shelby, 2012).
Protocolos de rede voltados a dispositivos pequenos, com 10 KB de RAM e 100 KB
de código, são projetados para não haver sobrecarga. Na camada de aplicação, com essa
configuração, não há espaço para bibliotecas HTTP no dispositivo, motivando a criação
de protocolos como o CoAP. Microcontroladores com mais recursos conseguem executar
o protocolo HTTP, no entanto podem ter seus recursos melhor aproveitados com o uso
do CoAP.
A simplicidade do HTTP é atrativa através de comandos como GET, PUT, POST
e DELETE, possibilitando ao cliente requisitar um parâmetro do sensor de maneira clara.
Um exemplo está representado na Figura 5: a fim de obter a temperatura medida por um
sensor em determinado momento, o cliente envia o comando GET /temperatura e recebe
uma resposta informando que a requisição foi bem sucedida, o formato dos dados e os
próprios dados. Além disso, a requisição é compatível com browsers web.
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Apesar dessas vantagens, como já mencionado, o HTTP é custoso e usa como base
outro protocolo extremamente custoso: o TCP. Embora ele esteja presente na pilha de
protocolos relacionada ao 6LoWPAN na Figura 4, o TCP, apesar de confiável, possui
grande “overhead” para dispositivos pequenos.
Figura 5 – GET HTTP
Fonte: (Bormann; Castellani; Shelby, 2012)
O CoAP é um protocolo de transferência de informações da camada de aplicação,
com o mesmo conjunto de operações básicas se comparado ao HTTP, porém consideravel-
mente mais simples, consumidor de menos memória, processamento e, consequentemente,
energia (Bormann; Castellani; Shelby, 2012). O principal fator responsável pela redução
da complexidade é o uso do UDP ao invés do TCP. O CoAP trata o problema de perda de
pacotes, não solucionado pelo UDP, adicionando uma camada à mensagem para detecção
e retransmissão dos pacotes. Por esse motivo, um cabeçalho CoAP tem apenas quatro
bytes somados a dois bytes para opções e a resposta da requisição ocupa apenas um byte.
Assim, uma requisição geralmente usa de 10 a 20 bytes.
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2.5.1 Cabeçalho
Figura 6 – Cabeçalho CoAP
Fonte: (Bormann, 2014)
A Figura 6 mostra o cabeçalho do CoAP e seus campos serão descritos a seguir.
2.5.1.1 Version
Indica a versão do protocolo usada, para que os dois lados da comunicação saibam
qual versão do protocolo seguir. Caso um valor não conhecido esteja nesse campo, a
mensagem deve ser ignorada.
2.5.1.2 Type
Confirmable (0): Mensagem enviada deve ser confirmada pelo receptor através
de um “Acknowledgement”, para mensagens com confiabilidade. Essa mensagem é re-
transmitida com intervalos que crescem exponencialmente até o recebimento do “Ack” ou
“Reset”.
Non-Confirmable(1): Mensagem enviada deve não ser confirmada com “Ackno-
wledgement” e rejeitada caso o receptor não seja capaz de entendê-la.
Acknowledgement (2): Mensagem enviada como primeira resposta de uma men-
sagem do tipo Confirmable, identificando o ID da mensagem que está sendo confirmada,
indicando seu recebimento.
Reset (3): Indica que uma mensagem (Confirmable ou Non-Confirmable) foi rece-
bida, mas o receptor não pôde processar adequadamente, provavelmente por não conhecer
o contexto adequado da mensagem.
2.5.1.3 Token Length
Indica o tamanho do campo Token, na segunda linha do cabeçalho.
2.5.1.4 Code
Indica o tipo de requisição que está sendo feita, semelhante ao HTTP, o CoAP
implementa os métodos básicos GET, POST, PUT e DELETE. Tratando-se de uma
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resposta, o campo Code indica o código da resposta pertencendo a uma das três classes:
sucesso, erro do cliente ou erro do servidor.
2.5.1.5 Message ID
É um identificador, normalmente sequencial, para cada mensagem enviada por
determinado emissor, o qual não deve ser reutilizado até o “Ack” não ser mais esperado
pelo emissor da mensagem.
2.5.1.6 Token
Contendo de 0 a 8 bytes de informação útil, serve para relacionar a requisição à
determinada resposta. Idealmente, deve ser implementado de maneira que o token para o
par cliente-servidor seja único.
2.5.1.7 Options
É um campo usado para definir informações como: URI do destinatário da men-
sagem, porta do destinatário, caminho do recurso, query (em caso de parametrização),
formato do payload, formato de conteúdo aceito como resposta, tempo limite para cache,
condicionais de formato como resposta e outras.
2.5.1.8 Payload
O payload de uma mensagem é a representação do recurso requisitado ao servi-
dor, em caso de GET, ou do recurso enviado ao servidor, em caso de POST ou PUT.
Exemplificando: se o cliente fizer a requisição na URI "temperatura", e o servidor possuir
a informação de que a temperatura é de 35∘C, então essa informação será retornada no
campo de payload.
2.5.2 Integração com HTTP
A implementação do CoAP não se atém a um protocolo eficiente para a camada de
aplicação, mas supera essa ideia viabilizando uma fácil compatibilidade com requisições
HTTP através de proxies. Um proxy é um intermediário com um gateway, que com um lado
se comunica usando certo protocolo e com outro lado se comunica usando um protocolo
diferente, como pode-se observar na Figura 7 (Bormann; Castellani; Shelby, 2012).
Dessa maneira, quem faz a requisição consegue recuperar as informações desejadas
transparentemente, sem ter conhecimento sobre o uso do CoAP pelo sensor. Isso permite
a adesão ao CoAP pelo microcontrolador, permitindo o uso do HTTP por parte de outros
dispositivos que desejarem enviar requisições. Apesar da compatibilidade entre HTTP e
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CoAP, os dois dispositivos envolvidos na comunicação podem utilizar exclusivamente o
CoAP.
Figura 7 – Compatibilidade entre CoAP e HTTP via proxy
Fonte: (Bormann; Castellani; Shelby, 2012)
Essa compatibilidade é devido à implementação do CoAP seguir a arquitetura
REST (Representational State Transfer), na qual recursos são representados por URIs e
são manipulados através de comandos como GET, POST, PUT e DELETE. REST foi
descrita por um dos criadores do HTTP e estabelecida como um modelo para facilitar a
integração de aplicações através da Web (Fielding, 2000).
2.5.3 Transmissão de dados grandes
Leituras em sensores de temperatura, por exemplo, não costumam exigir muitos
bytes de dados, sendo suficiente o tamanho provido pelo pacote UDP. Todavia, é van-
tajosa para a manutenção dos sensores a disponibilidade de operações além de simples
leituras providas pelo CoAP. O UDP não garante ordenação dos pacotes enviados, então
transmissões muito grandes formadas por mais de um pacote seriam desordenadas em
situações como, por exemplo, uma atualização de firmware.
Para resolver esse problema o CoAP possui uma versão com transmissão em blocos.
Cada bloco é enviado com um identificador e uma flag informando se ele é o último bloco.
Cada envio é respondido por um ACK, para não permitir perdas (Bormann, 2016).
2.5.4 Função Observador
Na arquitetura REST, normalmente, sempre quando um cliente deseja receber uma
informação do servidor essa ação deve ser feita através de um comando GET para cada
leitura. Dessa maneira, caso o cliente deseje receber uma informação periodicamente, ele
deve enviar um GET periodicamente. No entanto, dispositivos com restrições energéticas
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permanecem hibernando por muito tempo e o momento em que o comando GET é enviado
pode coincidir com o momento de hibernação. Além disso, lidar com GETs periodicamente
sobrecarrega o dispositivo.
Para não haver perdas de requisições, nem sobrecarga de dispositivos, o CoAP tem
a Função Observador. Com esta função, o cliente envia um GET, com uma flag indicando
o desejo de atualização periódica, ao servidor (sensor, microcontrolador e etc). O sensor,
então, dorme sem perder requisições e envia periodicamente o dado especificado no GET.
2.5.5 Segurança
Assim como o HTTP é combinado com o TLS (Transport Layer Security) com
objetivo de obter segurança nas trocas de mensagens, o CoAP é combinado com o DTLS
(Datagram Transport Layer Security), para obter segurança semelhante à presente na
Web e seu funcionamento será explicado na seção 3.2.
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3 Segurança em IoT
A função de sensores e microcontroladores inseridos em uma rede IoT é enviar in-
formações a um computador interessado em suas capturas. Todavia existe a possibilidade
das informações desse tráfego serem extremamente sigilosas, gerando uma necessidade
por métodos de segurança nas redes de sensores.
Assim como existem restrições de memória e processamento para os protocolos
de comunicação, as ferramentas de segurança também sofrem com as mesmas limitações.
Algoritmos complexos, que ocupam muita memória, ou arquivos relacionados à segurança,
como certificados armazenadores de chaves, não são suportados por muitos dispositivos de
IoT, que necessitam de abordagens eficientes para obterem segurança em suas atividades.
3.1 Segurança a partir de gateway
Uma solução seria implementar criptografia a partir de um gateway de saída da
rede. Assim, a transmissão de dados entre sensores ocorreria sem criptografia e um gateway
usaria técnicas clássicas de segurança - RSA (Rivest-Shamir-Adleman, AES (Advanced
Encryption Standard, Diffie-Hellman e certificados - para transmissão segura.
Embora essa solução evitasse sobrecarga em sensores sem muita capacidade de
processamento e memória abundante, vulnerabilidades ainda estariam presentes, como
por exemplo a troca de um sensor ou leituras diretamente a partir dos sensores, caso o
atacante esteja próximo dos sensores.
3.2 DTLS - Datagram Transport Layer Security
Um dos protocolos de segurança computacional mais usados é o TLS (Transport
Layer Security), o qual possibilita uma série de configurações como algoritmo de troca
de chaves, algoritmo de criptografia assimétrica algoritmo de criptografia simétrica, modo
de operação e algoritmo de hash (Dierks, 2008). Contém também envios de certificados
X.509 relacionados a criptografia assimétrica e além disso, o TLS troca informações pela
rede usando o TCP, de forma a obter garantia de recebimento. Como já citado, o TCP é
evitado em dispositivos pequenos com pouca capacidade energética e de processamento,
devido ao seu custo e por isso nesse contexto há preferência pelo UDP, causando uma
incompatibilidade com o TLS.
Em muitos casos, a maneira mais desejável para garantir segurança entre cliente e
servidor seria usando o TLS, todavia o uso do UDP impossibilita o uso do TLS, por isso
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o DTLS (TLS para datagramas) foi projetado para ser o mais similar ao TLS possível,
minimizando novas invenções de seguranças e possibilitando aproveitamento de código e
estrutura do TLS (Rescorla, 2012).
3.2.1 Registro do DTLS
Como visto na Figura 8, o DTLS possui um cabeçalho identificando o conteúdo C
da mensagem, versão do DTLS usado, a época da mensagem, um número de sequência
explícito e o tamanho da mensagem.
Figura 8 – Registro DTLS
Fonte: (Kothmayr et al., 2013)
3.2.1.1 Tipo de Conteúdo da Mensagem
Como no TLS, uma mensagem pode representar quatro situações diferentes: esta-
belecimento do handshake, mudança de protocolos de segurança, alerta de possível com-
prometimento de segurança ou uma mensagem da aplicação.
3.2.1.2 Versão do DTLS
Versões diferentes do DTLS possuem diferentes recursos, algoritmos e maneiras
de tratar erros. Por isso, no cabeçalho existe o campo para indicar a versão do protocolo
entre duas entidades, a fim de haver compatibilidade no uso do DTLS.
3.2.1.3 Número de sequência
A principal função do número de sequência é a reordenação de mensagens. No
DTLS, cada mensagem recebe um número de sequência específico e quando um dispositivo
recebe uma mensagem X ele consegue determinar se X é a próxima mensagem esperada.
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Se for, ela é processada. Se não for, X é direcionada a uma fila para ser processada no
momento correto (Rescorla, 2012).
3.2.1.4 Época da mensagem
A época da mensagem é um campo incrementado a cada troca de configurações
de segurança (cipher state change) e serve para mensagens serem interpretadas de acordo
com as configurações adequadas. Durante a transmissão, os pacotes sofrem alteração de
ordem, sendo posteriormente reordenados pelo número de sequência.
O handshake geralmente ocorre na época 0 e ao final dele, começa a época 1 com
configurações de segurança, algoritmos de cifra simétrica e hash, estabelecidas. A última
X mensagem do handshake, com época 0, pode ser perdida, exigir retransmissão e ser
entregue após a primeira mensagem Y da época 1. Embora o número de sequência da
mensagem X seja maior comparado ao número de sequência de Y, a especificação de
época permite que a mensagem X seja considerada mais antiga em relação a Y e também
permite a leitura de X com os parâmetros de segurança da época 0.
3.2.1.5 Vetor de Inicialização
Cifras de bloco possuem modos de operação como o CBC (Cipher Block Chaining),
no qual a saída de um bloco é usado como entrada para cifrar o bloco seguinte. Na cifra
do primeiro bloco é usado um vetor de inicialização, geralmente aleatório, necessário para
o destinatário decifrar a mensagem.
3.2.1.6 Payload
O payload é a mensagem em si, que será interpretada pela aplicação após decifra-
ção.
3.2.1.7 MAC
Assim como no TLS, o MAC é calculado para verificação de integridade e auten-
ticidade da mensagem enviada. Todavia, diferentemente do TLS, no DTLS um erro de
MAC implica em um alerta e um descarte da mensagem, sem término de conexão. O MAC
é calculado com base em uma chave e a concatenação dos campos presentes na Figura 8,
considerando o payload em texto claro e excluindo os campos MAC, MAC cont, padding
e PL.
3.2.2 Handshake
O handshake consiste em uma sequência de troca de mensagens, de forma que, ao
fim dessa troca, as configurações de segurança entre cliente e servidor estão estabelecidas.
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Assim como no TLS, no DTLS o handshake serve estabelecer os algoritmo de troca de
chaves, algoritmo de autenticação, algoritmo de criptografia simétrica e algoritmo de hash
do HMAC.
Figura 9 – Autenticação Completa DTLS
Fonte: (Kothmayr et al., 2013)
O handshake do DTLS possui poucas diferenças em relação ao handshake do TLS.
As diferenças existem devido ao uso do UDP, exigindo métodos de retransmissão baseado
em timers, reordenação com base no número de sequência - como já explicado - e envio
de cookies a fim de prevenir ataques de negação de serviço.
O envio de cookies dificulta o ataque por meio de um IP mascarado, pois o cliente
deverá informar seu IP real para receber o cookie e o handshake prosseguir. Sem tal
mecanismo clientes mal intencionados com IPs mascarados poderiam requisitar diversos
handshakes, sobrecarregando o servidor.
As etapas do handshake estão representadas na Figura 9 em que cada etapa é
separada em flights. Um flight é definido por um conjunto de mensagens que, em caso
de perdas de pacote, devem ser retransmtidas juntas, mesmo que sejam transmitidas em
pacotes diferentes. Por exemplo, no flight 5, caso o pacote com o certificado seja perdido,
todos os componentes do flight 5 devem ser retransmitidos: certificate, ClientKeyExchange,
CertificateVerify e ChangeCipherSpec.
No primeiro e segundo flights, ocorre a troca de cookies e no flight 3 a mensagem
ClientHello é enviada com o cookie. Os flights a partir do quarto são iguais aos que
acontecem no handshake do TLS: estabelecimento de algoritmos para cifra simétrica,
cifra assimétrica, autenticação e hash entre cliente e servidor.
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3.2.3 Cipher Suite
Tanto no TLS quanto do DTLS o Cipher Suite define o conjunto de algoritmos
criptográficos que serão utilizados para determinadas ações ao longo da sessão entre os
dois lados envolvidos na comunicação segura. O Cipher Suite é representado por uma
string como por exemplo: TLS_DHE_RSA_WITH_AES_128_CBC_SHA256.
3.2.3.1 Algoritmo de troca de chaves
O algoritmo de troca de chaves é o primeiro que aparece e no caso da string
exemplo o algoritmo escolhido foi o DHE (Diffie-Hellman efêmero). A chave trocada será
usada como base para os algoritmos de cifra simétrica e HMAC.
3.2.3.2 Algoritmo de autenticação
É o algoritmo para a garantir que o servidor com quem o cliente se comunica
é realmente quem ele diz ser. Isso ocorre com o auxílio de um certificado pertencente
exclusivamente ao servidor assinado por uma autoridade certificadora. Dessa maneira,
a autoridade certificadora garante, através do do certificado do servidor, que o a chave
pública guardada no certificado é autêntica. Considerando o exemplo, o algoritmo de
autenticação é o RSA, para esse Cipher Suite.
3.2.3.3 Algoritmo de cifra simétrica
O algoritmo de cifra simétrica é o utilizado para cifrar as mensagens trocadas entre
cliente e servidor. Nele, a chave, gerada a partir da troca de chaves, é a mesma tanto no
servidor quanto no cliente, por isso é chamado de simétrico. Exemplos de algoritmos de
cifra simétrica são: AES, DES, 3DES, Blowfish e RC4. No exemplo, é usado o AES, com
blocos de 128 bits e em modo CBC (Cipher Block Chaining).
3.2.3.4 Algoritmo de HMAC
O algoritmo de HMAC utiliza um algoritmo de resumo criptográfico - como SHA256
- utilizado no Cipher Suite exemplo, para gerar um resumo da mensagem enviada. Dessa
forma, o receptor da mensagem pode verificar se houve alguma alteração, realizada por





4.1 Trabalho 1: Constrained Application Protocol (CoAP) no Ar-
duino UNO R3: Uma Análise Prática
O primeiro trabalho correlato (Porciúncula et al., 2018) trata do uso do CoAP
como protocolo de comunicação em dispositivos restritos, ou seja, com pouca capacidade
de processamento, energia e memória. Esses dispositivos são classificados em três catego-
rias, de acordo com sua capacidade de armazenamento de dados e de código.
O experimento dos autores envolve um Arduino UNO conectado à Internet por um
cabo Ethernet, usando bibliotecas disponíveis para Ethernet em Arduino, se comunicar
com um servidor CoAP instalado em um notebook na mesma rede. O Arduino utilizou a
biblioteca microcoap e o servidor usou a biblioteca CoAPthon. Os autores comprovaram
a comunicação usando o WireShark para capturar pacotes do protocolo.
O trabalho correlato mencionado, porém, embora cite, não lida com os protocolos
de segurança em seus experimentos, diferentemente deste trabalho, que cita e explora a
integração do CoAP com protocolos de segurança de maneira prática.
4.2 Trabalho 2: An energy-efficient reconfigurable DTLS crypto-
graphic engine for End-to-End security in iot applications
Os autores do trabalho “An energy-efficient reconfigurable DTLS cryptographic
engine for End-to-End security in iot applications” (Banerjee et al., 2018) abordam o pro-
blema de segurança em dispositivos restritos com um hardware específico que implementa
alguns modos do protocolo DTLS. A justificativa, segundo eles, é que o DTLS exclusi-
vamente implementado em software consome grande espaço em memória e é mais lento,
caso comparado a uma implementação em hardware. Só o processamento de criptografia
de curvas elípticas (ECC), ocupa 99% do tempo da fase de handshake do DTLS, assim, é
vantajoso um acelerador criptográfico para melhorar o desempenho do protocolo.
O chip desenvolvido, mostrado na Figura 10 possui basicamente um processador
RISC-V para implementação de outros protocolos, um mecanismo de processamento para
o DTLS e portas de comunicação por protocolos como UART (Universal asynchronous
receiver/transmitter) e SPI (Serial Peripheral Interface).
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Figura 10 – Chip proposto
Fonte: (Banerjee et al., 2018)
4.3 Trabalho 3: Water quality monitoring with internet of things
(IoT)
Esse trabalho correlato (Kamaludin; Ismail, 2017) propõe uma maneira de medir
a qualidade da água e informar as características desejadas a um servidor, por meio de
sensores e um microcontrolador, exibidos na Figura 11. A implementação foi feita com
um microcontrolador Atmega328p, compatível com Arduino, ligado a um sensor de pH,
um sensor de temperatura e uma antena WSN (Wireless Sensor Networks).
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Figura 11 – Sensor de pH e temperatura conectados ao controlador
Fonte: (Kamaludin; Ismail, 2017)
Após a captura o microcontrolador envia os dados por uma antena até uma base
de dados, onde um Arduino também ligado a uma antena recebe as informações e envia
à Internet através do Arduino Ethernet Shield. À medida que os dados sobre a água são
enviados, eles podem ser lidos a partir de um celular com sistema operacional Android
por meio de um aplicativo desenvolvido pelos autores.
Em termos de resultado, o pH pôde ser medido com sucesso em um lago da uni-
versidade e foram realizadas também análises de consumo energético e alcance da antena
para WSN.
O trabalho correlato 3 possui semelhanças com o presente trabalho, todavia ele
não transmite as informações capturadas de maneira segura. Enquanto os autores deste
trabalho correlato medem pH e temperatura da água, este trabalho mede o fluxo de fluído
no pulverizador de pesticidas e a temperatura do ambiente.
4.4 Trabalho 4: Telemetry for domestic water consumption based
on IoT and open standards
O quarto trabalho correlato (Tavares et al., 2018) visa diminuir o desperdício de
água com auxílio de dispositivos de IoT e sensores. Para isso, usou um sensor de fluxo de
fluídos conectado a um módulo WiFi (ESP8266), semelhante aos hardwares usados neste
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presente trabalho, e assim, o fluxo de água em um cano é enviado via protocolo HTTP a
um servidor. O hardware descrito pode ser visto na Figura 12.
Figura 12 – Sensor de fluxo e ESP8266 conectados
Fonte: (Tavares et al., 2018)
Com base nesses dados, o servidor destino consegue detectar vazamentos, informar
o consumo de água em determinada hora e, se essa tecnologia for empregada em uma
empresa de fornecimento de água, uma valor de cobrança pode ser calculado.
4.5 Comparação com o trabalho presente
O presente trabalho agrupa conceitos abordados nos quatro trabalho correlatos
descritos, envolvendo monitoramento de determinadas características físicas do ambiente,
como apresentado nos trabalhos correlatos 3 e 4. Embora não usando hardware criptográ-
fico, como desenvolvido no trabalho correlato 2, o presente trabalho utiliza o protocolo
DTLS por meio de software para garantir uma comunicação segura por meio do CoAP, o
qual também foi utilizado no trabalho correlato 1, por meio do Arduino UNO R3.
Trabalho Descrição Leitura por sensores Utiliza CoAP Utiliza DTLS
Presente trabalho Envio seguro de dados relacionados a
aplicação de pesticidas através dos
protocolos CoAP e DTLS
Sim Sim Sim
(Porciúncula et al., 2018) Transmissão de dados utilizando CoAP no Arduino UNO Não Sim Não
(Banerjee et al., 2018) Projeto de um hardware criptográfico para implementar
o DTLS
Não Não Sim
(Kamaludin; Ismail, 2017) Monitoramento da qualidade da água através de sensores Sim Não Não
(Tavares et al., 2018) Monitoramento do consumo de água através de sensores Sim Não Não
Tabela 1 – Comparação entre trabalhos correlatos e trabalho presente
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5 Desenvolvimento de uma Aplicação com
dispositivos IoT usando DTLS e CoAP
5.1 Ambiente usado como prova de conceito
A prova de conceito foi baseada no ambiente representado na Figura 13 que envolve
a comunicação de dados entre dispositivos de pequeno porte. O sensor de fluxo faz leituras
do fluxo de pesticida no pulverizador agrícola ao longo do tempo e o sensor de temperatura
faz leituras da temperatura de determinado local do terreno em que o pesticida está sendo
aplicado. Para associar o fluxo e a temperatura em determinado local do terreno deve ser
usado um dispositivo de GPS, que não está representando na figura pois não foi usado
neste desenvolvimento. O sensor de fluxo também não foi testado no desenvolvimento
deste trabalho.
Figura 13 – Uso de IoT em aplicação agrícola
Fonte: Elaborada pelo autor
Após a coleta dos dados, a Raspberry Pi envia essas informações para a Cloud
através de um gateway (modem representado na Figura 13) de maneira segura, utilizando
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o CoAP como protocolo da camada de aplicação e o DTLS como protocolo da camada
de segurança. A Raspberry Pi se comporta como um cliente CoAP, enquanto a Cloud se
comporta como servidor, pois basta a Raspberry Pi conhecer o endereço do servidor e
enviar dados. A Cloud, como servidor, é responsável por processar e armazenar os dados
obtidos.
Quanto aos protocolos de comunicação entre dispositivos, os sensores de fluxo
e temperatura se comunicam com a Raspberry Pi por meio de um único fio cada e a
Raspberry Pi se comunica com o gateway via WiFi.
A prova de conceito, representada pelo ambiente e implementações previstas na
Figura 13, foi desenvolvida e testada para verificação do funcionamento do DTLS e suas
características de segurança, no contexto de Internet das Coisas.
5.2 Hardware usado
A fim de obter os dados necessários para o agricultor, três dispositivos são neces-
sários: um sensor de temperatura, um sensor de fluxo e um dispositivo para captar as
informações dos sensores e enviar via Internet. Cada dispositivo é descrito na sequencia
do texto.
5.2.1 Sensor de temperatura
O sensor de temperatura que serve para capturar a temperatura do ambiente é o
DS18B20 (Figura 14), com um grande suporte para arduino em termos de implementações
e informações. Esse sensor é a prova da água, mede temperaturas no intervalo de −55∘C
até 125∘C, usa apenas um pino digital para comunicação e possui precisão de 0.5∘C entre
−10∘C e 85∘C.
A comunicação com apenas um pino através do protocolo 1-Wire é vantajosa
pois permite que vários dispositivos escravos usem o mesmo pino de maneira organizada,
economizando conexões.
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Figura 14 – DS18B20
Fonte: (Thomsen, 2015)
5.2.2 Sensor de fluxo
Para medir o fluxo do pulverizador de pesticida, foi usado o sensor de fluxo YF-
S201b (Figura 15), o qual possui uma precisão de 10% medindo em uma faixa de 1 L/min
até 30 L/min, operando entre −25∘C e 80∘C. Em termos de comunicação, o sensor manda
um sinal PWM (Pulse Width Modulation), que tem a frequência do sinal aumentada
à medida que o fluxo aumenta. PWM é vantajoso pois é econômico, salva espaço de
armazenamento e é imune a ruídos (Barr, 2001).
Mecanicamente, o sensor funciona com pás que giram com o fluxo de fluídos e
quanto maior o fluxo, ocorrem mais rotações por segundo.
Figura 15 – Sensor de fluxo
Fonte: (Chris, 2015)
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5.2.3 NodeMCU
Embora não sendo utilizado na versão final do desenvolvimento, o NodeMCU foi
utilizado nos testes iniciais envolvendo o protocolo CoAP, descritos na seção 5.3.1, justi-
ficando a apresentação desse dispositivo.
O NodeMCU, apresentado na Figura 16, é uma placa da família do ESP8266,
com código aberto, no repositório "https://github.com/esp8266/Arduino", e capaz de se
conectar com a Internet via WiFi. Além da possibilidade de conexão (via protocolos UDP
e TCP), seu repositório implementa funcionalidades de cliente HTTP, servidor HTTP,
servidor de DNS, modo access point de WiFi e outras.
O NodeMCU suporta diferentes ambientes de programação como Arduino, Mi-
croPython, LuaNode, NodeMCU, Esp7266 Basic e Espruino (JavaScript). Nos testes rea-
lizados foi usada a Arduino IDE para codificar e enviar o código compilado ao NodeMCU.
Figura 16 – Nodemcu
Fonte: (Malan, 2017)
Além das funcionalidades relacionadas à Internet e rede wireless, o Nodemcu possui
um conjunto de pinos, como mostra a Figura 17. Existem pinos digitais, pinos de ground,
pinos de alimentação (3v3), um pino analógico, um pino de enable e um de reset. Pode-
se observar dois botões na parte inferior da imagem, um tem a função de reiniciar o
programa presente na memória (RST) e outro auxilia o envio de código à memória flash
do dispositivo.
5.2. Hardware usado 47
Figura 17 – Pinos físicos
Fonte: (Singh, 2016)
5.2.4 Raspberry Pi 3
Raspberry Pi foi desenvolvido no Reino Unido com o objetivo de funcionar como
um computador de baixo custo, para incentivar as pessoas a interagir com computado-
res e facilitar a aprendizagem de programação. Possui portas comuns aos computadores
tradicionais, como USB, micro USB, HDMI, P2 e Ethernet (Wallace; Richardson, 2016).
Figura 18 – Raspberry Pi
Fonte: (Desconhecido, 2016)
A Figura 18 mostra o hardware da Raspberry Pi com as portas anteriormente
citadas além de outros componentes (Gonçalves, 2018). Os principais componentes da
Raspberry Pi são os seguintes:
– Processador: 1.2GHz QUAD Core Broadcom BCM2837 64bit ARMv8
– 1GiB de RAM
– 4 Portas USB
– 1 porta de vídeo HDMI
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– 1 porta de vídeo RCA
– 1 porta ethernet
– 1 porta MicroSD
– WiFi e Bluetooth BCM43438
– 40 pinos GPIO
Os pinos GPIO permitem a conexão da Raspberry Pi com outros componentes
como os sensores de temperatura e de fluxo utilizados neste desenvolvimento, tanto para
alimentação energética quanto para a transferência de dados.
Em termos de sistema operacional, a Raspberry Pi já foi utilizada em projetos
com uma grande variedade de sistemas operacionais como Debian, Windows 10 IOT e
Plan 9, o que facilita o trabalho do desenvolvedor, pois programas desenvolvidos para
computadores pessoais podem ser reaproveitados em projetos envolvendo a Raspberry Pi.
No desenvolvimento desse trabalho, por exemplo, inicialmente seria usado o NodeMCU,
todavia por dificuldades em adaptar a biblioteca com DTLS para essa plataforma, foi
decidido usar a Raspberry Pi.
Por causa dessas facilidades e por funcionar como um computador, tendo um
tamanho pequeno e ainda com pinos GPIO para se comunicar com sensores, a Raspberry
Pi é considerada concorrente às placas da família Arduino, as quais sempre foram muito
populares em projetos com sensores e IoT.
5.3 Bibliotecas
Para a execução da parte prática deste trabalho, foram utilizadas e adaptadas
bibliotecas de software existentes.
5.3.1 CoAP: biblioteca ESP-CoAP
Uma implementação do CoAP específica para os módulos WiFi ESP8266 desenvol-
vida pelos autores (Grokhotokov; Molinari, 2018) foi encontrada no github. A biblioteca
implementa tanto a parte do cliente, quanto a parte do servidor.
Inicialmente foi feita a comparação entre a especificação do protocolo descrita no
documento RFC 7252 (Bormann, 2014) e a implementação do CoAP obtida em (Grokho-
tokov; Molinari, 2018).
Após a verificação de que a implementação estava de acordo com a especificação
RFC 7252, foi realizado um teste a partir do dispositivo Nodemcu, realizando uma ope-
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ração de GET no servidor de testes "coap://coap.me:5683"na URI "/test"e uma resposta
foi obtida, indicando o funcionamento da implementação.
Inicialmente o desenvolvimento seria realizado com a placa Nodemcu esp8266,
então a primeira implementação do CoAP utilizada foi específica para esse modo e os testes
iniciais foram feitos com esta placa. Com a mudança de hardware para um dispositivo da
familia Raspberry Pi, uma nova implementação foi utilizada, que será descrita na seção
seguinte.
5.3.2 CoAP e DTLS: bibioteca CoAPthon
CoAPthon é uma biblioteca em python para o protocolo CoAP (Tanganelli, 2018;
Tanganelli; Vallati; Mingozzi, 2015).
Como o próprio autor da biblioteca informa (Tanganelli; Vallati; Mingozzi, 2015),
CoAPthon é uma implementação de CoAP usando a linguagem Python que possui as
funcionalidades descritas no documento RFC 7252 (Bormann, 2014) do CoAP. Assim
como a biblioteca ESP-CoAP, CoAPthon implementa as operações básicas do CoAP,
tanto no papel de cliente quanto no papel de servidor, todavia supera a ESP-CoAP ao
implementar a função de, por exemplo, utilizar proxy entre CoAP e HTTP, como descrito
na seção 2.5.2.
Outra vantagem da CoAPthon é a presença de uma implementação do DTLS para
utilização conjunta ao CoAP caso desejado pelo usuário da biblioteca. Durante o processo
de pesquisa de implementações envolvendo CoAP com DTLS, foi difícil encontrar uma
biblioteca que de fato permitia o CoAP operar com o DTLS.
5.4 Implementação e testes
O autor da biblioteca CoAPthon disponibiliza no seu repositório do GitHub (Tan-
ganelli, 2018) alguns testes envolvendo CoAP em conjunto com o DTLS no arquivo
"test_secure.py". Por se tratar de um teste, tanto cliente e servidor foram instanciados no
mesmo arquivo de código. Tendo em vista esse fato, foram feitas adaptações e modificações
no código existente, sendo que as principais tarefas do desenvolvimento foram:
– Criar código da parte cliente e da parte servidor envolvendo a união dos protocolos
CoAP e DTLS, com base nos testes realizados pelo autor da biblioteca.
– Desenvolver códigos para leitura de informações dos sensores de temperatura.
– Desenvolver código para unir a leitura de sensores e enviar os dados utilizando CoAP
com DTLS.
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– Desenvolver código para o servidor salvar as informações recebidas em um banco de
dados.
– Desenvolver código para lidar com as requisições enviadas ao servidor (POST, GET,
DELETE e PUT).
– Desenvolver código para unir operações do banco de dados, criação do servidor
CoAP com DTLS e o tratamento de requisições.
– Implantar os códigos relacionados ao servidor em uma Cloud da Google.
– Implantar os códigos relacionados ao cliente na Raspberry Pi 3.
5.4.1 Desenvolvimento da parte servidor
Tendo como base o método “setUp” do arquivo “test_secure.py”, todos os métodos
invocados pelo “setUp” (direta ou indiretamente), chaves e certificados usados e todas as
inclusões de outras bibiliotecas, que lidam com a criação de um servidor CoAP, foram
copiados e adaptados em um arquivo próprio chamado “coapdtlsserver.py”.
A classe que representa o servidor é chamada de CoAPDtlsServer, que recebe como
parâmetro o IP e a porta utilizada pelo servidor (Listagem A.1), para assim começar a
configuração dos certificados e do socket utilizado no DTLS. O socket então é passado
como parâmetro para a instanciação do servidor CoAP. É importante ressaltar que para
propósitos de teste o socket é configurado com um certificado assinado por uma autoridade
certificadora fictícia.
Listagem 5.1 – Inicialização do servidor
1 def __init__(self, host, port):
2 self.host_address = (host, port)
3
4 self.pem = self._setUpPems()
5
6 # Set up a server side DTLS socket
7 _sock = socket.socket(socket.AF_INET, socket.SOCK_DGRAM)
8 _sock.setsockopt(socket.SOL_SOCKET, socket.SO_REUSEADDR, 1)







16 # Connect the CoAP server to the newly created socket
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Na última linha do código da Listagem A.1 um recurso é adicionado informando
o nome do recurso e uma instancia de uma classe. Essa classe, no código “GpsFlowTem-
pResource” tem como função implementar o tratamento de requisições para os métodos
POST, GET, PUT e DELETE (Listagem 5.2), herdando características da classe Re-
source.
Listagem 5.2 – Código do tratador de requisições
1 from coapthon.server.coap import CoAP
2 from coapthon.resources.resource import Resource
3 from dbhandler import DataBase
4
5 class GpsFlowTempResource(Resource):
6 def __init__(self, name="gpsflowtemp", coap_server=None):




9 self.payload = None
10 self.dbhandler = DataBase()
11 self.dbhandler.connect_db()
12
13 def render_GET(self, request):
14 return self
15
16 def render_PUT(self, request):
17 return self
18
19 def render_POST(self, request):
20 res = self.init_resource(request, GpsFlowTempResource())
21 res.location_query = request.uri_query
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27 def render_DELETE(self, request):
28 return True
A única requisição esperada no escopo deste trabalho é POST (Listagem 5.2, linhas
19 até 25), com o nome do sensor, seu MAC Address, a temperatura, o fluxo, a localização e
um timestamp (que estão encapsulados no “request”). Ao receber uma requisição POST,
um método de persistência é invocado a fim de salvar esses dados no banco de dados
(Listagem 5.2, linha 24).
5.4.2 Desenvolvimento da parte cliente
5.4.2.1 Cliente CoAP com DTLS
O código fonte da parte cliente do CoAP junto ao DTLS foi criada com base no
método “test_ok_with_handhsake_on_send” presente no arquivo “test_secure.py”. As-
sim como na parte do servidor, na parte do cliente há a configuração dos certificados,
inicialmente, seguida pela configuração do socket utilizando DTLS (Listagem 5.3). Dife-
rentemente do servidor, a configuração do socket cliente envolve apenas o certificado da
autoridade certificadora e na parte do cliente que é definido o conjunto de algoritmos crip-
tográficos (cipher suite). Em seguida um cliente é instanciado pelo construtor da classe
HelperClient, passando o endereço do servidor e o socket criado.
Listagem 5.3 – Inicialização do cliente
1 class coapDtlsClient(object):
2
3 def __init__(self, host, port):
4 #Set Up certificates
5 self.pem = self._setUpPems()
6
7 # Set up a client side DTLS socket
8 _sock = socket.socket(socket.AF_INET, socket.SOCK_DGRAM)
9 _sock.setsockopt(socket.SOL_SOCKET, socket.SO_REUSEADDR, 1)






16 # Connect the CoAP client to the newly created socket
17 self.server_address = (host, port)
18 self.client = HelperClient(self.server_address,
19 sock=_sock,
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20 cb_ignore_read_exception=self._cb_ignore_read_exception,
21 cb_ignore_write_exception=self._cb_ignore_write_exception)
Inicialmente, no arquivo exemplo “test_security.py”, o parâmetro “ciphers” do
método wrap_client estava definido da seguinte forma: ciphers=“RSA”. Essa definição
com uso único do RSA causou dúvidas sobre a definição efetiva do Cipher Suite, descrito na
seção 3.2.3, pois faltavam as definições dos algoritmos de criptografia simétrica e HMAC,
considerando que o RSA fosse utilizado para troca de chaves e autenticação. Inclusive,
sem a definição explícita do algoritmo de criptografia simétrica, não se tinha certeza de
que a mensagem era cifrada.
Por causa dessa incerteza, o Wireshark foi utilizado para capturar pacotes do
protocolo DTLS e verificar a definição do Cipher Suite durante o handshake - apresentado
na seção 3.2.2 - e verificar também se mensagens eram transmitidas com criptografia.
Figura 19 – Cipher Suite resultante da atribuição ciphers=“RSA” no código fonte
Fonte: Elaborada pelo autor
A Figura 19 mostra através de uma captura, na linha selecionada na parte inferior
em cor preta, quais Cipher Suites eram indicados pelo cliente com a atribuição de “RSA”
ao parâmetro “ciphers” no código fonte. Dessa forma, pode-se concluir que as mensagens
eram criptografadas, pois o estabelecimento de um Cipher Suite com algoritmo de crip-
tografia simétrica ocorria. Todas as opções de Cipher Suites envolvem o “RSA” e têm
opções de criptografia simétrica. O “RSA” foi usado obrigatoriamente nesta biblioteca,
com o uso dos certificados X.509, para realização da troca de chaves e autenticação.
O RSA não é o melhor algoritmo para a troca de chaves, devido à ausência de
forward secrecy, isto é, o RSA depende da chave privada para a comunicação segura.
Quando o Cipher Suite não suporta forward secrecy, algum atacante que obtém a chave
privada do servidor consegue decifrar todas as mensagens transmitidas anteriormente,
caso coletadas (Ristic, 2016).
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Seguindo as boas práticas descritas na referência (Ristic, 2016), o ECDHE (Diffie-
Hellman Efêmero de Curvas Elípticas) tem a propriedade de forward secrecy, por isso, o
cliente deveria utilizar um Cipher Suite envolvendo esse algoritmo e não utilizar troca de
chaves com o RSA.
Todavia, não se sabia qual string deveria ser atribuída a “ciphers” para a obtenção
de um Cipher Suite com ECDHE. Após uma pesquisa nos arquivos de código importados
das bibliotecas pertencentes ao python 2.7 - no arquivo “ssl.py” - foram encontradas as
definições de strings para Cipher Suites descritas na Listagem 5.4.
Listagem 5.4 – Cipher Suites no código ssl.py











Com base nessas strings definidas no arquivo ”ssl.py”, a atribuição para o pa-
râmetro “ciphers” foi realizada com a string “ECDHE+AESGCM”, esperando-se uma
definição de cipher suite com o Diffie-Helmman-Efêmero de Curvas Elípticas para troca
de chaves e com AES em modo GCM (Galois/Counter Mode) para criptografia simétrica
autenticada. A Figura 20 mostra, na linha selecionada na parte inferior em cor preta, a
obtenção da configuração desejada.
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Figura 20 – Captura handshake DTLS (Client Hello)
Fonte: Elaborada pelo autor
A Figura 20 mostra a sugestão de possíveis Cipher Suites por parte do cliente e
verifica-se que todas elas estão de acordo com a configuração do parâmetro “ciphers” no
código fonte do cliente.
Figura 21 – Captura handshake DTLS (Server Hello)
Fonte: Elaborada pelo autor
A Figura 21 mostra, na linha selecionada na parte inferior em cor preta, que o servi-
dor escolheu a primeira opção de Cipher Suite sugerida pelo cliente:TLS_ECDHE_RSA_WITH_AES_256_SHA384.
5.4.2.2 Código principal do cliente
O código da Listagem 5.5 representa o funcionamento da Raspberry Pi, que com
uma instância de “coapDtlsClient” e com uma instância do sensor de temperatura, lê
a temperatura do ambiente, lê o MAC address da Raspberry Pi e lê um timestamp
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referente à hora atual da Raspberry Pi. Em seguida formata os dados seguindo a função
“mountPayload” e envia esses dados ao recurso “gpsflowtemp”, presente no servidor CoAP.
Listagem 5.5 – Parte do código principal do cliente
1 clienteDtls = coapDtlsClient("35.231.29.66", 5684).client
2 temperatureSensor = TempSensor(temp_file);
3 try:
4 while True:
5 temperature = str(temperatureSensor.read_temp());
6 macAddress = str(get_mac())
7 timestamp = str(time.time())
8 payload = mountPayload("SENSOR_01", macAddress, temperature, str(0),
"NaMinhaCasa", timestamp)
9 response = clienteDtls.post("gpsflowtemp", payload)
10 print response.pretty_print()
11 time.sleep(60)
Nota-se a ausência do fluxo e da localização a partir da leitura de sensores, pois
eles não puderam ser obtidos para os testes.
5.4.3 Mensagens de Debug
Tanto na implementação do cliente quanto na implementação do servidor, a biblio-
teca CoAPthon cria o arquivo “logging.conf” e usa esse arquivo como base de configuração
para o debugger do python (Listagem 5.6).
Listagem 5.6 – Configuração do debugger
1 if not os.path.isfile("logging.conf"):
2 create_logging()
3
4 logger = logging.getLogger(__name__)
5 logging.config.fileConfig("logging.conf", disable_existing_loggers=False)
As configurações possíveis estão disponíveis na documentação da linguagem Python,
na seção com título “Logging configuration”.
5.4.4 Testes
Após a implantação do servidor, descrito na seção 5.4.1, em uma cloud da Google,
foram realizados testes para verificação da corretude dos códigos desenvolvidos.
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5.4.4.1 Teste inicial
O primeiro teste foi realizado com um notebook executando o código do cliente,
que é executado pela Raspberry Pi na solução definitiva, e o código do servidor na cloud
da Google. O objetivo do primeiro teste foi verificar que a string contendo as informações
enviadas pelo cliente são decifradas corretamente no servidor (Figura 22). Na primeira
linha do terminal mostrado na parte superior da Figura 22 está a string enviada do cliente
ao servidor, com informações em sequência separadas por “/”.
A primeira informação, “SENSOR_01” representa o nome da Raspberry Pi que
está enviando os dados. Em seguida, o número “39627049799809” representa o MAC
address da Raspberry Pi. As próximas três informações representam respectivamente a
temperatura em Grau Celsius, o fluxo e a localização lidos pelos sensores. Por último, é
enviado um timestamp considerando o relógio do sistema operacional da Raspberry Pi.
Nas linhas seguinte do mesmo terminal, estão os campos do cabeçalho do CoAP referentes
ao Acknowledgement enviado pelo servidor ao receber as informações da primeira linha.
Figura 22 – Interação entre cliente e servidor utilizando CoAP e DTLS
Fonte: Elaborada pelo autor
A Figura 22 mostra na janela superior a execução do cliente, executado em um
notebook, com uma temperatura fictícia de 25.2∘C e na janela inferior a execução do
servidor. Nota-se que a mensagem enviada pelo cliente é recebida com sucesso no servidor
e o ACK relativo ao protocolo CoAP é recebido pelo cliente como indicação de sucesso
na comunicação.
5.4.4.2 Teste com Raspberry Pi e sensor de temperatura
A Figura 23 mostra o teste do código desenvolvido em execução na Raspberry Pi,
para verificar o funcionamento do código de leitura da temperatura e identificar possíveis
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ausências de bibliotecas python necessárias. A fim de controlar a Raspberry Pi remota-
mente, foi utilizado o programa VNC Viewer.
Figura 23 – Interação entre Raspberry Pi e servidor utilizando CoAP e DTLS
Fonte: Elaborada pelo autor
O sensor de temperatura foi colocado sobre uma bolsa de gelo e, como mostra a
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Com o aumento do uso de dispositivos IoT, o atual trabalho traz contribuições para
o ambiente de IoT de diversas maneiras. Primeiramente, o trabalho contém um estudo
sobre dois protocolos relevantes, CoAP e DTLS, que podem facilitar a comunicação e a
segurança dos dispositivos IoT.
Além do estudo teórico, o trabalho apresenta uma solução prática de IoT utilizando
a combinação CoAP e DTLS, o que ainda não se encontra em artigos científicos e trabalhos
acadêmicos com frequência. Ainda no escopo do desenvolvimento, a biblioteca CoAPthon
possuia apenas um teste envolvendo DTLS, com códigos referentes ao cliente e ao servidor
acoplados em um arquivo. Este trabalho demonstrou como criar em classes separadas o
cliente e o servidor, utilizando CoAP e DTLS a partir da CoAPthon, com informações
pertinentes de cada um.
O conteúdo deste trabalho auxilia também futuros trabalhos que utilizem a Co-
APthon, já que a biblioteca não possui documentação completa. Neste trabalho foi de-
senvolvido um exemplo abordando também aspectos de configuração de segurança.
6.2 Sugestões de trabalhos futuros
Trabalhos futuros podem tratar de aspectos ou realizar análises não cobertos neste
trabalho, como por exemplo a integração de hardware e software do sistema desenvolvido
neste trabalho com os sensores de fluxo e de localização. Também seria interessante um
trabalho que adaptasse os códigos utilizados para dispositivos mais limitados do que uma
Raspberry Pi, afinal, eles são o alvo principal do desenvolvimento de protocolos como
DTLS e CoAP. Ainda no contexto de dispositivos limitados, pode ser realizado um estudo
acerca da otimização entre a escolha de algoritmos de segurança e o consumo energético,
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APÊNDICE A – Código Desenvolvido
Neste apêndice estão os códigos desenvolvidos neste trabalho. Vale ressaltar que
para que ele seja executado com sucesso precisa da biblioteca CoAPthon instalada no
computador de execução.












12 from dtls.wrapper import wrap_server, wrap_client
13
14 # CoAPthon
15 from coapthon import defines
16 from coapthon.client.helperclient import HelperClient
17 from coapthon.messages.option import Option
18 from coapthon.messages.request import Request
19 from coapthon.messages.response import Response
20
21 # Logging
22 #from logging import basicConfig, DEBUG, getLogger, root, Filter























































































107 def __init__(self, host, port, ciphers_arg="ECDHE+AESGCM"):
108 #_logger.info("Called test_ok_with_handshake_on_connect ...")
109
110 # exchange = self._create_test_sequence()
111
112 #Set Up certificates
113 self.pem = self._setUpPems()
114
115 # Set up a client side DTLS socket
116 _sock = socket.socket(socket.AF_INET, socket.SOCK_DGRAM)
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117 _sock.setsockopt(socket.SOL_SOCKET, socket.SO_REUSEADDR, 1)
118 tInicio = time.time()





124 tFim = time.time()
125 print("Instanciacao do socket demorou %f ms na configuracao %s" %
126 (tFim - tInicio, ciphers_arg))
127 # Connect the CoAP client to the newly created socket
128 self.server_address = (host, port)







136 def _createPemFile(fname, content):





142 self._tmp_dir = tempfile.mkdtemp()
143
144 pem = dict()
145 pem[’SERVER_KEY’] = _createPemFile(os.path.join(self._tmp_dir,
’serverkey.pem’), KEY_CERT_VALID)
146 pem[’CA_CERT’] = _createPemFile(os.path.join(self._tmp_dir,
’ca_cert.pem’), CA_CERT_VALID)





151 def _cb_ignore_read_exception(self, exception, client):
152 """
153 In the CoAP client read method, different exceptions can arise from
the DTLS stack. Depending on the type of exception, a
154 continuation might not be possible, or a logging might be desirable.
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With this callback both needs can be satisfied.
155
156 note: Default behaviour of CoAPthon without DTLS if no
_cb_ignore_read_exception would be called is with "return False"
157
158 :param exception: What happened inside the DTLS stack
159 :param client: Reference to the running CoAP client





164 def _cb_ignore_write_exception(self, exception, client):
165 """
166 In the CoAP client write method, different exceptions can arise from
the DTLS stack. Depending on the type of exception, a
167 continuation might not be possible, or a logging might be desirable.
With this callback both needs can be satisfied.
168
169 note: Default behaviour of CoAPthon without DTLS if no
_cb_ignore_write_exception would be called is with "return True"
170
171 :param exception: What happened inside the DTLS stack
172 :param client: Reference to the running CoAP client




Listagem A.2 – mainraspberry.py
1 from tempsensor import TempSensor
2 from coapdtlsclient import coapDtlsClient
3 from uuid import getnode as get_mac
4 import time
5
6 #Temperature sensor file
7 temp_file = ’/sys/bus/w1/devices/28-0317030bf2ff/w1_slave’
8 #SENSOR MAC_SENSOR TEMP FLUXO GPS
TEMPO
9 def mountPayload(sensorId, sensorMac, temp, flow, gps, timestamp):
10 payload = sensorId
74 APÊNDICE A. Código Desenvolvido
11 payload += ’/’+sensorMac
12 payload += ’/’+temp
13 payload += ’/’+flow
14 payload += ’/’+gps





20 ciphers = "ECDHE+AESGCM"
21 clienteDtls = coapDtlsClient("35.231.29.66", 5684, ciphers).client
22 #temperatureSensor = TempSensor(temp_file);
23 try:
24 while True:
25 temperature = str(temperatureSensor.read_temp());
26 macAddress = str(get_mac())
27 timestamp = str(time.time())
28 payload = mountPayload("SENSOR_JOHANN", macAddress, temperature,
str(0), "NaMinhaCasa", timestamp)
29 tInicio = time.time()
30 response = clienteDtls.post("gpsflowtemp", payload)
31 tFim = time.time()





36 print "cliente stopped"
37 clienteDtls.stop()
38 print "Exiting..."






6 #temp_file = ’/sys/bus/w1/devices/28-0317030bf2ff/w1_slave’
7
8 class TempSensor(object):





13 self.temp_file = temp_file
14
15 def read_temp_file(self):
16 f = open(self.temp_file, ’r’)





22 lines = self.read_temp_file()
23 while lines[0].strip()[-3:] != ’YES’:
24 time.sleep(0.1)
25 lines = self.read_temp_file()
26 temp_output = lines[1].find(’t=’)
27 if temp_output == -1:
28 return -1
29 temp_string = lines[1].strip()[temp_output+2:]
30 temp_c = float(temp_string) / 1000.0
31 return temp_c











11 from dtls.wrapper import wrap_server, wrap_client
12
13 # CoAPthon
14 from coapthon import defines
15 from coapthon.server.coap import CoAP as CoAPServer
16 from coapthon.messages.option import Option
17 from coapthon.messages.request import Request
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18 from coapthon.messages.response import Response
19 # Request handler (POST, GET, PUT, DELETE)
20 from coapdtlsrequesthandler import GpsFlowTempResource
21
22 # Logging
23 #from logging import basicConfig, DEBUG, getLogger, root, Filter
24 #basicConfig(level=DEBUG, format="%(asctime)s - %(threadName)-30s - %(name)s -
%(levelname)s - %(message)s")
25



















































































107 def __init__(self, host, port):
108 self.host_address = (host, port)
109 #self.current_mid = random.randint(1, 1000)
110 #self.server_mid = random.randint(1000, 2000)
111 #self.server_read_timeout = 0.1
112
113 self.pem = self._setUpPems()
114
115 # Set up a server side DTLS socket
116 _sock = socket.socket(socket.AF_INET, socket.SOCK_DGRAM)
117 _sock.setsockopt(socket.SOL_SOCKET, socket.SO_REUSEADDR, 1)







125 # Connect the CoAP server to the newly created socket








134 def _createPemFile(fname, content):





140 self._tmp_dir = tempfile.mkdtemp()
141
142 pem = dict()
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143 pem[’SERVER_KEY’] = _createPemFile(os.path.join(self._tmp_dir,
’serverkey.pem’), KEY_CERT_VALID)
144 pem[’CA_CERT’] = _createPemFile(os.path.join(self._tmp_dir,
’ca_cert.pem’), CA_CERT_VALID)





149 def _cb_ignore_listen_exception(self, exception, server):
150 """
151 In the CoAP server listen method, different exceptions can arise from
the DTLS stack. Depending on the type of exception, a
152 continuation might not be possible, or a logging might be desirable.
With this callback both needs can be satisfied.
153
154 :param exception: What happened inside the DTLS stack
155 :param server: Reference to the running CoAP server
156 :return: True if further processing should be done, False processing
should be stopped
157 """
158 if isinstance(exception, ssl.SSLError):
159 # A client which couldn’t verify the server tried to connect,
continue but log the event
160 if exception.errqueue[-1][0] == ssl.ERR_TLSV1_ALERT_UNKNOWN_CA:
161 #print("Ignoring ERR_TLSV1_ALERT_UNKNOWN_CA from client %s" %
162 # (’unknown’ if not hasattr(exception, ’peer’) else
str(exception.peer)))
163 return True




168 #cloud do loffi
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177 if __name__ == ’__main__’:
178 main()
Listagem A.5 – coapdtlsrequesthandler.py
1 from coapthon.server.coap import CoAP
2 from coapthon.resources.resource import Resource
3 from dbhandler import DataBase
4
5 class GpsFlowTempResource(Resource):
6 def __init__(self, name="gpsflowtemp", coap_server=None):
7 super(GpsFlowTempResource, self).__init__(name, coap_server,
visible=True,
8 observable=True, allow_children=True)
9 self.payload = None
10 self.dbhandler = DataBase()
11 self.dbhandler.connect_db()
12
13 def render_GET(self, request):
14 return self
15
16 def render_PUT(self, request):
17 return self
18
19 def render_POST(self, request):
20 res = self.init_resource(request, GpsFlowTempResource())
21 res.location_query = request.uri_query





27 def render_DELETE(self, request):
28 return True
Listagem A.6 – dbhandler.py
1 #!/usr/bin/env python 1







8 """docstring for ClassName"""
9 def __init__(self):
10 self.cursor = None;




15 self.db = MySQLdb.connect("localhost","usuario","senha","nomeBanco")
16 self.cursor = self.db.cursor()
17 except:




22 def on_message(self, dados):
23 lista = dados.split("/")
24 sql = ’INSERT INTO
IoT_MQTT.dados(sensor,mac_sensor,temp,fluxo_agua,gps,data_ins)







30 print("Falha ao gravar no Banco de Dados!")
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APÊNDICE B – Artigo no formato SBC
Nas páginas seguintes está o artigo referente a este trabalho de conclusão de curso,
respeitando o formato da SBC (Sociedade Brasileira de Computação).
Desenvolvimento de uma Aplicac¸a˜o com dispositivo IoT
usando Protocolos DTLS e CoAP
Johann Westphall1
1Departamento de Informa´tica e Estatı´stica – Universidade Federal de Santa Catarina (UFSC)
Caixa Postal 476 – 88040-900 – Floriano´polis – SC – Brasil
johannwestphall@gmail.com
Abstract. Some specific protocolos were developed aiming to help the comu-
nication of restricted small devices, throught the Internet, without overloading
them. CoAP (Constrained Application Protocol) and DTLS (Datagram Trans-
port Layer Security) represent two of these protocols.
Protocols like the above help to secure the comunication in many problems in-
volving restricted IoT devices. This work regards secure comunication in IoT
devices, which collect data from plantations and the use of pesticides.
Resumo. Certos protocolos foram criados para facilitar a comunicac¸a˜o de dis-
positivos limitados com a Internet das Coisas, com o objetivo de na˜o sobrecar-
rega´-los. Exemplos de protocolos sa˜o: CoAP (Constrained Application Proto-
col) e DTLS (Datagram Transport Layer Security).
Protocolos assim podem ser utilizadas para auxiliar a comunicac¸a˜o segura nos
mais diversos problemas envolvendo dispositivos de IoT. Este trabalho trata de
comunicac¸a˜o segura utilizando dispositivos IoT na coleta de dados referentes a
uma plantac¸a˜o e o uso de pesticidas.
1. Introduc¸a˜o
O desenvolvimento computacional facilitou a diversificac¸a˜o e construc¸a˜o de novos dis-
positivos, tais como sensores e microcontroladores. Sensores sa˜o capazes de medir in-
tensidade luminosa, presenc¸a humana, velocidade, eletricidade, nı´vel de lı´quidos, forc¸a
e outros fatores, e com isso auxiliam aplicac¸o˜es [Kamaludin and Ismail 2017]. Todavia,
sensores e microcontroladores possuem limitac¸o˜es de alimentac¸a˜o energe´tica, de proces-
samento e de armazenamento, exigindo protocolos eficientes e eficazes [Bormann 2016]
[Bormann et al. 2012].
A Internet das Coisas (IoT - Internet of Things) conecta esses objetos fı´sicos com-
postos por elementos eletroˆnicos, software e sensores com a infraestrutura de rede como
a Internet [Zhou et al. 2017].
Muitos dispositivos IoT trazem grandes facilidades a`s nossas vidas e podem ser
utilizados em contextos de grande importaˆncia, nos quais o sigilo e´ fundamental. Ale´m
disso, sensores ficam em lugares de fa´cil acesso e alterac¸a˜o. Assim, o desenvolvimento
de aplicac¸o˜es que usam mecanismos de seguranc¸a sa˜o fundamentais, considerando as
limitac¸o˜es dos dispositivos.
Este artigo apresenta o desenvolvimento de uma aplicac¸a˜o com dispositivos IoT
usando o protocolo de seguranc¸a DTLS (Datagram Transport Layer Security) e o proto-
colo para aplicac¸o˜es restritas chamado CoAP (Constrained Application Protocol).
O restante do artigo esta´ organizado da seguinte maneira: na sec¸a˜o 2 sa˜o descritos
os trabalhos relacionados da literatura; a sec¸a˜o 3 apresenta os conceitos ba´sicos de IoT
(IoT - Internet of Things), CoAP e DTLS; na sec¸a˜o 4 e´ descrito o desenvolvimento da
aplicac¸a˜o proposta para prover seguranc¸a ao ambiente proposto e na u´ltima sec¸a˜o sa˜o
descritas as concluso˜es do trabalho.
2. Trabalhos relacionados
Dois trabalhos de pesquisa sa˜o descritos nesta sec¸a˜o: [da Porciu´ncula et al. 2018] e
[Banerjee et al. 2018].
O trabalho descrito em [da Porciu´ncula et al. 2018] trata do uso do CoAP como
protocolo de comunicac¸a˜o em dispositivos restritos, ou seja, com pouca capacidade de
processamento, energia e memo´ria. Esses dispositivos sa˜o classificados em treˆs catego-
rias, de acordo com sua capacidade de armazenamento de dados e de co´digo.
O experimento dos autores envolve um Arduino UNO conectado a` Internet por
um cabo Ethernet, usando bibliotecas disponı´veis para Ethernet em Arduino, para se co-
municar com um servidor CoAP instalado em um notebook na mesma rede. O Arduino
utilizou a biblioteca microcoap e o servidor usou a biblioteca CoAPthon. Os autores
comprovaram a comunicac¸a˜o usando o WireShark para capturar pacotes do protocolo.
Os autores do trabalho [Banerjee et al. 2018] abordam o problema de seguranc¸a
em dispositivos restritos com um hardware especı´fico que implementa alguns modos do
protocolo DTLS. A justificativa, segundo eles, e´ que o DTLS exclusivamente implemen-
tado em software consome grande espac¸o em memo´ria e e´ mais lento, caso comparado a
uma implementac¸a˜o em hardware. So´ o processamento de criptografia de curvas elı´pticas
(ECC), ocupa 99% do tempo da fase de handshake do DTLS, assim, e´ vantajoso um ace-
lerador criptogra´fico para melhorar o desempenho do protocolo.
3. Conceitos ba´sicos
Nesta sec¸a˜o sa˜o apresentados os conceitos ba´sicos para o entendimento da aplicac¸a˜o de-
senvolvida: IoT, CoAP e DTLS.
3.1. IoT - Internet of Things
IoT e´ a estrutura que viabiliza a comunicac¸a˜o entre grandes servidores e computadores
com pequenos e restritos microcontroladores. Engloba va´rios tipos de redes como: Redes
de Sensores Sem Fio (WSN - Wireless Sensor Network), Ma´quina-a-Ma´quina (M2M -
Machine-to-Machine), Redes Sem Fio de Baixo Consumo (LoWPAN - Low-Power Wi-
reless Personal Area Networks) e Identificac¸a˜o com Ra´dio-Frequeˆncia (RFID - Radio-
Frequency Identification).
Generalizando, IoT materializa a visa˜o de rede na qual sensores tera˜o a ca-
pacidade de se comunicar com outros dispositivos usando os protocolos da Internet
[Granjal et al. 2015]. Ou seja, IoT e´ composta por eletroˆnicos embarcados, softwares
e sensores, que facilitam a integrac¸a˜o entre o mundo fı´sico e as redes de computadores,
trazendo benefı´cios [Zhou et al. 2017].
2
3.2. CoAP - Constrained Application Protocol
O HTTP (HyperText Transfer Protocol) passou por mais de uma de´cada de crescimento
organizado, acumulando cada vez mais implementac¸o˜es, o que supera a capacidade de ser
usado em dispositivos pequenos [Bormann et al. 2012].
O CoAP e´ um protocolo de transfereˆncia de informac¸o˜es da camada de aplicac¸a˜o,
com o mesmo conjunto de operac¸o˜es ba´sicas se comparado ao HTTP, pore´m conside-
ravelmente mais simples, consumidor de menos memo´ria, processamento e, consequen-
temente, energia [Bormann et al. 2012]. O principal fator responsa´vel pela reduc¸a˜o da
complexidade e´ o uso do UDP (User Datagram Protocol) ao inve´s do TCP (Transmission
Control Protocol). O CoAP trata o problema de perda de pacotes, na˜o solucionado pelo
UDP, adicionando uma camada a` mensagem para detecc¸a˜o e retransmissa˜o dos pacotes.
Por esse motivo, um cabec¸alho CoAP tem apenas quatro bytes somados a dois bytes para
opc¸o˜es e a resposta da requisic¸a˜o ocupa apenas um byte. Assim, uma requisic¸a˜o geral-
mente usa de 10 a 20 bytes.
3.3. DTLS - Datagram Transport Layer Security
Um dos protocolos de seguranc¸a computacional mais usados e´ o TLS (Transport Layer
Security), o qual possibilita uma se´rie de configurac¸o˜es como algoritmo de troca de cha-
ves, algoritmo de criptografia assime´trica algoritmo de criptografia sime´trica, modo de
operac¸a˜o e algoritmo de hash [Dierks 2008]. Conte´m tambe´m envios de certificados
X.509 relacionados a criptografia assime´trica e ale´m disso, o TLS troca informac¸o˜es pela
rede usando o TCP, de forma a obter garantia de recebimento. Como ja´ citado, o TCP e´
evitado em dispositivos pequenos com pouca capacidade energe´tica e de processamento,
devido ao seu custo e por isso nesse contexto ha´ prefereˆncia pelo UDP, causando uma
incompatibilidade com o TLS.
Em muitos casos, a maneira mais deseja´vel para garantir seguranc¸a entre cliente e
servidor seria usando o TLS, todavia o uso do UDP impossibilita o uso do TLS, por isso
o DTLS (TLS para datagramas) foi projetado para ser o mais similar ao TLS possı´vel,
minimizando novas invenc¸o˜es de seguranc¸as e possibilitando aproveitamento de co´digo e
estrutura do TLS [Rescorla 2012].
A Figura 1 mostra o estabelecimento do handshake DTLS, o qual consiste em uma
sequeˆncia de troca de mensagens, de forma que, ao fim dessa troca, as configurac¸o˜es de
seguranc¸a entre cliente e servidor esta˜o estabelecidas. Assim como no TLS, no DTLS o
handshake serve estabelecer os algoritmo de troca de chaves, algoritmo de autenticac¸a˜o,
algoritmo de criptografia sime´trica e algoritmo de hash do HMAC. Diferentemente do
TLS, no DTLS as mensagens sa˜o trocadas no handshake em Flight. Em caso de uma
mensagem perdida, todas as mensagens relacionadas ao flight dessa mensagem perdida
sa˜o retransmitidas.
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Figura 1. Autenticac¸a˜o Completa DTLS
4. Desenvolvimento de Aplicac¸a˜o IoT usando o protocolo DTLS
4.1. Motivac¸a˜o e cena´rio do Estudo de Caso
No contexto da agricultura, produtores fazem o uso de pesticidas para que a sua produc¸a˜o
agrı´cola na˜o sofra grandes perdas por causa de pestes, larvas e vermes. A aplicac¸a˜o
dessas substaˆncias e´ realizada por meio de um pulverizador, que possui canos laterais
para o lanc¸amento de lı´quido.
A quantidade de pesticida aplicada em cada regia˜o da terra cultivada, juntamente
com a temperatura do ambiente pode influenciar a obtenc¸a˜o de sucesso na protec¸a˜o contra
as pestes. A perda de produc¸a˜o muitas vezes significa grandes perdas econoˆmicas para
o agricultor, assim, seria de extrema utilidade algum mecanismo a fim de controlar esse
processo de maneira segura.
4.2. Prova de conceito
A prova de conceito foi baseada no ambiente representado na Figura 2 que envolve a
comunicac¸a˜o de dados entre dispositivos de pequeno porte. O sensor de fluxo faz leituras
do fluxo de pesticida no pulverizador agrı´cola ao longo do tempo e o sensor de tempera-
tura faz leituras da temperatura de determinado local do terreno em que o pesticida esta´
sendo aplicado. Para associar o fluxo e a temperatura em determinado local do terreno
deve ser usado um dispositivo de GPS (Global Positioning System), que na˜o esta´ repre-
sentando na figura pois na˜o foi usado neste desenvolvimento. O sensor de fluxo tambe´m
na˜o foi testado no desenvolvimento deste trabalho.
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Figura 2. Uso de IoT em aplicac¸a˜o agrı´cola
Apo´s a coleta dos dados, a Raspberry Pi envia essas informac¸o˜es para a Cloud
atrave´s de um gateway (modem representado na Figura 2) de maneira segura, utilizando
o CoAP como protocolo da camada de aplicac¸a˜o e o DTLS como protocolo da camada
de seguranc¸a. A Raspberry Pi se comporta como um cliente CoAP, enquanto a Cloud se
comporta como servidor, pois basta a Raspberry Pi conhecer o enderec¸o do servidor e
enviar dados. A Cloud, como servidor, e´ responsa´vel por processar e armazenar os dados
obtidos.
4.3. CoAP e DTLS: bibioteca CoAPthon
CoAPthon e´ uma biblioteca em python para o protocolo CoAP [Tanganelli 2018,
Tanganelli et al. 2015].
Como o pro´prio autor da biblioteca informa [Tanganelli et al. 2015], CoAPthon e´
uma implementac¸a˜o de CoAP usando a linguagem Python que possui as funcionalidades
descritas no documento RFC 7252 [Bormann 2014] do CoAP. Assim como a biblioteca
ESP-CoAP, CoAPthon implementa as operac¸o˜es ba´sicas do CoAP, tanto no papel de cli-
ente quanto no papel de servidor, todavia supera a ESP-CoAP ao implementar a func¸a˜o
de, por exemplo, utilizar proxy entre CoAP e HTTP.
Outra vantagem da CoAPthon e´ a presenc¸a de uma implementac¸a˜o do DTLS para
utilizac¸a˜o conjunta ao CoAP caso desejado pelo usua´rio da biblioteca. Durante o processo
de pesquisa de implementac¸o˜es envolvendo CoAP com DTLS, foi difı´cil encontrar uma
biblioteca que de fato permitia o CoAP operar com o DTLS.
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4.4. Implementac¸a˜o
O autor da biblioteca CoAPthon disponibiliza no seu reposito´rio do GitHub
[Tanganelli 2018] alguns testes envolvendo CoAP em conjunto com o DTLS no arquivo
”test secure.py”. Por se tratar de um teste, tanto cliente e servidor foram instancia-
dos no mesmo arquivo de co´digo. Tendo em vista esse fato, foram feitas adaptac¸o˜es e
modificac¸o˜es no co´digo existente, sendo que as principais tarefas executadas no desen-
volvimento foram:
– Criac¸a˜o do co´digo da parte cliente e da parte servidor envolvendo a unia˜o dos
protocolos CoAP e DTLS, com base nos testes realizados pelo autor da biblioteca.
– Desenvolvimento dos co´digos para leitura de informac¸o˜es dos sensores de tempe-
ratura.
– Desenvolvimento do co´digo para unir a leitura de sensores e enviar os dados utili-
zando CoAP com DTLS.
– Desenvolvimento do co´digo para o servidor salvar as informac¸o˜es recebidas em
um banco de dados.
– Desenvolvimento do co´digo para lidar com as requisic¸o˜es enviadas ao servidor
(POST, GET, DELETE e PUT).
– Desenvolvimento do co´digo para unir operac¸o˜es do banco de dados, criac¸a˜o do
servidor CoAP com DTLS e o tratamento de requisic¸o˜es.
– Implantac¸a˜o dos co´digos relacionados ao servidor em uma Cloud da Google.
– Implantac¸a˜o dos co´digos relacionados ao cliente na Raspberry Pi 3.
4.5. Testes
Apo´s a implantac¸a˜o do servidor em uma cloud da Google, foram realizados testes para
verificac¸a˜o da corretude dos co´digos desenvolvidos.
O primeiro teste foi realizado com um notebook executando o co´digo do cliente,
que e´ executado pela Raspberry Pi, e o servidor na cloud da Google. O objetivo do
primeiro teste foi verificar que a string contendo as informac¸o˜es enviadas pelo cliente sa˜o
decifradas corretamente no servidor (Figura 3). Na primeira linha do terminal mostrado
na parte superior da Figura 3 esta´ a string enviada do cliente ao servidor, com informac¸o˜es
em sequeˆncia separadas por “/”.
A primeira informac¸a˜o, “SENSOR 01” representa o nome da Raspberry Pi que
esta´ enviando os dados. Em seguida, o nu´mero “39627049799809” representa o MAC
address da Raspberry Pi. As pro´ximas treˆs informac¸o˜es representam respectivamente a
temperatura em Grau Celsius, o fluxo e a localizac¸a˜o lidos pelos sensores. Por u´ltimo, e´
enviado um timestamp considerando o relo´gio do sistema operacional da Raspberry Pi.
Nas linhas seguintes do mesmo terminal, esta˜o os campos do cabec¸alho do CoAP refe-
rentes ao Acknowledgement enviado pelo servidor ao receber as informac¸o˜es da primeira
linha.
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Figura 3. Interac¸a˜o entre cliente e servidor utilizando CoAP e DTLS
Fonte: Elaborada pelo autor
A Figura 3 mostra na janela superior a execuc¸a˜o do cliente, executado em um
notebook, com uma temperatura fictı´cia de 25.2◦C e na janela inferior a execuc¸a˜o do ser-
vidor. Nota-se que a mensagem enviada pelo cliente e´ recebida com sucesso no servidor
e o ACK relativo ao protocolo CoAP e´ recebido pelo cliente como indicac¸a˜o de sucesso
na comunicac¸a˜o.
A Figura 4 mostra o segundo teste, envolvendo o co´digo desenvolvido em
execuc¸a˜o na Raspberry Pi, para verificar o funcionamento do co´digo de leitura da tem-
peratura e identificar possı´veis auseˆncias de bibliotecas python necessa´rias. A fim de
controlar a Raspberry Pi remotamente, foi utilizado o programa VNC Viewer.
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Figura 4. Interac¸a˜o entre Raspberry Pi e servidor utilizando CoAP e DTLS
Fonte: Elaborada pelo autor
O sensor de temperatura foi colocado sobre uma bolsa de gelo e, como mostra a
Figura 4, os envios da Raspberry Pi ao servidor mostram a queda de temperatura.
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5. Conclusa˜o
Com o aumento do uso de dispositivos IoT, o atual trabalho traz contribuic¸o˜es para o
ambiente de IoT de diversas maneiras. Primeiramente, o trabalho conte´m um estudo
sobre dois protocolos relevantes, CoAP e DTLS, que podem facilitar a comunicac¸a˜o e a
seguranc¸a dos dispositivos IoT.
Ale´m do estudo teo´rico, o trabalho apresenta uma soluc¸a˜o pra´tica de IoT utili-
zando a combinac¸a˜o CoAP e DTLS, o que ainda na˜o se encontra em artigos cientı´ficos e
trabalhos acadeˆmicos com frequeˆncia. Ainda no escopo do desenvolvimento, a biblioteca
CoAPthon possuia apenas um teste envolvendo DTLS, com co´digos referentes ao cliente
e ao servidor acoplados em um arquivo. Este trabalho demonstrou como criar em classes
separadas o cliente e o servidor, utilizando CoAP e DTLS a partir da CoAPthon, com
informac¸o˜es pertinentes de cada um.
O conteu´do deste trabalho auxilia tambe´m futuros trabalhos que utilizem a Co-
APthon, ja´ que a biblioteca na˜o possui documentac¸a˜o completa. Neste trabalho foi de-
senvolvido um exemplo abordando tambe´m aspectos de configurac¸a˜o de seguranc¸a.
Trabalhos futuros podem tratar de aspectos ou realizar ana´lises na˜o cobertos neste
trabalho, como por exemplo a integrac¸a˜o de hardware e software do sistema desenvolvido
neste trabalho com os sensores de fluxo e de localizac¸a˜o. Tambe´m seria interessante um
trabalho que adaptasse os co´digos utilizados para dispositivos mais limitados do que uma
Raspberry Pi, afinal, eles sa˜o o alvo principal do desenvolvimento de protocolos como
DTLS e CoAP. Ainda no contexto de dispositivos limitados, pode ser realizado um estudo
acerca da otimizac¸a˜o entre a escolha de algoritmos de seguranc¸a e o consumo energe´tico,
espac¸o e tempo de processamento necessa´rios.
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