In this work we propose a new approach for motion planning for nonholonomic car-like robots which is based on a Customizable PRM (C-PRM). A major advantage of our approach is that it enables the same roadmap to be emiently utilized for car-like robots with direrent turning radii, which need not be known before query time. Our C-PRM-based approach first buila's a so-called control roadmap which does not incorporate any nonholonomic constraints. The control roadmap is used to emiently generate 'good' configurations of the car, e.g., aligned with the roadway. The control roaahap is also used to guide the roadmap connection. The paths encoded in the roadmap consist of straight-line segments and arcs, where transitions between the two require full stops of the cal: The control roadmap assists in the optimization and smoothing of these paths using cubic B-splines. Results with a simple car-like robot are very promising.
Introduction
Automatic motion planning deals with finding a feasible sequence of motions to take some movable object (the 'robot') from a given initial configuration to some specified goal configuration. While complete motion planning algorithms do exist, they are rarely used in practice since they are computationally infeasible in all but the simplest cases [14, 191 . For this reason, attention has focused on probabilistic methods, which sacrifice completeness in favor of computational feasibility and applicability.
In particular, we note a class of algorithms known as probabilistic roadmap (PRM) methods. The idea behind PRMs is to create a graph of randomly generated collisionfree configurations which are c o~e c t e d by a simple and fast local planning method. Actual global planning (queries) is carried out on this graph. The initial PRMs were very successful in solving difficult problems in high-dimensional configuration spaces (C-space) that had previously resisted efficient solution [12]. and moreover, were simple and easy The advantages of C-PRM over traditional PRMs, which perform complete roadmap validation during preprocessing, are efficiency, flexibility, and adaptability for different robots. A C-PRM roadmap can be nahually pruned to satisfy different query requirements, and is iteratively refined in the meaningful areas as queries proceed. For carlike robots, this means that the roadmap we construct can be easily adapted and used for the planning of robots with different turning radii, which was not possible with other methods.
Motion planning for car-like robots. Car-like robots typically have three degrees of freedom, i.e., two positional dofs and one orientational dof, i.e. (z, y, e). which are related through an intrinsic nonholonomic constraint: whose intuitive meaning is that car-like robots can only move forward or backward. In addition, they generally also have a lower-bound on their turning radius. Therefore, a car-like robot cannot follow all collision free paths in a two- Here, the the nonholonomic constraints (e.g., the turning radius) are used to construct a tree of feasible paths emanating from the starting configuration.
However, in all these previous methods, the roadmap is built specifically for robots with a particular, pre-defined turning radius. Thus, if different robots (with different turning radii) are to operate in the same environment, they would all need different roadmaps.
A C-PRM for Car-Like Robots
We propose a novel method for motion planning for nonholonomic car-like robots. A major advantage of our C-PRM-based approach is that it enables the s u m roadmap to be efficiently utilized for car-like robots with different turning radii. In addition, the computation costs (including roadmap construction and querying). even for a single carlike robot, are generally significantly less than with other techniques, such as the PPP [9] or RRT [ 151 methods.
However, this work is not just simply another application of C-PRM. In particular, the nonholonomic constraints, and our goal of supporting different turning radii with the same approximate roadmap, means that extra care must be taken when constructing the roadmap. For example, sampling strategies must be devised that are sensitive to the car's orientation, and connection (local planning) must be performed without knowledge of the car's turning radius (since it will not be known until query time). Thus, the roadmap is constructed hierarchically. As in [21], we believe the main strength of the roadmap is that it can provide an estimation of the free space and its connectivity. Even very coarse roadmaps, such as our control roadmap. can accomplish this task swiftly. They can then be refined as necessary using more detailed validations -but only in the regions determined promising by the initial coarse processing, which can save a significant amount of processing time. A similar philosophy is proposed in the Lazy PRM [7] and Fuzzy PRM [17] methods, which advocate an even coarser validation than C-PRM -either no validation at all [7] (i.e., accepting all roadmap nodes and edges in the construction phase) or validating nodes but not edges [ 171. Our experience is that some, even very limited, validation of both nodes and edges provides fairly good estimates of the free space to guide path selection, which in turn can significantly reduce query costs.
In the following, we describe the details of the roadmap construction and the adaptable query process for enforcing variable turning radii. We model the car-like robot as a polygon moving in a two-dimensional environment, R2. and its C-space is represented by R2 x [0,27r).
. 1 Control Roadmap
The control roclclmcIp (Cntl-Rdmp) is constructed similarly to most PRM roadmaps, but using the C-PRM philosophy of postponing detailed validation. In particular, we first generate a sample of collision free nodes in the environment. As orientation information is not necessarily needed at this stage, for collision detection purposes we can use a disk of diameter d as our robot, where d is less than the dimensions of the car-like robot. These points are called control points (CPs). Alternatively, a robot more similarly dimensioned to the car can be used. We use this sedond option since our 'cars' were very simple objects.
We then try to connect each CP to its k closest neighbors.
An edge is added to the control roadmap if the midpoint of that edge is collision free. If the robot used at this stage is not a disk, then collision checking is done by putting the robot at that midpoint and orienting it along the edge.
Approximate Roadmap
We next construct an approximate roadmap from the Cntl-Rdmp. Intuitively, we will use the Cntl-Rdmp to help us compose (rather than randomly generate) nodes in the car-like robot's R2 x [0,2n) C-space. The positional coordinates of the nodes are the midpoints on the edges of the Cntl-Rdmp, and their orientations are directed along the edges, so as to align them with the roadway. If the validity of these nodes was not already checked during construction of the Cntl-Rdmp, they will be checked now before adding them to the approximate roadmap.
In node connection. we connect nodes corresponding to adjacent edges in the Cntl-Rdmp. 
Querying -an adaptive approach
The roadmap can then be used to answer different queries. Notice that so far we have not mentioned the minimum turning radius of a specific car-like robot: the roadmap construction is not dependent on it. Now assume we want to find a path from a start point to a goal point for a car-like robot which has minimum turning radius rrnin. To do this, we first connect the start and the goal to the roadmap, and then remove all edges from the roadmap with curvature larger than l/rmin. After that, we use Dijkstra's algorithm to find the shortest path between the start and the goal. The path will consist of a sequence of nodes from the roadmap. Note that such a path could possibly contain several cusps, which indicate transitions between forward and backward movements of the car. From the perspective of the control roadmap. the path is determined by a sequence of control points. After we have a path, we must validate it with finer resolution collision tests since the validity of the edges has not been verified before.
If any node or edge on the path fails to meet the query requirements, it is removed from the roadmap, a new shortest path is found in the refined roadmap, and the process iterates until a valid path is found or failure is reported.
Here, we can see how the same roadmap could be pruned to meet the planning requirements of cars with different turning radii, or indeed, any other requirement, such as a pre-set minimum clearance. For example, if we subsequently want to plan a path for a robot with an even larger turning radius, we can simply prune more edges from the previously pruned roadmap until a path satisfying the curvature requirement is obtained, or failure is reported.
Path Optimization: curvature properties
The path created above is made up of arcs and line segments. An unpleasant feature of this is that since the curvature is not continuous along the path, the robot has to make a complete stop each time it meets a curvature discontinuity.
Since each roadmap node along the path corresponds to an edge in the control roadmap, it is a simple matter to retrieve all the control points along the path.
A natural question that arises is whether it is possible
to find a better path, with fewer discontinuities in the curvature, using the guidance of these control points (or polygon). More precisely, we first partition the path at any cusps, into forward and reverse segments, and process each segment separately. Actually, it is convenient to reverse the statement and ask a more general question: given this control polygon, is it possible to get a collision free path with better curvature (by better, we mean bigger andlor more continuous curvature)?
In the following, we will show that for a given control polygon, arcs always perform better than quadratic Bsplines in terms of obtaining smaller maximum curvature. The other option is cubic B-splines, which naturally provide continuous curvature if the path happens also to be collision free. We will show a heuristic that can be used to find better knot sequences that minimize the maximum curvature along the path.
Arcs and Quadratic B-splines
Compared with arcs and line segments, quadratic Bsplines look smoother. However, arcs are better at m i n iing the maximum curvature along a curved segment controlled by three control points (see Figure 2 ).
Consider the integration of the y component along both curves. We have J 1/tc * sin(@)& = Y = cl, constant CI, for both curves. Since both integrations go through the same range of 8, it is impossible for the curvature of the quadratic B-spline curve to always be smaller than that of the arc, since otherwise its integration along the path would be larger than Y, the constant.
An alternative, more intuitive argument is to notice that if the spline curve were to always have a smaller curvature along its path, then we could draw a bigger arc inside it and still be tangent to the control polygon, which is impossible (a contradiction). 
Arcs and Cubic B-splines
Since we would like to have continuous curvature along the path and still follow the guidance of the control polygon, it is natural to consider cubic B-splines.
Since at this point we have already found a path, we can always return to the arc-line path if the cubic B-spline is in collision. So, let us put the collision issue aside, and ask what is the best knot sequence to minimize the maximum curvature along the path? Here, we propose a heuristic method which is based on the following observation. The cubic B-spline curve consists of a set of C2 continuous Bezier curves. For each curve segment, we have j' tcds = A8, i.e., the integration of the curvature is the difference between the directions at the end points, which can be estimated as a constant. Since the curve length s is directly related to Au = ui+l -uj, increasing the knot range Au will lower the curvature along that curve segment.
The heuristic works as follows: starting with chordlength or uniform knot sequences, calculate the maximum curvature along each Bezier curve segment, and denote them as C;,,, Ch,,, . . . , CA,,, . . .. Denote also the knot range for each curve segment as Au1, Au2, . . . , Aui,. . ..
Then, in the next iteration, reassign the knot sequence to ensure a new ratio among the Au. F e new ratio is Continue this process until the maximum curvature reaches a minimum (most likely a local minium) or a certain iteration limit is reached. Figure 3 shows one example, the result of a curve and its curvature before (uniform knot sequences, dashed line) and after running the heuristic (the solid line). One can that the maximum curvature along the curve becomes smaller after running the heuristic. C;,,, * At61 : C;,, * A u~ : ... : CA,, * Auj : ....
Implementation and Results
In this section, we show some results obtained using our C-PRM-based planning approach for nonholonomic car-like robots in several environments (see Figures 4-7) . A summary of our results on these experiments is shown in Table l. It can be seen that in all cases, the planner is able to find a fairly good solution in a short time.
All experiments were performed on a Pentium III 550 MHZ PC using our Ci-k OBPRM library [ 11, which includes implementations of many PRM variants. In addition to traditional randomized PRM for node generation, some control roadmap nodes were generated using a variant of the medid axis PRM, or MAPRM [27, 28] , which attempts to place nodes on the medial axis of the free C-space.
In all experiments described below, we use the same 'car'. Its size is 12 by 5 (environment units). The distance between the front and rear wheels is 8 units. The car can drive both forward and backward. The size of the environment (the bounding box) is 72 by 32 units. All curvature requirements are set as 6 units unless otherwise specified. Scene I -Head-In Parking. In Figure 4 , we show a head-in parking scenario. As seen in Figure 4 (a), the path found by the planner looks quite realistic. To make a smooth turn, the car 6rst turned a bit to the right, and then turned back to the left to the parking place, as people normally do. It took 3.26 seconds to construct the roadmap and 5.81 seconds for the query to find a path. It takes more time during the query since the roadmap is only approximately validated, and so this validation must be performed at the query time. As described earlier, the user can specify turning radius and clearance requirements. In this case, the bound on the turning radius was set to six environment units. Figure 4 (b) shows the path from part (a) after it has been smoothed using a cubic B-spline (see Section 3.2).
Only part of the path is smoothed in this case so as not to violate the turning radius requirements. In both cases, the same roadmap was used. The different turning radii were specified at query time.
it does follow an "S" shape, as desired.
(b) Figure 6 Scene III -Driving around Obstacles. In (a), the shortest path requires a significant backwards segment, but in @), an alternative, more 'natural', path is obtained when backward driving is penalized by a factor of 10.
Scene IV -Navigating around Many Obstacles. Now we test the algorithm in a scene with many (19) randomly placed triangles. The control map and the real roadmap for this scene are shown in Figure 1 . From the roadmaps, it can clearly be seen that the method is able to construct a fairly good roadmap. It seems the planner is able to lay down "roads" in most of the drivable space, even though the scene is quite irregular. A solution path moving from the lowerleft to the upper-right comer is found in a few seconds, as shown is Figure 7 .
4
Figure 7: Scene IV -Navigating around many Obstacles. Navigating in a complex scene with 19 randomly placed hiangles.
Conclusion
In this paper, we present a new PRM-based approach for car-like robot motion planning which is based on the Customizable PRM (C-PRM). We describe how to use a socalled 'control roadmap' to effectively generate good configurations in the robot's C-space and then swiftly connect them into the final roadmap. A major strength of the method is that the same roadmap can be customized to do motion planning for car-like robots with different turning radii. A heuristic is also proposed for smoothing paths using cubic B-splines.
