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Plus de propriétés testables
Résumé : Nous explorons l’espace des propriétés testables dans la classifica-
tion Safety-Progress. La testabilité des propriétés est définie selon l’existence
d’une relation entre le système et la propriété examinée. Nous caractérisons
l’ensemble des propriétés testables par rapport à plusieurs relations d’interets.
Pour chaque relation, nous donnons une condition suffisante pour que la pro-
priété soit testable. Ensuite, nous étudions et délimitons, pour chaque classe
de propriétés, le sous-ensemble de propriétés testables. De plus, pour chaque
relation considérée, nous définissons une notion d’oracle de test produisant des
verdicts pour les différentes exécutions possibles du test. Finalement, nous
présentons un outil prototype implémentant les résultats proposés.
Mots-clés : testabilité, propriété classification Safety-Progress, oracle de test,
determination négative/positive
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1 Introduction
Due to its ability to scale up well and its practical aspect, testing remains one
of the most effective and widely used validation technique for software systems.
Even if lots of work have already been carried out on this topic, improving the
effectiveness of a testing phase while reducing its cost and time consumption
remains a very important challenge, sustained by a strong industrial demand.
Due to recent needs in the software industry (for instance in terms of security),
it is important to reconsider the classes of requirements this technique allows to
validate or invalidate.
The aim of a testing stage may be either to find defects or to witness expected
behaviors on an implementation under test (IUT). From a practical point of
view, a test campaign consists in producing a test suite (test generation) from
some initial system description, and executing it on the system implementation
(test execution). The test suite consists in a set of test cases, where each test case
is a set of interaction sequences to be executed by an external tester performed
on the points of control and observation (PCOs). Any execution of a test case
should lead to a test verdict, indicating if the system succeeded or not on this
particular test (or if the test was not conclusive).
One way to improve the practical feasibility of a test campaign is to use a pro-
perty. A property may be used for instance to drive the test execution. In this
case, the property is used to generate the so-called test purposes [KGHS98, JJ05]
which will select, among the possible test case behaviors, the most relevant
ones. A property may also represent the desired behavior of the tested system.
In this setting, the property may be for instance a formalization of a security
policy describing prohibited behaviors and expectations from the users, as con-
sidered for instance in [TMB07, MOC+07]. Several testing approaches (e.g.,
[CJMR07]) combine classical testing techniques and property verification so as
to improve the test activity. Most of these approaches used safety and accessi-
bility (co-safety) properties. A natural question is the existence of other kinds
of properties that can be “tested”, i.e., to define a precise notion of testability.
The considered notion of testability. In [NGH93, Gra94], Nahm, Grabow-
ski, and Hogrefe addressed this issue by discussing the set of temporal properties
that can be tested on an implementation. A property is said to be testable if
it is possible to determine if a given relation (e.g., inclusion) holds between the
sequences described by a property and the set of execution sequences that can
be produced by interacting with the IUT, after the execution of a finite sequence
on the IUT. In their work, testability of properties is studied wrt. the Safety-
Progress classification ([CMP92a] and Section 3) for infinitary properties. The
announced classes of testable properties are the safety and guarantee1 classes.
Then, it is not too surprising that most of the previously depicted approaches
used safety and co-safety properties during testing.
Context. In this paper, we shall use the same notion of testability. We con-
sider a generic approach, where an underlying property is compared to the
execution sequences of the IUT. This property expresses observable behaviors,
1In the Safety-Progress classification the guarantee class is the co-safety class in the Safety-
Liveness classification.
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which may be desired or not. Usually, IUT’s execution sequences are expressed
in a different alphabet than the one used to describe the property and have
thus to be interpreted. However, testability and the test oracle problem (i.e.,
the problem of deciding verdicts) can be studied while abstracting this alphabet
discrepancy. A second characteristic is that we do not require the existence of a
an executable specification to generate the test cases. This allows to encompass
several conformance testing approaches by viewing the specification as a special
property.
Motivations and contributions. The main motivation of this paper is to
leverage the use of an extended version of the Safety-Progress classification of
properties dedicated to runtime techniques. We give a precise characterization
of testable properties and provide a formal basis for several previous testing
activities. We extend the results of [NGH93] by showing that lots of interesting
properties (not safety nor guarantee) are also testable. Moreover, this framework
allow to simply obtain test oracles producing verdicts according to the test
execution.
Paper organization. The remainder of this paper is organized as follows.
In Section 2, some preliminary concepts and notations are introduced. A quick
overview of the Safety-Progress classification of properties for runtime validation
techniques is given in Section 3. Section 4 introduces the notion of testability
considered in this paper. In Section 5, testable properties are characterized. In
Section 6, we study the conditions under which verdicts may be refined. Auto-
matic test generation is addressed in Section 7. A presentation of a prototype
tool implementing the proposed features is given in Section 8. Next, in Sec-
tion 9, we overview the related work and propose a discussion on the results
provided by this paper. Finally, Section 10 gives some concluding remarks and
raised perspectives.
2 Preliminaries and notations
This section introduces some background, namely the notions of program exe-
cution sequences, IOLTSs, and properties.
2.1 Sequences, and execution sequences
Given an alphabet of actions Σ, a sequence σ on Σ is a total function σ : I → Σ
where I is either the interval [0, n] for some n ∈ N, or N itself. The empty
sequence is denoted by ǫ. We denote by Σ∗ the set of finite sequences over Σ
and by Σω the set of infinite sequences over Σ. Σ∗∪Σω is noted Σ∞. The length
(number of elements) of a finite sequence σ is noted |σ| and the (i+1)-th element
of σ is denoted by σi. For σ ∈ Σ∗, σ′ ∈ Σ∞, σ · σ′ is the concatenation of σ and
σ′. The sequence σ ∈ Σ∗ is a strict prefix of σ′ ∈ Σ∞ (equivalently σ′ is a strict
continuation of σ), noted σ ≺ σ′, when ∀i ∈ [0, |σ| − 1] : σi = σ′i and |σ| < |σ
′|.
When σ′ ∈ Σ∗, we note σ  σ′
def
= σ ≺ σ′ ∨ σ = σ′. For σ ∈ Σ∞ and n ∈ N, σ···n
is the sub-sequence containing the n+ 1 first elements of σ. The set of prefixes
of σ ∈ Σ∞ is pref (σ)
def
= {σ′ ∈ Σ∗ | σ′  σ}. For a finite sequence σ ∈ Σ∗, the
set of finite continuations is cont∗(σ)
def
= {σ′ ∈ Σ∗ | ∃σ′′ ∈ Σ∗ : σ′ = σ · σ′′}.
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The implementation that we are aiming to test is here a program P ab-
stracted as a generator of execution sequences. We are interested in a restricted
set of operations the program can perform. These operations influence the truth
value of properties that we want to test. Such execution sequences can be made
of access events on a secure system to its resources, or kernel operations on an
operating system. In the testing context of this paper, those operations are made
on PCOs. We abstract these operations by a finite set of events, namely a vo-
cabulary Σ. We denote by PΣ a program for which the vocabulary is Σ. The set
of execution sequences of PΣ is denoted by Exec(PΣ) ⊆ Σ∞. This set is prefix-
closed, that is ∀σ ∈ Exec(PΣ) : pref (σ) ⊆ Exec(PΣ). We will use Execf(PΣ)
(resp. Execω(PΣ)) to refer to the finite (resp. infinite) execution sequences of
PΣ, that is Execf(PΣ)
def
= Exec(PΣ) ∩ Σ
∗ and Execω(PΣ)
def
= Exec(PΣ) ∩ Σ
ω. In
the remainder of this article, we consider a vocabulary Σ.
2.2 IOLTSs
An Input Output Labelled Transition System (IOLTS) without internal actions
and defined over an alphabet Σ is a 4-tuple I = (QI , qI
init
,Σ,−→I) where QI
is a non-empty set of states where qI
init
the initial state. For IOLTSs the alpha-
bet of actions Σ = ΣI! ∪ Σ
I
? is partitioned in output and input alphabets (Σ
I
!
and ΣI? ). The relation −→I⊆ Q
I × ΣI × QI is the transition relation. The
(Σ′, qnew)-completion of the IOLTS I defined over Σ, where Σ′ ⊆ Σ and qnew is











I qnew | q ∈ Q





Properties as sets of execution sequences. A finitary property (resp. an
infinitary property, a property) is a subset of execution sequences of Σ∗ (resp.
Σω, Σ∞). Given a finite (resp. infinite) execution sequence σ and a property
φ (resp. ϕ), we say that σ satisfies φ (resp. ϕ) when σ ∈ φ, noted φ(σ)
(resp. σ ∈ ϕ, noted ϕ(σ)). A consequence of this definition is that properties
we will consider are restricted to linear time execution sequences, excluding
specific properties defined on powersets of execution sequences and branching
properties.
Runtime properties [FFM09b]. In this paper we are interested in run-
time properties, namely the properties that can be used in runtime-based val-
idation techniques. As stated in the introduction, we consider finite and in-
finite execution sequences (that a program may produce). Runtime proper-
ties should characterize satisfaction for both kinds of sequences in a uniform
way. To do so, we use r-properties (runtime properties) (that we introduced
in [FFM09b] in the context of runtime verification) as pairs (φ, ϕ) ⊆ Σ∗ × Σω.
Intuitively, the finitary property φ represents the desirable property that fi-
nite execution sequences should fulfill, whereas the infinitary property ϕ is
the expected property for infinite execution sequences. The definition of nega-
tion of an r-property follows from definition of negation for finitary and infini-
tary properties. For an r-property (φ, ϕ), we define (φ, ϕ) as (φ, ϕ). Boolean
combinations of r-properties are defined in a natural way. For ∗ ∈ {∪,∩},
RR n° 7279
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(φ1, ϕ1) ∗ (φ2, ϕ2)
def
= (φ1 ∗ φ2, ϕ1 ∗ ϕ2). Considering an execution sequence
σ ∈ Exec(PΣ), we say that σ satisfies (φ, ϕ) when σ ∈ Σ∗∧φ(σ)∨σ ∈ Σω∧ϕ(σ).
For an r-property Π = (φ, ϕ), we note Π(σ) (resp. ¬Π(σ)) when σ satisfies (resp.
does not satisfy) (φ, ϕ).
In the sequel, we will need the notion of positive and negative determi-
nacy [PZ06] introduced by Pnueli. This notion was introduced in the field of
runtime verification in order to represent the situations when it is worth verify-
ing a property at runtime [PZ06, FFM10].
Definition 1 (Positive/Negative determinacy [PZ06]). An r-property Π
⊆ Σ∗ × Σω is said to be:
• negatively determined by σ ∈ Σ∗ if ¬Π(σ)∧∀µ ∈ Σ∞ : ¬Π(σ · µ), denoted
⊖−determined(σ,Π);
• positively determined by σ ∈ Σ∗ if Π(σ) ∧ ∀µ ∈ Σ∞ : Π(σ · µ), denoted
⊕−determined(σ,Π).
An r-property Π is positively (resp. negatively) determined by a finite se-
quence σ, if σ satisfies (resp. does not satisfy) Π and every finite and infinite
continuation does (resp. does not) satisfy the r-property .
3 A SP classification for runtime techniques
This section presents minimal theoretical background on the Safety-Progress
(SP) classification of properties, introduced by Manna and Pnueli in [MP90,
CMP92a], in a runtime context. This classification originally introduced a
hierarchy between regular properties2 defined as sets of infinite execution se-
quences. In [FFM09b], we extended the classification to deal with finite-length














(Pf (ψ), P (ψ))
R = ∅
(Af (ψ), A(ψ))
R = ∅, P 9 P





Figure 1: The SP classification
The Safety-Progress classification is an alter-
native to the classical Safety-Liveness [Lam77,
AS84] dichotomy. Unlike this later, the Safety-
Progress classification is a hierarchy and not
a partition, and provides a finer-grain classi-
fication of properties in a uniform way and
according to 4 views [CMP92b]: a language-
theoretic view (seeing properties as sets of se-
quences), a logical view (seeing properties as
LTL formulas), a topological view (seeing pro-
perties as open or closed sets), and an au-
tomata view (seeing properties as accepted words
of Streett automata [Str81]).
A graphical representation of the Safety-Progress
classification of properties is depicted in Fig. 1.
Further details and results can be found in [FFM10]. Here, we will consider
only the language-theoretic and the automata views dedicated to r-properties
in which the properties will be defined relatively to a set of events Σ.
2In the remainder of this paper, the term property will stand for regular property.
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3.1 The language-theoretic view of r-properties
In the language-theoretic view of the Safety-Progress classification, properties
of each classes are built using special operators.
3.1.1 Construction of r-properties
The language-theoretic view of the Safety-Progress classification is based on the
construction of infinitary properties and finitary properties from finitary ones. It
relies on the use of four operators A,E,R, P (building infinitary properties) and
four operators Af , Ef , Rf , Pf (building finitary properties) applied to finitary
properties. In the following ψ is a finitary property over Σ.
A(ψ) consists of all infinite words σ s.t. all prefixes of σ belong to ψ. E(ψ)
consists of all infinite words σ s.t. some (at least one) prefixes of σ belong to
ψ. R(ψ) consists of all infinite words σ s.t. infinitely many prefixes of σ belong
to ψ. P (ψ) consists of all infinite words σ s.t. all but finitely many prefixes of
σ belong to ψ.
Af (ψ) consists of all finite words σ s.t. all prefixes of σ belong to ψ. One
can observe that Af (ψ) is the largest prefix-closed subset of ψ. Ef (ψ) consists
of all finite words σ s.t. some prefixes of σ belong to ψ. One can observe that
Ef (ψ) = ψ · Σ
∗. Rf (ψ) consists of all finite words σ s.t. ψ(σ) and there exists
an infinite number of continuations σ′ of σ also belonging to ψ. Pf (ψ) consists
of all finite words σ belonging to ψ s.t. there exists a continuation σ′ of σ s.t.
σ′ persistently has extensions σ′′ staying in ψ (i.e., σ′ · σ′′ belongs to ψ).
The formal definitions of these operators can be found in [FFM10]. One may
remark the duality between those operators A and E, and operators R and P ,
i.e., A(ψ) = E(ψ), and R(ψ) = P (ψ).
Based on these operators, each class can be seen from the language-theoretic
view.
Definition 2 (Safety-Progress classes, language view). An r-property Π =
(φ, ϕ) is defined to be
• A safety r-property if Π = (Af (ψ), A(ψ)) for some finitary property ψ.
That is, all prefixes of a finite word σ ∈ φ or of an infinite word σ ∈ ϕ
belong to ψ.
• A guarantee r-property if Π = (Ef (ψ), E(ψ)) for some finitary property
ψ. That is, each finite word σ ∈ φ or infinite word σ ∈ ϕ is guaranteed to
have some prefixes (at least one) belonging to ψ.
• A response r-property if Π = (Rf (ψ), R(ψ)) for some finitary property ψ.
That is, each finite word σ ∈ φ belongs to ψ and has an infinite extension
with an infinite number of prefixes belonging to ψ. And, each infinite word
σ ∈ ϕ recurrently has (infinitely many) prefixes belonging to ψ.
• A persistence r-property if Π = (Pf (ψ), P (ψ)) for some finitary property
ψ. That is, each finite word belongs to ψ and has an infinite extension
with an finite number of prefixes not belonging to ψ (the prefixes “per-
sistently” belongs to ψ). And, each infinite word σ ∈ ϕ persistently has
(continuously from a certain point on) prefixes belonging to ψ.
RR n° 7279
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In all cases, we say that Π is built over ψ. Furthermore, obligation (resp.
reactivity) r-properties are obtained by Boolean combinations of safety and
guarantee (resp. response and persistence) r-properties.
Given a set of events Σ, we note Safety(Σ) (resp. Guarantee(Σ), Obligation(Σ),
Response(Σ), Persistence(Σ)) the set of safety (resp. guarantee, obligation, res-
ponse, persistence) r-properties defined over Σ.
In Section 3.3, we illustrate the construction of infinitary properties from
finitary ones for each of the four operators.
3.1.2 Some useful facts in the language view
Now, we give some useful facts about r-properties in the language view. Those
facts will be used in the remainder when characterizing the set of testable pro-
perties.
Let us first note the duality between some classes coming from the duality
of the operators:
• Π is a safety r-property iff Π is a guarantee r-property .
• Π is a response r-property iff Π is a persistence r-property .
We now state the closure of safety and guarantee r-properties as a straight-
forward consequence of their definitions.
Remark 1 (Closure of r-properties) Considering an r-property Π = (φ, ϕ)
defined over an alphabet Σ built from a finitary property ψ, the following facts
hold:
1 Π is a safety r-property iff all prefixes of a sequence belonging to Π also
belong to Π, i.e., Π is prefix-closed.
2 Π is a guarantee r-property iff all continuations of a finite sequence be-
longing to Π also belong to Π, i.e., Π is extension-closed. ∗
The following lemma (inspired from [CMP92b]) provides a decomposition
of each obligation property in a normal form. The proof of this lemma can be
found in [FMFR10].





for some k > 0, where Safetyi and Guaranteei are respectively safety and gua-
rantee r-properties. We refer to this presentation as the conjunctive normal form
of obligation r-properties.







When an r-property Π is expressed as ∩ki=1(Safetyi∪Guaranteei) or ∪
k
i=1(Safetyi∩
Guaranteei), Π is said to be a k-obligation r-property . Similar definitions and
properties hold for reactivity r-properties which are expressed by combination
of response and persistence r-properties.
RR n° 7279
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3.2 The automata view of r-properties [FFM09b]
For the automata view of the Safety-Progress classification, we follow [CMP92b]
and define r-properties using Streett automata. Furthermore, for each class of
the Safety-Progress classification it is possible to syntactically characterize a
recognizing finite-state automaton.
3.2.1 Streett automata
We define3 a variant of deterministic and complete Streett automata (introduced
in [Str81] and used in [CMP92b]) for property recognition. These automata
process events and decide properties of interest. We add to original Streett au-
tomata a finite-sequence recognizing criterion in such a way that these automata
uniformly recognize r-properties.
Definition 3 (Streett automaton). A deterministic finite-state Streett au-
tomaton is a tuple (Q, q
init
, Σ,−→, {(R1, P1), . . . , (Rm, Pm)}). The set Q is the
set of states, q
init
∈ Q is the initial state. The function −→: Q × Σ → Q is
the (complete) transition function. In the following, for q, q′ ∈ Q, e ∈ Σ we
abbreviate −→ (q, e) = q′ by q
e
−→ q′. The set {(R1, P1), . . . , (Rm, Pm)} is the
set of accepting pairs, for all i ≤ n, Ri ⊆ Q are the sets of recurrent states, and
Pi ⊆ Q are the sets of persistent states.
We refer to an automaton with m accepting pairs as an m-automaton. When
m = 1, a 1-automaton is also called a plain-automaton, and we refer to R1 and
P1 as R and P . Moreover, for σ = σ0 · · ·σn−1 a word of Σ∗ of length n and
q, q′ ∈ QA two states, we note q
σ
−→ q′ when ∃q1, . . . , qn−2 ∈ QA : q
σ0−→ q1∧. . .∧
qn−2
σn−2
−→ q′. In the following A = (QA, qA
init
,Σ,−→A, {(R1, P1), . . . , (Rm, Pm)})
designates a deterministic finite-state Streett m-automaton.
For q ∈ QA, ReachA(q) is the set of reachable states from q with at least one
transition in A and q itself, that is ReachA(q) = {q′ ∈ QA | ∃σ ∈ Σ+ : q
σ
−→A
q′} ∪ {q}. For σ ∈ Σ∞, the run of σ on A is the sequence of states involved by
the execution of σ on A. It is formally defined as run(σ,A) = q0 · q1 · · · where









For an execution sequence σ ∈ Σω on a Streett automaton A, we define
vinf (σ,A), as the set of states appearing infinitely often in run(σ,A). It is
formally defined as follows: vinf (σ,A) = {q ∈ QA | ∀n ∈ N, ∃m ∈ N : m >
n ∧ q = qm ∈ run(σ,A)}.
For a Streett automaton, the notion of acceptance condition is defined using
the accepting pairs.
Definition 4 (Acceptance condition for infinite sequences). For σ ∈
Σω, we say that A accepts σ if ∀i ∈ [1,m] : vinf (σ,A)∩Ri 6= ∅∨vinf (σ,A) ⊆ Pi.
An infinite sequence is accepted by a Streett m-automaton, if for each i ∈
[1,m], the set of states visited infinitely often are all in the persistent states of
the pair i, or the states visited infinitely often contains at least one recurrent
state of the pair i.
3There exist several equivalent definitions of Streett automata dedicated to infinite se-
quences recognition. We choose here to follow the definition used in [CMP92b].
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Figure 2: Illustrations of the shapes of Streett automata for basic classes
To deal with r-properties we need to define also an acceptance criterion for
finite sequences:
Definition 5 (Acceptance condition for finite sequences). For a finite-
length execution sequence σ ∈ Σ∗ s.t. |σ| = n, we say that the m-automaton
A accepts σ if (∃q0, . . . , qn−1 ∈ QA : run(σ,A) = q0 · · · qn−1 ∧ q0 = qAinit and
∀i ∈ [1,m] : qn−1 ∈ Pi ∪Ri).
A finite sequence is accepted by a Streett automaton if and only if it termi-
nates on a distinguished state Ri or Pi for each accepting pair i.
3.2.2 The hierarchy of automata.
An interesting feature of Streett automata is that the class of property they
recognize can be easily characterized by some syntactic considerations.
• A safety automaton is a plain automaton s.t. R = ∅ and there is no transition
from a state q ∈ P to a state q′ ∈ P .
• A guarantee automaton is a plain automaton s.t. P = ∅ and there is no
transition from a state q ∈ R to a state q′ ∈ R.
• An m-obligation automaton is an m-automaton s.t. for each i in [1,m]:
• there is no transition from q ∈ Pi to q′ ∈ Pi,
• there is no transition from q ∈ Ri to q′ ∈ Ri.
• A response automaton is a plain automaton s.t. P = ∅.
• A persistence automaton is a plain automaton s.t. R = ∅.
• A reactivity automaton is any unrestricted automaton.
The syntactic restrictions are illustrated in Fig. 2: shapes of Streett au-
tomata for basic classes are depicted. In these illustrations, we distinguish
“terminal” recurrent and persistence states. For instance, for safety automata,
we made the distinction between persistent states for which it is not possible
to reach non persistent states and the other persistent states. One may remark
that these syntactic restrictions hold for the automata represented in Figs. 3b,
4b and 4c. One may also notice that the duality between the classes, expressed
in the language-theoretic view, holds for the hierarchy of automata as well.
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Figure 3: DFA for ψ1 and Streett for (Af (ψ1), A(ψ1))































Figure 4: DFA for ψ2 and Streett for (Ef (ψ2), E(ψ2)), (Rf (ψ2), R(ψ2)), R = {3}
Automata and properties. We now link Streett automata to r-properties.
Definition 6 (Automata and r-properties). We say that a Streett automa-
ton A defines an r-property (φ, ϕ) ∈ 2Σ
∗×Σω if and only if the set of finite (resp.
infinite) execution sequences accepted by A is equal to φ (resp. ϕ), which is
noted L(A) = (φ, ϕ).
3.3 Examples and summary
The following example illustrates the concepts introduced in this section.
Example 1 (r-properties4) Let us consider Σ1 = {a, b, c} and ψ1 = a∗ ·
(
b∗+
c · (c + a)∗ · b+
)
defined by the deterministic finite-state automaton (DFA) in
Fig. 3a with accepting states 1, 2. The Streett automaton in Fig. 3b defines
Π1 = (Af (ψ1), A(ψ1)).
Let us consider Σ2 = {a, b}, and the finitary property ψ2 = (a·b)+ recognized
by the DFA depicted in Fig. 4a. The Streett automaton in Fig. 4b (resp. Fig. 4c)
represents the guarantee (resp. response) r-property Π2 = (Ef (ψ2), E(ψ2))
(resp. (Rf (ψ2), R(ψ2)) built upon ψ2 with R = {3}.
A graphical representation of the Safety-Progress hierarchy of properties is
depicted in Fig. 1. A link between two classes means that the higher class
contains strictly the lower one. Furthermore, for each class, we have recalled
and uniformly extended the characterizations in the language-theoretic and au-
tomata views.
Remark 2 It is worth noticing that property interpretation of finite sequences
extends to infinite sequences in a consistent way, depending on the class of
properties under consideration. Considering σ ∈ Σω, we have:
• for a safety property Π, ∀i ∈ N : Π(σ···i) ⇔ Π(σ)
RR n° 7279
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• for a guarantee property Π, ∃i ∈ N : Π(σ···i) ⇔ Π(σ)
• for a response property Π,
∞
∃ i ∈ N : Π(σ···i) ⇔ Π(σ)
• for a persistence property Π, 6
∞
∃ i ∈ N : ¬Π(σ···i) ⇔ Π(σ)
where
∞
∃ means “there exists an infinite number of”. ∗
4 Some notions of testability
From its finite interaction with the underlying implementation under test, the
tester produces an interpretation. This interpretation is a sequence of events in
Σ∗. We study the conditions for a tester, using the produced sequence of events,
to determine whether a given relation holds between:
• the set of all (finite and infinite) execution sequences that can be produced
by the IUT: Exec(PΣ),
• the set of sequences described by the r-property Π.
Roughly speaking, the challenge addressed by a tester is thus to determine a
verdict, i.e., to state whether a relation holds between Π and Exec(PΣ), from a
finite sequence extracted from Execf(PΣ).
Let us recall that the r-property is a pair made of two sets: a set of finite
sequences and a set of infinite sequences (see Section 2.3). In the following, we
shall compare this pair to the set of execution sequences of the IUT which is a set
constituted of finite and infinite sequences. In the remainder, in order to simplify
notations, when we compare those pairs, we are making two comparisons: we
compare the finitary (resp. infinitary) part of the r-property to the restriction
to finite (resp. infinite) sequences of the program. We explicit this comparison
in Definition 7, then we use a simplified notation.
As noticed in [NGH93], one may consider several possible relations between
the execution sequences produced by the program and those described by the
property. Those relations are recalled here in the context of r-properties.
Definition 7 (Relations between an IUT and an r-property). The pos-
sible relations of interest between Exec(PΣ) and Π are:
• Execf(PΣ) ⊆ Π ∩ Σ∗ and Execω(PΣ) ⊆ Π ∩ Σω (denoted Exec(PΣ) ⊆ Π):
the IUT respects the property; all behaviors of the IUT are allowed by the
r-property .
• Execf(PΣ) = Π∩Σ∗ and Execω(PΣ) = Π∩Σω (denoted Exec(PΣ) = Π): the
observable behaviors of the IUT are exactly those described by the r-property .
• Π∩Σ∗ ⊆ Execf(PΣ) and Π∩Σω ⊆ Execω(PΣ) (denoted Π ⊆ Exec(PΣ))): the
program implements the r-property ; all behaviors described by the r-property
are feasible by the IUT.
• (Π ∩ Σ∗) ∩ Execf(PΣ) 6= ∅ and (Π ∩ Σω) ∩ Execω(PΣ) 6= ∅ (denoted Π ∩
Exec(PΣ) 6= ∅): the behaviors expected by the r-property and those of the
program are not disjoint.
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Then, the test verdict is determined according to the conclusions that one
can obtain for the considered relation. In essence, a tester can and must only
determine a verdict from a finite interaction σ ∈ Execf(PΣ). The following
verdicts are produced when the test activity and the considered verdicts deal
with all executions of the IUT. In Section 6, we will study the conditions under
which one can state weaker verdicts on a single execution sequence.
Definition 8 (Verdicts [NGH93]). Given a relation R between Exec(PΣ)
and Π, defined in the sense of Definition 7, the tester produces:
• pass if the test execution allows to determine that R holds;
• fail if the test execution allows to determine that R does not hold;
• unknown5 if the test execution does not allow yet to determine R.
From a test sequence σ ∈ Execf(PΣ) produced by the tester and executed on
the IUT, we note verdict(σ,R(Exec(PΣ),Π)) the verdict that the observation
of σ allows to determine. Let us remark that the two following problems may
occur in practice:
• In the general case, the IUT may be a program exhibiting infinite-length
execution sequences. Evaluating those sequences wrt. an r-property Π is
thus not realizable by a tester.
• Moreover, finite execution sequences contained in the r-property cannot
be processed easily. For instance, if the test execution exhibits a sequence
σ /∈ Π, deciding to stop the test is a critical issue. Actually, nothing allows
to claim that a continuation of the test execution would not exhibit a new
sequence belonging to the r-property , i.e., σ′ ∈ Σ∞ s.t. σ · σ′ ∈ Π.
Thus, the test should stop only when there is no doubt regarding the verdict
to be established. That is to say, the moment when it is not worth letting
the execution continue since no future possible continuation can question the
produced verdict. Following [NGH93], we propose a notion of testability, that
takes into account the aforementioned practical limitations, and that is set in
the context of the Safety-Progress classification. To do so, we will suppose the
existence of a tester that can interpret the execution sequences of the IUT on
Execf(PΣ).
Definition 9 (Testability). An r-property Π is said to be testable on PΣ
wrt. the relation R if there exists an execution sequence σ ∈ Σ∗ s.t.:
σ ∈ Execf(PΣ) ⇒ verdict(σ,R(Exec(PΣ),Π)) ∈ {pass, fail}
5In [NGH93], this case is associated to the inconclusive verdict. Here we choose to state
it as an unknownverdict instead. Indeed, in conformance testing, inconclusive verdicts are
produced by a tester when the current test execution will not allow to reach a pass or fail
verdict and is often used in association with a test purpose. Furthermore, we believe that the
term “unknown” better corresponds to the fact that knowing whether the relation between
Exec(PΣ) and Π holds or not is not yet possible.
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Intuitively, this condition compels the existence of a sequence which, if one
can play it on the IUT, allows to determine for sure, if the relation holds or not.
Let us note that this definition entails to synthesize a test oracle, i.e., in our





the observation of a sequence σ ∈ Execf(PΣ).
Test oracles. In the remainder, we will be interested in defining test oracles
for the various test relations we consider. A test oracle, is finite state machine
(FSM) parametrized by a test relation as shown in Definition 7. It reads in-
crementally an interaction sequence σ ∈ Execf(PΣ) and produces verdicts in
{pass, fail , unknown}.
Definition 10 (Test Oracle). A test oracle O for an IUT PΣ, a relation R
and an r-property Π is a 4-tuple (QO, qO
init
,−→O, Γ
O). The finite set QO denotes
the control states and qO
init
∈ QO is the initial state. The complete function
−→O: Q
O × Σ → QO is the transition function. The output function ΓO :
QO → {pass, fail , unknown} produces verdicts with the following constraints:
• all states emitting a pass or a fail verdict are final (sink states),
• ∃σ ∈ Execf(PΣ) : qOinit
σ
−→O q ∧ Γ(q) = pass ⇒ R(Exec(PΣ),Π),
• ∃σ ∈ Execf(PΣ) : qOinit
σ
−→O q ∧ Γ(q) = fail ⇒ ¬R(Exec(PΣ),Π).
5 Characterizing testable properties without exe-
cutable specification
The framework of r-properties (Section 3) allows to determine, according to the
considered relation, the testability of the different kinds of properties. Moreover,
this framework provides a computable oracle, which is a sufficient condition for
testing. Furthermore, we will be able to characterize which test sequences allow
to establish sought verdicts. Then, we will determine which verdict has to be
produced in accordance with the played test sequence.
We now characterize the set of testable properties according to the tested
relation between Exec(PΣ) and Π. To do so, we will use the notion of positive
and negative determinacy applied to r-properties (see Section 2.3).
5.1 Testability wrt. the relation Exec(PΣ) ⊆ Π
Obtainable verdicts and sufficient conditions. For this relation, the unique
verdicts that may be produced are fail and unknown. We explicit this below.
A pass verdict means that all execution sequences of PΣ belong to Π. The
unique case where it is possible to establish a pass verdict is in the trivial
case where Π = (Σ∗,Σω), i.e., the r-property Π is always verified. Obviously,
every implementation with alphabet Σ satisfies this relation. In other cases,
6It will be indeed the case since we are working in the Safety-Progress classification which is
dedicated to regular properties. The oracle will consist in a composition of decidable questions
on regular sets.
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it is impossible to obtain such a verdict (whatever is the property class under
consideration), since the whole set PΣ is usually unknown from the tester. In
Section 6, we will study the conditions under which it is possible to state weak
pass verdicts, when reasoning on a single execution sequence of the IUT.
A fail verdict means that there are some sequences produced by the program
which are not in Π. In order to produce such a verdict, we need to observe a
finite sequence σ that is a prefix of a program’s execution sequence. Moreover,
in order to stop the test, we need to be sure that there is no σ-continuation
which belongs to Π. That is to say, one needs to exhibit an execution sequence
of PΣ s.t. Π is negatively determined by this sequence.
For this relation, we will be thus only interested in seeking fail verdicts under
the sufficient condition expressed by the following theorem:
Theorem 1 (Condition to determine a fail verdict for Exec(PΣ) ⊆ Π):
It is possible to state that the relation Exec(PΣ) ⊆ Π is not verified, if there
exists an execution sequence of the program s.t. the r-property Π is negatively
determined. More formally:
∃σ ∈ Execf(PΣ) : ⊖−determined(σ,Π) ⇒ verdict(σ,Exec(PΣ) ⊆ Π) = fail (1)
Proof : The proof of this theorem is straightforward. Indeed, if the program
produces an execution sequence σ which cannot be continued in a finite nor
infinite execution sequence belonging to the r-property Π, then the relation
Exec(PΣ) ⊆ Π is necessarily not verified. Indeed, we know for sure that there
is at least one sequence of the program not belonging to the r-property .
Testability of this relation in the Safety-Progress classification. For
each of the following classes, we state the conditions under which the properties
of this class are testable. Moreover, we exhibit the test sequences that are
possible to test on the implementation in order to determine a fail verdict for
the relation Exec(PΣ) ⊆ Π.
Theorem 2 (Language-view of the testability of Exec(PΣ) ⊆ Π): For each
Safety-Progress class, the testability conditions in order to obtain a fail verdict
and expressed in the language-theoretic view are the following:
• a safety r-property (Af (ψ), A(ψ)) is testable if ψ 6= ∅;
• a guarantee r-property (Ef (ψ), E(ψ)) is testable if {σ ∈ ψ | pref (σ) ∪
cont∗(σ) ⊆ ψ} 6= ∅;
• a k-obligation r-property built over ψi and ψ
′
i, i ∈ [1, k],









– and expressed in disjunctive normal form is testable if
⋂k
i=1(ψi∪{σ ∈
ψ′i | pref (σ) ∪ cont
∗(σ) ⊆ ψi}) 6= ∅;
• a response (resp. persistence) r-property (Rf (ψ), R(ψ)) (resp. (Pf (ψ), P (ψ)))
is testable if {σ ∈ ψ | cont∗(σ) ⊆ ψ} 6= ∅.
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Proof : We prove the testability conditions for each Safety-Progress class.
For safety r-properties. Let Π be a safety r-property , then there exists
ψ ⊆ Σ∗ s.t. Π can be expressed (Af (ψ), A(ψ)). Let us consider σ ∈ Σ∗ ∩ ψ.
Then, according to Remark 1 on the closure of safety r-properties we have that
every finite (resp. infinite) continuation of σ does not belong to Af (ψ) (resp.
A(ψ)). Thus every finite and infinite continuation of σ does not belong to
(Af (ψ), A(ψ)): Π is negatively determined by σ. Let us remark that the only
safety r-property which is not testable under these conditions is the r-property
always true: (Σ∗,Σω). As stated before, it is straightforward that every imple-
mentation, for which the observable vocabulary is Σ, satisfies this property.
For guarantee r-properties. Let Π be a guarantee r-property , then there
exists ψ ⊆ Σ∗ s.t. Π can be expressed (Ef (ψ), E(ψ)). Let σ be a sequence
belonging to {σ ∈ ψ | pref (σ) ∪ cont∗(σ) ⊆ ψ}. Then, every prefix of σ and
every continuation do not belong to ψ. Consequently, these continuations cannot
belong to Ef (ψ) nor E(ψ) nor Π as well; Π is negatively determined by σ.
For obligation r-properties. Let Π be an obligation r-property , then Π can
be expressed in a conjunctive normal form and in a disjunctive normal form (cf.
Lemma 1).
• When Π is expressed in conjunctive normal form, then there exists k ∈ N∗,




i)) where Si(ψi) (resp. Gi(ψ
′
i)) is a
safety (resp. guarantee) r-property built upon ψi (resp. ψ′i).
• When Π is expressed in a disjunctive normal form, then there exists k ∈
N




i)) where Si(ψi) (resp. Gi(ψ
′
i))
is a safety (resp. guarantee) r-property built upon ψi (resp. ψ′i).
In order to show that a sequence, belonging to one of this predefined set, has
all its finite and infinite continuations not satisfying the r-property , it suffices to
realize an induction on k and use the previous reasoning applied to safety and
guarantee r-properties.
For response and persistence r-properties. The reasoning is similar to the
one used for guarantee r-properties. Let Π be a response (resp. persistence) r-
property , then there exists ψ ⊆ Σ∗ s.t. Π can be expressed (Rf (ψ), R(ψ)) (resp.
(Pf (ψ), P (ψ))). This r-property is testable if the set {σ ∈ ψ | cont∗(σ) ⊆ ψ} is
not empty. The difference is here that in order for the r-property to be negatively
determined, it can have some prefixes in ψ.
Theorem 3 (Automata-view of the testability of Exec(PΣ) ⊆ Π): For a
Streett automaton AΠ = (Q
AΠ , qAΠ
init
,Σ,−→AΠ , {(R1, P1), . . . , (Rm, Pm)}) reco-
gnizing an r-property Π, according to the class of AΠ, the testability conditions
expressed in the automata view are given below. We say that the property
recognized by
• a safety automaton is testable if P 6= ∅;
• a guarantee automaton is testable if {q ∈ R | ReachAΠ(q) ⊆ R} 6= ∅;
• a k-obligation automaton is testable if
⋃k
i=1(Pi ∩ {q ∈ Ri | ReachAΠ(q) ⊆
Ri}) 6= ∅;
• a response automaton is testable if {q ∈ R | ReachAΠ(q) ⊆ R} 6= ∅;
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• a persistence automaton is testable if {q ∈ P | ReachAΠ(q) ⊆ P} 6= ∅.
Proof : Let first note that all these conditions are of the form S 6= ∅. The
proof follows from the facts that we are considering complete and deterministic
Streett automata and all states are reachable from the initial state. Then using
the finite sequence acceptance criterion of Streett automata and the syntactic
restrictions applying for automata in each Safety-Progress class, one can see
that when a run of a sequence reaches a state in S, the property is negatively
determined by the involved sequence.
Property 1 (Testability in language and automata view are equivalent) :
For an r-property Π recognized by a Streett automaton AΠ, according to the
class of Π, the testability conditions for Exec(PΣ) ⊆ Π expressed in the language
and automata views are equivalent. ♦
Verdicts to deliver. We now state the verdicts that should be produced by
a tester for the potential sequences of the IUT. Each testability condition in
the language view is in the form f({ψi}i) 6= ∅ where the ψi ⊆ Σ∗ (i ∈ [1, n])
are used to build the r-property and f is a composition of set operations on ψi.
For instance, for obligation r-properties expressed in conjunctive normal form,








6= ∅. When σ ∈ Execf(PΣ) ∩ f({ψi}i), the test oracle should deliver
fail since the underlying r-property is negatively determined. Conversely, when
σ ∈ Execf(PΣ) \ f({ψi}i), the test oracle can deliver unknown.
In practice, those verdicts should be determined by a computable function,
reading an interaction sequence, i.e., a test oracle. In our framework, the test
oracle is obtained from a Streett automaton7 and is formally defined in the
following property.
Property 2 (Test oracle for the relation Exec(PΣ) ⊆ Π) : Given AΠ =
(QAΠ , qAΠ
init





O) for the relation Exec(PΣ) ⊆ Π is defined as follows. Q
O is
the smallest subset of QAΠ , reachable from qO
init






• ΓO is defined as follows:
• If Π is a pure safety, guarantee, obligation, or response property ΓO(q) =
fail if q ∈
⋃k
i=1(Pi∩{q ∈ Ri | ReachAΠ(q) ⊆ Ri} and unknown otherwise,
• If Π is a pure persistence property ΓO(q) = fail if q ∈ {q ∈ P |
ReachAΠ(q) ⊆ P} and unknown otherwise;
• −→O is defined as the smallest relation verifying:
• q
e
−→O q if ∃e ∈ Σ, ∃q
′ ∈ QO : q
e
−→AΠ q
′ and ΓO(q) = fail ,
• −→O=−→AΠ otherwise. ♦
The proof of this property follows from Theorem 3 and Definition 10.
7The test oracle can be also obtained from the r-properties described in others views (lan-
guage, logic). Indeed, in [FFM10] we describe how to express an r-property in the automata












Exec(PΣ) ⊆ Π Possible Verdicts Testability Condition Testability Condition
(language view) (automata view)
Safety fail , unknown
(Af (ψ), A(ψ)) |R = ∅, P 9 P ψ 6= ∅ P 6= ∅
Guarantee fail , unknown
(Ef (ψ), E(ψ))|P = ∅, R9 R {σ ∈ ψ | pref (σ) ∪ cont∗(σ) ⊆ ψ} 6= ∅ {q ∈ R | ReachAΠ(q) ⊆ R} 6= ∅























Pi 9 Pi, Ri 9 Ri
⋃k
i=1(Pi ∩ {q ∈ Ri | ReachAΠ(q) ⊆ Ri}) 6= ∅
Response fail , unknown
(Rf (ψ), R(ψ)) |P = ∅ {σ ∈ ψ | cont∗(σ) ⊆ ψ} 6= ∅ {q ∈ R | ReachAΠ(q) ⊆ R} 6= ∅
Persistence fail , unknown
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Example and summary. We present an example illustrating the results pre-
sented so far for the testability of r-properties wrt. Exec(PΣ) ⊆ Π.
Example 2 (Testability of some r-properties wrt. Exec(PΣ) ⊆ Π) We
present the testability of three r-properties introduced in Example 1. The safety
r-property Π1 is testable wrt. the relation Exec(PΣ1) ⊆ Π1. Indeed in the lan-
guage view, there are sequences belonging to ψ1 (the corresponding DFA has
a non accepting state). In the automata view, we have sink ∈ P (reachable
from the initial state). The guarantee r-property Π2 is testable wrt. the relation
Exec(PΣ2) ⊆ Π2. Indeed, there are sequences belonging to ψ2 s.t. all prefixes of
theses sequences and all its continuations are also in ψ2. In the automata view,
there is a (reachable) state in R from which all reachable states are in R. The
response r-property Π3 is testable wrt. the relation Exec(PΣ2) ⊆ Π3. Indeed,
there are sequences belonging to ψ2 s.t. all continuations of these sequences be-
long to ψ2. In the automata view, there is a (reachable) state in R from which
all reachable states are in R.
Thus, we have clarified and extended some results of [NGH93]. First, we have
shown that the safety r-property (Σ∗,Σω) always lead to a pass verdict and is
vacuously testable. Moreover, we exhibited some r-properties of other classes
which are testable8, i.e., some guarantee, obligation, response, and persistence
r-properties. Finally, we provided testability conditions in the language and
automata views.
5.2 Testability wrt. the relation Π ⊆ Exec(PΣ)
It is not possible to obtain verdicts for this relation in the general case. We
explicit this below.
In order to obtain a pass verdict for this relation, it would require to prove
that all execution sequences described by the property are sequences of the
program. This is impossible as soon as the set of sequences described by the
r-property is infinite.
In order to obtain a fail verdict, it would require to prove that at least one
sequence described by the r-property can not be played on the implementation.
Even if one finds an execution sequence of the implementation not satisfying the
r-property , it does not afford to state that the relation does not hold. Indeed,
since the IUT may be non deterministic, another execution of the implemen-
tation could exhibit such a sequence. Producing fail verdict would require
determinism hypothesis on the implementation.
5.3 Testability wrt. the relation Exec(PΣ) = Π
Previous reasonings applied for the testability wrt. the relation Exec(PΣ) ⊆
Π apply in a similar fashion. The characterization of testable r-properties is
thus the same. Indeed, when one finds a sequence σ ∈ Execf(PΣ) s.t. it is
possible to find a fail verdict for Exec(PΣ) ⊆ Π, then this same verdict holds
for Exec(PΣ) = Π, i.e., Exec(PΣ) 6⊆ Π ⇒ Exec(PΣ) 6= Π.
8In [NGH93], for this relation, only safety properties are declared as testable.
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5.4 Testability wrt. the relation Exec(PΣ) ∩ Π 6= ∅
Testability results for this relation can be determined using:
• the results stated for the relation Exec(PΣ) ⊆ Π,
• the duality within the Safety-Progress classification.
Indeed for safety and guarantee r-properties (similar duality holds for res-
ponse and persistence), we have that if Π = (Af (ψ), A(ψ)) then Π = (Ef (ψ), E(ψ)).
Furthermore, one have to notice that ¬(Exec(PΣ) ⊆ Π) ⇔ Exec(PΣ) ∩Π 6= ∅.
As a consequence, testability results can be obtained in a rather straight-
forward manner for this relation. Full treatment can be found alternatively in
Appendix A. Results are summarized in Table 2. Thus, we have extended and
clarified some results of [NGH93]. Notably, we have shown that there exists
one guarantee r-property for which it is not possible to obtain a pass verdict.
Indeed, by duality, testing the guarantee r-property (∅, ∅) cannot lead to a pass
verdict. Moreover, we have shown that some r-properties of the others classes
are testable9 as well, i.e., some safety, obligation, response, and persistence
r-properties. Finally, we provided testability conditions in the language and
automata views.
Example 3 (Testability of some r-properties wrt. Exec(PΣ) ∩ Π 6= ∅)
We present the testability of three r-properties introduced in Example 1 wrt.
Exec(PΣ) ∩Π 6= ∅.
The safety r-property Π1 built from ψ1, recognized by the Streett automaton
depicted in Fig. 3b, is not testable wrt. the relation Exec(PΣ1) ⊆ Π1. Indeed,
it does not satisfy the testability condition: the automaton recognizing ψ1 does
not have an accepting state reachable from the initial state s.t. it is reachable
with accepting state and all reachable states are accepting ({σ ∈ ψ1 | pref (σ)∪
cont(σ) ⊆ ψ1} = ∅).
The guarantee r-property Π2 built upon ψ2, and represented on the Streett
automaton in Fig. 4b, is testable wrt. the relation Exec(PΣ2)∩Π2 6= ∅. Indeed,
it satisfies the testability conditions for guarantee properties: the automaton
recognizing ψ2 has a (reachable) accepting state (ψ2 6= ∅) and R 6= ∅ in AΠ2.
The interesting sequences to be played to obtain a pass verdict are those leading
to state 3.
The response r-property Π3 built upon ψ2, and depicted by the Streett auto-
maton in Fig. 4c is not testable wrt. the relation Exec(PΣ2)∩Π3 6= ∅. Similarly,
it does not satisfy the testability conditions for response properties.
6 Refining verdicts ?
Similarly to the introduction of weak truth values in runtime verification [BLS09,
FFM09b, FFM10], it is possible to introduce weak verdicts in testing. In this
respect, stopping the test and producing a weak verdict consists in stating
that the test interaction sequence produced so far belongs (or not) to the pro-
perty. The idea of satisfaction “if the program stops here” in runtime verifica-
tion [BLS09, FFM09b] corresponds to the idea of “the test has shown enough
on the implementation” in testing. In this case, testing would be similar to a












Exec(PΣ) ∩Π 6= ∅ Obtainable Verdicts Testability condition Testability condition
(language view) (automata view)
Safety pass, unknown
(Af (ψ), A(ψ)) |R = ∅, P 9 P {σ ∈ ψ | pref (σ) ∪ cont∗(σ) ⊆ ψ} {q ∈ P | ReachAΠ(q) ⊆ P} 6= ∅
Guarantee pass, unknown







i=1({σ ∈ ψi | pref (σ) ∪ cont








i=1({σ ∈ ψi | pref (σ) ∪ cont
∗(σ) ⊆ ψi} ∩ ψ
′
i) 6= ∅
Pi 9 Pi, Ri 9 Ri
⋃k
i=1({q ∈ Pi | ReachAΠ(q) ⊆ Pi} ∩Ri) 6= ∅
Response pass, unknown
(Rf (ψ), R(ψ)) |P = ∅ {σ ∈ ψ | cont∗(σ) ⊆ ψ} 6= ∅ {q ∈ R | ReachAΠ(q) ⊆ R} 6= ∅
Persistence pass, unknown
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kind of “active runtime verification”: one is interested in the satisfaction of one
execution of the program which is steered externally by a tester. Basically, it
amounts to not seeing testing as a destructive activity, but as a way to enhance
confidence in the implementation compliance wrt. a property.
Under some conditions, it is possible to determine weak verdicts for some
classes of properties in the following sense: the verdict is expressed on one single
execution sequence σ, and it does not afford any conclusion on the set Exec(PΣ).
6.1 Revisiting testability wrt. the relation Exec(PΣ) ⊆ Π.
We have seen that, for Exec(PΣ) ⊆ Π, the only verdicts that can be produced
were fail and unknown. Clearly, fail verdicts can still be produced. Further-
more, unknown verdicts can be refined into weak pass verdicts when the se-
quence σ positively determines the r-property . In this case, the test can be
stopped since whatever is the future behavior of the IUT, it will exhibit be-
haviors that will satisfy the r-property . In this case, it seems reasonable to
produce a weak pass verdict and consider new test executions in order to gain
in confidence.
We revisit, for each Safety-Progress class, the situations when weak pass
verdicts can be produced for this relation.
For safety r-properties. Let Π be a safety r-property , then there exists ψ ⊆
Σ∗ s.t. Π can be expressed (Af (ψ), A(ψ)). When the produced sequence belongs
to {σ ∈ ψ | pref (σ)∪cont∗(σ) ⊆ ψ}, the tester can produce a weak pass verdict.
For guarantee r-properties. Let Π be a guarantee r-property , then there
exists ψ ⊆ Σ∗ s.t. Π can be expressed (Ef (ψ), E(ψ)). It is possible to produce
a weak pass verdict if the set ψ is not empty: guarantee r-properties are always
positively determined when they are satisfied.
For obligation r-properties. Let Π be an m-obligation r-property .




i)) where Si(ψi) (resp.
Gi(ψ
′
i)) is a safety (resp. guarantee) r-property built upon ψi (resp. ψ
′
i),










i)) where Si(ψi) (resp.
Gi(ψ
′
i)) is a safety (resp. guarantee) r-property built upon ψi (resp. ψ
′
i),
i ∈ [1,m]. The tester can produce a weak pass verdict when the interaction
sequence produced by the program belongs to
⋃m
i=1({σ ∈ ψi | pref (σ) ∪
cont∗(σ) ⊆ ψi} ∩ ψ
′
i).
For response and persistence r-properties. The reasoning is similar to the
one used for safety r-properties. Let Π be a response (resp. persistence) r-
property , then there exists ψ ⊆ Σ∗ s.t. Π can be expressed (Rf (ψ), R(ψ))
(resp. (Pf (ψ), P (ψ))). When the interaction sequence belongs to {σ ∈ ψ |
pref (σ) ∪ cont∗(σ) ⊆ ψ}, the tester can produce a weak pass verdict.
Remark 3 When seeking weak pass verdicts, we try to determine positively
the underlying r-property . Then the testability conditions for weaker verdicts
exactly corresponds to the testability conditions for the relation Exec(PΣ)∩Π 6=
∅ without weak verdicts. ∗
RR n° 7279







Figure 5: A generic test architecture
6.2 Revisit of testability wrt. the relation Exec(PΣ)∩Π 6= ∅.
Similarly, for this relation, we use the duality inside the Safety-Progress classi-
fication. We have seen that the sole verdicts that can be produced were pass
and unknown. The fail verdict that can be produced for this relation is still
possible under the same conditions as for the relation Exec(PΣ) ⊆ Π. Indeed, in
this case, one aims to find a sequence that negatively determines the r-property ,
i.e., to play test sequences s.t. whatever the possible future continuation of the
test would be, the r-property will not be satisfied.
7 Automatic test generation
In this section, we address test generation for the testing framework introduced
in this paper. Here, test generation is based on r-properties, and the purpose
of the test campaign is to detect verdicts for a relation between an r-property
and an IUT. Before entering into the details of test generation, we first discuss
informally some practical constraints that have to be taken into account for test
generation. After that, we compute the canonical tester, discuss test selection,
and show how quiescence can be taken into account in our framework.
7.1 General principles
We describe on the vocabulary Σ, according to the relation of interest, the
sequences that should be played on the implementation in order to obtain the
appropriate verdict and we discuss the test halting question.
7.1.1 For the relation Exec(PΣ) ⊆ Π
Which sequences should be played? The sequences of interest to play on
the IUT are naturally those leading to a fail or a weak pass verdict and these
can be used to generate test cases. In the language view (resp. automata view),
these sequences are those belonging to the exhibited sets (resp. leading to the
exhibited set of states) in testability conditions. For instance, for a safety r-
property ΠS = (Af (ψ), A(ψ)) built upon ψ, and defined by a safety automaton
AΠS , one should play sequences in ψ or equivalently those leading to P in AΠS .
When to stop the test? When the tested program produces an execution
sequence σ ∈ Σ∗, a raised question is when to safely stop the test. Obviously, a
first answer is when a fail or weak pass verdict has been issued since this verdict
is definitive. Although in other cases, when the test interactions produced some
test sequences leading so far to unknown evaluations, the question prevails. It
remains to the tester appraisal to decide when the test should be stopped (see
Section 7.3).
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Vocabularies and test architecture. In order to address test generation,
we will need to distinguish inputs and outputs and the vocabularies of the IUT
and the r-property . The generic test architecture that we consider is depicted
in Fig 5.
The alphabet Σ of the property is now partitioned into Σ? (input actions) and
Σ! (output actions). The alphabet of the IUT becomes ΣIUT and is partitioned
into ΣIUT? (input actions) and Σ
IUT
! (output actions) with Σ? = Σ
IUT
? and Σ! =
ΣIUT! . As usual, we also suppose that the behavior of the IUT can be modeled
by an IOLTS I = (QI , qI
init
,ΣIUT ,−→I).
7.1.2 For the relation Exec(PΣ) ∩Π 6= ∅
Similar arguments apply for this relation in order to find the sequences to play.
The difference is here that we are seeking pass verdicts. In a similar way to
the previous relation, it is possible to stop the test in the following cases. First,
when a pass verdict is delivered. And second, when the r-property is negatively
determined by the execution produced on the implementation or when there
does not exist a continuation of this execution sequence s.t. the r-property is
negatively determined.
7.2 Computation of the canonical tester.
We adapt the classical construction of the canonical tester for our framework.
The canonical tester that we build for a relation R between an IUT PΣ and
a r-property Π is purposed to detect all verdicts for the relation between the
r-property and all possible interactions that can be produced with PΣ.
We define canonical testers from Streett automata. To do so, we will use a set
of subsets of Streett automaton states that we introduced in [FFM09b] for run-




form a partition of QAΠ and designate respectively the good (resp. currently
good, currently bad, bad) states:
• GAΠ = {q ∈ QAΠ ∩
⋂m





c = {q ∈ Q
AΠ ∩
⋂m





c = {q ∈ Q
AΠ ∩
⋃m
i=1(Ri ∩ Pi) | ReachAΠ(q) 6⊆
⋃m
i=1(Ri ∩ Pi)}
• BAΠ = {q ∈ QAΠ ∩
⋃m
i=1(Ri ∩ Pi) | ReachAΠ(q) ⊆
⋃m
i=1(Ri ∩ Pi)}
It is possible to show [FFM09b] that if a sequence σ reaches a state in BAΠ
(resp. GAΠ), then the underlying property Π is negatively (resp. positively)
determined by σ.
The canonical tester is Test(Π) = GenCan(AΠ) where the GenCan function
is defined in Definition 11.
Definition 11 (Function GenCan). From a Streettm-automaton AΠ = (QAΠ , qAΠinit ,
Σ,−→AΠ , {(R1, P1), . . . , (Rm, Pm)}) defining a testable r-property Π, the func-
tion GenCan generates the IOLTS T = (QT , qT
init
,Σ,−→T ) defined as follows:
• QT = BAΠc ∪G
AΠ






• −→T is defined as follows:
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– q
e
−→T Fail if q
e
−→AΠ q
′ ∧ q′ ∈ BAΠ , for any e ∈ Σ,
– q
e
−→T WPass if q
e
−→AΠ q







′ ∧ q, q′ ∈ GAΠc ∪B
AΠ
c , for any e ∈ Σ.
The GenCan function transforms a Streett automaton as follows. Transitions
leading to a bad (resp. good) state are redirected to Fail (resp. WPass). Those
latest states are terminal: the test can be stopped and the verdict produced.
1 2 Fail
?a
















(b) Canonical tester for Π2











(c) Canonical tester for Π3
Figure 6: Canonical testers built from the r-properties of Example 1
Example 4 (Canonical Testers) Canonical testers for r-properties of Exam-
ple 1 are represented in Fig. 6. Canonical testers are built using the GenCan
function. The alphabet partitioning is s.t. ΣIUT? = {?a} and Σ
IUT
! = {!b, !c}.
The canonical tester built from the Streett safety automaton defining Π1 is
s.t. the state 3 (a bad state) is replaced by the state Fail .
The canonical tester built from the Streett guarantee automaton defining
Π2 is s.t. the state 5 (a bad state) is replaced by the state Fail and state 3 (a
good state) is replaced with WPass (weak pass).
The canonical tester built from the Streett response automaton defining Π3
is s.t. the state 5 (a bad state) is replaced by the state Fail .
7.3 Test selection
For a given r-property , the set of potential sequences to be played is infinite. In
practice, one may use the underlying Streett automaton to constrain the states
that should be visited during a test. Furthermore, as usual, one needs to select
a test case that is controllable [JJ05]. It can be done on the canonical tester
by first disabling input actions that do not permit to reach sought verdicts.
Second, for a state in which several input actions are possible, one needs to
generate different test cases with one input per state.
Test selection plays also a role to state weak pass verdicts. Indeed, when
dealing with sequences satisfying a r-property so far and not positively deter-
mining it, test selection should plan the moment for stopping the test. It can be,
for instance, when the test lasted more than a given expected duration or when
the number of interactions with the IUT is greater or equal than an expected
number. However, one should not forget that there might exist a continua-
tion, that can be produced by letting the test execution continue, not satisfying
the r-property or even negatively determining it. Here, it thus remains to the
tester expertise to state the halting criterion (possibly using quiescence, see
Section 7.4).
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Figure 7: Schematic illustrations of the canonical tester for basic classes
7.4 Introducing quiescence ?
Quiescence [Tre96, JJ05] was introduced in conformance testing in order to rep-
resent IUT’s inactivity. In practice, several kinds of quiescence may happen
(see [JJ05] for instance). Here we distinguish two kinds of quiescence. Out-
putlocks (denoted δo) represent the situations where the IUT is waiting for an
input and produces no outputs. Deadlocks (denoted δd) represent the situations
where the IUT cannot interact anymore, e.g., its execution is finished or it is
deadlocked. Thus, we introduce those two events in the output alphabet of the
IUT. We have now the following additional alphabets: ΣIUT!,δ = Σ
IUT






We also have to distinguish the set of traces of the IUT from the set of poten-
tial interactions with the IUT. This latest is based on the observable behavior of
the IUT and potential choices of the tester. The set of executions of the IUT is
now Exec(PΣIUT ) ⊆ (Σ
IUT
δ )
∞. The set of interactions of the tester with the IUT
is Inter(ΣIUT ) ⊆ (ΣIUT + δo)∗ · (δd+ ǫ). The interactions are sequences in which
the tester can observe IUT’s outputlocks and finishes by the observation of a
deadlock or program termination. When considering quiescence, characterizing
testable properties now consists in comparing the set of interactions to the set
of sequences described by the r-property . The intuitive ideas are the following:
• The tester can observe finished executions of the IUT with δd. In this case,
the IUT has played a finite sequence. In some sense, the played sequence
determines negatively or positively the r-property depending on whether or
not it satisfied the r-property .
• The tester can decide to terminate the program when observing an output-
lock. When the tester played a sequence s.t. the underlying r-property is
not satisfied and observes an outputlock, the played sequence determine ne-
gatively in some sense the r-property . Indeed, with no further action of the
tester, the IUT is blocked in a state in which the underlying r-property is not
satisfied.
The notion of positive and negative determinacy is now modified in the con-
text of quiescence as follows. We say that the r-property Π is negatively de-
termined upon quiescence by the sequence σ ∈ Inter(PΣIUT ) (denoted ⊖−





is the projection of σ on ΣIUT .
For the proposed approach, the usefulness of quiescence lies in the fact that
the current test sequence does not have any continuation. Consequently the
testability conditions may be weakened. Indeed, when one has determined that
the current interaction with the IUT is over, it is not necessary to require that
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Exec(PΣ) ⊆ Π Possible Verdicts Testability Condition
Safety fail , unknown
(Af (ψ), A(ψ)) ψ 6= ∅
Guarantee fail , unknown
(Ef (ψ), E(ψ)) {σ ∈ ψ | pref (σ) ⊆ ψ}} 6= ∅




















ψi ∪ {σ ∈ ψ′i | pref (σ) ⊆ ψ
′
i} 6= ∅
Response fail , unknown
(Rf (ψ), R(ψ)) ψ 6= ∅
Persistence fail , unknown
(Pf (ψ), P (ψ)) ψ 6= ∅















































(c) Canonical tester for Π3
Figure 8: Canonical testers for the r-properties of Example 1 with quiescence
the r-property should be evaluated in the same way. In some sense, it amounts
to consider that the evaluation produced by the last event before observing
quiescence “finishes” the execution sequence. That is to say, if the r-property
was satisfied (resp. not satisfied) by the last observed sequence, then the r-
property is positively (resp. negatively) determined by the observed sequence.
Revisiting previous results. With quiescence, the purpose of the tester
is now to “drive” the IUT in a state in which the underlying r-property is not
satisfied, and then observe quiescence. Informally, the testability condition relies
now on the existence of a sequence s.t. the r-property is not satisfied. Testability
results, upon the observation of quiescence and in order to produce fail verdicts
when the tested r-property is not satisfied, are updated as shown in Table 3.
The canonical tester construction is also updated by adding the following
rules for −→T : ∀q ∈ B
AΠ
c : q
δo,δd−→T Fail , ∀q ∈ G
AΠ
c : q
δo−→T q ∧ q
δd−→T WPass.
Illustrations of the construction of the canonical tester for basic classes with
quiescence is given in Fig. 7.
Example 5 (Canonical Testers with quiescence) Canonical testers with qui-
escence for r-properties of Example 1 are represented in Fig. 8. Canonical testers
are built using the updated version of the GenCan function. The IOLTs have
now two new elements in their alphabet representing quiescence: δo and δd.
From the canonical testers depicted in Fig. 6, additional transitions regarding
quiescence are added following the rules described previously.
We illustrate in the following example the usefulness of quiescence. This ex-
ample shows how weaker testability conditions with quiescence can leverage the
testability of properties and detect additional misbehaviors of implementations.
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Figure 9: Illustrating the usefulness of quiescence
Example 6 (Usefulness of Testability with quiescence) Consider the IUT
depicted in Fig. 9a with observable actions ΣIUT? = {?a} and Σ
IUT
! = {!b}. This
IUT waits for an ?a, produces a !b, and then non deterministically finishes or
waits for an ?a, and repeats the behavior consisting in receiving an ?a and pro-
ducing a !b. The executions and possible interactions with the tester are (“?”
and “!” are not represented and x& stands for x+ ǫ):
Exec(PΣIUT ) = δo
& ·
(
a& + a · b · (δd + δo
&) · (a ·
[
δo




Inter(PΣIUT ) = δo
& ·
(
(a · b)& · (δd + δo
&) · (a ·
[
δo





Now let us consider the response r-property defined by the Streett automaton
depicted in Fig. 9b. Its vocabulary is {?a, !b}, it has one recurrent state (R =
{1}) and no persistent state (P = ∅). The underlying r-property states that
“every input ?a should be acknowledged by an output !b”. This r-property is not
testable under the conditions expressed in Section 5 (i.e., with “strong” verdicts):
the response automaton defining it does not have a (reachable) state q in R s.t.
all states that can be reached from q are in R. However, this r-property is
testable with quiescence. Furthermore, one can observe that Inter(PΣIUT ) 6⊆ Π
because the existence of ?a·!b·?a·!δo in Inter(PΣIUT ). The synthesized canonical
tester is depicted in Fig. 9c.
Revisiting testability wrt. Exec(PΣ) ∩ Π 6= ∅. Testability conditions for
this relation can be updated in a similar way. In this case, one is interested in
seeking sequences satisfying the r-property .
8 Implementation: Java-PT
In this section we present the prototype tool Java-PT: Properties and their
Testability with Java, an implementation of the previously described testing
framework. It is mainly purposed to help test designers to enhance testing
stages with the use of properties. This prototype can be freely downloaded at
the following address: http://www.irisa.fr/prive/yfalcone/software.php.
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Figure 10: Overview of Java-PT
8.1 Overview
The tool is developed in the Java programming language and uses XML10,
XSLT11, XStream12 as underlying supporting technologies.
An overview of the architecture of Java-PTis given in Fig. 10. In the follow-
ing of this section, we shall describe its functioning principle and its architecture.
The first step for a user before using the tool is to design an r-property that
is purposed to be processed by the tool. The property is defined by a Streett
automaton (see Section 8.2 for examples).
A model for automata-based objects. The tool Automaton Models of
Java-PT consists of a hierarchy of classes modelling several entities based on
automata and which are used by the various tools of Java-PT. We provide only
an abstract description. We have modelled the various notions of an automaton
using a set of Java classes: alphabet, states, and their transitions. Those classes
are used at several levels in the tool.
We also have implemented a component which provides means to make ob-
jects persistent in XML. This utility consists in configuring and customizing the
XStream library to realize serialization and deserialization.
A set of utilities. The module Utilities is used by the module Testability of
Properties core when processing properties. It contains the implementation of
a set of useful operations on automata such as the computation of reachable
states in an automaton.
The main module: Testability of Properties core. The main module is
the “Testability of Properties core”. This modules leverages the modules Auto-
maton Models and Utilities. It consists mainly in implementing the testability
conditions given in Tables 1 and 2.
8.2 Examples
In this section, we present some examples of properties processed with Java-PT.
Examples of this paper and more examples can be found in the distribution of
Java-PT.
10Extensible Markup Language - http://www.w3.org/XML/
11The Extensible Stylesheet Language Family - http://www.w3.org/Style/XSL/
12http://xstream.codehaus.org/
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Figure 11: Defining Π1 (left) and Π2 (right) in XML
falcone-macbook:releases yfalcone$ java -jar java-PT.jar -in examples/Pi1.xml -it -dc
*******************************************************
* Java-PT: Properties and their Testability for Java
*******************************************************
Try to load file Pi1.xml...ok
Property of file Pi1.xml is a safety property.
Property of file Pi1.xml is Testable: true
falcone-macbook:releases yfalcone$ java -jar java-PT.jar -in examples/Pi2.xml -it -dc
*******************************************************
* Java-PT: Properties and their Testability for Java
*******************************************************
Try to load file Pi2.xml...ok
Property of file Pi2.xml is a guarantee property.
Property of file Pi2.xml is Testable: true
Figure 12: Processing Π1 and Π2 with Java-PT
Let us come back on the r-properties Π1 and Π2 of Example 1. As seen in
Section 5, these property are testable wrt. the relation Exec(PΣ) ⊆ Π. Those
r-properties are defined by their Streett automata described by the XML files in
Fig. 11. Processing these properties with Java-PT is as represented in Fig. 12.
9 Related work and discussion
In this section we overview related work or work that may be leveraged by the
results proposed in this paper. More specifically, we first relate some testing
approaches in which a property plays a major role. Then, since the testing ap-
proach considered here does not use an executable specification, we recall some
previous related approaches. Then, since the major originality of this paper is
the use of the Safety-Progress classification, we overview the previous uses of
this classification in validation techniques. Finally, we propose a discussion on
the results afforded by this paper.
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9.1 Testing with properties
We overview some approaches related to the topic of this paper and dedicated
to testing in which the behavior described by the property is tested or in which
a property is used to help the test selection.
Testing oriented by properties for generating test purposes. One of
the limits of conformance testing [Tre96] lies in the size of the generated test
suite which can be infinite or impracticable. Some testing approaches oriented
by properties were proposed to face off this limitation by focusing on critical
properties. In this case, properties are used as a complement to the specification
in order to generate test purposes which will be then used to conduct and select
test cases. The goal of test purposes is to select a subset of test cases and their
behaviors. Thus, a test purpose allows to evaluate specific features of the IUT.
Once the test purposes are generated, a selection of test cases is possible using
classical techniques defined on transition systems [JJ05, dV01]. For instance,
in [FMP03], Fernandez et al. present an approach allowing to generate test
cases using LTL formula as test purposes. For a (non exhaustive) presentation
of some general approaches, the reader is referred to [MSM07].
Combining testing and formal verification. In [CJMR07], the comple-
mentarity between verification techniques and conformance testing is studied.
Notably, the authors shown that it is possible to detect (using testing) violations
of safety (resp. satisfaction of co-safety) properties on the implementation and
the specification.
Test of security policies. Last years, several approaches were proposed for
testing security policies by extending classical conformance testing approaches.
For instance, in [TMB07, PMT08], the functional model of the system is
defined using contracts which are use-cases enhanced with pre and post condi-
tions. The security policy is expressed in an access control model. Test cases are
derived in order to test the security and the functional features of the system
in a complementary fashion.
In [MOC+07], the authors propose to integrate an access control policy to a
specification expressed by an extended finite-state machine (EFSM).
In [MMC08b], the authors are interested in the test of security policies for
Web services expressed in temporal logic with deontic features. The approach
consists in integrating logical formulae in the specifications of Web services based
on communicating automata.
Some approaches of passive testing (e.g., [MMC08a, MWC08]), similar to
offline runtime verification were used to verify the conformance of network traffic
wrt. functional or security requirements.
In [MDJ09], the authors are interested in testing opacity properties which
are aiming to improve the confidentiality of systems. In the context of enforcing
opacity via access control mechanisms, the authors show how to derive tests in
order to detect violation of the conformance of an access control implementation
to its specification.
Requirement-Based testing. In requirement-based testing, the purpose is
to generate a test suite from a set of informal requirements. For instance,
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in [RWH07, WRHM06, PRB09], test cases are generated from LTL formula
using a model-checker. Those approaches were interested in defining a syntactic
test coverage for the tested requirements.
9.2 Property testing without a behavioral specification
Some previous approaches tackle the problem of testing properties on systems
without behavioral specification. These approaches used the notion of tiles
which are elementary test modules testing specific parts of an implementation
and which can be combined to test more complex behaviors. A description of a
tile-based approach was provided in [DFG+06] and formalized using a process
algebra dedicated to testing [FFMR06]. Later [FFMR07], Falcone et al. have
shown that this approach can be generalized to general formalisms (LTL and
extended regular expressions) and that the test can be executed in a decentral-
ized fashion. In [DRG08], Darmaillacq et al. provided a case study dedicated
to test security policies of networks.
9.3 Using the Safety-Progress classification in validation
techniques
The Safety-Progress classification of properties is rarely used in validation tech-
niques. To the best of the authors knowledge, this classification was used in two
kind of approaches: runtime validation techniques and model-checking.
In our previous work [FFM09b, FFM08, FFM09a], we used the Safety-
Progress classification properties to characterize the sets of properties that can
be verified and enforced during the runtime of systems. In some sense, this
previous endeavor similarly addressed the expressiveness question for runtime
verification and runtime enforcement. For runtime verification, relying on a
notion of property monitorability (i.e., the capability of being verified at run-
time) parametrized by a truth-domain, we determined [FFM09b] the classes
of monitorable properties within the Safety-Progress classification for several
truth-domains of interest. For runtime enforcement, we characterized the set
of enforceable properties independently from any enforcement mechanism. Our
results [FFM08, FFM09a] generalized and extended previous ones in the field
of runtime enforcement.
In [CP03], C̆erná and Pelánek classified linear temporal properties accor-
ding to the complexity of their verification. The motivation was to study the
emptiness problem used in model-checking, according to the various classes.
To this purpose, the authors introduced two additional views to the hierarchy.
The first one is an extension of the original automata view in which tempo-
ral properties are characterized according to new acceptance conditions (Büchi,
co-Büchi, weak, and terminal automata). The second one is an extension of
the original logical view in which the authors organized temporal logic formula
into a hierarchy according to alternation depth of temporal operators Until and
Release.
9.4 Discussion
Several approaches fall in the scope of the generic one proposed in this pa-
per. For instance, our results apply and extend the approach where verification
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is combined to testing as proposed in [CJMR07]. Furthermore, this approach
leverages the use of test purposes [KGHS98, JJ05] in testing to guide test se-
lection. Indeed, the characterization of testable properties gives assets on the
kind of test purposes that can be used in testing. Moreover, the properties con-
sidered in this paper are framed into the Safety-Progress classification of pro-
perties [MP90, CMP92a] which is equivalently a hierarchy of regular properties.
Thus the results proposed by this paper concern previous depicted approaches in
which the properties at stake can be formalized by a regular language. Further-
more, classical conformance testing fall in the scope of the proposed framework.
Indeed, suspended traces of an implementation preserving the ioco relation wrt.
a given specification can be expressed as a safety property [CJMR07].
10 Conclusion and perspectives
Conclusion. In this paper, we study the space of testable properties. We use a
testability notion depending on a relation between the set of execution sequences
that can be produced by the underlying implementation and the r-property .
Leveraging the notions of positive and negative determinacy of properties, we
have identified for each Safety-Progress class and according to the relation of
interest, the testable fragment. Moreover we have seen that the framework of
r-properties in the Safety-Progress classification provides a decidable test oracle
in order to produce a verdict depending on the interaction between the tester
and the IUT. Furthermore, we also propose some conditions under which it
makes sense for a tester to state weak verdicts. Finally, all results of this paper
are implemented in a prototype tool for which a description is given.
Perspectives. A first research direction is to investigate the set of testable
properties for more expressive formalisms. Indeed, the Safety-Progress classifi-
cation is concerned with regular properties, and classifying testable properties
for e.g., context-free properties would be of interest.
Another perspective is to combine the approach proposed with weak ver-
dicts to a notion of test coverage. The various approaches [RWH07, WRHM06,
PRB09] for defining test coverage for property-oriented testing could be used to
reinforce a set of weak verdicts.
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A Testability wrt. the relation Exec(PΣ) ∩ Π 6= ∅
We study the testability of r-properties wrt. the relation Exec(PΣ) ∩Π 6= ∅.
Obtainable verdicts and sufficient condition. The only verdicts that can
be possibly obtained for this relation are pass and unknown.
A fail verdict would mean that Π∩Exec(PΣ) = ∅. It is impossible to obtain
such a verdict in the general case13. Even if one finds a set of execution sequences
in PΣ which does not belong to Π, one cannot safely state that there does not
exist another execution of the implementation exhibiting an execution sequence
belonging to Π. Note that, similarly to the testability of Exec(PΣ) ⊆ Pi and
dually, the r-property false, i.e., (∅, ∅) is vacuously testable.
A pass verdict means that Π ∩ Exec(PΣ) 6= ∅. In order to produce such a
verdict, one needs to find an execution sequence σ ∈ Σ∗ which belongs to Π,
and s.t. all extensions belong also to Π. In others words, one needs to exhibit
an execution sequence of PΣ s.t. Π is positively determined by this sequence.
For this relation, we will be thus only interested in seeking pass verdicts
under the condition expressed by the following theorem:
Theorem 4 (Condition to determine a pass verdict for Exec(PΣ) ∩ Π 6= ∅):
The relation Exec(PΣ) ∩ Π 6= ∅ is verified if there exists a sequence s.t. the r-
property Π is positively determined. More formally:
∃σ ∈ Execf(PΣ) : ⊕−determined(σ,Π) ⇒ verdict(σ,Exec(PΣ) ∩Π 6= ∅) = pass
(2)
Proof : The proof of this theorem is similar to the proof of Theorem 1. In-
deed, if we can find an execution sequence of the implementation which has
all continuations satisfying the r-property Π, then this sequence shows that the
implementation and the property have a common sequence.
13Let us recall that we set ourselves in the case in which we do not have the source code of
the tested implementation nor specification.
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Testability of this relation in the Safety-Progress classification. We
now establish for each class of properties the conditions under which the left part
of the implication (in Theorem 4) holds. Using the previous theorem, it gives
the existence of an execution sequence giving a pass verdict for the relation.
Theorem 5 (Language-view of the testability of Exec(PΣ) ∩ Π 6= ∅): For
each Safety-Progress class, the testability conditions in order to obtain a pass
verdict and expressed in the language view are the following:
• a safety r-property (Af (ψ), A(ψ)) is testable if {σ ∈ ψ | pref (σ)∪cont
∗(σ) ⊆
ψ};
• a guarantee r-property (Ef (ψ), E(ψ)) is testable if ψ 6= ∅;
• an k-obligation r-property built over ψi (resp. ψ
′
i)
– and expressed in conjunctive normal form is testable if
⋂k
i=1({σ ∈
ψi | pref (σ) ∪ cont
∗(σ) ⊆ ψi} ∪ ψ
′
i) 6= ∅,
– and expressed in disjunctive normal form is testable if
⋃k
i=1({σ ∈
ψi | pref (σ) ∪ cont
∗(σ) ⊆ ψi} ∩ ψ
′
i) 6= ∅;
• a response (resp. persistence) r-property (Rf (ψ), R(ψ)) (resp. (Pf (ψ), P (ψ)))
is testable if {σ ∈ ψ | cont∗(σ) ⊆ ψ} 6= ∅.
Proof : We prove the testability conditions for each Safety-Progress class.
• For safety r-properties. Let Π be a safety r-property , then there exists
ψ ⊆ Σ∗ s.t. Π can be expressed (Af (ψ), A(ψ)). This r-property is testable
if the set {σ ∈ ψ | pref (σ) ∪ cont∗(σ) ⊆ ψ} is not empty. The sequences
belonging to this set are in ψ and all its extensions also are. According to
the definition of safety r-properties, those sequences and all their exten-
sions belong to Π.
• For guarantee r-properties. Let Π be a guarantee r-property , then there
exists ψ ⊆ Σ∗ s.t. Π can be expressed (Ef (ψ), E(ψ)). This r-property is
testable if the set ψ is not empty. Indeed, let σ ∈ ψ, then according to the
definition of guarantee r-properties, a sequence belonging to ï¿½ ψ has all
its finite (resp. infinite) extensions belonging to Ef (ψ) (resp. E(ψ)).
• For obligation r-properties. Let Π an obligation r-property , then Π can be
expressed in conjunctive or disjunctive normal form (cf. Lemma 1).
– If Π is expressed in a conjunctive normal form, then there exists




i)) where Si(ψi) (resp.
Gi(ψ
′
i)) is a safety (resp. guarantee) r-property built upon ψi (resp.
ψ′i). This r-property is testable if the set
⋂k




i) is not empty.
– If Π is expressed in a disjunctive normal form, then there exists k ∈ N,




i)) where Si(ψi) (resp. Gi(ψ
′
i))
is a safety (resp. guarantee) r-property built upon ψi (resp. ψ′i). This
r-property is testable if the set
⋃k
i=1({σ ∈ ψi | cont
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In order to prove that a sequence belonging to one these defined sets has
all its finite and infinite continuations satisfying a k-obligation r-property ,
it suffices to make an induction on k and use the reasoning used for safety
and guarantee r-properties.
• For response and persistence r-properties. The reasoning is similar to the
one used for safety r-properties. Let Π be a response (resp. persistence) r-
property , then there exists ψ ⊆ Σ∗ s.t. Π can be expressed (Rf (ψ), R(ψ))
(resp. (Pf (ψ), P (ψ))). This r-property is testable if the set {σ ∈ ψ |
cont∗(σ) ⊆ ψ} is not empty. Although, the difference is the following: for
the r-property to be positively determined, it can have sequences which
are not in ψ.
For each class of properties, under the expressed conditions, if one manages
to play a sequence of one of these sets, it is possible to state a pass verdict for
the relation Exec(PΣ) ∩Π 6= ∅.
Theorem 6 (Automata-view of the testability of Exec(PΣ) ∩ Π 6= ∅):
Given a Streett automaton AΠ = (Q
AΠ , qAΠ
init
,Σ,−→AΠ , {(R1, P1), . . . , (Rm, Pm)})
recognizing an r-property Π, according to the class of AΠ, the testability condi-
tions expressed in the automata view are given below. We say that the property
recognized by
• a safety automaton is testable if {q ∈ P | ReachAΠ(q) ⊆ P} 6= ∅;
• a guarantee automaton is testable if R 6= ∅;
• a k-obligation obligation automaton is testable if
⋃k
i=1({q ∈ Pi | ReachAΠ(q) ⊆
Pi} ∩Ri) 6= ∅;
• a response automaton is testable if {q ∈ R | ReachAΠ(q) ⊆ R} 6= ∅;
• a persistence automaton is testable if {q ∈ P | ReachAΠ(q) ⊆ P} 6= ∅.
Proof : The proof is similar to the proof of Theorem 3, except that when a
run of a sequence reaches one of the exhibited set, the underlying r-property is
positively determined.
Property 3 (Testability in language and automata view are equivalent) :
For an r-property Π recognized by a Streett automaton AΠ, according to the
class of Π, the testability conditions for Exec(PΣ) ∩ Π 6= ∅ expressed in the
language and automata view are equivalent. ♦
Verdicts to deliver. In a similar way to the previous relation, the testability
conditions expressed above are of the form
f(ψ1, . . . , ψn) 6= ∅
where the ψi are finitary properties used to build the r-property . The mem-
bership test for a sequence of f(ψ1, . . . , ψn) is decidable. Consequently, from
these finitary properties ψi used to define an r-property , it is possible to define
a computable oracle allowing to deliver a verdict for the execution sequences of
an implementation:
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When an execution sequence σ ∈ Execf(PΣ) belongs to f(ψ1, . . . , ψn), the test
oracle delivers a pass verdict for this relation.
Conversely, when an execution sequence σ ∈ Execf(PΣ) does not belong to
f(ψ1, . . . , ψn), the test oracle can deliver an unknown verdict for this re-
lation. A remaining question is when the tester should decide to deliver
the definitive verdict and stop the test.
Those verdicts are determined by the test oracle which is obtained from a
Streett automaton and is formally defined as follows:
Definition 12 (Test oracle for the relation Exec(PΣ) ∩Π 6= ∅). Given
an r-property Π recognized by a Streett automaton AΠ = (QAΠ , qAΠinit ,Σ,−→AΠ
, {(R1, P1), . . . , (Rm, Pm)}), the test oracle (QO, qOinit,−→O,Γ
O) for the relation
Exec(PΣ) ∩Π 6= ∅ is defined as follows:






• ΓO is defined as follows:
– If Π is a pure safety, guarantee, obligation, or persistence property:
ΓO(q) = pass if q ∈
⋃k
i=1({q ∈ Pi | ReachAΠ(q) ⊆ Pi} ∩Ri) 6= ∅ and
unknown otherwise;
– If Π is a pure response property ΓO(q) = pass if q ∈ {q ∈ R |
ReachAΠ(q) ⊆ R} and unknown otherwise;
• −→O is defined as the smallest relation verifying:
– q
e
−→O q if ∃e ∈ Σ, q′ ∈ QO : q
e
−→AΠ q
′ and ΓO(q) = pass,
– −→O=−→AΠ else.
Summary. Testability results for the relation Exec(PΣ) ∩ Π 6= ∅ are summa-
rized in Table 2. Thus, we have extended and clarified some results of [NGH93].
Notably, we have shown that there exists one guarantee r-property which is not
testable. Moreover, we have shown that some r-properties of the others classes
are testable as well.
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