In this work we present applications of data structuring techniques for string problems in biological sequences. We firstly consider the problem of approximate string matching with gaps and secondly the problem of identifying occurrences of maximal pairs in multiple strings. The proposed implementations can be used in many problems that arise in the field of Computational Molecular Biology.
Introduction
One important goal in computational molecular biology is identifying repeated patterns (always of initially unknown content) in nucleic or protein sequences. In the Exact pattern matching problem one wishes to find all the occurrences of a pattern x , in a biological sequence, while in the Approximate pattern matching problem one wishes to find the occurrences of possible diverse forms of a pattern x , a set of sub strings that match the given pattern with at most k differences ( k is a constant that express the approximation extent of the mismatch).
Tracing of a pattern in an approximate manner is often used in DNA sequencing by hybridization, reconstruction of DNA sequences from known DNA fragments and in the determination of evolutionary trees among distinct species. Finally, the detection of regularities in such sequences is very useful, because it points out features that are common to a set of them. . Finally we have (δ,γ)-approximation for two strings when the both condition are satisfied.
Suffix Trees and their use
In order to solve the maximal pair problem we used a well-known data structure, the Generalized Suffix Tree. A Suffix Tree is a compact trie corresponding to the suffixes of a given string. Consequently a generalized suffix tree is a tree data structure, with the same properties as the suffix tree, but built over a set of strings, instead of a single string. A suffix tree for a string of length n can be constructed, using McCreight's algorithm [4] 
Methodology
In the field of approximate string matching problem, we have focused in a set of methods, depending on the type of approximation and the variations of the gaps. The goal is to find δ-occurrences with a-bounded gaps, (δ,γ)-occurrences with abounded gaps, δ-occurrences with unbounded gaps, (δ,γ)-occurrences with unbounded gaps, δ-occurrences minimizing the total difference of gaps, δ-occurrences with ε-bounded difference of gaps of a pattern x in a string T. Ultimately we want to find the δ-occurrences of a pattern in a set of strings with bounded gaps. The time and space that the above methods are using are described thoroughly in [2] .
Also in this work we have considered the problem of finding occurrences of maximal pairs P in a set of strings S={S 1 ,S 2 ,…,S k .}. A pair P is a sub-string x that occurs twice in a string S i and the gap is defined as the number of characters between the two occurrences (see Figure 2) . The notion of maximality refers to the fact that its component x is the longest possible. For the representation of a set of k input strings, a generalized suffix tree (GST) is used. The GST as previously described is constructed in linear time and consuming linear space. The main idea behind the reporting of the maximal pairs (and simple pairs) is that for any internal node u, the sub-string that corresponds to the path from the root to u can appear in all the suffixes that traverse u and end up to the leafs in his sub-tree (see Figure 3) . 
Experimental Results
We implemented the above algorithms using the C++ programming language and the LEDA library that provides efficient implementations of basic data structures and algorithms. We have used the gcc compiler (version 2.95) and run the experiments in an ultrasparc@400 system with solaris OS and in a PentiumIV@2500 with Linux OS. 
