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Résumé
La population mondiale ne cesse de vieillir. Ce fait démogra-
phique est connu depuis plusieurs dizaines d’années. Cependant dans
un monde ultra-connecté comme le nôtre, où de nombreux services
et outils ne sont accessibles que via le numérique, la place de cette
tranche de la population semble être oubliée. En effet, le vieillis-
sement induit l’apparition d’un très grand nombre de dégradations
des facultés, notamment des troubles de la vue telle que la cata-
racte et la presbytie. Alors que les smartphones de type « Android »
constituent la technologie en pleine croissance, cette dégradation
des facultés oculaires n’est pas prise en compte par leurs interfaces.
Ce mémoire a pour but de faciliter l’accès à cette technologie en
adaptant dynamiquement les interfaces « Android » aux problèmes
oculaires des personnes âgées.
Contribution to the dynamic adaptation of
Android interfaces for the elderly
Amélie Dieudonné
Abstract
The world’s population keeps getting older. This demographic
fact has been known for decades. However, in an ultra-connected
world like ours, where amounts of services and tools can only be
accessed digitally, the place of this aging population seems to be
forgotten. As a matter of fact, aging leads to the appearance of a
large degree of damage, especially ocular disorders such as cataract
and presbyopia. While « Android » smartphones constitute the fas-
test growing technology, this degradation of the eye faculties isn’t
taken into account by its interfaces. This Master thesis aims to fa-
cilitate the access to this technology by dynamically adapting the
« Android » interfaces to the ocular disorders of elderly people.
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Depuis plusieurs décennies, la population mondiale ne cesse de vieillir. En
outre, les prévisions montrent que la croissance de cette tranche de la population
sera d’autant plus importante dans les années à venir, jusqu’à voir le nombre
de personnes de plus de 80 ans tripler d’ici 2050. Dans un second temps, le
numérique prend une place de plus en plus importante dans nos vies car un bon
nombre de services et d’outils, parfois même essentiels, se digitalisent. L’utili-
sation du numérique constitue donc aujourd’hui un net avantage au quotidien,
cependant un grand nombre de personnes âgées peinent encore à y accéder.
Deux grands aspects peuvent expliquer la difficulté d’accès des personnes
âgées au numérique. D’une part, il y a la révolution technologique qui a boule-
versé le mode de vie des générations passées. Cette révolution a engendré une
fracture numérique rendant difficile l’adaptation de cette tranche de la popula-
tion à cette société ultra-numérisée. D’autre part, les personnes sachant utiliser
ces technologies voient, avec l’âge et le temps, leurs facultés d’adaptation régres-
ser. Ce deuxième aspect est d’autant plus inquiétant qu’il ne disparaîtra pas au
fil des générations comme la fracture numérique. Il est donc important que le
numérique s’adapte et trouve des solutions afin de garantir son accessibilité aux
personnes âgées.
Plusieurs points peuvent expliquer la difficulté du numérique à s’adapter à
cette tranche de la population :
— Premièrement, les personnes âgées peuvent présenter une grande variété
de dégradations de leurs facultés (oculaires, motrices, cognitives...) ainsi
que différents niveaux d’avancement de ces dégradations. Il est donc très
compliqué d’adapter correctement l’interface à chaque individu.
— Deuxièmement, cette adaptation dépend fortement du type d’appareil
utilisé. En effet, les techniques d’interaction sont différentes entre un
ordinateur (utilisation d’une souris ou d’un « touchpad », principalement
des actions de clics) et un smartphone (actions de « swipe », « scroll »,
« hold » avec le doigt) par exemple, ce qui rends compliqué de trouver
une solution « cross-plateforme ».
— Troisièmement, vient la question de la faisabilité technique de l’adapta-
tion du numérique à ces dégradations. Comment est-il possible de dis-
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cerner avec précision les difficultés des individus afin de leur proposer
une interface adaptée ? Comment est-il possible de rendre une interface
accessible aux personnes âgées sans trop impacter son aspect esthétique
pour qu’elle puisse rester utilisable par les individus plus jeunes ? Quelles
sont les limites techniques des différentes plate-formes numériques vis-à-
vis de cette problématique ? Un grand nombre de questions restent donc
en suspend pour ce qui est de la mise en oeuvre de cette adaptation.
— Finalement, de nos jours, les personnes âgées sont encore impactées par
la fracture numérique des générations passées, peu de personnes âgées
utilisent donc le numérique actuellement. De plus, un grand nombre de
difficultés sont présentes afin de rendre le numérique accessible à cette
tranche de la population. Les entreprises ont donc actuellement peu d’in-
térêts (même si celui-ci grandit au fur et à mesure des années), au point
de vue marketing, à prendre en compte cette tranche de la population
dans leurs produits ou services.
Malgré tous ces points, il est cependant intéressant, voire nécessaire, actuel-
lement mais d’autant plus dans les prochaines années, d’inclure cette tranche
de la population lors du développement de services ou d’outils numériques. En
effet, notre population assimile de plus en plus le numérique et il est important
de se rappeler que nous finirons tous par vieillir.
Le but de ce mémoire est de, par le développement d’une librairie, rendre
les interfaces pour smartphones de type « Android » utilisables à la fois par
les personnes âgées et le reste de la population. Pour cela, nous misons sur
l’adaptation dynamique des interfaces aux problèmes des utilisateurs en fonction
des divers événements relevés lors de l’interaction. Étant donné la problématique
de la variété des éventuelles dégradations des facultés des individus, nous nous
concentrons principalement sur les dégradations oculaires. Nous essayerons donc
de répondre à cette question : « Comment adapter dynamiquement une interface




Afin de mieux comprendre et appréhender les différents aspects techniques
évoqués dans ce mémoire, il est nécessaire de passer en revue certains points liés
au développement sur Android. Dans cette section, nous allons tout d’abord
présenter certaines informations générales utiles pour la compréhension globale
du développement sur ce système d’exploitation. Nous allons ensuite expliquer
certains aspects liés au « backend » et au « frontend » qui sont à prendre en
considération lors du développement du framework Silverkit.
2.1 Généralités
Lors du développement sur le système d’exploitation Android, il est impor-
tant de savoir qu’une application est morcelée en un ensemble d’ « activités ».
Une activité fournit une fenêtre dans laquelle l’application peut afficher une in-
terface utilisateur. Il existe une activité principale qui sera la première activité
démarrée lors du lancement de l’application. Chaque activité peut en démar-
rer une autre afin d’effectuer certaines actions [1]. Par exemple, une activité
principale d’une simple application consistant en la gestion d’e-mail peut affi-
cher la boîte de réception des e-mails. De part l’appui d’un bouton «+ » situé
dans cette activité, une autre activité s’ouvrira permettant ainsi, par exemple,
la rédaction d’un e-mail.
La figure 2.1 illustre les différentes étapes du cycle de vie d’une activité.
Lors du premier lancement de l’activité ou quand celle-ci a été fermée, c’est la
méthode « onCreate() » qui sera appelée. C’est dans cette méthode que nous
allons lier le layout de interface de l’activité à son « backend ». Il est cependant
très important de noter que si l’on souhaite récupérer des informations sur une
vue de l’activité telle que sa taille (si celle-ci est dynamique) ou sa position, il
sera impossible de le faire dans cette méthode car les vues de l’interface ne seront
pas encore générées. Le framework Silverkit devra donc « override » la méthode
« onWindowFocusChanged() », qui est appelée dès que l’interface est générée,
afin de récupérer l’entièreté des informations des vues qui lui sont utiles.
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Figure 2.1 – Cycle de vie d’une activité
Le développement sur Android utilise le langage de programmation « Java »
ou plus couramment « Kotlin » pour sa partie « backend » et le langage XML
pour la partie « frontend ». Le framework Silverkit utilisera le langage « Kotlin »
étant donné que celui s’impose désormais comme le langage usuel sur ce système
d’exploitation.
2.2 Backend
Comme expliqué dans le point précédent, c’est dans la méthode « onCreate() »
que nous lions le « backend » au « frontend » de l’activité. Afin de pouvoir ma-
nipuler une vue, nous allons devoir récupérer l’élément graphique de cette vue.
Pour ce faire, dans le code XML de celle-ci, il sera nécessaire de lui attribuer un
identifiant. Cet identifiant sera ensuite utilisé dans le « backend » afin de, par
exemple, lier à un bouton le lancement d’une nouvelle activité ou même changer
la couleur d’une vue comme illustré aux figures 2.1 et 2.2.
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Listing 2.2 – Méthode onCreate() de l’activité associé au layout du button au
listing 2.1
override fun onCreate ( savedIns tanceState : Bundle ?) {
super . onCreate ( savedIns tanceState )
setContentView (R. layout . act iv ity_main )
button . setBackgroundColor ( Color .BLUE)
}
Il est cependant important de noter que si cette activité finissait par se
fermer ou perdre son focus, par exemple suite à l’ouverture d’un dialogue ou
à cause de la fermeture de l’application, toutes les modifications appliquées
dynamiquement sur les vues seront supprimées. En effet, au prochain démar-
rage de l’activité, la méthode « onCreate() » utilisera le « frontend » de la vue
« hardcodé » dans le code XML pour de nouveau générer l’affichage. Si des mo-
difications ont lieu sur les attributs des différentes vues, et si l’activité doit se
souvenir de ces modifications même après la fermeture de l’application ou après
avoir perdu le focus, ces informations devront être sauvegardées et restaurées
au prochain lancement.
2.3 Frontend
Le layout de l’interface d’une activité est donc composée d’un ensemble de
vues. Ces vues peuvent s’imbriquer les unes par rapport aux autres et une vue
principale contient généralement l’ensemble des vues de l’interface. Mis-à-part
cette vue principale, toutes les vues possèdent donc ce qu’on appelle des vues
« parents ». La figure 2.2 et le listing 2.3 illustrent un exemple de layout d’in-
terface pour une activité, la vue « ImageView » possède comme parent la vue
« LinearLayout » qui, elle-même, possède la vue « RelativeLayout » (la vue prin-
cipale) comme parent.
Dans le « frontend » de l’interface, chaque vue peut posséder un ensemble
d’attributs spécifiant :
— sa position relative à son parent : layout_gravity
— sa couleur : background
— sa taille : layout_width et layout_height
— la position de son contenu : gravity
— la distance minimale entre le bord de la vue et son contenu : padding
— la distance minimale entre la vue et les autres vues : layout_marginTop
(marginTop = seulement en haut de la vue)
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android : t ex t="Add"
android : layout_marginTop="10dp"
android : background="@color/gray"




Figure 2.2 – Exemple de frontend d’une interface
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Les valeurs des attributs de taille layout_width et layout_height peuvent
soit être un entier spécifiant une taille fixe en dp [2], soit être une valeur
spéciale indiquant que la vue aura une taille dynamique. La valeur spéciale
wrap_content indique que la vue enveloppera son contenu et prendra donc la
taille de ce qu’elle contient et la valeur spéciale match_parent signifie que la
vue s’étendra au maximum jusqu’à atteindre la même taille que la taille de sa
vue parent [3].
Certaines vues comme « RelativeLayout » spécifie des vues généralement
utilisées dans le but d’en contenir d’autres et de gérer leurs agencements, celles-
ci s’appellent des « ViewGroup » [4]. Ainsi plusieurs vues de ce genre existent
et chacune possède des propriétés spéciales. Voici 2 « ViewGroup » très utilisés
lors du développement Android :
— RelativeLayout [5] : Ce « ViewGroup » agence ses vues enfants en uti-
lisant des positions relatives. La position de chaque vue peut donc être
spécifiée relativement aux vues frères (qui se trouve au même niveau
dans le RelativeLayout) telle que « à gauche de » ou « en dessous de »
telle autre vue voire même en fonction de leur parent (le RelativeLayout)
comme « centrée », « alignée à gauche »...
Dans un RelativeLayout, si les positions relatives sont mal spécifiées, une
vue peut recouvrir une autre vue ou se faire recouvrir à son tour comme
à la figure 2.3.
— LinearLayout [6] : Ce « ViewGroup » agence ses vues enfants sous forme
linéaire suivant une orientation, horizontale ou verticale. Les vues enfants
se placeront donc les unes à côtés des autres ou les unes en dessous des
autres.
Dans un LinearLayout, les vues enfants ne peuvent se superposer mais la
modification des attributs d’une seule vue peut impacter la position des
autres sur l’interface. La figure 2.4 illustre ce fait.
D’autres vues de type layout existent telles que « AbsoluteLayout », « Grid-
Layout », «ConstraintLayout », «CoordinatorLayout », «GridLayout » et d’autres.
Cependant, celles-ci ne seront pas explicitées dans le cadre de ce mémoire.
Figure 2.3 – Exemple de 2 vues placées dans un RelativeLayout sans spécifi-
cation des positions
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Figure 2.4 – Exemple d’augmentation de la taille d’une vue dans un Linear-




Dans ce chapitre il sera question d’effectuer l’état de l’art des différents tra-
vaux réalisés dans le but d’améliorer l’adaptation des interfaces aux problèmes
de vues des personnes âgées.
Jeff Johnson et Kate Finn, avec leur livre « Designing User Interfaces for an
Aging Population » [7], décrivent les différents problèmes de vues apparaissant
avec l’âge et le temps ainsi que leurs impacts sur la vision de l’interface utili-
sateur. Ils fournissent aussi un ensemble de « guidelines » à prendre en compte
lors de la création d’interfaces afin de faciliter l’utilisation de celles-ci par des
utilisateurs possédant des troubles visuels.
Dans leur ouvrage, Johnson et Finn spécifient que la réduction de l’acuité
visuelle des individus diminue dès la fin de l’adolescence et ne cesse de dimi-
nuer au fur et à mesure des années jusque l’âge de 50 ans, où celle-ci décroît
de manière encore plus accentuée. Il identifie plusieurs problèmes de vues ap-
paraissant avec l’âge. Ces dégradations oculaires peuvent aussi se combiner et
rendre le discernement des éléments de l’interface beaucoup plus complexe que
si ces troubles étaient présents un à un.
— Tout d’abord, la difficulté à voir de près, plus communément appelée la
presbytie rends difficile le discernement des éléments de l’interface comme
le montre la figure.
— Avec l’âge apparaît aussi une diminution de la vision périphérique, les
utilisateurs ont du mal à voir les éléments où ils ne sont pas directement
en train de regarder comme sur la figure. Une vision périphérique réduite
augmente le risque que des personnes manquent des messages d’erreur,
des avertissements ou d’autres informations qui apparaissent loin de l’en-
droit où elles regardent.
— Une dégénérescence maculaire peut quant à elle troubler la vision centrale
empêchant donc l’individu de voir l’interface où son regard se pose.
— Une diminution de la perception de la lumière peut aussi apparaître avec
le temps. Les individus auront donc besoin d’une lumière plus intense
pour discerner les éléments.
— Avec l’âge peut venir aussi un trouble du discernement des couleurs ren-
dant l’individu moins sensible aux contrastes des couleurs.
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— De même, avec le temps, l’exposition constante aux rayons ultra-violets
fait que le cristallin et la cornée de nos yeux prennent une teinte jaunâtre.
Ces individus peuvent avoir des difficultés à distinguer le bleu du vert.
— Une sensibilité accrue à l’éblouissement, causée par une cataracte et
autres déformations accumulées sur la cornée et le cristallin, peut aussi
rendre compliqué le discernement des éléments de l’interface car l’utili-
sateur peut être éblouis par l’écran. Cela signifie qu’il est possible que le
contraste d’un écran soit trop élevé pour certaines personnes âgées.
Un ensemble de « guidelines » sont ensuite proposées pour la création d’in-
terfaces afin de faciliter l’utilisation de celles-ci par des utilisateurs possédant
des troubles visuels. Un ensemble de « guidelines » pour les troubles auditifs,
cognitif, moteurs et de la parole sont aussi exposé.
Figure 3.1 – Summary of Vision Guidelines
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Eduardo Machado, Deepika Singh, Federico Cruciani, Liming Chen, Sten
Hanke, Fernando Salvago, Johannes Kropf et Andreas Holzinger ont publié en
2018 un article intitulé « A Conceptual framework for Adaptive User Interfaces
for older adults » [8]. Cet article présente un framework conceptuel pour le
développement d’une interface utilisateur adaptative pour une application Web
en prenant en compte les problèmes liés à la perte de vision et les problèmes
cognitifs des utilisateurs. La figure 3.2 présente la méthodologie de leur solution.
Figure 3.2 – Architecture d’un système d’interface utilisateur web adaptatif
Figure 3.3 – Exemple de profil utilisateur enregistré
Le module de collecte de données « écoute » sans interruption les dispositifs
d’entrée pour obtenir des mesures physiologiques. Ce module est composé de
deux sous-modules qui fonctionnent dans des threads séparés, à savoir un module
de charge cognitive et un module de perte de vision. Le module cognitif utilise un
eyetracker pour regarder la dilatation de la pupille et la direction du regard en
temps réel. Il vise à estimer dans quelle zone de l’interface utilisateur l’utilisateur
est en surcharge cognitive, c’est-à-dire quand l’utilisateur a des difficultés à
comprendre un concept. Le module de perte de vision quant à lui mesure l’état
de la vue en mesurant en temps réel la distance entre l’utilisateur et l’écran. S’il
détecte un principe de perte de vision, il le communique au profil utilisateur 3.3.
Le module de décision prendra ensuite des décisions afin de modifier l’interface
web à l’utilisateur. Si l’utilisateur est trop près de l’interface il augmentera la
taille de celle-ci.
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Michela Ferron, Nadia Mana, Ornella Mich, Christopher Reeves et Gianluca
Schiavo [9] ont suivi la piste de l’interaction multimodale pour l’utilisation de
smartphone par des utilisateurs malvoyants et des personnes âgées. Le but de ce
projet intitulé « ECONOME » est de combiner la gestuelle d’une seule main et
la voix lors de l’interaction avec un appareil mobile. En figure 3.4 se trouve les 2
prototypes utilisés, le smartphone pour les personnes malvoyantes et la tablette
pour les personnes âgées. Les différentes gestes et commandes vocales associées
utilisés dans le projet sont illustrés à la figure 3.5.
Figure 3.4 – Prototype du projet ECONOME
Figure 3.5 – Gestes et commandes vocales qui leur sont associées
Les résultats de l’étude montrent que les utilisateurs, autant les personnes
malvoyantes que les personnes âgées, ont tendance à tenir trop loin l’appa-
reil rendant difficile la détection du mouvement des lèvres de l’individu. Les 2
types d’utilisateurs ont aussi tendance à effectuer leur mouvements en dehors
du champ de la caméra, ceux-ci n’étant donc pas repérés. Les utilisateurs ont
aussi du mal à se souvenir des différents gestes à effectuer et surtout des gestes
combinés. L’appareil montre également peu de retour à l’utilisateur quant à la
reconnaissance de la commande ou du geste effectué précédemment et l’état de
l’appareil (micro et caméra activée...). Globalement, l’interaction multimodale
appliquée aux smartphones est possible mais de nombreux challenges restent
encore à être étudier.
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Michaela Bacíková et Jaroslav Porubän ont publié 2 articles intéressants [10]
dont le but est de prouver qu’il est tout à fait possible de créer une nouvelle
interface, voire une toute nouvelle application, depuis un DSL généré à partir de
l’extraction de connaissance sur le domaine d’une application de base. La figure
3.6 montre l’interface de base ainsi que le DSL généré à partir de celle-ci et la
figure 3.7 illustre la nouvelle interface générée depuis ce DSL.
Cette solution fonctionne bien pour les applications de type formulaires mais
il est spécifié que pour des applications plus complexes et plus structurées, un
travail manuel ultérieur sera nécessaire.
Figure 3.6 – Interface de base et DSL généré grâce à l’extraction des connais-
sances depuis cette interface
Figure 3.7 – Nouvelle interface générée depuis le DSL
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Enes Yigitbas, André Hottung, Sebastian Mansfield Rojas, Anthony Anjorin,
Stefan Sauer et Gregor Engels ont publié en 2018 un article intitulé « Context
and Data-driven Satisfaction Analysis of User Interface Adaptations Based on
Instant User Feedback » [11]. Cet article a pour but d’adapter les interfaces grâce
à des feedback de l’utilisateur. Ils utilisent une application Android d’envoi d’e-
mail pour illutrer leur idée.
La figure 3.8 présente leur architecture. Le composant Monitor surveille di-
verses informations contextuelles recueillies via des capteurs et des caméras inté-
grés sur la plate-forme mobile telles que l’humeur de l’utilisateur via son expres-
sion faciale, le niveau de luminosité ambiante, âge de l’utilisateur, expérience
de l’utilisateur, niveau de batterie... Les informations contextuelles sont ensuite
analysées via le composant Analyser et le composant Plan décide si les règles
d’adaptation de l’interface utilisateur correspondent à la situation actuelle du
contexte d’utilisation. Si tel est le cas, le composant Exécuter est chargé d’exé-
cuter les opérations d’adaptation de l’interface utilisateur sur l’élément géré via
les Effectors. Les Effectors représentent des opérations concrètes d’adaptation
de l’interface utilisateur telles que la disposition ou l’adaptation des modalités
qui sont appliquées à l’interface utilisateur.
Figure 3.8 – Tests « on-the-fly » des fonctionnalités d’adaptation de l’interface
utilisateur
Les utilisateurs pourront, en utilisant l’application, valider ou invalider les
différentes adaptations appliquées sur l’interface. Il est cependant spécifié qu’il
faut faire attention à la fréquence à laquelle on demande les différents feedback à
l’utilisateur. Une fréquence trop élevée pourrait ennuyer l’utilisateur et résulter
en une méthode d’évaluation assez intrusive. La figure 3.9 illustre un exemple
de demande de feedback des adaptations réalisées à l’utilisateur.
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Figure 3.9 – Exemple de demande de feedback des adaptations
3.1 Apport de ce mémoire
Ce mémoire propose une solution unique et une approche nouvelle à cette
problématique :
— Beaucoup d’articles et de travaux ne se limitent qu’à des solutions théo-
riques comme par exemple des « guidelines » ou des recommandations
à respecter lors de la création d’interface afin qu’elles soient adaptées
aux personnes âgées. Silverkit ne s’arrête pas à la théorie et propose une
solution pratique à cette problématique.
— D’autres articles proposent des solutions d’adaptations mais ces solutions
restent assez générales et globalisent les problèmes de vues comme étant
un seul trouble. Elles ne s’adaptent donc pas précisément aux troubles
oculaires spécifiques de l’utilisateur.
— Certains autres articles proposent la création d’interfaces adaptées aux
personnes âgées mais celles-ci restent statiques et n’évoluent pas de ma-
nière dynamique en fonction des événements d’interaction.
— Silverkit est un projet pouvant s’appliquer facilement à tous types d’ap-
plications mobiles, même celles déjà existantes, et à tous domaines rien
qu’en intégrant la librairie dans son code. Elle n’a pas à récolter de
données sur les domaines d’application comme en utilisant un DSL par
exemple. Elle n’a pas non plus besoin de matériels supplémentaires comme
des capteurs de mouvements pour l’interaction multimodale.
— Aucun travail ni projet trouvé n’utilise l’analyse des événements d’inter-
action avec le smartphone, comme les différents clics effectués.
— Silverkit possède aussi une adaptation entièrement automatisée ne de-
mandant ainsi aucun travail supplémentaire à l’utilisateur. Il ne devra
pas apprendre de nouveaux gestes ou commandes vocales, ni garder son
visage dans le champ de vision de sa caméra ni même interrompre son




Dans cette section nous allons tout d’abord aborder l’un des faits démo-
graphiques les plus impactant de ces dernières années ; le vieillissement de la
population. Nous allons ensuite nous concentrer sur l’accroissement de la place
du numérique dans nos vies et plus particulièrement celle des smartphones ainsi
que l’impact de cette réalité sur cette population vieillissante.
4.1 Vieillissement de la population
Selon le Rapport sur l’état de la population mondiale des Nations Unies
réalisé en 2019 [12], d’ici 2050, une personne sur six sera âgée de plus de 65
ans (16%) contre une personne sur onze (9%) en 2019. De surcroît, le nombre
de personnes âgées de plus de 80 ans devrait aussi tripler [13]. Ces chiffres ne
sont pas anodins et montrent un net vieillissement de la population mondiale.
Le pourcentage de personnes âgées croît donc au fur et à mesure des années et
ce phénomène ne date pas d’aujourd’hui, comme le montrent les pyramides des
âges [14] présentent aux figures 4.1, 4.2, 4.3 et 4.4.
Les causes de ce vieillissement de la population sont diverses [15]. Le « vieillis-
sement par le bas » explique l’augmentation du pourcentage de personnes âgées
par une diminution du taux des naissances. Cette diminution est due à la pré-
sence d’un taux de fécondité inférieur au seuil de simple remplacement des
générations. La population diminue donc petit à petit car le taux de mortalité
devient plus élevé que le taux de natalité. Il existe aussi le « vieillissement par le
haut » qui explique ce vieillissement par la diminution du taux de mortalité due
à une augmentation de l’espérance de vie de la population. Les avancées dans le
domaine des soins médicaux, une meilleure hygiène de vie, la disponibilité d’une
alimentation plus équilibrée et l’amélioration des conditions de vie en général en
sont les causes majeures [16]. Finalement, comme troisième cause du vieillisse-
ment, nous avons l’histoire démographique et politique liée à la Seconde Guerre
Mondiale. Juste après celle-ci a eu lieu un renouveau démographique appelé le
« baby boom », l’ensemble de ces personnes devraient prendre leur retraite entre
2006 et 2025 créant donc ainsi un « papy boom » [17].
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Figure 4.1 – Pyramide des âges de l’année 1980 au niveau mondial
Figure 4.2 – Pyramide des âges de l’année 2000 au niveau mondial
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Figure 4.3 – Pyramide des âges de l’année 2020 au niveau mondial
Figure 4.4 – Pyramide des âges de l’année 2050 au niveau mondial
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Figure 4.5 – Pyramide des âges de l’année 2050 des pays les « moins » déve-
loppés
Figure 4.6 – Pyramide des âges de l’année 2050 des pays les « plus » développés
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Les chiffres des précédentes pyramides sont néanmoins à contextualiser puis-
qu’il existe une grande différence entre les pays les « moins » développés [18]
et les « plus » développés en reprenant les termes des Nations Unies. Les pyra-
mides des figures 4.5 et 4.6 montrent en effet un vieillissement de la population
beaucoup plus important du côté des pays les plus développés. Les critères [19]
définissant la limite entre pays les « moins » et les « plus » développés sont prin-
cipalement les revenus, les ressources humaines et la vulnérabilité économique
et environnementale de chaque pays. Les pays les « plus » développés possèdent
plus de moyens financiers, de ressources humaines et moins de vulnérabilité en-
traînant un « vieillissement par le haut » beaucoup plus important. De même,
le « vieillissement par le bas » est accentué de part le taux de natalité par 1000
habitants de seulement 10.5 [20] contre 19.7 [21] pour les pays les « moins »
développés. Finalement, le « baby boom » observé à la fin de la guerre s’est dé-
roulé principalement dans les pays occidentaux [22] c’est-à-dire en grande partie
en Europe, aux États-Unis, au Canada et en Australie [23] ce qui résultera en
un « papy boom » dans ces pays qui sont considérés comme faisant partie des
« plus » développés selon les Nations Unies.
Le vieillissement de la population est donc un phénomène mondial mais
touchant d’autant plus les pays considérés comme « plus » développés selon le
Comité des Politiques de Développement (CPD) des Nations Unies.
4.2 Augmentation de la place du numérique et
de l’utilisation des smartphones
D’un autre côté, le numérique prend une place de plus en plus importante
dans nos vies. En janvier 2012, 30% de la population mondiale utilisait inter-
net et 22% était inscrite sur les réseaux sociaux [24]. Ces chiffres sont passés
respectivement à 60% et 49% en 2020 [25]. Toujours en 2020, une quantité phé-
noménale de données étaient échangées chaque minute [26] comme le montre la
figure 4.7. L’utilisation des réseaux sociaux constitue une part importante de
ces données. Sur Facebook, 147 000 photos et 150 000 messages sont envoyés
toutes les 60 secondes. Sur Instagram, il s’agit de 347 222 stories. L’application
Tik Tok est quant à elle téléchargée 2704 fois et plus de 500 heures de vidéos
sont « uploadées » sur Youtube. Tout cela toutes les minutes créant ainsi une
montagne de nouvelles informations numériques.
La pandémie de la COVID-19 a aussi contribué à augmenter ce nombre [26].
En effet, le télétravail a engendré une utilisation importante des logiciels néces-
saires aux réunions virtuelles tels que Teams et Zoom qui comptent plus de 260
000 nouveaux utilisateurs. Pendant les périodes de confinements de nombreuses
personnes ont aussi cherchés à s’occuper ce qui a engendré une explosion des
services de vidéos à la demande comme Netflix.
Mais ce n’est pas tout. Le web est aussi utilisé pour de nombreuses autres
raisons tout aussi essentielles telles que garder le contact avec nos proches en
utilisant Whatsapp, la recherche d’un emploi avec LinkedIn, l’achat de marchan-
dises avec Amazone, la livraison de nourriture avec Deliveroo et Uber Eats mais
aussi la gestion de nos données financières avec les applications bancaires telles
que Easy Banking, la gestion de notre identité avec ItsMe, voire même comme
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Figure 4.7 – Représentation graphique montrant l’utilisation du web chaque
minute en 2020
moyen de voyage avec le système d’itinéraire de Google Maps. De plus, comme
nous l’avons vu avec cette pandémie de la COVID-19, nous avons aussi besoin
de ce fameux « pass sanitaire » dont l’accessibilité est uniquement numérique.
Cette tendance à la hausse résulte du fait qu’un grand nombre de services
et d’outils se digitalisent et que bien d’autres se développent dans cette logique.
Ainsi, aujourd’hui, nous utilisons le numérique dans presque tous les aspects de
notre vie, que ce soit pour rester en contact avec notre entourage, pour écouter
de la musique, pour pallier à l’isolement, nous détendre, gérer nos finances,
se mettre en forme, accéder à de l’information administrative ou même trouver
l’amour. L’accès à internet et l’utilisation du numérique est donc aujourd’hui un
grand atout sinon pas une nécessité pour l’accès à de nombreuses informations
et à de nombreux services qui dans certains cas peuvent s’avérer essentiels.
Dans un second temps, durant cette incroyable révolution numérique, une
technologie règne en maître ; le mobile. Selon le rapport de GSMA Intelligence
publié en 2018 [27], 5 milliards de personnes possédaient un téléphone en 2017,
dont 3,3 milliards un smartphone. Ces chiffres devraient atteindre des records
en 2025 plus de 5 milliards de personnes posséderont un smartphone. Le smart-
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phone est d’autant plus présent au sein des 18 économies les plus avancées avec
une moyenne de 76 %, pour 17 % de simples téléphones portables. En comparai-
son, dans les économies dites « émergentes » cette moyenne atteint 45 % pour 13
% de mobiles classiques [27]. Les smartphones sont donc très utilisés à travers le
monde mais d’autant plus au sein des économies les plus avancées avec comme
leader la Corée du Sud où 95 % de la population possèdent un smartphone.
Les smartphones doivent leur popularité à leur particulière utilité. En effet,
ils permettent un accès direct à internet et cela peu importe où nous nous
trouvons. Pour donner quelques chiffres, 73 % des connexions effectués à internet
se font à partir d’un smartphone, 23,5 % à partir d’un téléphone qui n’est pas
intelligent et 3,6 % depuis des tablettes ou des routeurs. En outre, plus de 91
% de l’ensemble des utilisateurs internet se connectent sur le web à partir d’un
smartphone [28]. Il en va sans dire que le smartphone est la technologie la plus
utilisée pour l’accès à internet ce qui donne à ce type d’appareils un énorme
succès et rends leur utilisation très ancrée dans notre mode de vie.
L’ensemble de ces chiffres démontre donc que le numérique est en pleine
expansion et prend de plus en plus de place dans nos vies en allant jusqu’à
atteindre des services et des outils dont l’accès nous est essentiel pour notre vie
en société. L’appareil le plus utilisé pour l’accès à ces différents services et outils
numériques, dont un grand nombre se trouve sur internet, est le smartphone.
Ce type d’appareils possède donc une popularité croissante au niveau mondial
mais d’autant plus dans les pays décrit comme « les plus développés ».
4.3 Les personnes âgées et le numérique
Dans cette société ultra-numérisée vient la question de la place des personnes
âgées. Selon une étude des Petits Frères des Pauvres de 2016 effectuée en France
[29], un quart des plus de 60 ans n’utilise jamais internet. Mais ce n’est pas pour
cela que les personnes âgées sont contre l’utilisation du numérique. En effet, en
2017, 8 seniors sur 10 estiment que le numérique améliore le quotidien, 4 sur 10
sont suréquipés en smartphone, ordinateur et tablette, et même 70% possèdent
un smartphone et un ordinateur.
Les avantages du numérique pour les personnes âgées sont indéniables : com-
munication avec leurs proches, informations, divertissement, achats en ligne per-
mettant de rester à domicile... Le numérique offrent tout un ensemble de services
et d’outils de valeurs pour cette tranche de la population. Le plus important est
d’ordre social, les messageries, emails et réseaux sociaux permettent aux per-
sonnes âgées de développer leur lien social et de se sentir plus relié à la société
palliant ainsi au sentiment de solitude [29]. Ce sentiment d’autant plus pré-
sent ces derniers temps avec l’arrivée de la COVID-19 déconseillant fortement
les contacts avec cette tranche de la population et entraînant de nombreux
confinements. Le numérique est aussi un moyen de loisir et de divertissement
permettant de combattre l’ennui et remplir le temps libre. De plus, internet fait
aussi gagner du temps pour tout ce qui est démarches administratives et les
encourage ainsi à être plus autonomes.
Malgré tous ces avantages, de nombreuses personnes âgées ont des difficultés
à utiliser le numérique et de ce fait ne l’utilise pas ou peu. Une des causes
peut être la fracture numérique engendrée par la révolution technologique qui
28
a bouleversé le mode de vie des générations passées. Cette fracture entraîne
des difficultés d’adaptation de cette tranche de la population à cette société
ultra-numérisée. En outre, en France, 26,7 % des personnes de 60-74 ans et
67,2 % des personnes de 75 ans et plus sont en situation d’illectronnisme [30].
L’illectronisme étant un néologisme qui désigne le manque ou l’insuffisance de
connaissances nécessaires à l’utilisation des outils électroniques.[31]. D’autres
part, la cause peut être le fait que les personnes sachant utiliser ces technologies,
avec l’âge et le temps, voient leurs facultés d’adaptation régresser. Nous allons
ici nous concentrer sur ce second aspect car celui-ci, contrairement au premier,
continuera dans le temps. En effet, la fracture numérique se résorbera au fur
et à mesure des générations là où le problème de la régression des facultés
d’adaptation des personnes âgées restera d’actualité.
Ces régressions des facultés peuvent se traduire numériquement par une
baisse de la précision des clics sur l’interface, une augmentation du temps de
réaction entre le stimulus et l’action, des actions de swipe ou de scroll hasar-
deuses, un tremblement du pointeur de la souris voir même l’abandon d’une
tâche [32]. La cause de ces régressions peut aussi provenir de différents facteurs
tels que [32] :
— Un changement de version du système d’exploitation ou une mise à jour
du système : l’utilisateur éprouve quelques difficultés à s’habituer. Il peut
« se perdre » dans l’interface car il n’arrive plus à trouver comment ef-
fectuer telle ou telle action ou accéder à telle ou telle fonctionnalité. Cela
peut résulter en l’ouverture et la fermeture de fonctionnalités de manière
incessantes.
— Un problème oculaire : une dégénérescence oculaire, une cataracte, une
hypertension oculaire, une perte de contraste, une mauvaise perception
des couleurs et autres peuvent, par exemple, entraîner une baisse de la
précision des clics à cause du manque de vision ou à la difficulté à distin-
guer le contour des éléments constituant l’interface. Une difficulté à lire
le texte de l’interface peut aussi résulter en une mauvaise compréhension
du logiciel ou du système.
— Une dégradation de la mémoire (mémoire de travail, procédurale, séman-
tique, épisodique) : la difficulté à se remémorer un stimulus augmente le
temps de réaction. L’utilisateur peut cliquer sur une fonctionnalité et
avoir des difficultés à se rappeler pourquoi il a effectué cette action. Il
peut aussi avoir des difficultés à se diriger dans l’interface à cause d’une
mauvaise interprétation de celle-ci. L’ensemble des actions effectuées sur
l’interface peuvent donc avoir une allure erratique.
— Un problème de dyspraxie qui peut avoir de multiples causes : dégéné-
rescence de type Parkinson, arthrite, tendinite... L’utilisateur peut avoir
des difficultés à tenir un smartphone, à cliquer sur un élément de l’in-
terface ou à effectuer des actions de swipe et de hold que ce soit via le
toucher ou par l’utilisation d’une souris. Cela résulte en une baisse de la
précision des clics voire à une mauvaise compréhension par l’interface des
actions voulues par l’utilisateur. Par exemple, une action de hold peut
être considérée comme un clique suite à un tremblement résultant en une
interruption de l’action.
— Une modification dans l’environnement de l’utilisateur : changement de
dispositif, de posture, une perte d’attention, doublage de l’interactivité
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avec une aide vocale... L’utilisateur peut se retrouver perdu. Suite à un
changement de dispositif, il peut rencontrer des difficultés à comprendre
et à s’approprier le nouveau dispositif instauré. Une interactivité doublée
par une aide vocale engendre l’apprentissage d’une nouvelle manière d’in-
teragir avec des services ou outils dont l’utilisateur avait l’habitude. De
même, l’ensemble de ces modifications dans l’environnement de l’utilisa-
teur peut entraîner une mauvaise utilisation de l’interface, comme l’acti-
vation d’une fonctionnalité non souhaitée, voire une utilisation erratique
de celle-ci.
En résumé, les personnes âgées sont sujettes à un ensemble de régressions de
leurs facultés pouvant impacter fortement leurs interactivités avec les services
et outils numériques dans un monde où le numérique règne en maître et où il
est donc plus qu’important d’y garder une accessibilité.
4.4 Framework Silverkit
Le framework Silverkit est un projet démarré par Vincent Englebert, Claire
Lobet-Maris et Wim Vanhoof [33]. Il a pour vocation d’apporter une solution
à la problématique de la régression des facultés d’adaptation des personnes
âgées entraînant des difficultés d’interaction avec le numérique, en se concentrant
plus particulièrement sur les applications pour smartphone. Un premier rapport
technique concernant la méthodologie du framework et des idées de patterns
correctifs d’utilisabilité [32] et un deuxième rapport technique présentant la
vision architecturale de la plateforme [34] ont été produits.
Le framework prendra la forme d’une librairie mise à disposition du dévelop-
peur pour doter une application des fonctionnalités d’adaptabilité souhaitées.
Celui-ci sera basé sur les applications natives sous Android. Ce choix est motivé
par la part de marché qu’occupe actuellement Android et le moindre coût d’ac-
quisition des appareils compatibles Android. Les aspects technologiques seront
décrits pour le langage Kotlin qui s’impose désormais comme le langage usuel
sur ce système d’exploitation [32].
L’idée principale de ce framework est de parer à ces régressions des facultés
en adaptant dynamiquement l’interface mobile au fur et à mesure de l’utilisation
de celle-ci par l’utilisateur. Pour ce faire, les événements d’interaction pertinents
se déroulant entre l’interface et l’utilisateur devront être récupérés. Cela peut
être l’ensemble des données de clics, les différents temps de réaction entre l’ap-
parition des stimuli et l’action de l’utilisateur, les éventuels abandons de tâches
voire les actions de swipe et de scroll. L’ensemble de ces informations seront
ensuite analysées et pourront mener à un diagnostique concluant en la présence
ou non d’éventuels problèmes d’interactions. En fonction des problèmes obser-
vés, des tactiques correctives seront dynamiquement appliquées sur l’interface
toute les x périodes de temps. L’efficacité des différentes tactiques appliquées
sera ensuite analysée. Une tactique corrective ayant un impact positif sur les
problèmes d’interaction de l’utilisateur sera maintenue voire même amplifiée.
Une tactique corrective n’ayant pas d’impact ou un impact négatif sera tout
simplement annulée et la correction apportée à l’interface sera supprimée. Un
cycle sera ainsi mis en place entre observation des événements d’interaction,
analyse de ces événements et application ou révision des tactiques correctives
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précédemment appliquées. L’idée serait que ce cycle, engendrant une adaptation
dynamique de l’interface, arrive à mener l’application à un état d’utilisabilité
le plus optimal possible avec l’utilisateur. Silverkit espère ainsi apporter à cette
tranche de la population un soutien à leurs besoins en termes d’interactivité en
palliant aux régressions de leurs facultés d’adaptation.
Aux figures 4.8 et 4.9, 2 diagrammes de flux démontrant, de manière assez
générique, le fonctionnement envisagé par le framework.
Figure 4.8 – Diagrammes de flux démontrant la gestion des événements d’in-
teraction avec l’interface
La vision architecturale de Silverkit est particulièrement ambitieuse dans la
mesure où elle propose de recueillir des informations transversales à différentes
applications sur un même smartphone pour un utilisateur donné, mais égale-
ment une collecte de données anonymisées sur un serveur afin d’extraire une
connaissance plus large des problèmes d’accessibilité lors du vieillissement [34].
Le développement de Silverkit se déroulera donc en plusieurs phases [34] :
Phase 1 : Le framework est conçu pour une version donnée d’une seule appli-
cation.
Phase 2 : Les phases 2.a et 2.b sont deux alternatives menant à la phase 3.
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Figure 4.9 – Diagrammes de flux démontrant l’application des tactiques cor-
rectives
• Phase 2.a : Le framework est conçu pour offrir une gestion transverse à
plusieurs versions d’une même application.
• Phase 2.b : Le framework est conçu pour offrir une gestion transverse à
plusieurs applications pour une même version.
Phase 3 : Le framework généralise l’approche transverse à la fois pour diffé-
rentes versions et différentes applications.
Phase 4 : Le framework est capable de communiquer des données anonymisées
à un serveur central pour analyse.
Phase 5 : Le framework est capable de profiter d’informations produites par le
serveur central pour améliorer les tactiques en cours.
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Figure 4.10 – Architecture des composants de Silverkit
Comme la figure 4.10 tirée du rapport 2 [34] le montre, l’architecture de
Silverkit s’articule sur plusieurs couches. Le première couche est l’application
proprement dite (Appi) qui est développée avec les outils usuels dans le monde
Android. La deuxième couche (SilverkitCtrl) est un service hébergé sur le smart-
phone et qui dispose de sa propre base de données locale. Celle-ci va recenser
toutes les informations relatives au profil de l’utilisateur ainsi que les différentes
mesures remontées par les applications au cours du temps et de leurs versions
successives. La nécessité de disposer d’informations transversales aux applica-
tions et à leurs versions entraîne la présence de ce composant. Il pourra en outre
être le gage que des informations liées à la vie privée ne seront pas communiquées
en dehors de l’espace du smartphone. Enfin, la troisième couche (SilverKitSrv)
consiste en un serveur unique pour tous les utilisateurs et leurs applications. Sa
vocation est de collecter des données anonymisées sur les usages des utilisateurs
afin d’affiner la connaissance du problème et corriger les heuristiques correctives.
Les échanges avec ce composant seront cruciaux puisqu’ils peuvent rapidement
dévoiler des indices sur l’identité des utilisateurs ou des données sensibles.
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4.5 Objectifs
L’objectif de ce mémoire est de démarrer le développement de ce framework
et de s’atteler à la phase 1, c’est-à-dire le concevoir pour une version donnée
d’une seule application. Nous allons pouvoir mettre en pratique l’idée théorique
du framework et voir les éventuelles difficultés techniques liées au développement
dans le but de valider, invalider ou nuancer l’applicabilité de celui-ci dans un
contexte réel.
La librairie à développer devra donc repérer les éventuelles difficultés d’inter-
action liées aux régressions des facultés de l’utilisateur et, en fonction, adapter
de manière itérative l’interface afin de lui permettre une interaction optimale.
Optimale, c’est-à-dire adaptée au mieux à la dégradation de ses capacités/apti-
tudes. L’aspect itératif apportant une adaptabilité dynamique de l’interface aux
fluctuations possibles des régressions mais aussi une adaptation plus discrète
évitant ainsi une évolution drastique de l’interface.
4.5.1 Portée du mémoire
Le virus de la COVID-19 a fortement impacté les relations sociales depuis
plus de 2 ans maintenant. De nombreux confinements ont été mis en place et
il est fortement déconseillé de rentrer en contact avec les personnes à risque,
dont en autres les personnes âgées. L’épisode COVID nous a donc empêcher
d’associer un grand nombre de personnes âgées à notre démarche. De plus, les
utilisateurs peuvent présenter une grande variété de dégradations potentielles
de leurs capacités/aptitudes ce qui rend le diagnostic des problèmes observés
plus que complexe.
Dans le cadre de ce mémoire, nous nous concentrerons donc sur les régres-
sions des facultés uniquement oculaires des utilisateurs. Cela permettra, d’une
part, à un plus grand nombre de personnes de participer aux tests. Même si
la tranche d’âge ne sera pas toujours respectée, les facultés oculaires des utili-
sateurs seront impactées ce qui permettra quand même un relevé de données
adéquat. D’autre part, la variété des régressions sera ainsi minimisée ce qui
nous permettra de nous concentrer sur l’exactitude de notre diagnostique des
régressions en fonction des problèmes oculaires observés.
4.5.2 Étapes du mémoire
Étape 1 : Élaboration de la librairie Silverkit.
La première étape va être de développer cette librairie. Elle nous per-
mettra de détecter les différents événements d’interaction effectués par
l’utilisateur sur l’interface et de les enregistrer de manière locale sur le
smartphone de l’utilisateur.
Étape 2 : Collecte des données.
La deuxième étape sera d’appliquer cette librairie à une application mo-
bile « jouet » afin de pouvoir échantillonner différents événements d’in-
teraction et pouvoir collecter des données à analyser. Une méthodologie
de relevé des données devra être choisie et l’application « jouet » devra
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être utilisée par un ensemble d’utilisateurs possédant des dégradations de
leurs capacités/aptitudes entraînant des difficultés lors de l’interaction.
Cette application est qualifiée de « jouet » car elle sera spécifiquement
choisie pour les tests. Elle possédera en effet peu de fonctionnalités et
le principe de celle-ci sera simple évitant ainsi de nous éparpiller dans
la complexité de l’application et de plutôt nous concentrer spécifique-
ment sur l’utilisateur et les tactiques à appliquer. Des applications plus
complexes pourront être utilisées quand les bases du framework seront
posées.
Étape 3 : Heuristique corrective.
La troisième étape évoquera l’heuristique sur laquelle notre analyse et
nos corrections se reposeront. Cette heuristique comprends les différentes
mesures que nous allons effectuer ainsi que les solutions envisagées en
fonction des différents problèmes observés.
Étape 4 : Visualisation et analyse des données.
La quatrième étape sera de visualiser et d’analyser en fonction de notre
heuristique l’ensemble des données récoltées afin de déceler et proposer
des solutions aux éventuels problèmes d’interaction de chaque utilisateur.
Les solutions prendront la forme de tactiques correctives appliquées aux
éléments de l’interface comme par exemple l’agrandissement d’un bouton,
une augmentation du contraste de couleurs entre les éléments voire même
une augmentation de la taille du texte.
Étape 5 : Développement des tactiques correctives.
La cinquième étape s’attelle à implémenter les tactiques envisagées par
l’heuristique pour parer aux problèmes d’interaction de chaque utilisa-
teur. L’applicabilité de ces tactiques sera discutée ainsi que les différentes
difficultés et contraintes techniques rencontrées.
Étape 6 : Itérations et application des tactiques correctives.
La sixième étape consiste à réitérer les étapes 2 et 4 afin d’évaluer l’im-
pact que les tactiques correctives, que l’on aura appliquées, ont sur les
problèmes d’interaction de l’utilisateur et, en fonction, les adapter. Un
impact positif d’une correction résulterait en son maintien, voire son
accentuation si le problème diminue mais persiste. Un exemple d’accen-
tuation serait de continuer d’augmenter la taille d’un bouton alors que
celle-ci avait déjà été augmentée. Un impact négatif, quant à lui, ré-
sulterait en une diminution de la correction précédemment appliquée.
L’application de ces tactiques se fera automatiquement par la librairie,
en fonction des problèmes observés lors de l’analyse, toutes les x périodes
de temps.
Le but de cette sixième phase est d’arriver à lier problèmes d’interaction
et corrections précises à appliquer afin qu’au fur et à mesure des itéra-
tions, on arrive à affiner la connaissance du problème et qu’on puisse
ainsi corriger les heuristiques correctives. Chaque problème d’interaction
aura de ce fait sa ou ses corrections associées qui auront été validées et
qui permettront ainsi d’optimiser l’interactivité des utilisateurs.
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Chapitre 5
Élaboration de la librairie
Silverkit
Cette section est consacrée à la première étape de ce mémoire, le dévelop-
pement du framework Silverkit. Le framework Silverkit prendra donc la forme
d’une librairie afin que l’accès à ses fonctionnalités et donc l’incorporation du
framework puisse être réalisé par les développeurs dans n’importe quelle ap-
plication pour smartphone. Pour rappel, cette librairie sera développée pour le
système d’exploitation Android en Kotlin comme expliqué dans la section 4.4.
Le choix du langage Kotlin repose sur le fait que celui-ci s’impose désormais
comme le langage usuel sur ce système d’exploitation. L’idée ici serait donc
de développer une librairie Android. Afin de mieux comprendre comment nous
allons procéder, veuillez vous référer à la section 2 de ce document montrant
comment fonctionne le développement sur Android, et plus particulièrement sur
Android Studio, l’IDE utilisé pour le développement de notre librairie.
La première étape de cette section se concentrera sur la détection des évé-
nements d’interaction qui nous sont pertinents effectués entre l’utilisateur et
l’interface. La deuxième étape consiste en l’enregistrement de ces événements
pertinents de manière locale sur le smartphone de l’utilisateur afin de pouvoir,
par après, les analyser.
5.1 Détection des événements d’interaction
Les événements d’interaction qu’il nous faut détecter dans le cadre des pro-
blèmes oculaires sont principalement l’ensemble des clics effectués sur l’inter-
face. En effet, un problème oculaire comme une dégénérescence oculaire, une
cataracte, une hypertension oculaire, une perte de contraste, une mauvaise per-
ception des couleurs et autre entraînent une baisse de la précision des clics à
cause du manque de vision ou à cause de la difficulté à distinguer le contour
des éléments constituant l’interface. Les événements de clics sont donc les plus
pertinents à détecter dans le cadre de ce mémoire.
La première étape est de trouver un moyen pour détecter et relever les diffé-
rents événements de clics effectués sur l’interface. Une interface Android étant
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composée d’un ensemble de vues dotées d’un contour (visible ou non), il nous
faut trouver un moyen de repérer les coordonnées (x,y) des clics effectuées sur
ces différentes vues. Une vue peut être un widget, un layout ou tout autre type
d’éléments pouvant être ajouter à l’interface.
Cependant, afin de mesurer la précision des clics, les coordonnées des évé-
nements de clics seuls ne nous suffiront pas. Il est aussi nécessaire de recueillir
les délimitations de l’ensemble des éléments de l’interface. En effet, comment
pourrions-nous conclure qu’un clic effectué sur une vue à une telle coordonnée,
n’était pas destiné à cette vue mais à la vue se trouvant juste à côté ?
5.1.1 Détection des événements de clics
L’interface d’une application mobile est donc composée d’un ensemble de
vues. Une vue peut être un widget, un layout ou tout autre type d’éléments
pouvant être positionné sur l’interface. Ces vues peuvent se superposer et rem-
plissent toutes une surface rectangulaire (même si visuellement la vue possède
un contour circulaire). Chaque vue possède aussi un identifiant unique à chaque
activité de l’application mobile. La figure 5.1 montre un exemple d’agencement
des différentes vues de l’interface d’une activité de l’application.
Figure 5.1 – Exemple d’agencement des différentes vues d’une interface
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Quand un utilisateur effectuera une action de clic sur l’interface, il appuiera
donc sur une vue de celle-ci. Chaque vue de l’interface est en réalité une classe
héritant de la superclasse View. L’idée ici est de spécialiser les classes de ces vues
afin d’obtenir un ensemble de vues ayant les mêmes propriétés que celles de bases
d’Android mais que nous pouvons personnaliser et adapter à nos besoins.
Dans le cas qui nous intéresse ici, c’est-à-dire dans le cas où nous souhaitons
relever les événements de clics, une méthode présente dans la superclasse View
intitulée onTouchEvent [35] nous est particulièrement utile. Cette fonction, étant
héritée par toutes les vues, est en effet appelée à chaque fois qu’une vue sera
touchée par l’utilisateur. L’idée va donc être d’override cette méthode afin de
capter les événements de clics effectués sur chacune des vues que l’on aura
spécialisées et les enregistrer. Bien entendu, le code permettant d’enregistrer les
événements de clics ne sera pas réécrit dans chaque vue spécialisée. Nous créerons
une interface appelée SkTools contenant l’ensemble de nos outils Silverkit. Il
nous suffira donc d’appeler une méthode présente dans cette interface pour
effectuer l’enregistrement.
Pour que cela soit plus claire, voici un exemple au listing 5.1. Un widget
pouvant être ajouter à une interface Android est un bouton. La classe de ce bou-
ton appelée AppCompatButton hérite, comme toutes les vues, de la superclasse
View. Nous pouvons donc spécialiser cette classe pour notre librairie Silverkit et
override la méthode onTouchEvent afin d’enregistrer l’événement de clic effectué
sur cette vue en appelant une méthode de notre interface SkTools. L’ensemble
des vues spécialisées pour la librairie posséderont le même nom que les vues de
bases d’Android avec le préfixe « Sk ». Dans ce cas-ci la vue spécialisée sera
donc appelée SkButton.
Listing 5.1 – Classe spécialisée SkButton
class SkButton : AppCompatButton , SkTools {
override fun onTouchEvent ( ev : MotionEvent ) : Boolean {
// Methode de notre interface SkTools enregistrant
// l’evenement de clic
toolOnTouch ( this , ev )
// Appel de la fonction onTouchEvent de la classe
// View afin de gerer l’evenement de clic
return super . onTouchEvent ( ev )
}
}
« AppCompat » est une librairie extrêmement connue et utilisée en Android
étant donné qu’elle permet à des applications utilisant une ancienne version
d’API Android, et surtout des widgets du Material Design, de pouvoir utili-
ser les nouvelles API développées. Par exemple, selon la documentation [36], la
classe AppCompatButton est en faite un Button prenant en charge les fonction-
nalités compatibles des anciennes versions de la plate-forme Android comme
par exemple le changement de teinte dynamique de sa couleur. De plus, dans
les versions ultérieures d’Android, lorsque nous utilisons la classe Button, nous
utilisons en faite la classe AppCompatButton. Ceci ne s’applique pas seulement
à la classe Button mais à un grand nombre de vues Android. Nous avons donc
fait le choix dans ce mémoire d’étendre le plus possible les classes de types App-
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Compat afin de donner à la librairie une couverture beaucoup plus optimale des
différentes versions d’Android.





















































Cette liste ne comprend pas l’ensemble des vues d’Android mais possède déjà
un grand nombre de celles-ci. Elle pourra être complétée au fur et à mesure du
développement de cette librairie.
Les développeurs n’auront plus qu’à utiliser nos classes spécialisées lors de
la création de l’interface de leurs applications afin de bénéficier des services pro-
posés par notre librairie. Le code au listing 5.2 illustre un exemple d’utilisation.
Listing 5.2 – Affichage XML d’un FloatingActionButton spécialisé par Silverkit




android : layout_gravi ty="bottom|end"
app : srcCompat="@drawable/ic_add_24dp"
app : backgroundTint="@color/light_gray"
app : f abS i z e="mini"
/>
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5.1.2 Récupération des délimitations des vues
Comme mentionné dans l’introduction de la section, pour récupérer la préci-
sion des différents clics leurs coordonnées ne nous suffiront pas. Les délimitations
de l’ensemble des vues de chaque activité de l’application sont nécessaires. Grâce
à ces délimitations nous pourrons ainsi calculer les distances entre les contours
des vues et les coordonnées des différents clics comme le montre la figure 5.2.
Figure 5.2 – Distance entre un clic et les délimitations d’une vue
L’ensemble des délimitations des vues de l’entièreté de l’application devront
être récupérées. Pour ce faire, à chaque ouverture d’une activité de l’application
par l’utilisateur, une méthode de notre librairie devra donc être appelée. Cette
méthode initialisera notre librairie en enregistrant les délimitations de toutes les
vues spécialisées se trouvant dans cette activité. Il sera nécessaire de passer en
argument de cette méthode l’activité afin de récupérer l’ensemble des vues de
celle-ci.
Intuitivement, il serait logique que l’appel à cette méthode se fasse dans la
fonction onCreate, onStart ou onResume de l’activité [38], ces fonctions étant
appelées à chaque création, ouverture ou retour de celle-ci respectivement. Ce-
pendant, lors de l’appel de ces fonctions, les vues de l’activité ne sont pas encore
placées sur l’interface rendant la récupération de leurs délimitations impossible.
L’appel à cette fonction devra se faire dans une méthode appelée après le rendu
des vues et donc de l’interface de l’activité. La fonction onWindowFocusChan-
ged [38] est une fonction appelée quand la fenêtre de l’activité gagne ou perd le
focus. La fenêtre de l’activité gagne le focus lors du démarrage de celle-ci et perd
le focus lors du lancement d’un dialogue ou d’une autre activité par exemple.
L’ensemble des vues de l’activité sont donc correctement rendue lorsque celle-ci
appelle cette méthode. Nous pouvons, de ce fait, appeler la méthode d’initiali-
sation de notre librairie dans la méthode onWindowFocusChanged dans chaque
activité, comme le montre ce code :
Listing 5.3 – Récupération des délimitations des vues
override fun onWindowFocusChanged ( hasFocus : Boolean ) {
// Recuperation des delimitations des vues specialisees
// par Silverkit presentes dans l’activite
SkIn i t ( ) . in i t ( this )
super . onWindowFocusChanged ( hasFocus )
}
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Les avantages de procéder de cette manière sont multiples. D’une part, l’en-
semble du procédé est morcelé par activité. Si l’enregistrement de l’ensemble
des délimitations des vues de l’application avait lieu d’une traite, lors du pre-
mier lancement de celle-ci par l’utilisateur, la charge pour le CPU ne serait pas
négligeable. Celle-ci serait d’autant plus importante selon la taille de l’applica-
tion en terme d’activités et de nombre de vues totales. Cela engendrerait un
ralentissement de l’appareil sinon pas une fermeture anticipée de l’application
pour cause de surcharge du CPU. D’autre part, l’intégralité des vues spécia-
lisées seront correctement enregistrées pour les futures analyses. En effet, une
application Android étant composée d’activités elles-mêmes composées de vues,
les vues sont générées et créées visuellement lors du lancement de l’activité qui
lui est associée. Si nous voulions enregistrer d’une traite l’ensemble des déli-
mitations au premier lancement de l’application, un grand nombre de vues ne
seraient pas encore générées et la récupération de leurs délimitations seraient
donc impossible.
Les désavantages de ce morcellement par activité sont, d’une part, qu’à
chaque fois qu’une activité gagne ou perd le focus, cette fonction d’initiali-
sation sera appelée. Lors de l’appel à cette méthode, la librairie devra, de ce
fait, vérifier si les délimitations des vues de cette activité ont été enregistrées
ou ne l’ont pas encore été et si un enregistrement devra donc avoir lieu. La liste
des activités dont les vues ont déjà été parcourues sera sauvegardée dans les
« shared preferences » de l’application. Les « shared preferences » sont utilisées
lorsque l’on souhaite sauvegarder de petites quantités d’information à propos
des préférences de l’utilisateur comme dans ce cas-ci. En vérifiant la présence du
nom de l’activité dans la liste d’activités sauvegardée, nous pourrons empêcher
la méthode d’à nouveau gérer cette activité. D’autres part, les développeurs
ne devront pas oublier d’initialiser cette méthode dans chacune des activités
créées. Un oubli résulterait en l’impossibilité du calcul de la précision des clics
pour l’activité oubliée.
5.2 Enregistrement des données brutes
Maintenant que les outils de notre librairie Silverkit sont mis en place, c’est-
à-dire appelés à chaque événement de clics et ouverture d’activités, nous allons
pouvoir nous atteler à sauvegarder les informations récupérées. La sauvegarde
de ces informations se fera grâce à l’utilisation d’une base de données SQLite
[39]. Cette base de données sera, pour cette phase, sauvegardée en local sur le
téléphone de l’utilisateur.
L’utilisation d’une base de données SQLite nous est intéressant étant donné
le nombre accru de données que nous allons devoir sauvegarder sur le smart-
phone de l’utilisateur mais surtout la nécessité ultérieure de faire des requêtes
sur ces données. En effet, lors de la phase d’application des tactiques, la librai-
rie devra accéder aux données de la base de données de l’utilisateur et effectuer
des requêtes sur celles-ci afin de les analyser et d’appliquer de manière automa-
tique les tactiques correctives. L’utilisation de bases de données textuelles, sans
formatage particulier, comme les fichiers « Comma-Separated Values » rendrait
particulièrement compliquée cette phase. De plus, les bases de données sont plus
évolutives ce qui engendrera moins de difficulté lors de l’évolution du framework.
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5.2.1 Données des événements de clics
À chaque clic sur une de nos vues spécialisées, la fonction toolOnTouch de
la boîte à outils de notre librairie sera appelée. Celle-ci relèvera un ensemble
d’informations à propos du clique :
— L’identifiant de la vue. Le développeur peut spécifier à chaque vue
un identifiant permettant de la reconnaître parmi tous les éléments de
l’interface. Un exemple d’application de cet identifiant de vue est présent
au listing 5.2.
— Les coordonnées du clic., c’est-à-dire les coordonnées du clic par rap-
port à l’écran du téléphone en pixels.
— Le type de la vue. Par exemple : RECYCLERVIEW, BUTTON, FAB,
LINEARLAYOUT, ...
— Le nom de l’activité dans laquelle se trouve la vue. En Android,
une activité correspond à une page de l’application.
— Le timestamp du clic. Le timestamp du clic est le moment précis
où l’utilisateur a effectué le clic. Format du timestamp : AAAA-MM-JJ
HH :MM :SS.SS.SSS
L’ensemble de ces informations concernant les événements de clics seront
enregistrées dans une table de la base de données de l’utilisateur. Chaque ligne
représentant un événement de clic et chaque colonne spécifiant, respectivement,
l’identifiant du clic, l’identifiant de la vue cliquée, son type, son activité, la
coordonnée X du clic, la coordonnée Y du clic et son timestamp. La figure 5.3
vous illustre un exemple de contenu pour de cette table.
Figure 5.3 – Exemple de contenu de la table de la base de données contenant
les événements de clics
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5.2.2 Données des délimitations des vues
Grâce à l’appel dans chaque activité de notre méthode init, l’ensemble des
délimitations des vues spécialisées par notre librairie présentes dans l’applica-
tion pourront être sauvegardée. Étant donné que les surfaces occupées par les
différentes vues sur l’interface sont toujours de forme rectangulaire, nous pou-
vons les positionner grâce à 2 points ; le coin supérieur gauche et inférieur droit
de la vue.
La méthode init de notre librairie prends en argument l’activité actuelle,
celle dont nous voulons récupérer les différentes délimitations des vues. Grâce
à l’activité, nous allons pouvoir récupérer le contenu graphique de son interface
et de ce fait l’ensemble de ces vues sur lesquelles nous pourrons ensuite itérer.
Dans le cas où la vue est une vue de la librairie Silverkit, ses coordonnées seront
enregistrées. Voici les différentes informations relevées :
— L’identifiant de la vue.
— Le nom de l’activité dans laquelle se trouve la vue.
— La coordonnée X du coin supérieur gauche.
— La coordonnée Y du coin supérieur gauche.
— La coordonnée X du coin inférieur droit.
— La coordonnée Y du coin inférieur droit.
— La couleur de base de la vue (null si elle est transparente).
— La largeur de base de la vue.
— La hauteur de base de la vue.
De la même manière que les données des événements de clics, les délimita-
tions seront sauvegardées dans une table de la base de données, différentes de
celles des événements de clics. Chaque ligne de cette table représente une vue
et chaque colonne spécifie, respectivement, l’identifiant de la ligne, ainsi que,
respectivement, l’ensemble des informations citées plus hauts. Voici un exemple
de contenu de la table contenant les délimitations des vues de l’application spé-
cifiées par la librairie Silverkit :
Figure 5.4 – Exemple de contenu de la table de la base de données contenant
les délimitations des vues
5.2.3 Données hardware du smartphone
La taille de l’écran du smartphone de l’utilisateur en pixels sera aussi sau-





Le framework Silverkit étant maintenant développé, nous pouvons entamer
la deuxième étape de ce mémoire ; la collecte de données. Durant cette étape,
nous allons choisir une application « jouet » permettant de mettre en pratique
notre librairie. Une fois cette application trouvée, nous pourrons ensuite spécifier
une méthode de relevé des données dans le but d’échantillonner des événements
d’interaction réalisés par des utilisateurs possédant divers dégradations ocu-
laires. Cette étape nous permet donc de collecter des données afin de, par la
suite, pouvoir analyser l’applicabilité et l’efficacité du framework.
6.1 Choix de l’application « jouet »
Dans un premier temps, il est donc nécessaire de trouver une application
« jouet » permettant de mettre en pratique notre librairie. Le choix de cette
application n’est pas anodin car celle-ci doit posséder une interface propice au
relevé des données. En effet, une application possédant une interface avec une
taille de police élevée, des boutons de taille démesurée ou des éléments trop
facilement utilisables ne permettra pas de mettre en évidence les éventuels pro-
blèmes d’interaction qui nous intéressent. De même, pour les premiers tests,
l’application ne devrait pas posséder trop de fonctionnalités ou avoir un fonc-
tionnement trop complexe car ceci impactera effectivement l’interaction mais les
problèmes relevés seront des problèmes de compréhension de manière globale et
non pas des problèmes d’interaction liés à la régressions des capacités humaines.
L’application choisie devrait être une application pour laquelle nous pouvons
disposer du code. Nous pourrons ainsi modifier son interface, son fonctionnement
et y intégrer notre librairie. Nous allons pour cela utiliser le store F-Droid afin de
trouver une application propice à nos critères. F-Droid [40] est un catalogue ins-
tallable d’applications libres et open-source pour la plateforme Android. Notre
choix s’est porté sur une application appelée « To Do List » dont le github est
accessible ici https://github.com/Webierta/ToDoList.
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L’application « To Do List » permet, comme son nom l’indique, la gestion
simple et rapide de listes de tâches. Celle-ci possède peu de fonctionnalités (ajout
/ modification / suppression et tri des listes), ce qui, pour les premiers tests de
notre librairie, nous est particulièrement avantageux. Le principe de l’application
est de même assez simple ce qui permettra une explication et compréhension
rapide de celui-ci par des personnes âgées. L’application possède donc tous les
critères qui nous sont nécessaires pour la première phase de tests.
Cette application possède 2 inconvénients. L’un est son interface beaucoup
trop claire et lisible ce qui, lors de son utilisation par des utilisateurs possé-
dant des dégradations oculaires, engendrerait peu de difficultés d’interaction.
En effet, la taille de la police utilisée est très grande et le contraste entre les
couleurs des différents éléments de l’interface est assez élevé ce qui permet donc
de bien distinguer les contours de tous les éléments. Peu de difficultés d’inter-
action pourront être observées et de ce fait relevées par notre librairie ce qui
ne nous donnerait pas assez de données nécessaires à l’application de tactiques
correctives. L’autre est le fait que le « floating action button », ou « fab », en
bas à droite ne permet pas une gestion incrémentale de sa taille pour la phase
d’application des tactiques car ce type de widget n’en possède que 2.
Pour pallier à ces inconvénients, une légère modification de l’interface de
l’application est donc nécessaire. La taille de la police sera réduite de 24 à 17
sp. Les boutons seront colorés en gris clair apportant ainsi un contraste moindre
entre le fond blanc et le contour des boutons rendant donc leur distinction plus
complexe. Le « fab » sera remplacé par un bouton simple. Voici un avant-après
suite aux changements réalisés sur l’interface de l’application :
Figure 6.1 – Changements de l’interface de l’application « To Do List »
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L’application « To Do List » possède un ensemble de fonctionnalités listées
ci dessous :
— Ajout d’une liste
— Suppression d’une liste
— Suppression de l’ensemble des listes
— Tri des listes par ordre alphabétique
— Tri des listes par statut
— Arrangement des listes parmi l’ensemble des listes
— Renommage de la liste
— Cocher tous les éléments de la liste
— Décocher tous les éléments de la liste
— Vider la liste (supprimer tous ses éléments)
— Ajout d’un élément dans la liste
— Arrangement des éléments parmi l’ensemble des éléments de la liste
— Toggle l’état de l’élément (réalisé/Non réalisé)
— Suppression d’un élément de la liste
Il serait néanmoins plus judicieux de dégrossir la charge de travail en nous
concentrant sur une seule de ces fonctionnalités pour le moment. Une fois l’ef-
ficacité de la méthode prouvée, de plus en plus de fonctionnalités pourront être
ajoutées et les événements autour de celles-ci analysés nous permettant ainsi,
au final, de couvrir toute l’application.
Nous nous concentrerons donc pour le moment sur la fonctionnalité d’ajout
de liste où l’utilisateur devra appuyer sur le bouton « + » se trouvant tout en
bas à droite de la première activité pour ajouter une liste.
6.2 Méthode de relevé des données
Un certain nombre d’expériences devront donc être réalisées sur un ensemble
de personnes présentant des régressions de leurs facultés d’adaptation. Cette
phase aurait dû se dérouler auprès des personnes concernées par la probléma-
tique, c’est-à-dire la tranche de la population présentant ces régressions de fa-
cultés. Cependant, avec la COVID-19, ces personnes ne sont malheureusement
pas très accessibles. La tranche d’âge des individus appartenant au panel de
tests sera donc un peu plus étendue.
Dans ce cas-ci, nous nous concentrons sur les régressions des facultés ocu-
laires des individus et plus particulièrement la précision des clics de ceux-ci. Une
manière de mesurer ces régressions serait de demander aux utilisateurs possé-
dant des problèmes oculaires d’effectuer un certain nombre de clics sur le bouton
d’ajout de liste en changeant la distance entre leurs yeux et l’interface. À chaque
distance et pour chaque personne, un certain nombre de coordonnées de clics
seront donc relevées. Ces données seront ensuite analysées afin de mesurer la
précision des différents clics et leurs éventuels liens avec les problèmes oculaires
de l’individu.
Chaque utilisateur devra retirer ses lunettes correctives et sera ensuite convié
à se positionner perpendiculairement à un mètre de mesure allant de 0 à 50 cm,
ses yeux positionnés dans l’allongement vertical du niveau 0. Le smartphone
avec l’application « To Do List » lui sera ensuite tendu et celui-ci sera invité
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à effectuer 10 clics avec l’appareil positionné à 10 cm de distance de ses yeux.
Il réitérera cela aux 20 cm, aux 30, aux 40 et finalement aux 50 cm. Chaque
utilisateur effectuera, de ce fait, un total de 50 clics sur l’interface. Voici une
image illustrant la méthodologie :
Figure 6.2 – Méthodologie de tests
Entre chaque clic, le sujet sera aussi convié à déplacer son bras afin de ne
pas influencer ou régler son prochain clic sur le précédent. Il ne pourra donc pas
se reposer sur sa mémoire motrice et on obtiendra, de ce fait, des résultats les
plus réalistes possibles. Ce fait simplifiera grandement l’analyse des données par
la suite. De plus, cette méthodologie a été choisie afin de collecter un nombre
de clics assez conséquents permettant ainsi l’acquisition d’un nombre élevé de




Afin de pouvoir analyser les données que nous allons récolter, nous nous
reposerons sur une heuristique. Cette heuristique proposera différentes mesures
permettant de déceler la dégradation des problèmes oculaires dans le temps, et
apportera aussi des solutions, sous forme de tactiques correctives, pouvant y pal-
lier. Cette section reprend différentes idées évoquées dans le rapport technique
n°1 du framework Silverkit [32].
7.1 Mesures proposées
Le premier rapport technique de Silverkit [32] propose différents moyens de
mesures en ce qui concerne la précision des différents clics effectués sur l’inter-
face. Les problèmes oculaires engendrant une vision trouble de l’interface ou une
mauvaise distinction des éléments, ils auront un impact sur cette précision. Il
est donc intéressant pour nous d’évaluer celle-ci au moyen de diverses mesures.
Il est important de noter que nous considérons un clic effectué dans un rayon
de distance ne dépassant pas un seuil δ d’un widget, comme étant destiné à ce
widget. Ce seuil a été fixé arbitrairement au dixième de la largeur (ou de la
hauteur si la hauteur est plus petite) de la taille de l’écran.
Distance du bord
La première mesure pouvant nous servir est la distance des différents clics
par rapport au contour des éléments de l’interface. La tendance des clics à se
distancer du bord peut être mesurée en 3 phases :
— Phase 1 : Transformer chaque évènement en la distance minimale de
(x,y) par rapport au bord du widget.
— Phase 2 : Agréger ces distances par clusters Ci de taille N et réduits à






— Phase 3 : Créer une observation lorsque la distance entre 2 valeurs µi et
µj avec |i-j| = δ est supérieure à un seuil σ. On fait ici l’hypothèse, que




Le principe consisterait à dénombrer le nombre de clics à l’intérieur de la
surface et ceux en dehors. Le rapport technique émet des réserves par rapport
à cette mesure étant donné qu’il peut s’avérer difficile de dénombrer ces der-
niers avec précision car l’intention du clic pourrait concerner un autre widget.
L’application d’une tactique corrective sur le mauvais widget pourrait s’avérer
contreproductive.
Cette mesure n’est cependant pas inutilisable grâce à l’instauration du seuil
de distance autour d’un widget δ. En effet, un clic effectué à l’intérieur de ce
seuil sera considéré comme destiné à ce widget étant donné sa proximité avec
les délimitations de celui-ci. Nous pouvons vraisemblablement conclure qu’il a
été effectué dans le but d’atteindre cette vue, il pourra donc être comptabilisé
dans le ratio d’erreurs de celle-ci.
Le centre de gravité
Agréger les mesures par clusters séquentiels d’évènements d’une longueur
N : Ci:1...m et #Ci = N afin d’observer l’évolution du centre de gravité de
chaque cluster Ci. Créer une observation lorsque la distance entre les centres de
gravité de deux Ci, Cj avec |i− j| = δ est supérieure à un seuil σ. Cette mesure
indique donc un déplacement significatif du centre de gravité des clics.
Nous pouvons regarder si le sens du déplacement est constant ou aléatoire
et donc s’il pourrait indiquer une certaine forme de pathologie. Nous pouvons
aussi comparer ce centre de gravité au centre du widget et au ratio d’erreurs afin
de voir si ce déplacement impacte d’une manière non négligeable la précision de
l’interaction avec les éléments de l’interface.
7.2 Solutions éventuelles
La détection d’une baisse de la précision des clics quelle qu’elle soit, ne peut
indiquer précisément le problème oculaire engendrant cette baisse. Celui-ci peut
être dû à la difficulté à distinguer les contours du widget à cause d’un problème
de contraste des couleurs ou à la difficulté à distinguer le widget de part sa taille
minime. Nous ne pouvons donc pas savoir si la meilleure tactique corrective à
appliquer serait l’augmentation de la taille du widget ou l’augmentation du
contraste entre le fond et sa couleur afin de mieux distinguer ses contours.
D’un point de vue technique, il est cependant beaucoup plus simple de mo-
difier la couleur d’un widget que de modifier sa taille. En effet, le changement de
la taille d’un widget peut avoir des répercussions sur le layout de l’interface et
plus particulièrement sur la position, la taille voir même la visibilité des autres
éléments. Les widgets peuvent ne plus avoir de place et se positionner à un
autre emplacement, minimiser leur taille voire être recouvert par le widget dont
la taille a été augmentée. Il y a donc beaucoup de contraintes nécessaires afin
de pouvoir faire fonctionner cette tactique corrective.
L’idée va donc être, dans un premier temps, d’évaluer le contraste entre
la couleur du widget et le fond et, si celui-ci n’est pas suffisant, l’augmenter
afin de mieux distinguer le widget. Cette augmentation se fera en jouant sur
le niveau de clarté de la couleur. En effet, un changement total de manière
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arbitraire de la couleur du widget pourrait impacter l’expérience utilisateur (un
joli bouton vert fluo au milieu d’une interface sobre impacterait fortement le
visuel de l’application) et donc, indirectement, l’aspect marketing de celle-ci et
les volontés esthétiques des développeurs. La modification totale des couleurs
est donc à proscrire. Si cette variation de clarté de la couleur du widget ne
fonctionne pas ou si le problème persiste, il sera nécessaire de jouer prudemment
sur la taille de celui-ci. Le layout devra donc être conçu de manière adéquate
par le programmeur si cette tactique est utilisée.
Enfin, si nous repérons un déplacement du centre de gravité des clics alors
que les autres mesures restent normales ou si ce déplacement du centre est
supérieur à un certain seuil, nous pourrions songer à attirer l’attention dans le
sens opposé avec un décalage inverse à la direction du centre de gravité. Ceci




Visualisation et analyse des
données
Les données ayant été récoltées grâce à la méthode décrite dans le chapitre
6.2, il est maintenant temps de les visualiser et de les analyser en fonction de
notre heuristique afin de tirer des conclusions pour chaque utilisateur. Cette
phase d’analyse a pour but de repérer les différentes dégradations des facultés
oculaires des individus et d’identifier les tactiques les plus adéquates à appliquer
pour « corriger » ces dégradations. Données brutes présentes en annexes.
8.1 Visualisation des résultats
Comme mentionné au point précédent, la situation sanitaire actuelle ne nous
permet pas de rencontrer un grand nombre de personnes se trouvant dans la
tranche d’âge visée par notre recherche. La méthode de relevé des données a
donc été appliquée à un ensemble de personnes entre 21 et 77 ans possédant des
troubles visuels de toutes sortes et de toutes intensités. La répartition homme
/ femme a été amenée la plus proche possible du 50-50. Le COVID n’a pas
permis le relevé des données dans un même endroit pour tous les individus mais
des dispositions ont été prises pour que les données soient relevées dans les
conditions les moins variées possibles. L’ensemble des données ont été relevées
avec un smartphone de type One Plus série Nord possédant une taille d’écran
de 1080 x 2400 pixels :






Problèmes oculaires loin :
— Myopie (gauche : -6 | droite : -8)
— Astigmatisme (gauche : -2.25 175° | droite : -1 10°)
Figure 8.2 – Individu 1 - Données utilisateurs
Données numériques
Ratio d’erreurs : 0.14
Distance moyenne du bord : 25.86 pixels
Centre de gravité : (941.68, 2266.94)
Distance entre le centre de gravité et le centre du widget : 6.23 pixels
Figure 8.3 – Individu 1 - Données numériques
Figure 8.4 – Individu 1 - Positions des clics
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Figure 8.5 – Individu 1 - Précisions des clics
Distance en pixels du clic par rapport au bord du bouton






Problèmes oculaires loin :
— Astigmatisme (gauche : -2 175° | droite : -2.75 180°)
— Hypermétropie (gauche : +3.75 | droite : +4)
Problèmes oculaires près :
— Astigmatisme (gauche : -2 175° | droite : -2.75 180°)
— Hypermétropie (gauche : +6.25 | droite : +6.5)
— Presbytie (gauche : 2.5 | droite : 2.5)
Figure 8.6 – Individu 2 - Données utilisateurs
Données numériques
Ratio d’erreurs : 0.14
Distance moyenne du bord : 9.43 pixels
Centre de gravité : (950.1, 2251.46)
Distance entre le centre de gravité et le centre du widget : 16.41 pixels
Figure 8.7 – Individu 2 - Données numériques
Figure 8.8 – Individu 2 - Positions des clics
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Figure 8.9 – Individu 2 - Précisions des clics
Distance en pixels du clic par rapport au bord du bouton






Problèmes oculaires loin :
— Astigmatisme (gauche : -1.5 165° | droite : -0.75 75°)
— Hypermétropie (gauche : +3 | droite : +2.25)
Problèmes oculaires près :
— Astigmatisme (gauche : -1.5 165° | droite : -0.75 75°)
— Hypermétropie (gauche : +5.25 | droite : +4.5)
— Presbytie (gauche : 2.25 | droite : 2.25)
Figure 8.10 – Individu 3 - Données utilisateurs
Données numériques
Ratio d’erreurs : 0.48
Distance moyenne du bord : 29.46 pixels
Centre de gravité : (922.0, 2207.94)
Distance entre le centre de gravité et le centre du widget : 54.14 pixels
Figure 8.11 – Individu 3 - Données numériques
Figure 8.12 – Individu 3 - Positions des clics
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Figure 8.13 – Individu 3 - Précisions des clics
Distance en pixels du clic par rapport au bord du bouton






Problèmes oculaires loin :
— Myopie (gauche : -2.75 | droite : -2)
— Astigmatisme (gauche : -1.25 170° | droite : -1 165°)
Figure 8.14 – Individu 4 - Données utilisateurs
Données numériques
Ratio d’erreurs : 0.12
Distance moyenne du bord : 15.83 pixels
Centre de gravité : (946.02, 2270.24)
Distance entre le centre de gravité et le centre du widget : 1.05 pixel
Figure 8.15 – Individu 4 - Données numériques
Figure 8.16 – Individu 4 - Positions des clics
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Figure 8.17 – Individu 4 - Précisions des clics
Distance en pixels du clic par rapport au bord du bouton






Problèmes oculaires loin :
— Astigmatisme (gauche : -0.5 55° , droite : -0.5 10°)
— Hypermetropie (gauche : +2.25, droite : +2.50)
Problèmes oculaires près :
— Astigmatisme (gauche : -0.5 55° , droite : -0.5 10°)
— Hypermetropie (gauche : +5.25, droite : +5.50)
— Presbytie (gauche : 3.00 | droite : 3.00)
Figure 8.18 – Individu 5 - Données utilisateurs
Données numériques
Ratio d’erreurs : 0.06
Distance moyenne du bord : 5.0 pixels
Centre de gravité : (959.58, 2284.9)
Distance entre le centre de gravité et le centre du widget : 12.31 pixels
Figure 8.19 – Individu 5 - Données numériques
Figure 8.20 – Individu 5 - Positions des clics
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Figure 8.21 – Individu 5 - Précisions des clics
Distance en pixels du clic par rapport au bord du bouton






Problèmes oculaires loin :
— Myopie moyenne
Figure 8.22 – Individu 6 - Données utilisateurs
Données numériques
Ratio d’erreurs : 0.0
Distance moyenne du bord : 0 pixel
Centre de gravité : (951.64, 2246.48)
Distance entre le centre de gravité et le centre du widget : 21.21 pixels
Figure 8.23 – Individu 6 - Données numériques
Figure 8.24 – Individu 6 - Positions des clics
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Figure 8.25 – Individu 6 - Précisions des clics
Distance en pixels du clic par rapport au bord du bouton






Problèmes oculaires loin :
— Opération de la cataracte aux 2 yeux
Problèmes oculaires près :
— Astigmatisme (gauche : -0.5 75° , droite : -0.5 115°)
— Hypermétropie (gauche : +3, droite : +3)
Figure 8.26 – Individu 7 - Données utilisateurs
Données numériques
Ratio d’erreurs : 0.14
Distance moyenne du bord : 11.71 pixels
Centre de gravité : (966.28, 2272.28)
Distance entre le centre de gravité et le centre du widget : 17.77 pixels
Figure 8.27 – Individu 7 - Données numériques
Figure 8.28 – Individu 7 - Positions des clics
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Figure 8.29 – Individu 7 - Précisions des clics
Distance en pixels du clic par rapport au bord du bouton
(0 signifie clic effectué sur le bouton)
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8.2 Analyse des résultats
8.2.1 Analyses individuelles
Individu 1
Commentaires de l’individu : « J’ai du mal à voir le bouton à cause de la
distance. Mais c’est surtout mon doigt que je ne vois pas bien car le bouton je
sais qu’il est en bas à droite de l’écran »
L’individu 1 est un homme assez jeune (23 ans), il possède une myopie élévée
ainsi qu’un faible astigmatisme.
Le centre de gravité de ses clics est assez proche du centre du widget (6
pixels) ce qui montre un bon équilibre des différents clics effectués.
Le ratio d’erreurs est un ratio plutôt bon (0.14), un peu plus d’un clic sur
10 est effectué à côté du widget et la moyenne de la distance du bord des clics
« raté » est de 26 pixels ce qui est bon mais cependant pas négligeable. Les clics
effectués en dehors de la zone du widget forment bizarrement une « croix ». En
effet, les clics se concentrent à gauche, à droite et sur le haut du widget mais
aucun n’est présent en dessous.
L’individu a tendance à rater ses clics lors du changement de distance entre
le smartphone et ses yeux avec 2 clics échoués au passage des 30 cm, 1 au passage
des 40 et 2 au passage des 50. La plus grande baisse de précision a cependant
lieu lors des clics effectués aux 50 cm ce qui peut être expliqué par les problèmes
de myopie de l’individu.
Globalement, l’utilisateur possède une bonne précision des clics mais éprouve
de plus en plus de difficultés à garder cette précision lors de l’éloignement du
smartphone. Le phénomène de clics en « croix » est à observer afin de voir si
celui-ci est une coïncidence ou s’il peut indiquer la présence d’une pathologie.
Une légère correction du bouton est donc nécessaire mais le centre de gravité
est assez optimal pour ne pas en nécessiter.
Individu 2
Commentaires de l’individu : Aucun commentaire
L’individu 2 est un homme de 58 ans, il possède un astigmatisme et une hy-
permétropie de loin comme de près avec une hypermétropie un peu plus grande
de près. Cet individu possède aussi une presbytie moyenne.
Étrangement, malgré la difficulté plus imposante de l’individu à voir de près
de par une hypermétropie plus accentuée et une presbytie, celui-ci a échoué
l’entièreté de ses clics aux 40 et 50 cm de distance du smartphone. Le rapport
d’erreurs est cependant peu élevé et la distance entre ses clics échoués et le bord
du widget est très minime avec une moyenne de 9,43 pixels.
Cet utilisateur a tendance à cliquer vers le haut du widget car le centre de
gravité de ses clics se situe 16 pixels plus haut que le centre du widget.
Globalement, cet utilisateur possède une bonne précision de ses clics et
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lorsque ceux-ci échouent, ils échouent non loin du widget. La baisse de la pré-
cision est plus importante lorsque le smartphone est loin malgré des troubles
visuels plus important de près. Ce fait est à observer enfin de voir si celui-ci est
une coïncidence ou s’il reste constant. Une légère correction est donc nécessaire
autant sur le bouton que sur le centre de gravité.
Individu 3
Commentaires de l’individu : « Le bouton est de plus en plus flou au fur et
à mesure de la distance. Après comme je sais où le bouton se situe je savais
environs où cliquer. »
L’individu 3 est une femme de 53 ans. Elle possède un léger astigmatisme de
loin comme de près, une hypermétropie moyenne de loin mais plus importante
de près ainsi qu’une presbytie moyenne.
La ratio d’erreurs des clics effectués est très important (0.48) avec une dis-
tance moyenne entre les clics et le bord du widget de 29.5 pixels mais cette
moyenne comprenant des valeurs pouvant aller jusque 60 pixels. Deux clics sur
10 ont échoués lorsque le smartphone était à une distance 10 cm comme aux 20
cm, 9 clics sur 10 ont échoués aux 30 cm, 6 / 10 aux 40 cm et 5 / 10 aux 50
cm. La précision de l’individu est donc mauvaise peu importe la distance avec
le smartphone mais particulièrement importante aux 30, 40 et 50 cm.
Le centre de gravité des clics est situé en dehors de la zone du widget avec
une distance avec le centre de widget de 54 pixels. La grande partie des clics a été
effectuée en particulier sur la partie haute du widget et se décalant légèrement
vers la gauche. À voir si le sens de ce décalage est une coïncidence ou non. Le
centre de gravité n’est donc pas du tout optimal.
Globalement, cet utilisateur possède une très mauvaise précision surtout à
partir d’une distance de 30 cm entre ses yeux et le smartphone. Une correction
importante est donc nécessaire pour cet utilisateur. Le centre de gravité est
quant à lui très peu optimal et nécessiterait de même une correction.
Individu 4
Commentaires de l’individu : « Les contours du bouton sont distinguables
de près comme de loin mais plus le bouton est loin plus il faut se concentrer
pour le toucher correctement. »
L’individu 4 est une femme de 22 ans possédant un léger astigmatisme de
loin et une myopie moyenne de loin.
Le ratio d’erreurs de l’individu est plus que convenable avec un score de
0.12. La distance moyenne entre le bord du widget et les clics échoués est de 15
pixels. Ces 2 scores montrent une très bonne précision de l’individu. Un clic a
échoué aux 30 cm, 2 aux 40 cm et 3 aux 50 cm montrant une difficulté à cliquer
de plus en plus grande au fur et à mesure de l’éloignement du bouton. Ce fait
peut être expliqué par des troubles oculaires touchant principalement la vision
lointaine de l’individu.
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Le centre de gravité est décalé du centre du widget de seulement 1 pixel.
Celui-ci est donc très convenable.
Globalement, l’individu possède une très bonne précision même si l’éloigne-
ment du smartphone génère une plus grande occurrence d’erreurs. Une très lé-
gère correction peut donc être apportée afin de faciliter la distinction du widget
à distance. Le centre de gravité, quant à lui, ne nécessite aucune correction.
Individu 5
Commentaires de l’individu : « Le rond est toujours en bas à droite alors je
sais où il est pour cliquer. »
L’individu 5 est une femme de 74 ans. Elle possède un astigmatisme de près
comme de loin très léger, une hypermétropie moyenne plus importante de près
ainsi qu’une presbytie importante.
Malgré ses problèmes de vues, l’individu possède une très bonne précision
avec un ratio d’erreurs de seulement 0.06 et une distance moyenne entre les clics
échoués et le bord du widget de seulement 5 pixels. Sur les 3 clics échoués, 1
était effectué aux 10 cm, 1 aux 20 cm et 1 aux 40. Deux des 3 clics ont échoués à
une distance faible ce qui peut être expliqué par les problèmes de vue important
de près de l’individu.
Le centre de gravité des clics est situé en bas à droite à une distance de 12
pixels du centre du widget. Les 3 seuls clics échoués ont d’ailleurs été effectués
en dessous du widget.
Globalement, l’individu éprouve très peu de difficultés à cliquer sur le widget
malgré ses problèmes de vues. Une très légère correction apporté au bouton
pourrait néanmoins apporter une aide pour les clics effectués à une distance
proche. Le centre de gravité peut aussi nécessiter d’une légère correction.
Individu 6
Commentaires de l’individu : « L’éloignement du smartphone ne me pose pas
vraiment de problème pour cliquer sur le bouton. »
L’individu 6 est un homme de 21 ans. Il possède une myopie moyenne de
loin.
Le ratio d’erreurs de cet individu est de 0.0, il est donc excellent. Aucun clic
n’a été effectué en dehors du widget.
Le centre de gravité des clics est à 21.21 pixels en haut légèrement à droite du
centre du bouton. L’entièreté des clics a été effectuée dans la partie supérieure
du bouton. Une observation du phénomène serait intéressante.
Globalement, cet individu possède une extrêmement bonne précision mais
ses clics ne sont dirigés que vers le haut du widget. Une correction du centre de
gravité n’est donc pas de refus.
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Individu 7
Commentaires de l’individu : « J’ai été opéré de la cataracte alors pour moi
c’est facile de voir le bouton. »
L’individu 7 est un homme de 77 ans. Il a été opéré de la cataracte aux 2
yeux et possède un astigmatisme insignifiant ainsi qu’une hypermétropie de près
moyenne.
Le ratio d’erreurs de l’individu est convenable avec un score de 0.14. Deux
clics ont échoués aux 10 cm de distance, 1 aux 20 cm, 1 aux 40 cm et 3 aux 50
cm. Les 3 clics échoués aux 10 et 20 cm peuvent provenir de l’hypermétropie de
près de l’individu. La distance moyenne entre les clics échoués et le contour du
widget est de 12 pixels ce qui est peu.
Pour ce qui est du centre de gravité, la plupart des clics ont été effectués du
coté droit du widget avec un déplacement du centre de gravité de 17.77 pixels
par rapport au centre du widget.
Globalement, la précision de l’individu est correcte même si une légère cor-
rection du bouton peut améliorer le ratio d’erreurs. Une correction du centre
de gravité peut aussi être réalisée. Le déplacement vers la droite des clics est à
observer afin de voir s’il est constant ou s’il s’agit d’une coïncidence.
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8.2.2 Analyse transversale
N° Distances10 cm 20 cm 30 cm 40 cm 50 cm
1 0 1 2 1 3
2 0 0 0 3 4
3 2 2 9 6 5
4 0 0 1 2 3
5 1 1 0 1 0
6 0 0 0 0 0
7 2 1 0 1 3
Total : 5 5 12 15 18
Table 8.1 – Nombre de clics en dehors des limites du widget par individu et
par distance avec le smartphone
N° Troubles oculairesMyopie Astigmatisme Hypermétropie Presbytie Cataracte opérée
1 x x
2 x x x
3 x x x
4 x x
5 x x x
6 x
7 x x x
Table 8.2 – Troubles oculaires des différents individus
N° Distance entre le centre de gra-
vité et le centre du widget
(pixels)
Direction du centre de gravité
par rapport au centre du widget
1 6.23 Haut et gauche
2 16.41 Haut et droite
3 54.14 Haut et gauche
4 1.05 Bas et gauche
5 12.31 Bas et droite
6 21.21 Haut et droite
7 17.77 Bas et gauche
Table 8.3 – Informations sur le centre de gravité des différents individus
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Table 8.4 – Ratio d’erreurs et distance moyenne du bord de chaque individu
Observations :
1. Le nombre de fautes augmente avec la distance peu importe les problèmes
de vues (8.1)
2. Toutes les personnes ayant fait des fautes aux 10 cm ont 53 ans ou plus
et sont atteintes d’astigmatisme et d’hypermétropie (8.1, 8.2)
3. Les personnes atteintes de myopie ont fait la plupart de leur fautes à
partir des 30 cm (8.1, 8.2)
4. 2 personnes presbytie sur les 3 testées ont échoués des clics dans les 10
et 20 premiers centimètres (8.1, 8.2)
5. Globalement, plus le ratio d’erreurs augmente plus la moyenne des dis-
tances avec le bord du widget augmente également. (8.4)
6. Aucune logique ou pattern ne semble s’appliquer en ce qui concerne la
position du centre de gravité ou la direction de son déplacement. (8.3)
7. Sur les 3 personnes ayant le plus de précision dans leurs clics, 2 ont moins
de 23 ans. (8.4)
8. L’individu 3 a échoué 9 de ses clics à 30 cm de distance pour ensuite
diminuer à 6 aux 40 cm et à 5 aux 50 cm. Rien n’explique ce phénomène
pour le moment.
Hypothèse sortant de l’analyse :
1. Le nombre de fautes augmente avec la distance peu importe les problèmes
de vues des utilisateurs
2. L’astigmatisme et l’hypermétropie engendre une baisse de la précision
dès 10 cm de distance avec le smartphone.
3. La myopie baisse la précision à partir d’une distance de 30 cm avec le
smartphone.
4. La presbytie engendre une baisse de la précision des clics dans les 10 et
20 cm de distance avec le smartphone.
5. Plus le ratio d’erreurs augmente, plus la moyenne des distances avec le
bord du widget augmente également.
6. Malgré leurs problèmes de vues, les plus jeunes ont tendance à avoir un
meilleur niveau de précision.






Dans cette section, nous allons développer les différentes tactiques correctives
en fonction de l’heuristique d’analyse de la section 7. Le but de cette section est
de présenter le procédé concret de l’application de ces tactiques sur l’interface
d’une application. Nous allons expliquer les différentes étapes du procédé et
les choix effectués pour ensuite discuter les difficultés et contraintes techniques
rencontrées.
9.1 Procédé
Le procédé d’application des tactiques correctives sur l’interface est repré-
senté sous forme d’un diagramme de flux à la figure 9.1. Ce procédé est démarré
à chaque lancement d’activité par l’utilisateur suite à la contrainte 1. À chaque
activité est associé un timestamp indiquant le moment de la dernière application
des tactiques pour celle-ci. Si la dernière période d’analyse de l’activité date d’il
y a plus de 5 jours, une nouvelle période d’analyse sera démarrée. Cette durée
de 5 jours a été choisie arbitrairement étant donné que quelques jours ne suffi-
ront pas à collecter assez de données pour l’analyse et un intervalle trop élevé
n’apporterait pas une fréquence d’adaptation assez soutenue pour l’utilisateur.
À chaque période d’analyse, l’ensemble des vues spécialisées par notre li-
brairie présente dans l’activité analysée sont récupérées. Pour chacune, nous
vérifions si le nombre d’événements d’interaction effectués dans le but d’inter-
agir avec cette vue (les clics effectués sur celle-ci et autour de celle-ci dans un
rayon fixe arbitraire équivalent à 10% de la largeur de l’écran) est assez grand
pour appliquer d’éventuelles tactiques. Si ce nombre est assez élevé (arbitraire-
ment, minimum 5 clics réalisés depuis la dernière analyse), nous pouvons analy-
ser ces événements d’interaction et appliquer les tactiques correctives sur cette
vue en fonction des données d’analyse ainsi récupérées. Si une période d’ana-
lyse avait déjà eu lieu précédemment, les nouvelles données d’analyse seront
comparées aux anciennes afin d’évaluer l’impact de l’application des éventuelles
précédentes tactiques sur l’interaction et les adapter en conséquence.
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Figure 9.1 – Diagramme de flux représentant le procédé d’application des tac-
tiques
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Ce procédé permet une application morcelée des tactiques sur l’entièreté de
l’application et principalement sur les activités les plus utilisées par l’utilisateur
empêchant ainsi une utilisation non-optimale du CPU de l’appareil. La totalité
des vues spécialisées par notre librairie présente dans l’activité seront traitées
efficacement. De plus, les anciennes données des précédentes analyses de la vue
sont récupérées afin de pouvoir être comparées avec les nouvelles ce qui permet
un suivi pertinent des différentes tactiques appliquées.
Chaque tactique possède aussi un procédé d’application différent en fonction
de la correction à appliquer et de l’heuristique d’analyse de la section 7. Les
différents procédés d’application des 3 tactiques considérées dans le cadre de ce
mémoire sont présents aux figures 9.2, 9.4 et 9.6 .
9.1.1 Tactique corrective liée au contraste des couleurs
Figure 9.2 – Diagramme de flux représentant le procédé d’application de la
tactique liée au contraste des couleurs
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La figure 9.2 présente le procédé d’application de la tactique liée au contraste
des couleurs. Cette tactique est appliquée en premier lieu lorsque l’utilisateur
éprouve des difficultés à appuyer de manière précise sur le bouton. Elle permettra
à l’utilisateur de mieux détecter les contours de la vue en ajoutant du contraste
entre la couleur de celle-ci et son fond. La figure 9.3 illustre un exemple démon-
trant la différence entre un contraste de couleurs faible et un contraste élevé.
L’idée de cette tactique est donc d’éclaircir ou d’assombrir la vue en fonction de
la couleur de son fond. Nous nous basons ici seulement sur le ratio d’erreurs de
l’utilisateur afin de déterminer si cette correction doit être appliquée ou non.
Figure 9.3 – Différence entre une bouton possédant un contraste de couleur
faible (gauche) et un contraste élevé (droite)
L’application de la tactique démarre par son lancement. Si c’est la première
fois que cette vue se fait analyser, c’est-à-dire qu’il n’existe pas encore de don-
nées d’analyse pour celle-ci, alors nous regardons simplement si le ratio d’erreurs
est supérieur ou non à 0.1 (1 erreurs sur 10 clics effectués). Si c’est le cas, la
tactique corrective sera appliquée, sinon aucune correction de couleurs ne sera
effectuée. Dans le cas où d’anciennes données d’analyse existent, nous étudions
si l’application de la tactique a été effective ou non. Pour ce faire nous regardons
simplement si le nouveau ratio d’erreurs est moins élevé que l’ancien. Si c’est
le cas, la tactique fonctionne, il nous suffit ensuite d’évaluer si le nouveau ratio
d’erreurs est supérieur à 0.1 ou non et donc s’il est nécessaire de continuer à l’ap-
pliquer. Dans le cas contraire, si la tactique n’a pas fonctionné, nous regardons
si son application a aggravé de manière significative l’interaction. Nous considé-
rons qu’une interaction est aggravée si la différence entre l’ancien ratio d’erreurs
et le nouveau est de plus de 0.3. Si la tactique n’empire pas de manière signi-
ficative l’interaction, nous continuerons à l’amplifier, sinon, nous allons réduire
la tactique. Une application de cette tactique consiste en un éclaircissement ou
un assombrissement de sa couleur de 10 % et une réduction de celle-ci consiste
en l’effet inverse.
Afin de trouver la vue utilisée comme fond, nous bouclons sur toutes les vues
« parents » de la vue que nous analysons et récupérons la première possédant
une couleur. Il existe cependant un cas particulier où aucune vue « parent » ne
possède de couleur. Si ce cas se présente, nous considérons que la vue de fond
est de couleur blanche, la couleur de base affichée comme fond par Android.
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9.1.2 Tactique corrective liée à la taille des éléments
Cette tactique corrective est utilisée lorsque l’utilisateur montre des difficul-
tés à appuyer sur la vue et que la tactique de correction liée au contraste des
couleurs n’est pas effective. L’idée ici est donc d’augmenter la taille de la vue
afin de rendre cette tâche plus simple à réaliser pour l’utilisateur. La figure 9.4
illustre le procédé de l’application de cette tactique.
Figure 9.4 – Diagramme de flux représentant le procédé d’application de la
tactique liée à la taille des éléments
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La structure du procédé de cette tactique est très proche de celle de la
tactique liée au contraste des couleurs à la figure 9.2, néanmoins, 2 conditions
supplémentaires sont apparues et les différents seuils prennent maintenant en
compte la distance moyenne des clics échoués par rapport au bord de la vue
(exprimée en pixels). Il est en effet logique pour un utilisateur appuyant loin de
la vue de voir la taille de celle-ci augmenter.
Comme expliqué au point 7.2, cette tactique de modification de la taille
d’une vue est particulièrement complexe à mettre en place techniquement. Nous
privilégions donc l’application de la tactique liée au contraste des couleurs sur
celle-ci. Si cette tactique liée au contraste des couleurs ne suffit pas à l’utilisateur,
la tactique liée à la taille des éléments pourra être appliquée moyennant une
certaine limite. Cette limite est que la taille de la vue, après l’application de la
tactique, ne doit pas dépasser arbitrairement 1,3 fois sa taille initiale. Si tel est
le cas, la tactique ne pourra pas être appliquée sous peine d’augmenter cette
taille indéfiniment impactant donc de plus en plus l’interface. Les programmeurs
devront donc prendre en compte cette contrainte 5 et concevoir l’interface de
manière adéquate. Un approfondissement de l’étude des contraintes liées à cette
tactique peut être réalisé dans de futurs travaux.
À chaque application de cette tactique la largeur et la hauteur de la vue aug-
mentent de 4 pixels. De même, une réduction de la tactique signifie le contraire
et donc une diminution de sa largeur et hauteur de 4 pixels. Il est à noter que
si la vue est limitée par les bords de l’appareil, elle ne pourra s’étendre dans la
direction demandée. Par exemple, le bouton à la figure 9.5 ayant des « margins »
[41] dans son code graphique 9.1, c’est-à-dire une certaine distance du bord à
respecter, sa taille ne peut être étendue que ce soit vers la droite, la gauche ou
le bas. Une application de cette tactique n’étendra donc sa taille que de 4 pixels
vers le haut.
Figure 9.5 – Exemple de limitation de la tactique corrective liée à l’augmenta-
tion de la taille
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Listing 9.1 – Code d’affichage du bouton de la figure 9.5





android : s r c="@drawable/ic_add_24dp"
android : background="@color/gray"
/>
9.1.3 Tactique corrective liée au centre de gravité des clics
Figure 9.6 – Diagramme de flux représentant le procédé d’application de la
tactique liée au centre de gravité des clics
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La tactique corrective liée au centre de gravité des clics a pour but de re-
centrer les clics de l’utilisateur vers le centre du widget. En effet, un utilisateur
éprouvant des difficultés à appuyer sur une vue peut voir le centre de gravité de
ses clics s’éloigner du centre du widget car l’individu aura tendance à appuyer
à côté de la vue ou simplement plus d’un côté que de l’autre de celle-ci. L’idée
est donc d’attirer l’attention dans le sens opposé avec un décalage inverse à la
direction du centre de gravité. Ceci est possible en décalant l’icône ou le texte
au sein du widget sans en affecter la surface.
La structure du procédé de cette tactique 9.6 est extrêmement similaire à
celle de la tactique liée au contraste des couleurs. Cependant, ici, nous consi-
dérons pour les seuils, la distance entre le centre de gravité des clics effectués
sur ou autour de la vue et le centre de celle-ci. Cette distance est exprimée en
pixels.
Pour appliquer cette tactique nous allons jouer sur ce qu’on appelle les « pad-
dings » des vues [42]. Les « paddings » servent à décaler le contenu d’une vue
d’un certain nombre de pixels. La propriété « PaddingStart » décale le contenu
vers la droite, « PaddingEnd » vers la gauche, « PaddingTop » vers le bas et
« PaddingBottom » vers le haut. Par exemple, si le centre de gravité des clics de
l’utilisateur est placé en haut à droite du centre du widget, nous appliquerons un
« PaddingStart » et un « PaddingBottom » sur cette vue. Chaque application
de cette tactique ajoute 4 pixels aux « paddings » concernés et chaque réduction
fait le contraire et leur enlève 4 pixels.
Une difficulté rencontrée ici est le calcul du centre de gravité si la taille de la
vue est dite dynamique comme expliqué à la difficulté 6. Si nous appliquons un
« padding » a une vue possédant une taille dynamique, ce n’est pas le contenu de
celle-ci qui se déplacera, comme nous l’espérions, mais un écart entre le contenu
et le bord du widget se formera ce qui modifiera la forme de la vue comme le
montre la figure 9.7. Les vues possédant une taille dynamique verront donc leurs
tailles transformées en taille fixe lors de l’application de cette tactique.
Figure 9.7 – Exemple de l’application d’un paddingStart de 30dp à une vue
possédant une taille fixe (à gauche) et dynamique (à droite)
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9.1.4 Exemple de l’application des tactiques
La figure 9.8 vous illustre un exemple d’application des 3 tactiques sur le
même widget d’une interface. Étant donné la couleur blanche de son fond, la
couleur de la vue a été assombrie. Le centre de gravité de l’utilisateur se trouvant
en haut à gauche du centre du bouton, l’icône du « + » a été déplacé en bas à
droite. Finalement, la taille du bouton a légèrement été augmentée permettant
une plus grande surface d’appui.
Figure 9.8 – Exemple de l’application des 3 tactiques sur un bouton de l’inter-
face
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9.2 Difficultés et contraintes
1. Les vues d’une activité Android sont « render » sur l’interface uniquement
lorsque cette activité est lancée par l’utilisateur. Il est donc impossible de
récupérer la position des vues d’une activité si celle-ci n’est pas affichée
sur le smartphone. Cela nous contraint à appliquer les tactiques correc-
tives activité par activité, lors du lancement de celle-ci par l’utilisateur.
2. À chaque lancement de l’application, les activités vont se « render » en
utilisant les propriétés « hardcodée » dans l’affichage de l’interface. Les
propriétés appliquées dynamiquement, comme lors de l’application de
nos tactiques, vont, de ce fait, disparaître. Il nous est donc nécessaire de
sauvegarder les tactiques appliquées sur chacune des vues spécialisées par
notre librairie et de restaurer ces tactiques lors du lancement de chacune
des activités.
3. La contrainte précédente évoque le fait qu’il est nécessaire de sauvegarder
l’ensemble des tactiques appliquées à chaque vue spécialisée de chaque
activité. Il est donc important d’attribuer, à chacune des vues spéciali-
sées, un identifiant permettant de les retrouver et de leur appliquer les
tactiques qui leur corresponde lors de la phase de restauration. L’appli-
cation d’un tel identifiant dynamiquement sur la vue se perdrait lors du
redémarrage de l’application.
4. Étant donné l’application d’une tactique permettant la modification de
la taille de la vue, il est déconseillé aux programmeurs de changer dyna-
miquement la taille des vues spécialisées par notre librairie étant donné
que ces changements seront perdus dès que l’activité aura de nouveau
gagner le focus et donc que les données des tactiques sont de nouveau
appliquées.
5. Les programmeurs devront prendre en compte le fait que l’ensemble des
vues spécialisées par notre librairie peuvent voir leurs tailles augmenter
jusqu’à 1,3 leurs tailles initiales.
6. Certains éléments de l’interface peuvent avoir une taille dite « dyna-
mique » telle que « WRAP_CONTENT » qui limite la taille de la vue à
son contenu et « MATCH_PARENT » qui étend la vue le plus possible
à l’intérieur de sa vue « parent » [3]. Une vue possédant une de ces tailles
devra donc voir sa taille transformée en taille dite « fixe » exprimée en
DP [2], c’est-à-dire spécifiée par un entier.
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Chapitre 10
Itérations et application des
tactiques correctives
Dans cette section, nous allons reprendre les différentes données que nous
avons récupérées pour chaque utilisateur en vue de les analyser et appliquer
les tactiques. Chacun des utilisateurs sera ensuite inviter à réitérer la phase
de collecte des données afin de pouvoir comparer ses anciennes données et les
nouvelles résultants de l’application des différentes tactiques. Deux itérations
auront lieu d’affilée. Une analyse de l’impact des tactiques sur l’interaction des
différents individus sera effectuée ainsi qu’une étude des éventuels liens entre les
troubles oculaires et les différentes tactiques appliquées.
10.1 Itérations et résultats
De la même manière que dans le chapitre 6, chaque utilisateur sera invité à
suivre la méthodologie de test. Cependant cette fois-ci, pour chaque utilisateur,
la base de données avec ses précédentes données sera chargée dans le smartphone
afin que celles-ci puissent être analysées par la librairie et résulter en l’applica-
tion de tactiques correctives adaptées pour cet individu. Les données brutes de
cette phase seront présentes en annexes.
Pour les phases de tests, nous n’allons pas attendre la période de 5 jours
définie arbitrairement entre les différentes phases d’analyse. Un bouton sera
simplement ajouté dans l’interface nous permettant ainsi d’analyser les données
et d’appliquer les tactiques en un clic.
Pour rappel, lors de la première phase d’analyse, la tactique corrective liée
à la taille des éléments ne sera pas appliquée afin de déterminer si un simple
changement de couleur de la vue suffit à augmenter la précision des clics de
l’utilisateur. Si la tactique liée aux contrastes des couleurs est assez efficace, cela
nous permettra d’éviter les éventuelles difficultés techniques qui accompagne





Contraste : Oui (20 % plus sombre)
Taille : Non
Centre de gravité : Non
Positions des clics
Données numériques
Ratio d’erreurs : 0.12
Distance moyenne du bord : 10.33 pixels
Centre de gravité : (944.94, 2289.46)
Distance entre le centre de gravité et le centre du widget : 21.24 pixels





Centre de gravité : Oui (Haut et droite)
Positions des clics
Données numériques
Ratio d’erreurs : 0.06
Distance moyenne du bord : 7.33 pixels
Centre de gravité : (962.22, 2275.54)
Distance entre le centre de gravité et le centre du widget : 12.06 pixels
Figure 10.2 – Individu 1 - Itération 2 - Données générales
83
Figure 10.3 – Individu 1 - Itération 1 - Précisions des clics
Distance en pixels du clic par rapport au bord du bouton
(0 signifie clic effectué sur le bouton)
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Figure 10.4 – Individu 1 - Itération 2 - Précisions des clics
Distance en pixels du clic par rapport au bord du bouton





Contraste : Oui (20 % plus sombre)
Taille : Non
Centre de gravité : Oui (Bas et droite)
Positions des clics
Données numériques
Ratio d’erreurs : 0.02
Distance moyenne du bord : 29.0 pixels
Centre de gravité : (936.1, 2280.86)
Distance entre le centre de gravité et le centre du widget : 4.88 pixels





Centre de gravité : Non
Positions des clics
Données numériques
Ratio d’erreurs : 0.0
Distance moyenne du bord : 0 pixels
Centre de gravité : (946.56, 2268.96)
Distance entre le centre de gravité et le centre du widget : 1.07 pixels
Figure 10.6 – Individu 2 - Itération 2 - Données générales
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Figure 10.7 – Individu 2 - Itération 1 - Précisions des clics
Distance en pixels du clic par rapport au bord du bouton
(0 signifie clic effectué sur le bouton)
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Figure 10.8 – Individu 2 - Itération 2 - Précisions des clics
Distance en pixels du clic par rapport au bord du bouton





Contraste : Oui (20 % plus sombre)
Taille : Non
Centre de gravité : Oui (Bas et droite)
Positions des clics
Données numériques
Ratio d’erreurs : 0.08
Distance moyenne du bord : 3.75 pixels
Centre de gravité : (949.2, 2268.76)
Distance entre le centre de gravité et le centre du widget : 0.93 pixels





Centre de gravité : Non
Positions des clics
Données numériques
Ratio d’erreurs : 0.06
Distance moyenne du bord : 9.33 pixels
Centre de gravité : (944.06, 2275.28)
Distance entre le centre de gravité et le centre du widget : 6.12 pixels
Figure 10.10 – Individu 3 - Itération 2 - Données générales
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Figure 10.11 – Individu 3 - Itération 1 - Précisions des clics
Distance en pixels du clic par rapport au bord du bouton
(0 signifie clic effectué sur le bouton)
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Figure 10.12 – Individu 3 - Itération 2 - Précisions des clics
Distance en pixels du clic par rapport au bord du bouton





Contraste : Oui (20 % plus sombre)
Taille : Non
Centre de gravité : Non
Positions des clics
Données numériques
Ratio d’erreurs : 0.0
Distance moyenne du bord : 0 pixels
Centre de gravité : (935.06, 2274.24)
Distance entre le centre de gravité et le centre du widget : 11.34 pixels





Centre de gravité : Oui (Haut et droite)
Positions des clics
Données numériques
Ratio d’erreurs : 0.0
Distance moyenne du bord : 0 pixels
Centre de gravité : (943.04, 2275.44)
Distance entre le centre de gravité et le centre du widget : 5.55 pixels
Figure 10.14 – Individu 4 - Itération 2 - Données générales
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Figure 10.15 – Individu 4 - Itération 1 - Précisions des clics
Distance en pixels du clic par rapport au bord du bouton
(0 signifie clic effectué sur le bouton)
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Figure 10.16 – Individu 4 - Itération 2 - Précisions des clics
Distance en pixels du clic par rapport au bord du bouton







Centre de gravité : Non
Positions des clics
Données numériques
Ratio d’erreurs : 0.02
Distance moyenne du bord : 5.0 pixels
Centre de gravité : (953.88, 2289.2)
Distance entre le centre de gravité et le centre du widget : 20.37 pixels





Centre de gravité : Oui (Haut et gauche)
Positions des clics
Données numériques
Ratio d’erreurs : 0.0
Distance moyenne du bord : 0 pixels
Centre de gravité : (957.06, 2281.86)
Distance entre le centre de gravité et le centre du widget : 10.49 pixels
Figure 10.18 – Individu 5 - Itération 2 - Données générales
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Figure 10.19 – Individu 5 - Itération 1 - Précisions des clics
Distance en pixels du clic par rapport au bord du bouton
(0 signifie clic effectué sur le bouton)
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Figure 10.20 – Individu 5 - Itération 2 - Précisions des clics
Distance en pixels du clic par rapport au bord du bouton







Centre de gravité : Oui (Bas et gauche)
Positions des clics
Données numériques
Ratio d’erreurs : 0.0
Distance moyenne du bord : 0 pixels
Centre de gravité : (959.94, 2263.92)
Distance entre le centre de gravité et le centre du widget : 11.22 pixels





Centre de gravité : Non
Positions des clics
Données numériques
Ratio d’erreurs : 0.04
Distance moyenne du bord : 11.0 pixels
Centre de gravité : (970.8, 2261.34)
Distance entre le centre de gravité et le centre du widget : 21.81 pixels
Figure 10.22 – Individu 6 - Itération 2 - Données générales
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Figure 10.23 – Individu 6 - Itération 1 - Précisions des clics
Distance en pixels du clic par rapport au bord du bouton
(0 signifie clic effectué sur le bouton)
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Figure 10.24 – Individu 6 - Itération 2 - Précisions des clics
Distance en pixels du clic par rapport au bord du bouton





Contraste : Oui (20% plus sombre)
Taille : Non
Centre de gravité : Oui (Haut et droite)
Positions des clics
Données numériques
Ratio d’erreurs : 0.04
Distance moyenne du bord : 1.5 pixels
Centre de gravité : (969.9, 2277.12)
Distance entre le centre de gravité et le centre du widget : 19.91 pixels





Centre de gravité : Oui (Haut et gauche)
Positions des clics
Données numériques
Ratio d’erreurs : 0.02
Distance moyenne du bord : 10.0 pixels
Centre de gravité : (941.5, 2270.22)
Distance entre le centre de gravité et le centre du widget : 6.11
Figure 10.26 – Individu 7 - Itération 2 - Données générales
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Figure 10.27 – Individu 7 - Itération 1 - Précisions des clics
Distance en pixels du clic par rapport au bord du bouton
(0 signifie clic effectué sur le bouton)
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Figure 10.28 – Individu 7 - Itération 2 - Précisions des clics
Distance en pixels du clic par rapport au bord du bouton
(0 signifie clic effectué sur le bouton)
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10.2 Analyse des résultats
Dans cette section, la première itération est considérée comme celle réalisée
au chapitre 8, les 2 suivantes proviennent de la section précédente et donc de
l’application des tactiques.
N° N° itération Distances Total :10 cm 20 cm 30 cm 40 cm 50 cm
1
1 0 1 2 1 3 7
2 1 0 1 3 1 5
3 0 0 1 0 2 3
2
1 0 0 0 3 4 7
2 0 0 0 1 0 1
3 0 0 0 0 0 0
3
1 2 2 9 6 5 24
2 1 1 0 1 1 4
3 1 0 1 0 1 3
4
1 0 0 1 2 3 6
2 0 0 0 0 0 0
3 0 0 0 0 0 0
5
1 1 1 0 1 0 3
2 0 1 0 0 0 1
3 0 0 0 0 0 0
6
1 0 0 0 0 0 0
2 0 0 0 0 0 0
3 0 0 1 0 1 2
7
1 2 1 0 1 3 7
2 0 0 0 1 0 1
3 0 0 0 0 1 1
Total : 8 7 16 20 25
Table 10.1 – Nombre de clics en dehors des limites du widget par individu et
par distance avec le smartphone pour les 3 itérations.
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2 20 % plus sombre
3 Haut et droite
2
2 20 % plus sombre Bas et droite
3 Augmentée de 4
pixels
3
2 20 % plus sombre Bas et droite
3
4
2 20 % plus sombre
3 Haut et droite
5
2
3 Haut et gauche
6
2 Bas et gauche
3
7
2 20 % plus sombre Haut et droite
3 Haut et gauche
Table 10.2 – Tactiques appliquées aux individus au début des itérations (une
case vide signifie que la tactique n’a pas été appliquée)
Troubles oculaires N° itération Distances10 cm 20 cm 30 cm 40 cm 50 cm
Myopie
1 0 1 3 3 6
2 1 0 1 3 1
3 0 0 2 0 3
Total : 1 1 6 6 10
Astigmatisme
1 5 5 12 14 18
2 2 2 1 6 2
3 1 0 2 0 4
Total : 8 7 15 20 24
Hypermétropie
1 5 4 9 11 12
2 1 2 0 3 1
3 1 0 1 0 2
Total : 7 6 10 14 15
Presbytie
1 3 3 9 10 9
2 1 2 0 2 0
3 1 0 1 0 1
Total : 5 5 10 12 10
Cataracte
opérée
1 2 1 0 1 3
2 0 0 0 1 0
3 0 0 0 0 1
Total : 2 1 0 2 4
Table 10.3 – Nombre de clics en dehors des limites du widget par troubles
oculaires et par itérations
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N° N° itération Distance entre le centre
de gravité et le centre du
widget (pixels)
Direction du centre de
gravité par rapport au
centre du widget
1
1 6.23 Haut et gauche
2 21.24 Bas et gauche
3 12.06 Bas et droite
Total : 39.53 Bas et gauche
2
1 16.41 Haut et droite
2 4.88 Bas et gauche
3 1.07 Bas et gauche
Total : 22.36 Bas et gauche
3
1 54.14 Haut et gauche
2 0.93 Bas et droite
3 6.12 Bas et gauche
Total : 61.19 Bas et gauche
4
1 1.05 Bas et gauche
2 11.34 Bas et gauche
3 5.55 Bas et gauche
Total : 17.94 Bas et gauche
5
1 12.31 Bas et droite
2 20.37 Bas et droite
3 10.49 Bas et droite
Total : 43.17 Bas et droite
6
1 21.21 Haut et droite
2 11.22 Haut et droite
3 21.81 Haut et droite
Total : 54.24 Haut et droite
7
1 17.77 Bas et gauche
2 19.91 Bas et droite
3 6.11 Bas et gauche
Total : 43.79 Bas et gauche
Table 10.4 – Informations sur le centre de gravité des différents individus pour
chaque itération
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N° N° itération Ratio d’erreurs Distance moyenne par rapport



































Total : 0.2 23.21




1. Le nombre de fautes augmente avec la distance peu importe les problèmes
de vues des utilisateurs.
Validée : Le nombre total de clics échoués à 10, 20, 30, 40 et 50 cm sont
respectivement, 8, 7, 16, 20 et 25 selon la figure 10.1.
2. L’astigmatisme et l’hypermétropie engendre une baisse de la précision
dès 10 cm de distance avec le smartphone.
Validée : Selon la figure 10.3, les troubles oculaires engendrant le plus
d’erreurs dans les 20 premiers centimètres sont l’astigmatisme et l’hyper-
métropie.
3. La myopie baisse la précision à partir d’une distance de 30 cm avec le
smartphone.
Validée : Sur la figure 10.3, nous pouvons voir que le nombre de clics
échoués passe de 1 à 6 en arrivant aux 30 cm et ne cesse d’augmenter au
fur et à mesure de la distance.
4. La presbytie engendre une baisse de la précision des cliques dans les 10
et 20 cm de distance avec le smartphone.
Validée : La figure 10.3 montre que la presbytie est le troisième trouble
en terme de clic échoués dans les 10 à 20 cm.
5. Plus le ratio d’erreurs augmente, plus la moyenne des distances avec le
bord du widget augmente également.
Non validée : Sur la figure 10.5, nous pouvons remarquer que le ratio
d’erreurs augmente en même temps que la distance moyenne du bord
pour 4 individus sur les 7 (les individus n° 1, 4, 5 et 6). Pour les 3 autres
individus, ce n’est pas le cas.
6. Malgré leurs problèmes de vues, les plus jeunes ont tendance à avoir un
meilleur niveau de précision.
Non validée : Sur les deux des trois individus possédant les meilleurs
ratios d’erreurs totaux présents à la figure 10.5, deux ont moins de 22
ans. La deuxième personne et la quatrième personne ayant les meilleurs
ratios ont cependant 74 et 58 ans respectivement.
7. La position du centre de gravité des cliques et son sens de déplacement
semblent être aléatoire.
À vérifier : Les individus ont tendance à effectuer leurs clics en bas
à gauche du widget sauf l’individu 5 qui les effectuent en bas à droite
et l’individu 6 en haut et droite selon la figure 10.4. Sur les 6 individus
atteint d’astigmatisme, 5 effectuent leurs clics en bas à gauche cependant
étant donné le nombre élevé d’individu possédant un astigmatisme dans
notre échantillon rien ne peut être conclus.
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Autres observations
1. L’ensemble des individus de tests voient leur nombre de clics échoués
décroître de manière importante au fur et à mesure des itérations, avec
comme exception l’individu n°6. (10.1)
2. Sur les 7 individus, 3 ont réduit leur nombre d’erreurs à 0 après la 3ème
itération. (10.1)
3. Sur les 7 individus, 1 personne n’a plus effectué une seule erreur depuis
la première application des tactiques. (10.1)
4. Les individus atteint de myopie commencent à échouer leurs clics de
manière significative à partir des 30 cm inclus. (10.3)
5. Les erreurs effectuées dans les 20 premiers centimètres sont réalisées prin-
cipalement par des individus possédant un astigmatisme, une hypermé-
tropie ou une presbytie voire une conjugaison de ceux-ci. (10.3)
6. L’individu possédant la cataracte opérée échoue ses clics de près et de
loin mais à une distance moyenne de 30 cm aucun clic n’est échoué (10.3).
7. La tactique du centre de gravité diminue le nombre de clics échoués mais
n’a pas d’impact sur la distance moyenne entre le centre de gravité des
clics et le centre du widget. (10.1 et 10.4)
8. La tactique corrective liée au centre de gravité est appliquée au moins
une fois pour chaque utilisateur. (10.2)
9. La tactique corrective liée à la taille est appliquée qu’une seule fois avant
la troisième itération de l’individu 2. (10.2)
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10.3 Résultats
10.3.1 Efficacité des tactiques
Tactique liée au contraste des couleurs :
1. Tactique ayant eu le plus gros impact autant de loin comme de près, les
individus font jusque 7 fois moins d’erreurs après son application.
2. Une seule utilisation de cette tactique a été nécessaire pour les utilisa-
teurs la nécessitant. Étant donné son efficacité, le seuil d’application est
pertinent mais l’impact sur le layout de la tactique pourrait être légère-
ment revu à la baisse. En effet, la correction de contraste par pas de 20
% d’augmentation ou de réduction de clarté de la vue est une correction
légèrement trop élevée.
Tactique liée à la taille des éléments :
1. Cette tactique a été appliquée qu’une seule fois sur l’ensemble des tests
étant donné l’efficacité de la tactique liée au contraste des couleurs.
2. Cette tactique est efficace étant donné que suite à son application, l’uti-
lisateur concerné n’a plus échoué aucun clic.
Tactique liée au centre de gravité :
1. Cette tactique est appliquée au moins une fois pour chaque utilisateur, le
seuil d’application pourrait être revu à la baisse afin que cette tactique
soit moins souvent appliquée.
2. Cette tactique possède un impact faible mais elle est particulièrement
utile combinée à la tactique de contraste pour affiner la précision lorsque
celle-ci est déjà proche du seuil d’acceptation.
3. Cette tactique du centre de gravité améliore le ratio d’erreurs mais n’a
pas d’impact sur la distance moyenne entre le centre de gravité des clics
et le centre du widget.
Conclusion :
Combiner les tactiques de contraste et de centre de gravité permet une aug-
mentation importante de la précision. Dans certains cas cela ne suffira pas, il
faudra donc utiliser la tactique liée à la taille en supplément pour obtenir une
précision optimale.
10.3.2 Liens troubles oculaires - tactiques
— Les individus nécessitant une application de la tactique liée au contraste
des couleurs sont tous atteints d’astigmatisme combiné à une myopie ou
à une hypermétropie.
— Le seul individu nécessitant la tactique liée à la taille des éléments est
l’individu possédant les niveaux d’astigmatisme et d’hypermétropie les
plus importants de tous les individus ayant participés aux tests.
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— Deux individus presbyte sur les 3 participant aux tests ont eu besoin à
la fois de la tactique liée au contraste des couleurs et de la tactique liée
au centre de gravité.
— Deux individus myopes sur les 3 participant aux tests ont eu besoin à la
fois de la tactique liée au contraste des couleurs et de la tactique liée au
centre de gravité.
— Cinq individus sur les 7 ont tendance à cliquer en bas à gauche de la vue.
Cela pourrait être dû à un astigmatisme mais étant donné le nombre
élevé d’individu de notre échantillon possédant ce trouble rien ne peut
être conclus. À vérifier avec de plus ample tests.
10.3.3 Efficacité de Silverkit
De part ces tests, l’efficacité du framework Silverkit a été prouvée même si
celui-ci nécessite quelques ajustements. En effet, la précision des clics a augmenté
pour l’ensemble des individus voire atteint son optimum pour 3 individus sur les
7 étant donné que ceux-ci n’échouent plus aucun de leurs clics après seulement




Le framework Silverkit développé ici nécessite quelques ajustements. Une
étude plus approfondie des différents seuils d’application des tactiques correc-
tives ainsi que du niveau d’intensité de leur application serait intéressante. De
nombreux aspects techniques restent à être étudiés, notamment vis-à-vis de la
tactique corrective liée à la taille des éléments et ses impacts sur le layout de l’in-
terface, mais aussi vis-à-vis de l’application du framework sur des applications
plus complexes qu’une simple application « jouet ». Il existe aussi de nombreuses
autres régressions des facultés apparaissant avec l’âge, par exemple des régres-
sions motrices ou cognitives. Silverkit pourrait être étendu afin de prendre en
compte ces différentes régressions. Finalement, ce mémoire ne s’interroge que
sur la phase 1 du développement du framework et de nombreuses autres phases




Le projet Silverkit fournit une solution pertinente à la problématique de
l’adaptation des interfaces Android aux régressions des facultés oculaires des
personnes âgées. Son adaptation dynamique des interfaces permet de parer aux
régressions des facultés oculaires jusqu’à un certain point. En effet, les tests
de l’application du framework ont montrés de net résultats sur l’ensemble des
participants, augmentant considérablement la précision de leurs clics. Le fra-
mework nécessite cependant quelques ajustements au point de vue des seuils
d’application des tactiques correctives et de l’intensité de l’application des diffé-
rentes tactiques. De plus, certains aspects techniques, notamment vis-à-vis de la
tactique d’augmentation de la taille des éléments de l’interface, doivent encore
être creusés afin de garder l’intégrité et la cohérence de l’interface ainsi qu’un
certain niveau d’expérience utilisateur.
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Annexes
Figure 12.1 – Individu 1 - Données brutes des clics de la première itération
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Figure 12.2 – Individu 1 - Données brutes des clics de la deuxième itération
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Figure 12.3 – Individu 1 - Données brutes des clics de la troisième itération
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Figure 12.4 – Individu 2 - Données brutes des clics de la première itération
117
Figure 12.5 – Individu 2 - Données brutes des clics de la deuxième itération
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Figure 12.6 – Individu 2 - Données brutes des clics de la troisième itération
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Figure 12.7 – Individu 3 - Données brutes des clics de la première itération
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Figure 12.8 – Individu 3 - Données brutes des clics de la deuxième itération
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Figure 12.9 – Individu 3 - Données brutes des clics de la troisième itération
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Figure 12.10 – Individu 4 - Données brutes des clics de la première itération
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Figure 12.11 – Individu 4 - Données brutes des clics de la deuxième itération
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Figure 12.12 – Individu 4 - Données brutes des clics de la troisième itération
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Figure 12.13 – Individu 5 - Données brutes des clics de la première itération
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Figure 12.14 – Individu 5 - Données brutes des clics de la deuxième itération
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Figure 12.15 – Individu 5 - Données brutes des clics de la troisième itération
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Figure 12.16 – Individu 6 - Données brutes des clics de la première itération
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Figure 12.17 – Individu 6 - Données brutes des clics de la deuxième itération
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Figure 12.18 – Individu 6 - Données brutes des clics de la troisième itération
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Figure 12.19 – Individu 7 - Données brutes des clics de la première itération
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Figure 12.20 – Individu 7 - Données brutes des clics de la deuxième itération
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Figure 12.21 – Individu 7 - Données brutes des clics de la troisième itération
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