Abstract. We claim that the current scheduling systems for high performance computing environments are unable to fairly distribute resources among the users, and as such, are unable to maximize the overall user satisfaction. We demonstrate that a user can game the system to cause a temporal starvation to the other users of the system, even though all users will eventually finish their job in the shared-computing environment. Undesired and unfair delays in the current fair-shared schedulers impede these schedulers from wide deployments to users with diverse usage profiles.
1. Introduction. Shared-computing environments where more than one user requests access to the underling system have to deal with many unknown aspects, such as how to deal with selfish behaviors of participants in real-time, which may result in low utilization of resources. There has been research in this area as it pertains to network routing [1] , but very little has been done to consider selfish behavior in high performance computing (HPC) environments. With network routing, selfish behavior is more likely to backfire as many congestion control mechanisms simply drop packets and cause the originator to retry [2] . In shared-computing environments where task schedulers frequently use what is known as fair-share mechanisms [3] to schedule resources, users could game the system to monopolize resources and essentially "win the game" as in Game Theory. As such, game theory semantics describes our computing model nicely: users being the players of a game; strategies map directly with how a given task is submitted for completion and is scheduled; scheduler being the game mediator; and the amount of computing resources available to a user based on the current state of the infrastructure maps to the utility perceived by that user. A win is to gain a larger share of available resources. All users finish their jobs eventually, but the delays caused by competition are undesirable system events [4] .
It is conceivable to treat a scheduler as the mediator to a zero-sum game. We assume the total number of resources available to a scheduler and as well as the number of users to be constant. As such, the number of resources that one user is assigned directly reduces the available resource pool for other users. Based on a user's task submission strategy, a user realizes a utility that is derived from the number of resources it is assigned by the scheduler. To address this classic problem, we adopt the concept of Nash equilibrium in game theory. Nash equilibrium represents the socially optimum solution, where no player is inclined to unilaterally change its strategy and increase its utility [5] . Strong Nash equilibrium further states that no subsets of players have the incentive either [6] . Based on this, if a user has the willingness to change his strategy and, as a result, change his perceived utility, we can deduce that we are not at an equilibrium point. Finding the solution to Nash equilibrium is not the goal of this paper but revealing the shortcomings of the fair share scheduler in shared environment is. Finding the Nash equilibrium point or the strong equilibrium point has been shown to be at least NP [7, 8, 9 ].
2. Background. HPC clusters are used for interactive workloads where immediate response for a workload is desired, and such workloads are broken into smaller tasks to be executed in parallel. A task is the smallest unit of instructions (atomic unit) that needs to be executed on a node. A job is an assembly of such tasks. A job cannot be marked complete until all tasks are complete. This is different than job-based systems, where a single job represents the entire workload and its completion means the completion of that workload. In a
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Interactive users continue to be attached to cluster until all tasks have been completed. Interactive workloads that run in the HPC environment are mostly single instruction multiple data (SIMD), where the same process (instruction) is executed on multiple data sets simultaneously. Depending on the size of the data set, and other factors [5] , an imbalance could take place where not all the tasks complete at the same time. We will further show that this imbalance is further exacerbated by the scheduling mechanism.
HPC clusters achieve their desired high performance through the use of an integrated hardware, software and network [10, 11, 12, 13, 14] . A typical cluster contains 500 to 1000 physical nodes, but larger ones are possible [15, 16, 17, 18] . Considering a system with three participants in the aforementioned HPC cluster environment (Figure 2 .1), we introduce the following terms:
1. Users: a client in need of computing resources such as a researcher in a biotech company, or a trader for a financial firm. The user interfaces with the HPC environment through a set of API's that facilitate communications with the environment. A rational user desires to utilize as many resources as possible without any regard to other users. Such greedy behavior may yield optimal solutions for one's own tasks, however, as many users share the same resource pool, creates temporary denial of access or starvation to other users.
2. Computing nodes (or resources): the servers that process the computing tasks. A node is the smallest processing unit and can be assigned to a single user. In game theory terminology, the computing nodes are the prize or outcome of the game. Each iteration of the game ends with the assignment of computing resources to each player, and as such the perceived utility of that user. The larger the portion of assigned computing nodes to a user, the higher the user's perceived utility. Since there are many tasks, and each task is short in duration, the utility of each user can change frequently during the game.
3. Scheduler (resource manager): the mediator that matches tasks with the available computing nodes optimal utilization of the HPC clusters.
The cardinality of a deployed infrastructure is ad-hoc in that there may be one or many of each of these components. HPC environments involve many users, most of whom are unaware of others' presence. Their decisions are based purely on selfish reasons. The goal of a given user is, and always should be, to game the scheduler in order to receive maximum resources to complete its tasks the quickest.
Scheduling systems used in HPC environments are based on queuing methodology where incoming queues are used to store tasks until they are scheduled for execution [19] . We are not introducing a new scheduling algorithm, but rather focusing on the inherent problem that is common to the queuing-based scheduling systems that use a fair share algorithm to distribute tasks.
Schedulers such as LSF [20] , Sun Grid Engine (SGE) [21] , PBS [22] , Condor [23] , Maui and Moab [24] , GridWay [25] , Unicore [26] and GRMS [27] represent the de facto standard solutions that implement a First Come First Served (FCFS) policy for de-queuing tasks and scheduling for execution [19] . Even though the aforementioned systems implement the basic FCFS algorithm, these offerings also have the capability to prioritize based on the task characteristics [28, 29] such as Largest Job First, Smallest Job First (SJF), or Earliest Deadline First (EDF) [30] , where a different priority is assigned to a given task according to the policy that the algorithm aims to maximize. Most schedulers use a variation of the fair share algorithm [3] as the means of matching resource supply with user demand. For example, in a queuing system that uses the SJF policy, all the tasks of a given size (or runtime) is picked from the queue, and a fair share algorithm is applied to distribute these tasks across the available resources. In a queuing system that applies the basic FCFS queuing policy, the oldest tasks are taken off the queue and scheduled using a fair share algorithm. Fair share does so by dividing the resources through a ratio analysis of "the user who 'deserves' more, gets more". The amount that one deserves for a given time slot (r c k (t)) depends on the total number of tasks (T ) pending to be completed.
Subject to:
To simplify the ratio calculations without major drawbacks, we assumed that all tasks require the same computation, and all resources are homogeneous. Furthermore, we represent utilization in a binary format of "assigned" vs. "not unassigned". A given resource can go unassigned, i.e., idle, for a given scheduling cycle.
Let us consider the scheduler for two scheduling cycles (t 1 and t 2 ) where the scheduler takes a snapshot of the number of tasks of a given user waiting in a queue for a resource to be completed. Note that the resulting resource allocation depends only on the current state without knowledge of prior allocation. In order to drain the queues faster, the larger queue is assigned a larger portion of the available resources as demonstrated in Table 2 .1. For example, for two users (c 1 and c 2 ) with c 1 having a queue size of 10 and c 2 a queue size of 90, user c 1 is assigned 10% of the resources while c 2 gets 90%. If R = 6, then we can demonstrate that c 1 is temporary starved. 
As presented, the decision is not made based on any historical data. A snapshot of the current status is used to decide the next steps with the following assumptions:
• Running queue of pending tasks is an undesirable system event;
• The heavy users get more resources as they desire more;
• Temporal scheduling decisions are a good indication of the overall optimization problem. The assumptions help drain the queue as fast as possible and, to achieve this, the heavy user is given an implicit higher priority. This static scheduling is considered fair-share in that each user will get its "fair share" of the system resources based on demand. Some scheduling policies use a policy-based mechanism, and solve the problem by introducing constraints in order to further aid the decision-making process.
We further assume:
1. There are many users, each with one or more jobs: A typical environment has many users, each of which having its own collection of jobs that needs to be completed.
Each job is composed of many tasks:
In order to take advantage of the parallelism offered by the infrastructure, tasks must run in parallel, and when all tasks are completed, the overall job is completed. Essentially, tasks are atomic units to be scheduled by the scheduler. The rate of incoming tasks (e.g., 4 incoming tasks/sec) directly affects the pending tasks in the scheduling queue. A user has the ability to control the rate it submits tasks into the queue.
3. Users are unaware of others' behavior and strategies: Although the scheduler decision system is static and fair, users are unaware of other users' behaviors. As such, each user will strive to get the most of what is available, and will act rationally and thus selfishly. We will further assume that tasks belonging to different jobs can compete with each other as well.
4. Limited resources where the total resources available is finite: Usually, it takes much longer to acquire new hardware than the runtime of a given task. An argument is made about the ability to "spin-up" virtual environment, but virtual environments are still bound by the underlying constraints and availability of the hardware platform. Furthermore, the total number of resources is only a fraction of the total tasks pending to be executed. In our case, we assume we only have 500 resources, i.e., up to 500 tasks can run in parallel at any given time.
5. Selfishness and satisfaction: Each user acts rationally in its desired completion of its job before others'. A user is acting rationally, if it is acting selfishly.
3.
Rationale. An HPC cluster acts as a repeated zero-sum game with multiple users. The strategy that each user chooses in order to submit tasks directly affects the allocation of resources. In fair-share, the strategy chosen can starve some users and reduce the overall quality of the scheduler. In this type of environment one user's change in strategy directly affects the outcome of resource assignment. We show that shared environments with fair-shared scheduling algorithms never reach a Nash's equilibrium point [31] and that while some users are satisfied, maximum satisfaction is not perceived by all.
Our discussion revolves around a repeated game as with each new task, a new iteration of a game is played. We consider one task T i to be a single iteration of a game denoted by J. The total time for a job t J is then the total of the runtimes of all the tasks t Ti .
More specifically:
Runtime for a single iteration (t Ti ) ≪ Total runtime for the entire game (t J ) (3.3)
As the total number of resources does not change, one user's submission strategy affects the number of resources that it is assigned. This in turn will affect all the other users. Nash equilibrium has been proven to be the social optimum point where no player can do better by unilaterally changing his strategy [5] ; then if a user can do better by changing the strategy it submits tasks to the scheduler, the scheduler does not schedule in a fair manner. We will show that the scheduler can be gamed and "tricked" into starving a competing user, and that it is unable to cope with rapid changes in the submission profile.
4. Previous Work. Fair share algorithm was introduced in [3] and it was originally designed to allocate resources in time-sharing systems where the number of resources is limited and static. The research in this area [4, 6, 32, 33, 34] has been focused around job scheduling as opposed to task scheduling which represent a small part of an overall long-running job. Job fairness is measured based on actual start time as opposed to "could have" start times [35] .
Paper [36] gives a good overview of the HPC schedulers available, with the majority of the schedulers under discussion being parallel task schedulers.
For the purposes of this research, we follow the scheduling taxonomy outlined in [37] . As such, we focused on the dynamic scheduling methodology [38] , where jobs can and do come online dynamically. In such a scenario, the goal of the scheduler then becomes maximizing resource utilization as opposed to lowering the overall runtime of the job [39] . We will show that this results in temporarily starving certain users, and as mentioned in the previous section, instills an imbalance.
Paper [40] argues that by increasing the number of resources in a given environment, the load imbalance would be reduced. Paper [41] uses priorities to alter scheduling decisions to reduce imbalance in the environment. We assume that all priorities are the same and do not change throughout the entire run.
Paper [4] considers restricted scheduling where a job must be assigned to a specific machine. We argue that a scheduler is optimal if it minimizes the social function: max total load, job latency, and weighted sum latency. In order to create a socially optimal solution, Nash equilibrium is considered as a basis of stability and the optimal social function. Paper [33] focuses on scheduling of jobs on identical machines. It also uses Nash equilibrium (NE) as the basis of fairness, but it assumes that jobs cannot be interlaced, whereas in our model, a machine could be executing task from various users over the course of time.
Paper [35] compares the scheduling methodologies and fairness of a supercomputing cluster versus a uniprocessor system. Since jobs are not further decomposable and cannot be preempted the cluster's fair-share algorithm cannot be fair, and not necessarily "is not" fair. Paper [32] , in addition to considering batch job scheduling environment, uses the notion of social justice [42] as the measure of fairness. A schedule is fair in such a scenario if no job is affected by a later-arriving job. No research has been done for the topic of fairness as it pertains to task scheduling in shared environments with potentially conflicting interests.
Paper [25, 43] defines a congestion game to be a scenario where the payoff of a given player depends on the resource it is assigned, and how busy that resource may be based on how many other players are also on that resource. That paper, focusing on having identical machines and same-size jobs, argues that a scheduler may schedule a number of tasks on a given machine, if the number of pending tasks is greater than the total number of resources. As the number of tasks scheduled on a given machine increases -they are all competing for the same resource -the utility perceived by a given user could change based on how congested a resource becomes. This model does not work well with shared infrastructures and more specifically the model that each job is composed of a number of tasks (assumption 2). There could be other processes running on that machine, but the scheduler is strictly responsible for assigning one task to a resource.
In unrelated machines where the infrastructure is heterogeneous, [34] argues that congestion does not take place since the load of a given task is different on different machines. This model does not work in a shared infrastructure model as a job is completed if and only if all of its tasks have been completed. Based on this, unrelated machines cannot be treated any different than related machines. A shared resource infrastructure breaks down to its components of individual resources that need to work together to complete a set of tasks for a user. In short, there is an intrinsic commonality between related and unrelated resources in a shared environment. This commonality is the fact that each resource can contribute to the overall completion of a job.
There has also been research done around truthful algorithms as it pertains to scheduling tasks [44, 45] . In shared environments where there is little monetary incentive to be truthful about requirements, these algorithms do not work. In task-based systems, it is also very difficult to calculate the exact resource requirement as the tasks are each short in duration.
Methods.
We modeled eight different cases, with each case representing a typical scenario on a system being managed by a fair-share scheduler. Each case compares two loads or submission strategies chosen by two competing users. We consider the following submission strategies in this paper:
• S 1 : Normal-load submission strategy. This is the base load where all other strategies are compared against each other. For this strategy we assume that the user is submitting tasks at a constant rate throughout the simulation.
• S 2 : Low-load submission strategy. For this strategy we assume that the user is submitting tasks at a constant rate but at some fraction of the normal strategy throughout the simulation.
• S 3 : Sine-load submission strategy. For this strategy we assume that the user is submitting tasks in a start-stop fashion that resembles a sine wave
• S 4 : Cosine-load submission strategy. For this strategy we assume that the user is submitting tasks in a start-stop fashion that resembles a cosine wave (time shifted sine wave)
• S 5 : Burst-load submission strategy. For this strategy we assume that the user is submitting all tasks in a very short amount of time and waits for results.
• S 6 : Exponential-load submission strategy. For this strategy we assume that the user is submitting tasks at an increasing rate over time.
• S 7 : Early-riser-load submission strategy. For this strategy we assume that the user is submitting all tasks in a very short amount of time before other users enter the system.
• S 8 : Delayed-load submission strategy. For this strategy we assume that the user starts submitting tasks after all other users have entered the system.
The most basic load is denoted as the normal load submitted by c 1 where 1000 tasks are submitted by the user per time interval t, and that load does not change during simulation. Sine, cosine and step function workloads are aimed at demonstrating a start-stop workload where the user submits a certain number of tasks; waits and then submits another batch of tasks. Such loads are more indicative of real-world applications as a user may need to access an external data source (like a database for example) to gather the task data to submit.
The exponential load will demonstrate the long-term effect of a shared infrastructure.
Case 1: Burst Workload where one user's workload is steady and low, and the other user comes in bursts. For purposes of keeping track, we have designated c 1 and c 5 to represent these two users. 
Where:
Case 2: Complementary workload where the timing of two users' workload complement each other. In this scenario, one user is idle while the other user is submitting tasks. For purposes of keeping track, we have designated c 3 and c 4 to represent these two users. 
This type of workload is best suited for a shared environment as one user's busy period complements another user's idle time.
Case 2a: Complementary workloads with unbalanced profiles where the timing of two users' workload complement each other, but one user's workload is higher than the other's.
Case 3: Conflicting workloads where one user is steady but the second user is increasing its workload over time.
This case could conceivably be applied to a HPC environment where with the passage of time, more users join the environment with c 3 representing a single user and c 7 representing the load from the other users that 
continually onboard the environment. The exponential load can be thought of as a way of demonstrating the rest of the users yet to come. Case 4: Steady workloads where the two users have a steady stream of workloads that enter the system. 
Case 5: Early-riser workloads where one user enters the system early in order to claim resources. 
The total number of pending tasks waiting to be scheduled Q i (x, t) depends on the number of tasks that were scheduled and completed in the previous time slot.
We further assume in our model that a given task T k can be completed during the given time slot t, and that all the tasks are completed successfully. Introducing failure in our model would simply increase Q i (x, t), and we are modeling that through known loads presented in this section.
6.
Results. We will demonstrate the short-term effects of choosing a different submission strategy, followed by the long term effects. We will further elaborate on the scenario with limited number of tasks versus infinite tasks submitted by each user. Our simulations, unless otherwise expressed, ran under the following conditions:
Assume that J(c i ) = {T 1 (c i ), T 2 (c i ), . . . , T n (c i )} is a job set of user c i . Function T j (c i ) means a job of user c i with execution time T j . ∥J(c i )∥ is the number of elements in the set J, that is, the number of tasks of user c i . Based on these, we can see:
• Maximum number of tasks for both users was the same and capped to T max = 100,000
It means for any user c i , the number of tasks allowed to submit is no more than T max .
• All the tasks are the same length, and can be executed in a time slot
is referred to as the execution time of job T j of user c i and T J is a constant, that is, the execution time of each and every job in the set J(c i ). Thus, it means all the jobs in set J(c i ) have a constant execution time, i.e., all the tasks in the set are of the same length. T a is the length of a single time slot. Therefore, each and every task can be executed within one time slot.
• Simulation runs for 100 time slots
Assume that T a (n) means the n-th time slot and thus here n ∈ [1, 100].
• Scheduling takes place at the beginning of each time slot and its duration is negligible • Total number of available nodes is constant throughout the simulation and is set to 500. Case 1: For the first simulation, we modeled a scenario where one user is submitting tasks at a steady rate and at a time later, a second user submits the same number of tasks but in a much shorter time frame. Figure 6 .1 depicts the input task profile for the two users. As can be expected, all the available nodes are dedicated to User 1 to start. As soon as User 5 starts submitting, the resources start shifting to User 5 ( Figure 6 .2), and it stays that way until the pending task size of the two users start to match up (Figure 6 .3).
Case 2: This simulation models the case where the two users have complementary workloads. c 3 and c 4 are the two users tested, and one user's task submission takes places after the other user has completed submitting its tasks to be executed. The number of tasks submitted by the two users is exactly the same for each time slot for the initial case ( Figure 6.4) , and it clearly demonstrates how the sharing of resources can take place with pure complementary workloads. The resource distribution stays consistent throughout the simulation (Figure 6 .5).
Case 2a: We extended this simulation with one of the users (c 4 ) having 2× the tasks per time slot. At the beginning of the simulation, as expected, the resource allocation was fairly dynamic in the way resources were shifted from one user to the next. As time went on, and as the pending task queue trumpeted the incoming task rate, the resource allocation became more static in that c 4 became the more dominant (Figure 6 .6) receiver of resources.
Even with complementary task profiles, if rate of incoming task rate is not equal, the pending task queue inequality will cause one user to dominate the resource pool.
Case 3: This case deals with an environment where one user's workload is a very small fraction of the overall workload submitted by other users, (Figure 6.7) . This is true as more users are on-boarded to the environment. Case 3 deals with this scenario, and demonstrates the resource allocation for c 2 as the number of tasks increase actually begins to decline (Figure 6.8) .
Case 4 is a trivial case where the two users are sending tasks at a steady rate, but one user's task submission is lower consistently. The resource allocation does not change throughout as expected (Figure 6 .9).
Case 5: this scenario represents a user entering the system earlier than the other user. Both users are submitting the same number of tasks to the system, but c 7 does so in a much shorter timeframe (1/10 of the 7. Analysis. Fair share does well with like workloads. As such, it intrinsically normalizes the workloads to make them alike. In doing so, the pending task queue of users with few pending tasks tend to suffer. This situation creates a false-sense of fairness and allows power players to monopolize the system. Case 1 showed a typical simulation where steady workload is derailed by a user capable of overloading the system. User c 5 has the ability to burst tasks into the system in a short amount of time, and is thus capable of gaming the scheduler to assign the majority of the resources to it until its queue is drained. Case 2 shows complementary work profiles that qualify for a perfect sharing of resources. On the other hand, if the job profiles are not exactly the same as in case 2a, the long-term effect will be one of the users being starved. Case 3 could represent a new user entering an already resource-lacking system. When there are many users waiting in the queue to be processed, a new user has a very tough time getting new resources. In heavily shared environments, cases 2a and 3 could become devastating to a new incoming user. Case 4 is where a fair-share scheduler is actually fair; steady workloads that span long periods of time.
Case 5 shows a late comer to a system that is already experiencing large queues. It shows that until the queues are drained, a newcomer will not get adequate resources. Fair-share algorithms are used widely as the most efficient way of scheduling tasks in HPC environments. We demonstrated in this paper that fair-share algorithms fail to do so in cases where the workloads vary in any significant way.
8. Conclusions and Future work. We revealed the shortcomings of a typical fair-share scheduling system for HPC environments. We demonstrated that fair-share schedulers normalize the queue depth first before being fair to all users. A fair-share scheduler requires that all the workloads be the same, all have the same start-time, all have the same end time, and all submit tasks to the system at the same rate. Any deviation from this will result in the scheduler having to compensate for the inequality by assigning more resources to the user[s] in a manner to create normalized workload across all users. This approach works for steady workloads where the request profile does not change. In such a scenario, fair-share schedulers show fair resource division across the users. For a complementary workload with conflicting profiles, fair-share schedulers give a falsepromise of sharing, but are unable to deal with varying workload in the long run. In scenarios where workloads are simply different, the scheduler assigns resources to the user capable of loading the system at a higher rate relative to other users. This causes temporary starvation of users as shown in cases 1, 3 and 5.
Identifying such problems is the key contribution of the current work while solving them is our future research.
