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Abstract. Feature-oriented modelling is a well-known approach for Soft-
ware Product Line (SPL) development. It is a widely used method when
developing groups of related software. Due to reuse methods, the devel-
opment of the software product is quicker, less expensive and of higher
quality. However, this approach is not common in formal methods de-
velopment, which is generally high cost and time consuming, yet cru-
cial in the development of critical systems. We present a method to
integrate feature-oriented development with the formal speci￿cation lan-
guage Event-B. Our approach allows the user to map a feature from the
feature model to an Event-B component, which contains a formal speci-
￿cation of that feature. We also present some patterns, which assist the
user in the modelling of Event-B components. We describe a composi-
tion process which consists of the user selecting an instance in the feature
model and then constructing this instance in Event-B. While composing,
the user may also discharge new composition proof obligations in order
to ensure the model is consistent. The model is then constructed using
a number of composition rules.
1 Introduction
Software families are very often produced through reuse methods and other
software product line approaches, as it is known to produce better software, is
less costly and less time-consuming. Software product line (SPL) approaches can
be applied to a set of related software that contains some commonalities, however
di￿ers in certain aspects, which we refer to as variability of a product line [1]. To
our knowledge, in the critical software domain, where formal methods are used
to verify and reason about systems, SPL approaches are not applied.
In this paper, we present a method which integrates an SPL approach with
formal methods, or more speci￿cally, which integrates feature modelling [2] and
Event-B [3]. We show some modelling patterns and guidelines that will help
the user to model features in Event-B. A feature can be regarded as a piece
of program functionality or a requirement [4]. We then represent these Event-
B features (referred to as components) in a feature model. The feature model
should represent a complete product line and through selection of several fea-
tures an instance of a product line can be chosen. The leaf nodes in the feature
model can be mapped to an Event-B component, and after instance selection,Fig.1. Overview of Composition Process
these components can be retrieved. The process of composition is then applied
to compose these components. Composition of components means that all com-
ponents are merged into one composite Event-B model. In order to do this, we
develop a set of composition proof obligations (PO) which can be discharged be-
fore constructing the composite machine. The composition of components is an
n-wise composition, however is carried out as sequential pair-wise composition,
where composition order is not important because is is essentially conjunction.
We present a number of composition rules which can be applied to pair-wise
composition to get a valid composite model.
Figure 1 illustrates the composition process. The feature model is formed by
features which might be associated with Event-B components. A subset of fea-
tures from the feature model can be selected to form a feature model instance,
thereby selecting several of these Event-B components. These components are
composed pair-wise, and composition POs can be discharged to prove proper-
ties and to ensure consistency of the composition. The ￿nal Event-B machine
represents the formal speci￿cation which is associated with the feature model
instance and is obtained by composing these components.
The aim of this work is to facilitate the reuse of formal models, as it is cur-
rently done in non-formal SPLs. Due to the increase of complex systems, formal
methods are on the rise. Thus, an integration of formal methods and product
line approaches appears to be practical, since the need for formal methods de-
velopment has increased and is used for systems that would bene￿t from SPL
development. Several critical software systems, in the area of data storage, avia-
tion, automotive technology and others, are becoming more and more important
in today’s life, which results in the need for higher productivity and decrease
in cost during the development. Developing a formal system as a product line
might result in higher reliability, since common parts of the system should be
veri￿ed and tested several times throughout instance creation.
Our contribution is the integration of feature models and Event-B, and thus
the provision of a method that allows SPL development in the critical domain.
Composition POs are presented, which follow from existing Event-B POs. We
show how composition POs can be simpli￿ed or do not need to be reproved,
based on what is already known through discharging of existing Event-B POs.
In this way, we avoid re-proof of several properties. Finally, we present a setof composition rules which aid in the construction of a syntactically correct
composite model. This is demonstrated by a case study.
The remainder of this paper will proceed as follows. In section 2 we give
an overview of standard feature modelling notation and describe the formal
method Event-B. In section 3 we show the integration of feature models and
Event-B components. We then describe a modelling pattern for the de￿nition of
user-de￿ned types. Section 4 describes the composition process, which starts by
selecting an instance and then discharging composition POs. We demonstrate
how these composition POs were derived from existing POs. Composition rules
are de￿ned and we demonstrate by using a case study example. In section 5 we
discuss related work. Section 6 contains concluding remarks and future work.
2 Background
In this paper we discuss an approach that integrates feature modelling notation
and Event-B. The following sections provide some background information on
the concepts of feature modelling and Event-B.
2.1 Feature Modelling
We use standard feature modelling notation [2,5] to specify product lines. Fea-
ture modelling is a widely used technique to represent a set of related software
products that share some commonalities and vary in di￿erent points.
In Figure 2 we introduce the basic constructs of a feature model. This is a
summary of the most common constructs of di￿erent notations.
Fig.2. Most Common Feature Modelling Constructs
A rectangular box is used to indicate a feature in a feature diagram. A feature
can either be mandatory or optional. If a feature is mandatory this means that
it has to be selected if its parent is selected, whereas an optional feature may
or may not be selected if its parent is selected. The XOR group means thatone and only one feature within this group may be selected. If the XOR group
is optional, this means that zero or one feature can be selected if the parent
is selected, whereas a mandatory XOR group means that exactly one feature
must be selected if its parent is selected. The OR group with cardinality allows
to group a speci￿c number of features. The cardinality indicates the minimum
amount of features that may be selected, and the maximum amount of features
that can be selected. In Figure 2 the minimum is two and the maximum is three
features within this group. An includes relationship between features can be
indicated by an arrow with a dotted line.
An example of a feature model is presented in Figure 3. This is a simpli￿ed
extract of the home automation system (HAS) feature model we will present
later.
The feature model consists of the root feature HAS. In this example, we
only show the Heat Regulation tree of the feature model, which is represented
as a mandatory feature. The on/o￿ switch feature is mandatory and has an
OR group with cardinality h1 :: 2i This means that either on_off_heater or
on_off_aircon or both feature can be selected. The feature diagram also con-
tains an optional feature decrease_temp.
Fig.3. Simpli￿ed Home Automation System Feature Model
The example in Figure 3 shows that a feature model represents all possible
valid con￿gurations of a product line. For example, the con￿guration contain-
ing on_off_aircon and all of its parents is a valid con￿guration, however,
on_off_aircon and decrease_temp and all of their parents is also a valid con-
￿guration. This feature model has 6 valid con￿gurations in total.
2.2 Event-B
In this paper we use the formal speci￿cation language Event-B [3], which is
developed by Abrial and is based on the B method [6]. Event-B is based on ￿rst-
order logic and set theory, and is structured into a dynamic part (describing
system behaviour) and a static part (describing constant data and types). The
dynamic part is referred to as a machine, and the static part is called a context.
Proof obligations are associated with Event-B models. They give semantics toFormat Assignment Type
v := E(p;v) Deterministic Assignment
v :2 E(p;v) Non-deterministic Set Assignment
v :j R(c;s;p;v;v
0) Non-deterministic Assignment with before-after Predicate
Table 1. Event-B Assignments
an Event-B model and are used to reason and prove certain properties about
the model. Event-B can be developed using the Rodin platform[7], which is an
extensible development platform and is currently supported by the DEPLOY
project1. The Rodin platform contains a number of plugins that help with the
development of Event-B models; examples are an animator and theorem provers.
The structure of an Event-B model is shown in Figure 4. A machine may
see zero or more contexts. It contains a set of typed variables v. The machine
contains a set of invariants I, which are predicates. They describe properties of
the machine over the variables v, constants c and sets s. A machine contains
an initialisation which is a special event whose guard is always true and whose
before-after predicate only refers to variables in the after-state, and it is used to
assign an initial value to each variable v of the machine. In general, it takes the
following form:
Event Initialisation b = when > then v :j RI(c;s;v
0) end
The set of events e are the behavioural entities of a machine. An event may
contain parameters p, guards G and actions R and it takes the general form:
Event e1 b = any p where G(c;s;p;v) then R(c;s;p;v;v
0) end
The assignment of actions can be any of the three forms described in Table 1.
The non-deterministic assignment with before-after predicate is the most general
form and will be used for our models and proof obligations. A machine may con-
tain a list of theorems MT, which are predicates that follow from the invariants
and any previously declared theorems.
Event-B also supports machine re￿nement, however in this paper we are only
concerned with single machine components that do not have re￿nement.
An Event-B context consists of a list of typed constants c, sets s and ax-
ioms P, which are are used to describe certain properties. A list of theorems
CT are properties that can be proved and must follow from the axioms and
any previously declared theorems. Contexts can be extended using the keyword
Extends.
An Event-B model has proof obligations associated with it. A comprehen-
sive list of all proof obligations is given in [3]. We present the feasibility FIS
and invariant preservation INV PO, as they are the main POs discussed in this
1 DEPLOY - Industrial deployment of system engineering methods EU Project IST-
214158. http://www.deploy-project.euMachine M
Sees C
Variables v
Invariants I(c;s;v)
I n i t i a l i s a t i o n v :j RI(c;s;v
0)
Events e
Theorems MT(c;s;v)
End
(a) Machine
Context C
Constants c
Sets s
Axioms P(c;s)
Theorems CP(c;s)
End
Context CR
Extends C
:::
End
(b) Context
Fig.4. Event-B Structure
paper. The FIS PO denotes that under the properties P(c;s), the list of invari-
ants I(c;s;v) of a machine and the guard G(c;s;p;v) of an event, there exists at
least one after-state satisfying R(c;s;p;v;v0). This PO has to be discharged for
each event, consisting of a guard G(c;s;p;v) and an action R(c;s;p;v;v0), with
a non-deterministic assignment. The INV PO, which is discharged for each in-
variant i(c;s;v) of the list of invariants I(c;s;v) and for each event e with guard
G(c;s;p;v) and action R(c;s;p;v;v0), denotes that if the properties P(c;s), the
list of invariants I(c;s;v) and the guard G(c;s;p;v) of an event are true, and an
after-state R(c;s;p;v;v0) exists, then the invariant i(c;s;p;v0) is also true in the
after-state (note that to prove that the invariant is still true in the after-state
we can assume all invariants in the pre-state).
FIS P(c;s) ^ I(c;s;v) ^ G(c;s;p;v) ) 9v0R(c;s;p;v;v0)
INV P(c;s) ^ I(c;s;v) ^ G(c;s;p;v) ^ R(c;s;p;v;v0) ) i(c;s;v0)
3 Feature Models and Event-B Modelling Patterns
In this section we show how we can model an SPL using standard feature mod-
elling notation and then map it to Event-B models. An Event-B model that
represents a feature in the feature model is referred to as component. A com-
ponent should be independent of other components, it may see zero or more
contexts, and represents some part of the program functionality.
3.1 Mapping Features to Components
We present a feature model of the heat regulation subsystem (HRS) of a home
automation system and how we map features to Event-B components.
The feature model in Figure 5 represents the HRS. The HRS may consist
of either a heater, aircon or both. The feature on/o￿ switch has an OR fea-
ture group, which allows an on/o￿ switch to be selected for either heater, airconFig.5. Heat Regulation Subsystem
or both. The selection of on_off_heater includes the selection of the Heater
features, and on_off_aircon requires the selection of Aircon (as indicated by
the includes dashed line). The HRS allows the user to set a certain tempera-
ture, represented by set_temp, and the system can sense the room temperature,
represented by sense_temp. The heatcontrol is broken up into two groups,
the Heater and Aircon heat controls, of which either one or both must be
selected. The heater can maintain or increase the temperature, represented by
maintain_h and increase_h respectively. The aircon also has this functionality
plus the ability to decrease the temperature, represented by decrease.
These features must now be mapped to Event-B components. When map-
ping features to components, only leaf nodes are mapped, other nodes are only
intermediary and used for structure. The mapping occurs by name. This means
that the feature increase_h will be mapped to an Event-B component called
increase_h. This component can be viewed in Figure 6.
3.2 Modelling of User-de￿ned Types
User-de￿ned types are speci￿ed in the context of an Event-B model. Each com-
ponent may have a context, this means that several contexts might contain the
same user-de￿ned type. In our example, all devices are of type DEV TY PE.
This means, that contexts AIRCON, HEATER and TEMPSENSOR use
this type. We de￿ne an abstract context abstract_context, which contains all
common user-de￿ned types. In this abstract context, all user-de￿ned types must
be declared as deferred sets. This context can be extended by the other contexts
of the product line. These may then use all user-de￿ned types de￿ned in the
abstract context.
In Figure 6 we show both increase components for the heater and aircon
devices. Some of the detail of the components is removed and replaced by h:::i forillustration purposes. Both components see a di￿erent context, HEATER and
AIRCON. These contexts both extend the abstract context abstract_context,
which contains the common type DEV TY PE.
abstract_context increase_h increase_a
C o n t e x t abstract_context
S e t s DEVTYPE
End
C o n t e x t HEATER
E x t e n d s abstract_context
C o n s t a n t s HH
Axioms HH 2 DEV TY PE
End
Machine increase_h
S e e s HEATER
h: : :i
E v e n t increase_h b =
where
sensed = TRUE
desired > sensed_temp
enabled(HH) = TRUE
t h e n
sensed; heat :j
sensed0 = FALSE^
heat0 = heat + 1
end
End
C o n t e x t AIRCON
E x t e n d s abstract_context
C o n s t a n t s AC
Axioms AC 2 DEV TY PE
End
Machine increase_a
S e e s AIRCON
h: : :i
E v e n t increase_a b =
where
sensed = TRUE
desired > sensed_temp
enabled(AC) = TRUE
t h e n
sensed; heat :j
sensed0 = FALSE^
heat0 = heat + 1
end
End
Fig.6. Components and Abstract Types
4 Composition Process
The composition process is the process of selecting an instance from the feature
model, discharging some POs about this instance and then constructing a com-
plete Event-B model by following composition rules. In this section we discuss
how an instance is created and which composition POs can be discharged. This
will be demonstrated by the HRS case study.
4.1 Creation of an Instance
An instance of a feature model is a speci￿c con￿guration of features conformed
to the constraints. Once the feature model of a product line has been developed,
it can be used to create instances, i.e. product line family members. The instance
can be validated by the constraints of a feature model; this validation method
of feature model instances has been shown in [8].
The construction of a composite model entails the extension of contexts and
the merging of machines. Machines are merged according to the composition
rules presented in this section.
The composition rules for the merging of two machines are summarised in
Figure 7. A type check of common variables must be performed and only if the
type of common variables is the same, the construction of a composite model
can proceed.Variables v1 [ v2
Invariants I1(c1;s1;v1) [ I2(c2;s2;v2)
I n i t i a l i s a t i o n v3 :j RI1(c1;s1;v
0
1) ^ RI2(c2;s2;v
0
2)
Event e1 [ e2
Theorems MT1(c1;s1;v1) [ MT2(c2;s2;v2)
Fig.7. Composition Rules
The variables clauses of both machines are merged into v3, where v3 = v1[v2.
The invariant lists of both machines are also merged into one list. The initiali-
sation assignment predicates RI1 and RI2 are conjoined. In order to do so, the
initialisation clauses must be transformed into a non-deterministic assignment.
The composite events clause is the union of the events of machine M1 and M2.
Finally, the theorems are also the union of the theorems of machine M1 and M2.
4.2 Proof Obligations
Before performing the construction of a complete Event-B model which re￿ects
the selected instance, it is useful to prove certain properties about the composite
model. In general, an Event-B machine has POs associated with it, and a compo-
sition also has POs associated with it. In order to avoid later confusion, we will
refer to the POs associated with single machines as component proof obligations
and those that are associated with a composition are referred to as composition
proof obligations.
Composition POs are an extension of component POs. We are able to sim-
plify the composition POs or show that no reproof for the composition is required
based on what is already known from discharging the component POs. The com-
position POs are important because they eliminate a lot of reproof of component
POs after two components have been merged.
For the following POs, we assume two Event-B components, where all parts
of the component M1 are subscripted with 1, and all parts of component M2 are
subscripted by 2. The components can contain common variables.
The ￿rst two composition POs presented have to be discharged when copying
an event e from component M1 or M2 into the composition of M1 and M2. Event
e consists of guard Ge(c;s;v) and non-deterministic assignment Re(c;s;v;v0). We
assume that all component POs have been discharged for M1 and M2.
The FIS PO asserts that if the context properties, the invariants and the
guards for an event are true, it follows that there exists an after-state to the
event. In the case of composition, this means that if the context properties and
invariants for both components and the guard of the event being composed are
true, it follows that there still is an after-state to the event.
The following theorem shows that there is no composition PO that has to be
proved. In other words, to show the feasibility of an event in a composition does
not require discharging further POs.Theorem 1 (Feasibility in Composition). Feasibility of each component
event is maintained by composition.
Proof. We assume FIS.
P1(c1;s1) ^ I1(c1;s1;v1) ^ Ge
1(c1;s1;v1) ) 9v1Re
1(c1;s1;v1;v0
1) (1)
We can derive a PO that represents FIS during the composition of two compo-
nents.
P1(c1;s1) ^ P2(c2;s2) ^ I1(c1;s1;v1) ^ I2(c2;s2;v2) ^ Ge
1(c1;s1;v1)
)9v1Re
1(c1;s1;v1;v0
1) (2)
Equation 2 follows from Equation 1 by strengthening of the antecedent of
the implication and thus does not have to be reproved.
The invariant preservation PO INV asserts that if the properties of the
context are true, and the invariants are true and if there was a transition from one
state to another triggered by an event, then it follows that the invariants remain
true in the after-state. This component PO can be extended for composition of
two components. In this case, we have to prove that after an event has occurred,
the invariants of both components have to be true in the after-state.
Theorem 2 (Invariant Preservation in Composition). Events of M1 (re-
spectively M2) maintain the invariants of M1 (respectively M2) in the composi-
tion.
Proof. We will prove whether the events of M1 maintain the invariants of M1
then it will also maintain them in the composition. The proof for M2 is analogous
and therefore will be omitted. We can assume for M1:
P1(c1;s1) ^ I1(c1;s1;v1) ^ Ge
1(c1;s1;v1) ^ Re
1(c1;s1;v1;v0
1) ) i1(c1;s1;v0
1) (3)
In the composite machine:
P1(c1;s1) ^ P2(c2;s2) ^ I1(c1;s1;v1) ^ I2(c2;s2;v2)
^ Ge
1(c1;s1;v1) ^ Re
1(c1;s1;v1;v0
1) ) i1(c1;s1;v0
1); (4)
where i1 is an invariant from the list of invariants of M1. This is a logical conse-
quence from our assumption given it is a strengthening of the antecedent of the
implication in the assumption (in Equation 3).
However, in the composite machine it remains to be proved that the events
of M1 maintain the invariants of M2 and vice versa. Therefore, the following PO
needs to be discharged for each event e of M1 and all invariants i2(c2;s2;v0
2) of
M2. There is an analogous PO for events of M2 and invariants of M1.
INV_COMP P1(c1;s1) ^ P2(c2;s2) ^ I1(c1;s1;v1) ^ I2(c2;s2;v2)^
Ge
1(c1;s1;v1) ^ Re
1(c1;s1;v0
1;v1) ) i2(c2;s2;v0
2)The next two POs are concerned with the feasibility of the initialisation.
It is clear, that during composition it is possible that common variables might
be initialised to disjoint sets of values. This means that the feasibility of the
initialisation during composition is not maintained, and results in a composition
PO INI_FIS_COMP.
INI_FIS_COMP P1(c1;s1) ^ P2(c2;s2)
)9v0
1;v0
2RI1(c1;s1;v0
1) ^ RI2(c2;s2;v0
2)
Theorem 3 (Invariant Preservation for Initialisation in Composition).
The invariant is preserved during the initialisation in composition.
Proof. We assume that INI_INV was discharged for each invariant i1 of ma-
chine M1 for the initialisation and similarly in M2.
P1(c1;s1) ^ RI1(c1;s1;v0
1) ) i1(c1;s1;v0
1) (5)
From these component POs, we can derive the following PO:
P1(c1;s1) ^ P2(c2;s2) ^ RI1(c1;s1;v0
1) ^ RI2(c2;s2;v0
2) ) i1(c1;s1;v0
1) (6)
This composition PO is trivially discharged because it is a strengthening of its
counterpart for a single machine. Therefore the PO does not need to be re-proved
for the composition. There is a similar proof for machine M2.
4.3 Demonstration by Case Study
We demonstrate the composition process by extracting a small example from the
HRS case study. We show the composition process of sense_temp, and decrease.
The sense_temp component is shown in Figure 8(a) and decrease is shown in
Figure 8(b). The contexts of both components extend the abstract_context
shown in Figure 6.
We now compose the two components sense_temp and decrease. For this
composition, we can discharge certain composition POs. We have to discharge
INV _COMP for events sense_temp and decrease. We are able to discharge it
for sense_temp as we can prove that the invariants of component decrease are
true in the after-state of event sense_temp. We can also discharge this PO for
decrease, by showing that the invariants of component sense_temp are true in
the after-state of event decrease. Similarly, we can discharge, the composition
PO INI_FIS_COMP for the initialisation clauses of both machines. The
composite model can now be constructed, which is shown in Figure 9.
5 Related Work
Even though a lot of work has been done in the area of composition, only A-style
composition [9] and B-style composition [10] are directly related to our work.C o n t e x t TEMP
E x t e n d s abstract_context
C o n s t a n t s TSR
Axioms TSR 2 DEV TY PE
End
Machine sense_temp
S e e s TEMP
V a r i a b l e s enabled; sensed_temp; sensed
I n v a r i a n t s
enabled 2 DEV TY PE ! BOOL
sensed_temp 2 Z
sensed 2 BOOL
sensed_temp  0
I n i t i a l i s a t i o n b =
b e g i n
enabled; sensed_temp; sensed :j
enabled0 = DEV TY PE  fTRUEg^
sensed_temp0 = 10^
sensed0 = FALSE
end
E v e n t sense_temp b =
any tt
where
tt 2 10 :: 30
sensed = FALSE
enabled(TSR) = TRUE
t h e n
sensed_temp; sensed :j
sensed_temp0 = tt^
sensed0 = TRUE
end
End
(a) Event-B sense_temp Compo-
nent
C o n t e x t AIRCON
E x t e n d s abstract_context
C o n s t a n t s AC
Axioms AC 2 DEV TY PE
End
Machine decrease
S e e s AIRCON
V a r i a b l e s
enabled; sensed_temp;
desired; heat; sensed; enabled
I n v a r i a n t s
enabled 2 DEV TY PE ! BOOL
sensed_temp 2 Z
desired 2 Z
heat 2 Z
sensed 2 BOOL
I n i t i a l i s a t i o n b =
b e g i n
enabled; sensed_temp;
desired; heat; sensed; enabled :j
enabled0 = DEV TY PE  fTRUEg^
sensed_temp0 = 10^
desired0 = 10^
heat0 = 0^
sensed0 = FALSE
end
E v e n t decrease b =
where
sensed = TRUE
desired < sensed_temp
enabled(AC) = TRUE
t h e n
sensed; heat :j
sensed0 = FALSE^
heat0 = heat   1
end
End
(b) Event-B decrease Component
Fig.8. Event-B sense_temp and decrease Components
Both composition styles were presented as ways to compose machines which
were previously parts of the same machine and through decomposition (a frame-
work for divide-and-conquer in formal methods) became independent of each
other. Composition, in this case, provides a way to inverse the process. A-style [9]
decomposition splits a machine into two, thereby introducing the notion of ex-
ternal variables for common variables, and external events which ￿mimic￿ the
usage pattern of external variables in decomposed machines. This decomposi-
tion method requires a simple composition procedure that joins the decomposed
machines by merging the variables sets (and removing duplicates) and removing
the external events. In this way, not only the machine can be recomposed but it
is also proved that this recomposed machine re￿nes the machine before it was
decomposed. B-style decomposition [10], similar to A-style decomposition, splits
a machine into two. In the same way the author de￿ned a procedure to recom-
pose the machines. The composition procedure joins two machines where these
may not have common state variables and may synchronise on common events.
Our work di￿ers from this work in that the de￿ned composition procedure is not
a way to recompose a machine that was previously decomposed. Even though
the composition procedure was presented in a framework to integrate SPLs and
Event-B, it can be used on its own. We provide not only the composition rulesMachine instance
S e e s AIRCON; TEMP
V a r i a b l e s enabled; sensed_temp;
desired; heat; sensed; enabled
I n v a r i a n t s enabled 2 DEV TY PE ! BOOL
sensed_temp 2 Z
desired 2 Z
heat 2 Z
sensed 2 BOOL
I n i t i a l i s a t i o n b =
b e g i n
enabled; sensed_temp;
desired; heat; sensed :j
enabled0 = DEV TY PE  TRUE^
sensed_temp0 = 10^
desired0 = 10^
heat0 = 0^
sensed0 = FALSE
end
E v e n t decrease b =
where
sensed = TRUE
desired < sensed_temp
enabled(AC) = TRUE
t h e n
sensed; heat :j
sensed0 = FALSE^
heat0 = heat   1
end
E v e n t sense_temp b =
any tt
where tt 2 10 :: 30
sensed = FALSE
enabled(TSR) = TRUE
t h e n sensed_temp; sensed :j
sensed_temp0 = tt^
sensed0 = TRUE
end
End
(a) Composite Event-B Machine
C o n t e x t abstract_context
S e t s DEV TY PE
End
C o n t e x t AIRCON
E x t e n d s abstract_context
C o n s t a n t s AC
Axioms AC 2 DEV TY PE
End
C o n t e x t TEMP
E x t e n d s abstract_context
C o n s t a n t s TSR
Axioms TSR 2 DEV TY PE
End
(b) Composite Event-B
Context
Fig.9. Composition of sense_temp and decrease Components
but also show which POs need to be discharged to ensure that the composed
machine is still consistent.
6 Conclusions
In this paper we have presented a novel method for integrating feature models
with Event-B. In this way we enable SPL development for formal methods and
provide a way to prove certain properties about a composition. We introduced
some Event-B modelling patterns that assist the composition of contexts. Several
composition POs were derived from existing component POs and allow the user
to prove certain properties about a composition before constructing the compos-
ite model. The composite model is then constructed according to the instance
selected in the feature model. This is done by following a number of composition
rules.
Currently, our work is fundamentally theoretical, however we have been col-
laborating in the development of a Rodin plugin to integrate this theoretical
approach with the Rodin platform. This plugin contains a composition tool, and
in future will support feature model editing and an instance generator [11,12].This composition tool detects naming con￿icts (e.g. duplicate variable names) in
Event-B models which are composed. It allows the user to manually edit these.
The tool currently does not have the option of discharging composition proof
obligations, however the goal is to integrate these into the tool.
We have proposed the composition of Event-B components without re￿ne-
ment. Future work will see the composition of re￿nement trees, which will also re-
quire the extension of feature modelling notation to represent re￿nement graph-
ically.
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