The increased use of 3D CAD systems by product development organizations has resulted in large databases of assemblies; this explosion of assembly data will continue in the future. Currently, there are no effective content-based techniques to search these databases. Ability to perform content-based searches on these databases is expected to help the designers in the following two ways. First, it can facilitate reuse of existing assembly designs, and thereby reducing the design time. Second, a lot of useful Design for Manufacturing and Assembly (DFMA) knowledge is embedded in existing assemblies. Therefore a capability to locate existing assemblies and examine them can be used as a learning tool by the designers to learn from the existing assembly designs and hence transfer the best DFMA practices to new designers. This paper describes a system for performing content-based searches on assembly databases. We identify templates for comprehensive search definitions and describe algorithms to perform content-based searches for mechanical assemblies. We also illustrate capabilities of our system through several examples.
• The first possible usage is to locate existing assemblies that can be reused in a new product. Such reuse of existing designs is beneficial from many different perspectives. It reduces design time by eliminating the need for modeling and analysis for the assembly being reused. Furthermore, the existing assembly is already tested and has an established manufacturing plan. This further reduces the product development time and cost. Sharing assemblies across multiple product lines also allows a company to take advantage of the economy of scale.
• The second possible usage is to provide access to existing design knowledge. Designing assemblies requires considerable effort. Creating good assembly designs require thoughtful analysis and careful application of Design for Manufacturing and Assembly (DFMA) principles. New designers can adopt and copy successful design templates. Moreover, once designers manage to find an assembly with the desired characteristics, they can also access associated data such as cost, reliability, and failure reports. Currently, designers have access to the several types of search tools. If the assemblies are stored in hard drives, they can use file name--based search tools. This strategy only works if a meaningful file naming convention based on assembly contents is adopted. However, developing and deploying a content-based naming convention is impractical in many large organizations. Another way is to attach text notations to assemblies and store them in a PDM database. This scheme only provides limited search capabilities and has a limited discrimination power. Moreover, assemblies need to be manually annotated. In the recent past, several geometry-based search tools have emerged. However, these tools, although useful for part searches, are not very effective for assemblies. They can only account for the overall shape of the assembly and cannot account for relationships and structure that exist in assemblies.
Currently, content-based search tools do not exist for searching assemblies based on the specified criteria. Therefore, designers locate assemblies by manually opening various files and browsing through them using a computer aided design system. This is a highly inefficient use of designer's time, and becomes a serious problem as the numbers of assemblies in the database grow.
We describe a system for performing content-based searches on an assembly database. It is followed by the description of the templates for comprehensive search definitions that we have identified after studying various assembly models used in modern CAD systems. We also describe the algorithms developed to perform content-based searches for mechanical assemblies based on these search definition templates. These algorithms have been implemented in a prototype system. We also illustrate the possible usages of the prototype system through several examples.
OVERVIEW
Our goal is to develop a content-based assembly search system for searching assemblies from a database of existing assemblies based on different characteristics. The characteristics used by the system to search the database need to be extensive and also include most of the characteristics of a typical assembly. Hence, the system will need to support a comprehensive list of characteristics of assemblies based on which the user can define a search. The characteristics included in the system are enumerated in subsequent sections. The system should be flexible and allow the user to search based on any combination of the characteristics. It should also handle cases that result in too few or too many search results. Thus, if the search system results are too few then the user should be able to lower the constraints (strictness) on the search criteria by increasing the cut-off values. Also, if the search results are too many then the user should be able to perform iterative refinement. This is achieved by constraining the search by including more assembly characteristics in the search, then performing search and again refining search definition. This iterative refinement is very effective in producing the right number of search results. At any time in the search, the user should be able to exclude any assembly from further search. Finally, the system should have an easy-to-use interface and should be efficient so as to locate assemblies from a database in few seconds.
To build a list of all the characteristics of an assembly on which search can be performed, an extensive review of existing CAD systems and literature in the assembly modeling field [Anan96, Boot94, Brun00, DeFa87, Home91, Khos89, Lee85, Lee93, Moll93, Shah93] was performed. We decided to interface our system with the Pro/Engineer CAD system. Therefore, we also studied the list of all characteristics available in Pro/Engineer. Based on the published assembly characteristics and information available in Pro/Engineer models, we developed a preliminary list of assembly characteristics to support content-based searches. To ensure that these characteristics are not specific to Pro-Engineer, we also studied the assembly characteristics available in another CAD system -Unigraphics. We ensured that our list is compatible with the information available in Unigraphics.
The identified characteristics were then categorized into four main categories. The assembly design process was used as the basis of categorization of characteristics. Then, a suitable format, independent of any CAD system, was developed to store all the characteristics in an assembly as its signature. The assembly format defined in [Gupt01] is used as basis to store the signature of an assembly. In [Gupt01], each part is described by a name, a pointer to the geometry, and a transformation, which places the part in its assembled position in the assembly. Every joint is described by a type, a name, and the names of the base and attached parts forming the joint. The joint and mating condition data stored in the signature can be read to construct a graph. Characteristics not covered by [Gupt01] are appended to the signature.
The following four major categories of assembly characteristics are used for defining search:
• The assembly statistics: The assembly statistics include assembly characteristics such size and number of parts in the assembly. Section 3 deals with the search based on these statistics.
• The characteristics of the constituent parts: Some parts in an assembly can have specific characteristics with regard to material, size and other characteristics. Use of an uncommon part in an assembly characterizes the assembly and can be used as search criteria. Section 4 deals with the searches that utilize characteristics of the constituent parts.
• The relationship between mating parts: The mating conditions in an assembly play an important role in its function. Therefore, we need to support searches based on the type of mating conditions that exist in assemblies. This search is discussed in Section 5.
• The relationship between joints in articulated assemblies: Joints in articulated assemblies define the possible motion between the parts. Various joints restrict different degrees of freedom and are used as identifiers of the assembly. Therefore, we need to support searches based on joints attached to rigid links. This search is discussed in Section 6. We have developed a system to support content-based searches. This system has been implemented using C++ and Microsoft Foundation Classes (MFC) library on Windows platform. The results are displayed using the Visual Search software [Karn05] . Visual Search provides an OpenGL based representation of the assembly files. To implement OpenGL based representation, Visual Search uses OpenSceneGraph library which is a higher level library built on top of OpenGL. The interface to define search is shown in Figure 1 . The options available to define search criteria in each tab are described in the relevant sections. Figure 2 shows an example of the result of a search. Pro-Engineer Wildfire educational edition was used create assemblies. Pro-Toolkit provided with Pro-Engineer was used to extract the data from assembly files. The algorithm requires user to specify a top-level directory. It then iteratively searches for the signature files in the directory and all its subdirectories. Various specific examples of the usage of the system will be described in Sections 3 through 6.
SEARCH BASED ON OVERALL ASSEMBLY STATISTICS
A possible way to search for existing assemblies is based on the overall assembly statistics. The following scenario illustrates why this type of search is useful in certain situations. Let us consider an organization that designs and builds prosthetic devices. Let us now consider the case when a customer approaches the organization with his own specific requirements. The designers in this organization would prefer to locate an existing assembly that is close to the given requirements and then adopt this existing assembly to the new requirements. The ability to effectively locate the most appropriate existing assembly will eliminate the need to design the assembly from scratch and hence reduce the design time significantly. A possible way to search for existing prosthetics will be to search based on the size of existing prosthetic assemblies. This scenario illustrates the benefits of being able to search based on overall assembly statistics.
Search Definitions
In our framework assembly search can be performed based on the following criteria related to shape statistics.
• Size: The user can search assemblies based on the bounding box size or bounding sphere size of the assembly. The bounding sphere is defined using the radius of the sphere and the bounding box is defined by the length, the width, and the height of the bounding box. The data required for performing searches based on these two sizes are obtained from the Pro-Engineer assembly model and OpenSceneGraph library.
• Number of Parts: The user can search assemblies based on the number of parts in an assembly. In addition, the user also has an option to either include or exclude the standard fasteners from the part count in the assembly. This option has been provided to overcome the situations where a user would remember the main parts in the assembly but not remember the total number of fasteners used in the assembly. To perform this search the number of parts is extracted from the Pro-Engineer assembly model. In addition, we also determine if a part being used in the assembly is a standard fastener (e.g., screw, bolt, nut, and washer).
• Number and Types of Articulated Joints: The user can also search assemblies based on the number and types of joints in the assembly. The types of joints that can be defined in Pro-Engineer are pin, U-joint, gimbal, cylindrical, slider, planar, ball, and bearing. Besides these joints, Pro-Engineer allows the user to define the connection as cam-follower, slot-follower, and gear pairs. This type of search is defined by indicating the number of joints in each selected joint type. If a joint type is not selected by the user, then the system excludes that joint type from the search. The type and number of each joint are extracted from the Pro-Engineer file. Even though the system currently uses Pro-Engineer joint types, we can easily extend it to work with joint types found in other CAD systems.
• Number of Usages in Other Assemblies: An assembly such as a motor may be a popular assembly and hence used in many other assemblies. So some users might remember the large number of usage associated with an assembly. Hence, users can specify the number of usages of an assembly in other assemblies as a possible definition of search. This might be an effective way of searching a frequently used assembly.
• Overall Shape Characteristics: Assemblies may have overall shape characteristics that a user might remember. For example an assembly may predominately consist of rotationally symmetric parts or sheet metal parts. Such characteristics can often be used as a possible way to search for an assembly. Currently, we support the following two ways to search for assemblies based on overall shape characteristics. First, the user can specify the percentage of rotationally symmetric parts in the assembly. Second, the user can specify the percentage of sheet metal parts in the assembly.
• Names of Conformance Standards: Often assemblies are designed to meet certain testing and/or performance standards. Names of these standards are often included as notes on an assembly drawing in Pro-Engineer. Therefore, a possible way to search for assemblies is to specify standards to which an assembly conforms. We allow users to specify names of conforming standards as strings. ProEngineer assembly drawing notes are used to extract names of possible standards to which an assembly conforms.
• Designer Name: Assembly file attribute also contains the name of the person who created the assembly. Therefore, assemblies can also be searched by specifying the designer's name as a string. Many of the above criteria require the users to specify either an integer or a real number for constraining the search. Two types of search definitions are implemented for specifying such searches. The first type of definition is based on range. In this case the user can specify an upper and lower limit on the search attribute. For example, a user can indicate that the number of part needs to between 30 and 50. We also allow the user to leave either the upper limit or the lower limit as unspecified. For example, if the user specifies the lower limit as 30 and leaves the upper limit as unspecified, then the search attribute has to be greater than or equal to 30. If both the upper limit and lower limit have the same value, then the attribute in database assembly has to exactly match the specified value. The second type of definition is based on the target attribute value. In this case the user specifies only the target value. All relevant entry in the database are compared to this target value and ranked based on their closeness to the target value.
A user can also select the multiple different criteria from the above list to define a search. For example, a user can define a search in the following manner: 30 ≤ number of parts ≤ 40 AND 5 ≤ number of slider joints. We currently only support conjunctive (AND) operators to combine search based on multiple different criteria.
Search Methods
All search attributes are either defined using numbers or strings. For search attributes that are defined using numbers with a range option all attribute instances in the database that meet the search definition are considered as feasible match. We do not rank the results if this type of search definition is used.
For search attributes that are defined using numbers with a target option all relevant attribute entries in the database are compared to this target attribute value and the penalty function |t-a|/n is used to rank order the matches, where t is the target value, a is the value of attribute in the database assembly, and n is the normalization value. The value of n needs to be selected carefully to suit an organization's needs. The value of n will determine how many assemblies are considered as matches for a given target value. The value can be selected based on the size of the database of assemblies in the organization and the expected deviation of the required assemblies from the chosen target value. In addition, one can also set a cut off value: if the attribute value in the database assembly is farther than the cutoff value then that assembly is excluded from the results reported to the user.
For search attributes that are defined using strings we use two methods for identifying matches in the database. The first method is based on the exact string matching. In this case all database entries that contain the search string are considered as matches. The second method uses approximate string matching and uses the closeness of the strings to rank order the matches.
An Example
In the first test, a criterion to find all assemblies that had bounding sphere size between 3 and 20 was specified. This criterion gave a list of 7 assemblies from the database. Then the search criterion was made stricter by specifying the same range for size and another criterion was added for the range for number of components to be between 15 and 20. A search over the entire database gave a list of 2 assemblies. Thus, more specific search results were found by increasing the strictness of the criteria, i.e., by imposing an additional constraint on the criteria. Figure 3 shows these 2 assemblies.
SEARCH BASED ON CONSTITUENT PARTS
Assemblies can be searched based on the constituent parts of the assembly. Consider a scenario where the designer wants to search for a rocket motor assembly that contains a Beryllium liner of a specific size. Rocket motor assemblies are custom made to satisfy specific requirements. The designer would search for an assembly by specifying the size and material for a part of the assembly. These criteria will allow the designer to search for an assembly containing a part with specified size and material. The DFMA rules embedded in the assembly can be reused for the design of a new assembly.
Search Criteria
The system supports search based on the geometry of the part and the characteristics of the part. A combination of the two criteria is also supported. The two criteria for search are:
• Geometry: The geometry-based assembly search has different inputs based on whether a part is a standard part or a custom part.
Standard part: Every organization has a library of standard parts. A single assembly can contain a set of many of these standard parts. This criterion is useful when designer knows that a certain set of standard parts were used in the assembly. In this method, the user can select any set of standard parts from the library and search for assemblies containing these parts. Custom part: This is useful in a scenario when the designer knows that a part used in the assembly is exactly similar to a part in the database or approximately matches with a part in the database. The user can select any Pro-Engineer part from the database as input geometry. The system allows search based on exact and approximate geometry matching.
• Part Characteristics: The following criteria for part characteristics-based search are supported:
Material of the part: Some assemblies contain a part made of a specific material. This criterion is useful to search for assemblies that contain a part that is made of an uncommon material. Users can specify any material from the available list of materials in the database of the organization. Name of the owner: CAD files store the name of the creator and the modifier in part history. In most CAD systems, this refers to the login names of users on the Operating System (OS). This data is useful since the designers can search for assemblies by the name of a designer who worked on a specific project. The user is allowed to select the name of a designer from the database of designers' names in the organization. We support only single criteria based search and conjunctive search, similar to those described in Section 3.2. The user can define any combination of the above criteria to define a single search. The range and target value definitions for numbers and exact and approximate match options for strings are also available.
Search Methods
Searches based on attributes defined using number and strings are handled exactly the same way as described in Section 3.2.
The problem of finding an approximate match is usually
Exact part matching is implemented in our system in the following manner. The principal axes are found for the query part and the part in the database. These data are available in the form of rotation matrix. The parts are then aligned based on their centroid and then their principal axes. A Boolean subtraction operation is performed on the query model and model in the database by interchanging the tool and target bodies. If the result of both Boolean operations is a body with a volume smaller than a very small user-defined value, then the parts are treated as exact matches. If a database part matches exactly to the query part geometry, then the assembly containing the part is added to set of matches. We use moments of inertia and volumes as pruning criteria. If the two parts do not have matching moments of inertia and volumes, then they need not be analyzed further.
An Example
Consider a scenario where the designer is searching for an assembly that uses a variant of Beryllium liner. The liner is a standard part in the organization and its geometry is available in the library of standard parts. The designer also knows who designed the assembly, the size of the assembly and the number of parts used in assembly. The search criteria used were the geometry of the Beryllium liner, the number of parts in the assembly, the target bounding box size and the name of the assembly owner. It was found that these options collectively are sufficient to identify a set of assemblies from the database. This set contains the desired rocket motor assembly which satisfies the designer's exact requirement and is shown in Figure 4 .
SEARCH BASED ON PART MATING CONDITIONS
The mating conditions are the restraints (constraints) imposed on the location of a part with respect to other parts in the assembly. Different set of restraints imposed on same set of parts can constitute different assemblies. This search criterion uses mating conditions to search for an assembly. The designer specifies the mating condition between parts of a subassembly or an assembly by building a query mating graph. This query mating graph is compared with mating graphs corresponding to the assemblies in the database. The results of the search are all assemblies whose mating graphs are compatible with the query mating graph.
Search Definition
The designer defines an input mating graph representing a subassembly/assembly. The graph consists of parts defined as nodes and the mating conditions between the parts as edges of the graph.
Each node has the following attributes: • Category: This represents whether the part is a standard part or a custom part. The user can select between either of the two options, or leave this attribute unspecified.
• Geometry: This attribute is a pointer to the Pro-Engineer geometry of the part. The geometry for standard parts is referenced from the library of standard parts in the organization. This attribute can also be left unspecified.
• switches, heating elements and limit switches. These options are available to the designer in a pull down menu. The designer can select a specific variant of the part from another pull down menu after selecting the category to be a standard part. This attribute can also be left unspecified.
• Type of match to perform: It represents the type of search to perform. The user can specify either an exact match or an approximate match. This option can be specified only for a custom part.
• Degree: It represents the number of mating conditions that are defined for the part represented by the node. This attribute can either be given a specific value or a range of values.
Every edge in the graph has the following attributes:
• Type: This represents the type of mating condition represented by an edge. The search tool supports all mating condition options available in Pro-Engineer. The options available to the designer are: mate, align, insert, tangent, point on line, point on surface, and edge on surface. This attribute can also be left unspecified.
• Vertex-1: This attribute stores the identifier of the node from where the edge originates. This attribute cannot be empty. The designer needs to specify the node from where the edge originates.
• Vertex-2: This attribute stores the identifier of the node where the edge terminates. The query graph specified by the designer can be a partial graph with unspecified terminating node for an edge. This attribute can be empty for an edge with unspecified terminating node or can store the identifier of the node. Please note that the query mating graph need not be a fully specified graph. Many of the attributes in the query graph can be left unspecified (i.e., equivalent to wild cards in string search definitions). This means that the query graph is not a unique graph and many different database graphs might be compatible with the query graph.
We will now provide illustrations of compatible and incompatible mating graphs. Figure 5 shows an example of a mating graph. This graph will be used as a query graph. The graph has four nodes. Node 1 includes a custom-built part and includes a reference to a file describing part geometry. Nodes 2 and 3 include standard bolts and hence explicit reference to part geometry files are not needed. Node 4 again includes a custom built part. However geometry is not specified for this part and hence during the search process, parts with different geometries will be able to match this node. In the next step, edges are created between nodes. They represent the mating conditions between parts. Both custom parts are connected to the bolts through mating conditions that mate two faces on the parts. An edge is defined between Nodes 1 and 4 but an exact mating condition is not specified for this edge. Hence during the search process, this edge will be able to match with many different mating conditions. Consider a graph shown in Figure 7 that represents another assembly in the database. In this graph, the node labeled A does not have an edge connecting it to a node representing the custom part. However the query graph shown in Figure 5 has an edge between the two nodes representing custom parts. Thus, the query graph defined in Figure 5 is incompatible with the graph shown in Figure 7 .
Search Methods
The system builds a mating graph for every assembly in the database off-line. The parts are represented as nodes. For each node four attributes namely, category, geometry, type and degree, are determined and initialized. If two parts are mated together in an assembly, then an edge is created between the nodes representing the parts. The type of mating condition used and the identifier of two mated parts are the attributes of the edge. As all the information about part and the mating conditions can be extracted from the Pro-Engineer files, this graph is a completely specified graph and does not include any wild cards that are typically associated with query graphs.
The query mating graph needs to be compared with the mating graph of every assembly in the database. However, the query graph may not be a fully specified graph due to presence of wildcards in the query graph. Thus, the available subgraph isomorphism techniques cannot be used in the present form to solve this problem. We call this problem as graph compatibility problem. By adapting graph isomorphism techniques, we have developed an algorithm to perform graph compatibility check.
The algorithm described in the next paragraph for graph compatibility needs to use combinations of possible node matching. This step can be computationally expensive. Thus, to ensure that results are obtained in real-time, a two stage pruning process is initially carried out before the graph compatibility check. The search criteria defined in Sections 3 and 4 are computationally less expensive. If they are applicable they are used first. All assemblies that do not satisfy the criteria are not considered for graph compatibility tests. In addition, the pruning step compares the sum of degree of the nodes in database assembly graph with the minimum possible sum of degree of the nodes in the query graph (degree of a node refers to the number of connections associated with that node). If the former is less than the latter, then two graphs cannot be compatible because query graph will have more nodes than the database assembly graph. Such graphs need not be considered further.
The graph compatibility problem is solved using a depthfirst branch and bound strategy. For the two graphs to be compatible, each node from the query graph should have a corresponding node in the database assembly graph. The first step of the search identifies node with the least degree in the query graph. This node is matched the nodes with appropriate degrees in the database graph. This process goes on until all the candidate nodes from the database graph are systematically examined. If any of the steps to match nodes fail, then nodes cannot match and the search continues with the next node from the database graph. The steps to match nodes are as follows. 1) Compare if the category of the two nodes are compatible. 2) Compare if the geometry of the two nodes are compatible. 3) Compare edges. All edges originating from the two nodes are listed. The edges are compared to ensure that for every edge in the list for the query graph an edge exists in the list of database graph such that they represent the same mating condition. If a match can be found for every edge from the list of query graph, this check is passed.
For selecting the next nodes for comparison the following steps are used: 1) Find all the nodes from the query and database assembly graph that have a common edge with the nodes matched in the previous step. This step return two lists --one from the query graph and one from the database graph. 2) Match the nodes from the two lists in the increasing order of cardinality of node degrees.
The above two steps are used to examine all possible node matches at different levels of the branch and bound search tree.
If an attribute is not defined in the query graph, then it need not be considered during the matching process. If no match is found along any branch of the search tree, then the graphs cannot be compatible. The search continues until a corresponding node is found for each node of the query graph or the graphs are found to be incompatible.
An Example
Consider a scenario where the designer wants to search for a subassembly commonly used in the organization. The subassembly consists of some bolts and a custom part for which the exact geometry is known. The designer looks for an assembly where another custom part was used along with the parts listed above. The designer knows the mating conditions between the parts and defines the query graph (shown in Figure  5 ). The criteria for the search are specified as follows:
• The mating graph as shown in Figure 5 • The number of parts as a target value of 10 • Exact geometry match for one of the custom parts • Two standard parts in form of a bolt and nuts
The assembly shown in Figures 8 and 9 is an assembly retuned by the system that matches the above criteria. In this case, A is the custom part and the bolts shown as B, C, D and E are the standard parts.
SEARCH BASED ON JOINT RELATIONSHIPS
Consider a scenario where a robot designer is searching for an assembly consisting of two revolute joints at right angles to each other to mimic the motion of a human arm. The main characteristic of this assembly is the joints defined between these parts. A typical search for such an assembly would be a manual search. Another possible way to search for this assembly is to specify the type of joint and their orientations with respect to each other. The joints in articulated assembly are important to define the function of the assembly. We propose a set of criteria to search based on joints and their interrelationships.
Search Definition
In the search tool, the designer specifies the type of joint and the orientation between the joints. The designer can select joint of any type that is available in Pro-Engineer. The possible orientations between joints are as follows:
• Parallel • Perpendicular • Angle (This is specified as range value for angle between the two joints)
The angle relationship allows the designer to specify a range of values for the angle between the joints. The designer will provide a set of joints that are the defining characteristics for the assembly and the relationship among them. This list may include only the set of joints in the assembly that are important from the design perspective.
The user input is provided in the form of a query graph. Each node in the graph represents a joint in the assembly. The type of joint is an attribute of the node. The relationship between joints is represented as an edge. The possible relationship between the joints is represented as an attribute of the edge. Only joints defined on a single rigid body could be defined in one graph. The user can define multiple query graphs to search for a single assembly. The system searches for an assembly that has all the query graphs as its subgraphs.
Consider the robot assembly shown in Figure 10 . Figure 11 represents the joint graph for the assembly shown in this figure. The two joints define the range of workspace for the robot. They are oriented perpendicular to each other. The two joints are represented as nodes and the edge represents the relationship between these nodes. Figure 12 shows a query graph that can be used to search for this joint graph. This graph is compared to the joint subgraph of the assembly in the database.
Search Methods
The input is received as one or more query graphs. For an assembly from the database to satisfy the search criteria, it should contain the joints with the relationship between them as defined in each of the query graphs. A graph is constructed for each assembly in the database. This graph contains all the joints and the relationship among them. The problem here is of the category of attributed subgraph isomorphism. The algorithm proposed by Gold [Gold96] is adopted for this purpose. For the joint graph, the designer may specify more than one graph to search for a single assembly. Each query joint graph can have only one rigid link and two joints. For an assembly from the database to match the query, the database assembly graph should have all the query graphs as subgraphs.
An Example
Consider a scenario where the designer wants to search for a spatial mechanism that allows a base to have translational motion along three axes, 120 degrees apart from each other and lying in one plane. The second motion is translational and lies along an axis which is perpendicular to the earlier plane. This motion can be achieved by using three ball joints and one slider joint. The designer constructs a query graph as shown in Figure  13 to search for such a mechanism. The designer has a restriction on the total number of joints in the assembly, and the size and total number of parts in the assembly. The criteria for search are specified as follows: • The total number of parts in the assembly (a target value of 13 is specified) With these criteria, the system is able to retrieve the Stewart platform shown in Figure 14 . This mechanism comes closest to the designer's requirement. The platform uses 6 ball and slider joints. The motion given by slider joints is not exactly perpendicular to plane of motion defined by ball joints. However, the designer can get the required motion by editing the geometry of Part A. The joint graph of the Stewart platform is shown in Figure 15 .
CONCLUSIONS
This paper describes a comprehensive framework for performing content-based search. The search definition templates support a wide variety of search queries that can be posed to the system. Search definition templates described in the paper spans nearly all aspects of the assembly model. Hence, it provides a designer with a very expressive search definition capability. A variety of search options are provided to allow users to define from very narrow to very broad searches based on their needs. Searches can be iteratively refined to better direct the search. Search results can be browsed through a convenient visual interface. Conservative pruning used by search algorithms ensures efficient search performance and at the same time does not exclude results that might be of interest to the user.
We expect that the system described in this paper will serve two purposes. First, it will allow designers to reuse existing assemblies by giving them a means to identify assemblies with the desired characteristics. Second, it will provide designers an access to the DFMA knowledge contained in the assembly database, and hence transfer best practices to new designs.
The current implementation works only with the assembly characteristics available in Pro-Engineer CAD system to build the signature of the assembly. We plan to extend the search system to search assemblies from other CAD systems also.
An assembly can be defined as a collection of parts to fulfill a function. The function of the assembly is thus the primary characteristic of an assembly. However, a function of an assembly is not always explicitly stored in CAD files. Often, the function of an assembly cannot be inferred from its geometric characteristics. Hence, the designer cannot search for a design fulfilling a particular function. We plan to extend our work to support queries based on functions.
The proposed search method works only on the basis of the geometric characteristics of the assembly. This search is thus not applicable to assemblies that have characteristics from other domains of engineering like electromechanical or electrochemical engineering. The search works on the assumption that the designer explicitly defines joints and mating conditions or such relation can be implicitly extracted to form a signature of the assembly. If this data is not available, the assembly cannot be included in the search and this may result in false negatives during the search process. Figure 12 
