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V pričujočem magistrskem delu so uporabljeni naslednje veličine in simboli:
Tabela 1: Veličine in simboli
Veličina / oznaka Enota
Ime Simbol Ime Simbol
čas t sekunda s
električna upornost R Ohm Ω
frekvenca f Hertz Hz
kapacitivnost C farad F
napetost U volt V





xii Seznam uporabljenih simbolov
Seznam uporabljenih kratic
ADC Analogno-digitalni pretvornik (ang. Analog-to-Digital Converter)
API Aplikacijski programski vmesnik (ang. Application Programming Interface)
ASG Generator poljubnih signalov (ang. Arbitrary Signal Generator)
ASIC Aplikaciji prirejeno integrirano vezje (ang. Application-Specific Integrated Circuit)
AXI Napredni razširljivi vmesnik (ang. Advanced eXtensible Interface)
BRAM Blokovni bralno-pisalni pomnilnik (ang. Block Random Access Memory)
CLB Konfiguracijski logični blok (ang. Configurable Logic Block)
DAC Digitalno-analogni pretvornik (ang. Digital-to-Analog Converter)
FPGA Programirljivo polje logičnih vrat (ang. Field-Programmable Gate Array)
FSM Končni avtomat (ang. Finite State Machine)
I/O Vhod-izhod (ang. Input/Output)
IP Intelektualna lastnina (ang. Intellectual Property)
IP Internetni protokol (ang. Internet Protocol)
LUT Vpogledna tabela (ang. Look-Up Table)
MAC Nadzor do dostopa predstavnosti (ang. Media Access Control)
PID Proporcionalno-integralno-diferencialni (ang. Proportional–Integral–Derivative)
PL Programirljiva logika (ang. Programmable Logic)
PS Procesni sistem (ang. Processing System)
RAM Bralno-pisalni pomnilnik (ang. Random Access Memory)
ROM Bralni pomnilnik (ang. Read-Only Memory)
SoC Sistem na čipu (ang. System on Chip)
SCPI Standardni ukazi za programirljive instrumente (ang. Standard Commands for
Programmable Instruments)
SSH Varnostna lupina (ang. Secure Shell)
USB Univerzalno serijsko vodilo (ang. Universal Serial Bus)
xiii
xiv Seznam uporabljenih kratic
Povzetek
Za razvoj in raziskovanje je na področju elektrotehnike potrebna natančna
in zmogljiva merilna oprema. Naprava STEMlab podjetja Red Pitaya združuje
osciloskop in signalni generator z možnostjo programiranja FPGA vezja ter pro-
cesorja, s čimer je mogoče napravo prilagoditi zahtevam uporabnika. Signalni
generator je v osnovi omejen na dva kanala, zato smo ga želeli nadgraditi in šte-
vilo kanalov povečati. V magistrski nalogi je opisan postopek priprave naprave
in spreminjanja kode na različnih nivojih. Uspešno smo implementirali poljubno
število kanalov, omogočili aritmetične operacije med njimi in tudi dodali možnost
izbire vhodnih signalov kot operandov. Spremembe smo implementirali na nivojih
strojno opisnega jezika, API vmesnika in SCPI strežnika (jezika C ter Python).




Precise and efficient measuring equipment is required for development and
research in the field of electrical engineering. The Red Pitaya STEMlab device
includes an oscilloscope and a signal generator with programmable FPGA and
processor so the device can be adapted to the requirements of the user. The
signal generator is originally limited to two channels, therefore we wanted to
upgrade it and increase the number of channels. This master’s thesis describes
the process of preparing the device and changing the code at various levels. We
successfully implemented an optional number of channels, included arithmetic
operations between them, and also added the option of selecting the input signals
as operands. We implemented the changes at the levels of hardware description
language, API interface and SCPI server (languages C and Python).




Na vseh področjih elektronike je za razvoj in raziskovanje potrebna natančna
merilna oprema, kamor spadata tudi osciloskop in signalni generator. Hitrost
je ena izmed pomembnejših lastnosti teh naprav, dodatno vrednost pa imajo
tudi, če jih je možno programirati po želji in tako postopek merjenja čimbolj
prilagoditi danim zahtevam. Ena izmed takih naprav, ki združujejo hitrost in
možnost programiranja ter lahko delujejo kot osciloskop in signalni generator, je
STEMlab 125-14 podjetja Red Pitaya [1].
V pričujočem magistrskem delu je opisano programiranje in testiranje naprave
STEMlab 125-14 slovenskega podjetja Red Pitaya (slika 1.1). Uporablja se kot
cenejša alternativa za različne laboratorijske merilne in kontrolne instrumente.
Na napravi je prisotno programirljivo polje logičnih vrat ali FPGA (ang. Field-
Programmable Gate Array) podjetja Xilinx [2]. Ta vezja se v zadnjem času vedno
pogosteje uporabljajo pri potrošniških napravah in bolj eksotičnih aplikacijah
za razliko od prvotne rabe pri prototipiranju, logičnih emulacijskih sistemih in
izdelkih v majhnih količinah [3]. Del naprave sta tudi dvojedrni procesor in
bralno-pisalni pomnilnik ali RAM, na napravi pa teče operacijski sistem Linux.
Za sistemski pomnilnik se uporablja pomnilniška kartica [2].
FPGA in procesor sta del Xilinxove družine produktov Zynq-7000 (natanč-
neje Z-7010), ki temelji na Xilinx All Programmable SoC (ang. System on Chip)
arhitekturi. Ti produkti so sestavljeni iz procesnega sistema (PS), kjer je glavna
komponenta ARM Cortex-A9 procesor (pri Z-7010 je to dvojedrni procesor s fre-
kvenco do 866 MHz), in 28-nanometrske programirljive logike (PL) [4]. Takšna
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Slika 1.1: Glavni sestavni deli naprave STEMlab 125-14
arhitektura omogoča implementacijo poljubne logike v PL in implementacijo po-
ljubne programske opreme v PS.
Med pomembnejše dele PS spadajo poleg procesorja tudi predpomnilnik,
RAM, zagonski ROM, vhodno-izhodne periferne enote in vmesniki. Glavni se-
stavni deli PL pa so konfiguracijski logični bloki ali CLB-ji (ang. Configurable
Logic Block), blokovni RAM (BRAM) in digitalno signalno procesni (DSP) bloki
[4]. Glavni del CLB-jev so vpogledne tabele ali LUT (ang. Look-Up Table), upo-
rabljene v FPGA vezjih mnogih proizvajalcev. Pri FPGA vezjih, ki temeljijo na
LUT, je osnovni programirljivi logični blok N -vhodna tabela (N-LUT), s katero
lahko implementiramo katerokoli Boolovo funkcijo z N ali manj spremenljivkami
[5]. V tabeli 1.1 so navedene osnovne lastnosti programirljive logike.
Tabela 1.1: Osnovne lastnosti Z-7010 družine Zynq-7000
Št. logičnih celic 28,000
Št. vpoglednih tabel 17,600
Št. flip-flopov 35,200
Velikost BRAM (Mb) 2.1
Število DSP rezin 80
Maks. št. I/O priključkov 100
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Naprava STEMlab 125-14 ima dva vhodna kanala, ki zmoreta zajemati vzorce
s hitrostjo v območju radijskih frekvenc 125 MHz, ločljivost zajetih signalov pa
je 14-bitna. Na voljo sta tudi dva izhodna kanala, prav tako s frekvenco 125 MHz
in 14-bitno ločljivostjo [2].
Na plošči je tudi razširitveni priključek, ki sestoji iz 16 digitalnih vhodno-
izhodnih priključkov, 4 analognih izhodov ter 4 analognih vhodov s hitrostjo
zajemanja vzorcev 100 kHz. Priključitev na omrežje je mogoča z Ethernet kablom
ali pa z uporabo Wi-Fi USB priključka. Podrobnejše specifikacije so navedene v
tabeli 1.2 [2].
Tabela 1.2: Podrobnejše specifikacije naprave STEMlab 125-14
Splošni podatki
Procesor Dvojedrni ARM Cortex-A9
FPGA Xilinx Zynq 7010 SOC
RAM 512 MB (4 Gb)
Sistemski pomnilnik Micro SD do 32 GB
Poraba moči 5 V, 2 A (max)
Vhodna kanala
Vzorčevalna frekvenca 125 MHz
ADC ločljivost 14 bit
Napetostno območje ±1 V (LV) ali ±20 V (HV)
Maks. vhodna napetost 30 V
Vhodna impedanca 1 MΩ / 10 pF
Izhodna kanala
Frekvenca 125 MHz
DAC ločljivost 14 bit
Napetostno območje ± 1 V
Najvišja strmina napetosti 200 V / µs
Izhodna impedanca 50 Ω
Razširitveni priključek
Digitalni vhodi in izhodi 16
Analogni vhodi 4
Napetostno območje vhodov 0 - 3.5 V
Vzorčevalna frekvenca 100 kHz
Ločljivost 12 bit
Analogni izhodi 4
Napetostno območje izhodov 0 - 1.8 V
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1.1 Predstavitev problema
Tema zaključnega dela se nanaša na signalni generator ali ASG (ang. Arbitrary Si-
gnal Generator) naprave STEMlab 125-14, pri katerem smo želeli povečati število
kanalov, ki jih lahko uporabljamo za generacijo signalov, in omogočiti dodatne
operacije med njimi.
V osnovi sta na voljo le dva kanala, katerima lahko tekom delovanja gene-
ratorja s pomočjo spreminjanja registrov nastavljamo amplitudi, frekvenci ter
enosmerni komponenti. Vsakega lahko pošljemo na enega izmed dveh hitrih ana-
lognih izhodov. Če želimo spremeniti obliko katerega izmed signalov ali pa na
primer oba kanala množiti med seboj in rezultat poslati na izhod, pa moramo
signal znova sintetizirati s programskim jezikom.
Signalni generator naprave STEMlab 125-14 je na FPGA vezju realiziran s
strojno opisnim jezikom Verilog [6], in sicer kot eden izmed osmih modulov, ki so
v obliki komponent intelektualne lastnine (ang. Intellectual Property) oz. jedra [7].
To je logični blok, ki je lahko sestavni del integriranega vezja oziroma ASIC (ang.
Application-Specific Integrated Circuit) ali FPGA vezja in je namenjen integraciji
v več različnih projektov, saj kompleksnost vezij narašča hitreje kot produktivnost
inženirjev. Tako lahko ponovna uporaba takih že načrtovanih in preverjenih
komponent v različnih vezjih močno zmanjša zapletenost in čas načrtovanja [8].
Naslovni prostor je dodeljen posameznim komponentam, kot prikazuje tabela
1.3. Vsaka komponenta ima na voljo 4 MB naslovnega prostora, vsi registri
so velikosti 32 bitov in imajo naslove poravnane na 4 bajte, prav tako pa je
minimalna velikost za prenos 4 bajte. Signalni generator zavzema naslove od
0x40200000 do 0x402FFFFF [7]. V prilogi A se nahaja tabela z naslovi, na
katere se zapisujejo vsi parametri signalnega generatorja in vrednosti generiranih
signalov.
Naš cilj je bil tako omogočiti poljubno število kanalov, katerim lahko s poši-
ljanjem določenih ukazov ali klicanjem različnih funkcij (in posledično spreminja-
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Tabela 1.3: Razdelitev naslovnega prostora
Začetni naslov Končni naslov Ime modula
0x40000000 0x400FFFFF Vzdrževanje (ang. housekeeping)
0x40100000 0x401FFFFF Osciloskop
0x40200000 0x402FFFFF Signalni generator
0x40300000 0x403FFFFF PID krmilnik
0x40400000 0x404FFFFF Analogni mešani signali
0x40500000 0x405FFFFF Veriženje (ang. daisy chain)
0x40600000 0x406FFFFF Prosto
0x40700000 0x407FFFFF Test napajanja
njem vrednosti v registrih) tekom delovanja spreminjamo parametre ali pa na njih
izvajamo poljubne operacije in rezultate pošiljamo na želen izhod. Želeli smo, da
se za operande lahko izbere tudi katerega izmed vhodnih signalov, kar omogoča
neposredno računanje z vhodi, in da je prav tako možno za vsak kanal posebej
nastaviti poljubno število bitov, s katerim bo signal v FPGA logiki realiziran.
Taka izvedba se lahko izkaže za uporabno pri eksperimentiranju in raziskova-
nju, saj omogoča kompleksnejše delovanje za razliko od osnovnih funkcij naprave.
Prav tako pa je bil moj cilj tudi natančneje razložiti postopek programiranja in
spreminjanja delovanja naprave ter tako ostalim uporabnikom olajšati delo.
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2 Delovanje signalnega generatorja
Signalni generator je na FPGA vezju opisan z jezikom Verilog oz. SystemVerilog.
Za spreminjanje kode generatorja se je uporabljal program Xilinx Vivado Design
Suite 2016.4 [9].
Spreminjanje parametrov signalnega generatorja in določanje oblike signa-
lov poteka s pošiljanjem vrednosti na ustrezne naslove, pri čemer FPGA logika
prebere naslove za pisanje in podatke zapiše v ustrezne registre. To lahko do-
sežemo z uporabo programskega jezika C [10] ali pa posredno s programskim
jezikom Python [11] preko SCPI (ang. Standard Commands for Programmable
Instruments) strežnika. Za pisanje v registre skrbi AXI vmesnik (ang. Advanced
eXtensible Interface) [12], ki sestoji iz petih različnih kanalov:
• naslovni kanal za branje
• naslovni kanal za pisanje
• podatkovni kanal za branje
• podatkovni kanal za pisanje
• kanal za odziv na pisanje
Podatki zato lahko potujejo med nadrejenim (ang. master) in podrejenim (ang.
slave) v obe smeri naenkrat [12]. Na sliki 2.1 je prikazana IP komponenta za
Zynq procesorski sistem, ki je del blokovne sheme v programu Vivado. Na desni
strani komponente je viden vmesnik M_AXI_GP0, ki predstavlja AXI vmesnik in s
11
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tem povezavo med PS in PL. Prek tega vmesnika se pošiljajo naslovne vrednosti
in podatki za pisanje v registre ter branje iz njih.
Slika 2.1: Komponenta za procesorski sistem v blokovni shemi
V modulu s procesorskim sistemom je narejen pretvornik iz kompleksnega
vodila AXI v enostavnejše sistemsko vodilo z vmesnikom sys. Na vmesnik sys
so priključene vse IP komponente programirljive logike in v glavnem modulu
(red_pitaya_top) predstavlja sistemsko vodilo, preko katerega lahko z npr. jezi-
kom C v registre zapisujemo vrednosti parametrov.
V glavnem modulu je tako v primeru signalnega generatorja naslovni ka-
nal za branje in pisanje predstavljen z vhodom sys[2].addr, podatkovni kanal
za pisanje z vhodom sys[2].wdata in podatkovni kanal za branje z izhodom
sys[2].rdata. V ta modul se iz ASG modula pošljeta digitalna signala dac_o_a
in dac_o_b, ki sta naprej povezana na digitalno-analogna pretvornika in predsta-








ASG kanalni modul A
red_pitaya_asg_ch.sv








Slika 2.2: Hierarhija modulov v jeziku SystemVerilog
ASG kanalni modul red_pitaya_asg_ch skrbi za zajemanje vrednosti iz med-
pomnilnika velikosti 16384 x 14 bitov in pošiljanje teh vrednosti na digitalno-
analogni pretvornik (slika 2.3). Vrednosti se v medpomnilnik zapišejo s pomočjo
programske opreme, le-ta pa tudi nastavlja krmilni avtomat za branje medpomnil-
nika (FSM, ang. Finite State Machine), način proženja (ang. trigger) in linearno
transformacijo vsakega izmed izhodov (upoštevanje enosmerne komponente ter
amplitude).
V ASG modulu red_pitaya_asg je koda, potrebna za pisanje v registre in
branje iz njih. Na začetku so definirani vsi parametri, ki jih je možno pri ge-
neratorju nastaviti, v nadaljevanju je definirana njihova postavitev na privzete
vrednosti (ko gre signal dac_rstn_i na 0), nato pa sledi koda, ki glede na naslov,
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Slika 2.3: Blokovna shema ASG kanalnega modula
določen s sys_addr, v register zapiše želeno vrednost parametra po podatkov-
nem kanalu sys_wdata. Primer kode za zapis registrov amplitude in enosmerne
komponente:
i f ( sys_addr [19:0 ]==20 ’ h4 ) set_a_amp <= sys_wdata [ 13 : 0 ] ;
i f ( sys_addr [19:0 ]==20 ’ h4 ) set_a_dc <= sys_wdata [ 16+13:16] ;
Na koncu modula pa je koda, ki skrbi za branje iz registrov. Primer za am-
plitudo in enosmerno komponento:
casez ( sys_addr [ 1 9 : 0 ] )
20 ’ h00004 : begin sys_ack <= sys_en ;
sys_rdata <= {2 ’h0 , set_a_dc , 2 ’ h0 , set_a_amp} ; end
endcase
V modulu je poleg omenjene kode za vsak kanal generatorja definiran nov
podmodul red_pitaya_asg_ch. Vhodi v podmodul so parametri in vrednosti
signala generatorja, prožila ter signali, ki nadzorujejo pisanje in branje vrednosti
signala v medpomnilnik (ang. buffer). Tu se v registre vrednosti signala najprej
zapisujejo, nato pa se pošiljajo na izhod podmodula in naprej v glavni modul. Pri
branju signala se upoštevajo nastavljeni parametri generatorja (npr. frekvenca in
amplituda). Koda v ASG modulu, ki določa, v kateri podmodul (in s tem kanal
generatorja) se bo pisal signal, je:
buf_a_we <= sys_wen && ( sys_addr [ 1 9 :RSZ+2] == ’ h1 ) ;
buf_b_we <= sys_wen && ( sys_addr [ 1 9 :RSZ+2] == ’h2 ) ;
V primeru torej, da je pisanje v registre omogočeno s sys_wen in da je naslov pisa-
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nja na območju naslovov s signalnimi vrednostmi, se bo v ustreznem podmodulu
omogočilo pisanje.
2.1 Spreminjanje registrov z jezikom C
Na napravi STEMlab 125-14 je spreminjanje parametrov generatorja in zapiso-
vanje vrednosti signalov mogoče preko aplikacijskega programskega vmesnika ali
API (ang. Application Programming Interface), realiziranega z jezikom C. API je
sestavljen iz več datotek, ki so namenjene delovanju IP komponent. V datotekah
so definirane funkcije, s katerimi lahko nastavljamo parametre, in funkcije, s kate-
rimi te parametre pošljemo na ustrezne naslove. Datoteke, potrebne za delovanje
generatorja, nastopajo v parih, in sicer ena s končnico .c ter druga s končnico .h.
Glavna datoteka API, ki vsebuje definicije funkcij, preko katerih kličemo funk-
cije iz vseh ostalih datotek, je rp.c. V datoteki rp.h pa so deklaracije teh funkcij
in definicije novih podatkovnih tipov. Ena izmed pomembnejših funkcij v rp.c
je rp_Init(), s katero nastavimo privzete parametre za posamezne komponente,
npr. amplitudo in frekvenco pri signalnem generatorju.
S funkcijami v rp.c lahko med drugim kličemo funkcije, definirane v datoteki
gen_handler.c. Te so odgovorne za nastavljanje parametrov signalnega gene-
ratorja, tako da jih posredujejo funkcijam iz datoteke generate.c. V slednji se
vhodni parametri signalov pretvorijo v obliko, ki je primerna za končen zapis v
registre.
Na začetku generate.c sta inicializirana kazalca (ang. pointer) za vrednosti
signalov v obeh kanalih in kazalec na strukturo tipa generate_control_t, kjer
so zbrane nadzorne nastavitve kanala (ponastavitev števca, prožilo, ...). Del te
strukture pa je tudi struktura tipa ch_properties_t, kjer so zbrane lastnosti
generiranega signala (npr. amplituda in enosmerna komponenta). Obe struk-
turi in konstante generatorja, npr. število bitov, maksimalna frekvenca in začetni
naslovi, so definirane v datoteki generate.h.
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Zapisovanje parametrov in vrednosti signalov na ustrezne naslove poteka tako,
da se najprej s klicem funkcije rp_Init() posredno izvede naslednja koda:
int generate_In i t ( ) {
cmn_Map(GENERATE_BASE_SIZE, GENERATE_BASE_ADDR, (void ∗∗) &generate ) ;
data_chA = ( int32_t ∗) ( ( char ∗) generate + (CHA_DATA_OFFSET) ) ;
data_chB = ( int32_t ∗) ( ( char ∗) generate + (CHB_DATA_OFFSET) ) ;
return RP_OK;
}
S tem se na začetku neusmerjeni kazalci usmerijo na naslove, s pomočjo katerih
FPGA logika vrednosti parametrov zapiše v ustrezne registre. Nato pa lahko
kličemo funkcije iz rp.c, ki posredno spreminjajo vrednosti na naslovih, kamor
kažejo ti kazalci.
Če na primer želimo nastaviti poljubno frekvenco generiranega signala, mo-
ramo klicati funkcijo rp_GenFreq(), ki ji kot vhod podamo kanal in frekvenco:
int rp_GenFreq ( rp_channel_t channel , f loat f r equency ) {
return gen_setFrequency ( channel , f r equency ) ;
}
Funkcija gen_setFrequency() pa je definirana v gen_handler.c kot:
int gen_setFrequency ( rp_channel_t channel , f loat f r equency ) {
i f ( f requency < FREQUENCY_MIN | | f requency > FREQUENCY_MAX) {
return RP_EOOR;
}
i f ( channel == RP_CH_1) {
chA_frequency = frequency ;
gen_setBurstPeriod ( channel , chA_burstPeriod ) ;
}
else i f ( channel == RP_CH_2) {
chB_frequency = frequency ;





generate_setFrequency ( channel , f r equency ) ;
s yn the s i z e_s i gna l ( channel ) ;
return gen_Synchronise ( ) ;
}
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Glede na podan kanal se najprej v ustrezno spremenljivko zapiše želena frekvenca,
nato pa se kliče funkcija generate_setFrequency() iz datoteke generate.c, v
kateri se glede na frekvenco in kanal izračuna parameter counterStep ter se nato
s pomočjo kazalca (ang. pointer) zapiše v strukturo tipa generate_control_t.
Ta zapis se zgodi s pomočjo funkcije, kateri kot vhod podamo kanal in kaza-
lec, slednjega pa funkcija nato usmeri na pravo strukturo (prvi ali drugi kanal
generatorja) ter tako parametru na tem naslovu priredi vrednost.
Nato se kliče funkcija synthesize_signal(), s katero sintetiziramo signal na
podlagi vrednosti signala in prej določenih parametrov. Ta funkcija se kliče tudi
v vseh funkcijah, v katerih spreminjamo lastnosti signala. Končni signal nato za-
pišemo na ustrezno mesto tako, da kazalec data_Out usmerimo na naslov, kamor
kažeta kazalca data_chA ali data_chB, in nato nanj pošiljamo želene vrednosti.
Funkcija gen_Synchronise() pa poskrbi za sočasno ponastavitev števcev, ki
bereta vrednosti signalov iz medpomnilnika.
Nastavitev frekvence izhodnega signala poteka natančneje tako, da se iz želene
frekvence izračuna parameter counterStep s pomočjo spodnjega izraza:
( uint32_t ) round (65536 ∗ f r equency / DAC_FREQUENCY ∗ BUFFER_LENGTH) ;
Rezultat mora zagotoviti, da bo števec v želeni časovni periodi dosegel celotno
dolžino pomnilnika (BUFFER_LENGTH), kjer je zapisan signal. Množenje s številom
65536 (216) je prisotno zato, ker se v kanalnem podmodulu spodnjih 16 bitov pri
branju vrednosti iz pomnilnika ne upošteva. Ker števec ves čas bere z najvišjo
možno frekvenco 125 MHz (DAC_FREQUENCY), je potrebno želeno frekvenco deliti
z najvišjo in jo pomnožiti z dolžino pomnilnika, da se nastavi utrezen korak, s
katerim bo števec večkrat v sekundi prišel skozi celoten pomnilnik.
Če bi bil npr. korak števca nastavljen na 1, bi bila izhodna frekvenca enaka
najvišji, deljeni z dolžino pomnilnika in z 216, kar znaša približno 0.116 Hz. Nasta-
vitev višjih frekvenc torej nastavi korak števca na količnik med želeno frekvenco
ter 0.116 Hz; pri 116 Hz bi bil korak števca enak 1000.
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Za lažjo predstavo poteka klicanja funkcij prek datotek vmesnika API je na
sliki 2.4 okrnjeno prikazan potek nastavitve amplitude. Napisane so datoteke
in glavne pripadajoče funkcije, ki sodelujejo pri zapisu parametra v registre. Z










Slika 2.4: Potek klicanja funkcij za nastavitev amplitude ASG pri vmesniku API
2.1.1 Proženje signalnega generatorja
Signalni generator je mogoče prožiti na tri načine [1]:
• neprekinjeno (kontinuirano) z notranjim proženjem,
• generiranje signalnih pulzov z notranjim proženjem,
• generiranje signalnih pulzov z zunanjim proženjem.
Pri prvem načinu klicanje funkcij, ki upravljajo z različnimi nastavitvami pro-
ženja, ni potrebno, saj se pri inicializaciji s funkcijo rp_Init() izbere notranje
kontinuirano proženje, pri čemer se vsi parametri pulzno proženje postavijo na 0.
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V ASG kanalnem podmodulu se zato že ob enkratnem proženju omogoči konti-
nuirano branje tabele z vrednostmi signala (branje bi se ustavilo, če bi se število
bralnih ciklov zmanjšalo na 1, vendar je že na začetku 0), medtem ko zaradi prej
nastavljenih parametrov ostane ponavljanje pulzov ves čas onemogočeno.
Za generiranje signalnih pulzov z notranjim proženjem pa je potrebno z ustre-
znim argumentom klicati funkcijo rp_GenMode(), ki nastavi pulzni način prože-
nja. Nato je potrebno klicati funkcije za nastavitev parametrov pulznega prože-
nja, in sicer število pulznih ponovitev, število ciklov branja tabele signala v eni
ponovitvi in zakasnitev med pulzi. Ker pa se pri inicializaciji samodejno nastavi
notranje kontinuirano proženje, je treba klicati funkcijo rp_GenTrigger(1), ki
nastavi pulzno proženje, nato pa s klicem funkcije v datoteki generate.c direk-
tno nastavi notranje proženje (s funkcijo v gen_handler.c bi se namreč zopet
nastavilo kontinuirano proženje).
V tem načinu se bo torej ob vsaki pulzni ponovitvi enkrat ali večkrat prebral
signal iz tabele (odvisno od parametra za število ciklov branja tabele), ponovitve
pa bodo med seboj razmaknjene za nastavljeno zakasnitev. V ASG kanalnem
podmodulu je to realizirano tako, da se parametri za pulzno proženje ob različnih
pogojih v vsakem urinem ciklu zmanjšajo za 1, pri tem pa se preverja, če so se
zmanjšali do 0.
Za tretji način proženja pa je izmed parametrov za pulzno proženje potrebno
nastaviti le število ciklov branja tabele signala, saj sta število pulzov in čas med
njimi določena z zunanjim signalom za proženje. Nato je treba klicati še funkciji
za nastavitev pulznega načina in zunanjega proženja.
V ASG kanalnem podmodulu se ob zunanjem prožilnem signalu postavi signal
dac_trig na 1, kar postavi signal za število ciklov branja na začetno vrednost,
določeno s prej nastavljenim parametrom. Obenem se tudi omogoči branje signala
dokler se število ciklov ne zmanjša na 1, ob naslednjem zunanjem prožilu pa se
postopek ponovi.
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2.2 Spreminjanje registrov preko SCPI strežnika
Spreminjanje parametrov signalnega generatorja lahko poteka tudi z jezikom
Python preko SCPI strežnika. Pri tem na ciljno napravo pošiljamo ukaze v obliki
znakovnega niza, s pomočjo katerega se po prejetju kliče ustrezna funkcija z že-
lenimi parametri. Izvorna koda za SCPI strežnik je napisana v jeziku C, in sicer
v .c in .h datotekah, ter se nanaša na kodo za API.
Za delovanje generatorja je pomembna datoteka generate.c, v kateri so de-
finirane nove funkcije, s katerimi kličemo API funkcije, opisane v poglavju 2.1.
V funkcijah, s katerimi zapisujemo parametre, na začetku definiramo nove spre-
menljivke za kanal in parametre. Nato se najprej izvede naslednja koda:
i f (RP_ParseChArgv( context , &channel ) != RP_OK) {
return SCPI_RES_ERR;
}
Ta iz prejetega znakovnega niza (context) razbere, kateremu kanalu želimo spre-
meniti lastnost, in na naslov prej definirane spremenljivke zapiše vrednost. Primer
niza za frekvenco je SOUR1:FREQ:FIX 4000. Nato pa se v primeru za spreminja-
nje frekvence kliče funkcija SCPI_ParamNumber(), ki iz prejetega niza prebere
vrednost parametra. Pri tem se pri vsakem klicu funkcij, ki berejo parametre,
upošteva vrednost za naslednjim presledkom v znakovnem nizu. Pri določanju
frekvence se tako najprej iz prvega dela ukaza razbere kanal, iz drugega, ločenega
s presledkom, pa frekvenca.
Potrebna pa je še koda, ki glede na prejet ukazni niz izbere in kliče ustrezno
funkcijo. Za to poskrbi datoteka scpi-commands.c, kjer je vsem možnih uka-
zom prirejena pripadajoča funkcija. Primer kode za nekaj možnih ukazov pri
signalnem generatorju, ki kličejo funkcije iz generate.c:
{ . pattern = "SOUR#:FUNC" , . c a l l b a ck = RP_GenWaveForm, } ,
{ . pattern = "SOUR#:FUNC?" , . c a l l b a ck = RP_GenWaveFormQ,} ,
{ . pattern = "SOUR#:VOLT" , . c a l l b a ck = RP_GenAmplitude , } ,
{ . pattern = "SOUR#:VOLT?" , . c a l l b a ck = RP_GenAmplitudeQ , } ,
3 Postopek nadgrajevanja signalnega
generatorja
V nadaljevanju je opisan potek spreminjanja kode signalnega generatorja. Naj-
prej so opisane spremembe kode v strojno opisnem jeziku SystemVerilog, nato
spremembe vmesnika API, napisanega v programskem jeziku C, na koncu pa
spremembe izvorne kode SCPI strežnika, prav tako v jeziku C, pri čemer pošilja-
nje ukazov poteka v jeziku Python.
Tekom poglavja so navedeni tudi koraki in ukazi, potrebni za posodabljanje
vseh nivojev kode ter delovanje signalnega generatorja na STEMlab 125-14.
3.1 Želeno delovanje signalnega generatorja
Delovanje signalnega generatorja, ki smo ga želeli doseči, je, da lahko v System-
Verilog kodi najprej določimo število kanalov generatorja, nato pa za vsak kanal
posebej število bitov, s katerim naj bo realiziran.
Blokovna shema, ki grobo opisuje delovanje nadgrajenega generatorja, je pri-
kazana na sliki 3.1. Na levi je prikazan blok, ki ima v primeru šestih kanalov
signalnega generatorja osem vhodnih signalov (dva sta signala iz analognih vho-
dov naprave). Spodaj so prikazani štirje vhodni parametri, ki določajo, katerega
izmed vhodnih signalov želimo izbrati za želen operand. Vsak par izhodnih ope-
randov pa gre naprej na enega izmed dveh blokov procesnega modula, kjer pri
vsakem spodnji vhodni parametri določajo operacijo, ki se bo na paru operandov
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Slika 3.1: Blokovna shema nadgrajenega generatorja
izvedla. Izhoda blokov gresta nato v glavni modul in na analogna izhoda naprave.
S spreminjanjem registrov preko vmesnika API v jeziku C ali preko SCPI stre-
žnika z jezikom Python določimo, katere štiri kanale generatorja želimo izbrati za
operande, pri čemer lahko za operand izberemo tudi vhodni signal. Na vsakem
paru operandov lahko izvedemo aritmetične operacije, tako da registra za določi-
tev operacije postavimo na eno izmed vrednosti, prikazanih v tabeli 3.1, kjer A
in B predstavljata en par operandov.
Tabela 3.1: Aritmetične operacije glede na vrednost registra
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Dodati smo želeli še možnost, da lahko izhoda ASG modula povežemo na
vhod modula za osciloskop, saj je tako opazovanje izhodnih signalov mogoče tudi
na sami napravi STEMlab, brez zunanjega osciloskopa.
3.2 Spreminjanje kode v strojno opisnem jeziku Verilog
Za spreminjanje FPGA logike je najprej potrebno ustvariti Vivado projekt za
napravo STEMlab, s katerim lahko izvedemo sintezo in implementacijo strojno
opisne kode ter tako generiramo bitni tok (ang. bitstream) za programiranje na-
prave. V operacijskem sistemu Windows to naredimo tako, da:
1. na računalnik prenesemo datoteke s spletnega GitHub repozitorija Red Pi-
taye https://github.com/RedPitaya/RedPitaya/,
2. odpremo datoteko red_pitaya_vivado_project.tcl v mapi fpga in v 8.
vrstici namesto cd prj/$::argv napišemo cd prj/classic/$::argv,
3. odpremo ukazno vrstico Vivada (v našem primeru Vivado 2016.4 Tcl Shell)
in se v njej s pomočjo ukaza cd postavimo v mapo fpga,
4. kličemo ukaz source red_pitaya_vivado_project.tcl in odpremo Vi-
vado projekt, ki se ustvari v mapi fpga/prj/classic/project.
Sedaj lahko urejamo kodo in ustvarimo nov bitni tok za programiranje.
Za preprostejše testiranje in boljše razumevanje delovanja ASG modula smo
naredili simulacijo v programu Vivado Design Suite 2016.4, s katero smo določili
preprosto obliko signala in nastavili osnovne parametre za delovanje generatorja.
3.2.1 Simulacija generatorja s programom Vivado 2016.4
Za simulacijo generatorja smo v jeziku SystemVerilog napisali preprosto testno
strukturo (ang. testbench) z imenom gen_tb. Ta mora poleg signala za uro in
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signala za ponastavitev parametrov generatorja nastavljati tudi naslednje pri-
ključke komponente red_pitaya_asg, ki so del sistemskega vodila sys:
1. sys_addr – 32-bitni naslov za izbiro registrov modula (pri tem posamezen
modul dekodira le spodnjih 20 bitov),
2. sys_wdata in sys_rdata – 32-bitna podatkovna vodila za pisanje oz. branje
registrov,
3. sys_wen in sys_ren – kontrolna signala za pisanje oz. branje registrov,
4. sys_ack – signal za potrditev prenosa podatkov,
5. sys_err – signal za napako pri prenosu podatkov.
Zadnjih dveh signalov pri simulaciji nismo uporabili, saj za delovanje testne struk-
ture nista nujno potrebna.
Na začetku kode so definirani osnovni signali, kot so ura, naslov in podatek
za zapis, ter parametri, kot so dolžina signala oz. medpomnilnika in oba začetna
naslova za vrednosti signalov. Za začetek pisanja v registre je potrebno vhod
sys_wen nastaviti na 1, nato pa sledijo štiri zanke for, ki določajo zapisovanje
trikotnega signala v medpomnilnika obeh kanalov. Primer kode za zapis ene
periode trikotnega signala v prvi kanal generatorja:
for ( i =0; i <(buf_len /2+1); i++) begin
sys_addr <= i ∗4 + o f f s e t_a ;
#TP;
sys_wdata <= −15∗ i + 1900 ;
end
for ( i =(buf_len /2+1); i<buf_len ; i++) begin
sys_addr <= i ∗4 + o f f s e t_a ;
#TP;
sys_wdata <= −15∗(buf_len − i ) + 1900 ;
end
V prvi zanki je opisano padanje, v drugi pa naraščanje vrednosti, naslov pa
se v vsaki ponovitvi poveča za 4 bajte (32 bitov). Po vsaki spremembi naslova
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dodamo zakasnitev za časovno periodo TP, ki je na začetku kode definirana kot
8 ns. Dolžina periode signala (buf_len) je v tem primeru 512, začetni naslov
za vrednosti signala (offset_a) pa je 0x10000, saj je začetni naslov registrov za
signalni generator že definiran kot 0x40200000 preko sistemskega vodila. Podobno
je narejeno tudi za drugi kanal generatorja, le z drugim začetnim naslovom in
manjšo amplitudo ter manjšo enosmerno komponento.
Razlog, da najprej nastavimo naslov, vrednost pa šele po zakasnitvi celega
urinega cikla, je to, da se prva vrednost signala pri sočasni določitvi ne zapiše
v medpomnilnik in tako dobimo drugačen signal kot želimo. Pri nastavljanju
parametrov pa je potrebno naslov in želeno vrednost nastaviti naenkrat, šele
nato klicati zakasnitev:
sys_addr <= 32 ’ h10 ; sys_wdata <= 32 ’ h10000 ; #TP;
Po zapisu vrednosti signalov je za en urin cikel potrebno postaviti vhodni
signal ASG komponente rstn na 0, da se vrednosti parametrov iz priloge A
postavijo na privzete vrednosti, npr. amplituda na 0x2000 (kar pomeni množenje z
1) in števec, ki bere zapisan signal, na 0. Nastavimo še ostale potrebne parametre
(za oba kanala), in sicer:
• korak števca prvega kanala (ang. counter step) na 0x10000, kar pomeni
spremembo vrednosti v vsakem ciklu s korakom po 1, saj se pri branju
vrednosti v kodi spodnjih 16 bitov ne upošteva, korak števca drugega kanala
pa na 0x20000, kar pomeni dvakrat večjo frekvenco,
• končno vrednost števca (ang. counter wrap) na 0x1FFFFFF, kar predstavlja
dolžino zapisane periode signala 512, premaknjeno za 16 bitov v levo in
zmanjšano za 1,
• izbiro prožila (ang. trigger selector) na 0x1 za oba kanala, kar pomeni ta-
kojšnje (notranje) proženje.
Sledi še povezava testnega modula z ASG modulom red_pitaya_asg. Po zagonu
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simulacije dobimo valovno obliko (ang. waveform), katere začetek je prikazan na
sliki 3.2.
Slika 3.2: Začetni del valovne oblike pri simulaciji s testno strukturo
Iz slike je razvidno spreminjanje naslova od začetne vrednosti naprej s korakom
po 4 bajte in začetno padanje vrednosti trikotnega signala. Na enak način poteka
tudi zapisovanje parametrov. Vrednost signala sys_rdata se avtomatsko postavi
na vrednost, ki je zapisana na trenutnem naslovu, razen pri branju vrednosti
signala, kjer mora najprej biti sys_wen na 0.
Ponavljajoči se periodi zapisanih signalov sta prikazani na sliki 3.3, pri čemer
ima signal dac_b na drugem kanalu manjšo amplitudo in dvakrat večjo frekvenco.
3.2.2 Spremembe v glavnem modulu
V glavnem modulu red_pitaya_top ni bilo potrebnih veliko sprememb. Spre-
meniti je bilo treba instanciranje oziroma povezavo z ASG modulom, saj smo
kot del nadgradnje signalnega generatorja želeli dodati možnost, da za operand
lahko izberemo tudi katerega izmed vhodnih signalov. Želeli smo tudi omogočiti
pošiljanje izhodov signalnega generatorja na vhod modula za osciloskop.
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Slika 3.3: Zapisana trikotna signala s testno strukturo
Zaradi teh sprememb smo pri kodi za instanciranje ASG modula dodali tri
vrstice kode:
. send_scope ( send_scope ) ,
. adc_in_a ( adc_dat [ 0 ] ) ,
. adc_in_b ( adc_dat [ 1 ] ) ,
S tem ASG modulu dodamo dva vhoda in en izhod za določanje, ali želimo izhod
generatorja poslati na vhod osciloskopa. Za slednje smo morali zakomentirati že
napisana assign stavka za signal adc_dat[] in v modul dodati dve vrstici kode,
ki z uporabo pogojnega operatorja (ang. ternary operator) določata, kaj naj se
zapiše v vhodna signala osciloskopa. Vrstica za adc_dat[0]:
assign adc_dat [ 0 ] = send_scope ?
dac_a : {adc_dat_raw [0 ] [ 1 4 −1 ] , ~adc_dat_raw [ 0 ] [ 1 4 − 2 : 0 ] } ;
V primeru, da je signal send_scope enak 0, se torej vhoda adc_dat postavita na
vrednosti, ki sta trenutno priključeni na analogna vhoda. V nasprotnem primeru
pa se na vhoda modula za osciloskop zapišeta dva 14-bitna vektorja vrednosti v
dvojiškem komplementu, dobljena tako, da surovim podatkom iz AD pretvornika
negiramo vse bite razen najvišjega.
Na koncu smo še združili vhoda za proženje v ASG modul trig_a_i in
trig_b_i v skupni vhod trig_i.
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3.2.3 Spremembe v modulu signalnega generatorja
V modulu signalnega generatorja smo želeli omogočiti poljubno število kanalov in
tudi poljubno število bitov za posamezen kanal. Zato smo v začetku deklaracije
ASG modula definirali tri nove parametre:
• parameter CN za določitev števila kanalov generatorja – območje vrednosti
je med 1 in 8,
• parameter BN, ki ima toliko elementov kot je število kanalov (CN), pri čemer
vsak element določa število bitov za posamezen kanal – območje vrednosti
posameznega elementa je med 1 in 14,
• parameter MN, katerega je potrebno nastaviti na največjo izmed vrednosti
elementov v BN; ta parameter je vključen zato, da se koda prilagodi na
najmanjše možno število bitov in ne računamo po nepotrebnem s 14 biti –
območje vrednosti je med 1 in 14.
V deklaraciji modula smo dodali dva 14-bitna vhoda za analogna vhoda, izhod
send_scope za pošiljanje na vhod in združen vhod za proženje trig_i.
Po deklaraciji modula sledijo deklaracije spremenljivk oz. signalov kot so para-
metri signalnega generatorja, signali za nadzor pisanja vrednosti v medpomnilnik
in signali za proženje. Originalno je vsak signal definiran za dva kanala, ker
pa smo želeli poljubno število kanalov, smo na koncu vsake deklaracije dodali
[CN-1:0], kar ustvari CN instanc vsakega signala. Dodati je bilo potrebno še
nekaj novih deklaracij, in sicer za:
• matriko dac_o_sig, v kateri so združeni signali iz vseh kanalov generatorja,
• signale, s katerimi izberemo štiri operande in definiramo operacije, ki se
bodo izvedle na njih,
• kalibracijske parametre, s katerimi kalibriramo amplitudo in enosmerno
komponento izhodnih signalov,
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• signale, ki predstavljajo operande in so dolgi MN bitov,
• signala, na katera sta povezana izhoda iz novega procesnega modula, opi-
sanega v poglavju 3.2.4.
Sledi instanciranje procesnega modula, pri katerem so vhodi kalibracijski pa-
rametri, signali za izbiro operacij in signali, ki predstavljajo operande, izhoda pa
sta signala po izvedbi operacij med operandi. V procesni modul posredujemo tudi
parametre CN, BN in MN. Dodani sta še dve vrstici, kjer z uporabo dveh assign
stavkov premaknemo izhoda levo za razliko med 14 in MN (operandi so namreč
MN-bitni), saj mora biti končen signal, ki ga pošljemo v glavni modul, dolg 14
bitov.
Dodali smo tudi always blok, v katerem so štirje case stavki, vsak za enega
izmed operandov. V njih se glede na vrednost registra za izbiro operandov vsa-
kemu operandu priredi signal. Privzeta možnost vsakega stavka je, da za operand
izberemo želeno vrstico iz matrike dac_o_sig, če pa register za izbiro nastavimo
na 0b110 ali 0b111, pa se za operand izbere eden izmed vhodnih signalov modula
za osciloskop::
case ( sel_op_a )
3 ’ b110 : op_a = adc_in_a >> (14−MN) ;
3 ’ b111 : op_a = adc_in_b >> (14−MN) ;
default : op_a = dac_o_sig [ sel_op_a ] << (MN−BN[ sel_op_a ] ) ;
endcase
Naslednji del kode je namenjen instanciranju modula red_pitaya_asg_ch.
Ker smo želeli poljubno število kanalov, smo uporabili stavek generate skupaj z
zanko for. Potrebno je narediti CN iteracij instanciranja modula, kjer pri vsaki
iteraciji v modul pošljemo ustrezne instance signalov oz. parametrov, deklariranih
na začetku, in ustrezen parameter za število bitov iz vektorja BN. Na ta način se
za vsak kanal ustvari en podmodul, v vsakem pa je signal zapisan s poljubnim
številom bitov.
Na podoben način smo generate in for stavka uporabili pri nastavljanju
buf_we signalov, ki omogočajo pisanje signalov generatorja v medpomnilnik, kjer
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smo pri branju naslova za pisanje uporabili indeks:
buf_we [ i ] <= sys_wen && ( sys_addr [ 1 9 :RSZ+2] == ( i +1) ∗ ’ h1 ) ;
Enako smo storili pri nastavitvi parametrov na privzete vrednosti v primeru
zahteve po resetiranju. Pri tem je nastavitev parametra za amplitudo pogojena
s številom bitov v vektorju BN, saj se kasneje vrednosti signala množijo s tem
parametrom. Tako je pri npr. 12-bitnem signalu ta parameter enak 0x800.
Nato sledi koda za zapisovanje vrednosti parametrov v registre. Tu smo zapi-
sovanje parametrov za resetiranje števca in proženje spremenili tako, da smo
uporabili dva različna registra (in njune instance). Vrednosti, ki se pošljejo
na originalne naslove teh parametrov (npr. 0x00 in 0x44), zapišemo v registra
trig_src_s in set_rst_s, ki se uporabljata le pri branju vrednosti. V registra
trig_src in set_rst pa se zapišejo vrednosti, poslane na naslov 0x100C, ki se
potem uporabijo za proženje kanalov signalnega generatorja in resetiranje štev-
cev. To smo storili zato, da lahko vse kanale prožimo in resetiramo naenkrat, saj
z jezikom C ne moremo spremeniti registrov na dveh različnih naslovih naenkrat,
torej bi lahko naenkrat prožili in resetirali le dva kanala. Tako smo na naslovu
0x100C združili signale za proženje in resetiranje vseh kanalov, da se v FPGA
logiki vsi spremenijo naenkrat.
Pri kodi za zapisovanje v registre je bilo zaradi posplošitve na poljubno število
kanalov potrebno najti pravilen izraz za določitev naslova v odvisnosti od inde-
ksa. Upoštevati je treba, da so določeni parametri generatorja združeni na istem
naslovu za dva kanala (npr. 0x00, 0x44, ...), zato je za vsak naslednji par kanalov
potrebno začetnemu naslovu poleg osnovnega zamika 0x20 prišteti še 0x4:
i f ( sys_addr [19 :0 ]==(20 ’ h4+(20 ’h20∗ i )+(20 ’ h4 )∗ ( i >>1))) set_dc [ i ] <= . . .
V naslednjem always bloku, kjer nismo uporabili generate in for stavkov,
smo najprej določili resetiranje registrov za nove parametre (izbira operandov
in operacij, kalibracijski parametri ter pošiljanje na vhod), nato pa dodali kodo
za zapisovanje teh parametrov v ustrezne registre. Naslovi za zapisovanje so na
območju od 0x1000 do 0x1008.
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V tabeli 3.2 so prikazani naslovi dodanih registrov (procesni modul, proženje
in resetiranje kanalov), parametri, ki se v njih zapisujejo, ter število bitov za vsak
parameter.
Tabela 3.2: Naslovi in velikosti registrov za dodane parametre
Začetni naslov Parameter Št. bitov Opis
0x40201000 sel_op_a 3 izberi operand A
sel_op_b 3 izberi operand B
sel_op_c 3 izberi operand C
sel_op_d 3 izberi operand D
def_a 3 operacija med A in B
def_b 3 operacija med C in D







0x4020100C r_trig 4 · CN proženje kanalov
r_rst CN ponastavitev števcev
Sledi del, namenjen branju iz registrov. Za preprostejše branje registrov za
proženje in resetiranje števcev smo pred tem z uporabo assign stavkov sestavili
signala r_trig in r_rst. Znotraj always bloka je najprej koda za branje registrov
na naslovih od 0x1000 do 0x100C. Za branje registrov, ki imajo več instanc, pa
smo uporabili zanko for, vendar brez stavka generate, saj bi se drugače ustvarilo
več always blokov, v katerih signalu sys_rdata naenkrat prirejamo vrednosti,
tega pa SystemVerilog ne dovoli.
Za branje iz posameznih naslovov smo najprej uporabili zaporedje if stavkov,
vendar se je po pregledu zasnove vezja (ang. Elaborated Design) v Vivadu izkazalo,
da je shema vezja bolj preprosta in pregledna pri uporabi case stavkov. Prav tako
je po sintezi število uporabljenih LUT manjše. Razlog za to je, da SystemVerilog
if stavke razume kot med seboj neizključujoče, zato jih gnezdi enega v drugega
in je posledično izhod vsakega multiplekserja vezan na vhod naslednjega. Pri
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case stavku pa se primere razume kot izključujoče. Na sliki 3.4 je viden del vezja
za generator z enim 12-bitnim kanalom pri uporabi if stavkov, na sliki 3.5 pa pri



























































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































Slika 3.5: Shema dela vezja, realiziranega s case stavki
3.2.4 Nova datoteka za procesni modul
Za izvajanje aritmetičnih operacij med izbranimi operandi smo v jeziku SystemVe-
rilog napisali nov procesni modul z imenom red_pitaya_asg_proc. V deklaraciji
modula najprej definiramo parametre CN, BN in MN, nato MN-bitna izhoda in na
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koncu še vhode – MN-bitne operande ter kalibracijske parametre, 3-bitne signale
za izbiro operacij in uro.
Nato sledijo deklaracije vmesnih signalov, potrebnih za izvajanje operacij med
operandi:
l o g i c [ MN: 0 ] res_a_sig , res_b_sig ;
l o g i c [ MN: 0 ] asg_a_sum , asg_b_sum ;
l o g i c [MN∗2+1:0] asg_a_mult , asg_b_mult ;
l o g i c [MN∗2−1:0] res_a_mult , res_b_mult ;
Računanje z operandi smo opisali v always bloku, kjer smo za vsakega izmed
dveh izhodov, ki gresta naprej v glavni modul, najprej napisali case stavek:
case ( def_a )
3 ’ b000 : res_a_sig <= $s igned (op_a ) ;
3 ’ b001 : res_a_sig <= $s igned(−op_a ) ;
3 ’ b010 : res_a_sig <= $s igned (op_a) + $s igned (op_b ) ;
...
3 ’ b111 : begin
res_a_mult <= $s igned (op_a) ∗ $s igned (op_b ) ;
res_a_sig <= $s igned ( res_a_mult [MN∗2−1:MN−1 ] ) ;
end
default : res_a_sig <= $s igned (op_a ) ;
endcase
V njem se za vsako možno vrednost registra def_a izvede pripadajoča aritme-
tična operacija, kot je prikazano v tabeli 3.1. Pri vseh izrazih za operacije smo
pred operande dodali oznako $signed, da SystemVerilog ve, da računamo s pred-
značenimi števili, in najpomembnejši bit upošteva kot predznak.
Pri vseh operacijah, razen pri množenju, se rezultat zapiše neposredno v signal
res_a_sig, ki ima MN+1 bitov, da ne pride do prelivanja bitov pri seštevanju in
odštevanju. Pri množenju pa smo za rezultat množenja operandov uporabili vme-
sni signal res_a_mult, ki ima MN*2 bitov, saj množimo dva MN-bitna operanda.
Nato smo pri zapisu v res_a_sig izpustili spodnjih MN-1 bitov, ker je napetostno
območje izhodov ±1 V in je +1 V pri npr. 14-bitnem zapisu predstavljen s šest-
najstiškim številom 0x2000. Za ohranitev napetostnega območja je zato signal
potrebno deliti s številom 0x2000 (oz. izpustiti spodnjih 13 bitov).
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Dodali smo tudi kodo, ki najprej rezultat množi s kalibracijskim parametrom
za amplitudo, nato zopet izpusti spodnjih MN-1 bitov in prišteje še kalibracijski
parameter za enosmerno komponento:
asg_a_mult <= $s igned ( res_a_sig ) ∗ $s igned ({1 ’ b0 , calib_amp_a } ) ;
asg_a_sum <= $s igned ( asg_a_mult [MN∗2−1:MN−1]) + $s igned ( calib_dc_a ) ;
Vmesni signal asg_a_mult ima 2*(MN+1) bitov, saj imata oba operanda MN+1
bitov (pri drugem je na začetek dodana ničla), prav tako tudi signal asg_a_sum.
Tega dobimo tako, da pri signalu asg_a_mult izpustimo spodnjih MN-1 bitov,
zgornjih dveh pa ne upoštevamo, saj zaradi dodane ničle pred kalibracijskim
parametrom in z upoštevanjem, da je slednji pozitiven, za to ni potrebe.
Sledi še koda, ki poskrbi za nasičenje z uporabo pogojnega operatorja:
asg_a_out <= ^asg_a_sum [MN:MN−1] ?
{asg_a_sum [MN] , {MN−1{~asg_a_sum [MN]}}} : asg_a_sum [MN−1 : 0 ] ;
Najprej se na dveh najvišjih bitih rezultata asg_a_sum izvede funkcija XOR. V
primeru, da je rezultat enak 1 (bita sta 01 ali 10), pomeni, da je pri seštevanju
prišlo do preliva (ang. overflow) zato izhodu ustrezno priredimo največjo ali naj-
manjšo možno vrednost. Kadar pa je rezultat XOR funkcije enak 0 (bita sta 00
ali 11), do preliva ni prišlo, zato v izhod zapišemo spodnjih MN bitov.
Do preliva pride le, kadar sta seštevana signala enakih predznakov. Tu je
potrebno upoštevati, da je signal asg_a_sum dolg 15 bitov, zato imajo 14-bitne
negativne vrednosti 15. in 14. bit enak 1. Če v primeru dveh pozitivno predzna-
čenih 14-bitnih vrednostih (14. bit je torej enak 0) pride do preliva, je 15. bit
vedno 0, 14. pa 1, torej je rezultat XOR funkcije enak 1. Pri negativno pred-
značenih vrednostih (15. in 14. bit sta enaka 1) pa je v primeru preliva 15. bit
vedno 1, 14. pa 0, torej je rezultat XOR funkcije spet 1.
Če na primer s pomočjo vektorja BN nastavimo signale v vseh ASG kanalnih
modulih kot 12-bitne, moramo tudi parameter MN nastaviti na 12. Tako bodo
vsi operandi in tudi izhoda procesnega modula 12-bitni, izhoda ASG modula pa
14-bitna (prej pomaknjena za ustrezno število bitov), saj sta digitalna izhoda
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naprave vedno zapisana s 14 biti.
Signala res_a_sig in res_b_sig bosta v tem primeru 13-bitna, vmesna pro-
dukta asg_a_mult in asg_b_mult 26-bitna, izhod asg_a_out pa bo po preverja-
nju nasičenja imel 12 bitov.
3.2.5 Spremembe v podmodulu signalnega generatorja
Spremembe, ki smo jih naredili v modulu red_pitaya_asg_ch, so bile potrebne
zaradi možnosti izbire poljubnega števila bitov za vsak kanal. Na začetku mo-
dula deklariramo parameter BN, nato pa ga uporabimo pri deklaraciji vhodov in
izhodov (npr. pri izhodnem signalu dac_o in vhodnih parametrih za amplitudo
ter enosmerno komponento). Tudi velikost medpomnilnika, signali, ki berejo iz
njega, in vmesni signali pri računanju so pogojeni s parametrom BN.
Nastavljanje amplitude in enosmerne komponente izhodnega signala je izve-
deno na podoben način kot pri upoštevanju kalibracijskih parametrov v proce-
snem modulu iz poglavja 3.2.4. Tudi nasičenje je opisano enako kot v procesnem
modulu. Nova koda se od originalne razlikuje le po zapisu indeksov s parametrom
BN.
3.2.6 Simulacija spremenjenega signalnega generatorja
Po spremembi kode smo uporabili že narejeno testno strukturo gen_tb iz poglavja
3.2.1. Da smo preverili, če koda pravilno deluje, smo v ASG modulu parameter
za število kanalov nastavili na 6, vsa števila bitov pa na 12. V testni strukturi je
bilo potrebno dodati kodo za:
• zapis dodatnih štirih trikotnih signalov v medpomnilnik,
• zapis parametrov za nove štiri kanale, in sicer na naslove, ki smo jih z
indeksom i definirali v ASG modulu,
• zapis novih parametrov za izbiro operandov in operacij na naslov 0x1000, in
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sicer vrednost 0x3A688, kar na prvi izhod pošlje vsoto prvih dveh kanalov,
na drugega pa zmnožek 3. in 4. kanala,
• nastavitev prožil na naslovu 0x100C, da se vsi kanali prožijo naenkrat.
Na sliki 3.6 sta prikazana oba izhoda in vseh šest kanalov generatorja. Prvima
dvema smo definirali nekoliko večje vrednosti kot ostalim štirim, zato na prvem
izhodu pride do preliva pri seštevanju, vendar nasičenje poskrbi za omejitev.
Drugi izhod pa je zmnožek 3. in 4. kanala in ima obliko kvadratne funkcije. Oba
Slika 3.6: Valovna oblika simulacije spremenjenega generatorja
izhoda sta prilagojena na 14 bitov, zato je vrednost štirikrat večja kot pri 12
bitih, pri množenju pa je rezultat prilagojen še napetostnemu območju ±1 V in
je dodatno deljen z 0x800, kar pri 12 bitih predstavlja 1 V.
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3.3 Spreminjanje kode v vmesniku API
V tem poglavju so najprej opisani potrebni koraki za omogočanje delovanja signal-
nega generatorja preko vmesnika API, nato pa so opisane spremembe datotek,
potrebne za nastavljanje registrov dodanih kanalov in parametrov na naslovih od
0x1000 do 0x100C (poglavje 3.2.3).
3.3.1 Zagon signalnega generatorja preko vmesnika API
Za testiranje delovanja ASG preko vmesnika API smo morali najprej posodo-
biti pomnilniško kartico naprave STEMlab na najnovejšo različico z upošte-
vanjem navodil na spletni strani dokumentacije Red Pitaye [2]. Nato smo
oba izhoda naprave povezali z osciloskopom in napravo z Ethernet kablom
priključili na računalnik. S programom MobaXterm [13] smo se preko SSH
(ang. Secure Shell) protokola povezali na strežniški naslov rp-f01216.local,
pri čemer je f01216 zadnjih šest znakov MAC naslova naprave. Prenesli
smo datoteke s spletnega GitHub repozitorija s klicanjem ukaza git clone
https://github.com/RedPitaya/RedPitaya.git v mapo /root/, nato pa:
1. se postavili v mapo /root/RedPitaya/ in klicali ukaz make api,
2. klicali ukaz rw za omogočanje pisanja in kopirali ustvarjeno knjižnico
librp.so iz mape build/lib/ v mapo /opt/redpitaya/lib/,
3. klicali ukaza export LD_LIBRARY_PATH=/opt/redpitaya/lib in cat
/opt/redpitaya/fpga/fpga_0.94.bit > /dev/xdevcfg ter se postavili v
mapo Examples/C/,
4. klicali ukaz make generate_arbitrary_waveform,
5. ustvarjeno aplikacijo zagnali z ukazom ./generate_arbitrary_waveform.
V datoteki generate_arbitrary_waveform.c so klicane funkcije iz datoteke
rp.c, potrebne za delovanje ASG. Najprej se kliče funkcija rp_Init(), ki para-
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metre generatorja postavi na privzete vrednosti, nato pa so s pomočjo funkcije
malloc() deklarirani kazalci za zapis časovnega signala in obeh izhodnih signalov.
Po določitvi signalov moramo nato za vsak kanal klicati naslednje funkcije:
rp_GenWaveform(RP_CH_1, RP_WAVEFORM_ARBITRARY) ;
rp_GenArbWaveform(RP_CH_1, x , bu f f_s i z e ) ;
rp_GenAmp(RP_CH_1, 0 . 8 ) ;
rp_GenFreq (RP_CH_1, 4 0 0 0 . 0 ) ;
rp_GenOutEnable (RP_CH_1) ;
S tem na prvi izhod (RP_CH_1) pošljemo signal x z amplitudo 0.8 V ter frekvenco
4 kHz. Na koncu s funkcijama free() in rp_Release() še sprostimo pomnilnik.
V našem primeru smo najprej definirali dva enaka sinusna signala:
for ( int i = 0 ; i < bu f f_s i z e ; ++i ) {
x [ i ] = 1 .0∗ s i n ( t [ i ] ) ;
y [ i ] = 1 .0∗ s i n ( t [ i ] ) ;
}
Nato smo jima s prej omenjenimi funkcijami nastavili želeni amplitudi in fre-
kvenci. Po zagonu ustvarjene aplikacije sta se na osciloskopu pravilno prikazala
definirana sinusna signala (slika 3.7), prvi z amplitudo 0.8 V in frekvenco 4 kHz,
drugi z amplitudo 0.5 V in frekvenco 2 kHz.
3.3.2 Spremembe v datotekah rp.c in rp.h
V datoteki rp.h je bilo potrebnih le nekaj manjših sprememb. Na začetku da-
toteke smo dodali definicijo za konstanto ASG_CHANNEL_NUM, ki določa število
kanalov signalnega generatorja, in definicijo novega celoštevilskega podatkovnega
tipa rp_channel_num, s katerim lahko izberemo katerikoli kanal, ne le prvega ali
drugega, kot je originalno definirano. Nato smo dodali deklaracije vseh novih
funkcij, definiranih v datoteki rp.c:
int rp_GenSetCalibParams ( ) ;
// nas tav i parametre za k a l i b r a c i j o f un k c i j s k e g a genera tor ja
int rp_GenSetOperands (char set_A , char set_B , char set_C , char set_D ) ;
// do l o c i operande
int rp_GenDefOperation (char def_A , char def_B ) ;
// do l o c i o p e r a c i j i med vsakim parom operandov
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Slika 3.7: Signala na osciloskopu pri testiranju API vmesnika
int rp_GenSendToScope ( bool send_scope ) ;
// p o s l j i s i gna l a na vhod modula za o s c i l o s k op
int rp_SetTrigger ( ) ;
// nas tav i prozen je kanalov
int rp_SMreset (unsigned short SM_select ) ;
// ponas tav i s t e v c e kanalov
Na koncu smo še pri vseh funkcijah, ki upravljajo z generatorjem, spremenili
podatkovni tip za izbiro kanala v rp_channel_num.
V rp.c smo dodali definicije novih funkcij, kjer vsaka izmed funkcij le vrne
vrednost pripadajoče nove funkcije iz datoteke generate.c (poglavje 3.3.3), kli-
cane z enakimi parametri. Tudi tu smo pri funkcijah za delovanje generatorja
spremenili podatkovni tip za izbiro kanala v rp_channel_num.
Da smo zagotovili hkratno proženje vseh kanalov, brez da bi morali funkcijo
za proženje vsakič posebej klicati v C datoteki za nastavljanje parametrov in
izhodnih signalov generatorja, smo v funkcijo rp_Init() na koncu dodali kodo
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za klic funkcije rp_SetTrigger(), tako da se proženje samodejno zgodi ob zagonu
generatorja.
3.3.3 Spremembe v datotekah generate.c in generate.h
V datoteki generate.h smo najprej spremenili definicije konstant na začetku
datoteke. Začetna naslova za vrednosti obeh signalov generatorja smo združili v
CH_DATA_OFFSET z vrednostjo 0x10000. Spremenili smo velikost generatorskega
modula tako, da je odvisna od števila kanalov, in dodali velikost za parametre
posameznega kanala ter začetni naslov parametrov iz tabele 3.2:
#define GENERATE_BASE_SIZE 0x10000 + (ASG_CHANNEL_NUMBER ∗ 0x10000 )
#define GENERATE_CH_SIZE 0x00044
#define OP_OFFSET 0x01000
Definirali smo tip strukture generate_op_t, v kateri smo kot unsigned int
določili 3-bitne spremenljivke za izbiro operandov in operacij, 1-bitno spremen-
ljivko za pošiljanje na vhod, 14-bitne kalibracijske parametre ter spremenljivki
SetTrigger in SMreset, s katerima lahko naenkrat prožimo ali resetiramo števce
izbranih kanalov. Pri tem ima SetTrigger 4-krat več bitov kot je kanalov, torej 4-
bitni parameter za proženje vsakega kanala, SMreset pa toliko bitov kot kanalov,
saj z njim določimo, katere kanale želimo resetirati. Izsek definicije strukture:
typedef struct generate_op_s {
unsigned int SetOperandA : 3 ; // i z v o r prvega operanda
unsigned int SetOperandB : 3 ; // i z v o r drugega operanda
unsigned int SetOperandC : 3 ; // i z v o r t r e t j e g a operanda
unsigned int SetOperandD : 3 ; // i z v o r c e t r t e g a operanda
unsigned int ADefineOperation : 3 ; // operac i j a med prvim parom operandov
unsigned int BDefineOperation : 3 ; // operac i j a med drugim parom operandov
unsigned int SendToScope : 1 ; // p o s i l j a n j e na vhod o s c i l o s kopa
unsigned int : 1 3 ;
unsigned int ACalibScale : 1 4 ; // k a l i b r a c i j a ampl i tude za prv i i zhod
unsigned int : 2 ;
unsigned int ACal ibOffset : 1 4 ; // k a l i b r a c i j a enosmerne komponente
unsigned int : 2 ; // za prv i i zhod
unsigned int BCal ibScale : 1 4 ; // k a l i b r a c i j a ampl i tude za drug i i zhod
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unsigned int : 2 ;
unsigned int BCal ibOf f set : 1 4 ; // k a l i b r a c i j a enosmerne komponente
unsigned int : 2 ; // za drug i i zhod
unsigned int SetTr igger :ASG_CHANNEL_NUMBER ∗ 4 ; // prozen je kanalov
unsigned int SMreset :ASG_CHANNEL_NUMBER; // ponas tav i t e v s t e v c e v
unsigned int : 32 − 5 ∗ ASG_CHANNEL_NUMBER;
} generate_op_t ;
Na koncu smo dodali še deklaracije novih funkcij, definiranih v generate.c,
katere kličemo preko v poglavju 3.3.2 omenjenih novih funkcij v rp.c.
Na začetku datoteke generate.c smo deklaracije spremenili tako, da ne de-
klariramo vsakega kazalca posebej, ampak glede na število kanalov ustvarimo niz
kazalcev na nek tip:
stat ic volat i le generate_contro l_t ∗ generate [ (ASG_CHANNEL_NUMBER+1)/2 ] ;
stat ic volat i le int32_t ∗data_ch [ASG_CHANNEL_NUMBER] = {NULL} ;
stat ic volat i le generate_op_t ∗generate_op = NULL;
Pri tem moramo deklarirati pol manj (zaokroženo navzgor) kazalcev na strukturo
tipa generate_control_t kot je število kanalov, saj ta struktura vsebuje podatke
za dva kanala. Nato sledijo definicije novih funkcij, klicanih z dodanimi funkcijami
iz poglavja 3.3.2. Te funkcije so v večini napisane po istem principu, in sicer da
v prej definirano strukturo generate_op zapišejo prejete vrednosti parametrov,
npr. za določitev operacij med operandi:
int generate_setOperat ion (char def_A , char def_B) {
generate_op−>ADefineOperation = def_A ;
generate_op−>BDefineOperation = def_B ;
return RP_OK;
}
Pri funkciji generate_SMreset() pa najprej v strukturo zapišemo prejet parame-
ter za hkratno ponastavitev števcev, takoj zatem pa zapišemo 0, da števci znova
začnejo teči.
Nekoliko drugače je napisana funkcija za sočasno proženje vseh kanalov
generate_setTrigger(), saj tu najprej iz vseh deklariranih struktur generate
v začasno spremenljivko zapišemo podatke o proženju posameznega kanala s po-
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močjo pomikanja v levo, nato pa celotno spremenljivko zapišemo v strukturo
generate_op:
for ( i=ASG_CHANNEL_NUMBER; i >0; i−−) {
trig_temp = trig_temp << 4 ;
i f ( i % 2) {
trig_temp |= generate [ ( i −1)/2]−> At r i g g e r S e l e c t o r ;
} else {
trig_temp |= generate [ ( i −1)/2]−> Bt r i g g e r S e l e c t o r ;
}
}
generate_op−>SetTr igger = trig_temp ;
Tu gre indeks od števila kanalov navzdol, saj mora biti parameter za najvišji kanal
najbolj levo, in se glede na ostanek pri deljenju z 2 upošteva AtriggerSelector
oziroma BtriggerSelector.
Spremenili smo tudi način kalibracije amplitude in enosmerne komponente.
Prvotno se kalibracijski parametri upoštevajo pri generate_setAmplitude()
in generate_setDCOffset() s pomočjo nastavljanja vhodnih parametrov funk-
ciji cmn_CnvVToCnt(), kjer se napetostne vrednosti pretvorijo v vrednosti, pri-
merne za zapis v registre. V posodobljeni verziji pa se v omenjenih funkcijah
pretvorba zgodi brez popravkov, zato se parametri upoštevajo v novi funkciji
generate_setCalibParams().
V funkciji generate_Init() smo spremenili način zapisovanja v registre, tako
da se najprej zapiše prvi element iz niza struktur generate[], nato pa se glede
na njegov naslov zapišejo še ostali elementi in nova struktura generate_op:
cmn_Map(GENERATE_BASE_SIZE, GENERATE_BASE_ADDR, (void ∗∗) &generate [ 0 ] ) ;
for ( i =1; i <((ASG_CHANNEL_NUMBER+1)/2); i++) {
generate [ i ] = ( generate_contro l_t ∗) ( ( char ∗) generate [ 0 ] + . . .
i ∗GENERATE_CH_SIZE) ;
}
generate_op = ( generate_op_t ∗) ( ( char ∗) generate [ 0 ] + OP_OFFSET) ;
Podobno se zapišejo tudi elementi niza data_ch[], le z drugačnim začetnim na-
slovom. Na enak način smo spremenili tudi funkcijo generate_Release(), torej
z uporabo for zank in upoštevanjem indeksa.
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Pri funkcijah je bilo potrebno spremeniti tip vhodne spremenljivke za izbiro
kanala v rp_channel_num in prirediti definicijo funkcije tako, da se s pomočjo
številke kanala določi, v kateri element niza struktur generate[] se bo zapisala
vrednost. Pri nekaterih funkcijah se neposredno glede na številko kanala in osta-
nek pri deljenju z 2 določi, v kateri element niza generate[] in v katerega izmed
dveh članov (A ali B kanal) se bo zapisala vrednost:
i f ( channel % 2) {
generate [ ( channel −1)/2]−>AsetOutputTo0 = d i s ab l e ? 1 : 0 ;
}
else generate [ ( channel −1)/2]−>BsetOutputTo0 = d i s ab l e ? 1 : 0 ;
Pri vseh ostalih funkcijah, ki zapisujejo vrednosti v člane podstruk-
tur properties_chA ali properties_chB, pa se uporabi dodatna funkcija
getChannelPropertiesAddress(). To smo spremenili tako, da glede na številko
kanala vrne kazalec na ustrezno podstrukturo, katero lahko nato spreminjamo.
Pri teh funkcijah je bila potrebna le sprememba tipa spremenljivke za izbiro ka-
nala. Funkcij generate_simultaneousTrigger() in generate_Synchronise()
ni bilo potrebno spreminjati, saj delujeta le za dva kanala in zato nista več upo-
rabni.
3.3.4 Spremembe v datotekah gen_handler.c in gen_handler.h
Tudi v datoteki gen_handler.c je bilo potrebnih veliko sprememb. Na začetku
smo najprej definirali parameter SMRESET_NUM tako, da ima v binarnem zapisu
toliko enic, kolikor je kanalov.
Spremenljivk nismo inicializirali posamično, ampak v obliki nizov dolžine
ASG_CHANNEL_NUMBER. Pri nastavljanju privzetih vrednosti s pomočjo funkcije
gen_SetDefaultValues() smo uporabili zanko for, ki za vsak indeks nastavi
privzete parametre ustreznega kanala.
Zopet je bilo potrebno pri skoraj vseh funkcijah spremeniti tip spremenljivke
za izbiro kanala v rp_channel_num. Pri nekaterih funkcijah druge spremembe
niso bile potrebne, pri ostalih pa se je koda za zapisovanje v spremenljivke in
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branje iz njih nekoliko poenostavila, saj smo lahko preprosto uporabili številko
kanala kot indeks pri nizih, namesto da bi pri vsaki funkciji uporabili pogoj. Tako
se je npr. funkcija gen_setFrequency(), opisana v poglavju 2.1, spremenila v:
int gen_setFrequency ( rp_channel_num channel , f loat f r equency ) {
i f ( f requency < FREQUENCY_MIN | | f requency > FREQUENCY_MAX) {
return RP_EOOR;
}
ch_frequency [ channel −1] = frequency ;
gen_setBurstPeriod ( channel , ch_burstPeriod [ channel −1 ] ) ;
generate_setFrequency ( channel , f r equency ) ;
s yn the s i z e_s i gna l ( channel ) ;
return generate_SMreset (SMRESET_NUM) ;
}
Pri tej funkciji in pri gen_setPhase() smo namesto gen_Synchronise() upora-
bili novo funkcijo generate_SMreset(), tako da se pri vsaki spremembi frekvence
ali faze števci vseh kanalov naenkrat ponastavijo. Novih funkcij v to datoteko ni
bilo potrebno dodati.
V datoteki gen_handler.h je bilo potrebno le spremeniti deklaracije funkcij
tako, da je tip vhodne spremenljivke za izbiro kanala enak rp_channel_num.
3.3.5 Zagon nadgrajenega signalnega generatorja preko API
Najprej smo v mapi /root/RedPitaya/Examples/C/ ustvarili datoteko z imenom
gaw_test.c (priloga B), pri čemer smo se zgledovali po že obstoječi datoteki
generate_arbitrary_waveform.c v isti mapi. Potek klicanja pomembnejših že
obstoječih in novih funkcij za nastavitev generatorja je prikazan na sliki 3.8.
Na začetku datoteke smo definirali parameter za število kanalov signalnega
generatorja (v tem primeru 4), nato pa smo spremenili način inicializacije kazal-
cev za zapis izhodnih signalov, tako da smo najprej inicializirali niz kazalcev in
uporabili zanko for:
f loat ∗x [CHANNEL_NUM] ;
for ( i = 0 ; i < CHANNEL_NUM; i++) {
x [ i ] = ( f loat ∗) mal loc ( bu f f_s i z e ∗ s izeof ( f loat ) ) ; }
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rp_init()
•Postavitev parametrov 























Slika 3.8: Potek klicanja funkcij za nastavitev nadgrajenega generatorja
Različnim elementom niza x[] smo znotraj zanke priredili sledeče funkcijske
vrednosti:
x [ 0 ] [ i ] = 0 .8∗ s i n ( t [ i ] ) ;
x [ 1 ] [ i ] = 0 .5∗ s i n ( t [ i ] ) ;
x [ 2 ] [ i ] = 0 .8∗ s i n ( t [ i ] ) ;
x [ 3 ] [ i ] = 0 .2∗ s i n (8∗ t [ i ] ) ;
S pomočjo še ene zanke smo za vsak kanal klicali funkcije, omenjene v po-
glavju 3.3.1, pri čemer smo vsem kanalom nastavili amplitudo 1 V in frekvenco
2 kHz. Enako bi lahko dosegli tudi, če bi vsem elementom niza x[] priredili
funkcijo 1.0*sin(t[i]), nato pa vsakemu posebej nastavili ustrezno amplitudo
in frekvenco (npr. 0.2 V in 16 kHz zadnjemu kanalu).
Za vse ustvarjene nize smo klicali funkcijo free(), nato pa smo deklarirali
štiri spremenljivke za določitev operandov in dve za določitev operacij med njimi.
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Za en par operandov smo izbrali liha, za drug par soda kanala, za operaciji pa
množenje med prvima dvema in seštevanje med drugima dvema operandoma:
setA = 0x0 ; setB = 0x2 ;
setC = 0x1 ; setD = 0x3 ;
defA = 0x7 ; defB = 0x2 ;
rp_GenSetOperands ( setA , setB , setC , setD ) ;
rp_GenDefOperation ( defA , defB ) ;
Za uporabo te datoteke skupaj z nadgrajeno kodo za vmesnik API je potrebno
najprej v programu Vivado ustvariti bitni tok v nadgrajenem Vivado projektu,
opisanem v poglavju 3.2. Tako dobimo v impl_1 podmapi projekta novo datoteko
z imenom red_pitaya_top.bit, ki jo moramo kopirati na napravo STEMlab v
mapo /root/ in jo preimenovati v rp.bit za preprostejše klicanje ukazov. Nato
je potrebno:
• kopirati nove API datoteke razen rp.h v /root/RedPitaya/api/src/,
• kopirati datoteko rp.h v mapo /opt/redpitaya/include/redpitaya/ in
mapo /root/RedPitaya/api/include/redpitaya/,
• postaviti se v mapo /root/RedPitaya/ in klicati ukaz make api,
• kopirati datoteko librp.so iz mape /root/RedPitaya/build/lib/ v mapo
/opt/redpitaya/lib/,
• klicati ukaza export LD_LIBRARY_PATH=/opt/redpitaya/lib in cat
/root/rp.bit > /dev/xdevcfg,
• postaviti se v mapo z gaw_test.c in klicati ukaza make gaw_test ter
./gaw_test.
Po izvedbi vseh korakov se na osciloskopu prikažeta signala na sliki 3.9. Prvi
izhod je prikazan z vijolično in predstavlja kvadriran sinusni signal z amplitudo
0.8 V, kar rezultira v pozitivnem signalu sinusne oblike z dvakratno frekvenco
in amplitudo 0.64 V. Z modro pa je prikazana vsota dveh sinusnih signalov,
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enega z 8-kratno frekvenco drugega, ki doseže vrednost 0.7 V. Dejstvo, da je prvi
izhod povsem pozitiven in usklajen z drugim, nakazuje na usklajenost vseh štirih
kanalov, torej so števci pri vseh enaki.
Slika 3.9: Izhod na napravi STEMlab po zagonu testne datoteke za nadgrajen
generator
3.4 Spreminjanje kode SCPI strežnika
Delovanje signalnega generatorja se lahko omogoči tudi preko SCPI strežnika z
uporabo jezika Python. V tem poglavju so opisani koraki za omogočanje delovanja
SCPI strežnika in spremembe v kodi, potrebne za delovanje skupaj z nadgrajenim
vmesnikom API in nov bitni tok.
3.4.1 Zagon preko SCPI strežnika
Za zagon originalnega, nenadgrajenega generatorja je potrebno:
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• postaviti se v mapo /root/RedPitaya/ in klicati ukaz make scpi,
• klicati ukaz rw in kopirati datoteko build/lib/librp.so v mapo
/opt/redpitaya/lib/ ter datoteko build/bin/scpi-server v mapo
/opt/redpitaya/bin/,
• klicati tri ukaze za ustavitev in ponovni zagon SCPI strežnika: systemctl
stop redpitaya_nginx, systemctl stop redpitaya_scpi in systemctl
start redpitaya_scpi &,
• klicati ukaz export LD_LIBRARY_PATH=/opt/redpitaya/lib.
Nato se postavimo v mapo Examples/python/ in kličemo ukaz python
generate_arbitrary_waveform.py <IP_naslov>. IP naslov naprave lahko vi-
dimo s pomočjo ukaza ip addr; v našem primeru je deloval naslov 127.0.0.1.
Za razliko od direktnega zagona generatorja z vmesnikom API lahko pri SCPI
strežniku glavni ukaz za zagon kličemo tudi z druge naprave, npr. z osebnega
računalnika, ki je na istem omrežju kot naprava STEMlab, le IP naslov mora biti
pravilen. Pomembno je tudi, da je datoteka redpitaya_scpi.py v isti mapi kot
Python datoteka, s katero nastavimo izhode in parametre generatorja.
Datoteka generate_arbitrary_waveform.py, s katero v tem primeru nasta-
vimo parametre generatorja, ima na začetku opisan uvoz datotek sys, math in
redpitaya_scpi, ki se nahaja v isti mapi, nato pa sledi:
rp_s = s cp i . s c p i ( sys . argv [ 1 ] )
rp_s . tx_txt ( ’ACQ:BUF: SIZE? ’ )
BUFF_SIZE = int ( rp_s . rx_txt ( ) )
S to kodo najprej definiramo spremenljivko rp_s kot razred (ang. class) scpi iz
datoteke redpitaya_scpi.py. S pomočjo te spremenljivke lahko nato kličemo
funkcijo tx_txt(), definirano znotraj razreda scpi, s katero v obliki znakovnega
niza ACQ:BUF:SIZE? pošljemo zahtevo za branje parametra za velikost pomnilnika
(BUFF_SIZE), pri čemer vprašaj predstavlja poizvedbo.
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Nato je za časovni vektor definiran prazen niz, za izhodna signala x in y pa
prazna znakovna niza. Časovnemu vektorju in signalu x priredimo vrednosti s
spodnjo kodo:
for i in range (0 , BUFF_SIZE) :
t . append ( (2 ∗ math . p i ) / BUFF_SIZE ∗ i )
for i in range (0 , BUFF_SIZE−1):
i f ( i != BUFF_SIZE−2):
x += str ( 1 . 0∗math . s i n ( t [ i ] ) ) + ’ , ’
else :
x += str ( 1 . 0∗math . s i n ( t [ i ] ) )
V prvi for zanki nizu t pripenjamo številske vrednosti v vsaki iteraciji, v drugi
zanki pa znakovnemu nizu x prištevamo oziroma dodajamo sinusne vrednosti v
obliki znakovnega niza, med vsako vrednost pa dodamo še vejico, razen na koncu.
Enako storimo tudi za y, lahko v isti zanki.
Nato je za zagon generatorja potrebno le še klicanje funkcije tx_txt() s pomo-
čjo spremenljivke rp_s za nastavitev parametrov in vrednosti izhodnih signalov
generatorja. Funkcijo kličemo vsakič z drugačnim parametrom v obliki znakov-
nega niza. Primer parametrov za nastavitev prvega kanala:
rp_s . tx_txt ( ’SOUR1:FUNC ARBITRARY’ )
rp_s . tx_txt ( ’SOUR1:VOLT 0 .8 ’ )
rp_s . tx_txt ( ’SOUR1:FREQ: FIX 4000 ’ )
rp_s . tx_txt ( ’OUTPUT1:STATE ON’ )
rp_s . tx_txt ( ’SOUR1:TRAC:DATA:DATA ’ + x)
Tako prvemu kanalu nastavimo amplitudo 0.8 V in frekvenco 4 kHz, vrednosti
signala pa mu posredujemo z zadnjo vrstico, kjer pošljemo kar celoten znakovni
niz x, sestavljen iz vrednosti signala, ločenih z vejico. Drugemu kanalu nastavimo
amplitudo 0.5 V in frekvenco 2 kHz. Po zagonu Python datoteke po prej opisanem
postopku se na izhodih pojavita signala, prikazana na sliki 3.7. Če znakovnih
nizov ne pošljemo v pravem zaporedju, se lahko zgodi, da na izhodu dobimo
povsem napačen signal.
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3.4.2 Spremembe v datotekah generate.c in generate.h
V datoteki generate.c SCPI strežnika smo definirali funkcije, s katerimi lahko
kličemo nove funkcije iz datoteke generate.c vmesnika API. Imena novih funkcij
SCPI strežnika so skoraj identična tistim od vmesnika API. Spodaj je prikazan
izsek kode funkcije RP_GenDefOperation() za nastavitev operacij:
i f ( ! SCPI_ParamInt32 ( context , &def_A , t rue ) ){
RP_LOG(LOG_ERR, "∗GEN:DEF Miss ing parameter . \ n" ) ;
return SCPI_RES_ERR;
}
i f ( ! SCPI_ParamInt32 ( context , &def_B , t rue ) ){
RP_LOG(LOG_ERR, "∗GEN:DEF Miss ing parameter . \ n" ) ;
return SCPI_RES_ERR;
}
r e s u l t = rp_GenDefOperation (def_A , def_B ) ;
Funkcija vzame kot vhodni parameter znakovni niz *context, sestavljen iz dveh
vrednosti, ločenih z vejico, ki določata aritmetično operacijo. Na začetku defini-
ramo spremenljivke result, def_A in def_B, nato pa slednjima priredimo vre-
dnosti s klicem funkcije SCPI_ParamInt32(). Ta na naslov spremenljivke def_A
zapiše prvo vrednost iz znakovnega niza *context, na naslov def_B pa drugo.
S pridobljenima parametroma se nato kliče funkcija rp_GenDefOperation(), ki
je del vmesnika API. Neprikazan del kode je namenjen poročanju in beleženju
uspešnosti oz. neuspešnosti funkcije.
Na podoben način smo definirali tudi ostale nove SCPI funkcije. Pri funkci-
jah brez vhodnih parametrov je bilo potrebno le spremenljivki result prirediti
izhodno vrednost pripadajoče API funkcije.
Pri že obstoječih funkcijah v datoteki generate.c smo morali spremeniti
podatkovni tip spremenljivk za izbiro kanalov v rp_channel_num. V datoteko
generate.h pa smo le dodali deklaracije novih SCPI funkcij.
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3.4.3 Spremembe v datoteki scpi-commands.c
V datoteki scpi-commands.c smo morali na seznam vseh obstoječih znakovnih
nizov, s katerimi kličemo ustrezne funkcije iz generate.c, dodati še znakovne
nize, ki pripadajo novim funkcijam. Tako smo npr. funkcijama za nastavljanje
operandov in operacij nastavili naslednja znakovna niza:
{ . pattern = "GEN:OP" , . c a l l b a ck = RP_GenSetOperands ,} ,
{ . pattern = "GEN:DEF" , . c a l l b a ck = RP_GenDefOperation , } ,
S tem smo določili, da se npr. ob izvedbi Python kode rp_s.tx_txt(’GEN:DEF
0, 1’) najprej kliče funkcija RP_GenDefOperation() z znakovnim nizom dveh
vrednosti kot parametrom, nato pa API funkcija rp_GenSetOperation() s para-
metroma 0 in 1.
3.4.4 Spremembe v datotekah common.c in common.h
V originalni različici datoteke common.c je definirana le ena funkcija, in sicer
RP_ParseChArgv(), ki za vhodna parametra prejme znakovni niz *context in
kazalec *channel. To funkcijo kličejo med drugim tudi funkcije iz datoteke
generate.c, kjer iz prejetega znakovnega niza razbere številko kanala, kateremu
želimo nastavljati parametre, in jo zapiše v kazalec tipa rp_channel_t.
Ker pa ta tip lahko sprejema le vrednosti 0 ali 1, smo morali dodati defini-
cijo nove, skoraj enake funkcije RP_ParseChArgvGen(), ki sprejema kazalec tipa
rp_channel_num. Iz končnega dela smo odstranili odštevanje števila 1 od številke
kanala, saj imajo kanali pri tem podatkovnem tipu vrednosti od 1 navzgor. Na
koncu smo v common.h dodali deklaracijo te funkcije.
3.4.5 Zagon nadgrajenega generatorja preko SCPI strežnika
Za uporabo nadgrajenega SCPI strežnika s posodobljenim API vmesnikom in
novim bitnim tokom smo ustvarili datoteko gen_test.py (priloga C), pri čemer
smo se zgledovali po datoteki generate_arbitrary_waveform.py.
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Namesto dveh smo na začetku definirali 4 prazne znakovne nize (za 4 kanale
generatorja) in jim v for zanki priredili sledeče sinusne signale (enake kot v
poglavju 3.3.5):
x += str ( 0 . 8∗math . s i n ( t [ i ] ) ) + ’ , ’
y += str ( 0 . 5∗math . s i n ( t [ i ] ) ) + ’ , ’
z += str ( 0 . 8∗math . s i n ( t [ i ] ) ) + ’ , ’
w += str ( 0 . 2∗math . s i n (8∗ t [ i ] ) ) + ’ , ’
Nato smo klicali funkcijo rp_s.tx_txt() z različnimi znakovnimi nizi kot para-
metri in tako vsem štirim kanalom nastavili amplitudo na 1 V in frekvenco na
2 kHz. Dodali smo kodo rp_s.tx_txt(’GEN:CALIB’) za nastavitev kalibracijskih
parametrov obeh izhodov, na koncu pa še nastavili želene operande in operacije:
rp_s . tx_txt ( ’GEN:OP 0 , 1 , 2 , 3 ’ )
rp_s . tx_txt ( ’GEN:DEF 7 , 2 ’ )
S tem smo enako kot v poglavju 3.3.5 za operande izbrali vse 4 kanale, nato pa
prva dva med seboj množili in druga dva sešteli.
Za spremembo SCPI strežnika je potrebno kopirati posodobljene SCPI da-
toteke na napravo STEMlab v mapo /root/RedPitaya/scpi-server/src/ in
preimenovati nov bitni tok, ustvarjen s programom Vivado, v fpga_0.94.bit ter
ga kopirati v mapo /opt/redpitaya/fpga/, saj to datoteko potem prebere SCPI
strežnik.
Nato se moramo postaviti v mapo z novo datoteko gen_test.py in datoteko
redpitaya_scpi.py ter klicati ukaz python gen_test.py 127.0.0.1. Ukaz
lahko s pravilnim IP naslovom kličemo tudi iz druge naprave, povezane s STE-
Mlab.
Po izvedbi vseh omenjenih korakov smo na osciloskopu dobili enaka izhodna
signala kot na sliki 3.9.
4 Rezultati zasnove in sinteze v programu
Vivado
Pri izvajanju zasnove in sinteze nadgrajenega Vivado projekta smo za prepro-
stejšo analizo v programu Vivado nastavili ASG modul kot najvišji v hierarhiji
namesto modula red_pitaya_top. Tako se je analiziral le ASG modul in njegovi
podmoduli (procesni modul ter moduli za posamezen kanal signalnega genera-
torja).
4.1 Rezultati zasnove (Elaborated Design)
Zaradi večje preglednosti sheme vezja smo pri izvajanju zasnove število kanalov
ASG nastavili na 1, število bitov signala pa na 12.
Po zagonu koraka Elaborated Design v Vivadu smo dobili shemo vezja, prika-
zano na sliki 4.1. Levi in srednji del vezja sta skoraj v celoti sestavljena iz ele-
mentov za zapisovanje parametrov v registre (rdeča barva označuje sys_wdata,
modra sys_addr, vijolična sys_wen), pri tem je spodnji del namenjen zapisovanju
parametrov iz tabele 3.2 v registre. Podolgovat siv blok na sredini predstavlja in-
stanco podmodula red_pitaya_asg_ch (za edini kanal generatorja) s številnimi
vhodnimi parametri in štirimi izhodi (med njimi dac_o).
Slika 4.2 prikazuje spodnji desni del sheme s slike 4.1, kjer se s pomočjo multi-
plekserjev izberejo operandi glede na parametre in gredo nato skupaj z vhodnimi
parametri v procesni modul, iz katerega prideta dva izhoda, ki se pomakneta za
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Slika 4.1: Celotna shema vezja, dobljena s korakom Elaborated Design
ustrezno število bitov ter gresta naprej na analogna izhoda naprave.
Del procesnega modula, kjer se na prvem paru operandov (op_a in op_b) izve-
dejo aritmetične operacije glede na vhodni parameter def_a, je prikazan na sliki
4.3. Razvidno je, da se med op_a (modro) in op_b (rdeče) izvedejo vse definirane
aritmetične operacije, nato pa gredo rezultati na multiplekser, kjer s signalom
def_a izberemo želen vhod. Preostali del sheme je namenjen upoštevanju kali-
bracijskih parametrov in nasičenju.





























































Slika 4.2: Spodnji desni del sheme s slike 4.1
4.2 Rezultati sinteze
Sintezo smo izvedli z zagonom koraka Run Synthesis v programu Vivado, in sicer
za vrednosti parametra CN od 1 do 8, pri tem je število bitov vseh kanalov bilo
14. Rezultati zasedenosti FPGA vezja za različne vrednosti parametra skupaj z
zasedenostjo pri originalni verziji generatorja so prikazani v tabeli 4.1.
Tabela 4.1: Zasedenost originalnega in nadgrajenega FPGA vezja glede na število
kanalov
Tip enote Orig.
Nadgrajen generator za različna št. kanalov
1 2 3 4 5 6 7 8
LUT – logika 5.18 4.28 6.91 10.10 12.72 15.19 18.07 20.46 23.30
Registri – flip-flop 2.61 1.76 3.00 4.27 5.50 6.78 8.01 9.15 10.37
F7 MUX 0.14 0.00 0.07 0.38 0.40 0.48 1.06 1.07 1.06
BRAM 23.33 11.67 23.33 35.00 46.67 58.33 70.00 81.67 93.33
DSP 2.50 6.25 7.50 8.75 10.00 11.25 12.50 12.50 12.50
1 Vrednosti so v odstotkih in predstavljajo uporabljen delež enot, ki so na voljo.


































































Slika 4.3: Rezultat zasnove za procesni modul
Iz tabele je razvidno naraščanje uporabljenih enot s številom kanalov, razen
pri F7 MUX, kjer je pri 8 kanalih število enako kot pri 6. Število uporabljenih
DSP-jev narašča do 6 kanalov, nato pa ostane enako. Nadgrajen generator za
dva kanala uporabi v primerjavi z originalnim nekoliko več LUT in registrov, kar
trikratno število DSP-jev (zaradi procesnega modula), enako število BRAM enot
(dva 14-bitna kanala v obeh primerih) ter pol manj F7 MUX.
Sinteza je bila narejena za ASG modul, zato je število uporabljenih enot
manjše kot pri sintezi celotnega modula. Pri sintezi ASG modula namreč niti
pri 8 kanalih niso uporabljene LUT v obliki pomnilnika, medtem ko se le-teh
pri sintezi celotnega modula za 6 kanalov uporabi 0.02 %, pri 7 kanalih pa ta
vrednost skoči na 85.35 %. Razlog za to je, da je že pri 6 kanalih uporabljenih
93.33 % BRAM enot, zato se njihovo pomanjkanje pri 7 kanalih kompenzira z
LUT v obliki pomnilnika.
5 Zaključek
Z nadgradnjo signalnega generatorja smo uspešno omogočili izbiro poljubnega
števila kanalov generatorja, dodali možnosti izbire vhodnih kanalov za operande
in omogočili spreminjanje števila bitov, s katerim so signali opisani. Nadgrajeni
signalni generator smo preizkusili z različnimi nastavitvami ter ugotovili, da je
njegovo delovanje v skladu z želenimi lastnostmi in pričakovanji.
Opisali smo tudi pripravo delovnega okolja, načine zaganjanja signalnega gene-
ratorja in postopek spreminjanja kode na vseh treh nivojih (Verilog, C in Python)
ter tako olajšali delo raziskovalcem, ki bi želeli uporabljati ali še dodatno nadgra-
diti generator.
Z magistrsko nalogo smo želeli izboljšati načine raziskovanja in eksperimen-
tiranja v laboratorijih, prav tako pa z nadgradnjo omogočiti dodatne načine in
področja uporabe naprave STEMlab.
5.1 Možne izboljšave
Največje možno število kanalov, pri katerem se Vivado projekt lahko uspešno
sintetizira, je zaenkrat 6, saj pri večjem številu kanalov skupno število bitov
signalov za proženje in resetiranje števcev kanalov (naslov 0x4020100C) preseže
32, torej za te parametre ni več prostora na enem naslovu. Poleg tega sta zadnji
dve vrednosti 3-bitnih signalov za izbiro operandov (0b110 in 0b111) rezervirani
za vhodna analogna signala, zato je realno mogoče izbirati med 6 kanali, kar pa
je sicer še vedno relativno veliko.
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V slučaju, da bi potrebovali večje število kanalov, pa bi bilo potrebnih le
nekaj manjših sprememb. V Verilog kodi bi bilo potrebno povečati število bitov za
signale sel_op_x, ki izbirajo operande, ustrezno spremeniti način zapisovanja teh
signalov v registre in branje iz njih ter spremeniti case stavke za izbiro analognih
vhodov. Prav tako bi morali na več različnih naslovov zapisati parametre za
proženje in resetiranje števcev (tu je več možnosti, npr. en naslov za vse signale,
ki resetirajo števce, nato pa na vsakem naslednjem naslovu 4-bitni parameter za
proženje posameznega kanala).
V kodi C bi v datoteki generate.h morali drugače definirati nov tip strukture
generate_op_t, tako da bi spremenljivkam za izbiro operandov dodelili več bitov.
Pri tem bi se nova oblika strukture morala skladati z Verilog kodo za zapisovanje
teh parametrov v registre.
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B - zunanji nadzor ponovitev (proženje) 24
B - nastavitev izhoda na 0 23
B - ponastavitev števca 22
Rezervirano 21
B - omogoči ovijanje števca 20
B - izbira prožila: 19:16
1 - takojšnje proženje
2 - zunanje proženje na pozitivni rob
3 - zunanje proženje na negativni rob
Rezervirano 15:9
A - zunanji nadzor ponovitev (proženje) 8
A - nastavitev izhoda na 0 7
A - ponastavitev števca 6
Rezervirano 5
B - omogoči ovijanje števca 4
B - izbira prožila: 3:0
1 - takojšnje proženje
2 - zunanje proženje na pozitivni rob
3 - zunanje proženje na negativni rob
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0x4 A - amplitudno skaliranje in enosmerna komponenta




Amplitudni skalar. 0x2000 → množenje z 1 13:0
0x8 A - vrednost ovijanja števca
Rezervirano 31:30
Najvišja vrednost števca. Če ovijanje ni omogočeno, se 29:0
števec postavi na začetno vrednost
0xC A - začetna vrednost števca
Rezervirano 31:30
Začetna vrednost števca pri proženju in ponastavitvi 29:0
oziroma ko števec doseže maksimalno vrednost. 16 bitov za
decimalne vrednosti
0x10 A - korak števca
Rezervirano 31:30
Korak števca. 16 bitov za decimalne vrednosti 29:0
0x14 A - trenutna vrednost števca
Rezervirano 31:16
Vrednost števca (brez decimalnih vrednosti) 15:2
Rezervirano 1:0
0x18 A - število bralnih ciklov v eni ponovitvi
Rezervirano 31:16
Število ciklov branja tabele. 0 → neskončno 15:0
0x1C A - število ponovitev branja
Rezervirano 31:16
Število ponovitev. 0 → onemogočeno 15:0
0x20 A - zakasnitev med ponovitvami branja
Zakasnitev med ponovitvami. LSB → 1 µs 31:0
0x24 B - amplitudno skaliranje in enosmerna komponenta




Amplitudni skalar. 0x2000 → množenje z 1 13:0
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0x28 B - vrednost ovijanja števca
Rezervirano 31:30
Najvišja vrednost števca. Če ovijanje ni omogočeno, se 29:0
števec postavi na začetno vrednost
0x2C B - začetna vrednost števca
Rezervirano 31:30
Začetna vrednost števca pri proženju in ponastavitvi 29:0
oziroma ko števec doseže maksimalno vrednost. 16 bitov za
decimalne vrednosti
0x30 B - korak števca
Rezervirano 31:30
Korak števca. 16 bitov za decimalne vrednosti 29:0
0x34 B - trenutna vrednost števca
Rezervirano 31:16
Vrednost števca (brez decimalnih vrednosti) 15:2
Rezervirano 1:0
0x38 B - število bralnih ciklov v eni ponovitvi
Rezervirano 31:16
Število ciklov branja tabele. 0 → neskončno 15:0
0x3C B - število ponovitev branja
Rezervirano 31:16
Število ponovitev. 0 → onemogočeno 15:0
0x40 B - zakasnitev med ponovitvami branja
Zakasnitev med ponovitvami. LSB → 1 µs 31:0
0x10000 A - pomnilnik za vrednosti (16384 vzorcev, do 0x1FFFC)
Rezervirano 31:14
Vrednosti za kanal A 13:0
0x20000 B - pomnilnik za vrednosti (16384 vzorcev, do 0x2FFFC)
Rezervirano 31:14
Vrednosti za kanal B 13:0
66 Naslovi registrov za parametre signalnega generatorja
B Primer aplikacije za API vmesnik
#include <s td i o . h>
#include <s t d l i b . h>
#include <math . h>
#include " redp i taya / rp . h"
#define M_PI 3.14159265358979323846
#define CHANNEL_NUM 4
int main ( int argc , char ∗∗ argv ){
int i ;
int bu f f_s i z e = 16384 ;
/∗ Print error , i f rp_Init ( ) func t i on f a i l e d ∗/
i f ( rp_Init ( ) != RP_OK){
f p r i n t f ( s tde r r , "Rp api i n i t f a i l e d ! \ n" ) ;
}
f loat ∗ t = ( f loat ∗) mal loc ( bu f f_s i z e ∗ s izeof ( f loat ) ) ;
f loat ∗x [CHANNEL_NUM] ;
for ( i = 0 ; i < CHANNEL_NUM; i++) {
x [ i ] = ( f loat ∗) mal loc ( bu f f_s i z e ∗ s izeof ( f loat ) ) ;
}
for ( i = 0 ; i < bu f f_s i z e ; i++){
t [ i ] = (2∗M_PI) / bu f f_s i z e ∗ i ;
}
for ( int i = 0 ; i < bu f f_s i z e ; ++i ) {
x [ 0 ] [ i ] = 0 .8∗ s i n ( t [ i ] ) ;
x [ 1 ] [ i ] = 0 .5∗ s i n ( t [ i ] ) ;
x [ 2 ] [ i ] = 0 .8∗ s i n ( t [ i ] ) ;
x [ 3 ] [ i ] = 0 .2∗ s i n (8∗ t [ i ] ) ;
}
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for ( i =0; i<CHANNEL_NUM; i++) {
rp_GenWaveform ( i +1, RP_WAVEFORM_ARBITRARY) ;
rp_GenAmp ( i +1, 1 . 0 ) ;
rp_GenFreq ( i +1, 1 0 0 . 0 ) ;
rp_GenOutEnable ( i +1);
rp_GenArbWaveform( i +1, x [ i ] , bu f f_s i z e ) ;
}
rp_GenSetCalibParams ( ) ;
rp_SetTrigger ( ) ;
for ( i = 0 ; i < CHANNEL_NUM; i++)
{
f r e e ( x [ i ] ) ;
}
char setA , setB , setC , setD , defA , defB ;
setA = 0x0 ; setB = 0x2 ;
setC = 0x1 ; setD = 0x3 ;
defA = 0x7 ; defB = 0x2 ;
rp_GenSetOperands ( setA , setB , setC , setD ) ;
rp_GenDefOperation ( defA , defB ) ;
rp_Release ( ) ;
}
C Primer aplikacije za SCPI strežnik
import redp i taya_scp i as s cp i
import sys
import math
rp_s = s cp i . s c p i ( sys . argv [ 1 ] )
rp_s . tx_txt ( ’ACQ:BUF: SIZE? ’ )
BUFF_SIZE = int ( rp_s . rx_txt ( ) )
y = ’ ’
x = ’ ’
z = ’ ’
w = ’ ’
t = [ ]
for i in range (0 , BUFF_SIZE) :
t . append ( (2 ∗ math . p i ) / BUFF_SIZE ∗ i )
for i in range (0 , BUFF_SIZE−1):
i f ( i != BUFF_SIZE−2):
x += s t r ( 0 . 8∗math . s i n ( t [ i ] ) ) + ’ , ’
y += s t r ( 0 . 5∗math . s i n ( t [ i ] ) ) + ’ , ’
z += s t r ( 0 . 8∗math . s i n ( t [ i ] ) ) + ’ , ’
w += s t r ( 0 . 2∗math . s i n (8∗ t [ i ] ) ) + ’ , ’
else :
x += s t r ( 0 . 8∗math . s i n ( t [ i ] ) )
y += s t r ( 0 . 5∗math . s i n ( t [ i ] ) )
z += s t r ( 0 . 8∗math . s i n ( t [ i ] ) )
w += s t r ( 0 . 2∗math . s i n (8∗ t [ i ] ) )
rp_s . tx_txt ( ’SOUR1:FUNC ARBITRARY’ )
rp_s . tx_txt ( ’SOUR2:FUNC ARBITRARY’ )
rp_s . tx_txt ( ’SOUR3:FUNC ARBITRARY’ )
rp_s . tx_txt ( ’SOUR4:FUNC ARBITRARY’ )
69
70 Primer aplikacije za SCPI strežnik
rp_s . tx_txt ( ’SOUR1:VOLT 1 ’ )
rp_s . tx_txt ( ’SOUR2:VOLT 1 ’ )
rp_s . tx_txt ( ’SOUR3:VOLT 1 ’ )
rp_s . tx_txt ( ’SOUR4:VOLT 1 ’ )
rp_s . tx_txt ( ’SOUR1:FREQ: FIX 2000 ’ )
rp_s . tx_txt ( ’SOUR2:FREQ: FIX 2000 ’ )
rp_s . tx_txt ( ’SOUR3:FREQ: FIX 2000 ’ )
rp_s . tx_txt ( ’SOUR4:FREQ: FIX 2000 ’ )
rp_s . tx_txt ( ’OUTPUT1:STATE ON’ )
rp_s . tx_txt ( ’OUTPUT2:STATE ON’ )
rp_s . tx_txt ( ’OUTPUT3:STATE ON’ )
rp_s . tx_txt ( ’OUTPUT4:STATE ON’ )
rp_s . tx_txt ( ’SOUR1:TRAC:DATA:DATA ’ + x)
rp_s . tx_txt ( ’SOUR2:TRAC:DATA:DATA ’ + y)
rp_s . tx_txt ( ’SOUR3:TRAC:DATA:DATA ’ + z )
rp_s . tx_txt ( ’SOUR4:TRAC:DATA:DATA ’ + w)
rp_s . tx_txt ( ’GEN:CALIB ’ )
rp_s . tx_txt ( ’GEN:OP 0 , 1 , 2 , 3 ’ )
rp_s . tx_txt ( ’GEN:DEF 7 , 2 ’ )
