[1], computer science professions are among the fastest growing occupations in the U.S., and computer science occupations will add more than half a million new jobs in the next ten years. Simultaneously, universities in the U.S. and worldwide are seeing poor retention rates in computer science, with a major reason being that students often view the early courses in the subject as uninteresting and dull [2]. We have developed a mobile game that provides an engaging way for students to practice the basic syntax of C, C++ and Java. Learning programming language syntax is a tedious process. Practicing by actually programming is, of course, ideal, but we believe that a game which is fun for students to play in their spare time will help them get used to distinguishing correct syntactical constructs quickly. The initial version of the game was evaluated by a small population of firstyear computer science students at Norfolk State University. The results showed that students enjoyed the game, and that a modest improvement in the students' abilities to identify correct and incorrect syntax was achieved.
I. INTRODUCTION
According to the U.S. Bureau of Labor Statistics [1], computer science professions are among the fastest growing occupations in the U.S., and computer science occupations will add well over a half a million new jobs in the next ten years. Simultaneously, universities in the U.S. and worldwide are seeing poor retention rates in computer science, a major reason being that students often view the early courses in the subject as uninteresting and dull [2] .
We have developed a mobile game that provides an engaging way for students to practice (not learn) the basic syntax of C, C++ and Java (since these languages share the same syntax for basic constructs like declarations, selection and iteration). The game gives the player a means to hone her ability to quickly distinguish between correct and incorrect syntax for C, C++ and Java (simply because these languages share the same basic syntactical structures for declarations, iteration and selection). Learning programming language syntax is a tedious process. Practicing by programming is, of course, ideal, but we believe that a game which is fun for students to play in their spare time will help them get used to distinguishing correct syntactical constructs quickly. The intended audience for the game is students taking their first programming course, either in high school or college. The game should be introduced to students directly after they have covered the appropriate material in class; it is not meant to be a learning tool, but rather a practice tool.
II. BACKGROUND
The importance of computer science as a 21st century skill is becoming accepted by governments and academia, and computer science is being added to the core requirements for high school and university curricula around the world. However, there remains a problem attracting and keeping students interested in the subject. Although there is much more to computer science than just programming, eventually computer science students must study programming.
Some environments have been created to allow students to learn programming concepts without having to be concerned with complex programming language syntax, and they achieve this by generally preventing students from making syntax errors. Examples of these environments include MIT's Scratch [3, 4] and App Inventor [5, 6] and Microsoft's Kodu [7, 8] . In other environments, such as Alice [9, 10] and Greenfoot [11, 12] , students do engage with a specific programming language's syntax (Java), but in a controlled and limited manner. These environments all allow students to build games (and many other interesting applications), and have had significant success in helping attract and retain computer science students of all ages. There are also games that attempt to teach programming concepts. In order to progress in the game, the player must program solutions to challenges. Such games include LightBot [13] , Robocode [14] , a new Doctor Who game [15] , and numerous others.
As with the programming environments mentioned earlier, some of these games expose the player to the issues of programming language syntax and others do not.
All these environments and games form an effective bridge for students who will eventually learn to program in a language such as C, C++, C# or Java. In our own work, we made significant improvements to the retention of computer science students by using Scratch in an introductory programming course [16] . However, our students still faced the inevitable frustration of learning a programming language's syntax when they reached a later course. Although modern IDEs do an excellent job of identifying and automatically correcting syntax errors, the necessity for the student to master the language's syntax still remains. Similarly, the autocorrect facility in word processing software does not teach people how to spell, nor does it make it unnecessary for people to learn spelling. Our game is in the same category as other games that aid in memorization, such as those for spelling and basic arithmetic rules. Its role is a practice tool for syntax rules, and it attempts to make the ability to distinguish between correct and incorrect syntax second nature to the player.
III. METHODOLOGY
The game, Syntax Circuitry, has been developed for the Android platform, and is targeted to mobile phones. Android was selected over iOS because of its free and more open development environment.
A. Game Design
The game is designed to look like an old-school arcade game, with highly pixelated fonts and very simple graphics. It has a complementary low-fidelity soundtrack. The color scheme is primarily white on black. The screenshots in Figure  1 show the game's main screens (A and B), some examples of the game play (C and D), and the results and help screens (E and F). The results screen (Figure 1-E) lets the player know how many and what types of errors were made. The game also includes a rankings screen for each category of play.
At the beginning of the game, the player must enter her name; this name is used to identify game results that are stored on a server. Currently, the server database is being used to retain detailed accuracy statistics for each player for the purpose of evaluating the game. The length of time played and statistics including those shown in Figure 1 -E are recorded. The scores are also used to create high score rankings.
B. Game Play
The game-play is as follows: bubbles containing small snippets of code float down the screen. Those which contain incorrect syntax must be popped with a slicing motion, similar to that used in the well-known Fruit Ninja game, while bubbles with correct syntax must be allowed to reach the bottom of the screen intact. There are also plain red and green bubbles that add more challenge and interest to the game. The red bubbles (injury bubbles) subtract from the score if they make it to the bottom without being sliced, and the green bubbles (health bubbles) add to the score if they make it to the bottom of the screen unharmed.
The game has three categories of syntax (declaration, selection, and iteration), as shown in Figure 1 -B. Selecting a category takes the player to a screen to choose a difficulty level, from 1 (easiest) to 3 (most difficult). Code and injury bubbles are created more frequently at the higher levels. The progressively faster play at each level requires that distinguishing correct from incorrect syntax becomes second nature to the student.
In the declaration category, various different errors that might be made in variable declarations are shown, for example: misspelled keywords, illegal variable names, and missing commas. The types of errors in the selection category are misplaced parentheses and incorrect relational operators. For iteration syntax, the context of the problem is shown at the bottom of the screen. The possibilities are the comparison clause of the "while" statement or the initialization, comparison, and increment sections of the "for" statement. Syntax errors in this category include misspelled and incorrect reserved words, incorrect operators, and misplaced parentheses or other symbols.
The game randomly creates correct and incorrect syntax bubbles with equal likelihood. It creates the code using preset examples of correct and misspelled reserved words. It combines these with templates for both syntactically correct statements and commonly made errors to form the numerous variants.
IV. EVALUATION

A. Experiment Design
The evaluation methodology used consisted of pre-and post-tests, the collection of usage and play data from within the game, and surveys about the usability and enjoyment factors of the game. Initially, the study participants were given a unique identifier, and they completed a simple selfassessment (beginner, intermediate, expert) about their familiarity with the three categories of syntax rules.
When the participants signed into the app, and selected a category to play in, they were prompted to take a pre-test on the category syntax. The game app provided the option to open the pre-test form on the server. After playing a certain amount of time in a category, the participants were prompted to take the appropriate post-test. The pre-and post-tests measured the students' familiarity with the various syntactical constructs and rules that are presented in the game (see Table  I ). Finally, to measure retention of the information practiced, some of the study participants took a combined post-test again one week after playing the game. At the end of the experiment, participants were given a survey about the game's usefulness and usability. The participants were given five questions with a 5 point Likert scale, one question with a numeric answer, and two openended questions. 
B. Results
Thirteen people participated in the preliminary study, but not every participant completed the entire experiment. Nine participants were students in the first programming course (CS1) at Norfolk State University. Three participants were students in CS2, and one participant was not taking a programming course and had no programming experience.
The sample was too small to draw significant conclusions from the pre-and post-test data. Most students (those from CS1) participated in the study after having learned declaration and selection syntax, but before having studied loops. In the declaration and selection categories, there was a slight average increase in score (10% and 8%, respectively) from pre-to post-test. However, in the iteration category, there was an average decrease in score (11%) between the pre-and posttests. Only four participants took the later composite post-test, and the results were inconclusive. Similarly, no correlation could be found between the game statistics (how long and how accurately the game was played) and the pre-and post-test results.
It was the survey that produced the most useful results. Twelve of the study participants took the survey. The results of the Likert-style questions are shown in Figure 2 below, where the question numbers map to the questions shown in Table II . Response 5 corresponds to the most positive response and 1 to the most negative. It is apparent that the general user response to the game was quite positive, and the players felt it was beneficial. In response to the open-ended questions, the most common response had to do with the graphics. The game's GUI designer, a graduate student, deliberately chose the 80's oldschool look-and-feel, and other members of our team (old enough to remember playing 80's games) also liked the retro theme. However, four of the survey respondents mentioned the graphics negatively, one asking explicitly for a "more modern user interface", and another wishing the graphics were more "aesthetically pleasing". Three students also specifically mentioned the difficulty of reading the code on a phone screen, and the screenshots bear out that complaint.
However, the fact that the participants rated the game positively in general, and that all survey respondents answered the first open-ended question with specific constructive criticism and suggestions, showed that they saw promise in the game and really liked the idea of it. Three participants asked for more: one, for more levels, and the other two, for new types of code structures.
V. CONCLUSION
We have developed a game to help students memorize the syntax rules for programming languages such as C and Java. The game is targeted at students in introductory programming courses who are beginning with or transitioning to a programming language such as Java. This is a time when many computer science students become frustrated or overwhelmed and some decide to leave the major. Unlike many games designed to help students learn programming concepts, the game is intended to be simply an engaging practice tool.
Our preliminary evaluation showed that students enjoyed the game and found it valuable; however, many students did not like its retro style user interface, and found that the font size and color made it difficult to read some of the code. The students achieved modest improvements in recalling syntax rules that they had already studied in their programming classes. However, the sample size was small, and, at the time of the evaluation, many students had not been introduced to one of the categories (iteration) that the game features.
Since the preliminary evaluation shows the idea has merit, we plan to update the game's user interface to a more modern, colorful look, make sure that the fonts are readable, and create a tablet version. For the next evaluation, we plan to use a larger sample size and introduce a control group. We will also evaluate the game's effectiveness at the appropriate points in the course as the students learn the different categories of syntax.
