In software engineering, practical problems are always problems in the design, construction or maintenance of software systems-the software engineering domain. Artifacts designed or investigated in software engineering research can be algorithms, techniques, methods, tools, notations, or even conceptual frameworks used in the software engineering domain [11] .
There are two roles that empirical research can play with respect to artifact design, namely validation of a designed artifact before it has been transferred to practice, and evaluation of the performance of an implemented design after it has been transferred to practice. For example, testing a new fault localization technique before it is transferred to practice is a validation study [9] , but a case study of longterm usage of a system for software engineering measurement and analysis in a company [1] is an evaluation study. In validation research there is no practical experience with the artifact yet and any prediction of its future behavior will have some degree of uncertainty. The challenge of validation research is to reduce this uncertainty, for example by scaling up from controlled laboratory conditions to uncontrolled conditions of practice.
In both validation and evaluation, typical design research questions are the same, except that validation questions ask for what will happen and evaluation questions ask for what has happened. Where there is a difference, the questions are given in their validation form:
• How to operationalize a stakeholder goal into measurable design criteria? An example is the operationalization of the concept of flying quality of aircraft [13] .
• Design prediction: What will be the effect of this artifact in this problem domain? For example, what is the effect of a new fault localization technique on the cost of fault localization [9] ?
• Effect valuation: How well does this effect match stakeholder criteria? Does the use of a tool for capturing socio-technical relationships in software development serve the goals of software engineers [10] ?.
• Trade-off analysis: What would be the effect if the artifact design is changed? For example, how does a new fault localization technique perform with respect to alternative techniques [9] ?
• Sensitivity analysis: What would be the effect if the problem domain changes? For example, if the tool works for 10 000 line programs, does it still work for 1000 000 line programs?
Research methods to investigate these questions do not differ from research methods used in the natural or behavioral sciences [3, 7, 8] , but in validation research there is a progression of methods from the controlled conditions of the lab to the uncontrolled conditions of practice [16] . Some examples of validation research methods are lab experiments, benchmarking, pilot studies, technical action research and user evaluation studies. The scope of design knowledge transcends the individual case but is rarely universal, which contrasts it with basic science with its universal knowledge claims [5, 12] . Design science theories are theories of practice, which means they incorporate some of the conditions of practice that basic scientists, aiming for universal generalizations, abstract from [4] .
Knowledge can accumulate by trying to understand how the interaction between an artifact and a problem domain in particular cases produces effects. We can do this in a bottom-up way by identifying generalizable underlying mechanisms of interaction between an artifact and the domain in which it is inserted. This has been called analytical generalization by some methodologists [6, 18] . We can also use a top-down approach in which a theory from another domain, such as social science or cognitive psychology, is applied to software engineering [11] .
The structure of design theories is the same as the structure of any scientific theory but reflects the role of design theories in practical problem solving in the choice of research questions and in the statement of intermediate scope. There are three components.
• Conceptual framework: Constructs including operationalization of stakeholder-motivated criteria
• Design prediction (Artifact ∧ Problem domain causes Effect) and valuation (Effect satisfies Criteria)
• Scope: Range of variation in Artifact and Problem domain that still produces the Effects.
Design theories are not prescriptive, as some methodologists claim [2] . It is the artifact specification that is prescriptive, and design theories can be used by a design scientist to justify why a class of artifacts will solve a class of problems.
