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Para que la reutilizacio´n de requisitos contribuya al mejor aprovechamien-
to de los recursos del desarrollo de software y en la disminucio´n de errores es
necesario atacar tres problemas. Primero, la diversidad de te´cnicas de mod-
elado. Segundo, el bajo nivel de formalidad de los modelos de requisitos. Y,
tercero, la carencia de una propuesta validada en la pra´ctica. Por ello, en este
proyecto se propuso una investigacio´n tendiente a consolidar una estrategia
de reutilizacio´n de diagramas semiformales de requisitos. La consolidacio´n
de dicha estrategia incluye tres acciones de investigacio´n. Una de estas ac-
ciones, la mejora del Modelo ReCOTS (Requirements-based Commercial
off-the-Shelf ), es el motivo del presente informe de proyecto, el que se re-
aliza en coordinacio´n con el Departamento de Informa´tica de la Universidad
de Valladolid.
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1. Introduccio´n
1.1. Antecedentes
Ante el panorama actual del desarrollo de software, en el que las necesidades de
los usuarios empujan al desarrollo de software por la corriente de la complejidad,
se realizo´ el trabajo doctoral publicado en [Lo´p03]. En este trabajo se desarrollo´ un
marco para integrar varias te´cnicas que facilitan la gestio´n de los requisitos en el
contexto de la reutilizacio´n sistema´tica del software. Desde esta perspectiva, se ex-
ploro´ la investigacio´n en el campo de la Ingenierı´a del Software, que se relaciona
principalmente con las a´reas de Reutilizacio´n del Software, Ingenierı´a de Requi-
sitos y, en particular, con la interseccio´n de estas a´reas que se podrı´a denominar
reutilizacio´n de requisitos (ver Figura 1). Una serie de conceptos, como el mode-
lado de dominios y del negocio, patrones de requisitos, frameworks, workflows, e
Ingenierı´a Inversa, recibieron especial atencio´n dentro de este trabajo. Estos con-
ceptos permitieron relacionar coherentemente las a´reas de investigacio´n indicadas









Figura 1: Interseccio´n entre Reutilizacio´n del Software e Ingenierı´a de Requisitos.
El trabajo realizado en [Lo´p03] establece la necesidad de adquirir una may-
or experiencia en la reutilizacio´n abordada desde los modelos de requisitos. Por
ello, se han propuesto tres lı´neas de accio´n para ampliar la experiencia en la re-
utilizacio´n abordada desde los modelos de requisitos. Esas acciones se realizan en
estrecha coordinacio´n con el Grupo GIRO de la Universidad de Valladolid1, que
en la actualidad se centra en la organizacio´n de software reutilizable siguiendo el
enfoque de lı´neas de productos. Especı´ficamente, en el presente proyecto se pre-
1La reutilizacio´n en el nivel de los requisitos es una sub-lı´nea del Programa de In-
vestigacio´n GIRO, Universidad de Valladolid, Espan˜a, para los pro´ximos an˜os (ver el sitio
www.giro.infor.uva.es).
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tendio´ la ampliacio´n del modelo de elemento reutilizable, denominado ReCOTS,
en la forma que se detalla en la Seccio´n 3.
1.2. Definicio´n del problema
El problema fundamental del desarrollo de software se puede describir como
la bu´squeda de la satisfaccio´n real del usuario mediante las prestaciones de los
sistemas software. Impulsado por el intento de satisfacer las demandas del usuario,
el proceso de desarrollo del software desencadena una espiral de necesidades. La
disciplina econo´mica ensen˜a que las necesidades evolucionan en forma de espiral
pues al satisfacerse unas se engendran otras nuevas. En consecuencia, los sistemas
software son cada vez ma´s complejos. La creciente complejidad del software en-
tran˜a el riesgo de que la espiral de necesidades alcance dimensiones catastro´ficas.
Se impone entonces una necesidad mayor, el contar con un proceso para solventar
racionalmente las necesidades del usuario a trave´s del software.
La necesidad de un proceso racional para el desarrollo de software ha dado
origen a la Ingenierı´a del Software. La creciente complejidad del software y la
desmesurada demanda de software de calidad ha dado origen a diferentes divi-
siones dentro de esta disciplina. Para incorporar el aspecto de racionalidad en la
industria del software, ha sido relevante el surgimiento de las actividades tanto de
Reutilizacio´n Sistema´tica del Software como de Ingenierı´a de Requisitos. La reuti-
lizacio´n persigue el aprovechamiento de esfuerzos exitosos para desarrollar nuevos
productos software. La Ingenierı´a de Requisitos se encarga de gestionar el proceso
de definicio´n de las necesidades del usuario.
1.3. Objetivos
El propo´sito del proyecto ha sido continuar el trabajo en reutilizacio´n de req-
uisitos para contribuir al desarrollo de sistemas software dentro de las cotas de
calidad, tiempo y requisitos. Se toma como base una de las opciones de ma´s e´xi-
to de Reutilizacio´n del Software, que es la aproximacio´n de lı´neas de producto2
[CN02]. El desarrollo de lı´neas de productos se basa en el ana´lisis del dominio
para establecer los rasgos comunes y las diferencias entre los miembros de una
familia de productos. No obstante, las empresas (y organizaciones) generalmente
han aplicado me´todos de Ingenierı´a de Requisitos que intentan desarrollar una es-
pecificacio´n para un sistema en particular.
El resultado de la Ingenierı´a de Requisitos orientado a sistemas (aplicaciones)
software individuales en un dominio es un conjunto de especificaciones. Cada una
2Adema´s de la aproximacio´n de lı´neas de producto, la Reutilizacio´n del Software se ha abordado
con e´xito mediante aproximaciones basadas en generacio´n.
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de esas especificaciones corresponde a una aplicacio´n software en particular. Y pre-
cisamente, la observacio´n general de que existe cierta similitud entre los sistemas
que se construyen en un dominio ha potenciado el enfoque de lı´neas de productos.
Lo´gicamente, dentro del proceso de desarrollo de software, se puede inferir que el
desarrollo de soluciones similares es la consecuencia de similitudes en el conjunto
de especificaciones de requisitos. De esta manera, el desafı´o que se plantea con-
siste en organizar la informacio´n de los requisitos de aplicaciones existentes para
potenciar la estrategia de ana´lisis de dominios. Esta informacio´n organizada debe
permitir la obtencio´n de especificaciones correctas de nuevas aplicaciones medi-
ante reutilizacio´n de assets de requisitos.
La organizacio´n de la informacio´n de los requisitos, con fines de reutilizacio´n,
es un proceso complejo en el que confluyen tanto aspectos tecnolo´gicos como cul-
turales. La lı´nea de trabajo, o programa de investigacio´n, en reutilizacio´n de requi-
sitos se puede desglosar en los siguientes objetivos general y especı´ficos:
Objetivo General: Incorporar la reutilizacio´n de requisitos en el proceso de Inge-
nierı´a de Requisitos para el incremento de la calidad y la productividad en el
desarrollo de especificaciones.
Objetivos Especı´ficos: En te´rminos especı´ficos, la lı´nea de investigacio´n pretende
1. Integrar diversas te´cnicas de modelado de requisitos en la creacio´n de
assets dentro de un dominio.
2. Determinar un esquema de descripcio´n rigurosa de requisitos en un
dominio.
3. Interpretar relaciones entre requisitos en un conjunto de aplicaciones
de un dominio para establecer la forma de organizar los assets como
una familia de requisitos.
4. Determinar un proceso para la obtencio´n de especificaciones de pro-
ductos mediante la reutilizacio´n de assets de requisitos.
5. Desarrollar las herramientas adecuadas para el soporte operativo de las
labores de reutilizacio´n.
El presente proyecto se relaciono´ con los objetivos especı´ficos 1, 3 y 5.
2. Revisio´n de Literatura
El desarrollo del software, como el de cualquier producto, se puede afrontar
mediante dos estrategias ba´sicas: (a) produccio´n artesanal y (b) produccio´n indus-
trial. La produccio´n artesanal se basa en la aplicacio´n de las habilidades humanas
para transformar las materias primas y ası´ satisfacer las necesidades de los clientes.
La produccio´n industrial se basa en la satisfaccio´n de las necesidades mediante el
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ensamblado de una solucio´n a partir de piezas pre-construidas que responden a
esta´ndares definidos. La estrategia artesanal permite una mejor satisfaccio´n de las
necesidades especı´ficas de cada cliente a cambio de tener que soportar el elevado
coste e ineficiencia en el proceso de desarrollo y mantenimiento. La estrategia in-
dustrial ofrece menor coste de desarrollo y proceso ma´s eficiente, pero a cambio
de un elevado coste de disen˜o de piezas esta´ndares [Nei92].
La Ingenierı´a del Software, que consiste en aplicar un enfoque sistema´tico,
disciplinado y cuantificable al desarrollo, operacio´n y mantenimiento del software
[IEE99], pretende evolucionar el proceso del ciclo de vida desde la estrategia arte-
sanal hacia la estrategia industrial. Sin embargo, el software presenta caracterı´sti-
cas peculiares al ser un producto lo´gico o simbo´lico, que no se manufactura, ni se
deteriora, ma´s bien se desarrolla y se adapta a los cambios del medio [Rad99,
Pre02]. Estas particularidades determinan la necesidad de diferentes aproxima-
ciones ((ingenieriles)) para el desarrollo del software. Una de las aproximaciones
ma´s prometedoras es la Reutilizacio´n del Software.
¿Que´ es reutilizacio´n de software?: La reutilizacio´n del software es una estrate-
gia industrial, opuesta a la artesanal, para abordar el desarrollo de aplica-
ciones con base en una biblioteca de componentes y un proceso eficiente
para reducir los costes de produccio´n [Nei92]. El concepto de componente
designa a un elemento reutilizable que realiza una funcionalidad determina-
da y que se comunica a trave´s de interfaces bien definidas [BW98, DW99].
Probablemente la reutilizacio´n se origina de dos propuestas pioneras presen-
tadas a finales de los 60’s. En 1968, Bemer propuso en la empresa General
Electric la creacio´n de una factorı´a de software con el afa´n de mejorar la
productividad de los programadores [IAM97]. Tambie´n en 1968, McIlroy
[McI76] de la empresa AT&T propuso la produccio´n masiva de rutinas de
co´digo que fueran catalogadas en bibliotecas de reutilizacio´n, para su pos-
terior empleo en el ensamblado industrial del software. Ambas propuestas
presentan dos caracterı´sticas relevantes:
Enfatizan en la necesidad de una estrategia industrial para abordar la
produccio´n del software.
Se fundamentan en la sinonimia entre componentes hardware y com-
ponentes software.
La necesidad de abordar industrialmente la produccio´n del software es un
hecho aceptado con amplitud ante la presio´n para disponer de sistemas soft-
ware de alta calidad. Sin embargo, la analogı´a entre componentes hardware
y componentes software no es aceptable [Nei92]. Aunque la reutilizacio´n
obedece a un principio sencillo, como lo es el aprovechar los esfuerzos pre-
vios y exitosos, se requiere un enfoque particular, propio y adaptado a la
naturaleza del software, para el aprovechamiento efectivo de los elementos
5
reutilizables en el proceso de produccio´n de nuevo software. Este enfoque
debe permitir la seleccio´n, especializacio´n e integracio´n de productos soft-
ware que hayan sido intencionalmente disen˜ados, desarrollados y documen-
tados para servir como materia prima para el desarrollo de nuevos productos
software [Kru92, Gar00].
Reutilizacio´n de requisitos: La gama de trabajos que abordan la reutilizacio´n de
software es amplia e incluye distintos niveles de abstraccio´n: disen˜o, esque-
mas de bases de datos, modelos de dominio, requisitos, gestio´n, economı´a,
cultura, leyes [Kar95]. El proceso de Ingenierı´a de la Reutilizacio´n se es-
tructura mediante dos procesos complementarios: Ingenierı´a del Dominio e
Ingenierı´a de la Aplicacio´n, segu´n la propuesta del Departamento de Defen-
sa de USA [CSPD92].
La reutilizacio´n de requisitos se ha planteado en [Lo´p03] como una alter-
nativa para la Ingenierı´a del Dominio que se basa en un Modelo de Requi-
sitos Reutilizables, un Modelo de Proceso y un conjunto de herramientas
de soporte. El Modelo de Requisitos Reutilizables se denomina ReCOTS
(Requirements-based Commercial off-the-Shelf ). El Modelo ReCOTS se car-
acteriza por admitir en su estructura los requisitos que se representan medi-
ante seis te´cnicas de modelado ampliamente conocidas (escenarios, casos
de uso, diagramas de actividades, diagramas de flujos de datos, diagramas
documentos-tareas y diagramas de flujos de trabajo o workflows). El Mod-
elo de Proceso para reutilizacio´n de requisitos se denomina DIRECTORY
(Diagram-based Reusable Components Towards Requirements QualitY). El
proceso DIRECTORY es una guı´a para el aprovechamiento de los diagramas
de requisitos existentes en un dominio. El soporte para reutilizar requisitos es
proporcionado por una herramienta CASE, a la que se denomina el Entorno
R2.
3. Metodologı´a
Actualmente la reutilizacio´n del software se realiza en la forma de lı´neas de
productos. Esta estrategia de reutilizacio´n permite incrementar la productividad,
reducir costes de desarrollo de cada producto, obtener mejores estimaciones refer-
entes al proceso de desarrollo y mejorar la calidad de los productos [Bos02, CN02].
El desarrollo de lı´neas de productos involucra el establecimiento de una familia de
requisitos que refleja los resultados de un ana´lisis del dominio para identificar co-
munalidades, variabilidades y dependencias entre los requisitos. Diferentes aprox-
imaciones de lı´neas de productos, como FODA [KCH+90], PuLSE [BFK+99] y
ODM [SCK+96], se fundamentan en un ana´lisis previo del dominio. Sin embargo,
en muchos dominios se ha recopilado informacio´n de requisitos mediante me´to-
dos de Ingenierı´a de Requisitos, que se enfocan generalmente hacia un producto
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en particular y no desde una perspectiva institucional de lı´nea de productos. Para
abordar la reutilizacio´n sistema´tica de esa informacio´n generada en el proceso de
Ingenierı´a de Requisitos se requiere el soporte para organizar familias de requisi-
tos. Para ello se ha considerado necesario incidir mediante investigacio´n en tres
acciones:
1. Ampliacio´n del Modelo ReCOTS para incluir otras te´cnicas de modelado de
requisitos y productos que se derivan de estos.
2. Construccio´n de dominios para obtener conclusiones va´lidas respecto a la
efectividad de la estrategia de reutilizacio´n de diagramas de requisitos.
3. Mejora del proceso DIRECTORY en los aspectos de verificacio´n, cualifi-
cacio´n y ana´lisis le´xico.
Para expresar estas acciones paralelas se utiliza la notacio´n SADT [Ros77], ver
Figura 2. Los recta´ngulos representan actividades. Las flechas que llegan desde la
izquierda representan entradas. Las flechas que llegan desde arriba indican mecan-
ismos de control. Las que llegan desde abajo representan recursos. Y las que salen






Figura 2: Representacio´n de actividades segu´n SADT.
El marco general3 que se propuso para investigacio´n en reutilizacio´n de requi-
sitos se describe en la Figura 3. Como su nombre indica, el primer subproceso se
encarga de preparar los requisitos para ser reutilizados, ası´ como su reutilizacio´n
misma. Por ello, las entradas iniciales al primer subproceso son Especificaciones
Existentes, Conocimiento del Dominio, la Propuesta DIRECTORY y Necesidades
del Cliente. Estas entradas sirven de base para generar salidas que en su conjun-
to constituyen un modelo del dominio. En el segundo subproceso se toma como
entradas la Propuesta ReCOTS, Especificaciones Existentes y el Entorno R2 para
obtener como salida el Modelo ReCOTS (que sirve de control en los subprocesos
1 y 3), ası´ como Metaclases de Productos Derivados y el Entorno R2 mejorado.
El tercer subproceso toma el Conocimiento de Ingenierı´a de Dominios [SCK+96]
y las Propuestas de DIRECTORY [Lo´p03], Me´tricas (de requisitos) [HS02], LEL
3Se refiere a la lı´nea o programa de investigacio´n donde se incluye la labor de investigacio´n que
se aborda en el presente proyecto.
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(Le´xico Extendido del Lenguaje) [LHDK00] y Patrones (regularidades indepen-
dientes del dominio) [RDL01] para obtener una serie de modelos que sirven de
controles para el primer subproceso.
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Figura 3: Marco general para investigacio´n en Reutilizacio´n de Requisitos.
Todos los sub-procesos de la Figura 3 toman como recurso el Grupo de Inves-
tigacio´n, el que esta´ distribuido en Valladolid y Costa Rica (y abierto a la colabo-
racio´n e interaccio´n con otros grupos afines). Dentro de ese Grupo de Investigacio´n
se debe contar con los siguientes roles: (a) Ingeniero de Requisitos, (b) Ingeniero
de Aplicacio´n, (c) Experto del Dominio y (d) Cliente.
La labor fundamental para reutilizacio´n sistema´tica de software es la de Con-
struir Dominios. No es viable te´cnicamente la reutilizacio´n sistema´tica sino se
cuenta con elementos reutilizables debidamente representados, identificados, cual-
ificados, clasificados y almacenados en un repositorio. Sin embargo, para la labor
de Construir Dominios es imprescindible contar con:
Un modelo de elemento reutilizable, que en el presente caso se denomina el
Modelo ReCOTS.
Un modelo de proceso para aprovechar los elementos reutilizables, lo que se
ha denominado el Proceso DIRECTORY.
Tanto el Modelo ReCOTS, como el Proceso DIRECTORY, deben ser amplia-
dos y mejorados para emprender la labor de Construir Dominios. En el presente
proyecto se abordo´ la labor de ampliar el Modelo ReCOTS.
8
3.1. Ampliacio´n del Modelo ReCOTS
El Modelo ReCOTS esta´ esquematizado como un metamodelo de requisitos
del software centrado en la perspectiva de los Requisitos-C [Rom90]. La finalidad
del Modelo ReCOTS es proporcionar un esquema de descripcio´n de elevado nivel
de abstraccio´n para los Diagramas de Requisitos que se pueden organizar y alma-
cenar como assets en un repositorio. El metamodelado dentro del Modelo ReCOTS
constituye el fundamento (conceptual) para atacar el problema de la reutilizacio´n
de requisitos.
El Modelo ReCOTS permite describir diagramas de requisitos ampliamente
conocidos, como Diagramas de Workflow, Casos de Uso, Escenarios, dDT, DFD
y Diagramas de Actividades. La descripcio´n que se logra con el metamodelado
permite identificar categorı´as de unidades de modelado, y sus relaciones, dentro de
los diagramas estudiados. Adema´s, el metamodelo propuesto soporta la descrip-
cio´n del cara´cter sema´ntico y estructural de las relaciones entre los elementos de
modelado de requisitos. De esta manera, la perspectiva integradora de los requi-
sitos ofrecida permite describir a los diagramas de requisitos como conjuntos de
conceptos y conjuntos de relaciones. Las instancias de la metaclase Tarea aparecen
como un elemento comu´n y esencial en los diferentes modelos de requisitos. La
metaclase Tarea aporta una perspectiva de integracio´n que se evidencia en la de-
scripcio´n estandarizada que aporta una Plantilla de Especificacio´n de Secuencia.
El trabajo del metamodelo constituye un hito para el establecimiento de una
aproximacio´n de reutilizacio´n sistema´tica de los requisitos. La descripcio´n de al-
to nivel de abstraccio´n y la perspectiva integradora del Modelo ReCOTS son la
base del proceso de reutilizacio´n de requisitos. El metamodelo es adema´s el es-
quema conceptual del repositorio de requisitos. Sin embargo, el metamodelo debe
ser ampliado para describir con mayor amplitud el modelo del dominio y segu´n se
propone en la Figura 4.
Para ampliar el Modelo ReCOTS se realizaron las etapas siguientes:
Etapa 1. Describir Productos Derivados: Esta etapa consistio´ en tomar como en-
tradas el Conocimiento del Dominio, las Especificaciones Existentes y la
Propuesta de ReCOTS para producir como salida las Metaclases de Produc-
tos Derivados. Estas metaclases son descripciones de productos de disen˜o
de las aplicaciones. Se incorporaron los Diagramas de Clases, Diagramas de
Interaccio´n y Diagramas de Secuencia de UML [OMG01] como productos
de disen˜o. Esta etapa tomo´ como control el Modelo ReCOTS.
Etapa 2. Refinar Relaciones de Variabilidad: Tomando como controles la Teorı´a
de Metamodelos, las Te´cnicas de Modelado y UML, y a partir de la Propues-
ta ReCOTS y las Metaclases de Productos Derivados, se amplio´ el Modelo
ReCOTS incorporando ma´s formas de modelar la variabilidad en los req-


































Figura 4: Proceso de ampliacio´n del modelo ReCOTS.
opcionales, optativas, obligatorias y mu´ltiples de los sistemas, y adema´s se
refino´ esa variabilidad para incluir no so´lo la selectividad de caracterı´sticas
sino tambie´n las habilidades y preferencias de los usuarios.
Etapa 3. Mejorar Soporte Operativo: El Conocimiento del Dominio y el En-
torno R2 sirvieron de insumos para obtener un mejor soporte operativo para
el proceso de reutilizacio´n de requisitos. Esta etapa produjo como salida el
Entorno R2 mejorado. En la Figura 5 se muestra la interfaz de usuario del
Entorno R2.
En el Cuadro 1 se presenta el desglose y distribucio´n de las etapas en el tiempo.
4. Resultados y Discusio´n
La labor total aquı´ presentada de reutilizacio´n de requisitos se aborda como un
programa de investigacio´n formado por tres diferentes proyectos o etapas, segu´n
se mostro´ en la Figura 3. Una de esas etapas ha sido la base para el proyecto que
aquı´ se resen˜a. Es decir, el presente proyecto esta´ limitado al ser una parte dentro
de un programa de investigacio´n. Sin embargo, es la intencio´n de los firmantes que
este proyecto sea el inicio para profundizar en la reutilizacio´n de requisitos. Este
inicio debera´ continuar mediante futuros proyectos individuales, hasta completar
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Figura 5: Interfaz de usuario del entorno de reutilizacio´n de requisitos.
las labores presentadas en la Figura 3.
4.1. Descripcio´n de los Productos Derivados
Los Productos Derivados son aquellos artefactos derivables de los diagramas
de requisitos y que representan un refinamiento o disminucio´n del nivel de abstrac-
cio´n de estos. Los Productos Derivados son artefactos que se pueden concebir ma´s
en la fase de disen˜o que en la de requisitos dentro del proceso de software. La
descripcio´n de Productos Derivados ha llevado a la ampliacio´n del esquema con-
ceptual del modelo de Representacio´n de Requisitos (el metamodelo de requisitos,
conocido como el Modelo ReCOTS). La ampliacio´n permite integrar en una de-
scripcio´n tanto productos de ana´lisis como de disen˜o, y de esta forma incorporar
Diagramas de Clases, Diagramas de Colaboracio´n y Diagramas de Secuencia como
productos reutilizables.
ReCOTS es un modelo de estructura de reutilizacio´n, y esta´ formado por Mod-
elos de Representacio´n de Requisitos, Productos Derivados de estos, y Objetivos
del Dominio. Los Modelos de Representacio´n son una estructura que describe req-
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MESES DEL A ˜NO 2004
ETAPAS 1-2 3-4 5-6 7-8 9-10 11-12
1. Describir Productos Derivados
1.1 Diagrama de secuencia
√
1.2 Diagrama de colaboracio´n
√







3. Mejorar soporte operativo




3.3 Modelado de variabilidad
√ √
Redaccio´n del Informe Final √
Tabla 1: Desglose y distribucio´n de las etapas en el tiempo.
uisitos funcionales y no funcionales desde la perspectiva de los clientes. Los Pro-
ductos Derivados, segu´n ya se ha dicho, son cualquier producto de software que
conceptualmente representa un refinamiento de un conjunto de Modelos de Repre-
sentacio´n. Y los Objetivos del Dominio son una intencio´n general aceptada como
va´lida dentro de un dominio y que debe ser satisfecha mediante el desarrollo de
aplicaciones software para lo cual debe ser desglosada (el objetivo del dominio) en
otros objetivos o modelado mediante un diagrama de requisitos.
El concepto de Objetivo del Dominio concuerda con la definicio´n de requisi-
to dada por A. Davis4: ((una caracterı´stica externamente observable de un sistema
deseado)). Y todo ello coincide con lo que Sommerville [Som01] denomina “requi-
sito de usuario” (user requirement). Y desde una perspectiva general, que clasifica
a las metas u objetivos (goals) en cuatro categorı´as: cognitivas (por ejemplo, estar
de acuerdo con algo o alguien), fı´sicas (por ejemplo, retornar o realizar algo), “di-
rigidas al sistema” (system-driven) (por ejemplo, el sistema almacena cierta infor-
macio´n), y comunicativas (por ejemplo, solicitar algo), los Objetivos del Dominio
se clasifican como system-driven.
En la Figura 6 se presenta el modelo ba´sico de ReCOTS. Adema´s de los con-
ceptos de Modelo de Representacio´n, Producto Derivado y Objetivo de Dominio,
la Figura muestra las metaclases Productor e Identificador de Sistema. Productor
representa a la organizacio´n y/o al autor(es) responsable(s) de la creacio´n, evalu-
acio´n y mantenimiento de las estructuras reutilizables. La metaclase Identificador
de Sistema representa la definicio´n lo´gica de un proyecto software dentro del do-
4Alan M. Davis and Ann M. Hickey. How to Select the “Right” Requirements Elicitation Tech-
nique. Half-day Tutorial. VII Jornadas de Ingenierı´a del Software y Bases de Datos (JISBD-2002).






















de Sistema < Activo en
1..*
*
Figura 6: Modelo ba´sico de ReCOTS, expresado en UML.
minio en el que se reutilizan requisitos.
La clase Estructura de Reutilizacio´n esta´ relacionada con la clase Productor
mediante la asociacio´n CreadaPor, de forma que toda estructura reutilizable tenga
asociado al menos un responsable, ya sea una organizacio´n o una persona concreta.
Un ReCOTS se modela como una composicio´n dado que cada uno de los com-
ponentes de un ReCOTS no puede ser parte de otros ReCOTS. Adema´s, la elimi-
nacio´n de un ReCOTS como estructura reutilizable conlleva obligatoriamente a la
eliminacio´n de sus componentes.
La metaclase Modelo de Representacio´n esta´ relacionada con la metaclase Pro-
ducto Derivado mediante la (meta)asociacio´n RefinadoEn, de forma que todo Pro-
ducto Derivado tenga asociado al menos un Modelo de Representacio´n (de requi-
sitos).
4.2. Los Modelos de Representacio´n
Un ReCOTS esta´ formado por Modelos de Representacio´n (de requisitos), Pro-
ductos Derivados, y Objetivos del Dominio. La (meta)entidad Modelo de Repre-
sentacio´n es el centro del esquema conceptual para describir y gestionar los requi-
sitos reutilizables que se representan mediante diversas te´cnicas de modelado.
Las te´cnicas de modelado muestran perspectivas diferentes de los requisitos.
Para integrar esas perspectivas dentro de una estrategia de reutilizacio´n de requi-
sitos, se debe determinar el contenido de los Modelos de Representacio´n. En la
Figura 7 se representan las (meta)entidades asociadas a los Modelos de Repre-
sentacio´n (de requisitos), que se utiliza para describir los diferentes diagramas de
requisitos. Estas (meta)entidades son las siguientes:
La Unidad de Modelado, utilizada para describir las unidades contenidas en
los diagramas de requisitos,
La Relacio´n Unidad que permite enlazar las Unidades de Modelado unas
con otras,
13
La Relacio´n UnidadModelo que permite describir Unidades de Modelado
complejas, y
La Relacio´n Modelo que se utiliza para enlazar Objetivos del Dominio.
Las metaclases Relacio´n Unidad, Relacio´n Unidad Modelo y Relacio´n Modelo
representan diferentes relaciones estructurales que describen aspectos sema´nticos
dentro de la propuesta de reutilizacio´n de requisitos. Estas relaciones son descritas
a trave´s de tres tipos de relaciones estructurales:
Relacio´n Unidad: Caracteriza los enlaces sema´nticos entre las Unidades de Mod-
elado de requisitos dentro de los Modelos de Representacio´n
Relacio´n Unidad Modelo: Describe las relaciones entre Unidades de Modelado
y Modelos de Representacio´n.
Relacio´n Modelo: Describe los enlaces entre los elementos de la estructura de
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Figura 7: Elementos relacionados con los Modelos de Representacio´n de requisitos.
Un Modelo de Representacio´n esta´ compuesto por elementos de menor granu-
laridad que se denominan Unidades de Modelado. La metaclase Modelo de Repre-
sentacio´n representa la entidad Modelo de Representacio´n. Un Modelo de Repre-
sentacio´n se modela como una composicio´n porque cada uno de los componentes
de un Modelo de Representacio´n no puede ser parte de otros Modelos de Repre-
sentacio´n, adema´s la eliminacio´n de un Modelo de Representacio´n conlleva oblig-
atoriamente a la eliminacio´n de sus componentes.
4.3. Las Unidades de Modelado
Los modelos de requisitos que representan el Universo del Discurso esta´n for-
mados por Unidades de Modelado. Las Unidades de Modelado incluidas en los
Modelos de Representacio´n (de requisitos) considerados en este proyecto se clasi-
fican en siete categorı´as (ver Figura 8):
14
Actividad: Representa una labor o proceso que se realiza dentro del dominio. Se
distinguen dos tipos de actividades:
Tarea: Es una unidad formada por la agregacio´n de otras actividades.
Accio´n: Representa una actividad ato´mica, es decir, una actividad que
no presenta subdivisiones.
Sujeto: Representa a los actores que intervienen en el sistema, que pueden ser
personas, unidades organizacionales o sistemas auto´nomos.
Objetivo: Representa las intenciones especı´ficas de usuarios y sistema, en el con-
texto de la interaccio´n entre ellos.
Limitacio´n: Informacio´n que restringe la funcionalidad del sistema. Puede ser de
tipo temporal o de disponibilidad de algu´n recurso, que a su vez puede ser
recursos fı´sicos o datos.
Estado: Representa una situacio´n dina´mica (un espacio o perı´odo de tiempo) du-
rante el cual se satisface alguna condicio´n, se realiza alguna labor, o se espera
por un evento.
Conector: Representa un criterio de ordenamiento sema´ntico entre Unidades de
Modelado y puede ser de tres tipos:
Lineal: Indica un ordenamiento secuencial entre dos Unidades de Mod-
elado, es decir, una a partir de la otra.
Unio´n: Representa la confluencia de un nu´mero N > 0 de flujos para
producir un flujo de llegada a una Unidad de Modelado. La Unio´n
puede ser de dos tipos:
• Unio´n Total: Indica que se requiere que el control llegue a los N
flujos de entrada para generar un flujo de salida.
• Unio´n Parcial: Indica que el control debe llegar a P flujos, P < N ,
para generar un flujo de salida.
Bifurcacio´n: Indica la generacio´n de N > 0 flujos de salida a partir de
un flujo de entrada. La Bifurcacio´n puede ser de dos tipos:
• Bifurcacio´n Total: Indica que cuando el control llega al flujo de
entrada se produce los N flujos de salida.
• Bifurcacio´n Parcial: Indica que al llegar el control al flujo de en-
trada se generan P flujos de salida, P < N . Un caso particular
de dos salidas en una bifurcacio´n parcial refleja una situacio´n de
exclusio´n mutua, lo que permite modelar situaciones de opcional-
idad como en los diagramas de flujo.
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Unidad Derivada: Representa un elemento software que refina a un conjunto de
Unidades de Modelado y puede ser de diferentes tipos, dependiendo del par-
adigma de programacio´n a utilizar. A la fecha se ha estudiado el Paradigma
de Orientacio´n al Objeto. Una Unidad Derivada que corresponde a ese Par-
adigma es la categorı´a (metaclase) Abstraccio´n Objetual, que representa un
concepto que encapsula comunicacio´n, proceso e informacio´n5 segu´n se de-
talla a continuacio´n:
Comunicacio´n: Representa el punto de contacto para la interaccio´n con
otros elementos del sistema.
Proceso: Son los me´todos u operaciones que determinan co´mo debe
actuar o responder el elemento software. Los procesos pueden ser de
tres tipos:
• Sı´ncrono (el proceso permanece desactivo hasta que reciba re-
spuesta).
• Plano (el proceso activo no espera respuesta).
• Ası´ncrono (el proceso no espera respuesta, pero se mantiene acti-
vo).
Informacio´n: Son las propiedades o datos que encapsula un objeto. Es-
tos datos determinan el estado del objeto.
Los Productos Derivados son un refinamiento de uno o ma´s Modelos de Repre-
sentacio´n, y a su vez el Producto Derivado esta´ formado por Unidades de Modela-
do (las mismas utilizadas para describir las unidades contenidas en los diagramas
de requisitos, so´lo que a nivel de diagramas de disen˜o se obtiene un menor nivel
de abstraccio´n). Por tanto, la ampliacio´n del metamodelo ha consistido en una re-
visio´n de sus metaclases, lo que ha llevado fundamentalmente en la incorporacio´n
de la metaclase Unidad Derivada, la que permite representar productos de disen˜o,
ver Figura 8.
4.4. El Modelo ReCOTS ampliado
El Modelo ReCOTS ampliado recoge en un u´nico modelo los elementos que
conforman la estructura de un Componente de Requisitos Reutilizables, el que per-
mite incorporar elementos de disen˜o. Este modelo constituye el esquema concep-
tual de modelo de repositorio, donde aparece inmerso el ReCOTS, como modelo
de componente reutilizable, y la informacio´n necesaria para su seleccio´n, recu-
peracio´n, clasificacio´n, cualificacio´n, y mantenimiento.
En la Figura 9 se muestran todas las entidades que conforman el Modelo Re-
COTS ampliado (o lo que es lo mismo, el modelo de repositorio para almacenar
requisitos reutilizables, incorporando artefactos de disen˜o), expresado mediante un
5Adema´s debe cumplir tres caracterı´sticas ba´sicas: estar basado en objetos y clases y ser capaz


































Figura 8: Tipos de Unidades de Modelado que se incluyen en los Modelos de Rep-
resentacio´n y en los Productos Derivados.
diagrama de clases de UML. ReCOTS se ubica en el Nivel Meta y es instanciado
(en el Nivel Modelo) como Familia de Requisitos.
4.5. Categorı´as de Modelos de Representacio´n de Requisitos
El Modelo ReCOTS ampliado constituye el esquema conceptual del reposito-
rio de requisitos y productos derivados reutilizables. La misio´n de este modelo es
servir de esquema de integracio´n y gestio´n de requisitos y productos derivados, que
son modelados mediante diferentes te´cnicas de modelado. En el Nivel Meta se ubi-
can las metaclases Modelo de Representacio´n y Producto Derivado (que segu´n se
ha visto, forman parte del Modelo ReCOTS). En el Nivel Modelo se expresan los
modelos que proponen distintas te´cnicas de modelado de requisitos y disen˜o, e´stos
son descritos mediante las metaclases. Esas te´cnicas de modelado se instancian en
el Nivel Datos representando diagramas concretos en el contexto del desarrollo de
aplicaciones software especı´ficas, ver Figura 10.
En el contexto de este proyecto se abordan modelos de tipo Semiformal. Es-
pecı´ficamente se tratan los modelos del subtipo Modelo de Comportamiento, los
cuales se instancian como diagramas que representan la interaccio´n entre el sis-
tema y entidades externas (por ejemplo, los Diagramas de Escenarios [BL01] y
Casos de Uso [OMG01]), diagramas que representan los requisitos haciendo e´nfa-
sis en las funciones de transformacio´n de datos (como por ejemplo los Diagramas
Documentos-Tareas [CHL87] y Flujos de Datos [DeM79]) y diagramas que per-
miten reflejar la gestio´n de recursos de la organizacio´n (por ejemplo, los Diagramas
de Workflow [WfM99] y de Actividades [OMG01]). Adema´s, en la ampliacio´n del
Modelo ReCOTS, se incorporan los Diagramas de Clases, Diagramas de Secuencia
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Figura 9: Modelo ReCOTS ampliado (expresado en UML).
4.6. Instanciacio´n del Diagrama de Casos de Uso
El Diagrama de Casos de Uso [OMG01] se representa como un paquete que
instancia la metaclase Modelo de Comportamiento, ver Figura 11. Dentro de este
paquete se instancia la metaclase Tarea como Caso de Uso. El elemento Caso de
Uso se relaciona con un Evento Disparador, una Precondicio´n, una Postcondicio´n,
un Resultado, una Meta y un Actor, que son instancias de los diferentes subtipos de
la metaclase Unidad de Modelado. Estos subtipos esta´n enlazados al Caso de Uso
mediante relaciones de Asociacio´n que representan instancias de un tipo de la clase
Relacio´n Unidad. Adema´s, un Caso de Uso muestra relaciones de Dependencia con
otro Caso de Uso (Extensio´n e Inclusio´n) y de Generalizacio´n.
De acuerdo con la especificacio´n del lenguaje UML 1.x [OMG01], un Caso de
Uso tiene el propo´sito de describir un servicio que proporciona una entidad, con
independencia de los detalles de su estructura interna. El servicio se describe como
una secuencia completa que es iniciada por un actor. Es decir, cuando la secuen-
cia se ejecuta totalmente la entidad queda en disposicio´n de iniciar nuevamente la
misma secuencia. El Caso de Uso comprende posibles variantes de la secuencia,
por ejemplo secuencias alternas, comportamiento excepcional, manejo de errores,
etc. Por todo esto, la descripcio´n de un Caso de Uso generalmente se hace con el
apoyo de estructuras de lenguaje natural restringido como ha sido propuesto en














































































Figura 10: Modelos de Representacio´n de requisitos y Productos Derivados.
Concordante con estos planteamientos, en la Figura 11 se incluye el paque-
te Plantilla de Especificacio´n de Secuencia [Dur00] como una instancia de Rep-
resentacio´n de Requisitos. Esta Plantilla permite especificar las realizaciones de
satisfaccio´n y de excepcio´n de cada Caso de Uso (es decir, de las instancias de la
clase Caso de Uso dentro del paquete Diagrama de Casos de Uso) mediante una
instancia de Relacio´n Unidad Modelo.
4.7. Instanciacio´n del Diagrama de Clases
Un Diagrama de Clases describe los tipos de objetos que hay en el sistema y
las diversas clases de relaciones esta´ticas que existen entre ellos. El Diagrama de
Clases se representa como un paquete que instancia la metaclase Producto Deriva-
do, ver Figura 12. Este paquete contiene el elemento Clase como instancia de la
metaclase Abstraccio´n Objetual. A su vez una Clase tiene Interfaz, Restricciones,
Operaciones y Atributos, estos elementos son instancias de las metaclases Comu-
nicacio´n, Limitacio´n, Proceso e Informacio´n respectivamente. Como se puede ob-
servar en el paquete de Diagrama de Clases, el elemento Clase tiene asociado una
clase Tipo, que representa las variantes de los tipos de clases existentes; estas no
se instancian, ya que se representan con la instanciacio´n del elemento Clase.
Las clases esta´n enlazadas mediante relaciones de Asociacio´n, Generalizacio´n
y Dependencia; estas son instancias de la metaclase Relacio´n Unidad, que a su vez
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Figura 11: Instanciacio´n del Diagrama de Casos de Uso.
objetos en la asociacio´n), Multiplicidad (Indica la cantidad de objetos que partici-
para´n en la relacio´n dada) y Navegabilidad (posibilidad de navegar unidireccional-
mente en una asociacio´n) existente entre Clases.
4.8. Instanciacio´n del Diagrama de Secuencia
Un Diagrama de Secuencia muestra los objetos y actores que participan en una
colaboracio´n encima de las lı´neas de punto. La lı´nea representa el tiempo visto por
el objeto: es la lı´nea de vida del objeto. El Diagrama de Secuencia se represen-
ta como un paquete que instancia la metaclase Producto Derivado, ver Figura 13.
Este paquete tiene los elementos Actor y Objeto que son instancias de la meta-
clase Abstraccio´n Objetual; ambos elementos envı´an y reciben Mensajes. La clase
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Figura 12: Instanciacio´n del Diagrama de Clases.
Retorno, Argumento, Condicio´n, Indicador de Secuencia, Iteracio´n y Restriccio´n
de Tiempo. Estos elementos asociados al mensaje son instanciados en las meta-
clases Informacio´n para la clase Valor de Retorno y Argumento, Limitacio´n en la
clase Condicio´n, Conector Lineal para la clase Indicador de Secuencia, Estado para
la clase instancia de Iteracio´n y Limitacio´n Temporal para la clase de Restriccio´n
de Tiempo. Los Objetos del paquete Diagrama de Secuencia tiene Activaciones y
Lı´nea de Vida las cuales son instancias de la clase Estado.
La relacio´n entre los Objetos en el paquete Diagrama de Colaboracio´n es de
asociacio´n, que es una instancia de un tipo de la Clase Relacio´n Unidad.
4.9. Instanciacio´n del Diagrama de Colaboracio´n
Un Diagrama de Colaboracio´n consiste en todos los objetos que interactu´an
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Figura 13: Instanciacio´n del Diagrama de Secuencia.
oracio´n se representa como un paquete que instancia la metaclase Producto Deriva-
do, ver Figura 14. Los elementos Actor y Objeto del paquete El paquete Diagrama
de Colaboracio´n tiene dos elementos: que son instancias de la metaclase Abstrac-
cio´n Objetual. Estos elementos envı´an y reciben Mensajes que tienen caracterı´sti-
cas de Secuencia e Iteracio´n, y contienen Argumentos y Valores de retorno. El
elemento Mensaje es una instancia de la metaclase Proceso y los elementos Valor
de Retorno y Argumento son instancias de la metaclase Informacio´n; Indicador de
Secuencia e Iteracio´n respectivamente son instancias de Conector Lineal y Estado.
La relacio´n entre los Objetos en el paquete Diagrama de Colaboracio´n es de
Asociacio´n, la cual es una instancia de un tipo de la clase Relacio´n Unidad.
4.10. Relaciones de Variabilidad
Un Producto Derivado puede ser cualquier producto que se obtiene a partir de
un Modelo de Representacio´n. Por ejemplo, de un conjunto de casos de uso se
pueden derivar diagramas de clases. La derivacio´n puede ser manual o automa´tica.
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Figura 14: Instanciacio´n del Diagrama de Colaboracio´n.
Productos Derivados y Modelos de Representacio´n.
Dado que el Modelo ReCOTS permite modelar caracterı´sticas opcionales, op-
tativas, obligatorias y mu´ltiples de los sistemas, y ante la intencio´n de modelar no
so´lo la selectividad de caracterı´sticas sino tambie´n las habilidades y preferencias
de los usuarios, se decidio´ modelar estas u´ltimas mediante las mismas relaciones
de ReCOTS. Es decir, las habilidades y preferencias y preferencias se expresan
mediante diferentes Productos Derivados, de modo que la relacio´n entre Modelos
de Representacio´n y Productos Derivados expresa las habilidades y preferencias
del usuario.
4.11. Mejora del Soporte Operativo
Dada la complejidad de las labores de reutilizacio´n del software (ve´ase por
ejemplo [Mar98]) se requiere un robusto soporte operativo, lo que aquı´ se realiza
mediante el Entorno R2. Por ello, ha sido muy importante en el e´xito del presente
proyecto de investigacio´n el haber contado con el apoyo de dos (2) estudiantes
de Pra´ctica de Especialidad de Ingenierı´a en Computacio´n, quienes laboraron en
mejorar el soporte operativo, segu´n se presento´ en la Tabla 1. El entorno, en su
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estado actual, permite la edicio´n de todos los diagramas indicados en la Figura 10
y la conformacio´n de una familia de requisitos. Adema´s, permite recorrer el grafo
de requisitos y reutilizar los elementos segu´n la seleccio´n del reutilizador.
En resumen, las principales mejoras que se han hecho al Entorno R2 son:
Al crear un nuevo proyecto se muestra una vista completa o resumida del
a´rbol de objetivos creado para el dominio, el usuario debe seleccionar el o
los objetivos a reutilizar en su nuevo proyecto.
La creacio´n de un diagrama de requisitos esta´ asociada a un u´nico objetivo
de dominio.
Permite la creacio´n y edicio´n de los diagramas de la categorı´a de productos
derivados. Estos deben enlazarse u´nicamente de los diagramas de requisitos.
Permite la creacio´n y edicio´n de diagramas de clases, secuencia y colabo-
racio´n.
5. Conclusiones y recomendaciones
El tema central de este proyecto es la reutilizacio´n de requisitos, que puede
aplicarse en cualquier dominio que cumpla con las caracterı´sticas de ser restringi-
do y bien entendido, de acuerdo con Krueger [Kru92], y que posee la suficiente
importancia para justificar el esfuerzo de reutilizacio´n.
Para abordar la diversidad de te´cnicas de modelado de requisitos, y la existencia
de diferentes niveles de descripcio´n de los mismos, el Modelo ReCOTS (ampliado
en este proyecto) posee un a´mbito de accio´n restringido en los siguientes te´rminos:
Admite en su estructura los requisitos que se representan mediante seis te´cni-
cas de modelado ampliamente conocidas (escenarios, casos de uso, diagra-
mas de actividades, diagramas de flujos de datos, diagramas documentos-
tareas y diagramas de flujos de trabajo o workflows).
Se basa en el metamodelado como esquema conceptual que permite:
• La descripcio´n e integracio´n de los diagramas mediante un modelo
comu´n, y
• La organizacio´n de los requisitos dentro de una familia de diagramas.
Incorpora artefactos o productos software que conceptualmente representan
un refinamiento, de los diagramas de requisitos. A estos refinamientos se les
denomina Productos Derivados.
El Modelo ReCOTS esta´ esquematizado como un metamodelo de requisitos
del software centrado en la perspectiva de los Requisitos-C [Rom90]. Su finalidad
es proporcionar un esquema de descripcio´n de elevado nivel de abstraccio´n para
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los Diagramas de Requisitos que se pueden organizar y almacenar como assets en
un repositorio. La labor desarrollada se enmarca dentro del establecimiento de una
propuesta de reutilizacio´n de requisitos.
El Modelo ReCOTS permite describir Diagramas de Workflow, Casos de Uso,
Escenarios, dDT, DFD y Diagramas de Actividades. Adema´s, con la ampliacio´n
obtenida, se pueden describir Diagramas de Clases, Diagramas de Secuencia y Dia-
gramas de Colaboracio´n. La descripcio´n que se logra con el metamodelado permite
identificar categorı´as de unidades de modelado, y sus relaciones, dentro de los di-
agramas estudiados. Adema´s, el metamodelo propuesto soporta la descripcio´n del
cara´cter sema´ntico y estructural de las relaciones entre los elementos de modelado
de requisitos. De esta manera, la perspectiva integradora ofrecida permite describir
a los diagramas de requisitos y disen˜o como conjuntos de conceptos y conjuntos
de relaciones.
El trabajo realizado en este proyecto constituye un avance importante en el
camino de establecer una aproximacio´n de reutilizacio´n sistema´tica de los requi-
sitos. La descripcio´n de alto nivel de abstraccio´n y la perspectiva integradora del
Modelo ReCOTS (requisitos y disen˜o) son la base para el proceso de reutilizacio´n
de requisitos. El metamodelo es adema´s el esquema conceptual del repositorio de
requisitos que se implementa dentro del entorno R2.
6. Aportes y alcances
Aportes: La reutilizacio´n de requisitos se puede considerar como una alternativa
para la Ingenierı´a del Dominio. Al estar ubicada en el nivel de abstraccio´n
conceptual, la reutilizacio´n de requisitos persigue el apoyo a las labores de
Ingenierı´a de Requisitos, las que son crı´ticas para el desarrollo del software
pues consumen recursos y son propensas a errores con consecuencias nefas-
tas en el resto del ciclo de vida. Para avanzar en el establecimiento de una
estrategia que aprovecha los diagramas de requisitos existentes en un do-
minio, es necesario abordar la construccio´n de dominios, ası´ como mejorar
las te´cnicas disponibles. Por ello, en este documento se han propuesto tres
acciones de investigacio´n.
Las tres acciones planteadas son: (1) Construccio´n de un dominio, (2) Am-
pliacio´n del modelo de elemento reutilizable (el Modelo ReCOTS), y (3)
Mejora de te´cnicas especı´ficas para reutilizar requisitos. La construccio´n de
dominios es una labor estrate´gica para validar las te´cnicas de reutilizacio´n.
La ampliacio´n del Modelo ReCOTS es importante dado que la descripcio´n
de los elementos reutilizables constituye la base para aprovechar las diver-
sas representaciones de requisitos en el desarrollo de especificaciones con
reutilizacio´n. La mejora de las te´cnicas especı´ficas constituye la clave para
avanzar en el proceso de reutilizacio´n de requisitos.
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El aporte de este proyecto se pueden resumir en tres:
1. Descripcio´n de elevado nivel de abstraccio´n para productos de disen˜o
de software, como diagramas de interaccio´n y de clases.
2. Mejora de un modelo de elemento reutilizable, como lo es el Modelo
ReCOTS.
3. Mejora de una herramienta para el soporte operativo de la reutilizacio´n,
como lo es el Entorno R2.
Alcances: En las u´ltimas de´cadas se ha venido reconociendo de manera amplia
que los requisitos del software deben ser gestionados adecuadamente para el
e´xito de los proyectos de desarrollo de software en general [vL00], y de reuti-
lizacio´n del software en particular [Cyb98]. Numerosas investigaciones han
mostrado la importancia de los requisitos del software con respecto a la cali-
dad [BT76], disminucio´n de fallos [SGI98], y coste de correccio´n de errores
[KS98]. De acuerdo con Brooks [Bro87], la etapa ma´s difı´cil del software,
y la que ma´s negativamente puede afectar las etapas posteriores, es precisa-
mente la que consiste en definir que´ software desarrollar. Esta aseveracio´n
refleja la necesidad del tratamiento objetivo de los requisitos y ha desper-
tado el intere´s de la comunidad de Ingenierı´a del Software, cuya respuesta
ha sido el fomentar la creacio´n de la disciplina de Ingenierı´a de Requisitos
[Dur00]. Con la reutilizacio´n de requisitos en dominios se puede mejorar
la productividad del desarrollo de software. Si los ingenieros de requisitos
pueden reutilizar requisitos para familias de productos, se pueden desarrol-
lar las especificaciones y el software en menor tiempo, a la vez que se reduce
la probabilidad de errores en los requisitos.
7. Aspectos te´cnicos y administrativos
7.1. Cumplimiento de objetivos
Se confirma la coincidencia entre los objetivos planteados en la propuesta ini-
cial del proyecto y los objetivos que fueron alcanzados durante la ejecucio´n del
mismo.
7.2. Limitaciones y problemas encontrados
No han habido problemas que tuvieran un efecto significativo en la ejecucio´n
del proyecto. La formulacio´n de la metodologı´a ha sido adecuada, lo mismo que la
estimacio´n de los tiempos designados a las distintas actividades. No han existido
problemas con el equipo humano a cargo del proyecto o actividad, a excepcio´n de
la retirada del investigador Apolinar Gonza´lez, quien se retiro´ de la Institucio´n. No
se dieron limitaciones en la disponibilidad de la infraestructura y equipo destinado
al proyecto, ni dificultades en tra´mites administrativos. Tampoco han existido prob-
lemas de coordinacio´n con entes internos o externos involucrados en el proyecto.
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7.3. Observaciones generales y recomendaciones
Este proyecto constituye una continuacio´n del proyecto doctoral del investi-
gador principal. Esta situacio´n significa que el proyecto no ha partido de cero,
sino que ya existı´a un camino recorrido, el que ha sido continuado. Esta situacio´n
tambie´n significa que el proyecto se ha realizado en contacto estrecho con el De-
partamento de Informa´tica de la Universidad de Valladolid, lo que representa un
importante vı´nculo de colaboracio´n internacional.
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