The quadratic assignment problem (QAP) is one of the hardest combinatorial optimization problems known. Exact solution attempts proposed for instances of size larger than 15 have been generally unsuccessful even though successful implementations have been reported on some test problems from the QAPLIB up to size 36. In this study, we focus on the Koopmans-Beckmann formulation and exploit the structure of the flow and distance matrices based on a flow-based linearization technique that we propose. We present two new IP formulations based on the flow-based linearization technique that require fewer variables and yield stronger lower bounds than existing formulations. We strengthen the formulations with valid inequalities and report computational experience with a branch-and-cut algorithm. The proposed method performs quite well on QAPLIB instances for which certain metrics (indices) that we proposed that are related to the degree of difficulty of solving the problem are relatively high ( 0.3). Many of the well-known instances up to size 25 from the QAPLIB (e.g. nug24, chr25a) are in this class and solved in a matter of days on a single PC using the proposed algorithm.
Introduction
The Quadratic Assignment Problem (QAP) is the problem of assigning a set of n objects to another set of n objects so as to minimize the sum of the costs associated with pairs of assignments.
QAP is NP-Hard [1] and among the most difficult NP-Hard problems. In fact, QAP is NP-Hard in the strong sense [1] meaning that finding an ∈-approximate solution in polynomial time implies P = NP. It is also known that QAP is PLS-Complete [2] , meaning that an exponential number of iterations is required in the worst case to find a local minimum for a certain type of neighborhood of solutions. Even though faster computers, specialized data structures, and algorithmic improvements have led to significant progress in solvable sizes of many NP-Hard problems (e.g. the Traveling Salesman, Vehicle Routing, Set Covering, Uncapacitated Facility Location, etc.), the QAP has been defiantly resisting all solution attempts beyond the size of n > 15 when the cost data is arbitrary. The largest solved instance of the QAP to date is of size 36 [3, 4] while the largest solved size of, for example, the Traveling Salesman Problem has close to 25000 cities [5] . Most successful applications to date are limited to parallel implementations, which harness high amounts of computing power.
The computational status of the QAP poses a challenge: What new perspectives do we need to solve larger sizes of the QAP without having to rely on the high computing power of parallel processing? This paper takes up the challenge and presents a new modeling perspective on the QAP that leads to an effective branch-and-cut technique. The effectiveness of the proposed method is determined on the basis of six indices, which we also propose. These indices measure various features that are related to the degree of difficulty of solving the problem.
Problem definition
The problem is initially defined by Koopmans and Beckmann [6] in the context of assigning n facilities (machines) to n locations. Let f ij be the annual flow between facilities i and j and d kl be the distance between locations k and l. Each facility will be assigned to exactly one location, and each location gets assigned exactly one facility. Let a = (a(1), a (2) , . . . , a(n)) be an assignment (a permutation of the integers {1, . . . , n}) with a(i) denoting the index of the location to which facility i is assigned. Define A to be the set of all such assignments. The QAP can be posed as
We refer to (1) as the factorable or Koopmans-Beckmann form of the QAP. In the general form, we take the cost of assigning facility i to location k and of facility j to location l as C ij kl so that the problem becomes
If a nonzero costĈ ik is incurred for assigning facility i to location k, then the linear term iĈ ia(i) is added to the objective function. One can re-define the costs C ij kl (or f ij d kl ) to be C ij kl +Ĉ ik + C jl to convert the problem to the pure quadratic form. Linear cost terms have been dropped in later formulations.
There are n! assignments, which makes direct enumeration computationally prohibitive for n > 14. The general form requires the specification of n 4 
x ik ∈ {0, 1}, ∀i, k = 1 . . . n (6) Nonlinearity in the objective function is removed by linearizing the cost function. Even though many linearizations have been proposed for various special cases, two methods for linearizing the cost function have dominated the literature. In 1963, Lawler defined the variables y ikj l = x ik x jl so as to represent the interaction between two assignment decisions [7] . This interpretation was used by other authors to devise linearizations [8, 9] . Later, Kaufmann and Broeckx defined the variables w ik =x ik j,l f ij d kl x jl to represent by w ik the contribution of each assignment variable x ik to the overall cost [10] . The linearization by Kaufmann and Broeckx is more compact in terms of the number of variables and constraints (O(n 2 )), but the lower bounds generated by the corresponding relaxation of the IP are too weak to be of use. However, if Lawler's method is used, the number of variables increases to O(n 4 ). In this case, lower bounds generated by the relaxation are much stronger, but the number of variables quickly exceeds computational reach as the problem size grows. Notably, high levels of degeneracy have been observed in Lawler's linearization [11] . Current integer programming models based on foregoing or other linearizations have not been able to cope with instances of size larger than 15 [12, 11] .
In the next section, we propose a new linearization based on a flow interpretation of the problem. Our branch-and-cut method, based on the proposed linearization, solves problems of size up to 30 in a CPU time of a few days on a single PC.
Flow-based linearized models
Note that the quadratic cost coefficients f ij d kl represent the cost incurred when f ij units of commodity are transported between locations that are d kl units away. One may perceive the amount of flow between two facilities as a decision of its own. Even though these flow decisions may appear to be redundant, since they are determined as soon as the assignments are made, they are the real source of the transportation cost. To incorporate these decisions into a formulation, each facility may be perceived as a source of the commodity that it produces and sends over the network. The flow-based linear model is motivated by this observation and is a multicommodity flow formulation:
Let y ij k be the amount of flow of commodity (facility) k from location i to location j . Proof. With x being feasible to the QAP, constraints (9)-(11) of IP1 are satisfied. For each k ∈ {1, . . . , n}, let a(k) be the location index i for which x ki = 1. Similarly, for each location j , let a −1 (j ) be the facility index l for which x lj = 1. Since x ki = 0 ∀ i = a(k), (7) and (12) imply that y ij k = 0 ∀ i = a(k) and k ∈ {1, . . . , n}. Consequently, the left side of (8) gives y a(k)j k (because all terms except for i = a(k) are zero), while the right side of (8) gives f ka −1 (j ) (because all terms except for l = a −1 (j ) are zero). Hence, y is uniquely determined by the equations
and
Solution y constructed in this way satisfies (12) and (13) . It also satisfies (8) by construction. The only remaining possibility to be checked is constraint (7) . If i = a(k), then (7) gives zero on both sides. If i = a(k), the left side of (7) is
by construction, the left side is n j =1 f ka −1 (j ) , which is the same as F k . This proves the uniqueness and feasibility of (x, y) to IP1 for each feasible x to QAP.
In the foregoing formulation, assigning a facility (commodity) to a location may be interpreted as placing a supply of that commodity and demands for other commodities at that location. The formulation does not differentiate between the flows of commodities in terms of transportation costs. Based on this observation, a single commodity network flow model is constructed as follows.
Let y ij be the amount of flow from location i to location j ,
f kl , and
and (9), (10) , (11 Proof. With x being feasible to the QAP, constraints (9)-(11) of IP2 are satisfied. With a −1 (i) denoting the facility index k for which x ki = 1, (14) and (15) give, respectively, that In both formulations, the assignment variables x force the y variables to assume uniquely determined values from the flow matrix. Using a similar approach, in which the x values induce distance values on the variable set y, conjugate formulations for which the roles of D and F are interchanged may be constructed. The conjugate formulations will be referred to as IP1 and IP2 in the rest of the paper.
Valid inequalities
In this section, we elaborate on IP2 which is the single commodity formulation of the QAP with variables representing induced distances between facilities, and present some valid inequalities. To avoid confusion with the variables representing induced flows between locations, we write t instead of y. That is, in obtaining IP2 from IP2, we write t ij in place of y ij and use d kl in place of f kl . Note also that F out
Triangle inequalities
We now restrict attention to distance matrices D that are symmetric and triangulated. That is, we assume d ij = d ji ∀i, j = 1, . . . , n and that d ij d ik + d kj , ∀i, j, k. In IP2 , the induced distances will be a permutation of the original distances. Consequently, the triangle inequalities are still valid when expressed in terms of the t variables representing the induced distances.
Theorem 3.
For an instance of the QAP whose distance matrix obeys the triangle inequalities, the inequalities t ij t ik + t kj , ∀i, j, k, i = j = k are valid for IP2 .
Proof. Let (x, t) be any feasible solution to IP2 and consider an arbitrary triplet of distinct facility indices i, j , k. Let a, b, c be the location indices for which x ia = x jb = x kc = 1. Another interpretation of the triangle inequality is max
A more general form of triangle inequalities is defined using T k as follows. 
Theorem 4. The inequalities t ij
− t ik − t kj n l=1 T l x kl , ∀i, j, k, i = j = k are valid for IP2 .
Upper bound inequalities
Let I = {1, . . . , n} and I i = I \{i}∀i ∈ I . For j ∈ {1, . . . , n − 1}, define TD ij = max Proof. Assume the contrary. Then, there exists a feasible solution (x * , t * ) to IP2 , for which there exists a facility i and a set 
Constructed inequalities
The valid inequalities we have given so far have exploited certain properties of the distance matrix. We now switch attention to arbitrary distance (and flow) matrices. Suppose that we want to construct a valid inequality of the form
where k , k are constants to be determined.
Theorem 6. If k and k obey the constraints
Proof. Assume the contrary. Then, k and k obey the
For a given fractional solution (x * , t * ) to IP2 , a most violated valid inequality can be computed by solving the following linear program.
(LP1)
All violated inequalities of the form (19) can be identified by solving LP1 2 For m = 2, we solve a single instance of LP1 for each facility i, with −x * ik as the cost coefficient for k , and −(1 − x * ik )/(n − 1) as the cost coefficient for k . Cost coefficients of describe an imaginary facility which is partially assigned to every possible location in a way that does not contradict facility i. The optimum solution ( * , * ) of this particular instance, in a sense, gives the best linearization for the current assignment of locations to facility i. We apply this valid inequality to facility pairs Note that, to decrease the computational burden of solving linear programs, one may assume equality of variables with the same subscript (i.e. k = k ∀k), which decreases the number of variables by 1/m and the number of constraints by 1/(m!). The resulting valid inequalities constructed by solving these reduced linear programs are slightly weaker. For m = 3, we solve a single linear program with this assumption, and with all objective function coefficients being equal to −1/n. This way, we compute a single set of coefficients that give the best possible linearization for the case when assignment variables are equally divided. Inequalities constructed in this way can be identified by computing and storing n k=1 k x * ik for all i (O(n 2 )), and comparing the sum of distances between every three facility (a, b, c)
, resulting in a time bound of O(n 3 ) and a space requirement of O(n). For m > 3, construction and identification processes become computationally prohibitive. Hence, we have disregarded valid inequalities corresponding to m > 3.
The valid inequalities presented in this section impose upper bounds on linear combinations of the decision variables. Variants of valid inequalities, in which the same combinations are bounded below, can be similarly constructed. As a final note, we note that, in terms of improving the optimum LP relaxation value, the most effective one among the proposed valid inequalities we have presented is the one that uses the triangle inequalities.
Computational progress in solving the QAP
Before we present our computational results with the flow-based linearization, we give a historical sketch of the computational status of the QAP. A collection of instances and respective solutions, QAPLIB [13] , is available online to benchmark efficiency of solution methods. Although many different classes of instances exist in the QAPLIB, the computational improvement for the QAP may best be explained by the progress in solving the notoriously difficult instances of Nugent et al. [14] . These are the most commonly used instances for testing computational efficiency. The original set consists of eight instances of sizes 5, 6, 7, 8, 12, 15, 20 , and 30. Distance matrices for sizes 5 and 7 represent almost rectangular grid graphs. For sizes 6, 8, 12, 15, 20 , and 30, the distance matrix represents grids of 2*3, 2*4, 3*4, 3*5, 4*5, and 5*6, respectively. Later, instances of sizes 14, 16, 17, 18, 21, 22, 24, and 25 were added to the original set by Clausen and Perregaard [15] by deleting certain rows and columns of flow and distance matrices of larger instances. Likewise, Anstreicher et al. [16] constructed instances of sizes 27 and 28 in the same way.
Nugent et al. [14] solved instances nug05, nug06, nug07, and nug08 to optimality using complete enumeration. Burkard and Stratmann [17] solved nug12 in 29.325 s on a CDC-CYBER76 machine and Burkard and Derigs [18] solved nug15 using a branch-and-bound code in 2947.32 s on a CDC-CYBER76. Clausen and Perregaard [15] were able to solve instances up to size 20 for the first time in 1994. Their results are published in 1997. Their method, a parallel branch-and-bound algorithm using Gilmore-Lawler lower bound, required 811,440 CPU seconds and traversed 360,148,026 nodes to prove optimality of the incumbent for nug20. Bruengger et al. [19] were the first ones to solve nug21 and nug22 in 1996. In the same year, Clausen et al. [20] reportedly solved nug24. Marzetta and Brüngger managed to solve nug25 in 1999 [21] . Finally, Anstreicher et al. [16] were able to solve nug27, nug28, and nug30 to optimality in the year 2000. The last three instances required the equivalent of 0.18, 0.88, and 6.94 CPU years of time on a HP9000 C3000 workstation, respectively. This set of instances is not fully representative of the overall computational state of the art for the QAP. As of this writing, the largest instances reportedly solved are ste36a, ste36b, and ste36c that are of size 36. These instances were proposed by Steinberg in 1961 [22] . Brixius and Anstreicher [3] solved ste36a in 2001 with a serial implementation of a branch-and-bound algorithm that uses the Gilmore-Lawler bound, whereas ste36b and ste36c are solved by Nyström [4] in 2001 using distributed computing. Solving ste36a required 180 h on a PIII 800 Mhz PC with a serial implementation, while ste36b and ste36c took approximately 60 days and 200 days of CPU time, respectively. However, instances proposed by Burkard and Offermann in 1977 [23] of size 26 have remained unsolved until recently, at which time they were solved by the method of Hahn et al. [24] (March 2004). There are still instances of size 30 waiting to be solved in the QAPLIB. As a final note, we emphasize the fact that the largest instances solved to date are solved by means of parallel implementations that rely on high amounts of computing power.
The instances rouxx and taixx have flow and distance matrices that are randomly generated, exhibit no discernible patterns, and are the hardest instances in the QAPLIB. For example, solving tai25a required 393.5 days on one 420 MHz CPU of a HPJ5000 workstation by an algorithm using Gilmore-Lawler type of bounds that exploits the binary structure of pairwise assignment matrix [24] .
Computational results
We have implemented a depth-first branch-and-cut algorithm using IP2 and the valid inequalities presented in Section 4. Flow diagram of the algorithm is given in Fig. 1 .
For instances with symmetric distance matrices, we have made use of the facts d ij = d ji ∀ i, j and d ii = 0 ∀i that imply t ij = t ji ∀i, j , and t ii = 0 ∀i, to decrease the number of t variables by more than one half. Recall that t ij represents the induced distance between facilities i and j . The nonlinear representation of t ij in terms of the assignment variables is t ij = n k,l=1 d kl x ik x jl . If we were able to completely linearize the objective function, the equality above would hold for all i, j for the solution of the LP relaxation of IP2 . When that is not the case, we can compute the violation of t
Notice that v ij approximates the error of linearization, and that the error becomes more severe as |v ij | increases. Similarly, the error of the distance between facilities i and j becomes more important as the amount of flow between the facilities deviates from the average flow. We compute the value a ij = |v ij | * (|f ij − avg(F)| + avg(F)) for all i, j , where avg(F) denotes the average flow, as an indicator of the importance of linearization. All distances from and to facility i are completely linearized, as soon as facility i is assigned to some location. Consequently, we select as our branching rule an unassigned facility i with the largest sum of n j =1 a ij .We use row branching where child problems are formed by assigning an unassigned facility to all unassigned locations [16] .
For instances representing symmetric grid graphs, namely nugxx and scrxx, we have implemented a symmetry test proposed by Mautor and Roucairol [25] , which aims to reduce the number of subproblems at each node of the branch-and-cut tree by identifying sets of symmetric locations and branching on a single element from each set. Even though the symmetry test of Mautor and Roucairol is not generally valid for all distance matrices, it is known to be valid for grid graphs with Manhattan metric. This class includes instances nugxx and scrxx. The test proved to be very useful, effectively decreasing the CPU time to one quarter of the original or less.
For computational testing of our algorithm, we used problem instances available from the QAPLIB. We have attempted to solve all sets of problems with the exception of the two sets of data supplied by Eschermann and Wunderlich [26] , and Li and Pardalos [27] . The former set of data involves a high level of symmetry in both flow and distance matrices, which renders branching efforts fruitless, and is unsuitable for computational testing. The latter set consists of asymmetric instances with known optimal solutions. This set of problems is not used in the literature for computational testing, hence we leave it out due to lack of a basis of comparison with other methods. In addition to the instances from the QAPLIB, we have created five new instances of sizes 22, 24, 26, 28, and 30, referred to as erd22, erd24, erd26, erd28, and erd30, respectively, in exactly the same way as the instances hadxx are created. We have used GRASP [28] with 10,000 restarts as the startup heuristic. In 89% of the instances, GRASP found the optimum solution. For the cases when the initial incumbent was not optimal, the gap between the optimal solution and the incumbent was at most 2.3%. Application of GRASP did not take more than a few minutes for any of the instances, so we report only the CPU times for the branch-and-cut algorithm. CPLEX 8.11 LP solver was used for optimizing the resulting linear programs. The runs were conducted on a single PC (1133 Mhz Dell PowerEdge with 256 MB RAM). Memory requirement was not more than 15 MB for even the largest instances. The constraint (16) was removed from the formulation and added to the valid inequality pool, to benefit from a smaller (O(n)) static constraint set. As empirical proof of the strength of the valid inequalities we have proposed we give, in Table 1 , the number of cuts added at the root node and the effect on the optimum relaxation value. The separated values in columns 2, 3, and 4 are the objective values corresponding, respectively, to the initial relaxation, final relaxation, and the optimal solution of IP2 . In some cases, especially when the optimality gap of the initial relaxation is large, the valid inequalities are tremendously effective. For example, for els19 the gap is reduced from 64.61% to 8.08%, and for tai12b, the gap is reduced from 71.05% to 6.78%. In cases when the optimality gap is smaller, varying effects of 0.1-20% is observed. When the distance matrix represents a grid (namely for the instances erdxx, hadxx, nugxx, and scrxx) the effect is stronger. We note that no more than a few hundred inequalities are required even for the largest instances, after removing redundant inequalities.
Details of the branch-and-cut applied to the same problems are given in Table 2 .
We solved all instances of chrxx, including chr25a, in less than 1 h of CPU time. For this set of instances only, we have used IP2 instead of IP2 , since these instances have a special flow matrix that represents a tree, which can be exploited. All instances of hadxx, for which the distance matrix represents a partial grid network (a subgraph of a grid), are solved within 3 min of CPU time. The instance els19, which consists of real world data and exhibits a distance pattern that is quite close to being planar, is solved in about 1 min of CPU time. The instances nugxx, especially nug20 and nug24 proved to be harder. For example, nug20 took about 4 h of CPU time and nug24 took approximately 58 h of CPU time. Notably, computing time requirement decreased for instances nug20, nug21, and nug22 as the size of the problem increased. This is mainly because of the decreasing level of symmetry in 4*5, 3*7, and 2*11 grids. The instances scrxx were solved relatively easily due to the erratic structure of the flow matrix, which is sparse and helps us to branch efficiently. The instances rouxx and taixx, being randomly generated and exhibiting no discernible patterns, are the hardest of all. We solved rou15 in close to 2 h of CPU time and tai15a in about 4.5 h of CPU time, while sizes of n > 15 exceed computational reach for these two classes of instances. The instances erdxx were solved quite easily with respect to their size. The largest of them, erd30, took about one and a half days to complete. The computational success mainly depends on the structure of the distance and flow matrices; the former is the shortest distance matrix of a partial grid, and the latter is uniformly drawn from the interval [1 . . . n]. This structure, in turn, yields a strong lower bound and results in a small branch-and-cut tree.
There are also instances, not reported in Table 2 , that are attempted but not solved to optimality. For example, branch-and-cut trees of the instances bur26a-d and nug25-30 could not be entirely fathomed. For these problems, we have imposed a depth limit of three and fathomed the reduced trees to collect further data about the strength of the lower bound at the lower nodes of the tree. Instances bur26a-d were not solved despite the fact that instances bur26e-h, which have the same distance matrix but different flow matrices, were solved relatively easily. This suggests that our branching rule performs better for instances bur26e-h, since the branching rule is the only part that depends on the flow matrix. Instances nug25-30 do not yield good lower bounds even in the lower branches due to the high level of symmetry in the distance matrix. These instances simply require more computing power. The data for suboptimally solved problems are summarized in Table 3 .
Even though the instances nugxx are considered to be a benchmark, drastic improvements in computing hardware and inherent differences between sequential and parallel implementations increase the difficulty of comparison. For example, nug20 required 811440.0 CPU seconds of a state of the art computer in 1994, when it was solved for the first time by Clausen and Perregaard [15] . Our method requires 13859.07 CPU seconds for the same instance on a PC, but it should be noted that the computing technology has doubled the speed of computation a few times in the past decade. To date, most successful study in terms of dealing with the instances nugxx is that of Anstreicher, Brixius, Goux, and Linderoth [16] , which is a parallel branch-and-bound implementation that uses the bound presented in the study by Brixius and Anstreicher [29] . Since our implementation is sequential, we compare our results with the results presented in the latter paper. The authors report solution times for the instances nug16b, nug18, nug20, nug21, nug22, and nug24 as CPU minutes of a HP9000 C3000 workstation, whereas our solution times are for a single PC (1133 Mhz Dell PowerEdge with 256 MB RAM). The CPU's under consideration are different in terms of architecture and speed. For an accurate comparison, we have used the results of a benchmarking study of Guest [30] to scale the run times. Relative to the benchmark system, our system is cited to have 19% CPU performance for floating point operations, whereas HP9000 C3000 is cited to have 17% performance. Hence, we have multiplied our CPU times by 19/17 to have a scaled comparison. Table 4 gives the comparison of the two studies in terms of CPU time requirements. While Brixius and Anstreicher can solve nug20 with greater efficiency, our method performs better for the larger instances nug21, nug22, and nug24. Note that the CPU time requirement of our method is no more than 65% of the method of Brixius and Anstreicher for these instances. Such benchmarking studies generally produce approximations that are in at most 30% error (Anstreicher [31] ). If we allow a liberal error margin of 30% for the results of the benchmarking study, Table 4 gives us reason to claim that our method can compete with the state-of-the-art methods in the literature.
To have a better understanding of the performance of the branch-and-cut algorithm, we have disabled the GRASP heuristic for a few instances that seem to be representative of their corresponding problem sets, and analyzed the change in CPU time and number of nodes traversed. The results are given in Table 5 .
As expected, CPU times are longer when the initial upper bound value is set to infinity as compared to the case where the initial upper bound is supplied by the GRASP heuristic. However, characteristics of each instance dictate the order and quality of the integral solutions found by the branch-and-cut algorithm. Hence, the results are somewhat erratic, even among the members of the same instance set. For example, while chr15a suffers a 29% increase in CPU time and 19% increase in the number of nodes traversed, CPU time required by the instance chr20a increases more than four times and the number of nodes traversed increases more than six times when the initial upper bound is set to infinity. In contrast, scr20 performs much better than scr15, resulting in 50% increase in CPU time versus a 179% increase. We emphasize the fact that the algorithm we have presented is designed to prove optimality rather than to find good solutions and depends heavily on the quality of the initial solution. In fact, the quality of the initial solutions supplied by the GRASP heuristic encouraged us to use the depth-first node selection rule. A more robust branch-and-cut algorithm may be implemented by switching the node selection rule to breadth-first or best-first.
To better understand the cases in which our algorithm performs best, we have computed the flow dominance and distance dominance of the instances we have attempted to solve. We have also included some metrics (indices) that we have devised. Namely, we have computed the ratio of number of solutions for which the valid inequalities are binding to the total number of solutions. The results are given in Table 6 .
The column labeled "Distance Upper Bound Index" denotes the ratio of the number of strict inequalities to the total number of inequalities in the optimum solution of LP1, when solved to optimality with objective function coefficients of −1/n. This index value is a measure of the strength of the constructed inequalities for m = 2, and can be easily computed by solving a single instance of LP1. Recall that the constructed inequalities for m = 3 consist of a single set of coefficients that is applied to all facility triplets. Consider any three facilities and all possible location assignments to these facilities, and count the cases for which the constructed inequalities are strict. The column labeled "Triangle Sum Upper Bound Index" denotes the ratio of this count to the total number of assignments Notice that for the instances chrxx, the values of Distance Upper Bound Index and Triangle Sum Lower Bound Index are very high, justifying the ease of solution for these instances. For the instances erdxx and hadxx, the values of the indices for Distance Lower Bound, Triangle Sum Upper Bound, and Triangle Difference Upper Bound are notably high. Although the same indices are remarkably high for the instances nugxx and scrxx, the symmetry factor comes into play and increases the level of difficulty. Instances burxx exhibit high values for Distance Upper Bound Index and Triangle Sum Lower Bound Index. Consequently, the lower bounds generated at the root node are close to the optimum solution value. Instances rouxx and taixx do not exhibit any high values for any of the indices, and hence, are the hardest of all.
The flow and distance dominance values do not mean much without the rest of the data. For example, the instances chrxx exhibit large distance dominance values, the instances scrxx exhibit large flow dominance values, and finally the instances erdxx exhibit low values for both and distance dominance. All three sets of instances have been solved with reasonable efficiency, so the dominance values seem irrelevant. However, further analysis of the instances scr12, scr15, and scr20 and nug12, nug15, and nug20 that have the same distance matrices reveals that the scrxx instances are solved with greater efficiency. The only apparent reason for this is the higher flow dominance value of these instances. Likewise the instance els19, which does not yield high values for any of the indices but has the highest flow dominance value, is solved efficiently. We find it appropriate to conclude that a higher value of flow dominance helps our branching strategy to find the decisions that are more important than the others.
We can conclude that our method performs best when one or more of the following occur:
(1) A value of 0.5 or higher for at least one of Distance Upper Bound and Distance Lower Bound Indices. 
Conclusion
We developed a new perspective of modeling the QAP based on a flow interpretation of the problem. To date, decisions about the flows induced between locations (or the distances induced between facilities) were ignored, because they were dominated by the assignment decisions. This dominance is to be expected, as the flows (distances) are immediately determined when the assignment decisions are made. However, by incorporating these subdecisions explicitly into our models, we are able to exploit any underlying structure available in the data. The particular feature that we focused on is the triangle inequalities in the distance matrix. The formulations offer insights and further motivate us to question the paradigms of modeling up to now.
In operations research, the common approach is to model the problem on hand in a way that is as independent from the problem instance as possible. Modelers often tend to dump the data into the objective function and focus on solving a well-defined, static constraint matrix. In the case of the QAP, this paradigm has been unfruitful beyond certain sizes, due to the large number of variables required. In our opinion, to be able to solve the QAP exactly, one needs to incorporate the data into the model, and uncover the pattern beneath the data. In the case where one of the matrices is a distance matrix, which obeys triangle inequalities, the pattern is apparent. In cases with randomly created data matrices, the problem becomes much harder to solve.
An unforeseen consequence of incorporating the data into the constraint matrix is the need to solve auxiliary problems in order to identify valid inequalities. To be more precise, for the TSP, for example, one can logically identify the subtour elimination constraints. However, in our case, we need to solve LPs to identify or to construct valid inequalities. Thus, we can claim that with a constraint matrix dependent on the problem instance at hand, the act of building more information into the model becomes a problem of its own.
We have tried to analyze the behavior of the algorithm we have presented using different metrics we have devised, as well as metrics from the literature. We have observed that our algorithm performs best when one or more of the proposed metrics is significantly high. Using the formulations and valid inequalities we have presented, we have been able to solve an instance of size 30 that exhibits high values for the metrics we have presented. In contrast, we have failed to solve instances from the randomly created sets of problems that are of size larger than 15.
We have focused on identifying all violated valid inequalities, for the sake of a better analysis. It is our belief that with high-performance heuristics to identify violated valid inequalities, and access to higher amounts of computing power, the proposed models may be used to solve larger problem instances.
