Abstract-Opportunistic routing protocols can enable message delivery in disconnected networks of mobile devices. To conserve energy in mobile environments, such routing protocols must minimise unnecessary message-forwarding.
I. INTRODUCTION
The prevalence of mobile devices carried by users, such as smartphones, has led to an interest in new network architectures that exploit these devices in different scenarios. One such proposal is opportunistic networking, which attempts to enable the forwarding of data via encounters between devices, while dealing with the problems of large delays and a lack of end-to-end connectivity.
A main challenge in opportunistic networks is routing: how can one find the best device to relay a message? Any messages that are passed to a device that is unlikely to be on the path to the destination device are a waste of bandwidth, storage and energy. Thus, an opportunistic network routing protocol should aim to provide high delivery ratios, while reducing the number of unnecessary messages.
Many researchers have conducted social network analysis of encounters between nodes to create opportunistic routing protocols, exploiting the fact that a node that has encountered a node in the past may be likely to encounter this node in the future. Such protocols can suffer from two problems. First, nodes that are best-connected in the social network (i.e., nodes with the most "friends") might be selected very frequently for forwarding messages. This may lead to those nodes running out of energy or storage. It has been shown as much as 63% of traffic is routed through only 10% of nodes when using protocols which rely on only the most preferred nodes for forwarding [1] . It may therefore be beneficial to consider alternative nodes than only using the most obviously suitable.
Second, collecting encounter information on which to analyse social networks may require time and a mechanism for aggregating these collected data. This leaves a window of time between network start-up and the point in time at which the protocol has built a model reliable enough to make accurate inferences for routing. During this period nodes may experience sub-optimal routing behaviour, reducing network performance. Using an alternative mechanism for bootstrapping the network, before the encounter information can be gathered, may improve routing performance.
This paper introduces a new opportunistic routing protocol, Social Role Routing (SRR), which attempts to solve these two challenges. Rather than depend on social networks derived from collected encounter patterns, we use information from pre-existing social networks to drive routing decisions. To derive alternative nodes for forwarding, we determine the social roles in the social network to find classes of nodes that may be useful for forwarding. Our hypothesis is that self-reported social networks are sufficient to bootstrap the opportunistic network, even if those selfreported networks may differ from actual encounter patterns. Our proposed protocol enables an opportunistic network to be bootstrapped while providing high performance, before encounter-history-based routing protocols' forwarding decisions have stabilised.
This paper is structured as follows. We next discuss existing opportunistic network protocols, and introduce our social-role-based routing protocol in Section III. Section IV describes a set of trace-driven simulations using four realworld mobile traces, and the results in Section V demonstrate that our protocol is viable in general and bootstrapping scenarios. Finally we conclude and discuss our current work.
II. RELATED WORK
Opportunistic networking [2] targets environments where mobile nodes wish to communicate with each other in the absence of any static connecting routes. All nodes in the network act as forwarding gateways, and nodes forward packets opportunistically between nodes as they encounter each other, using whatever mechanism may be available. For instance, if Alice wishes to send a message to Bob, Alice may use the Bluetooth radio on her mobile phone to forward a message to Charlie's phone, who then uses the phone's 802.11 interface to forward the message to a passing train, and so on until the message may or may not reach Bob. Choosing the intermediate nodes that are likely to result in a message reaching its destination is one of the primary challenges for an opportunistic routing protocol.
The SimbetTS [3] protocol decides whether a node should forward a message to an encountered node using a combination of three social-network-analysis measures: betweenness [4] , similarity (the number of ties that two nodes share) and tie-strength (the recency, duration and number of encounters between two nodes). As nodes encounter each other, they share encounter histories, update their utility scores (the normalised sum of the three measures), and use this utility to decide whether to forward a message.
BubbleRap [5] also uses social network information, by grouping nodes into communities. By ranking nodes within a community, and having hierarchical communities, BubbleRap allows nodes to "bubble up" a message to a node if it has a higher rank within the same community or is a member of a community that is closer to the destination.
These, and other existing protocols such as Habit [6] , use metrics based on locally-available information. Such information is useful since it can be calculated from a node's own encounters, without requiring any global knowledge. Using an encounter history to make an informed decision, however, means that a number of encounters must take place before the routing protocol works as intended. Thus, the SimBetTS authors propose that some time (15% in their simulations) be reserved as a "warm-up" period, during which nodes gather encounter information, but do not forward messages.
Other protocols, like ours, use pre-existing social network information, or what we hereafter refer to as selfreported social networks (SRSNs). Mtibaa et al. [7] use SRSN information from online social networks to compute node rankings. The rationale is that nodes with a higher rank will generally be more central, and therefore good candidates for exchanging messages. Pietiläinen et al. [8] describe an architecture that uses SRSNs to bootstrap an opportunistic network. Nodes use their SRSN as a list of permitted intermediaries, and can decide to add nodes to this list over the network lifetime. Boldrini et al [9] also consider roles, but these are based on users' behavioural history and not on graph structure.
Our proposed protocol builds on these existing protocols in two ways. First, we demonstrate that SRSN information can be used to build a protocol that operates effectively without the need to accumulate node encounter histories, making it useful for bootstrapping a network. Second, unlike existing protocols, we make inferences from the SRSN information, determining social roles in an attempt to avoid overloading popular nodes. Our protocol uses information gathered from knowledge of the entire network, but during network operation nodes only need knowledge of a small network graph to work effectively.
III. ROLE ANALYSIS FOR ROUTING
In society we are members of various social networks, from work relationships to sports clubs to connections with our neighbours. Our goal is to use a record of these social network data to create SRSNs, such as our Facebook "friends", that can aid opportunistic routing. By constraining the devices that can use a particular node as an intermediary for message delivery to only those members of a node's SRSN, we may save energy (due to the reduced number of forwarded messages) at little expense (as a node's SRSN members may be more likely to aid message delivery).
Certain nodes may be more central in an SRSN, however, and therefore required to do a larger share of messageforwarding on behalf of other devices. This may lead to the device being overloaded. For example in Figure 1 , all messages sent by nodes in group A to group B would likely go through node 1 (as it is on the shortest path). Node 1 might therefore run out of battery quickly, or be less likely to participate in an opportunistic network if its resources were to be heavily-utilised. We thus need to find nodes that can function similarly to node 1 (in that they connect group A to group B). In this case messages could be routed via nodes 12 and 13, which can be used as an alternative forwarding path. This is similar to using alternative path forwarding in MANETs [10] to avoid overloading nodes.
As well as being members of social networks, we function as members of various roles. For instance, we can view a business as a network of employees, all of whom have particular roles defining their connections to the other employees. Assistant managers connect managers to non-managerial employees. If an assistant manager is unavailable to pass on instructions to employees, a manager may select another assistant manager to do so, as all members in the assistant manager role perform the same task (giving instructions).
We extend this to opportunistic routing. By passing messages to nodes performing a similar role in an opportunistic network, we can find alternative nodes: to avoid overloading preferred nodes, or when preferred nodes are unavailable.
We focus on roles derived from the graph structure of the SRSN, where we expect that the explicit declaration of contacts is sufficient to provide roles that will be useful in opportunistic forwarding. While it is possible to derive roles from node encounters, it is outside the scope of this paper.
A. Determining roles for forwarding
To categorise nodes in an opportunistic network into roles, we employ the social science technique of regular equivalence [11] . This partitions nodes into classes, where all nodes in a class are connected to the same classes of nodes. In the aforementioned business example, all nodes in the manager role connect to at least one node in the assistant manager role, who in turn connect to at least one node in the non-managerial employee role. These roles can then be used to drive routing decisions. Consider three roles (0, 1, 2), connected in the following manner: {0, 1},{1, 2}. If node a in role 0 intends to pass a message destined for node d in role 2 to intermediate node b in role 1, but instead meets node c from role 1, it may be beneficial for a to pass the message to c, since a and b may never meet. Note that nodes b and c do not need to ever have contact, despite being members of the same role. Connections between roles (and those within roles) are taken to be an indicator of expected interaction.
Using blockmodelling to break down the nodes into regularly equivalent classes [12] is common method in sociology. However we would need to decide on the number or roles using inspection. Instead we use an approach that does not require human involvement in the calculation of roles. Following [13] , we use betweenness centrality to create the initial partition, place nodes with matching betweenness in the same classes, and use the Kanellakis-Smolka algorithm [14] to assign roles. This results in a Role Connectivity Graph (RCG) of connections between roles.
Strict regular equivalence results in many roles of size one, and a number of roles similar to the number of nodes in the input graph. Such roles are impractical for forwarding, since if this sole node in a role is unavailable, there would be no alternative node available for forwarding. Thus, we relax this constraint and enforce a minimum role size of two.
B. Social Role Routing
Our routing protocol, Social Role Routing (SRR), utilises role analysis of pre-existing social contact information.
As reducing message duplication can prolong battery lifetime we only allow forwarding of messages to intermediate nodes that are in the same role, or in a role adjacent to, the destination's role in the RCG. Since they are likely to see nodes in the destination's role, and therefore by extension, the destination, nodes in or adjacent to the destination's role are good candidates for intermediary nodes.
Before the network starts up we analyse the SRSN of the participating nodes using the method described in Section III-A. Each node stores a copy of the resulting RCG, allowing them to compute the geodesic distance between roles. Each node has a unique identifier (ID) and stores the identifier of the role to which it belongs (RoleID).
When nodes encounter one another, each provides its ID, RoleID and identifiers of each of the messages that it is carrying. For each message in its message buffer not present in the other node's message buffer, the node will check the geodesic distance of the encountered node's role from the destination node's role. If this distance is less than or equal to 1 (i.e., it is in the same role or in a role adjacent to the destination's role), the node duplicates the message and passes it on to the encountered node.
IV. EVALUATION
Since the performance of an opportunistic network may vary depending on the connectivity patterns of the nodes, we use four different real-world traces in our analysis: 1) Our "SASSY" connectivity trace [15] . 24 individuals carried T-mote sensor nodes for 3 months. We use the motes' ZigBee radios to detect co-location and collected the participants' Facebook "friends" as SRSNs.
2) The MIT Reality Mining trace [16] . 99 individuals carried mobile phones using Bluetooth to detect colocation. We use users' phone contact lists as SRSNs.
3) The NUS student schedule trace [17] , which comprises 22, 341 student timetables (4, 885 sessions, with an average of 40.25 students per session). Students in the same lecture are assumed to be in contact with one another, and provides the encounter trace. The timetable is presented as contiguous hours without breaks overnight. To improve realism we assume a 6 day work-week of 11.5-hour days. As this is a dense dataset, to reduce simulation complexity the method from [18] is used to reduce the number of nodes in the dataset. Students attending the same courses are assumed to be in the same SRSN. To increase scenario realism, we randomly remove 34% of nodes each day from the encounter trace, assuming that these students did not attend classes [19] . 4) The Hope dataset [20] of the movements of 767 attendees at the Hackers On Planet Earth conference. Participants registered their interest in topics and specific sessions before attending the conference, where participants were given RFID tags to carry. We use matching interests as the SRSN connections, and the encounters are taken from the provided RFID readings. As the dataset is very dense, and participants and most of the timetable is taken up by talks, we merge all contacts between pairs of nodes within one hour.
We believe these traces capture a wide variety of possible network scenarios. Table I shows the number of nodes varies in each trace, with a similar variation in the number of connections in each trace. The SASSY SRSN is a large component, the Reality Mining SRSN: two large components, four pairs of nodes and 23 disconnected nodes. The NUS trace has two components, all nodes are highly connected. The Hope trace is a highly connected component.
(a) The SRSN features two disconnected groups of nodes, four groups of outlying pairs, and 22 disconnected nodes.
(b) The RCG has a highly important central role, and all the outlying nodes (Figure 2(a) ) have been grouped together. Table I .
For each trace, the graph density is higher in the RCG, which can lead to a wider distribution of messages, as each node can consider more potential contacts than they would in the SRSN. With a large number of relays available, messages can be routed around overloaded nodes if required. In all cases the number of vertices has been reduced from the input partition, meaning that storing the RCG requires less memory than storing the whole SRSN graph.
Central roles can be seen in both the SASSY and Reality Mining RCGs. Notice that in the Reality Mining SRSN several nodes have no ties to other nodes, and using a forwarding protocol based purely on the SRSN data might lead to the assumption that these nodes make no contacts during the trace. In the RCG graph they are now members of a role. We also see that the two large disconnected groups are now connected together. This shows that role analysis can find similarities between nodes that are not in the same components, as all nodes in a role are expected to connect to members of the same roles as the each other.
In all of the RCGs the central role/roles connect to themselves, showing that nodes in this role form a group/cluster (note that they do not necessarily connect to all members of their role). Many roles, however, do not connect to themselves, showing that these roles act as intermediaries between other roles. Potentially these roles could be useful to drive a source-routing protocol, paths for the messages could be specified in the role network rather than in the device network. Nodes could then opportunistically forward using whichever members of the required roles are available for forwarding, rather than relying on specific nodes (as they would in a standard source-routing protocol).
B. Routing Protocols
We evaluate the following routing protocols:
• Epidemic [21] : Nodes forward messages to any encountered nodes that do not already have a copy. • SimbetTS [3] : This is an example of a well-known existing history-based opportunistic routing protocol.
• Social Role Routing (SRR): as described in Section III-B.
• Social Role Routing SimbetTS Hybrid (HySimbR):
Many routing protocols use a warm-up period (such as SimbetTS [3] ) in which to gather enough data to make accurate routing decisions. Here we switch from SRR to SimbetTS after 15% of encounters. This simulates the performance of a system using SRR to bootstrap a network before switching to a history-based protocol.
C. Routing Evaluation
To evaluate SRR against existing protocols, we use trace-driven simulations of smartphones running a messagepassing application. This allows us to compare several opportunistic routing protocols. In our scenario we use the simulation parameters described in Table II , which are in line with other work in this area, e.g., [22] .
To reduce the effect of specific behaviour in segments of the trace (for instance, an outlying period such as a holiday), we split each trace into segments and analyse each independently. As the SASSY trace lasts over two months we split it into two 30-day segments and discard the rest. The nine-month Reality Mining trace is divided into three 30-day periods, from the beginning, middle and end of the trace respectively. As the NUS data are cyclical, we simulate using only one week of trace information. For the Hope trace we use the second day of three. We perform 30 runs of each protocol in each segment.
D. Messaging and Battery Model
Each node is assumed to be a smartphone, with message buffer and battery parameters as in Table II . We only consider encounters over 30 seconds in length, assuming that shorter encounters are insufficient for exchanging data. Message sources and destinations are chosen from a randomly-generated exponential distribution, to model realworld messaging patterns.
To determine an energy model for our nodes, we enabled the Bluetooth radio on a Nokia N95 smartphone with a 1200 mAh battery and measured energy depletion using the Nokia Energy Profiler v1.2. Our simulated nodes' batteries deplete according to this observed behaviour (1.9 × 10 −6 mAh). When a node sends a message, it decrements its battery level by 0.4mAh. When a node runs out of battery it charges for 8 hours, and is not present on the network during this time.
E. Metrics
To compare protocol performance, we analyse two commonly-used metrics. Delivery ratio is the number of messages arriving at destinations divided by the total number of messages. Delivery cost is the average number of medium accesses required to deliver a message to a destination.
V. RESULTS
We now present results of the trace-driven simulations performed to evaluate our routing protocol. For brevity we have only included graphs for the starting segments of each trace. All observed relative performance results remain the same in the other trace segments.
Figures 3(a) and 3(b) show that no one protocol performs the best in all traces. One of SRR and HySimbR always does as well as Epidemic, and HySimbR performs better in the Hope trace. Due to the large number of forwards it produces Epidemic frequently performs worse than the other protocols as it drains the battery and memory resources of nodes. SRR does well in all traces, but the density of the Hope trace increases the cost of routing, causing both Epidemic and SRR to perform worse than SimbetTS and HySimbR.
SimbetTS has a low cost in all traces. This is due to the small number of message duplications it produces. In the very dense Hope trace, SimbetTS and HySimbR perform better than SRR and Epidemic, and have a much lower cost. In this trace, many message duplications can be seen to negatively impact performance. Even here HySimbR performs slightly better than SimbetTS, showing that the extra duplications were useful in delivering messages, without a negative impact from the increased cost. Therefore a higher cost does not necessarily lead to worse performance, as the other protocols frequently perform better than SimbetTS.
Overall, SRR performs similarly or better than SimbetTS in most traces, and HySimbR does as well as SimbetTS or better in all traces. This shows that roles are useful for routing, but in particular at helping during network startup, where bootstrapping the network using roles provides an advantage over having to create an encounter history.
VI. CONCLUSIONS
We have presented a novel opportunistic routing protocol, Social Role Routing, that uses self-reported social networks and applies the social network analysis technique of role analysis to select nodes to act as message relays. This allows the protocol to route effectively when expected nodes are not present, and to provide good performance while encounterhistory-based protocols are still warming up.
We find that SRR performs as well as existing protocols in most scenarios. Moreover, it always performs better than existing protocols when combined with SimbetTS to bootstrap an opportunistic network, with a delivery ratio similar to Epidemic routing, at a much lower cost.
We see that minimising delivery cost is not necessarily an indicator that a routing protocol will perform better than a protocol that does not. SRR performs well despite having a high cost, as it aims to avoid adversely overloading nodes that perform a large bulk of the forwarding. We intend to investigate metrics that capture routing protocol effects on individual nodes (rather than the network level), as we believe our results show understanding these effects is important for building effective opportunistic routing protocols.
We evaluated protocol performance using four traces each with differing structure and connectivity patterns. No one protocol consistently performs best across all of these traces. (b) SimbetTS always has a low cost, due to its reduced message duplication. HySimbR performs quite well, whereas the high duplication protocols do not. Figure 3 . Box plots of protocol delivery ratio and delivery cost (normalised using median Epidemic routing value as 100).
Which trace, if any, is indicative of an opportunistic network in the general population, is an open question. Even then, it appears that a system designer's choice of routing protocol may depend on the nature of the system's users. Our plans for future work include analysing a network's connectivity and structural properties during the warm-up period to determine which routing protocol is the most appropriate to use after the warm-up period, investigating the affect of varying the minimum role size, and further comparison of role-graphs and self-reported social networks.
