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According	  to	  the	  Federal	  Aviation	  Administration,	  flight	  delays	  cost	  airlines	  $22	  billion	  
annually	  (Rapajic	  16).	  Snow	  and	  ice	  buildup	  on	  the	  tarmacs	  are	  a	  major	  contributor	  to	  these	  
delays	  in	  regions	  where	  freezing	  weather	  conditions	  are	  common.	  Current	  solutions	  such	  as	  
anti-­‐freeze	  chemicals	  and	  snowplows	  are	  
ineffective	  and	  costly.	  Implementing	  a	  
radiant	  heating	  system,	  specifically	  pipes	  
running	  hot	  liquid	  within	  or	  below	  the	  
runways,	  can	  help	  maintain	  the	  surface	  
above	  freezing	  temperatures.	  Such	  a	  
system	  has	  yet	  to	  be	  installed	  in	  a	  
functioning	  airport	  because	  of	  its	  complexity	  and	  high	  cost.	  However,	  the	  FAA	  provides	  funding	  
for	  infrastructure	  improvements,	  and	  is	  already	  supportive	  of	  the	  idea	  after	  seeing	  its	  success	  in	  
experimental	  models.	  But	  airport	  officials	  are	  mainly	  concerned	  about	  the	  operating	  costs,	  
claiming	  such	  a	  solution	  is	  not	  an	  economical	  application.	  There’s	  no	  doubt	  that	  a	  tremendous	  
amount	  of	  electricity	  will	  be	  needed	  to	  power	  all	  the	  boilers	  and	  pumps,	  but	  with	  the	  
advancements	  in	  geothermal	  and	  inter-­‐seasonal	  heating,	  a	  large	  portion	  of	  the	  energy	  can	  
come	  free	  and	  clean.	  In	  our	  senior	  project,	  we	  will	  discuss	  the	  resources	  required	  to	  install	  and	  
operate	  our	  own	  heating	  system	  design.	  Then	  through	  a	  small-­‐scale	  model,	  we	  will	  
demonstrate	  the	  effectiveness	  of	  this	  system.	  Our	  model	  will	  consist	  of	  a	  slab	  of	  concrete	  with	  
tubing	  underneath	  and	  an	  Arduino	  microcontroller	  acting	  as	  a	  thermostat	  to	  control	  a	  network	  
of	  a	  boiler,	  pump,	  LCD	  screen,	  and	  various	  button	  inputs.
Figure 1: Radiant Heating System Demonstration in Hiroshima 
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I.	   Introduction	  
The	  Transportation	  Department	  has	  begun	  implementing	  fees	  on	  flights	  that	  are	  
delayed	  on	  the	  tarmac	  for	  multiple	  hours.	  According	  to	  the	  consumer	  protection	  rules	  from	  the	  
Transportation	  Department,	  fines	  up	  to	  $27,500	  per	  passenger	  can	  be	  imposed	  on	  U.S.	  and	  
foreign	  airlines	  if	  they	  leave	  an	  international	  flight	  on	  a	  tarmac	  for	  more	  than	  four	  hours	  
without	  taking	  off	  (Yu).	  However,	  some	  of	  these	  delays	  are	  out	  of	  the	  control	  of	  the	  airlines.	  
Maintenance	  problems,	  security	  issues,	  and	  especially	  extreme	  weather	  cause	  these	  delays.	  In	  
those	  states	  that	  experience	  freezing	  temperatures,	  snow	  and	  ice	  covered	  runways	  can	  cause	  
planes	  travelling	  around	  200	  mph	  to	  skid	  and	  slide.	  Current	  methods	  used	  to	  control	  snow	  and	  
ice	  build-­‐up	  are	  snowplows,	  anti-­‐freeze	  chemicals,	  and	  road	  salts.	  However,	  each	  of	  these	  
solutions	  poses	  problems	  and	  are	  not	  very	  cost	  efficient.	  A	  large	  portion	  of	  the	  expenses	  comes	  
from	  snowplow	  maintenance	  and	  operation	  (Talwani).	  In	  heavy	  snowfall,	  these	  snowplows	  
cannot	  even	  keep	  up	  with	  the	  precipitation	  from	  windshields	  freezing	  over	  and	  hindering	  
visibility.	  Also	  by	  the	  time	  plow	  operators	  can	  clear	  the	  main	  runway,	  the	  time	  it	  actually	  takes	  
for	  the	  airplane	  to	  take	  off	  requires	  the	  runway	  to	  be	  plowed	  again.	  	  
Anti-­‐freeze	  chemicals,	  such	  as	  glycols	  and	  urea,	  are	  harmful	  to	  the	  environment	  when	  
they	  enter	  the	  runoff	  drains.	  These	  chemicals	  end	  up	  in	  nearby	  streams,	  ponds,	  and	  lakes	  
where	  they	  create	  algae	  problems	  and	  diseases	  in	  sea	  life.	  Glycol	  and	  urea	  also	  wear	  out	  the	  
pavement	  faster	  after	  extended	  periods	  of	  use.	  Research	  found	  the	  density	  levels	  decrease	  and	  
the	  concrete	  becomes	  more	  brittle	  after	  multiple	  freeze-­‐thaw	  cycles	  with	  these	  chemicals.	  
Road	  salts	  are	  corrosive	  to	  the	  aircraft	  landing	  components	  and	  does	  not	  completely	  eliminate	  
snow	  and	  ice	  buildup	  (Talwani).	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The	  alternative	  method	  for	  snow	  and	  ice	  removal	  and	  prevention	  is	  to	  implement	  a	  
hydronic	  radiant	  heating	  system	  underneath	  the	  runway.	  For	  our	  senior	  project	  we	  will	  design	  
an	  electrical	  system	  that	  controls	  a	  boiler	  and	  pump	  to	  force	  a	  flow	  of	  heated	  solution	  through	  
a	  piping	  layout	  to	  maintain	  the	  concrete	  surface	  temperature	  above	  freezing	  levels;	  more	  
details	  about	  the	  design	  comes	  in	  the	  later	  sections.	  The	  main	  concerns	  surrounding	  this	  
alternative	  and	  why	  it	  hasn’t	  been	  implemented	  on	  a	  full-­‐size	  airport	  yet	  are	  the	  high	  initial	  cost	  
for	  installation	  and	  the	  ongoing	  energy	  cost.	  The	  already	  predicted	  expensive	  electricity	  cost	  
problem	  can	  be	  answered	  with	  different	  sources	  of	  renewable	  energy,	  specifically	  geothermal	  
and	  inter-­‐seasonal	  heating.	  Advancements	  in	  these	  areas	  of	  renewable	  energy	  can	  cleanly	  
provide	  most	  of	  the	  energy	  needed	  for	  the	  pumps	  and	  heaters.	  	  
Geothermal	  heating	  efficiently	  harnesses	  thermal	  energy	  below	  the	  earth’s	  surface,	  
which	  always	  holds	  a	  constant	  temperature	  regardless	  of	  the	  weather	  conditions	  going	  on	  
above.	  Depending	  on	  latitude,	  ground	  temperatures	  a	  few	  feet	  below	  the	  earth’s	  surface	  range	  
from	  45°F	  to	  75°F.	  Research	  from	  Southern	  Methodist	  University	  suggests	  massive	  potential	  for	  
geothermal	  power	  in	  the	  United	  States.	  To	  put	  in	  perspective,	  the	  total	  installed	  electricity	  
capacity	  from	  all	  energy	  sources	  in	  the	  country	  is	  currently	  around	  1000	  MW,	  while	  there	  is	  
about	  3000	  MW	  of	  installed	  geothermal	  capacity	  in	  the	  United	  States	  today	  (Levitan).	  
Geothermal	  heat	  pumps	  do	  not	  actually	  generate	  energy,	  but	  harnesses	  stored	  thermal	  energy	  
from	  the	  earth’s	  core.	  The	  benefits	  of	  geothermal	  heat	  pumps	  are	  the	  minimal	  energy	  costs	  
since	  only	  a	  small	  amount	  of	  input	  energy	  is	  required	  to	  operate,	  reduced	  emissions	  of	  
greenhouse	  gases,	  and	  low	  maintenance	  costs.	  Geothermal	  heat	  pump	  systems	  are	  classified	  
into	  closed	  or	  open	  loop	  systems.	  An	  open	  loop	  system	  is	  only	  practical	  where	  there	  is	  an	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adequate	  supply	  of	  relatively	  clean	  water.	  Therefore,	  a	  closed	  loop	  system	  as	  shown	  in	  Figure	  2,	  
more	  specifically	  a	  horizontal	  closed	  loop	  system	  
which	  is	  most	  cost-­‐effective	  for	  larger	  areas,	  is	  
the	  most	  practical	  for	  an	  airport	  runway.	  A	  heat	  
exchanger	  transfers	  heat	  between	  the	  refrigerant	  
in	  the	  heat	  pump	  and	  the	  antifreeze	  solution	  in	  
the	  closed	  loop	  (Department	  of	  Energy).	  	  
In	  the	  summer,	  the	  relatively	  cool	  
temperature	  of	  the	  ground	  is	  utilized	  as	  a	  heat	  
sink.	  This	  is	  the	  concept	  of	  inter-­‐seasonal	  heating,	  collecting	  heat	  from	  the	  hot	  road	  surfaces	  
during	  the	  summer	  months	  through	  a	  network	  of	  fluid-­‐filled	  pipes	  under	  the	  pavement.	  These	  
pipes	  then	  transfer	  the	  energy	  to	  nearby	  subterranean	  thermal	  banks	  where	  the	  ground	  
insulates	  stored	  heat	  (Clendaniel).	  Then	  during	  the	  colder	  months,	  this	  energy	  can	  be	  accessed	  
through	  heat	  pumps.	  	  
Additionally,	  the	  FAA	  provides	  federal	  grants	  for	  infrastructure	  improvements	  just	  like	  
these	  heating	  systems.	  A	  portion	  of	  all	  travelers’	  fees	  for	  airline	  costs	  goes	  toward	  this	  expense.	  
In	  September	  2010,	  the	  FAA	  awarded	  a	  $1.4	  million	  grant	  to	  install	  a	  geothermal	  heating	  
prototype	  at	  the	  Greater	  Binghamton	  Airport	  in	  Johnson	  City,	  New	  York	  (Lopez).	  A	  large	  team	  of	  
students	  and	  faculty	  members	  from	  Binghamton	  University	  designed	  this	  sponsored	  radiant	  
heating	  system,	  which	  we	  found	  to	  be	  similar	  to	  our	  idea.	  This	  provides	  a	  reliable	  and	  set	  model	  
to	  compare	  our	  final	  design	  with;	  therefore	  in	  our	  next	  section,	  Background	  and	  Calculations,	  
we	  will	  state	  a	  few	  similar	  assumptions	  found	  in	  their	  analysis	  to	  maintain	  consistency	  but	  
Figure	  2:	  Horizontal	  Closed	  Loop	  Geothermal	  System	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utilize	  our	  own	  resources	  and	  design	  methodology	  to	  create	  a	  unique	  design.	  Table	  1	  provides	  a	  
quick	  overview	  of	  the	  discussed	  pros	  and	  cons	  of	  a	  radiant	  heating	  system.	  
Table	  1:	  Radiant	  Heating	  System	  Advantages	  vs.	  Disadvantages	  
Advantages	   Disadvantages	  
Removes	  ice/snow	  buildup	  
better	  than	  traditional	  
methods	  
High	  initial	  installation	  cost	  
Save	  maintenance	  and	  
operating	  costs	  of	  other	  snow	  
removal	  methods	  
Complexity	  of	  installation	  
Automated	  and	  low	  
maintenance	   High	  energy	  consumption	  
No	  damage	  to	  the	  asphalt	  or	  
landing	  components	  from	  anti-­‐
freezing	  chemicals	  
	  
Use	  of	  geothermal	  heating	  as	  
renewable	  energy	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II.	   Background	  and	  Calculations	  
In	  this	  section	  we	  will	  be	  outlining	  the	  steps	  we	  used	  to	  find	  the	  specifications	  for	  an	  
actual-­‐sized	  real	  world	  implementation	  of	  our	  heating	  system.	  Then	  in	  the	  later	  Design	  section,	  
we	  will	  explain	  how	  we	  modified	  these	  numbers	  to	  obtain	  the	  design	  parameters	  of	  our	  senior-­‐
project	  demonstration	  model,	  along	  with	  the	  electrical	  design	  and	  the	  coding	  architecture	  of	  
the	  Arduino.	  
Gregory	  Hamm,	  mechanical	  engineer	  from	  Southland	  Industries	  who	  has	  managed	  
multiple	  snow	  and	  ice	  melting	  projects,	  has	  been	  kind	  enough	  to	  provide	  guidance	  in	  this	  
preliminary	  phase	  of	  the	  project.	  The	  idea	  was	  first	  presented	  to	  Greg	  during	  a	  job	  interview	  
with	  one	  of	  us	  during	  Cal	  Poly’s	  career	  fair.	  After	  explaining	  how	  his	  company	  engineers	  a	  lot	  of	  
radiant	  heating	  systems	  similar	  to	  the	  one	  we	  were	  envisioning,	  he	  proceeded	  to	  keep	  in	  touch	  
and	  acted	  as	  our	  source	  of	  knowledge.	  Most	  importantly,	  he	  suggested	  we	  reference	  “Snow	  &	  
Ice	  Melting	  Design	  Manual”	  written	  by	  Uponor,	  the	  lead	  commercial	  supplier/manufacturer	  of	  
radiant	  components.	  The	  manual	  provides	  plenty	  of	  information	  to	  help	  with	  our	  project,	  
including	  formulas	  to	  generate	  crucial	  values	  for	  our	  design.	  The	  next	  series	  of	  calculations	  are	  
to	  find	  an	  approximation	  of	  the	  design	  parameters	  needed	  to	  install	  our	  heating	  system	  on	  a	  
runway	  at	  Greater	  Binghamton	  Airport.	  Then	  afterwards	  as	  mentioned	  previously,	  we	  will	  use	  
the	  same	  methodology	  to	  determine	  what	  we	  need	  for	  our	  small-­‐scale	  model	  for	  
demonstration.	  
To	  begin	  we	  evaluate	  the	  climate	  conditions	  from	  the	  past	  10	  years	  at	  Greater	  
Binghamton	  Airport	  during	  the	  winter	  weather	  conditions	  around	  October	  to	  April.	  	  
• Average	  low	  temperature	  =	  20°F	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• Average	  high	  temperature	  =	  35°F	  
• Average	  total	  snowfall	  per	  year	  =	  67.4”	  
According	  to	  the	  National	  Weather	  Service,	  these	  numbers	  also	  prove	  to	  be	  a	  good	  gauge	  for	  
many	  northern	  areas	  of	  the	  United	  States	  as	  well.	  We’ll	  set	  the	  design	  to	  achieve	  a	  surface	  
temperature	  of	  38°F	  when	  it’s	  10°F	  outside,	  more	  than	  enough	  warmth	  to	  prevent	  snow	  and	  ice	  
build-­‐up.	  Figure	  3	  below	  is	  referenced	  from	  the	  System	  Performance	  Chart	  out	  of	  the	  Uponor	  
manual	  to	  help	  us	  find	  the	  required	  BTU/h/ft2	  and	  supply	  fluid	  temperature	  based	  on	  surface	  
temperature	  and	  climatic	  conditions.	  The	  chart	  is	  explained	  in	  detail	  in	  Appendix	  C	  attached	  at	  
the	  end	  of	  this	  report.	  
 
Figure	  3:	  Uponor	  Performance	  Chart	  to	  find	  BTU/h/ft2	  and	  Supply	  Temp,	  See	  Appendix	  A	  
Looking	  at	  the	  bottom	  right	  corner,	  we	  see	  our	  system	  requires	  a	  107	  BTU/h/ft2	  load	  assuming	  
a	  wind	  speed	  of	  10	  mph.	  The	  supply	  fluid	  temperature	  is	  also	  given	  in	  that	  rectangle	  as	  139°F	  
assuming	  the	  piping	  is	  12”	  on-­‐center.	  1	  foot	  of	  concrete	  should	  be	  an	  ample	  amount	  to	  
withstand	  impact	  of	  the	  airplane	  and	  protect	  the	  piping	  underneath.	  	  
	   One	  of	  the	  major	  runways	  at	  Greater	  Binghamton	  Airport	  is	  about	  5000	  feet	  long	  by	  100	  
feet	  wide.	  It	  would	  be	  extremely	  difficult	  and	  difficult	  to	  layout	  the	  piping	  of	  the	  entire	  runway	  
at	  once,	  so	  let	  us	  assume	  it	  will	  be	  completed	  in	  numerous	  installments,	  covering	  an	  area	  about	  
10,000-­‐square	  feet	  each	  time.	  We	  will	  be	  looking	  at	  a	  total	  energy	  cost	  of	  about:	  10,000  !"!  ×  107  !"#/ℎ/!"! = !,!"!,!!!  !"#/!	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This	  is	  a	  tremendous	  amount	  of	  energy	  required	  for	  just	  a	  small	  fraction	  of	  the	  runway,	  which	  is	  
why	  the	  need	  of	  a	  renewable	  energy	  source	  to	  power	  the	  system	  is	  necessary.	  However,	  for	  our	  
design	  process	  since	  we	  do	  not	  have	  enough	  resources	  to	  accurately	  test	  geothermal	  heating	  
we	  have	  just	  conducted	  research	  on	  it	  and	  discussed	  our	  findings	  throughout	  this	  report.	  
Although	  the	  numbers	  we	  do	  generate	  for	  power	  consumption	  provides	  us	  an	  estimate	  so	  we	  
can	  better	  design	  a	  geothermal	  heating	  system	  in	  the	  future.	  	  
The	  tubing	  best	  suited	  for	  this	  application	  is	  PEX	  (crosslinked	  polyethylene).	  It’s	  cheaper	  
than	  copper	  or	  metal	  pipes,	  resistive	  to	  corrosion,	  extremely	  durable	  yet	  flexible,	  and	  can	  
withstand	  temperatures	  up	  to	  200°F.	  
Wirsbo	  offers	  a	  PEX	  tubing	  with	  an	  
oxygen	  diffusion	  barrier	  in	  a	  3/4”	  
nominal	  inside	  diameter	  size	  with	  a	  
volume	  of	  1.84	  gallons/100’	  of	  tubing.	  
This	  should	  be	  ideal	  for	  our	  design.	  The	  
tubing	  layout	  is	  recommended	  to	  follow	  
a	  reverse-­‐return	  layout,	  shown	  in	  Figure	  4.	  This	  method	  allows	  the	  entire	  surface	  to	  heat	  up	  
equally.	  The	  amount	  of	  active	  tubing	  required	  is	  dependent	  on	  the	  area	  and	  tubing	  on-­‐center	  
distance.	  So	  if	  we	  have	  the	  tubing	  12”	  on-­‐center,	  according	  to	  Uponor	  we	  use	  a	  multiplier	  of	  1.0	  
to	  find	  we	  need	  10,000’	  of	  active	  tubing.	  Next	  we	  need	  to	  determine	  the	  number	  of	  loops	  and	  
loop	  length,	  with	  a	  loop	  referring	  to	  a	  single	  run	  of	  tubing	  before	  it	  returns	  to	  the	  manifold.	  The	  
recommended	  average	  loop	  length	  for	  3/4”	  PEX	  tubing	  is	  300’	  so	  the	  number	  of	  loops	  for	  a	  
single	  manifold	  is	  about: 	  
Figure	  3:	  Reverse-­‐return	  Layout	  for	  Most	  Effective	  Heating	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10,000  !"  ÷ 300  !" = !!  !""#$	  
For	  the	  installation,	  the	  “Slab	  On	  Grade	  With	  Edge	  Insulation	  Only”	  method	  shown	  in	  
Figure	  5	  is	  best	  suited	  for	  our	  application.	  This	  design	  is	  capable	  of	  handling	  heavy	  vertical	  loads,	  
and	  the	  heated	  soil	  
beneath	  the	  slab	  acts	  
as	  a	  heat	  sink	  to	  
store	  energy	  in	  case	  
of	  sudden	  
temperature	  drops.	  
The	  next	  step	  is	  to	  
select	  the	  percentage	  of	  glycol	  mixture.	  For	  freeze	  protection,	  the	  glycol	  solution	  depends	  on	  
the	  climatic	  condition	  of	  the	  area.	  According	  to	  the	  glycol	  manufacturer	  DOWFROST,	  a	  50%	  
glycol	  to	  50%	  water	  solution	  is	  common	  for	  freeze	  protection	  with	  an	  ambient	  temperature	  of	  
0°F.	  This	  prevents	  any	  possibility	  of	  our	  solution	  freezing	  within	  the	  boiler	  or	  pipes.	  Now	  to	  
determine	  the	  flow	  in	  gallons	  per	  minute	  (gpm)	  per	  foot	  we	  reference	  Flow	  Per	  Foot	  of	  Active	  
Loop	  Length	  Chart	  from	  the	  manual,	  shown	  in	  Appendix	  D	  in	  the	  appendices	  section,	  to	  see	  
that	  this	  design	  calls	  for	  0.0099	  gpm.	  This	  figure	  allows	  us	  to	  find	  the	  flow	  for	  the	  whole	  system:	  300  !"  ×  0.0099  !"# = 2.97  gpm  per  loop	  2.97  !"#!""#   ×  33  !""#$ = !".!"  !"#	  
Now	  we	  have	  an	  idea	  of	  the	  parameters	  needed	  for	  our	  radiant	  heating	  system	  in	  an	  actual-­‐
sized	  application.	  These	  numbers	  will	  help	  us	  in	  the	  next	  section.	  	   	  
Figure	  4:	  Slab	  On	  Grade	  With	  Edge	  Insulation	  Only	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III.	   Design	  
Before	  determining	  the	  specifications	  for	  our	  demonstration	  model,	  we	  will	  first	  discuss	  
the	  electrical	  design	  and	  explain	  how	  the	  Arduino	  is	  programmed.	  To	  break	  down	  the	  
components,	  we	  begin	  with	  two	  TMP36	  analog	  temperature	  sensors,	  a	  low	  voltage	  and	  very	  
accurate	  sensor	  that	  provides	  a	  voltage	  output	  that	  is	  linearly	  proportional	  to	  the	  Celsius	  
temperature.	  One	  of	  them	  will	  be	  planted	  on	  the	  surface	  of	  the	  concrete	  slab,	  and	  referred	  to	  
as	  “RunwayT”,	  while	  the	  other	  one	  will	  be	  inside	  the	  boiler,	  referred	  to	  as	  “HeaterT”.	  The	  
sensors	  connect	  back	  to	  the	  Arduino’s	  analog	  input	  where	  the	  built-­‐in	  analog	  to	  digital	  
converter	  will	  translate	  the	  values	  it	  reads.	  For	  the	  two	  relays	  controlling	  the	  heater	  and	  pump,	  
we	  chose	  two	  solid-­‐state	  relays	  made	  by	  Opto22.	  We	  figured	  a	  solid-­‐state	  would	  be	  best	  since	  
they	  would	  be	  constantly	  turning	  on	  and	  off	  due	  to	  the	  changing	  temperatures,	  and	  also	  the	  
Opto22	  SSRs	  feature	  4,000	  volts	  of	  optical	  isolation	  to	  protect	  our	  Arduino	  from	  any	  leakage	  
from	  the	  120	  V	  power	  side.	  The	  relays	  are	  easily	  switched	  by	  the	  digital	  outputs	  from	  the	  
Arduino,	  and	  sized	  to	  handle	  the	  high	  current	  needed	  for	  the	  boiler	  on	  the	  power	  side.	  	  	  
	   The	  LCD	  screen	  we	  are	  using	  is	  
actually	  packaged	  as	  a	  shield	  with	  several	  
buttons	  shown	  in	  Figure	  6.	  This	  shield	  
plugs	  in	  directly	  on	  top	  of	  the	  Arduino,	  
allowing	  the	  user	  to	  still	  have	  access	  to	  all	  
the	  analog	  and	  digital	  ports.	  
All	  coding	  for	  the	  microcontroller	  is	  
Figure	  6:	  LCD	  Shield	  With	  Buttons	  For	  Arduino	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done	  through	  C,	  and	  developed	  in	  AVR	  Studio.	  The	  architecture	  of	  the	  microcontroller’s	  
program	  is	  based	  on	  one	  main	  loop.	  When	  the	  microcontroller	  is	  first	  powered	  on	  it	  sets	  ports	  
PB5	  (boiler)	  and	  PB3	  (pump)	  as	  outputs,	  allowing	  control	  of	  the	  relays,	  and	  it	  sets	  A0	  (RunwayT),	  
A1	  (buttons),	  and	  A3	  (HeaterT)	  as	  analog	  inputs.	  Then	  the	  LCD	  display	  is	  initialized.	  Once	  
finished,	  it	  begins	  the	  main	  loop	  by	  reading	  both	  temperatures	  through	  the	  ADC	  10	  times	  each	  
and	  then	  averaging	  it	  to	  display	  an	  accurate	  value.	  At	  this	  point	  the	  microcontroller	  is	  also	  
checking	  to	  see	  if	  any	  buttons	  are	  being	  pressed.	  Once	  the	  button	  stage	  is	  determined,	  the	  
main	  loop	  continues	  to	  execute	  whichever	  command	  is	  associated	  with	  that	  button	  stage,	  
explained	  in	  Table	  2.	  The	  source	  code	  can	  also	  be	  referenced	  in	  Appendix	  B.	  
Table	  2:	  Commands	  Associated	  With	  Each	  Button	  Input	  
Button	  Input	   System	   Microcontroller	  
None	   Continues	  previous	  action	   No	  action	  
Left	   Manually	  turns	  pump	  on	   PB3	  =	  1,	  LCD	  displays	  "Pump	  On"	  
Select	   Manually	  turns	  pump	  off	   PB3	  =	  0,	  LCD	  displays	  "Pump	  Off"	  
Up	   Increase	  temp	  of	  solution	  	   Increments	  HeaterT	  by	  1	  
LCD	  displays	  "HeaterT:	  xxx.xx	  F"	  
Down	   Decrease	  temp	  of	  solution	   Decreases	  HeaterT	  by	  1	  	  
LCD	  displays	  "HeaterT:	  xxx.xx	  F"	  
Right	   Switches	  system	  back	  to	  
“Automation	  Mode”	  
(explained	  below)	  
LCD	  displays	  “Automation	  Mode”,	  then	  
"RunwayT:	  xxx.xx	  F"	  
"HeaterT:	  xxx.xx	  F”	  
	  
An	  example	  of	  “Automation	  Mode”,	  if	  the	  RunwayT	  is	  below	  the	  set	  threshold	  of	  38°F	  and	  the	  
HeaterT	  is	  below	  the	  value	  chosen	  then	  the	  boiler	  turns	  on	  to	  warm	  up	  the	  solution.	  If	  the	  
RunwayT	  is	  below	  38°F	  and	  the	  HeaterT	  is	  above	  the	  value	  chosen,	  then	  the	  pump	  is	  turned	  on	  
to	  begin	  the	  flow	  of	  the	  warmed	  up	  solution.	  This	  process	  is	  outlined	  in	  Figure	  7	  on	  the	  next	  
page.	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Figure	  7:	  Arduino	  Block	  Diagram	  
 
Now	  back	  to	  the	  design	  of	  the	  physical	  model.	  One	  thing	  we	  cannot	  accurately	  mimic	  
through	  our	  demonstration	  is	  running	  the	  system	  in	  an	  outdoor	  temperature	  of	  15°F,	  but	  what	  
we	  can	  do	  is	  test	  the	  system	  by	  pouring	  large	  piles	  of	  ice	  on	  top	  of	  the	  concrete	  to	  simulate	  the	  
environment.	  We	  will	  be	  laying	  the	  tubing	  underneath	  3	  feet	  long	  by	  2	  feet	  wide	  by	  4	  inches	  
thick	  slab	  of	  concrete.	  So	  this	  leaves	  us	  an	  installation	  area	  of	  6	  square	  feet,	  which	  creates	  a	  
1:1666	  ratio	  compared	  to	  the	  numbers	  we	  found	  for	  the	  actual	  sized	  model	  in	  the	  Background	  
and	  Calculations	  section.	  This	  number	  will	  help	  us	  scale	  down	  numbers	  for	  our	  demonstration	  
model,	  such	  as	  the	  total	  BTU/h:	  
1,070,000!"#ℎ ÷ 1,666 = !"#!"#! 	  
As	  for	  the	  piping	  size,	  since	  we	  are	  laying	  it	  only	  4”	  below	  the	  surface	  compared	  to	  12”,	  
we	  are	  using	  ¼”	  diameter	  PEX	  tubing	  compared	  to	  ¾”.	  With	  this	  fact,	  we	  can	  also	  estimate	  from	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the	  System	  Performance	  Chart	  from	  before	  in	  Figure	  3	  that	  our	  supply	  fluid	  temperature	  should	  
be	  around	  95°F	  (since	  the	  chart	  doesn’t	  provide	  data	  for	  piping	  4”	  on	  center	  we	  took	  the	  supply	  
fluid	  temperature	  for	  the	  closest	  one,	  6”	  on	  center,	  and	  rounded	  it	  down	  a	  bit).	  	  
Our	  scaled	  down	  length	  for	  total	  amount	  of	  tubing	  needed	  (12’)	  turned	  out	  to	  be	  not	  
enough.	  We	  actually	  used	  about	  15’	  of	  tubing,	  and	  we	  think	  this	  is	  due	  to	  running	  only	  1	  loop	  
without	  any	  manifolds.	  Now	  to	  determine	  the	  gallons	  per	  minute	  needed	  for	  the	  system	  flow,	  
we	  reference	  Appendix	  D	  once	  again	  to	  find:	  12  !"  ×  0.0040  !"# = !.!"#  !"#	  
The	  pump	  we	  are	  using	  is	  actually	  a	  submergible	  fountain	  pump,	  meant	  for	  use	  in	  ponds.	  
However,	  for	  our	  project	  it	  works	  perfectly	  for	  our	  application	  with	  capabilities	  of	  pumping	  up	  
to	  1.17	  gpm.	  It	  fits	  perfectly	  within	  our	  boiler,	  which	  is	  just	  a	  typical	  1-­‐liter	  water	  kettle	  found	  in	  
a	  kitchen.	  As	  for	  the	  solution,	  we	  will	  use	  an	  anti-­‐freeze	  solution	  that	  already	  comes	  bottled	  as	  
a	  50%	  glycol	  and	  50%	  water	  mixture.	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IV.	   Specifications	  and	  Requirements	  
Table	  3:	  Specifications	  for	  Actual-­‐Sized	  and	  Demonstration	  Model	  
	   Actual-­‐Sized	  Model	   Senior	  Project	  Demonstration	  
Ambient	  Temperature	   15°F	   15°F	  
Wind	  Speed	   10	  mph	   10	  mph	  
Surface	  Temperature	   38°F	   38°F	  
BTU/h/ft2	   107	   107	  
Supply	  Fluid	  Temperature	   139°F	   95°F	  
Tubing	  On-­‐Center	  Distance	   12”	   4”	  
Area	  of	  Installation	   10,000	  ft2	   6	  ft2	  
Total	  BTU/h	   1,070,000	   642	  
Tubing	  type	   PEX	   PEX	  
Tubing	  Size	   3/4”	   1/4”	  
Total	  Amount	  of	  Tubing	   10,000’	   15’	  
Active	  Loop	  Length	   300’	   15’	  
Number	  of	  Loops	   33	   1	  
Percentage	  of	  Glycol	   50%	   50%	  
Flow	  Per	  Foot	  of	  Tubing	  (gpm)	   0.0099	   0.0040	  
Flow	  Per	  Loop	  (gpm)	   2.25	   .048	  
System	  Flow	  (gpm)	   74.25	   .048	  
	  
The	  typical	  order	  of	  events	  that	  the	  heating	  system	  is	  required	  to	  follow:	  the	  runway	  
freezes,	  the	  boiler	  heats	  the	  solution,	  once	  hot	  enough	  the	  solution	  is	  pumped	  through	  the	  
runway,	  eventually	  the	  solution	  will	  cool	  back	  down	  so	  the	  pumping	  is	  temporarily	  suspended	  
until	  the	  boiler	  heats	  the	  solution	  back	  up,	  and	  constantly	  repeats	  until	  the	  surface	  surpasses	  
the	  set	  threshold	  temperature.	   	  
The	  system	  will	  be	  based	  around	  the	  Arduino	  Uno	  microcontroller,	  where	  it	  acts	  as	  a	  
thermostat	  to	  either	  run	  the	  system	  automatically	  or	  manually.	  Based	  on	  the	  temperature	  
readings	  from	  the	  analog	  temperature	  sensors,	  the	  Arduino	  will	  send	  signals	  to	  turn	  on	  and	  off	  
the	  relays,	  which	  are	  controlling	  the	  boiler	  and	  pump.	  An	  LCD	  display	  is	  attached	  to	  the	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microcontroller	  allowing	  the	  user	  both	  to	  view	  the	  current	  temperatures	  of	  the	  runway	  and	  the	  
solution.	  The	  button	  inputs	  will	  perform	  according	  to	  the	  commands	  outlined	  earlier	  in	  Table	  2.	  
	   For	  demonstration	  purposes,	  our	  model	  needs	  to	  be	  proportional	  to	  a	  full	  sized	  runway.	  
The	  model	  needs	  to	  be	  based	  on	  a	  “real	  world”	  application,	  where	  the	  layout	  of	  the	  tubing	  and	  
the	  concrete	  pouring	  follow	  common	  practice	  that	  would	  be	  applicable	  to	  a	  full	  sized	  runway.	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V.	   Construction	  and	  Testing	  
	   The	  construction	  of	  the	  hardware	  components	  of	  our	  airport	  runway	  heating	  system	  
involve	  interfacing	  the	  Arduino	  microcontroller,	  LCD	  display	  screen,	  button	  inputs,	  two	  solid-­‐
state	  relays,	  two	  temperature	  sensors,	  the	  boiler	  and	  pump.	  A	  majority	  of	  the	  connections	  were	  
already	  explained	  in	  the	  previous	  Design	  section.	  The	  TMP36	  temperature	  sensors,	  which	  came	  
in	  the	  3-­‐pin	  packaging,	  required	  us	  to	  solder	  separate	  wires	  on	  the	  ends	  and	  heat-­‐shrink	  them	  
together	  to	  make	  a	  clean	  and	  waterproof	  connection.	  The	  waterproofing	  is	  really	  important	  
since	  one	  temperature	  sensor	  is	  going	  in	  the	  boiler	  while	  the	  other	  one	  will	  be	  on	  the	  runway	  
surface	  where	  all	  the	  ice	  will	  be;	  therefore,	  we	  also	  used	  superglue	  around	  the	  heat-­‐shrink	  seal	  
for	  precaution.	  	  
To	  test	  our	  coding	  for	  the	  Arduino	  we	  first	  tested	  individual	  components	  and	  then	  
slowly	  pieced	  parts	  together.	  Interfacing	  and	  testing	  the	  LCD	  screen	  created	  some	  difficulties.	  
Another	  LCD	  could	  have	  been	  used,	  but	  the	  buttons	  integrated	  into	  the	  display	  were	  a	  
necessary	  feature	  we	  wanted	  for	  our	  design.	  From	  past	  experience	  communicating	  with	  other	  
LCDs,	  we	  knew	  the	  most	  difficult	  part	  would	  be	  initializing	  the	  display.	  The	  datasheet	  provided	  
functions	  for	  initialization,	  but	  these	  did	  not	  initialize	  properly.	  Carefully	  studying	  another	  
datasheet	  we	  found	  there	  was	  a	  slight	  discrepancy	  in	  the	  initialization	  sequence.	  Two	  of	  the	  
functions	  were	  out	  of	  order	  on	  the	  original	  datasheet,	  so	  once	  corrected	  the	  LCD	  finally	  
initialized.	  Afterwards,	  we	  printed	  different	  texts	  to	  see	  if	  they	  displayed	  correctly	  on	  the	  screen.	  
	  Next	  we	  tested	  to	  see	  if	  the	  Arduino	  is	  correctly	  switching	  the	  relay	  on	  and	  off.	  We	  
created	  a	  function	  that	  sends	  a	  signal	  to	  the	  relay	  upon	  pressing	  a	  button,	  and	  have	  the	  LCD	  
screen	  display	  which	  state	  the	  relay	  was	  in.	  	  For	  this	  procedure	  we	  just	  connected	  a	  light	  bulb	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across	  the	  relay,	  shown	  below	  in	  Figure	  8,	  since	  the	  visual	  light	  provides	  an	  easy	  indication	  of	  
which	  state	  the	  relay	  was	  in.	  Our	  first	  round	  of	  coding	  strobed	  the	  light	  at	  a	  high	  frequency	  
once	  we	  pressed	  the	  button,	  which	  we	  
eventually	  found	  to	  be	  caused	  by	  a	  mistake	  
in	  the	  loop	  constantly	  toggling	  the	  output	  to	  
the	  SSR.	  Once	  we	  corrected	  that	  bit	  
assignment,	  with	  the	  push	  of	  the	  button	  we	  
observed	  a	  solid	  light	  with	  the	  LCD	  
displaying	  “On”	  as	  expected.	  Then	  we	  
proceeded	  to	  connect	  the	  other	  relay	  and	  
programmed	  more	  of	  the	  buttons	  to	  switch	  
them	  on	  and	  off.	  	  
	   The	  next	  test	  was	  the	  temperature	  controller	  and	  Arduino	  interface.	  The	  first	  
temperature	  controller	  we	  selected	  was	  the	  DS18B20	  from	  Sparkfun,	  which	  is	  easily	  powered	  
by	  the	  output	  from	  the	  Arduino,	  provides	  our	  needed	  output	  temperature	  range,	  and	  only	  uses	  
a	  1-­‐wire	  interface.	  But	  what	  really	  set	  this	  sensor	  above	  the	  other	  ones	  was	  its	  waterproof	  
capabilities,	  which	  we	  needed	  since	  it	  is	  to	  be	  placed	  inside	  the	  water	  heater.	  However,	  the	  1-­‐
wire	  communication	  to	  the	  Arduino	  proved	  to	  be	  much	  more	  complicated	  than	  expected.	  It	  
sends	  in	  a	  digital	  signal	  through	  the	  connection	  and	  converts	  it	  through	  a	  complicated	  series	  of	  
timing	  delays	  and	  translations.	  The	  library	  typically	  used	  with	  this	  temperature	  sensor,	  the	  
Dallas	  Temperature	  Control	  Library	  written	  in	  C++,	  wasn’t	  compatible	  with	  our	  code	  since	  we	  
Figure	  8:	  Arduino	  Connected	  to	  SSRs,	  LCD	  Displaying	  Temperature	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are	  programming	  in	  C.	  This	  ultimately	  led	  to	  using	  the	  temperature	  sensor	  mentioned	  before,	  
the	  TMP36,	  which	  made	  the	  data	  translation	  much	  simpler	  because	  of	  the	  analog	  value	  it	  sends.	  
	   Once	  we	  hooked	  up	  these	  temperature	  sensors	  to	  the	  Arduino	  and	  programmed	  it	  to	  
display	  the	  readings	  on	  the	  LCD,	  also	  shown	  in	  Figure	  8	  on	  the	  previous	  page,	  we	  verified	  the	  
accuracy	  of	  it	  using	  an	  actual	  thermometer.	  We	  placed	  both	  sensors	  and	  thermometer	  in	  the	  
boiler	  and	  heated	  up	  the	  solution	  to	  see	  if	  the	  two	  readings	  matched,	  which	  they	  did.	  All	  button	  
functions	  worked	  correctly	  as	  well.	  We	  were	  able	  to	  increase	  and	  decrease	  the	  solution	  
temperature	  coming	  out	  of	  the	  boiler	  in	  the	  middle	  of	  testing	  without	  interrupting	  anything.	  
The	  transition	  from	  automation	  mode	  to	  manually	  turning	  on	  and	  off	  the	  pump,	  and	  then	  
setting	  it	  back	  to	  automation	  mode	  all	  functioned	  as	  expected	  as	  well.	  
	  	   The	  construction	  of	  our	  demonstration	  
model	  began	  with	  building	  the	  formwork	  for	  
the	  concrete	  pour.	  We	  used	  a	  piece	  of	  plywood	  
slightly	  bigger	  than	  2’	  by	  3’	  as	  the	  base	  and	  1	  x	  
4	  boards	  for	  the	  sides,	  shown	  in	  Figure	  9.	  Since	  
we	  are	  limited	  to	  such	  a	  small	  installation	  area,	  
it	  was	  difficult	  to	  implement	  the	  reverse-­‐return	  
layout	  as	  shown	  earlier.	  Our	  actual	  layout	  is	  
shown	  in	  Figure	  9	  as	  well.	  As	  one	  can	  see	  
almost	  a	  foot	  of	  the	  right	  side	  of	  our	  concrete	  
slab	  is	  left	  alone,	  and	  this	  was	  done	  so	  that	  we	  
could	  show	  a	  side-­‐by-­‐side	  comparison	  of	  ice	  melting	  with	  and	  without	  the	  heat	  when	  it	  came	  to	  
Figure	  9:	  Formwork	  and	  PEX	  Piping	  Layout	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testing	  time.	  To	  secure	  down	  the	  tubing,	  we	  cut	  a	  wire	  mesh	  to	  cover	  the	  area	  to	  be	  installed	  
and	  zip	  tied	  the	  tubing	  down	  to	  it.	  The	  PEX	  piping	  only	  came	  in	  lengths	  of	  5’	  at	  Home	  Depot	  so	  
special	  brass	  fittings	  were	  required	  to	  secure	  the	  pieces	  together.	  Also	  for	  the	  pump	  we	  are	  
using,	  the	  attachments	  only	  work	  for	  3/8”	  or	  1/2”	  piping,	  so	  another	  custom	  made	  fitting	  was	  
needed	  here	  to	  accommodate	  the	  ¼”	  piping.	  
	   The	  concrete	  mixing	  and	  pouring	  was	  
done	  through	  the	  civil	  engineering	  
department	  with	  the	  guidance	  of	  Brendan	  
Hofstee,	  a	  fourth	  year	  civil	  engineering	  
student	  with	  experience	  in	  the	  concrete	  
pouring	  lab.	  With	  his	  help	  to	  calculate	  the	  
correct	  proportion	  of	  aggregate	  and	  cement,	  
we	  proceeded	  to	  use	  the	  giant	  mixer	  in	  the	  
lab	  to	  pour	  our	  slab	  as	  shown	  in	  Figure	  10.	  
We	  chose	  this	  method	  versus	  simply	  buying	  
concrete	  mix	  from	  the	  hardware	  store	  to	  
further	  our	  understanding	  of	  the	  properties	  
of	  cement.	  
	   	  After	  allowing	  the	  concrete	  to	  dry	  for	  a	  couple	  of	  days,	  we	  were	  ready	  to	  begin	  test	  our	  
system	  as	  whole.	  Location	  was	  the	  first	  thing	  that	  came	  to	  mind,	  since	  we	  wanted	  to	  be	  out	  of	  
the	  sun	  and	  have	  somewhere	  to	  let	  the	  melted	  ice	  drain	  off	  to.	  As	  mentioned	  previously	  in	  the	  
report,	  it	  is	  impossible	  to	  mimic	  the	  climatic	  conditions	  of	  an	  actual	  runway	  during	  the	  
Figure	  10:	  Concrete	  Mixing	  and	  Pouring	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wintertime	  so	  simulate	  it	  to	  the	  
best	  of	  our	  ability,	  we	  
purchased	  a	  10-­‐pound	  bag	  of	  
ice	  and	  evenly	  distributed	  it	  on	  
top	  of	  our	  concrete	  slab	  for	  our	  
first	  round	  of	  testing	  as	  shown	  
in	  Figure	  11.	  We	  found	  the	  
surface	  cools	  down	  to	  about	  
33°F	  at	  its	  coldest	  point.	  So	  we	  
set	  the	  threshold	  temperature	  to	  be	  38°F,	  just	  a	  little	  bit	  warmer	  to	  melt	  the	  ice.	  Any	  warmer	  
we	  figured	  would	  be	  a	  waste	  of	  energy.	  Once	  we	  saw	  on	  the	  LCD	  screen	  that	  the	  temperature	  
on	  the	  surface	  had	  dropped	  below	  38°F,	  we	  saw	  the	  boiler	  turn	  on	  as	  expected.	  We	  set	  the	  
boiler	  threshold	  temperature	  to	  be	  110°F	  just	  so	  that	  we	  could	  observe	  the	  effects	  faster	  for	  
testing	  purposes.	  Once	  we	  saw	  that	  the	  solution	  in	  the	  boiler	  had	  reached	  110°F	  from	  the	  LCD	  
screen,	  it	  turned	  off	  and	  the	  pump	  inside	  turned	  on,	  just	  as	  how	  our	  system	  is	  designed.	  As	  the	  
solution	  slowly	  cooled	  down	  within	  the	  boiler	  after	  a	  while,	  we	  observed	  the	  pump	  turn	  off	  and	  
wait	  for	  the	  boiler	  to	  bring	  the	  temperature	  back	  up	  to	  the	  threshold,	  and	  repeated	  the	  process.	  	  
	   	  
Figure	  11:	  Ice	  Melt	  Trial	  Run	  1	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VI.	   Recommendations	  and	  Conclusions	  
	   After	  testing	  our	  runway	  heating	  system,	  we	  came	  to	  the	  conclusion	  that	  the	  system	  
does	  effectively	  work	  to	  melt	  ice.	  Figure	  12	  is	  the	  result	  of	  our	  first	  round	  of	  testing	  after	  
approximately	  20	  minutes.	  
 
Figure	  12:	  Result	  of	  Trial	  Run	  1	  After	  20	  Minutes	  
Since	  our	  tubing	  layout	  shown	  previously	  in	  Figure	  9	  left	  the	  right	  portion	  of	  the	  concrete	  
unheated,	  we	  can	  see	  there	  is	  still	  quite	  a	  bit	  more	  ice	  buildup	  compared	  to	  the	  rest	  of	  the	  area.	  
Figure	  13	  and	  Figure	  14	  on	  the	  next	  page	  also	  show	  results	  of	  a	  before	  and	  after	  comparison	  
during	  the	  senior	  project	  exhibition.	  The	  results	  remained	  consistent,	  taking	  about	  20	  minutes.	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Figure	  13:	  Ice	  Melt	  Trial	  Run	  2	  
	  
 
Figure	  14:	  Result	  of	  Trial	  Run	  2	  After	  20	  Minutes	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The	  main	  concern	  surrounding	  our	  demonstration	  model	  was	  the	  ambient	  temperature	  
being	  too	  warm	  during	  testing	  to	  simulate	  the	  environment	  of	  an	  airport	  during	  the	  winter	  
season	  at	  Greater	  Binghamton	  Airport.	  However,	  a	  pile	  of	  ice	  requires	  much	  more	  energy	  to	  
melt	  than	  it	  takes	  to	  prevent	  snow	  and	  ice	  buildup.	  If	  these	  systems	  are	  to	  be	  implemented	  in	  
an	  airport,	  the	  runway	  surfaces	  would	  already	  heated	  before	  the	  snow	  and	  ice	  even	  got	  the	  
chance	  to	  pile.	  We	  assume	  this	  fact	  can	  compensate	  for	  the	  warmer	  outdoor	  temperature.	  	  
	   So	  now	  that	  we	  have	  proved	  our	  radiant	  heating	  system	  does	  effectively	  melt	  ice,	  now	  
the	  question	  lies	  whether	  such	  a	  system	  is	  economically	  feasible	  to	  implement	  in	  an	  actual	  
airport.	  Earlier	  we	  found	  the	  total	  measure	  of	  power	  for	  running	  a	  system	  in	  a	  10,000	  square-­‐
feet	  area	  to	  be	  1,070,000	  BTU/hr,	  or	  about	  313	  kW.	  According	  to	  the	  Bureau	  of	  Labor	  Statistics,	  
New	  York	  area	  households	  paid	  an	  average	  of	  20.2	  cents	  per	  kilowatt-­‐hour	  of	  electricity	  in	  
January	  2013.	  If	  we	  hypothetically	  assume	  the	  airport	  just	  needs	  to	  run	  the	  system	  for	  24	  hours,	  
the	  energy	  cost	  would	  be	  around	  $1500.	  Realistically,	  such	  a	  system	  would	  be	  running	  for	  
hundreds	  of	  hours	  during	  the	  winter	  season.	  This	  is	  an	  unreasonable	  cost	  just	  to	  warm	  up	  a	  
fraction	  of	  the	  runway,	  and	  too	  much	  energy	  to	  be	  provided	  solely	  by	  geothermal	  heat	  pumps.	  	  
	   So	  our	  final	  conclusion	  is	  although	  our	  radiant	  heating	  system	  can	  effectively	  prevent	  
snow	  and	  ice	  buildup	  on	  airport	  runways	  as	  demonstrated	  through	  our	  model,	  the	  extravagant	  
energy	  consumption	  associated	  with	  powering	  all	  the	  boilers	  and	  pumps	  make	  implementing	  
such	  a	  system	  in	  a	  real	  world	  application	  uneconomical.	  However,	  what	  we	  do	  recommend	  is	  
instead	  of	  attempting	  to	  heat	  the	  entire	  runway,	  install	  the	  piping	  around	  the	  airport	  apron	  
where	  aircrafts	  are	  parked,	  unloaded	  or	  loaded,	  refueled,	  or	  boarded.	  This	  area	  is	  much	  smaller,	  
usually	  around	  5,000	  square-­‐feet,	  and	  if	  heated	  could	  still	  help	  improve	  delays.	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Appendix	  A.	  	   Senior	  Project	  Analysis	  
Project	  Title:	   	   Airport	  Runway	  Heating	  System	  
Student	  Name:	   Greg	  Wang	   _______________________	  
	   	   	   Curtis	  Reedy	   _______________________	  
Summary	  of	  Functional	  Requirements:	  
	   Our	  airport	  runway	  heating	  system	  will	  regulate	  the	  surface	  temperature	  of	  a	  model	  
airport	  runway	  to	  prevent	  the	  buildup	  of	  snow	  and	  ice.	  Ultimately,	  if	  implemented	  on	  a	  full-­‐
scale	  in	  airports	  flight	  delays	  could	  be	  drastically	  improved.	  This	  will	  be	  accomplished	  through	  a	  
hydronic	  radiant	  heating	  system,	  hot	  liquid	  running	  through	  a	  series	  of	  piping	  underneath	  the	  
concrete.	  The	  Arduino	  Uno	  microcontroller	  acts	  as	  the	  thermostat	  of	  our	  system,	  taking	  in	  
readings	  from	  an	  analog	  temperature	  sensor	  planted	  on	  the	  runway	  surface.	  Once	  it	  senses	  
that	  the	  temperature	  reaches	  a	  set	  lower	  threshold	  voltage	  (we	  set	  ours	  to	  38°F)	  the	  Arduino	  
will	  trigger	  a	  solid-­‐state	  relay	  connected	  across	  a	  water	  boiler	  with	  anti-­‐freeze	  solution	  in	  it.	  A	  
second	  temperature	  sensor	  inside	  the	  boiler	  will	  trigger	  on	  a	  second	  relay	  controlling	  a	  
submergible	  pump	  inside	  the	  boiler	  once	  the	  solution	  reaches	  the	  desired	  temperature.	  
Buttons	  interfaced	  with	  the	  Arduino	  allows	  the	  user	  to	  adjust	  the	  solution	  temperature,	  as	  well	  
as	  manually	  turn	  on/off	  the	  pump.	  Also	  a	  LCD	  screen	  displays	  the	  two	  temperature	  readings.	  
	  
Primary	  Constraints:	  
	   Limiting	  factors	  to	  create	  an	  ideal	  simulation	  of	  such	  a	  heating	  system	  is	  mainly	  the	  
environment.	  Living	  in	  San	  Luis	  Obispo,	  it’s	  almost	  impossible	  to	  hold	  our	  trial	  runs	  with	  an	  
outdoor	  temperature	  of	  10°F,	  which	  is	  what	  we	  assumed	  the	  environment	  will	  be	  in	  a	  real	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world	  application.	  We	  also	  mentioned	  the	  use	  of	  geothermal	  heating	  to	  help	  compensate	  for	  
the	  high-­‐energy	  consumption	  we	  can	  expect	  from	  a	  full-­‐scale	  model	  of	  such	  a	  system.	  However,	  
we	  lack	  the	  resources	  to	  simulate	  a	  geothermal	  heating	  model	  in	  conjunction	  with	  our	  design.	  
	  
Economic:	  
	   Human,	  financial,	  manufactured,	  and	  natural	  capital	  all	  are	  impacted	  if	  this	  project	  were	  
to	  be	  actually	  implemented	  in	  a	  full	  airport.	  Human	  labor	  will	  be	  minimized	  thanks	  to	  the	  
control	  system	  monitoring	  temperatures.	  Greater	  Binghamton	  Airport,	  the	  setting	  we	  are	  
hypothetically	  installing	  a	  full-­‐size	  model,	  spends	  upwards	  of	  $500,000	  a	  year	  on	  their	  current	  
snow	  prevention	  methods.	  The	  money	  saved	  from	  reducing	  the	  number	  of	  needed	  employees	  
and	  other	  costs	  such	  as	  snow	  plow	  maintenance	  will	  reduce	  a	  large	  portion	  of	  that	  expense.	  
The	  FAA	  provides	  funds	  for	  infrastructure	  improvements	  just	  like	  this	  project,	  so	  a	  large	  sum	  of	  
the	  installment	  is	  covered	  as	  well.	  Maintenance	  costs	  are	  also	  minimal	  with	  a	  radiant	  heating	  
system	  such	  as	  ours.	  The	  physical	  system	  components	  consisting	  of	  the	  controller	  and	  piping	  all	  
have	  extremely	  long	  life	  spans,	  except	  for	  the	  pumps	  and	  heaters	  that	  generally	  have	  a	  life	  span	  
about	  10	  years.	  
	   The	  bigger	  economic	  concern	  is	  the	  energy	  costs	  associated	  with	  powering	  such	  a	  
system	  on	  a	  full-­‐scale	  model.	  Through	  our	  analysis	  we	  estimated	  that	  to	  run	  our	  heating	  system	  
covering	  an	  area	  of	  10,000-­‐ft2,	  which	  is	  just	  a	  fraction	  of	  the	  main	  runway,	  for	  24	  hours	  will	  cost	  
about	  $1500.	  This	  is	  a	  substantial	  amount,	  and	  the	  reason	  why	  this	  idea	  has	  not	  yet	  been	  
implemented	  in	  airports.	  That	  is	  why	  our	  recommendation	  is	  to	  instead	  of	  attempting	  to	  heat	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an	  entire	  runway,	  just	  try	  to	  heat	  the	  airport	  apron,	  which	  is	  small	  enough	  to	  have	  the	  energy	  
provided	  cleanly	  and	  freely	  by	  geothermal	  heating,	  more	  on	  this	  later.	  
	  
Environmental:	  
	   Anti-­‐icing	  chemicals	  such	  as	  urea	  and	  glycol	  are	  widely	  used	  solution	  for	  ice	  and	  snow	  
buildup	  in	  airports	  worldwide.	  When	  these	  chemicals	  end	  up	  in	  nearby	  streams,	  ponds,	  and	  
lakes	  from	  the	  runoff	  drains,	  algae	  problems	  and	  sea	  life	  diseases	  arise.	  Implementing	  a	  radiant	  
heating	  system	  in	  airports	  such	  as	  ours	  will	  eliminate	  this	  harmful	  effect	  on	  the	  environment.	  
	   On	  another	  note,	  the	  environment	  can	  be	  used	  to	  supply	  clean	  energy	  to	  the	  system.	  
Geothermal	  heating	  efficiently	  harnesses	  thermal	  energy	  below	  the	  earth’s	  surface	  using	  heat	  
pumps.	  Another	  method	  for	  powering	  the	  system	  could	  be	  inter-­‐seasonal	  heating,	  collecting	  
heat	  from	  the	  hot	  road	  surfaces	  during	  the	  summer	  months	  and	  store	  that	  energy	  in	  nearby	  
thermal	  banks.	  
	  
Manufacturability:	  
	   Finding	  a	  water	  heater	  and	  pump	  that	  will	  be	  suitable	  for	  our	  model	  was	  a	  major	  
challenge.	  As	  a	  group	  we	  decided	  that	  a	  submergible	  fountain	  pump	  has	  an	  application	  similar	  
to	  what	  we	  are	  looking	  for.	  As	  for	  the	  boiler,	  we	  will	  be	  using	  a	  1-­‐liter	  teakettle	  commonly	  
found	  in	  kitchens.	  We	  also	  hope	  that	  the	  first	  trial	  of	  laying	  the	  asphalt	  will	  be	  successful,	  or	  
else	  the	  tubing	  layout	  might	  have	  to	  be	  redone.	  
	   In	  a	  real	  life	  application	  the	  tubing	  creates	  the	  biggest	  challenge.	  It’ll	  require	  thousands	  
of	  feet	  of	  tubing	  to	  be	  installed,	  on	  a	  runway	  that	  potentially	  still	  needs	  to	  be	  used.	  However,	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through	  our	  research	  we	  found	  runway	  construction	  takes	  place	  routinely.	  To	  work	  around	  
these	  closed	  off	  areas,	  there	  are	  several	  alternate	  routes	  designated	  specifically	  for	  that	  
purpose.	  Therefore,	  following	  a	  similar	  approach	  to	  install	  the	  piping	  is	  very	  possible	  if	  
everything	  is	  carefully	  planned	  out	  and	  taken	  into	  consideration.	  
	  
Sustainability:	  
	   In	  our	  airport	  runway	  heating	  system,	  a	  huge	  amount	  of	  electricity	  is	  needed	  to	  power	  
all	  the	  heaters	  and	  pumps,	  but	  with	  the	  advancements	  in	  geothermal	  and	  inter-­‐seasonal	  
heating,	  a	  large	  portion	  of	  the	  energy	  can	  come	  free	  and	  clean.	  Since	  so	  much	  energy	  is	  
required	  to	  run	  such	  a	  heating	  system,	  without	  the	  use	  of	  geothermal	  or	  any	  other	  form	  of	  
sustainable	  energy,	  it	  is	  very	  unlikely	  that	  airports	  will	  proceed	  to	  have	  the	  system	  installed.	  
	  
Ethical:	  
	   The	  entire	  idea	  of	  our	  project	  is	  ethical,	  we	  are	  trying	  to	  help	  others	  from	  being	  injured	  
on	  airplanes	  and	  help	  to	  stop	  delays.	  We	  would	  be	  helping	  the	  public	  in	  that	  we	  are	  looking	  out	  
for	  their	  best	  needs.	  The	  ethical	  impact	  will	  be	  thought	  of	  during	  the	  whole	  project	  build.	  
	  
Health	  and	  Safety:	  
	   Every	  year	  there	  are	  safety	  issues	  involved	  with	  runways	  freezing	  over.	  Our	  airport	  
runway	  heating	  system	  will	  decrease	  the	  likelihood	  of	  accidents	  involving	  frozen	  runways.	  
Runways	  will	  be	  ice-­‐free	  while	  our	  system	  is	  in	  place.	  Our	  system	  will	  be	  designed	  with	  health	  
and	  safety	  of	  passengers	  as	  our	  main	  goal.	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Social	  and	  Political:	  
	   A	  major	  social	  and	  political	  issue	  lies	  within	  the	  company	  that	  actually	  designs	  and	  
manufactures	  the	  heating	  system.	  If	  something	  were	  to	  go	  wrong,	  such	  as	  the	  runway	  
unsuccessfully	  preventing	  the	  ice	  buildup	  causing	  an	  accident	  at	  the	  airport,	  the	  company	  is	  
liable	  for	  the	  damage.	  That	  is	  a	  lot	  of	  responsibility	  to	  withhold	  as	  a	  company,	  and	  could	  scare	  
away	  a	  lot	  of	  companies	  from	  even	  attempting	  to	  accept	  the	  project.	  	  
	   Another	  political	  issue	  is	  that	  the	  FAA	  actually	  makes	  a	  lot	  of	  money	  in	  the	  case	  of	  
airport	  delays.	  Mentioned	  previously	  in	  the	  Introduction	  section	  of	  the	  report,	  thousands	  of	  
dollars	  of	  fines	  per	  passenger	  are	  imposed	  on	  airlines	  for	  delayed	  flights.	  So	  although	  the	  FAA	  
claims	  they	  are	  supportive	  of	  all	  infrastructure	  improvements	  and	  will	  sponsor	  them,	  some	  
higher	  officials	  within	  the	  department	  are	  probably	  thinking	  otherwise.	  
	  
Development:	  
	   The	  development	  of	  our	  heating	  system	  will	  have	  to	  be	  oriented	  around	  geothermal	  
heating.	  All	  other	  parts	  of	  the	  project	  have	  just	  been	  adapted	  from	  previous	  heating	  methods.	  
Developing	  the	  use	  of	  an	  alternative	  power	  source	  will	  be	  a	  large	  factor	  into	  whether	  or	  not	  the	  
system	  is	  sustainable.	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Appendix	  B.	  	   Source	  Code	  
	  
/*	  Runway	  Heating	  System	  Designed	  by	  Curtis	  Reedy	  and	  Greg	  Wang	  */	  
	  
#include	  <avr/io.h>	  	  	  	  	  	  	  	  	   	   //registers	  locations	  and	  some	  other	  things	  
#define	  F_CPU	  16000000	   	  	  	  	   //tells	  compiler	  the	  freq	  of	  your	  procesor	  
#include	  <util/delay.h>	  	  	  	  	   	   //software	  delay	  functions	  
#include	  <stdio.h>	  
#define	  _CRT_SECURE_NO_DEPRECATE	  
#include	  <stdlib.h>	  
#include	  <math.h>	  
#include	  <avr/interrupt.h>	  
	  
void	  LCD_Functions	  (int	  value);	   	  
void	  LCD_Write	  (int	  value);	  
int	  LCD_Initialize	  (void);	  
int	  nthdigit(int	  x,	  int	  n);	  
int	  DecToLCD	  (int	  Dec);	  
int	  LCD_OutputDecimal	  (int	  dec,	  int	  dig);	  
float	  getTemp(int	  reading);	  
void	  Initialize_ADC(int	  input);	  
int	  getVoltage(int	  read);	  
int	  retAbs(int	  a);	  
int	  aLCD_OutputDecimal(int	  dec,	  int	  dig);	  
void	  TransmitVoltage(float	  volts);	  
int	  readValue(int	  input);	  
int	  TempConv(int	  digital_pin);	  
int	  ReadButton(int	  input);	  
int	  ReadTemp(int	  sensor);	  
float	  getTemp(int	  reading);	  
void	  display_init(int	  input);	  
void	  control_loop(void);	  
	  
	   float	  	  temp	  =	  0;	  
	   int	  read	  =	  0;	  
	   int	  myTemp	  =	  0;	  
	   int	  myTemp1	  =	  0;	  
	   int	  myTemp2	  =	  0;	  
	   int	  myVoltage	  =	  0;	  
	   int	  myVoltage1	  =	  0;	  
	   int	  myTemperature	  =	  0;	  
	   int	  button	  =	  4;	  
	   int	  button_state	  =	  5;	  
	   int	  i=0;	  
	   int	  count	  =	  0;	  
	   int	  heater_thermostat	  =	  960;	  
	   int	  main_count	  =	  0;	  
	  
int	  main	  (void)	  {	  
	   UCSR0B	   =	  0;	  	  	   	   //Sets	  TX	  and	  RX	  low	  
	   DDRB	  	   =	  0b00111111;	   //111	  in	  DDRB	  and	  sets	  PB3	  and	  PB4	  as	  outputs	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   DDRD	   =	  0xFF;	  	   	   //11111011	  in	  DDRD	  and	  sets	  PD0-­‐PD7	  as	  outputs	  
	   DDRC	  	   =	  0x00;	   	   //0	  sets	  A1	  as	  input	  for	  ADC//	   	   	   	  
	   	  
	   LCD_Initialize	  ();	   	   //Initialize	  LCD	  
	   PORTB|=(1<<PB2);	   //Turn	  on	  backlight	  display	   	  
	  
	   while(1)	  {	  
	  
	   	   	   PORTB|=(1<<PB2);	   	   //Turn	  on	  backlight	  display	  
	  
	   	   	   myTemp1	  =	  ReadTemp(0x00);	   //Read	  analog	  inputs	  
	   	   	   _delay_us(260);	   	   	   	  
	   	   	   button	  =	  ReadButton(0x02);	  
	   	   	   _delay_us(260);	  
	   	   	   myTemp2	  =	  ReadTemp(0x01);	   	   	   	  
	   	   	   _delay_us(260);	  
	  
	   	   	   if(button==0){	   	   	   //Check	  if	  a	  button	  was	  pressed	  
	   	   	   	   button_state	  =	  0;	  
	   	   	   	   }	  
	   	   	   else	  if(button==1){	  
	   	   	   	   button_state	  =	  1;	  
	   	   	   	   }	  
	   	   	   else	  if(button==2){	  
	   	   	   	   button_state	  =	  2;	  
	   	   	   	   }	  
	   	   	   else	  if(button==3){	  
	   	   	   	   button_state	  =	  3;	  
	   	   	   	   }	  
	   	   	   else	  if(button==4){	  
	   	   	   	   button_state	  =	  4;	  
	   	   	   	   }	  
	  
	   	   	   if(button_state==0){	   	   	   //If	  a	  button	  was	  pressed,	  do	  the	  action	  
	   	   	   	   PORTB|=(1<<PB3);	   	   //Pump	  on	  
	   	   	   	   }	  
	   	   	   else	  if(button_state==1){	   	   	   //Pump	  off	  
	   	   	   	   PORTB	  &=	  ~(1<<PB3);	  
	   	   	   	   }	  
	   	   	   else	  if(button_state==2	  &&	  button==2){	   //Increase	  temp	  by	  1	  
	   	   	   	   	   heater_thermostat	  =	  heater_thermostat	  +	  10;	  
	   	   	   	   	   }	  
	   	   	   else	  if(button_state==3	  &&	  button==3){	   //Decrease	  temp	  by	  1	  
	   	   	   	   	   heater_thermostat	  =	  heater_thermostat	  -­‐	  10;	  
	   	   	   	   	   }	  
	   	   	   else	  if(button_state==4){	   	   	   //Enter	  automation	  loop	  
	   	   	   	   	   control_loop();	  
	   	   	   	   	   }	  
	  
	   	   	   if(button<6){	   	   	   	   	   	  
	   	   	   	   main_count	  =	  0;	  
	   	   	   	   }	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   button	  =	  6;	  
	  
	   	   	   if(main_count<10){	   	   //After	  button	  press,	  set	  menu	  back	  to	  display	  temp	  
	   	   	   	   main_count++;	  
	   	   	   	   }	  
	   	   	   else{	  
	   	   	   	   main_count=10;	  
	   	   	   	   }	  
	   	   	   if(main_count==10){	  
	   	   	   	   //main_count	  =	  0;	  
	   	   	   	   display_init(5);	  
	   	   	   	   }	  
	   	   	   else{	  
	   	   	   display_init(button_state);	   //Display	  on	  the	  LCD	  whichever	  state	  the	  system	  is	  in	  
	   	   	   }	   	   	  
	  
	   	   _delay_ms(150);	  
	  
	   	   LCD_Functions(0x01);	  
	   	   }	  
	   return	  1;	  
}	  
	  
//Read	  from	  Anolog	  input	  
int	  readValue(int	  input)	  
{	  
	   int	  i	  =	  0;	  
	   int	  read	  =	  0;	  	  
	  
	   Initialize_ADC(input);	  
	   read	  =	  (ADC	  &	  0x3FF);	  //read	  from	  A1	  	  
	   return	  read	  ;	  	  
}	  
	  
//Calculates	  Analog	  voltage	  value	  
int	  getVoltage(int	  read)	  
{	  
	   double	  ret	  =	  0;	  
	   ret	  =	  read*5;	  
	   ret	  =	  ret	  /	  1.024;	  
	   return	  (	  (int)	  ret)	  ;	  
}	  
	  
//input	  DAC	  reading	  output	  Temperature	  Celcius	  
float	  getTemp(int	  reading)	  	  
{	  
	   float	  temperatureC	  =	  0;	  
	  	   	  float	  tempVoltage	  =	  reading	  *	  5;	  
	  	  	  	  tempVoltage	  /=	  1024.0;	  	   	   	   //	  now	  print	  out	  the	  temperature	  degrees	  C	  
	  	  	  	  temperatureC	  =	  (tempVoltage	  -­‐	  0.5)	  *	  100;	  
	   return	  temperatureC;	  	  
}	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//Function	  returns	  absolute	  value	  of	  input	  
int	  retAbs(int	  a)	  
{	  
	   int	  b	  =	  0;	  
	   if(a>=0)	  b=a;	  
	   else	   b=	  -­‐1*a;	  
	   return	  b;	  
}	  
	  
//Analog	  to	  digital	  conversion	  
void	  Initialize_ADC(int	  input)	  
{	  
	   ADCSRA	  =	  0xC7;	  	  	  	  	  	  	  	  	  	  	  	  	  	   	   	   //	  start	  conversion	  
	   _delay_us(260);	  
	  	  	  	   ADCSRA	  =	  0x87;	   	   	   	   //Turn	  On	  ADC	  and	  set	  prescaler	  (CLK/128-­‐-­‐62	  kHz)	  
	  	  	  	  	  	  	  	  	  	  	  	   	   	   	   	   	   //MAX	  A/D	  conversion	  rate	  5	  kHz	  @	  62	  kHz	  frequency	  	  	  	  	  
	   ADCSRB	  =	  0x00;	   	   	   	   //turn	  off	  autotrigger	  
	   ADMUX	  =	  input;	  	  	  	  	   	  
}	  
	  
//Initialize	  LCD	  Nibble	  Mode	  
int	  LCD_Initialize(void)	  
{	  
	   //4	  bit	  part	  
	   _delay_ms(4);	  
	   PORTD=0x00;	  
	   PORTB=0x40;	  
	   DDRD|=1<<PD7|1<<PD6|1<<PD5|1<<PD4;	  
	   DDRB|=1<<PB1|1<<PB0;	  
	  	  	  	   //-­‐-­‐-­‐-­‐-­‐-­‐-­‐-­‐-­‐one-­‐-­‐-­‐-­‐-­‐-­‐	  
	   PORTD=0<<PD7|0<<PD6|1<<PD5|1<<PD4;	  //4	  bit	  mode	  
	   PORTB|=1<<PB1|0<<PB0;	  	   	  
	   _delay_ms(1);	  
	   PORTB&=~(1<<PB1);	  
	   _delay_ms(1);	  
	   //-­‐-­‐-­‐-­‐-­‐-­‐-­‐-­‐-­‐-­‐-­‐two-­‐-­‐-­‐-­‐-­‐-­‐-­‐-­‐-­‐-­‐-­‐	  
	   PORTD=0<<PD7|0<<PD6|1<<PD5|1<<PD4;	  //4	  bit	  mode	  
	   PORTB|=1<<PB1|0<<PB0;	  	   	  
	   _delay_ms(1);	  
	   PORTB&=~(1<<PB1);	  
	   _delay_ms(1);	  
	   //-­‐-­‐-­‐-­‐-­‐-­‐-­‐three-­‐-­‐-­‐-­‐-­‐-­‐-­‐-­‐-­‐-­‐-­‐-­‐-­‐	  
	   PORTD=0<<PD7|0<<PD6|1<<PD5|0<<PD4;	  //4	  bit	  mode	  
	   PORTB|=1<<PB1|0<<PB0;	  	   	  
	   _delay_ms(1);	  
	   PORTB&=~(1<<PB1);	  
	   _delay_ms(1);	  
	   //-­‐-­‐-­‐-­‐-­‐-­‐-­‐-­‐4	  bit-­‐-­‐dual	  line-­‐-­‐-­‐-­‐-­‐-­‐-­‐-­‐-­‐-­‐-­‐-­‐-­‐-­‐-­‐	  
	   LCD_Functions(0b00101000);	  
	  	  	   	  //-­‐-­‐-­‐-­‐-­‐increment	  address,	  invisible	  cursor	  shift-­‐-­‐-­‐-­‐-­‐-­‐	  
	   LCD_Functions(0b00001111);	  
	   return	  1;	  
}	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//LCD	  Nibble	  Mode	  functions	  for	  initialization	  
void	  LCD_Functions(int	  value)	  
{	  
	  	  	  	  	  	  	  	  	   PORTD=(value&0b11110000);	  
	   	   	   PORTB|=1<<PB1;	  	   	  
	   	   	   _delay_us(1);	  
	   	   	   PORTB&=~(1<<PB1);	  
	   	   	   _delay_us(1);	  
	   	   	   PORTD=((value&0b00001111)<<4);	  	  
	   	   	   PORTB|=1<<PB1;	  	   	  
	   	   	   _delay_us(1);	  
	   	   	   PORTB&=~(1<<PB1);	  
	   	   	   _delay_ms(1);	  
}	  
//LCD	  write	  function	  Nibble	  Mode	  
void	  LCD_Write	  (int	  value)	  {	  
	   PORTD=(value&0b11110000);	  
	   PORTB|=1<<PB0;	  
	   PORTB|=1<<PB1;	  	   	  
	   _delay_us(1);	  
	   PORTB&=~(1<<PB1);	   	  
	   PORTB&=~(1<<PB0);	  
	   _delay_us(1);	  
	   PORTD=((value&0b00001111)<<4);	  
	   PORTB|=1<<PB0;	  
	   PORTB|=1<<PB1;	  	   	  
	   _delay_us(1);	  
	   PORTB&=~(1<<PB1);	   	  
	   PORTB&=~(1<<PB0);	  
	   _delay_ms(1);	  
}	  
//Part	  of	  decimal	  function	  
int	  nthdigit(int	  x,	  int	  n)	  
{	  
	   int	  num=0;	  
	  	  	  	  while	  (n-­‐-­‐)	  {	  
	  	  	  	  	  	  	  	  x	  /=	  10;	  
	  	  	  	  }	  
	   num	  =	  ((x	  %	  10)	  +	  '0')-­‐'0';	  
	   return	  num;	  
}	  
//Part	  of	  decimal	  function	  
int	  DecToLCD	  (int	  Dec)	  
{	  
	   int	  ret=48;	  	  
	   if(Dec>0	  &&	  Dec	  <=9)	  
	   {	  
	   	   ret	  =	  Dec+48;	  
	   }	  
	   return	  ret	  ;	  	  
}	  
	  
//Displays	  the	  input	  integer	  number	  (positive	  or	  negative)	  on	  the	  LCD	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int	  aLCD_OutputDecimal(int	  dec,	  int	  dig)	  
{	  
	   if(dec<0)	  
	   {	  
	   	   dec	  =	  retAbs(dec);	  
	   	   LCD_Write	  (0b00101101);	  //'-­‐'	  
	   	   LCD_OutputDecimal	  (dec,dig);	  	  
	   }else	  {	  
	   	   LCD_Write	  (0b00101011);	  //'+'	  
	   	   LCD_OutputDecimal	  (dec,dig);	  	  
	   }	  
}	  
//Function	  to	  output	  decimal	  value	  to	  LCD	  
int	  LCD_OutputDecimal	  (int	  dec,	  int	  dig)	  {	   	  
	  
	   int	  fir,sec,thr,	  fou,fif	  =	  0;	  
	   fir	  =	  nthdigit(dec,0);	  
	   sec	  =	  nthdigit(dec,1);	  
	   thr	  =	  nthdigit(dec,2);	  
	   fou	  =	  nthdigit(dec,3);	   	  
	   fif	   =	  nthdigit(dec,4);	  
	  
	   if	  (dig==1){	  
	   	   LCD_Write	  (DecToLCD(fir));	  
	   }	  else	  if(dig==2){	  
	   	   LCD_Write	  (DecToLCD(sec));	  	  
	   	   LCD_Write	  (DecToLCD(fir));	  
	   }	  else	  if	  (dig	  ==3)	  {	  
	   	   LCD_Write	  (DecToLCD(thr));	  	  
	   	   LCD_Write	  (DecToLCD(sec));	  	  
	   	   LCD_Write	  (0b00101110);	  
	   	   LCD_Write	  (DecToLCD(fir));	  	  
	   }	  else	  if	  (dig==4)	  {	  
	   	   LCD_Write	  (DecToLCD(fou));	  
	   	   LCD_Write	  (DecToLCD(thr));	  	  
	   	   LCD_Write	  (DecToLCD(sec));	  
	   	   LCD_Write	  (0b00101110);	  
	   	   LCD_Write	  (DecToLCD(fir));	  	  
	   //	   LCD_Write	  (0b11011111);	  	  
	   //	   LCD_Write	  (0b01000011);	  	  
	   }	  else	  if	  (dig==5)	  {	  
	   	   LCD_Write	  (DecToLCD(fif));	  
	   	   LCD_Write	  (DecToLCD(fou));	  
	   //	   LCD_Write	  (0b00101110);	  
	   	   LCD_Write	  (DecToLCD(thr));	  	  
	   	   LCD_Write	  (DecToLCD(sec));	  	  
	   	   LCD_Write	  (DecToLCD(fir));	  	  
	   }else	  {}	  
	   return	  1;	  
}	  
	  
//Function	  to	  read	  button	  inputs	  
int	  ReadButton(int	  input){	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   myVoltage	  =	  getVoltage(readValue(input));	  
	   if(myVoltage>4990	  &&	  myVoltage<5000){	  
	   button	  =	  button;	  
	   }	  
	   else	  if(myVoltage>3600	  &&	  myVoltage<3620){	   	   	   	  
	   button	  =	  0;	   	   	   //Select	  Button	  was	  pressed	  
	   }	  
	   else	  if(myVoltage>2440	  &&	  myVoltage<2470){	  
	   button	  =	  1;	   	   	   //Left	  Button	  
	   }	  
	   else	  if(myVoltage>300	  &&	  myVoltage<1550){	  
	   button	  =	  2;	   	   	   //Up	  Button	  
	   }	  
	   else	  if(myVoltage>1580	  &&	  myVoltage<1600){	  
	   button	  =	  3;	   	   	   //Down	  Button	  
	   }	  
	   else	  if(myVoltage<200){	  
	   button	  =	  4;	   	   	   //Right	  Button	  
	   }	  
	   return	  button;	  
}	  
	  
//Function	  to	  read	  the	  temperature	  sensors	  
int	  ReadTemp(int	  sensor){	  	  
	   read	  =	  0;	  
	   count	  =	  0;	  
	   ADC	  =	  0;	  
	   ADCSRA	  =	  0xC7;	   	   	  
	   for(i=0;	  i<10;	  i++)	  
	   	   {	  
	   	   _delay_us(260);	  
	  	   	   ADCSRB	  =	  0x00;	   	   //turn	  off	  autotrigger	  
	   	   ADMUX	  =	  sensor;	  	  	  	  	   //Set	  ADC	  channel	  ADC1	  and	  AREF	  input	  (wire	  to	  5V)	  
	   	   count	  =	  count	  +	  ADC;	  	  	  //Obtain	  100	  ADC	  readings	  
	   	   }	  
	   ADCSRA	  =	  0x87;	  
	   read	  =	  (count/10);	  	   	   //obtain	  average	  ADC	  readings	  100	  
	   count	  =0;	   	   	   	  
	   temp	  =	  getTemp(read)*10;	   //Convert	  read	  to	  temperature	  
	   myTemp	  =	  ((int)	  temp)*9/5+320;	  	  
	   return	  myTemp;	  
}	  
	  
//Function	  containing	  all	  menus	  
void	  display_init(int	  input){	  
	   switch(input){	  
	   	   case	  0:	   	   	   	   	   	   	   //Pump	  On	  
	   	   	   LCD_Write(0b01010000);	  
	   	   	   LCD_Write(0b01110101);	  
	   	   	   LCD_Write(0b01101101);	  
	   	   	   LCD_Write(0b01110000);	  
	   	   	   LCD_Write(0b00100000);	  
	   	   	   LCD_Write(0b01001111);	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   LCD_Write(0b01101110);	  
	   	   break;	  
	   	   case	  1:	   	   	   	   	   	   	   //Pump	  Off	  
	   	   	   LCD_Write(0b01010000);	  
	   	   	   LCD_Write(0b01110101);	  
	   	   	   LCD_Write(0b01101101);	  
	   	   	   LCD_Write(0b01110000);	  
	   	   	   LCD_Write(0b00100000);	  
	   	   	   LCD_Write(0b01001111);	  
	   	   	   LCD_Write(0b01100110);	  
	   	   	   LCD_Write(0b01100110);	  
	   	   break;	  
	   	   case	  2:	   	   	   	   	   	   	   //HeaterT:	  xxx.x_C	  
	   	   	   LCD_Write(0b01001000);	  
	   	   	   LCD_Write(0b01100101);	  
	   	   	   LCD_Write(0b01100001);	  
	   	   	   LCD_Write(0b01110100);	  
	   	   	   LCD_Write(0b01100101);	  
	   	   	   LCD_Write(0b01110010);	  
	   	   	   LCD_Write(0b01010100);	  
	   	   	   LCD_Write(0b00111010);	  
	   	   	   LCD_Write(0b00100000);	  
	   	   	   LCD_OutputDecimal	  (heater_thermostat,	  4);	  
	   	   	   LCD_Write(0b11011111);	  
	   	   	   LCD_Write(0b01000110);	  
	   	   break;	  
	   	   case	  3:	   	   	   	   	   	   	   //HeaterT:	  xxx.x_C	  
	   	   	   LCD_Write(0b01001000);	  
	   	   	   LCD_Write(0b01100101);	  
	   	   	   LCD_Write(0b01100001);	  
	   	   	   LCD_Write(0b01110100);	  
	   	   	   LCD_Write(0b01100101);	  
	   	   	   LCD_Write(0b01110010);	  
	   	   	   LCD_Write(0b01010100);	  
	   	   	   LCD_Write(0b00111010);	  
	   	   	   LCD_Write(0b00100000);	  
	   	   	   LCD_OutputDecimal	  (heater_thermostat,	  4);	  
	   	   	   LCD_Write(0b11011111);	  
	   	   	   LCD_Write(0b01000110);	  
	   	   break;	  
	   	   case	  4:	   	   	   	   	   	   	   //Automation	  On	  
	   	   	   LCD_Write(0b01000001);	   	   	  
	   	   	   LCD_Write(0b01110101);	  
	   	   	   LCD_Write(0b01110100);	  
	   	   	   LCD_Write(0b01101111);	  
	   	   	   LCD_Write(0b01101101);	  
	   	   	   LCD_Write(0b01100001);	  
	   	   	   LCD_Write(0b01110100);	  
	   	   	   LCD_Write(0b01101001);	  
	   	   	   LCD_Write(0b01101111);	  
	   	   	   LCD_Write(0b01101110);	  
	   	   	   LCD_Write(0b00100000);	  
	   	   	   LCD_Write(0b01001111);	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   LCD_Write(0b01101110);	  
	   	   break;	  
	   	   case	  5:	   	   	   	   	   	   	   //RunwayT:	  xxx.x_C	  
	   	   	   LCD_Write(0b01010010);	   	   	   	   //HeaterT:	  xxx.x_C	  
	   	   	   LCD_Write(0b01110101);	  
	   	   	   LCD_Write(0b01101110);	  
	   	   	   LCD_Write(0b01110111);	  
	   	   	   LCD_Write(0b01100001);	  
	   	   	   LCD_Write(0b01111001);	  
	   	   	   LCD_Write(0b01010100);	  
	   	   	   LCD_Write(0b00111010);	  
	   	   	   LCD_Write(0b00100000);	   	   	   	  
	   	   	   LCD_OutputDecimal	  (myTemp1,	  4);	  
	   	   	   LCD_Write(0b11011111);	  
	   	   	   LCD_Write(0b01000110);	  
	   	   	   	  
	   	   	   LCD_Functions(0b11000000);	  
	   	   	   	  
	   	   	   LCD_Write(0b01001000);	  
	   	   	   LCD_Write(0b01100101);	  
	   	   	   LCD_Write(0b01100001);	  
	   	   	   LCD_Write(0b01110100);	  
	   	   	   LCD_Write(0b01100101);	  	  
	   	   	   LCD_Write(0b01110010);	  
	   	   	   LCD_Write(0b01010100);	  
	   	   	   LCD_Write(0b00111010);	  
	   	   	   LCD_Write(0b00100000);	  
	   	   	   LCD_OutputDecimal	  (myTemp2,	  4);	  
	   	   	   LCD_Write(0b11011111);	  
	   	   	   LCD_Write(0b01000110);	  
	   	   break;	  
	   	   }	  
}	  	  
	  
//Main	  loop	  for	  automation	  
void	  control_loop(void){	  
	   if(myTemp1	  <	  340	  &&	  myTemp2	  <	  heater_thermostat){	  
	   	   PORTB|=(1<<PB5);	  
	   }	   	   	   	  
	   else{	  
	   	   PORTB	  &=	  ~(1<<PB5);	  
	   	   }	  
	   if(myTemp1	  <	  340	  &&	  myTemp2	  >	  heater_thermostat){	  
	   	   PORTB|=(1<<PB3);	  
	   }	   	   	   	  
	   else{	  
	   	   PORTB	  &=	  ~(1<<PB3);	  
	   	   }	  
}	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Appendix	  C.	  	   System	  Performance	  Chart	  
	  
	  
39 
Appendix	  D.	  	   Flow	  Per	  Foot	  of	  Active	  Loop	  Length	  Chart	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Appendix	  E.	  	   Parts	  List,	  Cost,	  and	  Time	  Schedule	  Allocation	   	   	   	  
Component	   Cost	  
Arduino	  Uno	  Microcontroller	   $30	  
Sainsmart	  1602	  LCD	  Shield	   $16	  
Opto22	  120D25	  Solid-­‐State	  Relays	  (2)	   $26	  each	  
TMP36	  Temperature	  Sensor	  (2)	   $1.50	  each	  
Fountain	  Pump	  MD11060	   $18	  
Electric	  Water	  Kettle	   Already	  possessed	  
¼”	  PEX	  Piping	  (15’)	   $6	  
¼”	  PEX	  Piping	  Fittings	   $5	  
Wood	  for	  Concrete	  Formwork	   $10	  
Wire	  Mesh	   $8	  
	   	   	  
	  
1/1	   1/16	   1/31	   2/15	   3/2	   3/17	   4/1	   4/16	   5/1	   5/16	   5/31	  
All	  parts	  ordered	  and	  received	  
Electrical	  and	  hardware	  layout	  5inalized	  
Program	  Arduino	  to	  control	  relays	  
Interface	  LCD	  Screen	  with	  Arduino	  
Program	  Arduino	  to	  read	  temperature	  sensors	  Test	  hardware	  (buttons,	  relays,	  LCD)	  con5iguration	  
Build	  demonstration	  model	  
Test	  and	  calibrate	  demonstration	  model	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Appendix	  F.	  	   Hardware	  Wiring	  Diagram	  
	  
