INTRODUCTION
Multiagent protocols regulate the interactions between agents. In addition to ensuring meaningful conversations, protocols should also respect agents' autonomy and enable them to interact flexibly to exploit opportunities and to handle exceptions. Our approach to specifying protocols is based on capturing the intrinsic meaning of actions and explicitly representing them as part of the protocol. We model these intrinsic meanings through social commitments. Conceptually, social commitments capture the obligations from one party to another. Operations to create and manipulate commitments, combined with the reasoning rules, enable agents to reason about their interactions. By representing the intrinsic meaning of the actions, we develop protocols that permit the agents to reason about their and others' behavior during the execution of the protocol, and to modify their actions as best suits them.
EVENT CALCULUS
The event calculus (EC), introduced by Kowalski and Sergot [1] , is a formalism to reason about events. It is based on many-sorted first order predicate calculus. Events in EC initiate and terminate fluents, which are properties that are allowed to have different values at different time points. Their value is manipulated by the occurrence of events. A fluent starts to hold after an event that can initiate it occurs. Similarly, it ceases to hold when an event that can terminate it occurs. The event calculus used in this paper is a subset of Shanahan's version [2] .
In the following, refers to an event, refers to a fluent, and Ø refers to a time point. The variables that are not explicitly quantified are assumed to be universally quantified.
denotes implication and denotes conjunction. The time points are ordered by the relation, which is defined to be transitive and asymmetric. Initiates( Ø) means that fluent holds after event at time Ø. Terminates( Ø) means that fluent does not hold after event at time Ø. Happens( Ø) means that event takes place instantaneously at time Ø. HoldsAt( Ø ) means that the fluent holds at time Ø.
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COMMITMENTS IN EC
Social commitments are commitments made by one agent to another agent to carry out a certain course of action. Commitments result from communicative actions. That is, agents create commitments and manipulate them through the protocol they follow. We represent commitments as properties in the event calculus, and develop a scheme where we model the creation and manipulation of commitments as a result of performing actions. Further, by allowing preconditions to be associated with the initiation and termination of properties, different commitments can be associated with communicative acts to model the communications among agents more concretely. Formally, a social commitment C(x, y, G, p) relates a debtor x, a creditor y, and a condition p, in the scope of a context group G [3] . When a social commitment of this form is created, x becomes responsible to y for satisfying p. The context group G is the organization within which the commitment exists. The condition p may involve relevant predicates and commitments, allowing the commitments to be nested or conditional. A commitment is base-level if Ô does not refer to other commitments; it is a metacommitment if Ô refers to a base-level commitment. Next, we formalize the operations that can be performed to create and manipulate commitments. In the following discussion, Ü Ý Þ denote agents, ¼ denote commitments, and denote events. We formalize reasoning rules about commitments that operationalize the impact of a commitment on the flow of the protocol. Postulate 1 states that a commitment is no longer in force if the condition committed to comes to hold. For the condition Ô to hold, an event must occur to initiate it. In Postulate 1, when the event occurs at time Ø, it initiates the property Ô, and therefore the commitment ´Ü Ý Ôµ can be terminated. C(x, y, G, meta(p, q)) meaning that the debtor Ü becomes committed to bringing about Õ when Ô is true.
The following two postulates capture how a metacommitment evolves based on the temporal ordering of the commitments it refers to. When the metacommitment ´Ü Ý Ñ Ø ´Ô Õµµ Ø µ holds, if Ô becomes true, then the original metacommitment ceases to exist but a new base-level commitment is created, since the debtor Ü is now committed to bring about Õ. In Postulate 2, when the event occurs, it initiates Ô, which results in the termination of the original metacommitment, and the initiation of ´Ü Ý Õµ.
POSTULATE 2. Initiates(
Again, when the metacommitment ´Ü Ý Ñ Ø ´Ô Õµµ holds, if an event that can initiate Õ occurs, Õ starts to hold and the original metacommitment is satisfied and terminated. No additional commitments are created. 
PROTOCOLS IN EC
We represent the flow of execution within the protocol through the Initiates and Terminates clauses. In addition to defining which fluents they initiate or terminate, the required preconditions for activating these predicates can be specified. Thus, we define a protocol specification as a set of Initiates and Terminates clauses that define which properties pertaining to the protocol are initiated and terminated by each action.
Next we define how a protocol run is structured, which we represent by a set of actions that take place at specific timepoints. That is, a protocol run is a set of Happens clauses along with an ordering of the timepoints referred to in the predicates.
Notice that our protocol definition does not indicate any starting states, final states or transitions among executions states. An agent can start a protocol by performing any of the actions whose preconditions match the current state of the execution. By appropriately increasing or decreasing the preconditions of the actions, a protocol can be abbreviated or enhanced to allow a broader range of interactions. Although we do not represent the final states of a protocol explicitly, we can examine a protocol run to determine if any agent has backed out of its commitment. A protocol run is complete if all the base-level commitments that have been created are resolved. Formally, Happens( Ø) Terminates(
. If a protocol run is not complete, that is, if there is an open baselevel commitment after the execution of the protocol, we know that a participant has not fulfilled its commitment. This signals a violation of the protocol. Although we don't investigate the compliance of agents in this work, incomplete protocol runs provide evidence to identify non-compliant agents.
Agents can generate protocol runs at run time to decide if an action is appropriate at a particular state of the execution. We have used Shanahan's abductive event calculus planner [2] to demonstrate how a protocol can be defined based on the preconditions and the effects of actions, and how possible paths can be generated between an initial state and a goal state [4] . Generating protocol runs at run time enables the agents to cope with exceptions by reconstructing plans as necessary. Thus, agents can execute protocols flexibly by taking advantage of opportunities, and handling exceptions.
CONCLUSION
Commitments have been studied before but have not been used for protocol specification as we have done here. The specification of protocols in terms of commitments of the agents to one another allows agents to reason about their actions, thus enabling them to take care of the unexpected situations that may arise at run time. Event calculus enables us to represent commitments, operations on them, and reasoning rules about them uniformly. Based on this formal grounding, multiagent protocols can be specified rigorously yet flexibly.
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