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Abstrakt
Tato pra´ce se zaby´va´ vy´zkumem mozˇnost´ı pouzˇit´ı jazyka brainfuck ke geneticke´mu progra-
mova´n´ı. V teoreticke´ cˇa´sti jsou rozebra´ny za´kladn´ı mechanismy geneticke´ho programova´n´ı
(selekce, krˇ´ızˇen´ı, mutace), jejich r˚uzne´ varianty a pouzˇit´ı. Prakticka´ cˇa´st obsahuje kapitoly
zaby´vaj´ıc´ı se samotnou implementac´ı programove´ho rozhran´ı pro tuto pra´ci a prova´deˇne´
experimenty. Vy´sledky z´ıskane´ vyhodnocen´ım experiment˚u jsou shrnuty v za´verecˇne´ cˇa´sti,
kde je rovneˇzˇ nast´ıneˇn dalˇs´ı mozˇny´ vy´voj v oblasti geneticke´ho programova´n´ı s jazykem
brainfuck.
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Abstract
This thesis deals with the research of possible usage of brainfuck language for genetic
programming. In the theoretical part, there are described basic mechanisms of genetic
programming (selection, crossover, mutation), their different versions and usage. Practical
part includes chapters considering implementation of program interface for this thesis and
the experiments done. Results from the experiments are discused in the final chapter, where
the future development in the are of genetic programming with brainfuck language is also
mentoined.
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Tato pra´ce vznikla jako sˇkoln´ı d´ılo na Vysoke´m ucˇen´ı technicke´m v Brneˇ, Fakulteˇ in-
formacˇn´ıch technologi´ı. Pra´ce je chra´neˇna autorsky´m za´konem a jej´ı uzˇit´ı bez udeˇlen´ı opra´vneˇn´ı
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Kapitola 1
U´vod
1.1 Soucˇasny´ stav
V soucˇasne´ dobeˇ jsou evolucˇn´ı techniky velmi perspektivn´ım odveˇtv´ım, nebot’ existuje cela´
rˇada proble´mu˚, jejichzˇ rˇesˇen´ı klasicky´mi metodami by trvalo na beˇzˇne´m pocˇ´ıtacˇi i neˇkolik
tis´ıc let. Celou rˇadu teˇchto proble´mu˚ lze vsˇak pomoc´ı teˇchto technik rˇesˇit v cˇase nesrovna-
telneˇ kratsˇ´ım.
Tato zrˇejma´ vy´hoda zp˚usobila, zˇe se evolucˇn´ı techniky pouzˇ´ıvaj´ı v cele´ rˇadeˇ r˚uzny´ch
obor˚u, naprˇ´ıklad stroj´ırenstv´ı, le´karˇstv´ı, vy´pocˇetn´ı technice, na´vrhu elektronicky´ch prˇ´ıstroj˚u
a dalˇs´ıch.
Vzhledem k vy´razne´mu pokroku prˇedevsˇ´ım v 90. letech minule´ho stolet´ı je pravdeˇpodobne´,
zˇe evolucˇn´ı techniky nab´ız´ı jesˇteˇ pomeˇrneˇ velky´ potencia´l. Objevy nalezene´ pomoc´ı teˇchto
technik v posledn´ıch letech to jen potvrzuj´ı.
1.2 Motivace
Toto te´ma jsem si vybral, protozˇe evolucˇn´ı techniky jsou dle me´ho vy´znamny´m odveˇtv´ım
vy´pocˇetn´ı techniky. Vzhledem k tomu, zˇe rychlost pocˇ´ıtacˇ˚u se nezvysˇuje prˇ´ıliˇs vy´razneˇ,
je nutne´ hledat jine´ metody, jak rˇesˇit u´lohy s rozsa´hly´m stavovy´m prostorem. Existuje
cela´ rˇada proble´mu˚, jejichzˇ rˇesˇen´ı klasicky´mi metodami by trvalo velmi dlouho. Prˇi pouzˇit´ı
evolucˇn´ıch technik je mozˇne´ tuto dobu velmi vy´znamneˇ zkra´tit. Rovneˇzˇ mi prˇijde pomeˇrˇneˇ
fascinuj´ıc´ı, zˇe pocˇ´ıtacˇ mu˚zˇe takto nale´zt i rˇesˇen´ı lepsˇ´ı, nezˇ jake´ je schopen vymyslet cˇloveˇk.
Pomoc´ı evolucˇn´ıch technik byla objevena i rˇada novy´ch rˇesˇen´ı, ktera´ byla natolik vy´jimecˇna´,
zˇe byla patentova´na (viz [9]).
Dalˇs´ım d˚uvodem, procˇ jsem si toto te´ma vybral je skutecˇnost, zˇe se evolucˇn´ımi tech-
nikami zaby´va´m jizˇ delˇs´ı dobu a geneticke´ programova´n´ı s jazykem brainfuck se mi zda´lo
jako vhodne´ te´ma pro rozsˇ´ıˇren´ı my´ch znalost´ı a zkusˇenost´ı v te´to oblasti.
1.3 Obsah kapitol
Druha´ kapitola obsahuje popis jazyka brainfuck. Je zde rozebra´na historie jazyka, jeho
za´kladn´ı prˇ´ıkazy a neˇkolik prˇ´ıklad˚u jeho pouzˇit´ı. V kapitole 3 je popsa´n teoreticky´ za´klad
evolucˇn´ıch algoritmu˚ a jejich techniky. Cˇtvrta´ kapitola se jizˇ veˇnuje samotne´mu geneticke´mu
programova´n´ı. Jsou zde naprˇ´ıklad uvedeny r˚uzne´ zp˚usoby reprezentace jedinc˚u. Kapitola
5 se zaby´va´ samotnou implementac´ı programove´ cˇa´sti, tedy pouzˇity´mi trˇ´ıdami, funkcemi
4
apod. V sˇeste´ kapitole jsou rozebra´ny provedene´ experimenty, provedene´ zmeˇny na´vrhu,
vy´sledky hleda´n´ı a dalˇs´ı. Sedmou kapitolou je za´veˇr, v neˇmzˇ jsou zhodnoceny dosazˇene´
vy´sledky a navrzˇen dalˇs´ı vy´voj. Na konci jsou prˇ´ılohy obsahuj´ıc´ı deklarace trˇ´ıd, struktur a
funkc´ı v jazyce C++.
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Kapitola 2
Brainfuck
V te´to kapitole jsou uvedeny za´kladn´ı informace. Vı´ce podrobnost´ı lze nale´zt naprˇ´ıklad v [2]
a [3], ze ktery´ch jsem cˇerpal.
2.1 Ezotericke´ jazyky
Ezotericky´ programovac´ı jazyk by´va´ navrzˇen pro u´cˇely experimentova´n´ı, jako obt´ızˇny´ pro-
gramovac´ı jazyk, ktery´ ma´ proveˇrˇit schopnosti programa´tora, nebo zkra´tka jen jako vtip,
sp´ıˇse nezˇ pro prakticke´ vyuzˇit´ı. Existuje mala´, ale velmi aktivn´ı internetova´ komunita,
ktera´ vytva´rˇ´ı ezotericke´ programovac´ı jazyky, p´ıˇse pro neˇ programy a diskutuje o jejich
vy´pocˇetn´ıch vlastnostech (naprˇ´ıklad, zda je jazyk turing-kompletn´ı). Kromeˇ toho existuje
cela´ rˇada r˚uzny´ch fo´r, kde se tito lide´ setka´vaj´ı.
2.1.1 Historie
Prvn´ım zna´my´m ezotericky´m jazykem byl jazyk INTERCAL, ktery´ v roce 1972 navrhnul
Donald R. Woods a James M. Lyon. I kdyzˇ tento jazyk byl prvn´ı, jsou v dnesˇn´ı dobeˇ
popula´rn´ı sp´ıˇse jazyky brainfuck a Befunge, oba z roku 1993. Veˇtsˇina novy´ch ezotericky´ch
jazyk˚u je znacˇneˇ ovlineˇna pra´veˇ teˇmito dveˇma jazyky.
Slovo ezotericky´ pouzˇil poprve´ Chris Pressey na svy´ch webovy´ch stra´nka´ch a tento
termı´n se pozdeˇji velmi rozsˇ´ıˇril a zacˇal se beˇzˇneˇ pouzˇ´ıvat.
2.1.2 U´cˇel
Ezotericke´ programovac´ı jazyky se vytva´rˇ´ı z rˇady r˚uzny´ch d˚uvod˚u. Nejvy´razneˇjˇs´ım znakem
teˇchto jazyk˚u by´va´, zˇe nejsou navrzˇeny pro beˇzˇne´ a produktivn´ı pouzˇit´ı jako beˇzˇneˇ pouzˇ´ıvane´
programovac´ı jazyky. V za´sadeˇ lze rozliˇsit neˇkolik za´kladn´ıch kategori´ı urcˇen´ı jazyka:
Minimalisticke´
Cˇasty´m c´ılem ezotericky´ch programovac´ıch jazyk˚u je, aby jazyk obsahoval co nejme´neˇ
instrukc´ı. Mezi tyto jazyky patrˇ´ı naprˇ´ıklad brainfuck, OISC a Lazy K.
Nove´ koncepce
Mezi programa´tory ezotericky´ch jazyk˚u je pomeˇrneˇ obl´ıbenou cˇinnost´ı hleda´n´ı novy´ch
alternativn´ıch prˇ´ıstup˚u k na´vrhu jazyk˚u. Za´stupci te´to skupiny jsou naprˇ´ıklad Befunge,
Thue a Unlambda.
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Podivne´
Neˇktere´ jazyky jsou tvorˇeny s c´ılem, aby byly podivne´ a obt´ızˇneˇ se v nich programovalo.
U´cˇelem jazyka INTERCAL bylo, aby se co nejv´ıce liˇsil od beˇzˇny´ch jazyk˚u (i kdyzˇ obsahuje
neˇkolik podobnosti s konvencˇn´ımi programovac´ımi jazyky. Jazyk Malbolge byl navrzˇen tak,
aby se te´meˇrˇ nedal pouzˇ´ıvat.
Tematicke´
Tyto jazyky jsou navrzˇeny dle r˚uzny´ch te´mat, ktere´ nemaj´ı nic spolecˇne´ho s pocˇ´ıtacˇi.
Naprˇ´ıklad var’aq je zalozˇen na fiktivn´ım jazyku Klingon˚u. Programy zapsane´ v jazyce
Shakespeare vypadaj´ı jako Shakespearovy hry, v jazyce Chef jako kucharˇske´ recepty a
v jazyce Piet jsou programy bitmapami, ktere´ vypadaj´ı jako obrazy nizozemske´ho mal´ıˇre
Pieta Mondriana.
Vtipy
Tato skupina zahrnuje programovac´ı jazyky, ktere´ byly navrzˇeny jako vtipy. V neˇktery´ch
z nich vsˇak prˇesto lze programovat (naprˇ´ıklad l33t o OOk!), zat´ımco jine´ jsou k progra-
mova´n´ı te´meˇrˇ nepouzˇitelne´ (HQ9+ a Bitxtreme).
2.2 Brainfuck
Brainfuck je ezotericky´ programovac´ı jazyk zna´my´ svy´m extre´mn´ım minimalismem. Byl
navrzˇen jako vy´zva pro programa´tory a nen´ı vhodny´ pro prakticke´ pouzˇit´ı. Jeho forma´ln´ım
prˇedch˚udcem je jazyk P prime prime (P”), ktery´ navrhnul Corrado Bo¨hm v roce 1964.
Na´zev tohoto jazyka by´va´ cˇasto upravova´n na brainf*ck cˇi brainfsck.
2.2.1 Na´vrh jazyka
Tento jazyk vytvorˇil v roce 1993 Urban Mu¨ller. Jeho c´ılem bylo navrhnout jazyk, ktery´
by bylo mozˇne´ implementovat co nejmensˇ´ım prˇekladacˇem. Inspirac´ı mu byl programovac´ı
jazyk FALSE, jehozˇ kompila´tor meˇl 1024 bajt˚u. Pro brainfuck napsa´ny i kompila´tory mensˇ´ı
nezˇ 200 bajt˚u.
Jazyk se skla´da´ z osmi prˇ´ıkaz˚u (viz 2.2.2) Program v jazyce brainfuck je sekvenc´ı teˇchto
prˇ´ıkaz˚u. Do programu lze vlozˇit i dalˇs´ı znaky, ktere´ jsou prˇi jeho prova´deˇn´ı ignorova´ny.
Prˇ´ıkazy se kromeˇ cykl˚u prova´d´ı sekvencˇneˇ.
Jazyk brainfuck vyuzˇ´ıva´ jednoduchy´ model, ktery´ kromeˇ programu obsahuje pole ale-
sponˇ 30 000 pameˇt’ovy´ch buneˇk o velikosti 1 bajt s pocˇa´tecˇn´ı hodnotou 0. Da´le obsahuje
pohyblivy´ ukazatel do tohoto pole (nastaveny´ na pocˇa´tku na nejleveˇjˇs´ı bunˇku) a dva da-
tove´ toky pro vstup a vy´stup (veˇtsˇinou spojene´ s kla´vesnic´ı a monitorem). Tyto datove´
toky veˇtsˇinou pouzˇ´ıvaj´ı ASCII ko´dova´n´ı.
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Tabulka 2.1: Prˇ´ıkazy jazyka brainfuck
Prˇ´ıkaz Vy´znam
> Zvy´sˇ´ı hodnotu ukazatele (prˇesune ukazatel o bunˇku vpravo).
< Sn´ızˇ´ı hodnotu ukazatele (prˇesune ukazatel o bunˇku vlevo).
+ Zvy´sˇ´ı o 1 hodnotu aktualn´ı bunˇky (bunˇky s ukazatelem).
- Sn´ızˇ´ı o 1 hodnotu aktua´ln´ı bunˇky.
. Odesˇle na vy´stup hodnotu aktua´ln´ı bunˇky.
, Nacˇte ze vstupu hodnotu a ulozˇ´ı ji do aktua´ln´ı bunˇky.
[ Pokud je hodnota aktua´ln´ı bunˇky 0, prˇesune se na odpov´ıdaj´ıc´ı prˇ´ıkaz ].
] Je-li hodnota aktua´ln´ı bunˇky r˚uzna´ od 0, prˇesune se na prˇ´ıslusˇny´ prˇ´ıkaz [.
2.2.2 Prˇ´ıkazy
Jazyk brainfuck obsahuje na´sleduj´ıc´ıch osm za´kladn´ıch jednoznakovy´ch prˇ´ıkaz˚u, ktere´ jsou
uvedeny v tabulce 2.1.
Jak jizˇ napov´ıda´ na´zev jazyka, programy napsane´ v jazyce brainfuck jsou velmi teˇzˇke´
na pochopen´ı. Je tomu tak cˇa´stecˇneˇ proto, zˇe i jednodusˇsˇ´ı u´loha vyzˇaduje znacˇne´ mnozˇstv´ı
prˇ´ıkaz˚u a ze samotne´ho textu programu se obt´ızˇneˇ urcˇuje stav programu v urcˇite´m bodu.
To jsou, kromeˇ omezeny´ch vstupn´ıch a vy´stupn´ıch mozˇnost´ı, d˚uvody, procˇ se brainfuck ne-
pouzˇ´ıva´ pro beˇzˇne´ programova´n´ı. Brainfuck je vsˇak turing-kompletn´ı a teoreticky tedy mu˚zˇe
vyrˇesˇit libovolneˇ slozˇitou strojoveˇ rˇesˇitelnou u´lohu. Pochopitelneˇ za prˇedpokladu neomezene´
pameˇti.
2.2.3 Prˇ´ıklady
V te´to cˇa´sti je uvedeno neˇkolik uka´zek programu˚ v jazyku brainfuck doplneˇny´ch komenta´rˇi.
U´cˇelem te´to cˇa´sti je, aby cˇtena´rˇ plneˇ pochopil strukturu programu˚ a z´ıskal poveˇdomı´
o slozˇitosti programu˚ napsany´ch v jazyce brainfuck a o za´kladn´ıch programovy´ch kon-
strukc´ıch.
Hello World!
++++++++++
[>+++++++>++++++++++>+++>+<<<<-] U´vodnı´ smycˇka pro nastavenı´
pocˇa´tecˇnı´ch hodnot pole
>++. Vypı´sˇe ’H’
>+. Vypı´sˇe ’e’
+++++++. Vypı´sˇe ’l’
. Vypı´sˇe ’l’
+++. Vypı´sˇe ’o’
>++. Vypı´sˇe ’ ’
<<+++++++++++++++. Vypı´sˇe ’W’
>. Vypı´sˇe ’o’
+++. Vypı´sˇe ’r’
------. Vypı´sˇe ’l’
--------. Vypı´sˇe ’d’
>+. Vypı´sˇe ’!’
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>. Vypı´sˇe znak nove´ho rˇa´dku
Ko´d je pro lepsˇ´ı cˇitelnost rozdeˇlen na v´ıce rˇa´dk˚u a opatrˇen komenta´rˇi. Protozˇe brain-
fuck ignoruje vsˇechny jine´ znaky nezˇ <>+-.,[], nen´ı pro komenta´rˇe nutna´ zˇa´dna´ zvla´sˇtn´ı
syntaxe. Ko´d na prvn´ım rˇa´dku ulozˇ´ı do bunˇky cˇ. 0 hodnotu 10, ktera´ slouzˇ´ı k urcˇen´ı pocˇtu
iterac´ı cyklu na druhe´m rˇa´dku. Druhy´ rˇa´dek nastav´ı v cyklu hodnoty buneˇk cˇ. 1 - 4 po rˇadeˇ
hodnoty 70, 100, 30 a 10. Na trˇet´ım rˇa´dku se k bunˇce cˇ. 2 prˇicˇte hodnota 2, cˇ´ımzˇ dosta-
neme hodnotu 72, tedy ASCII hodnotu p´ısmene H, ktere´ se na´sledneˇ vyp´ıˇse. Obdobny´m
zp˚usobem se vygeneruj´ı i ostatn´ı znaky vcˇetneˇ znaku pro novy´ rˇa´dek. Jak je na prˇ´ıkladu
jasneˇ videˇt, jsou programy v jazyce brainfuck pomeˇrneˇ komplikovane´ a i natolik trivia´ln´ı
za´lezˇitost jakou je program Hello World! obsahuje pomeˇrneˇ mnoho prˇ´ıkaz˚u.
Vymaza´n´ı obsahu bunˇky
[-]
Vy´znam tohoto ko´du je zcela zrˇejmy´. Od hodnoty aktua´ln´ı bunˇky se cyklicky odecˇ´ıta´
1, dokud nen´ı jej´ı hodnota 0.
Soucˇet
[->+<]
Tento u´sek ko´du secˇte hodnotu aktua´ln´ı bunˇky s hodnotou na´sleduj´ıc´ı bunˇky. Soucˇet se
vsˇak prova´d´ı destruktivneˇ, takzˇe hodnota aktua´ln´ı bunˇky bude na konci cyklu 0. Stejny´ ko´d
lze pouzˇ´ıt i k prˇesunu hodnoty do sousedn´ı bunˇky za prˇedpokladu, zˇe ma´ sousedn´ı bunˇka
hodnotu 0.
2.2.4 Prˇenositelnost
Cˇa´stecˇneˇ kv˚uli tomu, zˇe Urban Mu¨ller nenapsal u´plnou specifikaci jazyka brainfuck se postu-
pem cˇasu vyvinulo neˇkolik r˚uzny´ch dialekt˚u. Tyto dialekty se liˇs´ı prˇedevsˇ´ım v na´sleduj´ıc´ıch
cˇa´stech:
Velikost bunˇky
V klasicke´ distribuci maj´ı bunˇky velikost 8 bit˚u, cozˇ je nejbeˇzˇneˇjˇs´ı velikost i u ostatn´ıch
distribuc´ı. Chcete-li vsˇak v jazyce brainfuck cˇ´ıst netextova´ data, je nutne´ rozliˇsovat i znak
konce souboru. Proto by´vaj´ı pouzˇ´ıva´ny i bunˇky o velikosti 16 bit˚u. Neˇktere´ implementace
pouzˇ´ıvaj´ı i 32 nebo 64bitove´ bunˇky, neˇkdy dokonce i bunˇky o neomezene´ velikosti pro
ukla´da´n´ı velky´ch cˇ´ısel. Programy vyuzˇ´ıvaj´ıc´ı takto velke´ bunˇky vsˇak by´vaj´ı veˇtsˇinou znacˇneˇ
pomale´, nebot’ hodnotu buneˇk lze meˇnit jen prˇicˇ´ıta´n´ım a odcˇ´ıta´n´ım jednicˇky.
Programy vsˇak lze v jazyce brainfuck veˇtsˇinou napsat tak, aby si vystacˇily s velikost´ı
bunˇky 8 bit˚u. V praxi to znamena´ vyhy´bat se hodnota´m nad 255 u bezzname´nkovy´ch buneˇk
a da´vat pozor na meze -128 a +127 u buneˇk se zname´nkem.
Velikost pameˇti
Klasicka´ distribuce pracuje s pameˇt´ı o velikost 30 000 pameˇt’ovy´ch buneˇk, prˇicˇemzˇ ukazatel
je na pocˇa´tku nastaven na nejleveˇjˇs´ı bunˇku. Vsˇechny implementace jazyka brainfuck by
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tedy meˇly poskytovat minima´lneˇ stejny´ pocˇet pameˇt’ovy´ch buneˇk. Kupodivu tomu tak ve
skutecˇnosti nen´ı. Naprˇ´ıklad pro ulozˇen´ı milionte´ho cˇlenu Fibonacciho posloupnosti je trˇeba
dokonce jesˇteˇ v´ıce pameˇt’ovy´ch buneˇk. Nejjednodusˇsˇ´ım zp˚usobem, jak dosa´hnout toho, aby
byl jazyk turing-kompletn´ı je tedy pole pameˇt’ovy´ch buneˇk, ktere´ je zprava neomezene´.
Neˇktere´ implementace rozsˇiˇruj´ı pameˇt’ i smeˇrem vlevo. Nen´ı to vsˇak beˇzˇna´ funkce a
programy by ji tedy nemeˇly vyuzˇ´ıvat.
Kdyzˇ se ukazatel dostane mimo hranice pameˇti, zobraz´ı neˇktere´ implementace chybove´
hla´sˇen´ı. Dalˇs´ı implementace se pokus´ı pameˇt’ zveˇtsˇit, zat´ımco jine´ tuto skutecˇnost ignoruj´ı,
cozˇ mu˚zˇe zp˚usobit neprˇedv´ıdatelne´ chova´n´ı. Dalˇs´ım mozˇny´m rˇesˇen´ım tohoto proble´mu je
prˇesun ukazatele na druhy´ konec pole pameˇt’ovy´ch buneˇk.
Ko´d konce rˇa´dku
Ru˚zne´ operacˇn´ı syste´my a neˇkdy take´ r˚uzna´ programovac´ı prostrˇed´ı pouzˇ´ıvaj´ı odliˇsne´
verze ASCII. Nejd˚ulezˇiteˇjˇs´ım rozd´ılem je ko´d znaku pro konec rˇa´dku. MS-DOS a Win-
dows pouzˇ´ıvaj´ı veˇtsˇinou CRLF, tedy hodnotou 13 na´sledovanou hodnotou 10. UNIX a jeho
na´sledovn´ıci vcˇetneˇ Linuxu a Mac OS X pouzˇ´ıvaj´ı jen hodnotu 10, zat´ımco starsˇ´ı syste´my
Mac jen hodnotu 13. Kompila´tor, ktery´ vytvorˇil Urban Mu¨ller, pouzˇ´ıva´ jako ko´d konce
rˇa´dku na vstupu i na vy´stupu hodnotu 10, cozˇ je i mnohem pohodlneˇjˇs´ı nezˇ pouzˇ´ıvat CRLF.
Implementace jazyka brainfuck by tedy meˇly by´t schopne´ pracovat s programy, ktere´ tuto
hodnotu znaku konce rˇa´dku vyzˇaduj´ı. Veˇtsˇinou tomu tak je, neˇktere´ implementace to vsˇak
nesplnˇuj´ı.
Tento prˇedpoklad je take´ v souladu s veˇtsˇinou programu˚ napsany´ch v jazyce C, ktere´
pracuj´ı se znakem konce rˇa´dku , ktery´ ma´ hodnotu 10. V syste´mech pouzˇ´ıvaj´ıc´ıch CRLF
standardn´ı knihovna jazyka C transparentneˇ prˇemapuje na vy´stupu znak a na vy´stupu
naopak, pokud nejsou vstupn´ı a vy´stupn´ı datove´ toky otevrˇeny v bina´rn´ım rezˇimu.
Konec souboru
Chova´n´ı prˇ´ıkazu , se prˇi dosazˇen´ı konce souboru v r˚uzny´ch implementac´ıch liˇs´ı. Neˇktere´
implementace nastav´ı aktua´ln´ı bunˇku na hodnotu 0, zat´ımco jine´ vyuzˇ´ıvaj´ı EOF konstantu
jazyka C (cozˇ by´va´ veˇtsˇinou -1). Dalˇs´ım prˇ´ıstupem je ponecha´n´ı bunˇky beze zmeˇny. Tento
prˇ´ıstup vyuzˇ´ıva´ i kompila´tor Urbana Mu¨llera. Pro posledn´ı uvedeny´ prˇ´ıstup lze upravit i
programy vyuzˇ´ıvaj´ıc´ı dva prˇedesˇle prˇ´ıstupy. Pokud program naprˇ´ıklad ocˇeka´va´ jako konec
souboru hodnotu 0, stacˇ´ı prˇed kazˇdy´m prˇ´ıkazem , nastavit hodnotu aktua´ln´ı bunˇky na 0.
Stejneˇ je tomu i v druhe´m prˇ´ıpadeˇ. Tato mozˇnost rˇesˇen´ı je tedy nejjednodusˇsˇ´ı.
10
Kapitola 3
Evolucˇn´ı algoritmy
V oblasti umeˇle´ inteligence jsou evolucˇn´ı algoritmy (EA) podmnozˇinou evolucˇn´ıch vy´pocˇetn´ıch
technik. EA vyuzˇ´ıvaj´ı neˇktere´ mechanismy inspirovane´ biologickou evoluc´ı, naprˇ´ıklad repro-
dukci, krˇ´ızˇen´ı, mutaci a selekci. Kandida´tn´ı rˇesˇen´ı optimalizovane´ho proble´mu zde sehra´vaj´ı
u´lohu jedinc˚u v populaci a fitness funkce urcˇuje schopnost prˇezˇit´ı jednotlivy´ch jedinc˚u. Na
populaci se na´sledneˇ opakovaneˇ pouzˇij´ı vy´sˇe zmı´neˇne´ mechanismy (krˇ´ızˇen´ı, mutace. . . ) a
t´ımto zp˚usobem se nalezne rˇesˇen´ı.
Evolucˇn´ı algoritmy produkuj´ı vhodna´ rˇesˇen´ı pro r˚uzne´ typy proble´mu˚. Je tomu tak
proto, zˇe nevycha´z´ı z zˇa´dny´ch prˇedpoklad˚u o prostrˇed´ı. Tato obecnost je podlozˇena u´speˇchy
v mnoha r˚uzny´ch oborech lidske´ cˇinnosti, naprˇ´ıklad stroj´ırenstv´ı, umeˇn´ı, biologii, ekono-
mii, genetice, robotice a mnoha dalˇs´ıch. Kromeˇ pouzˇit´ı pro matematickou optimalizaci se
evolucˇn´ı vy´pocˇetn´ı techniky a algoritmy pouzˇ´ıvaj´ı i jako experimenta´ln´ı prostrˇed´ı, ve ktere´m
se oveˇrˇuj´ı teorie o biologicke´ evoluci a prˇirozene´m vy´beˇru.
Podle [5] je znacˇny´m omezen´ım evolucˇn´ıch algoritmu˚ nedostatecˇne´ oddeˇlen´ı genotypu
a fenotypu. V prˇ´ırodeˇ projde oplodneˇne´ vaj´ıcˇko slozˇity´m procesem zvany´m embryogeneze,
na jehozˇ konci se z neˇj stane dospeˇly´ fenotyp. Tento neprˇ´ımy´ postup cˇin´ı geneticke´ pro-
hleda´va´n´ı mnohem robustneˇjˇs´ım (naprˇ´ıklad snizˇuje pravdeˇpodobnost fata´ln´ıch mutac´ı) a
zlepsˇuje schopnost organismu vyv´ıjet se. Teˇmito aspekty se zaby´va´ obor zvany´ umeˇla´ em-
bryogeneze.
3.1 Implementace biologicky´ch proces˚u
Pocˇa´tecˇn´ı generace veˇtsˇinou obsahuje prvn´ı generaci tvorˇenou na´hodneˇ vygenerovany´mi
kandida´tn´ımi rˇesˇen´ımi. Na tyto jedince je pote´ aplikova´na fitness funkce. Existuj´ı dva
za´kladn´ı druhy fitness funkce. U prvn´ıho druhu se fitness funkce nemeˇn´ı, cozˇ se vyuzˇ´ıva´
prˇedevsˇ´ım u optimalizac´ı funkc´ı se zna´my´mi vy´sledky nebo prˇi testova´n´ı proti mnozˇineˇ
pevneˇ dany´ch hodnot. Druhou mozˇnost´ı je fitness funkce, ktera´ se mu˚zˇe meˇnit naprˇ´ıklad
koevoluc´ı testovac´ıch hodnot.
Beˇhem selekce se vyb´ıraj´ı rodicˇe pro dalˇs´ı generaci. Tento vy´beˇr je ovlivneˇn fitness hod-
notou jedince. Cˇ´ım vysˇsˇ´ı je fitness hodnota, t´ım vysˇsˇ´ı ma´ jedinec sˇanci na vy´beˇr. Na´sledneˇ se
na vybrane´ rodicˇe pouzˇij´ı mechanismy krˇ´ızˇen´ı a mutace. Prˇi krˇ´ızˇen´ı se vyberou dva jedinci
jako rodicˇe a vy´sledkem je jeden nebo dva jedinci (potomci). Mutace pracuje jen s jedn´ım
jedincem a na jej´ım konci je vy´sledkem opeˇt jeden novy´ jedinec. Takto vytvorˇen´ı jedinci
souperˇ´ı se stary´mi kandida´ty o mı´sto v dalˇs´ı generaci, do ktere´ jsou vybra´ni ti neju´speˇsˇneˇjˇs´ı
(s nejvysˇsˇ´ı fitness hodnotou).
11
Tento postup se opakuje, dokud nen´ı nalezeno vhodne´ rˇesˇen´ı nebo dokud nen´ı dosazˇeno
nastavene´ omezen´ı, naprˇ´ıklad maxima´ln´ı pocˇet generac´ı. Cely´ proces je shrnuty´ na na´sleduj´ıc´ım
obra´zku.
Populace
Evaluace
Selekce
Křížení
Mutace
Obra´zek 3.1: Evolucˇn´ı algoritmus
3.2 Techniky evolucˇn´ıch algoritmu˚
Nı´zˇe uvedene´ techniky jsou si podobne´, ale mı´rneˇ se liˇs´ı v implementaci a povaze proble´mu.
3.2.1 Geneticke´ algoritmy
Tato skupina je nejobl´ıbeneˇjˇs´ım typem EA. Hleda´ se rˇesˇen´ı ve formeˇ rˇeteˇzc˚u cˇ´ısel. Tyto
rˇeteˇzce jsou veˇtsˇinou bina´rn´ı, i kdyzˇ nejlepsˇ´ı reprezentace jsou veˇtsˇinou takove´, ktere´ odra´zˇ´ı
rˇesˇeny´ proble´m, avsˇak ty neby´vaj´ı veˇtsˇinou bina´rn´ı. Na tato rˇesˇen´ı se kromeˇ selekce a mutace
pouzˇ´ıva´ i krˇ´ızˇen´ı. Tento typ EA se cˇasto pouzˇ´ıva´ prˇi rˇesˇen´ı optimalizacˇn´ıch proble´mu˚.
Podrobnosti o tomto typu lze nale´zt naprˇ´ıklad v [7].
3.2.2 Geneticke´ programova´n´ı
Zde jsou rˇesˇen´ı ve formeˇ pocˇ´ıtacˇovy´ch programu˚ a jejich fitness hodnota se urcˇuje podle
schopnosti programu rˇesˇit dany´ proble´m.
3.2.3 Evolucˇn´ı programova´n´ı
Evolucˇn´ı programova´n´ı je podobne´ geneticke´mu programova´n´ı s t´ım rozd´ılem, zˇe struktura
programu je pevneˇ dana´ a mohou se meˇnit pouze jeho parametry. Dalˇs´ı informace naleznete
v [6].
3.2.4 Evolucˇn´ı strategie
Rˇesˇen´ı jsou zde reprezentova´na vektory rea´lny´ch cˇ´ısel a pouzˇ´ıvaj´ı se veˇtsˇinou adaptivn´ı
koeficienty mutace. Evolucˇn´ı strategie jsou podrobneˇji popsa´ny naprˇ´ıklad v [4].
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Kapitola 4
Geneticke´ programova´n´ı
V te´to kapitole jsou uvedeny jen za´kladn´ı a strucˇne´ informace o geneticke´m programova´n´ı.
Podrobneˇjˇs´ı informace mu˚zˇete nale´zt naprˇ´ıklad v [8]. Geneticke´ programova´n´ı je metoda
evolucˇn´ıch algoritmu˚ inspirovana´ biologickou evoluc´ı, pomoc´ı n´ızˇ se hleda´ pocˇ´ıtacˇovy´ pro-
gram prova´deˇj´ıc´ı uzˇivatelem definovanou u´lohu. Je to specializovana´ skupina geneticky´ch
algoritmu˚, jej´ızˇ jednotlivci jsou pocˇ´ıtacˇovy´mi programy. Je to tedy technika strojove´ho
ucˇen´ı pouzˇ´ıvana´ k optimalizaci populace pocˇ´ıtacˇovy´ch programu˚ podle fitness funkce, ktera´
reprezentuje schopnost programu vykona´vat danou u´lohu. Jednou z hlavn´ıch osobnost´ı ge-
neticke´ho programova´n´ı je John R. Koza, ktery´ je rovneˇzˇ pr˚ukopn´ıkem aplikac´ı geneticke´ho
programova´n´ı v r˚uzny´ch slozˇity´ch proble´mech optimalizace a hleda´n´ı.
GP je velmi na´rocˇne´ na vy´pocˇetn´ı zdroje, takzˇe v 90. letech minule´ho stolet´ı se vyuzˇ´ıvalo
zejme´na k rˇesˇen´ı pomeˇrneˇ jednoduchy´ch proble´mu˚. V posledn´ı dobeˇ vsˇak bylo d´ıky po-
krok˚um v GP a exponencia´ln´ım r˚ustu rychlosti CPU dosazˇeno neˇkolika u´zˇasny´ch vy´sledk˚u
v r˚uzny´ch oblastech, naprˇ´ıklad kvantove´m pocˇ´ıta´n´ı, na´vrhu elektronicky´ch prˇ´ıstroj˚u, hran´ı
her, trˇ´ıdeˇn´ı, hleda´n´ı a mnoha dalˇs´ıch. Mezi teˇmito vy´sledky jsou i opeˇtovne´ na´lezy r˚uzny´ch
objev˚u vynalezeny´ch po roce 2000. Pomoc´ı GP bylo nalezeno i mnoho rˇesˇen´ı, ktera´ byla
patentova´na (viz [9]).
Mnoho zaj´ımavy´ch informac´ı prˇedevsˇ´ım o r˚uzny´ch technika´ch selekce, krˇ´ızˇen´ı a mutace
mu˚zˇete nale´zt naprˇ´ıklad v [10] cˇi [1].
4.1 Reprezentace chromozomu˚
Chromozomy lze reprezentovat dveˇma za´kladn´ımi zp˚usoby.
4.1.1 Stromova´ reprezentace
Toto je nejcˇasteˇjˇs´ı zp˚usob reprezentace jedinc˚u. Tento zp˚usob je nejvhodneˇjˇs´ı prˇedevsˇ´ım
u jazyk˚u, ktere´ prˇirozeneˇ pracuj´ı se stromovou reprezentac´ı, naprˇ´ıklad LISPu a dalˇs´ıch
funkciona´ln´ıch programovac´ıch jazyc´ıch. Dalˇs´ı vy´hodou tohoto zp˚usobu je snadne´ pouzˇit´ı
mechanismu˚ krˇ´ızˇen´ı a mutac´ı. Rovneˇzˇ lze u tohoto zp˚usobu prova´deˇt jednoduche´ rekurzivn´ı
vyhodnocen´ı.
4.1.2 Linea´rn´ı reprezentace
Linea´rn´ı reprezentace je vhodna´ prˇedevsˇ´ım pro klasicke´ imperativn´ı jazyky. Tato reprezen-
tace ma´ prˇedevsˇ´ım tu vy´hodu, zˇe programy lze v neˇktery´ch prˇ´ıpadech snadno prˇeva´deˇt do
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strojove´ho ko´du a dosa´hnout tak vysˇsˇ´ıho vy´konu.
*
x3
+
c
Obra´zek 4.1: Stromova´ reprezentace
, + [ > < - ] .. . .
Obra´zek 4.2: Linea´rn´ı reprezentace
4.2 Selekce
Selekce je mechanismus vy´beˇru jedinc˚u z populace. Vyuzˇ´ıva´ se v podstateˇ teˇchto za´kladn´ıch
prˇ´ıstup˚u, z nichzˇ kazˇdy´ ma´ sve´ vy´hody a nevy´hody.
4.2.1 Linea´rn´ı porˇadova´ selekce
Jedinci v populaci se serˇad´ı do seznamu podle hodnoty fitness od nejvysˇsˇ´ı po nejnizˇsˇ´ı a
na´sledneˇ se vybere pozˇadovany´ pocˇet jedinc˚u. Tento zp˚usob ma´ tu vy´hodu, zˇe nejlepsˇ´ı
jedinec je vybra´n vzˇdy, ale ma´ neblahy´ vliv na r˚uznorodost populace.
4.2.2 Va´zˇena´ ruleta
Tuto metodu si lze prˇedstavit jako klasickou ruletu, kde je kazˇde´mu jedinci prˇiˇrazen urcˇity´
pocˇet pol´ıcˇek. Cˇ´ım vysˇsˇ´ı je fitness hodnota jedince, t´ım v´ıce pol´ıcˇek jedinec zab´ıra´. Vy´beˇr
je tedy sice na´hodny´, ale lepsˇ´ı jedinci jsou zvy´hodneˇni.
4.2.3 Turnaj
Turnajova´ metoda je velmi obl´ıbena´, nebot’ jej´ı implementace je snadna´ a dosahuje se prˇi
n´ı pomeˇrneˇ dobry´ch vy´sledk˚u. Spocˇ´ıva´ v tom, zˇe se na´hodneˇ vybere urcˇity´ pocˇet jedinc˚u,
kterˇ´ı jdou do turnaje. Z turnaje vycha´z´ı jako v´ıteˇz jedinec s nejvysˇsˇ´ı hodnotou fitness.
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Tato metoda tedy opeˇt zarucˇuje zvy´hodneˇn´ı lepsˇ´ıch jedinc˚u a za´rovenˇ take´ dostatecˇnou
r˚uznorodost populace.
4.2.4 Elita´rˇstv´ı
Dveˇ prˇedesˇle metody sice zvy´hodnˇuj´ı lepsˇ´ı jedince, avsˇak nezarucˇuj´ı, zˇe se nejlepsˇ´ı jedi-
nec do dalˇs´ı generace opravdu dostane. Oproti tomu tato metoda vybere urcˇity´ pocˇet
(trˇeba i jednoho) jedinc˚u s nejvysˇsˇ´ı fitness hodnotou. Tyto jedince je pak mozˇne´ umı´stit
do dalˇs´ı generace nebo je jen uchova´vat neˇkde mimo (tzv. tajne´ elita´rˇstv´ı). Tento zp˚usob
zarucˇuje, zˇe se nemu˚zˇe ztratit nejlepsˇ´ı nalezene´ rˇesˇen´ı. Lze jej pochopitelneˇ vhodneˇ kombi-
novat s prˇedchoz´ımi dveˇma zp˚usoby.
4.3 Krˇ´ızˇen´ı
Krˇ´ızˇen´ı je za´kladn´ım mechanismem tvorby novy´ch jedinc˚u, nebot’ bez krˇ´ızˇen´ı by populace
z˚usta´vala i prˇi pouzˇit´ı mutac´ı pomeˇrneˇ ma´lo diverzifikovana´. Mechanismu˚ krˇ´ızˇen´ı je neˇkolik,
ale lze je rozcˇlenit v za´sadeˇ do dvou hlavn´ıch kategori´ı.
4.3.1 Jednobodove´ krˇ´ızˇen´ı
U te´to metody se na´hodneˇ vybere bod, ve ktere´m se chromozomy rozdeˇl´ı. Na´sledneˇ se mezi
obeˇma chromozomy vymeˇn´ı cˇa´sti, jak je zna´zorneˇno na na´sleduj´ıc´ım obra´zku.
Obra´zek 4.3: Jednobodove´ krˇ´ızˇen´ı
4.3.2 Vı´cebodove´ krˇ´ızˇen´ı
Do te´to cˇa´sti spada´ neˇkolik r˚uzny´ch metod. Liˇs´ı se naprˇ´ıklad zp˚usobem deˇlen´ı chromozomu˚,
ale za´klad z˚usta´va´ vzˇdy stejny´. Chromozomy se rozdeˇl´ı na neˇkolik cˇa´st´ı a ty se na´sledneˇ
vymeˇn´ı.
Obra´zek 4.4: Vı´cebodove´ krˇ´ızˇen´ı
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4.4 Mutace
Mutace jsou rovneˇzˇ velmi d˚ulezˇity´m mechanismem evolucˇn´ıch technik, protozˇe udrzˇuje di-
verzitu populace. Mutac´ı mu˚zˇe by´t mnoho typ˚u. Nejcˇasteˇjˇs´ım typem je zmeˇna male´ na´hodneˇ
vybrane´ cˇa´sti chromozomu. Mu˚zˇe to by´t naprˇ´ıklad bit, znak nebo uzel stromu. Existuj´ı vsˇak
i jine´ typy, naprˇ´ıklad za´meˇna dvou cˇa´st´ı jednoho chromozomu. V experimentech v te´to pra´ci
je uvedeno i neˇkolik dalˇs´ıch typ˚u mutace, ktere´ le´pe vyhovuj´ı rˇesˇene´ u´loze.
4.5 Metageneticke´ programova´n´ı
Metageneticke´ programova´n´ı je technikou vy´voje syste´mu geneticke´ho programova´n´ı po-
moc´ı geneticke´ho programova´n´ı. U tohoto prˇ´ıstupu se vyzˇaduje vy´voj chromozomu˚, krˇ´ızˇen´ı
a mutace, mı´sto aby je urcˇil programa´tor.
U tohoto prˇ´ıstupu vsˇak nelze doka´zat, zˇe se rˇesˇen´ı nalezne rychleji nezˇ prˇi pouzˇit´ı kla-
sicke´ho GP nebo jiny´ch vyhleda´vac´ıch algoritmu˚.
16
Kapitola 5
Implementace
Programova´ cˇa´st je implementova´na v jazyce C++. V na´sleduj´ıc´ı cˇa´stech budou uvedeny
pouzˇ´ıvane´ trˇ´ıdy spolu s popisem jej´ıch za´kladn´ıch funkc´ı a rovneˇzˇ pouzˇite´ mechanismy
selekce, krˇ´ızˇen´ı a mutace. Podrobneˇjˇs´ı popis jednotlivy´ch funkc´ı je obsazˇen v prˇ´ıloze.
5.1 Prˇehled
Za´kladn´ı soucˇa´st´ı programove´ho rozhran´ı je trˇ´ıda experiment, ktera´ obsahuje vsˇechny potrˇebne´
parametry pro prova´deˇn´ı dane´ho experimentu (minima´ln´ı a maxima´ln´ı de´lku chromozomu,
tre´novac´ı mnozˇinu, maxima´ln´ı pocˇet generac´ı, pravdeˇpodobnosti krˇ´ızˇen´ı a mutace a dalˇs´ı).
Je v n´ı obsazˇen rovneˇzˇ i objekt trˇ´ıdy generace, ktery´ obsahuje funkce vykona´vaj´ıc´ı vsˇechny
za´kladn´ı mechanismy geneticke´ho programova´n´ı (selekce, krˇ´ızˇen´ı, mutace). Generace se
skla´da´ z mnozˇiny jedinc˚u, kterˇ´ı prˇedstavuj´ı kandida´tn´ı rˇesˇen´ı. Tito jedinci pak obsahuj´ı
reprezentaci chromozomu (linea´rn´ı nebo stromovou) a fitness hodnotu. Vsˇechny zmı´neˇne´
trˇ´ıdy zahrnuj´ı rovneˇzˇ funkce pro vy´pisy r˚uzny´ch statisticky´ch velicˇin experimentu, aby bylo
mozˇne´ pohodlneˇ zpracova´vat vy´sledky.
Programa´torovi stacˇ´ı vytvorˇit jen objekt trˇ´ıdy experiment. O vytvorˇen´ı objekt˚u vsˇech
zby´vaj´ıc´ıch trˇ´ıd se jizˇ objekt experiment postara´ sa´m. Pokud by vsˇak chteˇl programa´tor
zmeˇnit naprˇ´ıklad mechanismus krˇ´ızˇen´ı, nevyhne se za´sahu do zdrojove´ho ko´du, cozˇ vyzˇaduje
jistou znalost jazyka.
Evolucˇn´ı experiment komunikuje s virtua´ln´ım pocˇ´ıtacˇem (virtual machine), ktery´ zpra-
cova´va´ prˇeda´vane´ jedince a poskytuje jejich vy´stupy. Vsˇe je prˇehledneˇ zna´zorneˇno na
obra´zku 5.1.
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Populace
Genetické operace
(selekce, křížení, mutace)
Trénovací
množina
Genetické
programy
Vyhodnocení
ﬁtness
Interpret
Výstupy
Řešení Problém
Evolution engine Virtual machine
Obra´zek 5.1: Mechanismus funkce programove´ cˇa´sti
5.2 Struktury a vy´cˇtove´ typy
5.2.1 Vy´cˇtovy´ typ INTERP RET
Tento vy´cˇtovy´ typ slouzˇ´ı k ulozˇen´ı na´vratove´ hodnoty z interpretu. V tomto vy´cˇtove´m typu
lze vracet na´sleduj´ıc´ı hodnoty:
OK Program byl interpretem vykona´n bez proble´mu˚.
OUT OF BOUNDS Ko´d programu zp˚usobil posun ukazatele mimo hranice pameˇti.
MAX ITER Bylo dosazˇeno maxima´ln´ıho pocˇtu iterac´ı interpretu.
SYNTAX ERR V ko´du programu byla nalezena syntakticka´ chyba.
Hodnotu SYNTAX ERR interpret v˚ubec nevrac´ı, nebot’ jsou do neˇj prˇeda´va´ny jen syn-
takticky spra´vne´ programy. V tomto vy´cˇtove´m typu je sp´ıˇse pro prˇ´ıpadnou zmeˇnu na´vrhu,
kdy by se prˇeda´valy i syntakticky nespra´vne´ programy.
5.2.2 Struktura inOut
Do te´to struktury se ukla´da´ rˇeteˇzec vstupn´ıch znak˚u spolu s odpov´ıdaj´ıc´ım rˇeteˇzcem ocˇeka´vany´ch
vy´stupn´ıch znak˚u.
5.3 Trˇ´ıdy
5.3.1 Trˇ´ıda insOuts
Tato trˇ´ıda obsahuje vektor struktur inOut (viz A.2). Tento vektor obsahuje vstupy a
ocˇeka´vane´ vy´stupy pro jednotlive´ beˇhy programu.
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5.3.2 Trˇ´ıda treeNode
Tato trˇ´ıda implementuje uzel stromu reprezentuj´ıc´ıho chromozom programu. Pomoc´ı jej´ıch
funkc´ı lze meˇnit hodnotu uzlu, jeho prˇedka i potomky. Obsahuje rovneˇzˇ i funkce pro dalˇs´ı
cˇinnosti, naprˇ´ıklad z´ıska´n´ı chromozomu ze stromu s korˇenem v tomto uzlu.
5.3.3 Trˇ´ıda individual
Trˇ´ıda individual reprezentuje jedince v populaci. V te´to trˇ´ıdeˇ je v za´vislosti na reprezentaci
jedince obsazˇen bud’ rˇeteˇzec zna´zornˇuj´ıc´ı chromozom nebo odkaz na korˇen stromu. Trˇ´ıda
obsahuje i mnoho dalˇs´ıch podp˚urny´ch funkc´ı.
5.3.4 Trˇ´ıda generation
Trˇ´ıda generation zastupuje generaci jedinc˚u. Obsahuje funkce pro za´kladn´ı mechanismy
evolucˇn´ıho programova´n´ı, tedy selekci, krˇ´ızˇen´ı a mutaci. Umozˇnˇuje take´ vyhodnocovat
vsˇechny cˇleny generace a tisknout statistiky.
5.3.5 Trˇ´ıda experiment
Trˇ´ıda experiment zastupuje experimenta´ln´ı u´lohu. Je to hlavn´ı trˇ´ıda experimentu, ktera´ po
vytvorˇen´ı prˇi zada´n´ı potrˇebny´ch parametr˚u jizˇ sama vytvorˇ´ı vsˇechny dalˇs´ı podrˇ´ızene´ trˇ´ıdy
a stara´ se o jejich spra´vu. Mezi jej´ı parametry patrˇ´ı pocˇet jedinc˚u, minima´ln´ı a maxima´ln´ı
de´lka chromozomu, procentua´ln´ı sˇance krˇ´ızˇen´ı a mutac´ı a pocˇet cˇlen˚u turnaje.
5.4 Funkce
V te´to cˇa´sti jsou uvedeny r˚uzne´ funkce, ktere´ nejsou obsazˇeny prˇ´ımo ve trˇ´ıda´ch, ale volaj´ı
se z nich a jsou tedy nezbytnou soucˇa´st´ı programu.
5.4.1 generateChromosome
Tato funkce slouzˇ´ı ke generova´n´ı chromozomu˚. Je vola´na z konstruktoru trˇ´ıdy individual
(viz A.5). Tuto funkci lze tedy prˇepsat tak, aby byla pro rˇesˇeny´ proble´m co nejvhodneˇjˇs´ı.
Naprˇ´ıklad je mozˇne´ urcˇit prˇ´ıkazy na leve´ a prave´ straneˇ pouzˇ´ıvane´ k nacˇten´ı a vy´pisu
hodnot, ktere´ budou obsahovat vsˇechny chromozomy a omezit tak prohleda´vany´ prostor.
5.4.2 fixBrackets
V te´to funkci se chromozom upravuje tak, aby byly vsˇechny za´vorky spa´rova´ny. Chromozom
obsahuj´ıc´ı leve´ nebo prave´ hranate´ za´vorky bez prˇ´ıslusˇny´ch proteˇjˇsk˚u totizˇ nen´ı syntakticky
spra´vny´ a nen´ı tedy platny´m chromozomem.
5.4.3 expInsOuts
U´cˇelem te´to funkce je vygenerova´n´ı vstup˚u a ocˇeka´vany´ch vy´stup˚u pro jeden beˇh programu.
Opakovany´m vola´n´ım te´to funkce lze tedy vytvorˇit celou tre´novac´ı mnozˇinu ulozˇenou v ob-
jektu trˇ´ıdy insOuts (viz A.3).
19
5.4.4 evalFitness
Tato funkce pocˇ´ıta´ fitness hodnotu jedince. Dı´ky znacˇne´mu pocˇtu vstupn´ıch parametr˚u je
mozˇne´ tuto hodnotu pocˇ´ıtat podle r˚uzny´ch krite´ri´ı. Tato funkce je jednou z nejd˚ulezˇiteˇjˇs´ıch
cˇa´st´ı cele´ho programu, je tedy nutne´ veˇnovat j´ı prˇi na´vrhu experimentu znacˇnou pozornost.
5.4.5 interp
Tato funkce prova´d´ı interpretaci programu, poskytuje mu potrˇebne´ vstupn´ı hodnoty a
ukla´da´ vy´stupn´ı hodnoty pro pozdeˇjˇs´ı vy´pocˇet hodnoty fitness funkce. Mozˇne´ na´vratove´
hodnoty te´to funkce naleznete v cˇa´sti A.1.
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Kapitola 6
Experimenty
V te´to cˇa´sti je uvedeno neˇkolik u´loh, pro neˇzˇ je navrzˇeno programove´ rozhran´ı. U kazˇde´
u´lohy je uveden c´ıl, pouzˇite´ mechanismy geneticke´ho programova´n´ı, zjiˇsteˇne´ vy´sledky a
zhodnocen´ı. U´loha je vzˇdy rozdeˇlen na neˇkolik experiment˚u od prvotn´ıho na´vrhu, azˇ po
nalezen´ı vhodne´ho rˇesˇen´ı.
Beˇhem experiment˚u se hleda´ rˇesˇen´ı dane´ u´lohy. Toto rˇesˇen´ı nemus´ı by´t nutneˇ optima´ln´ı,
takzˇe se v neˇm mohou vyskytnou sekvence prˇ´ıkaz˚u, ktere´ v podstateˇ nic nedeˇlaj´ı (naprˇ´ıklad
+- nebo <>).
6.1 Scˇ´ıta´n´ı
6.1.1 C´ıl
Rˇesˇen´ım te´to u´lohy je program, ktery´ nacˇte ze vstupu dveˇ hodnoty a vyp´ıˇse na vy´stup
jejich soucˇet.
6.1.2 Implementace
Interpret
Interpret pouzˇity´ v te´to u´loze splnˇuje vsˇechny pozˇadavky na prˇenositelnost uvedene´ v cˇa´sti 2.2.4.
Pameˇt’ove´ bunˇky maj´ı velikost 1 bajt, cozˇ je pro dany´ u´cˇel v´ıce nezˇ dostacˇuj´ıc´ı. Velikost
pameˇti je 30 000 pameˇt’ovy´ch buneˇk. Doba beˇhu programu je omezena na 2000 zpraco-
vany´ch instrukc´ı, aby nemohlo doj´ıt k nekonecˇne´mu zacyklen´ı. V chova´n´ı interpretu byly
v posledn´ım experimentu provedeny urcˇite´ zmeˇny, ktere´ jsou u tohoto experimentu uvedeny.
Tre´novac´ı mnozˇina
U te´to u´lohy se jako tre´novac´ı mnozˇina vyuzˇ´ıva´ vektor vstup˚u a vy´stup˚u, kdy pro kazˇdy´
beˇh programu jsou na´hodneˇ generova´na dveˇ cˇ´ısla slouzˇ´ıc´ı jako vstupy a ocˇeka´vany´ vy´stup je
vypocˇ´ıta´m jako prosty´ soucˇet teˇchto hodnot. Vstupn´ı hodnoty jsou generova´ny v rozsahu
32 azˇ 128, aby se prˇedesˇlo prˇ´ıpad˚um, kdy soucˇet n´ızky´ch cˇ´ısel najde i algoritmus, ktery´
ve skutecˇnosti neprova´d´ı scˇ´ıta´n´ı, ale naprˇ´ıklad pouze vytiskne nulu, cozˇ by naprˇ´ıklad pro
soucˇet cˇ´ısel 1 a 1 byl pomeˇrneˇ prˇijatelny´ vy´sledek. Horn´ı hranic´ı 128 je zajiˇsteˇno, aby soucˇet
nebyl veˇtsˇ´ı nezˇ rozsah bunˇky, do ktere´ se ukla´da´ a nedosˇlo k prˇetecˇen´ı.
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Generova´n´ı novy´ch jedinc˚u
Tato cˇa´st se beˇhem vy´voje u´lohy meˇnila. Jednotlive´ u´pravy jsou uvedeny v cˇa´stech jednot-
livy´ch experiment˚u. Jedine´, co se beˇhem experiment˚u nemeˇnilo bylo pouzˇit´ı minima´ln´ı a
maxima´ln´ı de´lky chromozomu, ktere´ byly ve vsˇech experimentech striktneˇ dodrzˇova´ny.
Krˇ´ızˇen´ı
Krˇ´ızˇen´ı je v te´to u´loze pouzˇito jednobodove´, nebot’ de´lka chromozomu˚ se pohybuje jen ve
velmi male´m rozsahu. Bylo by mozˇne´ pouzˇ´ıt i krˇ´ızˇen´ı dvoubodove´, avsˇak v tomto prˇ´ıpadeˇ
by to dle me´ho neprˇineslo zˇa´dne´ vy´razne´ zlepsˇen´ı. Mechanismus krˇ´ızˇen´ı z˚ustal ve vsˇech
experimentech stejny´.
Mutace
Mechanismus mutace se beˇhem experiment˚u meˇnil jen mı´rneˇ, provedene´ zmeˇny jsou vsˇak
u jednotlivy´ch experiment˚u vypsa´ny.
Fitness funkce
Prˇestozˇe se fitness funkce meˇnila, za´kladn´ım krite´riem pro urcˇova´n´ı hodnoty fitness byla
vzˇdy odchylka generovane´ho vy´stupu od ocˇeka´vane´ho vy´stupu. Dalˇs´ı krite´ria hodnocen´ı
jsou uvedena u jednotlivy´ch experiment˚u.
6.1.3 Experiment cˇ. 1
Generova´n´ı novy´ch jedinc˚u
Jedinci jsou generova´ni zcela na´hodneˇ ze vsˇech osmi prˇ´ıkaz˚u jazyka brainfuck. Jediny´m
za´sahem do chromozomu je spa´rova´n´ı za´vorek, aby byl program syntakticky spra´vny´. U to-
hoto prˇ´ıstupu je za´sadn´ı nevy´hodou, zˇe nelze explicitneˇ ovlivnit pocˇet vstup˚u vyzˇadovany´ch
chromozomem ani j´ım generovany´ pocˇet vy´stup˚u.
Mutace
V tomto experimentu je pouzˇita jednoducha´ varianta mutace spocˇ´ıvaj´ıc´ı v nahrazen´ı na´hodneˇ
vybrane´ho prˇ´ıkazu jiny´m prˇ´ıkazem. Opeˇt je nutne´ prove´st kontrolu za´vorek, aby se prˇedesˇlo
prˇ´ıpad˚um, kdy je naprˇ´ıklad nahrazena jedna ze za´vorek ohranicˇuj´ıc´ıch cyklus.
Fitness funkce
Ve fitness funkci se porovna´va´ pocˇet prˇedpokla´dany´ch vstup˚u se skutecˇny´m pocˇtem vstup˚u
vyzˇadovany´m programem. Da´le se porovna´va´ pocˇet vy´stup˚u a odchylka generovany´ch vy´stup˚u
od ocˇeka´vany´ch vy´stup˚u. Posledn´ım hodnot´ıc´ım krite´riem je na´vratova´ hodnota interpretu,
d´ıky cˇemuzˇ lze znevy´hodnit naprˇ. jedince, kterˇ´ı se zacykl´ı nebo prˇekrocˇ´ı hranice pameˇti.
Jednotlive´ slozˇky fitness funkce mohou naby´vat hodnoty od 0 do 100. Na´sledneˇ se z nich
vypocˇ´ıta´ celkova´ hodnota fitness podle vzorce
fitness = 0,2 * vstupnı´ fitness + 0,7 * vy´stupnı´ fitness + 0,1 * fitness stavu
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Tabulka 6.1: Scˇ´ıta´n´ı - experiment cˇ. 1
Max. pocˇet generac´ı 200
Pocˇet jedinc˚u 1000
Krˇ´ızˇen´ı 90%
Mutace 40%
Pr˚umeˇrna´ fitness hodnota nejlepsˇ´ıho rˇesˇen´ı 28
Pr˚umeˇrny´ pocˇet generac´ı k nalezen´ı rˇesˇen´ı 200
Vy´sledky
V tomto experimentu nebylo dosazˇeno zˇa´dny´ch vy´razny´ch vy´sledk˚u. Spra´vne´ rˇesˇen´ı sice
bylo pa´rkra´t nalezeno, ale pouze v prˇ´ıpadeˇ, kdy populace obsahovala znacˇneˇ velke´ mnozˇstv´ı
jedinc˚u a nav´ıc azˇ po neˇkolika stovka´ch generac´ı. Mechanismus hleda´n´ı by se tedy dal
povazˇovat za pomeˇrneˇ na´hodny´. Vzhledem k tomuto neu´speˇchu tedy bylo nutne´ na´vrh
pozmeˇnit.
Jak je v tabulce 6.1 videˇt, nebylo v zˇa´dne´m z provedeny´ch opakova´n´ı nalezeno rˇesˇen´ı,
o cˇemzˇ vypov´ıda´ hodnota pr˚umeˇrne´ho pocˇtu generac´ı k nalezen´ı rˇesˇen´ı, ktera´ je v tomto
prˇ´ıpadeˇ shodna´ s maxima´ln´ım pocˇtem generac´ı.
6.1.4 Experiment cˇ. 2
Generova´n´ı novy´ch jedinc˚u
V tomto experimentu byla provedena zcela za´sadn´ı u´prava generova´n´ı novy´ch jedinc˚u. Byl
urcˇen pevneˇ dany´ zacˇa´tek i konec chromozomu. Na zacˇa´tku jsou prˇ´ıkazy pro nacˇten´ı dvou
vstupn´ıch hodnot a na konci prˇ´ıkaz pro vy´pis vy´sledku. Dı´ky tomu je zajiˇsteˇn spra´vny´ pocˇet
vstup˚u i vy´stup˚u a nen´ı tedy nutne´ vyuzˇ´ıvat prˇi generova´n´ı chromozomu prˇ´ıkazy pro vstup
a vy´stup. Ke generova´n´ı se tedy pouzˇ´ıva´ jen sˇest prˇ´ıkaz˚u.
Mutace
Byly prˇida´ny dva nove´ typy mutac´ı. Prvn´ım typem je prˇida´n´ı nove´ho prˇ´ıkazu do chromo-
zomu. Tento typ se vsˇak aplikuje pouze za prˇedpokladu, zˇe de´lka chromozomu je mensˇ´ı nezˇ
maxima´ln´ı povolena´ de´lka. Druhy´m typem je vy´meˇna prˇ´ıkaz˚u na dvou r˚uzny´ch pozic´ıch.
Vy´hodou obou teˇchto mutac´ı je prˇedevsˇ´ım to, zˇe se pomoc´ı nich mu˚zˇe zveˇtsˇovat pocˇet
prˇ´ıkaz˚u uzavrˇeny´ch v cyklu, cozˇ bylo drˇ´ıve mozˇne´ pouze u krˇ´ızˇen´ı.
Fitness funkce
Z fitness funkce byla vypusˇteˇna cˇa´st hodnot´ıc´ı rozd´ıl mezi ocˇeka´vany´m a skutecˇny´m pocˇtem
vstup˚u. To bylo umozˇneˇno zmeˇnou zp˚usobu generova´n´ı jedinc˚u. Obdobneˇ tomu je i u vy´stup˚u,
kde se jizˇ nekontroluje jejich pocˇet. T´ım veˇtsˇ´ı d˚ulezˇitost je vsˇak prˇipsa´na hodnocen´ı rozd´ıl˚u
vy´stup˚u. Nakonec byl prˇida´n parametr hodnocen´ı, ktery´ kontroluje, zda chromozom obsa-
huje cyklus. V prˇ´ıpadeˇ, zˇe cyklus obsahuje, je jedinci prˇipsa´na vysˇsˇ´ı hodnota fitness. Tato
zmeˇna vycha´z´ı z povahy jazyka brainfuck, nebot’ je zrˇejme´, zˇe program pro scˇ´ıta´n´ı mus´ı
alesponˇ jeden cyklus obsahovat. Fitness funkce je v tomto prˇ´ıpadeˇ na´sleduj´ıc´ı:
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Tabulka 6.2: Scˇ´ıta´n´ı - experiment cˇ. 2
Max. pocˇet generac´ı 200
Pocˇet jedinc˚u 1000
Krˇ´ızˇen´ı 90%
Mutace 40%
Pr˚umeˇrna´ fitness hodnota nejlepsˇ´ıho rˇesˇen´ı 42
Pr˚umeˇrny´ pocˇet generac´ı k nalezen´ı rˇesˇen´ı 192
fitness = 0,6 * vy´stupnı´ fitness + 0,3 * fitness cyklu + 0,1 * fitness stavu
Vy´sledky
Vy´sledky dosazˇene´ v tomto experimentu byly uspokojiveˇjˇs´ı nezˇ v experimentu prˇedchoz´ım.
K nalezen´ı rˇesˇen´ı bylo oproti prˇedchoz´ımu experimentu trˇeba jen zlomku pocˇtu jedinc˚u
v populaci. I po teˇchto u´prava´ch se vsˇak sta´valo, zˇe bylo rˇesˇen´ı nalezeno azˇ po neˇkolika
stech generac´ı nebo dokonce v˚ubec.
Jak je z tabulky 6.2 patrne´, bylo v neˇktery´ch prˇ´ıpadech nalezeno rˇesˇen´ı, nicme´neˇ pr˚umeˇrny´
pocˇet generac´ı potrˇebny´ch k nalezen´ı rˇesˇen´ı se sta´le velmi bl´ızˇ´ı zadane´ hranici.
6.1.5 Experiment cˇ. 3
Interpret
Interpret byl upraven tak, aby se na konci kromeˇ hodnoty aktua´ln´ı bunˇky vypsaly i hodnoty
buneˇk na pozic´ıch 0 a 1. Du˚vod te´to u´pravy je osveˇtlen v cˇa´sti pojedna´vaj´ıc´ı o zmeˇna´ch
fitness funkce.
Fitness funkce
Jak bylo jizˇ napsa´no vy´sˇe, obsahuje rˇeteˇzec vy´stupn´ıch hodnot nav´ıc i hodnoty buneˇk s in-
dexy 0 a 1. Kromeˇ porovna´n´ı generovane´ho vy´stupu (tedy hodnoty bunˇky aktua´ln´ı na konci
programu) se s ocˇeka´vany´m vy´stupem porovna´vaj´ı i hodnoty teˇchto buneˇk. Du˚vodem, procˇ
se pouzˇ´ıvaj´ı pra´veˇ prvn´ı dveˇ bunˇky je to, zˇe hleda´me nejjednodusˇsˇ´ı algoritmus scˇ´ıta´n´ı. Ta-
kovy´ algoritmus tedy zrˇejmeˇ pracuje pra´veˇ jen s prvn´ımi dveˇma bunˇkami, ve ktery´ch jsou
ulozˇeny, ale prˇed vy´pisem vy´stupu se mu˚zˇe posunout na bunˇku, ktera´ hodnotu soucˇtu ne-
obsahuje. Tato u´prava ma´ zcela za´sadn´ı dopad na hleda´n´ı rˇesˇen´ı, nebot’ zvy´hodnˇuje jedince,
kterˇ´ı obsahuj´ı spra´vny´ ko´d pro soucˇet, vstupn´ı hodnoty a prova´d´ı jejich destruktivn´ı soucˇet,
ale vypisuje hodnotu nespra´vne´ bunˇky. Protozˇe vsˇak takove´ rˇesˇen´ı nen´ı zcela spra´vne´, je
fitness hodnota mı´rneˇ sn´ızˇena, aby pote´ byly zvy´hodneˇny chromozomy, ktere´ jizˇ vypisuj´ı
hodnotu spra´vne´ bunˇky.
Vy´sledky
Dı´ky vy´sˇe uvedeny´m zmeˇna´m bylo dosazˇeno velmi vy´razne´ho zlepsˇen´ı. Rˇesˇen´ı nyn´ı by´va´
nalezeno pomeˇrneˇ brzo, i kdyzˇ v neˇktery´ch prˇ´ıpadech je k jeho nalezen´ı trˇeba v´ıce generac´ı.
Jsou to vsˇak veˇtsˇinou prˇ´ıpady, kdy jsou nespra´vneˇ nastaveny procentua´ln´ı sˇance krˇ´ızˇen´ı
a mutace a hleda´n´ı se dostane do loka´ln´ıho extre´mu. Prˇi pouzˇit´ı spra´vny´ch parametr˚u je
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Tabulka 6.3: Scˇ´ıta´n´ı - experiment cˇ. 3
Max. pocˇet generac´ı 200
Pocˇet jedinc˚u 1000
Krˇ´ızˇen´ı 90%
Mutace 40%
Pr˚umeˇrna´ fitness hodnota nejlepsˇ´ıho rˇesˇen´ı 98
Pr˚umeˇrny´ pocˇet generac´ı k nalezen´ı rˇesˇen´ı 63
vsˇak rˇesˇen´ı nalezeno s pomeˇrneˇ vysokou pravdeˇpodobnost´ı. Tyto vy´sledky lze povazˇovat za
uspokojive´ a nen´ı tedy nutne´ pokracˇovat v dalˇs´ım vy´voji.
Z dat uvedeny´ch v tabulce 6.3 vyply´va´, zˇe vy´sledky tohoto experimentu jsou prˇijatelne´,
nebot’ rˇesˇen´ı bylo nalezeno ve veˇtsˇineˇ prˇ´ıpad˚u a nav´ıc v pomeˇrneˇ male´m pocˇtu generac´ı.
6.1.6 Shrnut´ı
Beˇhem trˇ´ı experiment˚u jsem dospeˇl od znacˇneˇ na´hodne´ho hleda´n´ı rˇesˇen´ı azˇ po rˇesˇen´ı
pomeˇrneˇ systematicke´, i kdyzˇ i zde hraje na´hoda pomeˇrneˇ znacˇnou roli. Du˚kazem mu˚zˇe by´t
naprˇ´ıklad to, zˇe spra´vne´ho rˇesˇen´ı se dosa´hne rychleji, kdyzˇ je procentua´ln´ı sˇance mutace
vy´razneˇ vysˇsˇ´ı, nezˇ se u evolucˇn´ıch algoritmu˚ beˇzˇneˇ pouzˇ´ıva´. Du˚vodem jsou prˇedevsˇ´ım sko-
kove´ zmeˇny fitness funkce, nebot’ lze rozliˇsit v za´sadeˇ dveˇ za´kladn´ı skupiny programu˚. Pro-
gramy, ktere´ scˇ´ıta´n´ı neprova´d´ı a programy, ktere´ scˇ´ıta´n´ı prova´d´ı, i kdyzˇ obsahuj´ı naprˇ´ıklad
odchylku o 1. Tato skokova´ zmeˇna byla zmı´rneˇna kontrolou prvn´ıch dvou buneˇk pameˇti
zavedenou v posledn´ım experimentu.
Dalˇs´ım proble´mem je, zˇe u jedinc˚u s n´ızkou hodnotou fitness je tato hodnota da´na
prˇedevsˇ´ım na´vratovou hodnotou interpretu a prˇ´ıtomnost´ı cyklu v programu. Neexistuje
tedy zˇa´dne´ vod´ıtko, ktery´m smeˇrem by se meˇla evoluce ub´ırat a program mu˚zˇe upadnout
do loka´ln´ıho extre´mu. Vysoka´ procentua´ln´ı sˇance krˇ´ızˇen´ı a mutace tak zajist´ı, aby bylo
nalezeno lepsˇ´ı rˇesˇen´ı a evoluce se v tomto loka´ln´ım extre´mu nezdrzˇela dlouho.
Podobny´m zp˚usobem lze vygenerovat i program pro odcˇ´ıta´n´ı, jen je nutne´ upravit
tre´novac´ı mnozˇinu. Vzhledem k tomu, zˇe se programy na scˇ´ıta´n´ı a odcˇ´ıta´n´ı liˇs´ı jen v jednom
prˇ´ıkazu, nepovazˇuji za nutne´ se odcˇ´ıta´n´ım da´le zaby´vat. Tote´zˇ plat´ı i o prˇesunu hodnoty do
jine´ pra´zdne´ bunˇky, nebot’ ten prob´ıha´ jako soucˇet prˇesouvane´ho cˇ´ısla a hodnoty 0. Tento
prˇ´ıklad zde zminˇuji proto, zˇe je jeho vy´sledek pouzˇit v u´loze rˇesˇ´ıc´ı na´soben´ı.
Na na´sleduj´ıc´ım grafu je uveden pr˚ubeˇh hodnot fitness nejlepsˇ´ıho jedince v generaci a
pr˚umeˇrne´ hodnoty fitness cele´ populace. V nadpisu grafu jsou uvedeny parametry experi-
mentu, kde zkratky jsou I = pocˇet jedinc˚u, C = procentua´ln´ı sˇance krˇ´ızˇen´ı, M = procentua´ln´ı
sˇance mutace, TM = pocˇet cˇlen˚u turnaje.
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Obra´zek 6.1: U´loha rˇesˇ´ıc´ı scˇ´ıta´n´ı
Zde jsou nejlepsˇ´ı nalezena´ rˇesˇen´ı te´to u´lohy. Jak je videˇt, ne vzˇdy jsou optima´ln´ı. Dalˇs´ı
vy´sledky lze nale´zt na prˇilozˇene´m CD v adresa´rˇi /vysledky.
,>,[-<+>]<.
,>,[-<+>]<-+-+.
,>,<>[-<+>]<-+.
6.2 Kop´ırova´n´ı hodnoty bunˇky
6.2.1 C´ıl
C´ılem te´to u´lohy je vygenerovat program, ktery´ nacˇte ze vstupu jednu hodnotu a zkop´ıruje
ji do na´sleduj´ıc´ıch dvou buneˇk tak, zˇe v p˚uvodn´ı bunˇce z˚ustane hodnota 0.
6.2.2 Implementace
Interpret
O interpretu plat´ı tote´zˇ jako v prˇedchoz´ım experimentu. Rozd´ılem vsˇak je, zˇe prˇi vola´n´ı
prˇ´ıkazu vy´pisu vy´stupn´ı hodnoty se vyp´ıˇs´ı hodnoty prvn´ıch trˇ´ı buneˇk.
Tre´novac´ı mnozˇina
Tre´novac´ı mnozˇina by v podstateˇ mohla obsahovat jen jeden vstup a jeden vy´stup pro kazˇdy´
beˇh. Je vsˇak mnohem jednodusˇsˇ´ı generovat trˇi ocˇeka´vane´ vy´stupy, protozˇe je pak mozˇne´
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Tabulka 6.4: Kop´ırova´n´ı hodnoty bunˇky - experiment cˇ. 1
Max. pocˇet generac´ı 200
Pocˇet jedinc˚u 1000
Krˇ´ızˇen´ı 90%
Mutace 40%
Pr˚umeˇrna´ fitness hodnota nejlepsˇ´ıho rˇesˇen´ı 96
Pr˚umeˇrny´ pocˇet generac´ı k nalezen´ı rˇesˇen´ı 118
pouzˇ´ıt jizˇ vytvorˇeny´ ko´d z prˇedchoz´ıho experimentu. Ocˇeka´vane´ vy´stupy tedy budou po
rˇadeˇ 0, vstup, vstup. Prˇi generova´n´ı vstup˚u je samozrˇejmeˇ opeˇt vhodne´ vyhnout se maly´m
cˇ´ısl˚um, ktera´ by se mohla na vy´stupu vy´sledne´ho programu objevit i jinou, nezˇ spra´vnou
cestou.
Generova´n´ı novy´ch jedinc˚u
Nov´ı jedinci jsou generova´ni stejny´m zp˚usobem jako v posledn´ım experimentu prˇedchoz´ı
u´lohy. Na leve´ straneˇ je tedy pevna´ cˇa´st programu nacˇ´ıtaj´ıc´ı vstupn´ı hodnotu a na prave´
straneˇ prˇ´ıkaz vypisuj´ıc´ı hodnoty patrˇicˇny´ch buneˇk.
Krˇ´ızˇen´ı
Krˇ´ızˇen´ı je opeˇt stejne´ jako v prˇedchoz´ım experimentu.
Mutace
Mechanismus mutace z˚ustal rovneˇzˇ stejny´ jako u prˇedchoz´ıho experimentu.
Fitness funkce
Fitness funkce je podobna´ jako v prˇedchoz´ım experimentu s t´ım rozd´ılem, zˇe mezi kontro-
lovany´mi bunˇkami nen´ı aktivn´ı bunˇka, ale prvn´ı trˇi bunˇky.
6.2.3 Experiment cˇ. 1
Vy´sledky
Vzhledem k tomu, zˇe u te´to u´lohy byly jizˇ v prvn´ım experimentu vyuzˇity optimalizace
provedene´ v prˇedchoz´ı u´loze, bylo rˇesˇen´ı nalezeno v cˇase jen o neˇco delˇs´ım. Delˇs´ı cˇas je
trˇeba z d˚uvodu, zˇe vy´sledny´ program mus´ı obsahovat o trˇi prˇ´ıkazy v´ıce a ty mus´ı by´t
pochopitelneˇ na spra´vny´ch pozic´ıch. S vy´sledkem jsem tedy byl spokojen jizˇ po prvn´ım
experimentu a vzhledem k tomu, zˇe tento vy´sledek je potrˇebny´ jen jako d´ılcˇ´ı cˇa´st dalˇs´ı
u´lohy, jsem nevideˇl d˚uvod prova´deˇt dalˇs´ı optimalizace. Graf zde uva´deˇt rovneˇzˇ nebudu,
protozˇe byl velmi podobny´ grafu prˇedchoz´ı u´lohy.
Z dat uvedeny´ch v tabulce 6.4 vyply´va´, zˇe vy´sledky tohoto experimentu jsou prˇijatelne´,
nebot’ rˇesˇen´ı bylo nalezeno ve veˇtsˇineˇ prˇ´ıpad˚u a nav´ıc v pomeˇrneˇ male´m pocˇtu generac´ı.
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6.2.4 Shrnut´ı
Tuto u´lohu lze povazˇovat za u´speˇsˇnou a d´ıky vy´sledk˚um v n´ı z´ıskany´m mu˚zˇeme postoupit
k dalˇs´ı, tentokra´t jizˇ slozˇiteˇjˇs´ı, u´loze.
Beˇhem rˇesˇen´ı te´to u´lohy byla nalezena naprˇ´ıklad na´sleduj´ıc´ı rˇesˇen´ı.
,[->+>+<<].
,[->+>+<<]+-.
6.3 Na´soben´ı
6.3.1 C´ıl
C´ılem te´to u´lohy je vygenerovat program, ktery´ nacˇte ze vstupu dveˇ hodnoty a vyp´ıˇse na
vy´stup jejich soucˇin.
6.3.2 Implementace
Interpret
Interpret pouzˇity´ v te´to u´loze je te´meˇrˇ shodny´ s interpretem pouzˇity´m prˇi scˇ´ıta´n´ı. Byly
vsˇak pouzˇity pameˇt’ove´ bunˇky o velikosti 4 bajty, aby bylo mozˇne´ generovat do tre´novac´ı
mnozˇiny i veˇtsˇ´ı cˇ´ısla a zprˇesnit tak vyhodnocova´n´ı fitness funkce. Dalˇs´ı zmeˇnou je zvy´sˇen´ı
maxima´ln´ıho pocˇtu provedeny´ch instrukc´ı, nebot’ na´soben´ı vyzˇaduje v´ıce cˇasu.
Tre´novac´ı mnozˇina
Jak je popsa´no vy´sˇe, byla velikost pameˇt’ovy´ch buneˇk zveˇtsˇena, aby bylo mozˇne´ na´sobit i
veˇtsˇ´ı cˇ´ısla. Je vsˇak vhodne´, aby cˇ´ısla nebyla prˇ´ıliˇs vysoka´, protozˇe v takove´m prˇ´ıpadeˇ by
interpretace programu trvala zbytecˇneˇ dlouho. Vhodny´ je naprˇ´ıklad rozsah cˇinitel˚u od 8 do
32. Dı´ky zveˇtsˇeny´m pameˇt’ovy´m bunˇka´m nen´ı nutne´ rˇesˇit prˇetecˇen´ı.
Generova´n´ı novy´ch jedinc˚u
Tato cˇa´st se beˇhem vy´voje u´lohy meˇnila. Jednotlive´ u´pravy jsou uvedeny v cˇa´stech jed-
notlivy´ch experiment˚u. Jedine´, co se beˇhem rˇesˇen´ı u´lohy nemeˇnilo bylo pouzˇit´ı minima´ln´ı
a maxima´ln´ı de´lky chromozomu, ktere´ byly ve vsˇech experimentech striktneˇ dodrzˇova´ny.
Prˇi generova´n´ı chromozomu jedince je opeˇt pouzˇita pevna´ leva´ a prava´ strana pro nacˇten´ı
vstup˚u a vy´pis vy´sledku.
Krˇ´ızˇen´ı
Vzhledem k tomu, zˇe v tomto prˇ´ıpadeˇ je jizˇ de´lka programu vy´razneˇ vysˇsˇ´ı, by se mohlo
zda´t, zˇe je nutne´ pouzˇ´ıt dvoubodove´ krˇ´ızˇen´ı. Dı´ky optimalizac´ım provedeny´m v druhe´m
experimentu, ktere´ jsou popsa´ny da´le, to vsˇak nakonec nutne´ nebylo.
Mutace
Mechanismus mutace se beˇhem experiment˚u meˇnil jen mı´rneˇ, provedene´ zmeˇny jsou vsˇak
u jednotlivy´ch experiment˚u vypsa´ny.
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Tabulka 6.5: Na´soben´ı - experiment cˇ. 1
Max. pocˇet generac´ı 500
Pocˇet jedinc˚u 2000
Krˇ´ızˇen´ı 90%
Mutace 40%
Pr˚umeˇrna´ fitness hodnota nejlepsˇ´ıho rˇesˇen´ı 40
Pr˚umeˇrny´ pocˇet generac´ı k nalezen´ı rˇesˇen´ı 500
Fitness funkce
Fitness funkce je te´meˇrˇ totozˇna´ s fitness funkc´ı u scˇ´ıta´n´ı. U te´to u´lohy vsˇak byl povolen
veˇtsˇ´ı rozd´ıl mezi porovna´vany´mi vy´stupy, nebot’ naprˇ´ıklad prˇi nechteˇnne´m sn´ızˇen´ı hodnoty
jednoho z cˇinitel˚u o 1 se vy´sledek vygenerovany´ jinak spra´vny´m rˇesˇen´ım bude liˇsit o hodnotu
druhe´ho cˇinitele.
6.3.3 Experiment cˇ. 1
Krˇ´ızˇen´ı
V tomto experimentu je pouzˇito opeˇt jednobodove´ krˇ´ızˇen´ı, protozˇe program do znacˇne´ mı´ry
pouzˇ´ıva´ stejny´ ko´d jako scˇ´ıta´n´ı. Pu˚vodneˇ jsem meˇl v pla´nu zkusit v dalˇs´ım experimentu
pouzˇ´ıt dvoubodove´ krˇ´ızˇen´ı, d´ıky odliˇsne´mu prˇ´ıstupu generova´n´ı chromozomu to vsˇak nako-
nec nebylo nutne´.
Mutace
V tomto experimentu je pouzˇit stejny´ mechanismus mutace jako u scˇ´ıta´n´ı.
Fitness funkce
Fitness funkce je opeˇt te´meˇrˇ stejna´ jako u scˇ´ıta´n´ı, jen je povolen veˇtsˇ´ı rozd´ıl vy´stupn´ıch
hodnot.
Vy´sledky
Vy´sledky tohoto experimentu byly jesˇteˇ horsˇ´ı, nezˇ u prvn´ıho experimentu scˇ´ıta´n´ı. Prˇipisuji
to prˇedevsˇ´ım tomu, zˇe ko´d programu pro na´soben´ı cˇ´ısel je mnohem delˇs´ı nezˇ pro scˇ´ıta´n´ı,
nebot’ ko´d pro scˇ´ıta´n´ı je v tomto prˇ´ıpadeˇ jen nevelkou cˇa´st´ı cele´ho ko´du. I prˇi pouzˇit´ı
populac´ı o velmi vysoke´m pocˇtu jedinc˚u nebylo beˇhem stovek generac´ı nalezeno rˇesˇen´ı,
ktere´ by se alesponˇ bl´ızˇilo prˇedpokla´dane´mu rˇesˇen´ı. Bylo tedy nutne´ prove´st vy´razne´ zmeˇny
v na´vrhu.
Z dat uvedeny´ch v tabulce 6.5 je zcela zrˇejme´, zˇe v pr˚ubeˇhu experimentu nebylo nalezeno
ani jedno rˇesˇen´ı.
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Tabulka 6.6: Na´soben´ı - experiment cˇ. 2
Max. pocˇet generac´ı 500
Pocˇet jedinc˚u 2000
Krˇ´ızˇen´ı 90%
Mutace 40%
Pr˚umeˇrna´ fitness hodnota nejlepsˇ´ıho rˇesˇen´ı 58
Pr˚umeˇrny´ pocˇet generac´ı k nalezen´ı rˇesˇen´ı 467
6.3.4 Experiment cˇ. 2
Generova´n´ı novy´ch jedinc˚u
V tomto experimentu byla provedena zcela za´sadn´ı u´prava generova´n´ı novy´ch jedinc˚u.
Vyjdeme-li z povahy jazyka brainfuck, zjist´ıme, zˇe na´soben´ı mus´ı by´t nutneˇ realizova´no
opakovany´m scˇ´ıta´n´ım. Napadlo meˇ tedy, zˇe by bylo vhodne´ pouzˇ´ıt jizˇ vygenerovany´ ko´d
pro scˇ´ıta´n´ı jako nedeˇlitelny´ celek. Proble´m vsˇak je, zˇe toto scˇ´ıta´n´ı je destruktivn´ı a prˇiˇsli
bychom tedy o oba p˚uvodn´ı cˇinitele. Jeden by zaniknul v d˚usledku pr˚ubeˇzˇne´ho ukla´da´n´ı
vy´sledku, druhy´ d´ıky tomu, zˇe je vyuzˇity´ jako cˇ´ıtacˇ cykl˚u.
Jako mnohem vhodneˇjˇs´ı se tedy jev´ı pouzˇit´ı ko´du pro kop´ırova´n´ı hodnoty bunˇky, ktere´
pln´ı funkci scˇ´ıta´n´ı a nav´ıc p˚uvodn´ı hodnotu zkop´ıruje do dalˇs´ı bunˇky. V kombinaci s ko´dem
pro prˇesun hodnoty mezi bunˇkami vygenerovany´m rovneˇzˇ pomoc´ı geneticke´ho programova´n´ı
tedy dosta´va´me blok ko´du, ktery´ prova´d´ı scˇ´ıta´n´ı beze zmeˇny p˚uvodn´ıho scˇ´ıtance, cozˇ je pro
na´soben´ı naprosto vhodne´. Prˇi generova´n´ı jedince i na´sledny´ch evolucˇn´ıch mechanismech
je tento blok ko´du nahrazen znakem, ktery´ se liˇs´ı od znak˚u zna´zornˇuj´ıc´ıch beˇzˇne´ prˇ´ıkazy
jazyka brainfuck. Prˇed vstupem do interpretu je tento znak nahrazen prˇ´ıslusˇny´m blokem
ko´du a interpret tedy nemus´ı zpracova´vat novy´ znak.
Vy´sledky
V tomto experimentu byly vy´sledky jizˇ pomeˇrneˇ uspokojive´. Rˇesˇen´ı jizˇ bylo nalezeno, ovsˇem
zdaleka ne vzˇdy a opeˇt jen prˇi veˇtsˇ´ım pocˇtu jedinc˚u v populaci a po mnoha generac´ıch.
Rozhodnul jsem se tedy proces jesˇteˇ poneˇkud optimalizovat.
Z dat uvedeny´ch v tabulce 6.6 je zcela zrˇejme´, zˇe v pr˚ubeˇhu experimentu sice bylo
neˇkolikra´t nalezeno rˇesˇen´ı, avsˇak azˇ po mnoha generac´ıch.
6.3.5 Etapa cˇ. 3
Mutace
Prˇi zkouma´n´ı vy´sledk˚u prˇedchoz´ıho experimentu jsem dosˇel k za´veˇru, zˇe je nutne´ urcˇity´m
zp˚usobem zmeˇnit mechanismus mutace.
Prvn´ı zmeˇnou bylo prˇida´n´ı nove´ho typu mutace, ktery´ meˇl vyrˇesˇit proble´m, kdy jinak
spra´vny´ program obsahuje v hlavn´ım cyklu neˇktere´ znaky nav´ıc. Spole´hat se na to, zˇe tento
znak bude odstraneˇn beˇhem krˇ´ızˇen´ı by bylo pomeˇrneˇ naivn´ı. Tento novy´ typ mutace tedy
odstran´ı z chromozomu jeden znak, avsˇak jen v prˇ´ıpadeˇ, zˇe je de´lka chromozomu veˇtsˇ´ı nezˇ
minima´ln´ı de´lka.
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Tabulka 6.7: Na´soben´ı - experiment cˇ. 3
Max. pocˇet generac´ı 500
Pocˇet jedinc˚u 2000
Krˇ´ızˇen´ı 90%
Mutace 40%
Pr˚umeˇrna´ fitness hodnota nejlepsˇ´ıho rˇesˇen´ı 91
Pr˚umeˇrny´ pocˇet generac´ı k nalezen´ı rˇesˇen´ı 227
Dalˇs´ı proble´m, ktery´ bylo nutne´ vyrˇesˇit, byl nedostatecˇneˇ dlouhy´ hlavn´ı cyklus. De´lka
tohoto cyklu se pochopitelneˇ meˇn´ı beˇhem krˇ´ızˇen´ı, ale kdyzˇ se meˇn´ı i beˇhem mutace, je
evoluce programu mnohem rychlejˇs´ı. Tento typ mutace tedy najde pravou za´vorku cyklu a
posune ji vpravo. Samozrˇejmeˇ by bylo mozˇne´ posunovat i levou za´vorku vlevo, ale uka´zalo
se, zˇe posouva´n´ı jedne´ za´vorky je dostacˇuj´ıc´ı.
Posledn´ım proble´mem, ktery´ jsem z vy´sledk˚u prˇedchoz´ıho experimentu identifikoval
byla nespra´vna´ pozice znaku zastupuj´ıc´ıho blok ko´du pro nedestruktivn´ı scˇ´ıta´n´ı. Pokud je
totizˇ tento znak umı´steˇn na nespra´vne´m mı´steˇ v jinak vhodne´m ko´du, jsou takto dosazˇene´
vy´sledky pomeˇrneˇ sˇpatne´. Tato mutace tedy vyhleda´ znak zastupuj´ıc´ı blok ko´du a posune
jej na na´hodneˇ vygenerovanou pozici.
Vy´sledky
S vy´sledky tohoto experimentu jsem byl jizˇ spokojen, nebot’ rˇesˇen´ı bylo nalezeno pomeˇrneˇ
brzy a nebylo nutne´, aby populace obsahovala tolik jedinc˚u jako v prˇedchoz´ım experimentu.
Doba hleda´n´ı rˇesˇen´ı je delˇs´ı nezˇ u scˇ´ıta´n´ı, to je vsˇak da´no vysˇsˇ´ı slozˇitost´ı na´soben´ı.
Z dat uvedeny´ch v tabulce 6.7 je zcela zrˇejme´, zˇe nyn´ı je jizˇ rˇesˇen´ı nalezeno pomeˇrneˇ
cˇasto a v rozumne´m pocˇtu generac´ı.
6.3.6 Shrnut´ı
Tato u´loha proka´zal, zˇe je v jazyce brainfuck mozˇne´ pomoc´ı geneticke´ho programova´n´ı
vygenerovat i slozˇiteˇjˇs´ı aritmeticke´ operace. Generova´n´ı takovy´ch operac´ı vsˇak pochopi-
telneˇ vyzˇaduje vhodne´ omezen´ı prohleda´vane´ho prostoru, jak bylo uka´za´no v jednotlivy´ch
experimentech.
Graf pr˚ubeˇhu fitness hodnot zde uva´deˇt nebudu, nebot’ je te´meˇrˇ shodny´ s grafem scˇ´ıta´n´ı.
Jediny´m rozd´ılem je, zˇe hleda´n´ı rˇesˇen´ı trva´ v´ıce generac´ı, ale graf opeˇt obsahuje pouze dveˇ
skokove´ zmeˇny.
Zde jsou uvedeny neˇktere´ nalezene´ vy´sledky.
,>,<[>[->+>+<<]>>[-<<+>>]<<<-]>>.
,>,<[>+-[->+>+<<]>>[-<<+>>]<<<-]>>.
6.4 Stezka ze Santa Fe
6.4.1 C´ıl
C´ılem te´to u´lohy je vygenerovat program, ktery´ rˇesˇ´ı proble´m typu Santa Fe.
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6.4.2 Popis proble´mu
Tento proble´m se pouzˇ´ıva´ pomeˇrneˇ cˇasto pro prezentaci evolucˇn´ıch technik. Za´kladem je
dvourozmeˇrne´ pole o urcˇite´ velikosti (v tomto prˇ´ıpadeˇ 32 x 32). Na tomto poli je umı´steˇno
neˇkolik kousk˚u potravy (zde 89). Na toto pole je pak umı´steˇn mravenec rˇ´ızeny´ programem,
jehozˇ u´kolem je naj´ıt v omezene´m cˇase co nejv´ıce kousk˚u potravy.
6.4.3 Implementace
Prostrˇed´ı
Jak jizˇ bylo napsa´no vy´sˇe, mravenec se v tomto prˇ´ıpadeˇ pohybuje po poli o vlikosti 32 x 32,
na ktere´m je umı´steˇno 89 kousk˚u potravy. Zby´va´ tedy vyrˇesˇit uzˇ jen, co se stane, kdyzˇ se
mravenec pokus´ı prˇekrocˇit hranice pole. Zvolil jsem rˇesˇen´ı, kdy je pole kulove´, takzˇe kdyzˇ se
mravenec pokus´ı prˇekrocˇit hranice naprˇ. na prave´m konci rˇa´dku, prˇesune se na le´vy´ konec
te´hozˇ rˇa´dku. Tote´zˇ plat´ı i o pohybu smeˇrem nahoru a dol˚u.
Mravenec ma´ omezenou sadu cˇinnost´ı. Mu˚zˇe j´ıt vprˇed, otocˇit se vpravo cˇi vlevo nebo se
pod´ıvat, zda je na poli prˇed n´ım j´ıdlo.
Interpret
Interpret bylo v tomto prˇ´ıpadeˇ pochopitelneˇ nutne´ upravit, nebot’ mus´ı uchova´vat a meˇnit
aktua´ln´ı polohu mravence, smeˇr, ktery´m je natocˇen, a stav potravy (ktere´ kousky jsou jizˇ
zkonzumova´ny). Dalˇs´ı zmeˇnou je, zˇe prˇ´ıkaz pro vstup slouzˇ´ı jako indika´tor, zda se prˇed
mravencem nacha´z´ı potrava. Pokud ne, ulozˇ´ı do aktua´ln´ı bunˇky hodnotu 0, pokud ano,
ulozˇ´ı hodnotu 1. Posledn´ı u´pravou je, zˇe doba trva´n´ı programu jizˇ nen´ı omezena jen pocˇtem
vykonany´ch instrukc´ı, ale i pocˇtem pohyb˚u mravence. Jako pohyb se pocˇ´ıta´ posun vprˇed a
otocˇen´ı vpravo nebo vlevo.
Tre´novac´ı mnozˇina
Tre´novac´ı mnozˇina v tomto prˇ´ıpadeˇ obsahuje jen jedno pole s na´hodneˇ rozmı´steˇnou potra-
vou.
Generova´n´ı novy´ch jedinc˚u
Zp˚usob generova´n´ı novy´ch jedinc˚u prob´ıha´ ve vsˇech experimentech na´hodneˇ, avsˇak liˇs´ı se
reprezentace jedinc˚u. Ve vsˇech experimentech vsˇak plat´ı, zˇe je vygenerova´na v podstateˇ
jen cˇa´st chova´n´ı jedince, ktera´ se pote´ uzavrˇe do nekonecˇne´ smycˇky, nebot’ program, ktery´
by popisoval vsˇech 400 pohyb˚u, by byl prˇ´ıliˇs dlouhy´ a vy´pocˇet by byl znacˇneˇ na´rocˇny´ na
syste´move´ prostrˇedky.
Krˇ´ızˇen´ı
Krˇ´ızˇen´ı se beˇhem experiment˚u vy´voje meˇnilo. Podrobnosti jsou opeˇt rozepsa´ny v jednot-
livy´ch experimentech.
Mutace
Pro mutaci plat´ı tote´zˇ, co pro krˇ´ızˇen´ı.
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Tabulka 6.8: Santa Fe - experiment cˇ. 1
Max. pocˇet generac´ı 50
Pocˇet jedinc˚u 500
Krˇ´ızˇen´ı 90%
Mutace 5%
Pr˚umeˇrna´ fitness hodnota nejlepsˇ´ıho rˇesˇen´ı 9
Fitness funkce
Fitness funkce je zde naprosto jednoducha´, nebot’ hodnotu fitness urcˇuje pocˇet zkonzumo-
vany´ch kousk˚u potravy.
6.4.4 Experiment cˇ. 1
Generova´n´ı novy´ch jedinc˚u
Nov´ı jedinci jsou generova´n´ı jako rˇeteˇzce prˇ´ıkaz˚u, stejneˇ jako v prˇedchoz´ıch u´loha´ch. Po
vygenerova´n´ı chromozomu je opeˇt vola´na funkce na u´pravu za´vorek.
Krˇ´ızˇen´ı
Krˇ´ızˇen´ı prob´ıha´ opeˇt jednobodoveˇ, protozˇe je vyuzˇit ko´d z prˇedchoz´ıch u´loh. Dvoubodove´
krˇ´ızˇen´ı jsem ani nezava´deˇl, protozˇe jsem jizˇ meˇl v u´myslu zcela za´sadneˇ zmeˇnit na´vrh.
Mutace
V tomto experimentu je pouzˇit stejny´ mechanismus mutace jako u na´soben´ı.
Vy´sledky
Mravenec v tomto prˇ´ıpadeˇ beˇhem 400 pohyb˚u veˇtsˇinou neposb´ıra´ v´ıce nezˇ 10 z 89 kousk˚u po-
travy. Tato hodnota nen´ı prˇ´ıliˇs uspokojiva´ a je tedy nutne´ prove´st dalˇs´ı vylepsˇen´ı. Mnohem
lepsˇ´ı je vsˇak skutecˇnost, zˇe oproti prˇedchoz´ım u´loha´m je zde dobrˇe videˇt postupny´ vy´voj
populace. Je tomu tak pra´veˇ d´ıky tomu, zˇe zde nedocha´z´ı k velky´m skokovy´m zmeˇna´m
fitness funkce.
Z dat uvedeny´ch v tabulce 6.8 je zcela zrˇejme´, zˇe nen´ı ani zdaleka nalezeno optima´ln´ı
rˇesˇen´ı, nebot’ prˇi pouzˇit´ı stejny´ch parametr˚u se u tohoto proble´mu dosahuje po 50 generac´ı
veˇtsˇinou rˇesˇen´ı, ktere´ ma´ fitness hodnotu vysˇsˇ´ı nezˇ 40.
6.4.5 Experiment cˇ. 2
Interpret
Prˇi procha´zen´ı vy´sledk˚u prˇedchoz´ıho experimentu jsem dospeˇl k za´veˇru, zˇe neˇktera´ pomeˇrneˇ
kvalitn´ı rˇesˇen´ı nejsou vybra´na kv˚uli prˇekrocˇen´ım rozsahu pameˇti smeˇrem vlevo. Rozhodnul
jsem se tedy zmeˇnit interpret tak, aby se pameˇt’ove´ bunˇky nacha´zely i vlevo od pocˇa´tecˇn´ıho
ukazatele. Nejjednodusˇsˇ´ım zp˚usobem, jak toho dosa´hnout bylo umı´stit na zacˇa´tku inter-
pretu ukazatel doprostrˇed pole pameˇt’ovy´ch buneˇk.
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Tabulka 6.9: Santa Fe - experiment cˇ. 2
Max. pocˇet generac´ı 50
Pocˇet jedinc˚u 500
Krˇ´ızˇen´ı 90%
Mutace 5%
Pr˚umeˇrna´ fitness hodnota nejlepsˇ´ıho rˇesˇen´ı 11
Vy´sledky
Vy´sledky jsou lepsˇ´ı, nezˇ v prˇedchoz´ım experimentu, avsˇak jen zanedbatelneˇ. Vzhledem
k tomu, zˇe toto vylepsˇen´ı prˇ´ıliˇs nepomohlo, jsem se rozhodnul prove´st za´sadn´ı zmeˇny.
Jak je v tabulce 6.9 videˇt, mı´rneˇ se zvy´sˇila pr˚umeˇrna´ fitness hodnota nejlepsˇ´ıho rˇesˇen´ı,
avsˇak sta´le ne dostatecˇneˇ.
6.4.6 Experiment cˇ. 3
Generova´n´ı novy´ch jedinc˚u
Vzhledem k neprˇ´ıznivy´m vy´sledk˚um prˇedchoz´ıch experiment˚u jsem se rozhodnul zmeˇnit
radika´lneˇ reprezentaci jedince. Konkre´tneˇ prˇej´ıt od linea´rn´ı reprezentace na reprezentaci
stromovou V te´to stromove´ reprezentaci obsahuje jedinec mı´sto rˇeteˇzce slouzˇ´ıc´ıho jako
chromozom odkaz na korˇen stromu zna´zornˇuj´ıc´ıho chromozom. Struktura tohoto stromu
je popsa´na v A.4.
Te´to zmeˇneˇ jsem jizˇ od zacˇa´tku prˇisuzoval velky´ vy´znam, nebot’ se jedna´ o podobnou
zmeˇnu jako vkla´da´n´ı nedeˇlitelne´ho bloku ko´du u na´soben´ı. Pro jednotlive´ prˇ´ıkazy mravence
jsem tedy vytvorˇil odpov´ıdaj´ıc´ı u´seky ko´du v jazyce brainfuck. Dalˇs´ı vy´hodou prˇ´ıstupu je
take´ to, zˇe program takto pracuje jen s jednou pameˇt’ovou bunˇkou.
Krˇ´ızˇen´ı
Prˇi krˇ´ızˇen´ı si dva jedinci vza´jemneˇ vymeˇn´ı veˇtve ze stromu˚ reprezentuj´ıc´ıch jejich chromo-
zom.
Mutace
Prˇi mutaci se vymeˇn´ı dveˇ veˇtve v ra´mci jednoho jedince. U te´to vy´meˇny je vsˇak trˇeba kon-
trolovat, zda jedna z veˇtv´ı nen´ı podmnozˇinou veˇtve druhe´, nebot’ by tak vzniknul neplatny´
strom.
Vy´sledky
Vy´sledky tohoto experimentu jsou mnohem lepsˇ´ı nezˇ v experimentech prˇedchoz´ıch. Mrave-
nec nyn´ı najde ve veˇtsˇineˇ prˇ´ıpad˚u v´ıce nezˇ polovinu potravy. Pokud potravu nerozmı´st´ıme
na´hodneˇ, ale naprˇ´ıklad tak, aby tvorˇila souvislou cestu, nalezne se bez proble´mu˚ i rˇesˇen´ı,
ktere´ najde vesˇkerou potravu.
Jak je videˇt v tabulce 6.10, je v tomto prˇ´ıpadeˇ jizˇ pr˚umeˇrna´ hodnota fitness nejlepsˇ´ıho
rˇesˇen´ı natolik vysoka´, zˇe je srovnatelna´ s obdobny´mi experimenty rˇesˇ´ıc´ımi tento proble´m.
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Tabulka 6.10: Santa Fe - experiment cˇ. 3
Max. pocˇet generac´ı 50
Pocˇet jedinc˚u 500
Krˇ´ızˇen´ı 90%
Mutace 5%
Pr˚umeˇrna´ fitness hodnota nejlepsˇ´ıho rˇesˇen´ı 45
6.4.7 Shrnut´ı
V tomto experimentu bylo doka´za´no, zˇe v jazyku brainfuck se daj´ı rˇesˇit klasicke´ u´lohy pro
geneticke´ programova´n´ı s vy´sledky, ktere´ jsou srovnatelne´ s pouzˇit´ım jiny´ch jazyk˚u. Kv˚uli
syntaxi jazyka brainfuck je vsˇak nutne´ vy´razneˇ redukovat prohleda´vany´ prostor.
Na na´sleduj´ıc´ım grafu je zna´zorneˇn opeˇt pr˚ubeˇh fitness hodnot jako v prˇedchoz´ıch
u´loha´ch. Znacˇen´ı v nadpisu je rovneˇzˇ stejne´.
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Obra´zek 6.2: U´loha rˇesˇ´ıc´ı scˇ´ıta´n´ı
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Kapitola 7
Za´veˇr
V te´to pra´ci jsem doka´zal, zˇe jazyk brainfuck lze vyuzˇ´ıt ke geneticke´mu programova´n´ı
prˇi dosazˇen´ı pomeˇrneˇ kvalitn´ıch vy´sledk˚u. Za´rovenˇ se vsˇak uka´zalo, zˇe k dosazˇen´ı takovy´ch
vy´sledk˚u jsou nutne´ velke´ za´sahy ze strany programa´tora ve formeˇ optimalizac´ı omezuj´ıc´ıch
prohleda´vany´ prostor. Pro slozˇiteˇjˇs´ı aplikace geneticke´ho programova´n´ı je tedy dle me´ho
lepsˇ´ı zvolit jiny´ jazyk.
Nevy´hody jazyka brainfuck pro geneticke´ programova´n´ı se projevily prˇedevsˇ´ım v expe-
rimentech generuj´ıc´ıch aritmeticke´ operace. Je tomu tak prˇedevsˇ´ım proto, zˇe tento jazyk
nepouzˇ´ıva´ pojmenovane´ promeˇnne´, a v chromozomu se tedy mohou jednotlive´ promeˇnne´
snadno zameˇnit, cozˇ vede k nezˇa´douc´ım vy´sledk˚um. Tento proble´m by se dal pochopitelneˇ
kompenzovat pouzˇ´ıva´n´ım r˚uzny´ch blok˚u ko´du, ktere´ by kop´ırovaly promeˇnne´ ulozˇene´ na
pevneˇ dany´ch mı´stech do jiny´ch umı´steˇn´ı a naopak. T´ım by se dosa´hlo jiste´ho ekvivalentu
pojmenova´n´ı promeˇnny´ch. Tento prˇ´ıstup mi vsˇak prˇijde zbytecˇneˇ komplikovany´.
Dalˇs´ım d˚uvodem, procˇ je jazyk brainfuck nevhodny´ pro geneticke´ programova´n´ı je to,
zˇe i drobna´ zmeˇna ko´du, naprˇ´ıklad jen jedine´ho prˇ´ıkazu, mu˚zˇe zmeˇnit program natolik,
zˇe bude prova´deˇt zcela jinou cˇinnost. To odporuje prˇedpokladu evolucˇn´ıch algoritmu˚, dle
ktere´ho by meˇli mı´t jedinci, kterˇ´ı se liˇs´ı jen minima´lneˇ podobnou hodnotu fitness. V tomto
prˇ´ıpadeˇ tomu tak vsˇak zdaleka nen´ı.
Dalˇs´ı mozˇnosti pokracˇova´n´ı v tomto te´matu vid´ım prˇedevsˇ´ım ve vytvorˇen´ı blok˚u ko´du,
ktere´ by umozˇnˇovaly vytva´rˇet i slozˇiteˇjˇs´ı algoritmy. Spojen´ım takovy´ch blok˚u a stromove´
reprezentace chromozomu by mohlo by´t mozˇne´ dosa´hnout vy´sledk˚u naprˇ´ıklad i u symbolicke´
regrese apod.
Druhou mozˇnost´ı by bylo porovnat jazyk brainfuck s dalˇs´ımi ezotericky´mi jazyky a
pomoc´ı r˚uzny´ch experiment˚u urcˇit jazyky vhodne´ pro konkre´tn´ı aplikace.
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Dodatek A
Implementace
Programova´ cˇa´st je implementova´na v jazyce C++. V na´sleduj´ıc´ı cˇa´stech budou uvedeny
pouzˇ´ıvane´ trˇ´ıdy spolu s popisem jej´ıch za´kladn´ıch funkc´ı a rovneˇzˇ pouzˇite´ mechanismy
selekce, krˇ´ızˇen´ı a mutace.
A.1 Vy´cˇtovy´ typ INTERP RET
typedef enum
{
OK = 0,
OUT_OF_BOUNDS = 1,
MAX_ITER = 2,
SYNTAX_ERR = 3,
} INTERP_RET;
Tento vy´cˇtovy´ typ slouzˇ´ı k ulozˇen´ı na´vratove´ hodnoty z interpretu. Vy´znam jednotlivy´ch
polozˇek vy´cˇtove´ho typu je na´sleduj´ıc´ı:
OK Program byl interpretem vykona´n bez proble´mu˚.
OUT OF BOUNDS Ko´d programu zp˚usobil posun ukazatele mimo hranice pameˇti.
MAX ITER Bylo dosazˇeno maxima´ln´ıho pocˇtu iterac´ı interpretu.
SYNTAX ERR V ko´du programu byla nalezena syntakticka´ chyba.
Hodnotu SYNTAX ERR interpret v˚ubec nevrac´ı, nebot’ jsou do neˇj prˇeda´va´ny jen syn-
takticky spra´vne´ programy. V tomto vy´cˇtove´m typu je sp´ıˇse pro prˇ´ıpadnou zmeˇnu na´vrhu,
kdy by se prˇeda´valy i syntakticky nespra´vne´ programy.
A.2 Struktura inOut
typedef struct inOut
{
string inString;
string outString;
} inOut;
Do te´to struktury se ukla´da´ rˇeteˇzec vstupn´ıch znak˚u spolu s odpov´ıdaj´ıc´ım rˇeteˇzcem
ocˇeka´vany´ch vy´stupn´ıch znak˚u.
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A.3 Trˇ´ıda insOuts
class insOuts
{
private:
vector<inOut> inOutArr;
public:
insOuts(unsigned int experCount);
string *getExpOut(unsigned int pos);
string *getIns(unsigned int pos);
unsigned int getCount();
};
Tato trˇ´ıda obsahuje vektor struktur inOut (viz A.2). Tento vektor obsahuje vstupy a
ocˇeka´vane´ vy´stupy pro jednotlive´ beˇhy programu.
insOuts Slouzˇ´ı k naplneˇn´ı tre´novac´ı mnozˇiny. Parametr experCount uda´va´ pocˇet
generovany´ch polozˇek vektoru, ktery´ je shodny´ s pocˇtem samostatny´ch
beˇh˚u programu.
getExpOut Vrac´ı ukazatel na rˇeteˇzec ocˇeka´vany´ch vy´stupn´ıch znak˚u. Parametr pos
urcˇuje pozici ve vektoru vstupneˇ/vy´stupn´ıch hodnot.
getIns Vrac´ı ukazatel na rˇeteˇzec vstupn´ıch znak˚u.
getCount Vra´t´ı pocˇet polozˇek vektoru tre´novac´ıch rˇeteˇzc˚u.
Funkci insOuts je mozˇne´ prˇepsat podle potrˇeb aktua´ln´ıho experimentu. Bylo by pocho-
pitelneˇ mozˇne´, a z programa´torske´ho hlediska cˇistsˇ´ı, aby parametrem te´to funkce byl odkaz
na funkci generuj´ıc´ı tento vektor, avsˇak c´ılem te´to pra´ce nen´ı vytvorˇen´ı obecny´ch trˇ´ıd pro
libovolnou implementaci, ale jen pro konkre´tn´ı prˇ´ıpad.
A.4 Trˇ´ıda treeNode
class treeNode
{
private:
treeNode *parent;
treeNode *left;
treeNode *middle;
treeNode *right;
char value;
public:
treeNode(treeNode *parentNode, unsigned int maxDepth);
treeNode(treeNode *parentNode);
treeNode *getParent();
treeNode *getLeft();
treeNode *getMiddle();
treeNode *getRight();
char getValue();
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treeNode *getTop();
void setParent(treeNode *newParent);
void setLeft(treeNode *newLeft);
void setMiddle(treeNode *newMiddle);
void setRight(treeNode *newRight);
void setValue(char newValue);
unsigned int getDepth();
void getString(string &nodeChrom);
void print();
void allNodes(vector<treeNode *> *treeNodes);
void switchChild(treeNode *oldChild, treeNode *newChild);
treeNode * copyTree(treeNode *parentNode);
bool isParent(treeNode *secondNode);
};
Tato trˇ´ıda implementuje uzel stromu reprezentuj´ıc´ıho chromozom programu.
parent Odkaz na rodicˇovsky´ uzel. U korˇenove´ho uzlu ma´ hodnotu NULL.
left Levy´ potomek. U listovy´ch uzl˚u ma´ hodnotu NULL.
middle Prostrˇedn´ı potomek
right Pravy´ potomek
value Hodnota uzlu. Mu˚zˇe naby´vat hodnot L (otocˇen´ı vlevo), R (otocˇen´ı
vpravo), M (posun doprˇedu), I (pokud je prˇed mravencem j´ıdlo), 2 (blok
dvou pohyb˚u) nebo 3 (blok trˇ´ı pohyb˚u).
getParent Vrac´ı ukazatel na rodicˇe. Funkce getLeft, getMiddle a getRight jsou po-
dobne´.
getValue Vrac´ı hodnotu uzlu.
getTop Vrac´ı ukazatel na korˇenovy´ uzel.
getDepth Vrac´ı hloubku uzlu v ra´mci stromu.
getString Vrac´ı chromozom veˇtve s korˇenem v tomto uzlu v rˇeteˇzci prˇedane´m do
funkce.
print Tiskne obsah veˇtve s korˇenem v tomto uzlu.
allNodes Napln´ı vektor vsˇemi uzly veˇtve s korˇenem v tomto uzlu.
switchChild Nahrad´ı potomka tohoto uzlu jiny´m potomkem. Vyuzˇ´ıva´ se u krˇ´ızˇen´ı a
mutace.
copyTree Vytvorˇ´ı kopii veˇtve s korˇenem v tomto uzlu a jako rodicˇe nastav´ı uzel
urcˇeny´ parametrem parentNode.
isParent Zjist´ı, zda je uzel prˇedany´ jako parametr rodicˇem (ne nutneˇ prˇ´ımy´m)
tohoto uzlu. Tato funkce je velmi d˚ulezˇita´ kv˚uli zachova´n´ı spra´vne´ struk-
tury stromu prˇi mutaci.
Funkce, jejichzˇ na´zvy zacˇ´ınaj´ı na set jsou odbobami funkc´ı zacˇ´ınaj´ıc´ıch na get, jen slouzˇ´ı
k nastaven´ı
A.5 Trˇ´ıda individual
Trˇ´ıda individual reprezentuje jedince v populaci.
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class individual
{
private:
string chromosome;
unsigned int fitness;
public:
individual(unsigned int minLength, unsigned int maxLength);
void setChromosome(string &newChromosome);
string getChromosome();
void setFitness(unsigned int newFitness);
unsigned int getFitness();
void execute(insOuts &trainSet);
void print();
void fixBrack(unsigned int fixedLeft, unsigned int maxLength);
};
chromosome Rˇeteˇzec, ktery´ obsahuje ko´d jedince.
fitness Celocˇ´ıselna´ fitness hodnota jedince
individual Konstruktor trˇ´ıdy. Parametry minLength a maxLength urcˇuj´ı mi-
nima´ln´ı, resp. maxima´ln´ı de´lku programu jedince.
setChromosome Nastaven´ı chromozomu (ko´du programu) jedince
getChromosome Vrac´ı chromozom jedince.
setFitness Nastaven´ı fitness hodnoty
getFitness Vrac´ı fitness hodnotu.
execute Spust´ı chromozom v interpretu a na´sledneˇ jedinci prˇiˇrad´ı fitness
hodnotu. Parametr trainSet obsahuje vstupy a vy´stupy jednot-
livy´ch beˇh˚u programu (viz A.3).
print Vytiskne chromozom a fitness hodnotu.
fixBrack Uprav´ı ko´d programu tak, aby byly vsˇechny za´vorky spa´rovane´.
Parametr fixedLeft urcˇuje pocˇet nemeˇnny´ch znak˚u na leve´ straneˇ
chromozomu.
A.6 Trˇ´ıda generation
Trˇ´ıda generation zastupuje generaci jedinc˚u.
class generation
{
private:
vector<individual> individuals;
public:
generation(%dodeˇlat
bool firstGen, unsigned int indivCount, unsigned int minLength,
unsigned int maxLength);
void evalIndividuals(insOuts &trainSet);
individual * selectIndiv(unsigned int tourMembers);
void pushIndiv(individual &newIndiv);
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unsigned int getIndivCount();
void crossOver(unsigned int crossPercent, unsigned int fixedLeft,
unsigned int fixedRight, unsigned int maxLength);
void mutation(unsigned int mutatePercent, unsigned int fixedLeft,
unsigned int fixedRight, unsigned int maxLength);
void printStat();
individual & getBestIndiv();
};
individuals Vektor jedinc˚u, kterˇ´ı patrˇ´ı do dane´ generace.
generation Konstruktor generace. Parametr indivCount urcˇuje pocˇet jedinc˚u
v generaci. Hodnoty minLength a maxLength uda´vaj´ı minima´ln´ı
a maxima´ln´ı de´lku chromozomu jedince.
evalIndividuals Odesˇle do interpretu postupneˇ vsˇechny jedince v generaci a
na´sledneˇ je vyhodnot´ı pomoc´ı fitness funkce.
selectIndiv Vybere jedince pomoc´ı turnajove´ metody. Parametr tourMembers
urcˇuje pocˇet u´cˇastn´ık˚u turnaje.
pushIndiv Prˇida´ jedince do vektoru jedinc˚u aktua´ln´ı generace.
getIndivCount Vrac´ı pocˇet jedinc˚u v generaci.
crossOver Provede krˇ´ızˇen´ı jedinc˚u v generaci. Parametr crossPercent urcˇuje
procentua´ln´ı sˇanci krˇ´ızˇen´ı. Ostatn´ı parametry maj´ı stejny´ vy´znam
jako v prˇedchoz´ıch prˇ´ıpadech.
mutation Provede mutaci jedinc˚u v generaci. Parametry maj´ı stejny´ vy´znam
jako u krˇ´ızˇen´ı.
printStat Vytiskne pr˚umeˇrnou fitness hodnotu cele´ generace a nejlepsˇ´ıho
jedince.
getBestIndiv Vrac´ı jedince v generaci, ktery´ ma´ podle fitness funkce nejvysˇsˇ´ı
ohodnocen´ı.
A.7 Trˇ´ıda experiment
Trˇ´ıda generation zastupuje generaci jedinc˚u.
class experiment
{
private:
unsigned int chMaxLength;
generation *actGen;
generation *nextGen;
unsigned int mutation;
unsigned int cross;
unsigned int tourMembers;
insOuts *trainSet;
void nextGener();
public:
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experiment(unsigned int indivCount, unsigned int trainSets,
unsigned int minLength, unsigned int maxLength,
unsigned int initCross, unsigned int initMutation,
unsigned int initTourMembers);
void start();
};
chMaxLength Maxima´ln´ı de´lka chromozomu.
actGen Ukazatel na aktua´ln´ı generaci
nextGen Ukazatel na na´sleduj´ıc´ı generaci
mutation Procentua´ln´ı pravdeˇpodobnost mutace
cross Procentua´ln´ı pravdeˇpodobnost krˇ´ızˇen´ı
tourMembers Pocˇet u´cˇastn´ıku turnaje prˇi selekci
trainSet Ukazatel na tre´novac´ı mnozˇinu pro experiment (viz A.3).
nextGener Pomoc´ı mechanismu˚ selekce, krˇ´ızˇen´ı a mutace vytvorˇ´ı na´sleduj´ıc´ı
generaci.
experiment Konstruktor experimentu. Vy´znam parametr˚u je stejny´ jako
v prˇedchoz´ıch prˇ´ıpadech.
start Spust´ı experiment.
A.8 Funkce generateChromosome
void generateChromosome(string &chromosome, unsigned int minLength,
unsigned int maxLength);
Tato funkce slouzˇ´ı ke generova´n´ı chromozomu˚. Je vola´na z konstruktoru trˇ´ıdy individual
(viz A.5). Tuto funkci lze tedy prˇepsat tak, aby byla pro rˇesˇeny´ proble´m co nejvhodneˇjˇs´ı.
Naprˇ´ıklad je mozˇne´ urcˇit prˇ´ıkazy na leve´ a prave´ straneˇ pouzˇ´ıvane´ k nacˇten´ı a vy´pisu
hodnot, ktere´ budou obsahovat vsˇechny chromozomy a omezit tak prohleda´vany´ prostor.
A.8.1 Parametry
chromosome Chromozom jedince
minLength Minima´ln´ı de´lka chromozomu
maxLength Maxima´ln´ı de´lka chromozomu
A.9 Funkce fixBrackets
V te´to funkci se chromozom upravuje tak, aby byly vsˇechny za´vorky spa´rova´ny. Chromozom
obsahuj´ıc´ı leve´ nebo prave´ hranate´ za´vorky bez prˇ´ıslusˇny´ch proteˇjˇsk˚u totizˇ nen´ı syntakticky
spra´vny´ a nen´ı tedy platny´m chromozomem.
A.9.1 Parametry
void fixBrackets(string &chromosome, unsigned int fixedLeft,
unsigned int maxLength);
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chromosome Chromozom jedince
fixedLeft Pocˇet pevny´ch znak˚u na leve´ straneˇ jedince
maxLength Maxima´ln´ı de´lka chromozomu
A.10 Funkce expInsOuts
U´cˇelem te´to funkce je vygenerova´n´ı vstup˚u a ocˇeka´vany´ch vy´stup˚u pro jeden beˇh programu.
Opakovany´m vola´n´ım te´to funkce lze tedy vytvorˇit celou tre´novac´ı mnozˇinu ulozˇenou v ob-
jektu trˇ´ıdy insOuts (viz A.3).
void expInsOuts(string &ins, string &outs);
A.10.1 Parametry
ins Rˇeteˇzec vstup˚u
outs Rˇeteˇzec vy´stup˚u
A.11 Funkce evalFitness
Tato funkce pocˇ´ıta´ fitness hodnotu jedince. Dı´ky znacˇne´mu pocˇtu vstupn´ıch parametr˚u je
mozˇne´ tuto hodnotu pocˇ´ıtat podle r˚uzny´ch krite´ri´ı.
int evalFitness(string &genOut, string &expOut, int inputsDiff,
INTERP_RET status, string &chromosome);
A.11.1 Parametry
genOut Rˇeteˇzec obsahuj´ıc´ı vy´stup generovany´ programem jedince
expOut Ocˇeka´vany´ vy´stup
inputsDiff Rozd´ıl mezi pocˇtem vstup˚u vyzˇadovany´ch programem jedince a
skutecˇny´m pocˇtem vstup˚u
status Na´vratovy´ stav interpretu
chromosome Chromozom jedince
A.12 Funkce interp
Tato funkce prova´d´ı interpretaci programu, poskytuje mu potrˇebne´ vstupn´ı hodnoty a
ukla´da´ vy´stupn´ı hodnoty pro pozdeˇjˇs´ı vy´pocˇet hodnoty fitness funkce. Mozˇne´ na´vratove´
hodnoty te´to funkce naleznete v cˇa´sti A.1.
INTERP_RET interp(string &prog, string &inarr, string &genOut, int *inDiff);
A.12.1 Parametry
prog Rˇeteˇzec obsahuj´ıc´ı program, ktery´ se ma´ interpretovat.
inarr Rˇeteˇzec vstupn´ıch znak˚u
genOut Rˇeteˇzec pro ulozˇen´ı vy´stupn´ıch znak˚u
inDiff Promeˇnna´ pro ulozˇen´ı rozd´ılu pozˇadovany´ch vstup˚u a skutecˇny´ch
vstup˚u
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