Abstract-In this paper, we present a new method, called multiview fuzzy querying, which permits to query incomplete, imprecise and heterogeneously structured data stored in a relational database. This method has been implemented in the MIEL software. MIEL is used to query the Sym'Previus database which gathers information about the behavior of pathogenic germs in food products. In this database, data are incomplete because information about all possible food products and all possible germs is not available; data are heterogeneous because they come from various sources (scientific bibliography, industrial data, etc); data may be imprecise because of the complexity of the underlying biological processes that are involved. To deal with heterogeneity, MIEL queries the database through several views simultaneously. To query incomplete data, MIEL proposes to use a fuzzy set, expressing the query preferences of the user. Fuzzy sets may be defined on a hierarchized domain of values, called an ontology (values of the domain are connected using the a kind of semantic link). MIEL also proposes two optional functionalities to help the user query the database: i) MIEL can use the ontology to enlarge the querying in order to retrieve the nearest data corresponding to the selection criteria; and ii) MIEL proposes fuzzy completion rules to help the user formulate his/her query. To query imprecise data stored in the database with fuzzy selection criteria, MIEL uses fuzzy pattern matching.
I. INTRODUCTION
O UR TEAM is involved in a national project, called Sym'Previus, which aims at building a tool to help experts in the field of predictive microbiology. This tool is composed of two subsystems: 1) a database which gathers knowledge about the behavior of pathogenic germs in food products; and 2) a simulation tool. This paper is dedicated to the database subsystem. Knowledge stored in this database is characterized by several specific properties: Information is incomplete, imprecise and weakly structured. Information is incomplete by nature because the database will never contain information about all the possible food products and all the possible pathogenic germs. It is imprecise because of the complexity of the biological processes involved. It is weakly structured because the information comes from heterogeneous sources (bibliographical sources, industrial data, ) and because the knowledge about predictive microbiology, which is still a field of research, is evolving rapidly. Together with our partners at the Sym'Previus project, we have designed a relational database to store the data. Due to the heterogeneity of the data, the database schema is complex.
In this paper, we propose a new system to query a relational database which retrieves the most relevant heterogeneously structured information according to the selection criteria of the query. We have made the choice first to query the database using fuzzy values expressing the user's preferences and on the other hand to represent imprecise data stored in the database as possibility distributions (see Section II). In this context, the central point of our work is to propose a way of helping any user to make a fuzzy query to be performed on a complex database schema. This is achieved by the concept of multiview fuzzy query. This notion is an extension of the classical view concept in databases, i.e., a virtual table: 1) which hides the complexity of the schema from the user, and 2) in which all the information needed by the user is brought together. The query is multiview because the fuzzy query is processed simultaneously in several views in order to take into account the heterogeneity of the database structure. This query is fuzzy because the selection criteria are expressed as fuzzy predicates as in [1] and [2] . An important specificity of our fuzzy query language is that the selection criteria may be defined on domains where values are partially ordered according to the "a kind of" relation. We call such a domain, an ontology.
Five original advantages are provided by this multiview fuzzy query system and are listed in the following. As we said previously, the engine is able to • process the fuzzy query in several views to retrieve information heterogeneously structured in the database; • define precisely preferences expressed as fuzzy sets by the user on ontologies. To do that, we propose an unambiguous semantics and definitions of a fuzzy set defined on an ontology. The engine provides additional optional assistance to the user to make a fuzzy query • a query completion with pertinent values thanks to a rule base; • an automatic enlargement of the user's preferences using ontologies to retrieve additional pertinent information. The fifth advantage is that the engine is able to scan all existing relational database management system (RDBMSs) which im-plement the standard query language (SQL), unlike previous systems which depend on a given RDBMS (see Section IV).
Section II presents the querying language and the semantics of fuzzy sets defined on an ontology. Section III describes the fuzzy query processing. Section IV gives some details about the implementation of the engine and the knowledge base associated with it. We conclude this paper and give the perspectives of this work in Section V.
II. FUZZY QUERYING LANGUAGE
Our work can be related to two types of works. In a first category of study, the fuzzy set framework has been shown to be a sound scientific choice to model flexible queries [3] . It is a natural way of representing the notion of preference using a gradual scale. In [4] , the semantics of a language called SQLf has been proposed to extend the well-known SQL language by introducing fuzzy predicates processed on crisp information. Two kinds of fuzzy quantifiers which permit to define aggregated concepts, have been proposed [5] - [8] , [4] , [9] , and have been incorporated in SQLf. The first kind of quantifier applies to a set of horizontal values, i.e., issued from a same tuple by several fuzzy predicates. The second kind of quantifier refers to a set of vertical values, i.e., issued from various tuples by the same fuzzy predicate. Fuzzy quantifiers can be seen as a kind of "multiviews" approach: they permit to define, in a fuzzy query, selection criteria using aggregated concepts. Two main strategies have been proposed to implement the evaluation of the fuzzy query [10] : i) the first one, called derivation, assumes that a threshold is associated with the fuzzy query in order to retrieve its -level cut [11] , [12] ; and ii) the second strategy rests on two steps: firstly, the breakdown of the query into elementary operations and secondly, the evaluation of elementary operations by means of specific algorithms [10] , [13] , [14] , [1] . We did not focus on works studying the first strategy because they only retrieve a -level cut, losing graduality in the response. Using the second strategy, the FQUERY97 system described in [1] has been implemented under the Microsoft Access graphical environment. Answers are ordered according to a matching degree which is a result of the comparison between fuzzy predicates and crisp values. Reference [14] proposes a querying system using a comparison process where fuzzy logic is used to generalize equality to similarity. In a second category of works, the fuzzy set framework has also been proposed to represent imprecise values by means of possibility distributions [15] . Several authors have developed this approach in the context of databases [16] - [21] . The FSQL system prototype presented in [2] has been developed in the Oracle 7 RDBMS. The imprecise information represented as possibility distribution is stored in standard tables. The user has to write a fuzzy query using the FSQL language. This query is then translated once only into a standard SQL query that calls on functions provided by the FSQL system to compute the degrees of matching.
In the previous works which propose fuzzy querying systems such as FSQL or FQUERY97, the user has to build himself the query flexibility; for instance, in FSQL, the user has to specify in his/her query whether he/she is using a fuzzy join or a standard one. Those systems are more or less aimed at computer science specialists. As we mentioned in the introduction, the aim of our system is to help any user to make a fuzzy query against a complex database schema. In the definition of our fuzzy querying language in II.A, we propose two original specificities.
• In order to manage the search in an heterogeneous schema, the querying language permits the processing of a fuzzy query in several views (our aim is to retrieve from different views, similar pieces of information in terms of relational structure which is different from using fuzzy quantifiers, presented in this section, which only act on the selection criteria).
•
In order to obtain an automatic enlargement of the querying, the querying language permits the use of similarity relationships calculated on the domain of values (we compare our approach to that of [14] at the end of Section III-C2). To the best of our knowledge, the works in our bibliography about the use of fuzzy sets in databases do not particularly study fuzzy sets defined on a hierarchized domain of values. Therefore, we propose in Section II-B two original definitions of fuzzy sets (intentional and extensional) defined on a hierarchized domain of values.
A. Language Definition
The queries are expressed in terms of a set of views and a set of conjunctive selection criteria of the form attribute/value. A list of projection attributes is expressed in each view (which is a classic concept in databases, i.e., a virtual table in which all the information needed by the user is brought together). are the projection attributes in are triples defining the selection criteria common to ; , respectively, define the maximum number of tuples and the minimum degree of matching of each tuple in the result . The triples defining the selection criteria have the following meaning:
• is a selection attribute common to and is the value associated with the selection attribute . is a fuzzy set on the underlying domain . Its membership function is defined by . We distinguish two kinds of fuzzy sets depending on the underlying domain of the attribute (numeric or symbolic). Two examples of fuzzy sets are given in Fig. 1 .
• is a Boolean value specifying to the engine whether the fuzzy set may be enlarged or not (see Section III-C The result of the query is a set of fuzzy sets. Each of those fuzzy sets is defined on the Cartesian product of the attributes of a given view. In each fuzzy set, each element is a tuple composed of couples attribute value . Tuples are ordered according to a relevance degree rd which will be defined in Section III-A2. A part of an answer corresponding to the view OneFactorExperience, associated with the example of query defined above, is given in Table I . Note that the attribute pH is an imprecise value stored in the database and represented as an interval in two columns min and max. For each selection attribute, the user may authorize the system to enlarge his/her preferences. This enlargement corresponds to a generalization of his/her preferences. For instance, in the previous example , if the triplet Substrate Substrate Preferences false is replaced by Substrate Substrate Preferences true , the system enlarges the fuzzy set Substrate Preferences by using a fuzzy tolerance coefficient stored in the knowledge base (see Section III-C1). The three data in Table I still appear in the result of the query with enlargement. In addition, a new tuple appears in the answer:
Substrate Milk for consumption Germ Listeria Factor Temperature ResponseType Temporal cinetic . Detail about the computation of the enlargement is given in Section III-C.
B. Semantic Definition of a Fuzzy Set Defined on an Ontology
In our system, a fuzzy set may be interpreted, either, with a semantics of preference when it is associated with a selection attribute in a query, or, with a semantics of an imprecise datum when it is stored in the database. We suppose that attributes of the database may be defined on two kinds of domains: Symbolic domains which are called ontologies in the following, and numerical domains. An ontology represents the a kind of semantic relationship between values (see Definition 3). In this section, we define the semantics of a fuzzy set in intention and then its membership function on the entire ontology which we call fuzzy set in extension.
Definition 3: An ontology is defined as a set of values, partially ordered by a kind of relation and checking the properties of a lattice (each couple of values has a unique smallest generalization and a unique greatest specialization). Fig. 2 presents a part of the ontology defined for the values taken by the attribute Substrate in our database.
Remark: "Flat" symbolic domains, which are composed of unordered values are considered as a particular case of ontology where no value is comparable to another one (according to the a kind of relation).
Notation: For any fuzzy set defined on , and , the membership function of , we note support and kernel . Definition 4: A fuzzy set is called fuzzy set in intention if it is defined on a domain of values which is a subset of values belonging to the ontology . For all couples of values and belonging to support , with more specific than , the underlying semantics is defined as follows: given , the membership function of
• represents a semantics of restriction for compared to ; • the opposite case represents a semantics of reinforcement for compared to . The fuzzy set Substrate Preferences in Fig. 1 is an example of fuzzy set in intention for the attribute Substrate. It is also noted: Substrate Preferences Fresh Cheese Cheese Soft Cheese. If the fuzzy set Substrate Preferences is interpreted with a semantics of preferences, it means that the user is interested in cheese and implicitly in all subtypes of cheese found in the ontology. Moreover, the user is first interested in fresh cheese, and among the other cheeses, he/she is less interested in soft cheese. The same kind of semantic interpre- tation, concerning the comparison of membership degrees between values which are comparable, 1 may be done if the fuzzy set stands for an imprecise value stored in the database.
The transformation of the fuzzy set in intention into a fuzzy set in extension is realized using the following definition.
Definition 5: , fuzzy set in extension associated with , is defined on the entire set of values belonging to the ontology . Given a value , the membership function of is deduced from that of by the following rules.
• We call the set of the smallest values belonging to support less specific than and not comparable. 2 If is not empty and -if the fuzzy set expresses preferences, then the degree of preference associated with c must be at least equal to the degree of preference associated with each element of the list , and we define ; -if the fuzzy set expresses an imprecise datum, then c cannot have a degree of possibility greater than each 1 According to the a kind of relation 2 Using the partial order induced by the relation a kind of of those associated with , and we define .
• Otherwise, .
According to this definition, the fuzzy set in extension corresponding to Substrate Preferences (see Fig. 1 ) is shown on the ontology in Fig. 3 .
Remark: The querying language defined in Section II-A handles the new concept of fuzzy set on ontologies.
III. FUZZY QUERY PROCESSING
As already mentioned in the introduction, the central point of our work is to propose ways of helping any user to query incomplete, heterogeneously structured and imprecise information. Cooperative behaviors to assist the user in querying systems have already been widely studied in the field of databases and artificial intelligence (see [22] and [23] ). Different classes of cooperative answering have been proposed to be incorporated in a querying system (completive, suggestive, intentional, incomplete, conditional, etc). In the field of fuzzy querying, we pro-pose two cooperative behaviors according to the order of system processing.
• First, the engine may use rules (see Section III-B) which allow the user to complement the query with pertinent values.
• Second, the engine may use ontologies (see Section III-C) to enlarge the user's preferences in order to retrieve additional answers which correspond to a generalization of his/her preferences. We first explain in Section III-A the standard fuzzy query processing without using those two cooperative behaviors which will be presented in the following two sections.
A. Processing
Starting from the MIEL query, the engine has to translate it into a standard SQL query to be able to execute it on a standard RDBMS. In the following, we shortly present the five steps processed to do that.
•
Step 1) Defuzzification of the fuzzy values associated with the selection attributes (determination of the list of values which belong to the support of the fuzzy set).
•
Step 2) Prewritten SQL query completion with the values generated by the previous step.
Step 3) SQL query submission to a standard relational database management system (ORACLE in the present version).
Step 4) Calculation of the relevance degree associated with each tuple retrieved by the relational database management system. •
Step 5) Tuples sorting according to the relevance degree. In the calculation of the relevance degree step, firstly the engine has to compare selection attribute values and attribute values stored in the database which may be both represented as fuzzy values (see Section III-A1); secondly the engine aggregates those elementary comparisons to provide the relevance degree associated with each tuple (see Section III-A2).
1) Comparison Between Fuzzy Values:
The engine has to compare fuzzy values in two different steps of its processing: step 1) for the comparison between selection attribute values and attribute values stored in the database to determine the closest tuples; step 2) for the comparison between selection attributes values of the query and head of rules if the user asked for a query completion (as we will see in Section III-B3). We can distinguish, at least, two families of approaches to compare fuzzy values. In the first one [24] , [13] , [14] , a measure is proposed to evaluate how close to each other two fuzzy representations are, taking into account similarity relations. In the second one, a measure is used to evaluate the possibility and necessity degrees of equality between a fuzzy value and a requirement (which may also be fuzzy) [25] , [17] . [26] proposed an extension of fuzzy pattern matching which integrates similarity relations. In our engine, we have chosen the measure proposed in [26] belonging to the second family of approaches because in the comparison steps of our processing, we need to compare a fuzzy value (attribute values stored in the tuples of the database in step 1, selection attribute values of the query in step 2) to a requirement (selection attribute values of the query in step 1, head of rules in step 2).
Remark:
Comparing fuzzy values defined on a symbolic domain, the engine must transform the fuzzy values defined on a part of the ontology (which are given in intention) into fuzzy sets defined in extension.
Definition 6: Given a fuzzy set which represents a requirement and a fuzzy set which represents a fuzzy value, we consider and which are the corresponding fuzzy sets in extension. Given and , respectively, the degrees of possibility and necessity as defined in [26] , we call RM, the ressemblance measure defined as follows:
2) Computation of the Relevance Degree: The engine aggregates elementary comparisons, presented in the previous section, to provide the relevance degree associated with each tuple, as follows.
Definition 7: is defined as the value associated with the attribute corresponding to the tuple stored in the database. This value may be precise or imprecise.
As is a conjunctive query, the ressemblance measures obtained for each selection attribute compared to tuple , noted and defined in Section III-A1, are aggregated using a min operator.
Definition 8: being the set of selection attributes of query , tuples are ordered according to a relevance degree rd defined as follows:
B. Rules
We present in this section the query completion mechanism using rules. We first define the semantics provided by a rule in Section III-B1. Rule validation and rule completion are presented in the two following sections.
1) Rule Definition: Rules, which are application dependent, have to be defined by an expert of the domain. In our microbiological application, they have been determined thanks to bibliographical sources independent from the database. Each rule is composed of: i) a head which determines which category of data is concerned by the rule, and ii) a body which permits to complement a query for a given selection criterium: The body contains a list of pertinent values to be scanned in the database for this selection criterium.
Here is one example of a rule used by our system in the field of microbiology:
has for Head Substrate Cheese , and for Body Germ Listeria monocytogenes Salmonella Escherichia coli Clostridium botulinum Staphylococus aureus Shigella Brucella spp. . Since an ontology of the domain is available for both attributes Substrate and Germ, it means that the fuzzy sets are defined here in intention. This rule has been extracted from a bibliographical source (see [27] ). The order relation provided by the fuzzy set structure is used here to represent decreasing degrees of importance (frequency of appearance in the context of the application) and it means that: Listeria monocytogenes, Salmonella, and Escherichia coli are frequent hazards in cheese; Clostridium botulinum and Staphylococus aureus have difficulties surviving but have been encountered; cases of contamination involving Shigella and Brucella spp have been encountered but are very rare.
A query, which satisfies the selection criteria of the head of a rule, may be complemented with the body of that rule. The complemented query is therefore more constrained than before. It provides three advantages: i) there is a great chance that the user will retrieve fewer answers to analyze, ii) answers are meaningful because the additional constraint provided by the rule is the expression of expert knowledge, and iii) the user can focus on the first answers because they are sorted according to decreasing degrees of importance as specified by the expert who wrote the rule.
Definition 9: A rule, denoted , is defined as a couple Head Body where the following is true.
• Head is defined as a set of conjunctive atomic fuzzy predicates defined as couples . is a selection attribute. , defined as a fuzzy set, is the value associated with .
• Body is the list of pertinent values for selection criteria.
It is a set of couples . is a selection attribute. is a fuzzy set representing pertinent values. In the knowledge base of the engine, rules are associated with the views available in the querying system. For example, the rule is associated with the two views OneFactorExperience and TwoFactorExperience.
Definition 10: Given a view is the list of rules associated with . Before being used for query completion (see Section III-B3), those rules are first validated (see Section III-B2).
2) Rule Validation: As the knowledge included in rules is independent from that stored in the database, rule validation by the database is useful. When a rule is proposed by the system to the user to complement his/her query, it is important to inform him/her if data corresponding to this rule are available in the database.
This validation is, of course, not computed every time a query is processed but every time the rule base or the database is updated.
Definition 11: A rule is validated by the database through the view if there exist data which, with a degree strictly positive, simultaneously match the head and the body of . This rule is called n-validated through the view . For example, the rule given previously is 1-validated by the following datum obtained through the view OneFactorExperience:
Substrate Pressed cheese Germ Listeria monocytogenes . Remark 1: The -validation calculus of rule through a view can be considered as a particular case of query we defined in Section II-A.
being the head of and being the body of , the query , processing the -validation of rule through a view , can be written: false false false false . Remark 2: As the database is supposed to be incomplete by nature, rule validation by the database is an interesting tool for the database manager to determine the lack of information in it.
3) Query Completion: When a user has begun to associate values with one (or more) selection attribute(s) of his/her query, it can be useful to propose pertinent values for the other selection attributes using rules presented in the previous section. As already mentionned in Section III-A1, to determine if a rule is applicable to complement a query , the head of is considered as a requirement which must be checked by the selection criteria of . As the selection criteria of query are conjunctive and the head of rule are all together composed of couples (attribute, value) also conjunctive, the relevance degree defined in Section III-A2 may also be used to check this requirement. . If the user asks for the query completion processing, the rule (given in Section III-B1) will be considered applicable. If the user decides to apply it, the query will be complemented with the following selection attribute: Germ Listeria monocytogenes Salmonella Escherichia coli Clostridium botulinum Staphylococus aureus Shigella Brucella spp. . Rules allow to control the query completion using expert knowledge to focus the scanning on "well-known" combinations of values for selection criteria (Substrate and Germ for example). It is useful for users who are not experts of the application domain.
C. Query Enlargement With Ontologies
The query enlargement provides the user with a mechanism to evaluate automatically the mass of pertinent information available in the database which is close to his/her interest. In the MIEL query language, (see Definition 1 of Section II-A), the user may specify, for each selection attribute, whether the engine is authorized to enlarge his/her preferences using similarity relations. The case of attributes defined on numerical domains has already been studied in [26] . In our system, this mechanism has been especially studied for attributes defined on an ontology. We present in Section III-C1 the similarity relation we have defined on ontologies and in Section III-C2 the preferences enlargement calculus realized thanks to this similarity relation.
1) Similarity Relation:
The query enlargement calculates a controlled generalization of the fuzzy set associated with a given selection criterium. By controlled generalization, we mean that the values added to the fuzzy set are pertinent values in the application context.
In this processing, the main difficulty is to be able to take into account the degree of generalization corresponding to this enlargement. For example, we want to enlarge the fuzzy set Substrate Preferences shown in Fig. 1 using the ontology presented in Fig. 2 . We would like to consider that the degree of generalization between the value Cheese and the value Milk and Milk product is not the same as that between the value Milk and Milk product and the value Animal food and animal products: The first one concerns milk products which have a similar behavior with microorganizms, the second one groups together product families which have unsimilar behaviors with microorganizms (eggs, meat, and milk).
In the following, we propose a solution to take into account this degree of generalization in our system.
Notation: Given an ontology means that is more specific than .
Definition 13: Given an ontology with is called a father of iff there is no such that . The degree of generalization between values is defined by an expert and provided to the engine by means of the following function DG.
Definition 14: Given an ontology , DG is the partial function defined from to for all couples of values such that is a father of .
For example, Cheese, Milk, and milk product and Milk and milk product, Animal food and animal products . The greatest is, the most general the link between and is.
We drew upon the work of [28] to build a distance function between any couple of values belonging to the ontology . To do that, we need first to introduce the notions of path and path distance between couples of values which are comparable.
Definition 15: Given an ontology , given two values with , we call path from to , the set composed of values such that is is a father of and is with . Definition 16: Given an ontology , given two values with , given a path from to , we call , the distance between and associated with the path .
is defined as follows:
Definition 17: Given an ontology , given two values , we call the semantic distance between and defined as follows:
• if , then ; • if and are comparable, (we suppose ), given the set of all the paths from to ; • otherwise, given , the more specific value which generalizes and . We drew upon the work of [26] to build a similarity relation between any couple of values belonging to the ontology .
Definition 18:
Given an ontology and a semantic distance SD on , we call SR, the similarity relation defined as follows:
For example, if we suppose that and Cheese, Milk, and milk product Milk and milk product, Animal food and animal product , and Cheese, Animal food, and animal product . In the query enlargement process which uses the similarity relation, the example means that if the user has specified a Milk and milk product (or any more specific value), then the engine does not enlarge to Animal food and animal product which is considered as too general.
2) Enlargement Calculus: We also drew upon the work of [26] to compute the enlargement of a fuzzy set using the similarity relation defined previously.
Definition 19: Given a similarity relation SR defined on , given a fuzzy set in intention defined on a subset of and its corresponding fuzzy set in extension defined on , we call , the enlarged fuzzy set in extension, defined as follows:
According to this definition, the enlarged fuzzy set in extension corresponding to Substrate Preferences (showed in Fig. 1 ), taking into account the degrees of generalization shown in Fig. 4 Animal food or animal products eggs or egg products Meat or meat products. We can make two remarks on this way of enlarging a fuzzy set.
• The fuzzy set is enlarged to the nearest more general values (Milk and milk products in the example). But it does not guarantee that all the more specific values associated with those nearest more general values are also included in the fuzzy set. It depends on the values chosen for the parameters and of the similarity relation. This first remark reveals a slight contradiction with our way of defining a fuzzy set on the ontology: when a value belongs to a fuzzy set in intention, all the more specific values are intended to belong to the corresponding fuzzy set in extension.
• Given two new values and added to the fuzzy set due to the enlargement process, with more specific than (Milk and milk products and Milk for consumption in the example), the membership degree of is inferior to the one of by construction. This second remark again reveals a slight contradiction with the semantics we gave to fuzzy sets defined on the ontology (Definition 4). If we interpret the fuzzy set with a semantics of preference according to Definition 4, the membership degree of inferior to the one of means that we are first interested in (Milk and milk products in the example) and then in (Milk for consumption in the example). We do not want to give this semantics to the enlargement process.
Those two remarks show that there are two major drawbacks to a direct application of this fuzzy set enlargement definition. We propose to adapt it in the following way. First, we have to determine the list of values belonging to the ontology which are more general than those of the support of the fuzzy set in extension (called ). Second, we calculate, for each value of , its membership degree to the enlarged fuzzy set using the formula of Definition 19. Third, for each other value of the ontology which does not belong to nor to support , we determine its membership degree to the enlarged fuzzy set using similar rules as those given in the definition of a fuzzy set in extension (see Definition 5) .
Definition 20: Given a similarity relation SR defined on , given a fuzzy set in intention defined on a subset of and its corresponding fuzzy set in extension defined on , we call , the list of more general values defined as follows: if support and support with more general than .
According to this definition, the list of more general values corresponding to the fuzzy set Substrate Preferences in Fig. 1 is:
Milk and milk products Animal food, or animal products . Remark: In a fuzzy set in intention expressing preferences, values associated with a membership degree of zero must be excluded from the database scanning. For example, in the fuzzy set in intention Substrate Preferences Cheese Soft Cheese Camembert, Soft
Cheese and more specific values except Camembert must be excluded from the scanning. In the enlargement process, selection criteria have to be relaxed and we choose to authorize also the scanning to those kinds of values. In the example of the fuzzy set in intention Substrate Preferences , the value Soft Cheese belongs to and is candidate to belong to the support of the enlarged fuzzy set.
Definition 21: Given a similarity relation SR defined on , given a fuzzy set in intention defined on a subset of and its corresponding fuzzy set in extension defined on , we call , the enlarged fuzzy set in extension, calculated as follows.
Step 1) such that support
•
Step 2) support . -If the set , composed of the smallest values more general than and not comparable, 3 is not empty -Otherwise, . According to this new definition, the enlarged fuzzy set in extension corresponding to Substrate Preferences (shown in Fig. 1 ), taking into account the degrees of generalization (shown in Fig. 4) Animal food or animal products eggs or egg products Meat or meat products. The use of similarity relations for attributes defined on a discrete domain has already been proposed in [14] . The objective was quite different: [14] meant to evaluate the degree of membership of an object, described by a set of attributes, to a set of hierarchised classes. In this approach, the relevance of an attribute A to a class C takes into account a degree of inclusion of A in the set of allowed values that a member of C may take for A. This degree of inclusion considers not only the equality but futhermore the similarity of values provided by similarity matrices defined for each domain of discrete values. In our work, first, we develop this approach in another context: We want to generalize a fuzzy set which represents preferences in a query and whose domain of values is hierarchized as seen in the definition of an ontology (see Definition 3). Second, we improve the approach of [14] in the sense that we define how the similarity matrices are obtained from the ontologies.
IV. IMPLEMENTATION
Our laboratory is engaged in a national project which brings together government institutions and industry to build a tool for the analysis of microbiological risks in food products. This tool will include databases and a suitable information retrieval system available on the Internet. We have built a software, called MIEL, 4 written in Java language which interacts with RDBMS databases (more precisely Microsoft Access and Oracle databases in the context of the application). A MIEL query is executed using a three-tier process architecture. This architecture has been designed to minimize the data transfers between the user desktop and the MIEL server. First, the MIEL Java client applet running under a usual Web browser implements the graphical user interface. Second, the MIEL 4 Acronym for the French translation of Enlarged Querying Engine. Java server process running under a RMI (Remote Method Invocation) server implements all the calculus realized by the engine (query completion using rules, query enlargement, database scanning). Third, the RDBMS server belonging to the local area network of the MIEL Java server process executes the SQL queries. The MIEL software is completely generic: It is RDBMS-independent and application-independent. a) RDBMS-Independence: Previous fuzzy query engines as FSQL and FQUERY are RDBMS dependent because they have been designed as internal extensions of the chosen RDBMS (respectively, Oracle and Microsoft Access). On the contrary, the MIEL engine has been designed as a three-tier architecture. For this reason, it is easy to combine, in two different instances of this architecture, the MIEL java server with two different RDBMS. We have experimented it with Oracle and Microsoft Access.
b) Application-Independence: All the application-dependent information is stored in the knowledge base. It is composed of a set of relational tables stored in the RDBMS database which contains the knowledge used by the engine and presented in the previous sections.
We present in the following an example of graphical user interface developed for the application in microbiology interacting with MIEL. Two steps of interaction with the GUI to execute a query are presented. Fig. 5 shows the edition of the fuzzy set Substrate Preferences shown in Fig. 1 ; words are in French because ontologies available for the current application are in French. Fig. 6 presents a sublist of projection attributes belonging to the answers retrieved by the MIEL server and sorted according to their degree of adequation to the selection criteria ( Substrate Preferences and list of microorganisms obtained by the query completion). 
V. CONCLUSION
In this paper, we have introduced the concept of multiview fuzzy query. Using this query, the user has only to specify his/her fuzzy preferences: the system facilitates the expression of a fuzzy query in a complex schema structure. First, the MIEL scans the database through several views simultaneously. Second, the engine uses a clear definition of fuzzy sets whose domain of values are ontologies. Third, it proposes two mechanisms to help the user to adapt his/her preferences: i) query completion using expert fuzzy rules and ii) preferences enlargement using ontologies. MIEL has been implemented in Java technology to be available on the Internet. MIEL can be coupled with any RDBMS of the market. It is currently used in a French national project, grouping together food industry partners, to query a database in the field of microbiology.
Concerning the storage and querying of heterogeneously data and due to the fact that it is expensive to modify the structure of a relational database (structure updating, data migration, GUI updating), it is preferable to release a new version of the relational schema with a significant periodicity (every three years for example). As a matter of fact, we are currently working on a unified fuzzy querying system that simultaneously scans two separate bases (see [29] ): A relational database containing the more structured information and a conceptual graph knowledge base containing the pieces of information that do not fit the structure of the relational database.
Other immediate prospects of our work are presented in the following. First, we want to use the MIEL engine to scan simultaneously our database and the Com'Base database (another database in microbiology). Vocabularies used in those two databases being different (product names for example), we have to build mappings between them to be able to scan both bases through the MIEL engine. Second, we are also working on another project, called E.dot, to design a datawarehouse which includes on the one hand our incomplete database and on the other hand, information found semiautomatically on the Web and stored in XML format (to complement information stored in our database). By means of those projects, our aim is to extend the MIEL engine in order to be able to scan simultaneously structured information stored in a relational database, less-structured information stored in a conceptual graph knowledge base and weakly-structured information retrieved from the Web.
