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Se denomina modelo al conjunto de datos que describe a un objeto
y que puede ser utilizado por un sistema gra´fico para ser visualizado.
Modelado poligonal es cuando se utilizan pol´ıgonos para describir la
geometr´ıa.
El tria´ngulo es la primitiva ma´s utilizada.
OpenGL no proporciona mecanismos para describir o modelar
objetos geome´tricos complejos, sino que proporciona mecanismos
para especificar co´mo dichos objetos deben ser dibujados.






Un modelo pol´ıgonal, adema´s de ve´rtices y caras, suele almacenar
atributos como el color, la normal o las coordenadas de textura.
Estos atributos son necesarios para mejorar significativamente el
realismo visual.
La normal es un vector perpendicular a la superficie en un punto,
¿co´mo obtenerla?
Ya que el producto vectorial no es commutativo, hay que establecer
un orden y obtener todas las normales de manera consistente.





Observa la siguiente descripcio´n poligonal de un objeto. Las l´ıneas que
comienzan por v se corresponden con los ve´rtices e indican sus
coordenadas. El primero es el nu´mero 1 y los dema´s se enumeran de
forma consecutiva. Las l´ıneas que comienzan por f se corresponden con
las caras e indican que´ vertices lo forman.
v 0 0 0 f 1 3 2
v 0 0 1 f 1 4 3
v 1 0 1 f 1 2 5
v 1 0 0 f 2 6 5
v 0 1 0 f 3 2 6
v 0 1 1 f 3 6 7
v 1 1 1 f 3 4 7
v 1 1 0 f 4 8 7
f 4 1 8
f 1 5 8
Dibu´jalo en papel, ¿que´ objeto representa?
¿Esta´n todas sus caras definidas en el mismo orden?
¿En que´ sentido esta´n definidas, horario o antihorario?









El punto, el segmento de l´ınea y el tria´ngulo.




Segmentos sueltos: GL LINES
Secuencia o tira de segmentos: GL LINE STRIP
Secuencia cerrada de segmentos: GL LINE LOOP
Tria´ngulos
Tria´ngulos sueltos: GL TRIANGLES
Tira de tria´ngulos: GL TRIANGLE STRIP
Abanico de tria´ngulos: GL TRIANGLE FAN
Las primitivas geome´tricas se forman agrupando ve´rtices, y estas se
agrupan a su vez para definir objetos de mayor complejidad.








Solemos asociar el concepto de ve´rtice con las coordenadas.
El concepto de ve´rtice es ma´s general entendie´ndose como una
agrupacio´n de datos llamados atributos.
Los atributos ma´s utilizados son la posicio´n, la normal y el color.
El programador pueda incluir como atributo cualquier informacio´n.
Como OpenGL requiere que la informacio´n que vaya a visualizarse se
disponga en vectores...
s t r u c t v e r t i c e
{
G L f l o a t c o o r d e n a d a s [ 3 ] ;
G L f l o a t c o l o r [ 3 ] ;
}
V e r t i c e s [ n V e r t i c e s ] ;
s t r u c t t r i a n g u l o
{
GLuint i n d i c e s [ 3 ] ;
}
T r i a n g u l o s [ n T r i a n g u l o s ] ;









1 Almacenar el modelo poligonal en buffer objects.
2 Obtener los ı´ndices de las variables del Shader que representan los
atributos de los ve´rtices.
3 Especificar para cada atributo do´nde y co´mo se encuentran
almacenados as´ı como habilitar los vectores correspondientes.
Dibujar indicando tipo de primitiva y nu´mero de elementos.
Listado 1: Paso 1
enum {b u f f e r V e r t i c e s , b u f f e r T r i a n g u l o s , n B u f f e r s}
GLuint b u f f e r s [ n B u f f e r s ] ;
g l G e n B u f f e r s ( n B u f f e r s , b u f f e r s ) ;
g l B i n d B u f f e r (GL ARRAY BUFFER , b u f f e r s [ b u f f e r V e r t i c e s ] ) ;
g l B u f f e r D a t a (GL ARRAY BUFFER , n V e r t i c e s∗ s i z e o f ( v e r t i c e ) , V e r t i c e s , GL STATIC DRAW) ;
g l B i n d B u f f e r (GL ELEMENT ARRAY BUFFER , b u f f e r s [ b u f f e r T r i a n g u l o s ] ) ;
g l B u f f e r D a t a (GL ELEMENT ARRAY BUFFER , n T r i a n g u l o s∗ s i z e o f ( t r i a n g u l o ) , T r i a n g u l o s ,
GL STATIC DRAW) ;







Listado 2: Paso 2
const char ∗v e r t e x S h a d e r S o u r c e =
{
”#v e r s i o n 140\n”
””
” i n vec3 p o s i c i o n ; ”
” i n vec3 c o l o r ; ”
” out vec4 n u e v o C o l o r ; ”
””
” v o i d main ( ) ”
”{”
” n u e v o C o l o r = vec4 ( c o l o r , 1 . 0 ) ; ”
” g l P o s i t i o n = vec4 ( p o s i c i o n , 1 . 0 ) ; ”
”}”
};
const char ∗f r a g m e n t S h a d e r S o u r c e =
{
”#v e r s i o n 140\n”
””
” i n vec4 n u e v o C o l o r ; ”
” out vec4 c o l o r F r a g m e n t o ; ”
””
” v o i d main ( v o i d ) ”
”{”
” c o l o r F r a g m e n t o = n u e v o C o l o r ; ”
”}”
};
. . . // comp i l a y e n l a z a e l Shader
GLuint i P o s i c i o n = g l G e t A t t r i b L o c a t i o n ( program , ” p o s i c i o n ” ) ;
GLuint i C o l o r = g l G e t A t t r i b L o c a t i o n ( program , ” c o l o r ” ) ;







Listado 3: Paso 3 y dibujado
g l B i n d B u f f e r (GL ARRAY BUFFER , b u f f e r s [ b u f f e r V e r t i c e s ] ) ;
g l V e r t e x A t t r i b P o i n t e r ( i P o s i c i o n , 3 , GL FLOAT , GL FALSE ,
s i z e o f ( v e r t i c e ) , ( GLvoid∗) 0) ;
g l V e r t e x A t t r i b P o i n t e r ( i C o l o r , 3 , GL FLOAT , GL FALSE ,
s i z e o f ( v e r t i c e ) , ( GLvoid∗) ( s i z e o f ( G L f l o a t )∗3) ) ;
g l E n a b l e V e r t e x A t t r i b A r r a y ( i P o s i c i o n ) ;
g l E n a b l e V e r t e x A t t r i b A r r a y ( i C o l o r ) ;
g l B i n d B u f f e r (GL ELEMENT ARRAY BUFFER , b u f f e r s [ b u f f e r T r i a n g u l o s ] ) ;
g lDrawElements ( GL TRIANGLES , n T r i a n g u l o s∗3 , GL UNSIGNED INT , 0) ;
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