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4.2 Prikaz oglaševanja periferne naprave in odgovor na povpraševanje
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Povzetek
V zaključnem delu je opisana programska oprema električne rolke, katere
strojna oprema je bila izdelana v okviru magistrske naloge Jana Jereba z na-
slovom Električno gnana rolka.
V prvem delu magistrske naloge je kratko predstavljena platforma, za katero
je bila pisana programska oprema. Bralcu je predstavljen koncept krmiljenja rolke
z BLDC električnim motorjem ter upravljanje z uporabo Bluetooth daljinskega
upravljalnika.
V nadaljevanju je predstavljeno delovanje celotnega programa, podrobneje pa
je opisanih nekaj delov programske kode, ki se zdijo zanimivi ali morda nekoliko
kompleksneǰsi. Na koncu tega magistrskega dela je predstavljenih nekaj izzivov,
s katerimi se je avtor tega dela soočil tekom izdelave programske opreme za ele-
ktrično rolko. Navedenih je še nekaj možnosti za izbolǰsavo programske opreme.




The thesis addresses the development of software for electric longboard, as
part of joint project with colleague Jan Jereb thesis Electric powered longboard,
which describes the development of hardware and electronic components for the
longboard.
In the first part of thesis, the hardware platform, for which the software was
designed, is described. The reader is familiarized with the concept of BLDC
engines and remote controlling the vehicle using a Bluetooth remote controller.
The concept of the complete software is roughly outlined, with some parts
of code, which seem more interesting or complex than others, described in more
details. Finally, some issues and challenges that author had to deal with are
presented, alongside a few suggestions of improving the software.




Pričujoče magistrsko delo je nastalo kot plod zamisli za izdelavo celotnega po-
gonskega sklopa ter programske rešitve za elektrificirano rolko (ang. longboard).
Strojne in električne komponente so bile konstruirane v okviru magistrskega dela
Jana Jereba z naslovom Električno gnana rolka [1]. To delo pa se nanaša na
programski del projekta, v sklopu katerega je bilo treba napisati programe za tri
ločene mikrokrmilnike. Glavnina dela pri programiranju je bila namenjena krmil-
niku BLDC motorja, Microchipovem dsPIC-u. Poleg dsPIC mikrokrmilnika sta v
projektu uporabljena še dva krmilnika podjetja Cypress, ki sta splošno-namenska
krmilnika z vgrajenim modulom Bluetooth in jih uporabljamo za brezžično komu-
nikacijo med centralno enoto ter daljinskim upravljalnikom s katerim uporabnik
upravlja električno vozilo.
Cilj magistrskega dela je izdelava programske opreme za namensko platformo,
ki bo delovala intuitivno in bo z veliko funkcijami uporabniku prijazna ter varna
za uporabo. Magistrsko delo je strukturirano tako, da se bralec najprej spozna
s samo platformo in njenimi zmožnostmi, nato pa sledi grob opis delovanja celo-
tnega programa glavne krmilne enote ter krmilnikov Bluetooth. Nekaj zanimivih
funkcionalnosti programa je podrobneje opisanih v podpoglavjih. Sledijo še opis
nekaterih izzivov, s katerimi se je bilo potrebno soočiti pri izdelavi magistrskega





Na sliki 2.1 so prikazani posamezni deli projekta, v naslednjih podpoglavjih pa
so podrobneje opisani.





Osnova za izdelavo elektrificiranega prevoznega sredstva je bila dalǰsa rolka (ang.
longboard), ki je s kolesi večjega premera primerna za udobno urbano vožnjo.
V okviru magistrske naloge Jana Jereba [1] je bilo podvozje rolke predelano z
Slika 2.2: Longboard
nosilcem motorja, novo osjo z jermenico ter zaščitenim prostorom za baterijo in
glavno krmilno enoto. Konstrukcija novega podvozja je bila zasnovana tako, da
brez težav prenese težo odrasle osebe in je bila izdelana precizno s pomočjo CNC
strojev. Novo podvozje nam omogoča, da sta gnani obe kolesi hkrati, saj sta
fiksno montirani na gnano os. Ker sta kolesi dovolj blizu skupaj, v zavojih ni
težav zaradi enakih kotnih hitrosti obeh koles. Manǰsi sinhronski motorji imajo
ponavadi visoke nazivne vrtilne hitrosti zaradi števila polovih parov, zato so s
pomočjo jermenskega prenosa znižani v razmerju 1:4. S tem je zvǐsan navor, ki
je na voljo na kolesih. Predelano podvozje je prikazano na sliki 2.3.
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Slika 2.3: Predelano podvozje z motorjem
2.2 BLDC motor
Za pogon električne rolke je bil izbran elektronsko komutiran motor tipa BLDC
(Brushless DC). To je vrsta trifaznega sinhronskega stroja s koncentriranimi na-
vitji na statorju ter trajnimi magneti na rotorju. BLDC motor je relativno eno-
staven za krmiljenje, saj je oblika inducirane protinapetosti na sponkah motorja
trapezne oblike, za razliko od sinusne oblike pri navadnih sinhronskih strojih.
To pomeni, da za pogon takega motorja ni treba generirati sinusnih napetosti
na sponke motorja. BLDC motor je v delovanju precej podoben enosmernemu
komutatorskemu motorju, le da namesto ščetk za komutacijo toka v ustrezno na-
vitje skrbi krmilna logika na mikrokrmilniku. Prednosti in slabosti BLDC rešitve
v primerjavi s komutatorskim motorjem so:
+ Ni hitro obrabljivih delov, kot je pri komutatorskemu motorju ščetka. To
omogoča dolgo življenjsko dobo brez vzdrževanja sestavnih delov.
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+ Komutatorski stroj zaradi mehanske komutacije povzroča iskrenje, kar one-
mogoča uporabo v nevarnih okoljih z raznimi vnetljivimi hlapi. Pri elek-
tronsko komutiranih strojih teh težav ni.
+ Visoka učinkovitost ter visoka gostota moči.
+ Tǐsje delovanje.
+ Obstajajo izvedenke z notranjim (inrunner) ter zunanjim (outrunner) ro-
torjem, kar omogoča zanimive rešitve. En primer je t. i. ”in-wheel motor”,
ki je v bistvu motor z zunanjim rotorjem in se uporablja neposredno kot
platǐsče kolesa električnega vozila.
+ Doseže vǐsje hitrosti, ker ga ne omejuje mehanska ščetka komutatorja.
+ Manǰse elektromagnetne motnje.
− Vǐsja cena izdelave samega motorja.
− Zahtevneǰse krmiljenje. Za ustrezno krmiljenje motorja potrebujemo med
drugim tudi senzor položaja rotorja ali pa vezje za zajem induciranih pro-
tinapetosti za brezsenzorsko vodenje.
− Vezje za krmiljenje še dodatno podraži rešitve, ki temeljijo na BLDC mo-
torju.
Za ustrezno krmiljenje BLDC motorja moramo poznati položaj rotorja. Za
detekcijo položaja rotorja uporabimo ustrezno pozicionirane Hallove senzorje, in-
krementalni dajalnik ali pa uporabimo brezsenzorsko metodo, pri kateri merimo
inducirano protinapetost na sponkah statorskih navitij. Slabost merjenja induci-
ranih protinapetosti je zaganjanje motorja, saj v stanju mirovanja ni inducirane
napetosti. Prav tako je slabost te metode bolj zahteven algoritem iskanja trenutka
komutacije. Slabost uporabe Hallovih senzorjev je potrebna predelava motorja
za vstavitev senzorjev v bližino trajnih magnetov. Pri našem BLDC motorju je
delo sicer olaǰsano, saj je tipa ”outrunner”in so trajni magneti na zunanji strani.
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Hallovi senzorji so primerneǰsi za uporabo v aplikacijah z nizkimi vrtilnimi hi-
trostmi, kjer je potreba po visokem začetnem navoru in v okoljih, kjer bi razne
motnje vplivale na merjenje izjemno nizkih vrednosti induciranih protinapetosti.
Ker BLDC motor ne potrebuje sinusnih napetosti na fazah, lahko komutacijo
razdelimo v šest med seboj različnih korakov. To nam razdeli električni krog
statorskega položaja na šest sektorjev, od katerih vsak zaseda 60 stopinj. V vsa-
kem od sektorjev pritisnemo na statorska navitja tako napetost, da je kot med
statorskim in rotorskim magnetnim pretokom čim bližje 90 stopinj.
2.3 Glavna krmilna enota
Glavna krmilna enota skrbi za ustrezno krmiljenje motorja in varnostne funkcije.
Glavne komponente krmilne enote so: zmogljiv dsPIC33EP mikrokrmilnik, ki
skrbi za krmiljenje motorja, DRV8301 gonilnik MOSFET tranzistorjev ter ločen
Bluetooth krmilnik, ki skrbi za povezljivost med krmilno enoto motorja in daljin-
skim upravljalnikom. V naslednjih poglavjih so na kratko opisane značilnosti teh
posameznih enot. Na koncu poglavja, v podpoglavju 2.3.4, pa je predstavljena
glavna krmilna enota kot celota ter njene značilnosti.
2.3.1 Mikrokrmilnik dsPIC
Mikrokrmilnik, izbran za krmiljenje motorja, je dsPIC33EP512GM706 podjetja
Microchip. Je visoko zmogljiv mikrokrmilnik tipa DSP (ang. Digital Signal Pro-
cessor), kar prinaša napredne zmogljivosti pri obdelavi signalov za potrebe krmi-
ljenja najbolj zahtevnih aplikacij. GM družina mikrokrmilnikov je poleg družine
MC posebej namenjena prav krmiljenju električnih motorjev, bodisi BLDC, sin-
hronskih ali asinhronskih motorjev. Vstopna točka v dokumentacijo mikrokr-
milnika je tehnična dokumentacija družine mikrokrmilnikov, kamor spada izbran
dsPIC33 [5]. V dokumentaciji najdemo značilnosti mikrokrmilnika, ki so:
• 16-bitna arhitektura;
12 Platforma
• napajalno območje od 3,0 V do 3,6 V;
• temperaturno območje od -40 stopinj celzija do 125 stopinj celzija;
• 6 generatorjev PWM s skupno 12 izhodi in naprednimi funkcijami, kot je
mrtvi čas na naraščajoči ali padajoči rob, fleksibilno proženje AD pretvorb,
programabilni ”fault”vhodi in visoka resolucija;
• dva neodvisna ADC modula, kjer vsak podpira hkratni zajem 4 analognih
signalov z resolucijo 10 bitov ali zajemanje posameznih signalov z resolucijo
12 bitov. Prožilniki AD konverzij so neodvisni in fleksibilni;
• 21 splošno namenskih časovnikov;
• podpora za različne komunikacijske vmesnike, kot so UART, SPI, I2C in
CAN.
Pred izdelavo programa mikrokrmilnika je priporočljivo pregledati tudi doku-
ment ”Errato”(tj. seznam ugotovljenih napak čipa) proizvajalca za izbran model,
saj lahko zaradi napak izgubimo določene funkcionalnosti, lahko pa pride tudi do
tega, da določene funkcionalnosti ne delujejo pričakovano. ”Errato”ponavadi ob-
javljajo proizvajalci na svojih spletnih straneh, kot je tudi v našem primeru [6].
2.3.2 DRV8301 - Prožilno vezje trifaznega mostiča
DRV8301 integrirano vezje služi kot prožilno vezje za MOSFET tranzistorje. Na-
menjeno je krmiljenju polnega (šest-tranzistorskega) mostiča za poganjanje trifa-
znega motorja ali poganjanju več enofaznih motorjev z ločenimi polmostiči. Ima
možnost priklopa šestih krmilnih signalov ter šestih tranzistorjev, ki jih proži.
Delovanje prožilnega vezja je nastavljivo s pomočjo SPI komunikacije ter uporov
(npr. nastavljanje mrtvega časa). Gonilnik ima sledeče lastnosti [7]:
• napajalna napetost od 6 V do 60 V;
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• podpira 100% obratovalni cikel (ang. duty cycle);
• podpira neodvisno krmiljenje vsakega od 6 tranzistorjev ali neodvisno kr-
miljenje posamezne veje trifaznega mostiča;
• v paketu je integriran samostojen pretvornik navzdol, čigar izhod lahko
uporabimo za napajanje mikrokrmilnikov;
• možnost spreminjanja parametrov in spremljanja stanja preko SPI proto-
kola;
• podpira več načinov zaščite elektronike in motorja, kot so programabilen
mrtvi čas med preklopi, zaščite pri prekomernem toku, prenapetosti ali
prenizke napetosti, spremljanje temperature tranzistorjev in gonilnika;
• dva napetostna ojačevalnika za merjenje tokov preko šhunt”uporov.
2.3.3 Bluetooth BLE krmilnik Cypress CYBL10162
Za brezžično komunikacijo med glavno krmilno enoto in daljinskim upravljalni-
kom uporabljamo par splošno namenskih mikrokrmilnikov podjetja Cypress, z
vgrajenim modulom za brezžično komunikacijo preko protokola Bluetooth BLE
(Bluetooth Low Energy) [8]. Mikrokrmilnik Cypress CYBL10162 na glavni kr-
milni enoti se obnaša kot pretvornik iz brezžične komunikacije v ožičeno serijsko
UART komunikacijo z glavnim dsPIC krmilnikom. V času, ko sta Bluetooth
krmilnika med seboj povezana, krmilnik na glavni krmilni enoti posreduje vse
prejete podatke takoj v obdelavo krmilniku dsPIC. Stanje povezanosti med Blu-
etooth krmilnikoma javlja preko namenske LED diode na tiskanini. Funkcije mi-
krokrmilnika daljinskega upravljalnika in značilnosti mikrokrmilnika so opisane v
poglavju 2.4.
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2.3.4 Lastnosti in vmesniki glavne krmilne enote
Krmilna enota ponuja veliko različnih funkcionalnosti, ki jih lahko uporabimo
pri svoji aplikaciji za poganjanje BLDC ali sinhronskih motorjev. Za poganjanje
motorjev so v prvi vrsti najpomembneǰsi vmesniki, ki krmilijo gonilnik DRV8301
za proženje mosfet tranzistorjev v konfiguraciji polnega mostiča. Za ta namen
uporabljamo na dsPIC tri pare pinov, programiranih za izvajanje pulzno-̌sirinske
modulacije (ang. PWM). Integrirano vezje DRV8301 je programabilno, za pro-
gramiranje pa uporabljamo SPI serijsko komunikacijo. Z njo med drugim na-
stavljamo meje delovanja ter ojačenje analognih signalov, ki jih uporabljamo za
merjenje tokov v fazah. S pomočjo vrednosti tokov v aktivni fazi lahko izva-
jamo tokovno oziroma navorno regulacijo. Vhodne zahteve za hitrost ali navor
motorja lahko pridobimo preko serijske UART komunikacije od Bluetooth krmil-
nika ali računalnika, preko analognega vhoda (potenciometer), ali pa preko CAN
povezave od drugega krmilnika. Zaznavanje položaja motorja lahko izvedemo s
pomočjo Hallovih senzorjev priklopljenih na konektor, ali pa preko zaznavanja
inducirane protinapetosti na analognih vhodih, tj. pri brezsenzorskem vodenju.
Za zaščito krmilne plošče, motorja in uporabnika je na voljo več analognih vhodov
za merjenje temperatur krmilnika, mosfetov ter navitja samega motorja.
Programerju so na voljo naslednji analogni vhodi:
• AN0 - tok faze W;
• AN1 - tok faze U;
• AN3 - inducirana protinapetost faze U;
• AN4 - inducirana protinapetost faze V;
• AN5 - inducirana protinapetost faze W;
• AN6 - ničlǐsče za merjenje induciranih protinapetosti;
• AN7 - priključek za potenciometer;
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Slika 2.4: Slika zgornjega dela glavne krmilne enote z označenimi glavnimi kom-
ponentami [1]
• AN8 - napetost baterije;
• AN11 - temperatura močnostnih tranzistorjev 2;
• AN12 - temperatura močnostnih tranzistorjev 1;
• AN25 - priključek, namenjen priklopu sonde za merjenje temperature mo-
torja.
Za pomoč pri testiranju aplikacij in razhroščevanju sta nam na voljo dve progra-
mabilni LED diodi ter priključek za UART komunikacijo z računalnikom. Pri
izdelavi programa za rolko nam je UART komunikacija najbolj olaǰsala delo, saj




Električno rolko upravljamo brezžično s pomočjo daljinskega upravljalnika.
Brezžični upravljalnik je predelan USB igralni pripomoček za igralno konzolo,
v katerega je bil vgrajen mikrokrmilnik Cypress CYBL10162. Zaradi baterij-
skega napajanja je nizka poraba mikrokrmilnika ključnega pomena. Daljinski
upravljalnik nima stikala za izklop napajanja, zato uporabljamo funkcionalnost
hibernacije mikrokrmilnika. To omogoča skoraj ničelno obremenitev baterije v
času, ko upravljalnika ne uporabljamo.
Slika 2.5: Predelan daljinski upravljalnik (brez pokrova) [1]
Na sliki 2.5 vidimo novo elektroniko z baterijo in USB priključkom za polnje-
nje. Za krmiljenje sta na voljo dve tipki na prednjem delu in X-Y krmilna ročica
na vrhu, ki je namenjena0 ukazom za pospeševanje oziroma zaviranje. Ob strani
sta dve LED diodi, ki voznika opozarjata na stanje električnega vozila. Na tiska-
nem vezju se nahaja še integrirano vezje za polnjenje Li-Po baterije daljinskega
upravljalnika. Celotna logična shema vezja je na sliki 2.6.
CYBL10162 je splošno-namenski mikrokrmilnik z naslednjimi značilnostmi:
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Slika 2.6: Logična shema elektronike v daljinskem upravljalniku. [1]
• 32-bitna ARM Cortex-M0 arhitektura, ki deluje pri frekvencah do 48 MHz;
• Bluetooth 4.1 stack z BLE funkcionalnostjo;
• izjemno nizka poraba, do samo 60 nA v Stop načinu z GPIO bujenjem;
• 12-bitni AD pretvornik;
• serijska komunikacija prek I2C, SPI ali UART;
• do 8 PWM generatorjev;
• 36 GPIO priključkov, katerim fleksibilno dodeljujemo tip funkcionalnosti.
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3 Program glavnega krmilnika dsPIC
V poglavju so opisana orodja, uporabljena pri programiranju, razhroščevanju
in testiranju aplikacije mikrokrmilnika Microchip dsPIC. V posameznih podpo-
glavjih so opisani nekateri sestavni deli končnega programa. Diagram poteka
programa z najpomembneǰsimi uporabljenimi prekinitvami je na sliki 3.1
3.1 MPLAB X
MPLAB X je razvojno okolje podjetja Microchip, ki se uporablja za pisanje
kode, programiranje in razhroščevanje programov, namenjeno vsem 8-bitnim, 16-
bitnim in 32-bitnim družinam PIC mikrokrmilnikov, ki jih proizvaja Microchip.
Z vtičniki, ki jih namestimo direktno iz programa, pridobimo dodatne funkcional-
nosti, kot je na primer Microchip Code Configurator (MCC), ki omogoča konfigu-
racijo modulov (npr. ADC, UART komunikacije) s pomočjo grafičnih menijev in
izbirnih polj, ki pa je na voljo samo za omejen izbor mikrokrmilnikov. MPLAB X
podpira pisanje kode v različnih programskih jezikih, kot so C, C++ in asm. Za
vsak jezik ima razvojno okolje vgrajeno dinamično preverjanje sintakse. Za pro-
gramator in razhroščevalnik je bilo izbrano standardno orodje MPLAB ICD 3,
ki omogoča razhroščevanje v realnem času. ICD 3 podpira vse noveǰse družine
mikrokrmilnikov podjetja Microchip, sicer pa ga je nadomestil noveǰsi ICD 4.
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Sprejemanje podatkov iz centralne enote
Bluetooth. Obdelava teh podatkov in ustrezno
spreminjanje trenutnega stanja pogona
Prekinitev modula UART 1
Je periodina prekinitev vsako milisekundo.
Znotraj prekinitve se izvaja ustrezna regulacija
glede na prejšnje in želeno stanje pogona.
Prekinitev  asovnika T1
So prekinitve ob spremembi položaja rotorja. Ob
vsaki spremembi zabeležimo trenutni položaj, ki
vpliva na ustrezno merjenje tokov in ustrezno
vklapljanje izhodov PWM. S pomojo IC1
prekinitve izraunavamo tudi hitrost vozila.
Prekinitve Input Capture modulov
S pomojo prekinitve beremo ukaze, ki jih
uporabnik pošilja preko terminalske aplikacije.
Prekinitev modula UART 2
Prekinitev se sproži ob zakljuku pretvorbe
modula AD, s katerim merimo tokove
posamezne faze. V prekinitvi rezultat pretvorbe
shranimo v ustrezno spremenljivko.
Prekinitev modula AD 2
Slika 3.1: Diagram poteka programa glavne krmilne enote.
3.2 Opis programa mikrokrmilnika
Koda programa glavne krmilne enote rolke je razdeljena v šest datotek z izvorno
kodo s šestimi pripadajočimi header datotekami. Ob zagonu se izvede iniciali-
zacija mikrokrmilnika in njegovih pinov ter parametrizacija DRV8301 gonilnika
MOSFET-ov preko SPI komunikacije. Za inicializacijo pinov različnih perifernih
modulov se poslužujemo Peripheral Pin Select (PPS) sistema na mikrokrmilniku,
ki nam omogoča dinamično dodeljevanje vhodov in izhodov perifernih modulov
(IC, UART, SPI) na posamezne pine, označene z RP (ang. Remappable periphe-
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ral). V glavni zanki programa se nato ciklično izvaja samo procesiranje terminal-
ske aplikacije, preračunavanje rezultatov analogno-digitalnih pretvorb temperatur
in napetosti, preverjanje za napake pogona ter vklapljanje in izklapljanje LED
diod, ki nam kažejo stanje pogona. Vse glavne funkcije programa se izvajajo zno-
traj različnih prekinitev komponent kot so IC (Input Capture) moduli, časovniki,
AD pretvorniki, UART serijska komunikacija in prekinitve PWM modula. Stanje
pogona spremljamo s pomočjo spremenljivke MCstate, ki jo predstavlja struktura
MCstat, predstavljena v izseku kode 3.1. Znotraj strukture MCstat so spremen-
ljivke različnih enumeracij, katerih možna stanja so v komentarju na koncu posa-
mezne vrstice. Struktura je definirana v header datoteki main.h, znotraj katere so
definirani tudi makroji, ki predstavljajo različne električne in mehanske konstante
našega pogona. Uporaba makrojev omogoča enostavneǰse spreminjanje in prila-
gajanje obnašanja programa ter izbolǰsa čitljivost izvorne kode zaradi zmanǰsanja
tako imenovanih ”čarobnih” števil v izračunih znotraj funkcij programa.
typedef struct {
connStatus RemoteConnected; // CONNECTED/DISCONNECTED
ErrStatus ErrorState; // ERROR_OK/ERROR_ERROR
runStatus Mode; // RUNNING/FREEWHEELING/
REGENERATING/FULLBRAKE
BatStatus BatteryStatus; // BATTERY_OK/BATTERY_LO
HallStatus HallState; // HALL_OK/HALL_ERROR
regType controlMode; // CURRENT/SPEED_PI
drverr drv8301Status; // DRV8301_OK/DRV8301_ERROR
} MCstat;
Izsek kode 3.1: Struktura MCstate - stanja pogona
3.2.1 Merjenje pozicije in hitrosti rotorja motorja
Za detektiranje pozicije rotorja so uporabljeni Hallovi senzorji magnetnega pre-
toka z diskretnim izhodom, torej 0 ali 1. S pravilno razvrstitvijo treh Hallovih
senzorjev v bližino trajnih magnetov rotorja BLDC motorja nam le-ti električni
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krog razdelijo na šest različnih sektorjev. V teoriji nam senzorji lahko vrnejo
osem različnih vrednosti (23 = 8), vendar s pravilno postavitvijo zagotovimo,
da kombinaciji 000 in 111 nikoli nista možni. Če zaznamo taki kombinaciji mo-
ramo to upoštevati kot napako v postavitvi senzorjev, kot napako na električnem
vezju, napako pri branju stanja ali pa kot odpoved vsaj enega od senzorjev. Za
zajem položaja s pomočjo Hallovih senzorjev je potrebno spremljati stanje treh
digitalnih vhodov in njihovo spreminjanje. dsPIC nam ponuja možnost konfigu-
racije Input Capture (IC) na vhode, kamor so priključeni senzorji. S pomočjo
IC modula je možno enostavno nastaviti prekinitve ob spremembah stanja vho-
dov, ima pa tudi namenski pred-delilnik, kjer lahko generiramo prekinitve samo
ob večkratnikih dogodkov. IC modul vsebuje tudi namenski 16-bitni časovnik
za merjenje časa med dogodki, namesto katerega pa smo za merjenje hitrosti
uporabili splošno-namenski kombiniran časovnik. Nastavili smo proženje pre-
kinitve ob vsakem naraščajočem in padajočem robu stanja vhodov, kamor so
priključeni Hallovi senzorji [9]. Ko se sproži prekinitev katerega od IC modu-
lov (izsek kode 3.2) preverimo stanje vseh treh vhodov s funkcijo getHall(), ki
trenutni položaj oštevilči s številko od 0 do 7. Položaja 0 in 7 (kombinaciji 000
in 111) nista veljavna, zato v tem primeru javimo napako. V primeru veljav-
nega položaja, ga uporabimo kot parameter pri klicu funkcij Commutation() in
ChangeCH0(). Funkcija Commutation() skrbi za spreminjanje izhodov PWM
generatorja glede na sektor, v katerem se po novem nahaja rotor. Funkcija
ChangeCH0() pa poskrbi, da AD pretvornik meri tok v ustrezni veji, to je v
aktivni veji, kar nam omogoča navorno (oziroma tokovno) regulacijo pogona.
void __attribute__ ((interrupt , no_auto_psv )) _IC2Interrupt (void) {
IFS0bits.IC2IF = 0; // Clear interrupt flag




Izsek kode 3.2: Prekinitev IC modula
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S pomočjo kombiniranega 32-bitnega časovnika T2T3 (T2 in T3 sta 16-bitna
časovnika, ki omogočata združitev v 32-bitni časovnik) merimo čas med dogodki,
ki jih proži IC1. Pri tem moramo biti pazljivi, da izberemo samo prekinitev IC1,
kjer pridemo v en točno določen položaj, saj se prekinitve prožijo večkrat na ele-
ktrični krog. Enkrat na električni krog shranimo čas, ki ga je izmeril časovnik
T2T3, in ga skozi enostaven filter shranimo v spremenljivko timer23avg. Iz pov-
prečnega časa med prekinitvami izračunamo vrtilno hitrost rotorja. Tu moramo
paziti še na primere, ko se motor neha vrteti. Če je trenutni čas v kombiniranem
časovniku dalǰsi kot štirikratnik preǰsnje izmerjene vrednosti, sklepamo, da se je
motor ustavil in je hitrost 0. Prav tako sklepamo, da se ne premikamo, če kom-
binirani časovnik sproži prekinitev zaradi dosežene maksimalne vrednosti, ki jo
časovnik lahko izmeri - sproži se prekinitev T3Interrupt.
3.2.2 Konfiguracija PWM modula
Ko govorimo o pretoku energije iz baterije v motor in obratno, imamo pona-
vadi v mislih tudi kvadrante delovanja, ki jih opredeljuje dvodimenzionalni di-
agram hitrosti in navora. Ker je moč hitrost pomnožena z navorom, je v dveh
kvadrantih moč pozitivna, v dveh kvadrantih pa negativna. Ko je moč pozi-
tivna, govorimo o motorskem načinu obratovanja (prvi in tretji kvadrant), ko
je negativna pa o generatorskem načinu obratovanja (drugi in četrti kvadrant).
Močnostni stikalni pretvornik s šestimi MOSFET tranzistorji, uporabljen v našem
projektu, omogoča delovanje v vseh štirih kvadrantih ter skupaj z DRV8301 go-
nilnikom MOSFET-ov in MCPWM modulom na mikrokrmilniku ponuja veliko
različnih možnosti pri izbiri tehnike in konfiguracije pulzno-̌sirinske modulacije
(PWM). Najpogosteǰsa izbira pri vodenju BLDC motorja je 120-stopinjsko pre-
vajanje tranzistorjev, kar pomeni, da v vsakem od šestih sektorjev, ki nam jih
določajo Hallovi senzorji, prevajata hkrati samo dve veji. Alternativa takemu
vodenju je 180-stopinjsko prevajanje tranzistorjev, pri katerem so hkrati aktivni
tranzistorji v vseh treh vejah stikalnega pretvornika in tok teče v vseh faznih navi-
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tjih motorja. 120◦ kot prevajanja tranzistorjev nam omogoča najbolǰse razmerje
med kratkostičnim navorom in vhodno električno močjo, medtem ko nam 180◦
kot prevajanja nudi največji navor pri zmanǰsanju energijskega izkoristka motorja.
Slabost 180-stopinjskega prevajanja je, da izgubimo možnost brezsenzorskega za-
znavanja položaja s spremljanjem prehodov inducirane napetosti neaktivne veje
čez 0, saj so vse tri faze vedno aktivne. Seveda lahko s predproženjem in po-
dalǰsanjem prevajanja tranzistorjev dosežemo poljuben kot prevajanja med 120◦
in 180◦, kar omogoča izbolǰsanje navorne karakteristike in izkoristka v različnih
scenarijih. Gre za zahtevno tehniko, optimizirano na podlagi analize izmerjenih
3D karakteristik, ki je izven obsega te naloge [10]. V našem primeru je bil izbran
120◦ kot prevajanja tranzistorjev, ki ne zahteva podrobne analize posameznega
motorja in zahtevnih algoritmov za krmiljenje. Vedno sta aktivni dve veji, torej
dve fazni navitji. V eni veji izvajamo komplementarno PWM proženje MOSFET
tranzistorjev, medtem ko v drugi veji samo vklopimo spodnji tranzistor. Periodo
pulzno-̌sirinske modulacije Tpwm razdelimo na Ton in Toff . V času Ton prevaja
zgornji tranzistor PWM veje. Tok teče od izvora čez vklopljen zgornji tranzistor,
čez dve fazni navitji in čez vklopljen spodnji tranzistor druge veje. V času Toff
je zgornji tranzistor izklopljen in mora tok zaradi induktivnosti bremena poiskati
novo pot v isti smeri čez navitja motorja. Če uporabljamo samostojni PWM samo
na zgornjih tranzistorjih, bo v času izklopa tok stekel čez parazitno prostotečno
diodo spodnjega MOSFET tranzistorja v PWM veji. Parazitna dioda je počasna
in povzroča izgube pri prevajanju toka, zato se raje poslužimo komplementarnega
načina PWM, kar pomeni, da v času Toff vklopimo spodnji tranzistor, in s tem
toku damo pot, na kateri je manj izgub. Ker preklopi tranzistorjev niso hipni, je
potrebno poskrbeti za mrtvi čas (ang. dead-time) med izklopom enega in vklo-
pom drugega tranzistorja, sicer tvegamo povzročitev kratkega stika enosmernega
tokokroga. Mrtvi čas lahko zagotovimo programsko na mikrokrmilniku, ali pa ga
nastavimo na gonilniku DRV8301.
PWM modul mikrokrmilnika dsPIC ima šest ločenih generatorjev PWM si-
gnala, vsak z dvema izhodoma PWM. Podpira različne napredne možnosti PWM,
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kot so sredinska poravnava, mrtvi čas, komplementarni izhodi, zamenjava izhodov
(PWMxL v PWMxH in obratno) in posebni nastavljivi sprožilnik (ang. trigger)
raznih perifernih modulov, kot so AD pretvornik ali časovniki. Omogoča upo-
rabo namenskih FAULT vhodov, ki kažejo na napako in vplivajo na delovanje
PWM modula. Vsak PWM generator lahko uporablja skupno frekvenco prekla-
pljanja in obratovalni cikel, podpirajo pa delovanje pri različnih frekvencah in z
različnimi obratovalnimi cikli. V našem primeru uporabljamo generatorje 2, 3 in
4, njihove izhode pa smo zamenjali (invertiranje izhodov). Tako postavitev smo
izbrali zaradi lažje postavitve na tiskano vezje. Ker izvajamo regulacijo navora,
potrebujemo informacijo o povprečnih tokovih v posamezni veji mostiča. Pov-
prečni tok izmerimo v sredini periode, ko je veja aktivna. Sredino periode najlažje
ulovimo tako, da uporabimo sredinsko poravnavo na PWM generatorjih. Več o
regulaciji navora je v poglavju 3.2.3. IOCONx registre uporabljamo za določanje
vpliva posameznega generatorja na njegove izhode. V programu uporabimo samo
tri različne vrednosti IOCON registrov:
• 0xC702 - PWM generator nima vpliva na izhode, oba izhoda sta nizka. Veja
je neaktivna.
• 0xC002 - Izhodi tega PWM generatorja delujejo v načinu komplementarno,
zgornji in spodnji izhod sta zamenjana.
• 0xC782 - PWM generator nima vpliva na izhode. Izhod, ki krmili spodnji
tranzistor, je v aktivnem stanju.
Ko BLDC obratuje v motorskem načinu, je vsak od treh generatorjev
v enem od zgornjih stanj. Vrednost posameznega IOCON registra je od-
visna od položaja, v katerem se nahajamo. V izseku kode 3.3 je so
trije nizi, s katerimi si pomagamo, ko posameznemu IOCON registru do-
deljujemo vrednost. Posamezni IOCON register dobi vrednost glede na
položaj, v katerem se nahaja rotor. Položaja 0 in 7 sta neveljavna,
zato v tem primeru motor odklopimo z vrednostjo IOCON registrov 0xC702.
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const unsigned int PWM_STATE1_CLKW [8] =
{0xC702 ,0xC782 ,0xC702 ,0xC782 ,0xC002 ,0xC702 ,0xC002 ,0 xC702};
const unsigned int PWM_STATE2_CLKW [8] =
{0xC702 ,0xC002 ,0xC782 ,0xC702 ,0xC702 ,0xC002 ,0xC782 ,0 xC702};
const unsigned int PWM_STATE3_CLKW [8] =
{0xC702 ,0xC702 ,0xC002 ,0xC002 ,0xC782 ,0xC782 ,0xC702 ,0 xC702};
Izsek kode 3.3: Definicija nizov vrednosti IOCON registrov
Slika 3.2: Nosilni signal PWM, izhod PWM, tok veje ter prikaz proženja AD
pretvorbe. Prirejeno po [2].
3.2.3 Regulacija navora
Zaradi bolj naravnega občutka voznika smo se namesto za regulacijo hitrosti vo-
zila odločili za regulacijo navora. S tem se vozilo obnaša podobno avtomobilu
z motorjem z notranjim zgorevanjem. Zaradi neposredne korelacije med tokom
in navorom motorja v programu izvajamo regulacijo faznega toka aktivne faze.
Za regulacijo je pomembno, da je merjena veličina ustrezno izmerjena. Merjenje
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toka na bateriji ni najbolj ustrezno, saj regulacija enosmernega toka pri konstan-
tni napetosti baterije dejansko pomeni regulacijo moči in ne navora. Bolj ustrezno
je merjenje tokov, ki tečejo skozi motor. Platforma nam nudi merjenje tokov v
dveh vejah pretvornika preko shunt uporov. V tretji veji lahko v kateremkoli
položaju tok izračunamo s pomočjo enega od drugih dveh, saj tok vedno teče
skozi dve veji hkrati. Da izbolǰsamo ločljivost meritve, lahko izkoristimo progra-
mirljivo ojačenje shunt napetosti preko DRV8301. Ojačenje nastavimo preko SPI
v razponu med 10-kratnim in 80-kratnim [7]. Na sliki 3.2a vidimo nosilni signal
pulzno-̌sirinske modulacije s sredinsko poravnavo. Glede na vrednost reference v
primerjavi z nosilnim signalom potem dobimo Ton ene tranzistorske veje, vidno
na sliki 3.2b. Sredina časa Ton je poravnana z trenutkom, ko je vrednost nosilnega
signala enaka 0. V enakem trenutku lahko na veji izmerimo srednjo vrednost toka
(slika 3.2c), zato takrat sprožimo poseben dogodek (ang. Special event trigger),
ki požene AD pretvorbo toka v aktivni veji. To je v programski kodi zapisano
kot TRIG2 = 0 in pomeni, da prožimo posebni dogodek, ko je nosilni signal enak
0. Z delilnikom omejimo proženje AD pretvorbe na vsak četrti dogodek, da nam
ostane dovolj časa za obdelavo rezultata pretvorbe.
Merilna shunt upora se nahajata v vejah, kamor sta priključeni fazi U in W
motorja. Merilna upora se nahajata med spodnjim tranzistorjem posamezne veje
in negativnim polom napajanja. Ko se nahajamo v kateri od štirih pozicij, v
katerih sta vključena spodnja tranzistorja vej (IOCON veje je 0xC782) z meril-
nimi upori nimamo težav z merjenjem vrednosti toka. V dveh pozicijah, kjer
je vključen spodnji tranzistor veje brez merilnega upora pa uporabimo upor v
aktivni veji. Ne v trenutku, ko je nosilni signal enak 0, ampak ko je na ma-
ksimalni vrednosti (TRIG2 = PHASE2). To je sredina časa Toff in takrat teče
enak tok skozi oba spodnja tranzistorja (aktivne veje in veje, kjer je vklopljen
samo spodnji tranzistor). Pravilno konfiguracijo AD modula zagotavljamo s kli-
cem funkcije void ChangeCH0(int HallPosition) ob vsaki spremembi pozicije.
Interpretacija rezultatov je prav tako odvisna od položaja in se izvaja v preki-
nitvi AD2Interrupt, katere del je prikazan v izseku 3.4. Prekinitev se proži ob
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CurrentW[pointerW ++] = (-ADC2BUF0 +2048) < <2;






CurrentU[pointerU ++] = (-ADC2BUF0 +2048) < <2;






CurrentV[pointerV ++] = (ADC2BUF0 -2048) < <2;







Izsek kode 3.4: Interpretacija rezultatov pretvorbe ADC2 v odvisnosti od položaja
V RX prekinitvi UART modula beremo želene vrednosti, ki jih prejemamo
z daljinskega upravljalnika. Želeno vrednost gladimo tako, da uporabljamo pov-
prečje zadnjih štirih prejetih vrednosti. Regulacijo izvajamo periodično s pomočjo
prekinitve časovnika T1Interrupt. Nastavljena želena točka (ang. setpoint) se
v regulaciji približuje želeni vrednosti, prejeti z daljinskega upravljalnika v ko-
rakih, ki so omejeni s časovno rampo (ang. ramp time). Ne glede na želeno
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vrednost je setpoint navzgor in navzdol omejen zaradi varnosti. Ker je z ma-
krojem SOFT LIMIT FULL omejena hitrost vozila, je v primeru prekoračitve le-te
setpoint znižan na minimalno vrednost. Če je setpoint zelo majhen oziroma blizu
0 sprožimo način FREEWHEELING, kar pomeni prosti tek motorja. Tak način se
sproži v primeru, ko je ročica daljinskega upravljalnika v mirujočem položaju. V
normalnem načinu obratovanja pa nadaljujemo z izračunom razlike med želeno
in dejansko vrednostjo toka. Dejanska vrednost toka je povprečje zadnjih 24 iz-
merjenih vrednosti tokov v vseh vejah. Z razliko izračunamo korak spremembe
obratovalnega cikla pulzno-̌sirinske modulacije. Delovanje tega regulatorja lahko
opǐsemo kot integralni (I) regulator. Tak regulator ima sicer počasen odziv na
spremembe, kar pa nam v našem primeru uporabe ustreza, saj nočemo, da bi
zaradi prehitrih pospeškov ali pojemkov uporabnik padel z vozila.
3.2.4 Tempomat
Program omogoča uporabniku preko tipke na daljinskem upravljalniku sprožiti
prehod v regulacijo hitrosti. To funkcijo ponavadi imenujemo tempomat in je
aktivna dokler uporabnik tipko drži pritisnjeno. Regulacija hitrosti deluje tako,
da si ob pritisku tipke program zapomni trenutno hitrost in jo nato uporablja kot
želeno vrednost v PI regulaciji. Razlika med želeno vrednostjo hitrosti in trenu-
tno hitrostjo je vhod funkcije PI regulacije (CalcPI). Izbrana je PI regulacija z
dodatnim členom, ki preprečuje nasičenje integralnega člena. Parametri, vhodne
vrednosti PI in rezultat PI regulacije se nahajajo v strukturi PIDStructure tipa
tPIParm. Ko preidemo v hitrostno regulacijo, prenesemo trenutno vrednost obra-
tovalnega cikla iz navorne regulacije, za čimbolj gladek prehod. Težava se pojavi
edino, ko pri dokaj visoki hitrosti v prostem teku pritisnemo gumb za hitrostno re-
gulacijo. Takrat je začetna vrednost obratovalnega cikla 0. To pomeni, da dokler
obratovalni cikel ne naraste dovolj visoko, prihaja do zaviranja zaradi kratkega
stika dveh faz motorja. Največja težava takega delovanja je nepričakovan sunek
zaviranja za uporabnika vozila. Ta pojav smo nekoliko kompenzirali z neko arbi-
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trarno vrednostjo obratovalnega cikla ob prehodu v regulacijo hitrosti, vendar bi
lahko z napredneǰsim algoritmom odpravili ta učinek pri poljubni začetni hitrosti
ob prehodu.
3.2.5 Zaviranje
Uporabniku je potrebno zagotoviti možnost dovolj hitre zaustavitve vozila, ko
se za to pojavi potreba, zato je v programski kodi implementirana možnost za-
viranja. Pri električnih vozilih je potrebno varčevati z energijo, da podalǰsamo
doseg z enim polnjenjem. Za ta namen je smiselno implementirati regenerativno
zaviranje in ga uporabiti, ko je to možno. Regenerativno zaviranje izkorǐsča in-
ducirano napetost na sponkah motorja, ko se ta vrti. Za prenos energije v smeri
iz motorja v baterijo je potrebno zagotoviti napetost, ki naj bo vǐsja, kot je na-
petost baterije. Ker je inducirana napetost na sponkah motorja prenizka, jo je
potrebno zvǐsati. Na srečo lahko tranzistorski mostič in motor delujejo kot pre-
tvornik navzgor (ang. boost converter), ki v odvisnosti od obratovalnega cikla
pulzno-̌sirinske modulacije zvǐsa inducirano napetost in povzroči regenerativno
delovanje. Na sliki 3.3 vidimo, da je ob ustreznem proženju močnostni del rolke
podoben enostavnem pretvorniku navzgor. Izvor je v našem primeru inducirana
napetost motorja, tuljavo predstavlja induktivnost navitij motorja. Vlogo tranzi-
storja na sliki imajo spodnji tranzistorji vej tranzistorskega pretvornika, dioda pa
parazitne prostotečne diode zgornjih MOSFET tranzistorjev tranzistorskega mo-
stiča. Zaviranje uporabnik sproži tako, da ročico daljinskega upravljalnika potisne
nazaj. Ko postane želena vrednost navora negativna, preidemo v regenerativno
zaviranje. Regenerativno zaviranje je implementirano tako, da pulzno-̌sirinska
modulacija vklaplja in izklaplja spodnje tranzistorje, zgornji tranzistorji pa so
ves čas izklopljeni. Obratovalni cikel pulzno-̌sirinske modulacije je odvisen od
želenega negativnega navora, ki je zahtevan prek daljinskega upravljalnika. Tok
v regenerativnem načinu je navzgor omejen, da ne bi preobremenili ali celo uničili
baterije. Ko je hitrost motorja nizka, ne moremo več zagotavljati regeneracije, saj
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regenerativna električna moč Preg = IUbemf ne zadošča več niti za pokrivanje iz-
gub na navitjih motorja Pizg = RI
2. V tem primeru zaustavimo motor s kratkim
stikom čez odprte vklopljene spodnje tranzistorje. S takim načinom lahko hitro
zaustavimo vozilo, vendar s tem toplotno obremenjujemo motor, na upornosti




Slika 3.3: Pri regenerativnem zaviranju se naš sistem ob ustreznem proženju
obnaša kot pretvornik navzgor.
3.2.6 Terminalska aplikacija in logiranje napak
Razhroščevanje s pomočjo ICD 3 programatorja je enostavno pri aplikacijah, kjer
je mikrokrmilnik vedno na enem mestu, težava pa se nam pojavi, ko je mikro-
krmilnik pritrjen na manǰse električno vozilo, ki se premika. MPLAB X za take
primere ponuja razširitev Real-time Data Monitor (RTDM) in ustrezno kodo za
vključitev v poljuben program. RTDM omogoča spremljanje in tudi ročno spre-
minjanje spremenljivk med samim delovanjem. V času testiranja se je vtičnik
izkazal za izjemno nezanesljivega, saj je povzročal sesutje celotnega programa
MPLAB X. S strani tehnične podpore proizvajalca so nam potrdili, da razširitev
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RTDM ne deluje ustrezno v relativno novem MPLAB X, ampak le v stareǰsem ra-
zvojnem okolju MPLAB 8. Za testiranje programa med samo vožnjo je bila zato
razvita terminalska aplikacija, ki lahko preko serijske komunikacije in radijske
povezave v realnem času pošilja podatke na nadzorni računalnik. Za radijsko po-
vezavo je bil uporabljen par UART-RF bridge modulov, ki obratuje na frekvenci
915 MHz na razdalji do okoli 50 m [11]. Med časom delovanja program beleži
izredne dogodke na rolki, ki bi lahko pomenile težave s programom ali s samo
rolko. Dokler je mikrokrmilnik vklopljen, lahko s pomočjo terminalske aplikacije
preberemo celoten pomnilnik s seznamom napak. V času zaznave vsake napake
so zabeleženi še dodatni parametri obratovanja rolke, kot so: temperature, tokovi
in hitrost rolke.
Terminalska aplikacija deluje tako, da na vmesniku UART2 posluša za znane
ključne izraze in nato odgovarja na tem UART2 vmesniku z ustreznimi podatki,
ki jih zahteva uporabnik. Z ukazoma start in stop lahko uporabnik tudi vklopi
ali izklopi samodejno sprotno pošiljanje podatkov v obliki CSV zapisa. Take
podatke lahko nato zajamemo s poljubno aplikacijo, v našem primeru smo iz-
brali zastonjski odprtokodni program SerialChart, ki podpira risanje grafov iz
podatkov oblike CSV v realnem času [12]. Podprte ključne besede pri uporabi
terminalske aplikacije so naslednje:
• help - Izpis vseh podprtih ukazov,
• current - Izpis želenega toka, trenutne izhodne vrednosti regulatorja, de-
janskega toka ter preračunanega toka baterije,
• temp - Izpis temperatur na mosfet tranzistorjih in temperature samega
motorja,
• voltage - Izpis napetosti (filtrirana in zadnja izmerjena vrednost),
• speed - Prikaz vrtilne hitrosti motorja ter preračunane hitrosti vozila v
km/h,
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• time - Izpis časa delovanja mikrokrmilnika v sekundah od zadnjega vklopa
- za potrebe zaznavanja morebitnih resetov krmilnika,
• duty - Izpis trenutnega obratovalnega cikla PWM izhodov,
• faults - Izpis vseh napak, zaznanih od zadnjega vklopa; Napake se zapisu-
jejo v krožni pomnilnik velikosti 20 zapisov,
• clearfaults - Z ukazom pobrǐsemo vse zaznane napake,
• start - Z ukazom omogočimo pošiljanje podatkov v realnem času, s pomočjo
časovnika - vsakih 30 ms in
• stop - Z ukazom ustavimo pošiljanje podatkov v realnem času.
Za lažjo prepoznavo ukazov od uporabnika zahtevamo, da na začetek ukaza zapǐse
znak $ in na konec ukaza #. Če program poslanega ukaza ne prepozna, uporabnika
na to opozori in ga napoti k ukazu $help#. Hkrati lahko uporabnik pošlje več
ključnih besed, program mikrokrmilnika pa bo vsak ukaz obravnaval ločeno in
ponudil ustrezni izpis. Primer veljavnega poslanega ukaza in prejetega izpisa bi
bil na primer:
$time# $speed#
Up for: 321 seconds
Speed RPM: 2500
Speed km/h: 8.24
Če nam vrednosti merjenih veličin kot so: temperature, tokovi in napeto-
sti, odstopajo od prednastavljenih meja, sprožimo zapis napake, znotraj kate-
rega shranimo stanje celotnega pogona. V strukturi, ki definira napako shra-
nimo podatke, kot so: temperature, tok, napetost, vrtilna hitrost motorja, obra-
tovalni cikel PWM ter pozicija, ki jo javljajo Hallovi senzorji. Napake zapi-
sujemo v krožni pomnilnik, iz katerega jih lahko preberemo preko terminal-
ske aplikacije z ukazom $faults#. Ko prejmemo ta ukaz, gre program čez
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celoten krožni pomnilnik ter uporabniku na konzoli izpǐse vse vrednosti shra-
njene ob vsaki posamezni napaki. Struktura, v katero zapisujemo posame-
zne napake in dodatne veličine ob napaki, je predstavljena v izseku kode 3.5.












Izsek kode 3.5: Struktura shranjenih napak
4 Program Cypress BLE
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V poglavju sledi opis programov na obeh mikrokrmilnikih Cypress, ki se upora-
bljata za krmiljenje električnega vozila preko Bluetooth povezave. Poudarek bo
na opisu delovanja BLE (Bluetooth Low Energy) dela obeh programov. Podrob-
neǰsi opis tehnologije Bluetooth presega namen te naloge, osnove tehnologije, kot
so GAP vloge, GATT vloge in profili pa so predstavljeni na naslednjih straneh.
4.1 Osnove Bluetooth tehnologije
Bluetooth Low Energy (BLE) je del specifikacije Bluetooth od verzije 4.0 na-
prej. Razvoj BLE je začela Nokia, posebna interesna skupina za Bluetooth (ang.
Bluetooth SIG) pa je BLE sprejela pod svoje okrilje. Bluetooth SIG skrbi za
specifikacijo in standardizacijo, kar zagotavlja interoperabilnost med različnimi
tipi naprav in različnimi operacijskimi sistemi. GAP (ang. Generic access profile)
definira načine povezovanja in oglaševanja storitev v BLE. GATT (ang. Generic
attribute profile) definira način pošiljanja in sprejemanja podatkov s pomočjo
storitev, karakteristik in podatkovnega protokola. Bluetooth specifikacija defi-
nira tudi standardne storitve oziroma profile, sestavljene iz karakteristik, ki nam
omogočajo uporabo aplikacij skupaj s perifernimi napravami različnih proizvajal-
cev [13].
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Slika 4.1: Sloji BLE sklada, za razumevanje delovanja opisujemo zgornje sloje (v
modri barvi) [3].
4.1.1 GAP
GAP protokol definira načine povezovanja, oglaševanja storitev in razkrije na-
pravo okolici. GAP določa, kako lahko napravi ali naprave komunicirajo med
seboj. Pri izmenjavi podatkov prek BLE poznamo dva načina, en je povezava
med dvema napravama, ki omogoča dvosmerno komunikacijo, drugi pa je bro-
adcast omrežje, kjer ena periferna naprava oddaja podatke, ena ali več naprav
(observer) pa samo sprejemajo podatke. V drugem primeru ne gre za povezovanje
naprav, saj je naprava hkrati lahko povezana samo z eno napravo naenkrat. GAP
definira vloge naprav. Poznamo centralne naprave in periferne naprave. Naprava
je lahko centralna, periferna ali celo oboje hkrati.
• Periferna naprava je naprava, ki oglašuje svoje storitve. Ponavadi gre tu
za majhne naprave, kot so senzorji srčnega utripa, merilniki temperature in
podobno.
• Centralna naprava je zmogljiveǰsa naprava (npr. telefon), ki ponavadi
sprejema podatke senzorjev in jih obdeluje.
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Slika 4.2: Prikaz oglaševanja periferne naprave in odgovor na povpraševanje cen-
tralne naprave [4].
Oglaševanje podatkov poteka pri BLE prek oglaševalnih paketov podatkov (ang.
Advertising data payload) in po potrebi še z odgovori na povpraševanja centralne
naprave (ang. Scan response data payload). Pri broadcast omrežju je to edini
način pošiljanja podatkov med napravami. Pri povezovanju dveh naprav pa je
oglaševanje način, da centralna naprava pridobi podatke o periferni napravi, nje-
nem imenu in storitvah, ki jih ponuja. Izmenjava podatkov povezanih naprav ne
spada več v sklop GAP protokola, zanj skrbi GATT protokol [4].
4.1.2 GATT
GATT definira način pošiljanja podatkov med povezanima napravama. Izme-
njava podatkov poteka na podlagi storitev in karakteristik. Uporablja podat-
kovni protokol ATT (ang. attribute protocol), kjer so podatki po ključu storitev
in karakteristik shranjeni v lookup tabeli. Komunikacija poteka med strežnǐsko
napravo in klientom, znotraj ene povezave pa sta obe napravi lahko strežnik in
klient hkrati, to zagotavlja dvosmerno komunikacijo.
• Stežnik je naprava, ki ima podatke in jih hrani v GATT lookup tabeli.
• Klient je naprava, ki želi imeti podatke. Za pridobitev posameznega po-
datka ponavadi pošlje zahtevo na strežnik, kjer je želen podatek identificiran
s pomočjo edinstvenega ID, UUID.
Komunikacija ni nujno samo branje na zahtevo. V naši aplikaciji strežnik sam
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obvešča klienta o spremembi oziroma osveževanju vrednosti podatka (ang. No-
tify). Klient lahko vrednost podatka na strežniku tudi spremeni (ang. Write)
[13][4].
4.1.3 Profili Bluetooth, storitve in karakteristike
Profili so skupek storitev in njihovih karakteristik, definirani s strani Bluetooth
interesne skupine ali pa s strani razvijalca periferne naprave. Standardni pro-
fili pokrivajo različne aplikacije senzorjev za monitoring zdravja (utrip, pritisk,
temperatura) ali zmogljivosti športnika (moč, kadenca), lokacija, navigacija in po-
dobno. V kolikor ustrezen profil ne obstaja, lahko razvijalec programske opreme
prosto ustvari nov profil. Profil je sestavljen iz ene ali več storitev. Standar-
Slika 4.3: Profil vsebuje eno ali več storitev, ki vsebujejo vsaka po eno ali več
karakteristik [4].
den profil srčnega utripa tako vsebuje storitev merjenja srčnega utripa in storitev
podatka o sami merilni napravi. Vsaka storitev je definirana s 16-bitnim UUID
(standardne storitve) ali 128-bitnim UUID (storitev po meri). Znotraj storitve so
posamezni podatki shranjeni v tako imenovanih karakteristikah. Karakteristika
je najožje definirana entiteta znotraj GATT-a. Označena je z edinstvenim UUID,
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16-bitno ali 128-bitno identifikacijsko številko. Vsaka karakteristika vsebuje en
podatek, čeprav lahko tu gre za niz (ang. Array) koreliranih podatkov, npr. mere
objekta ali koordinate lokacije objekta [13].
4.2 Cypress PSoC Creator
Slika 4.4: Pregled vseh uporabljenih pinov mikrokrmilnika.
PSoC Creator je razvojno okolje podjetja Cypress Semiconductor, ki se uporablja
za pisanje kode, programiranje in razhroščevanje programov za mikrokrmilnike
serij PSoC in FM0+. Aplikacijo ustvarjamo s pomočjo grafičnega urejevalnika,
kjer zastavimo shemo naše aplikacije. Z grafičnimi meniji konfiguriramo stvari,
kot so nastavljanje ure mikrokrmilnika, namembnost pinov, dodatne komunika-
cijske komponente (UART, SPI, BLE in ostalo), časovniki, ADC in različni filtri.
Vse komponente skozi menije skonfiguriramo po lastnih željah, PSoC Creator pa
nam glede na naše izbire generira kodo v programskem jeziku C. Seveda je na
razvijalcu programske opreme, da kodo vseh komponent poveže v logično celoto.
Programiranje je olaǰsano tudi z enostavno dosegljivostjo dokumentacije posa-
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mezne komponente, z desnim klikom na komponento na grafični shemi dobimo
direktne povezave na dokumentacijo komponente in dokumentacijo API klicev
komponente, prav tako pa primere uporabe kode komponente. Prednost take za-
snove delovanja programa je tudi posodabljanje komponent, ki prinaša izbolǰsavo
delovanja ali pa odpravlja hrošče.
Slika 4.5: Kontekstni meni nam ponuja hiter dostop do dokumentacije in primerov
kode.
Kot vmesnik za programiranje je bil uporabljen Cypress CY5670 CySmart
USB Dongle. CY5670 ima dve funkciji, ki ju ponazarjata dva ločena mikrokr-
milnika na samem USB donglu [14]. PSoC 5LP mikrokrmilnik je programator za
PSoC in PRoC naprave, ki zna komunicirati preko USB povezave z računalnikom.
PRoC BLE naprava na donglu je predprogramirana, da deluje kot BLE centralna
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GAP naprava, in se uporablja za enostavno razhroščevanje in testiranje BLE apli-
kacij. Na donglu imamo še zunanji konektor za priklop poljubne PSoC/PRoC
naprave. Za uporabu konektorja moramo najprej odstraniti nič-ohmske povezave
do PRoC mikrokrmilnika. Tako lahko sedaj dongle uporabljamo za programiranje
in razhroščevanje naših centralne in periferne enote BLE.
4.3 Program periferne enote - daljinskega upravljalnika
Glavna naloga programa periferne enote je merjenje položaja potenciometra kr-
milne ročke za pospeševanje in zaviranje, ter posredovanje rezultatov centralni
enoti BLE, ki se nahaja na glavni plošči skupaj z glavnim krmilnikom dsPIC.
Na periferni enoti imamo še tipko za bujenje daljinskega upravljalnika ter tipko
za vklop tempomata. Par dvobarvnih LED diod uporabniku sporoča stanje da-
ljinskega upravljalnika in povezave s centralno enoto. Ker daljinski upravljalnik
nima gumba za izklop, izkorǐsčamo stanje hibernacije, ko ga ne uporabljamo,
s čimer kar najbolj zmanǰsamo izrabo baterij. Vsi uporabljeni pini in dodatne
komponente PSoC Creatorja so vidni na sliki 4.6.
Cypress v želji po povečanju zanimanja izdaja na svojem blogu in github
računu projekte, ki uporabljajo njihove produkte [15][16]. Med projekti je tudi
”Day020 BLE UART”, ki prikazuje delovanje para BLE mikrokrmilnikov, kjer en
sprejema podatke preko UART serijske povezave in jih oddaja naprej preko BLE,
drugi pa sprejete podatke posreduje naprej preko UART serijske komunikacije.
To je tudi osnova našega programa. Na periferni enoti je bilo potrebno največ
sprememb programa, saj podatke zajemamo z AD modulom in ne prek UART
povezave. Z grafičnim urejevalnikom smo v program dodali AD pretvornik, tipki,
digitalne vhode in izhode ter časovnike za prekinitve in stanje hibernacije. V
programski kodi smo potem funkcionalnosti posameznih vključenih enot ustrezno
povezali v celoto. BLE komponenta je nastavljena kot periferna GAP naprava ter
kot GATT strežnik, saj imamo na tej napravi podatke pridobljene iz potenciome-
tra, centralna enota pa jih želi imeti in posredovati dsPIC mikrokrmilniku. Ker
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Slika 4.6: Shema programskih delov periferne enote.
daljinski upravljalnik za električno rolko ni del standardne specifikacije Bluetooth
profilov, je tu kreiran nov profil po meri. Definirana je storitev UART SERVER,
ki vsebuje dve karakteristiki, Server UART Tx Data in Server UART Rx Data.
Karakteristika Server UART Tx Data je konfigurirana za obveščanje (Notify) in
je uporabljena tako, da centralno enoto obvesti vedno, ko se AD pretvorba za-
ključi in dobimo novo vrednost. Karakteristika Server UART Rx Data omogoča
centralni enoti zapisovanje vrednosti v periferno enoto. Ena od možnih imple-
mentacij druge karakteristike bi bil prenos stanja glavne baterije ali pogonskega
sistema električne rolke za potrebe obveščanja uporabnika o stanju le teh. Sto-
ritev in karakteristiki so enoznačno identificirane s pomočjo 128-bitnih UUID.
S temi UUID, vidnimi spodaj, lahko potem centralna enota pridobi podatke iz
posamezne karakteristike oziroma vanjo zapisuje.
Storitev Server UART
0003CDD0-0000-1000-8000-00805f9b0131
Karakteristika Server UART Tx Data
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0003CDD0-0000-1000-8000-00805f9b0131
Karakteristika Server UART Rx Data
0003CDD0-0000-1000-8000-00805f9b0131
Program za periferno enoto je sestavljen iz štirih datotek izvorne kode in štirih
pripadajočih header datotek. Poleg teh datotek, ki so izdelane ročno pa še avto-
matsko kreirane datoteke z izvorno kodo za vsako komponento sistema. V dato-
teki main.c je koda za inicializacijo sistema ter glavna zanka za delovanje. Zraven
je še koda za hibernacijo sistema. V app ADC.c je koda za obdelavo rezultatov
AD pretvorbe in pošiljanje podatkov preko BLE. app LED.c skrbi za ustrezno
signalizacijo LED diod glede na stanje sistema, app Ble.c pa vsebuje funkcije, ki
definirajo obnašanje BLE podsistema v različnih stanjih in ob različnih dogodkih.








Izsek kode 4.1: Glavna zanka programa
AD pretvornik periodično meri napetost baterije in pozicijo krmilne ročice,
s katero uporabnik nadzoruje vožnjo. Konverzija analognih vrednosti se proži s
pomočjo prekinitve časovnika vsakih 20 milisekund. Ko je konverzija zaključena,
se sproži prekinitev AD, v kateri preberemo rezultate in jih zapǐsemo v spre-
menljivki. Vrednost napetosti baterije uporabljamo v funkciji HandleLeds(), ki
je klicana ob vsakem prehodu glavne zanke programa. Če zaznamo nizko stanje
baterije med delovanjem, samega delovanja ne ustavimo, ampak samo opozorimo
uporabnika s svetlečo rdečo LED diodo. Izmerjen položaj krmilne ročice obde-
lamo po vsaki prekinitvi AD v funkciji TxADCTraffic() in jo pošljemo centralni
enoti, ki jo posreduje naprej glavni krmilni enoti. Obdelava rezultata konver-


























Slika 4.7: Diagram poteka programa periferne enote.
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zije je potrebna, ker se je izkazalo, da prihaja do zatikanja ročke v centralni legi
in bližnjih legah. To pomeni, da lahko pride do situacije, ko daljinskega upra-
vljalnika ne držimo v rokah, želena vrednost pa bi bila tako visoka oziroma tako
nizka, da bi prǐslo do delovanja v motorskem načinu ali nepričakovanega zavi-
ranja ob poganjanju z nogo. Rezultat konverzije tudi zamaknemo tako, da je
”mrtva cona”poravnana na sredini razpona 11-bitne vrednosti (rezultat konver-
zije je 11-bitno število).
//Zamik rezultata na sredino 11-bitnih vrednosti (1023)
offsetresult = -115;
tempresult = result + offsetresult;
// Izničimo spodnjo mrtvo cono , tako da ji pripišemo vrednost
// 1023 in zamaknemo ostale vrednosti proti 1023









// Izničimo zgornjo mrtvo cono , tako da ji pripišemo vrednost
// 1023 in zamaknemo ostale vrednosti proti 1023





Izsek kode 4.2: Obdelava rezultata konverzije
Obdelan rezultat konverzije zapakiramo v dve 8-bitni vrednosti, ki bosta poslani
preko Bluetooth povezave. Aplikaciji, ki bo podatke sprejela, želimo olaǰsati
razlikovanje med obema vrednostima, zato izkoristimo bite, ki nam ostajajo ne-
zasedeni poleg 11-bitne želene vrednosti navora, ki jo pošiljamo. Izbrali smo, da
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je MSB v spremenljivki z zgornjimi 5 biti želene vrednosti vedno enak 1, v spre-
menljivki s spodnjimi 6 biti želene vrednosti pa je MSB vedno enak 0. Na drugo
mesto prve spremenljivke smo zapakirali še vrednost tipke za preklop v hitrostno
regulacijo (tempomat). Prikaz poslanih vrednosti je na sliki 4.8.
// Zgornjih 6 bitov - nastavimo tako , da mora imeti na MSB 1
// ter Button 1 na MSB -1
uartTxData [0] = (uint8) (( tempresult >> 6) | 0b10000000
| (Button_1_Read ()<< 6));
// Spodnjih 6 bitov - nastavimo tako , da mora imeti za MSB 0
uartTxData [1] = (uint8) (tempresult & 0b00111111 );
Izsek kode 4.3: Priprava podatkov na pošiljanje
Slika 4.8: Sestava podatkov, ki jih pošiljamo prek BLE.
Ker daljinski upravljalnik nima stikala za izklop, moramo s programsko
rešitvijo zmanǰsati porabo energije, ko upravljalnik ni v uporabi. Ena od rešitev
je priklapljanje ohmskega bremena - potenciometra na napajanje samo takrat,
ko sta periferna in centralna enota povezani. Ko nismo povezani, je breme iz-
klopljeno prek tranzistorja, ki ga krmili mikrokrmilnik. Glavna funkcionalnost,
ki nam omogoča zmanǰsanje porabe ob neuporabi pa so stanja nizke porabe, ki
jih omogoča mikrokrmilnik PSoC. Tako mikrokrmilnik kot BLE podsistem po-
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znata različne načine delovanja oziroma mirovanja. Mikrokrmilnik ima (po vrsti
od aktivnega do stanja najnižje porabe) aktivno stanje, spanje, globoko spanje,
hibernacijo in ustavljeno stanje. BLE podsistem lahko ločeno prehaja v sta-
nja nizke porabe (spanje, globoko spanje in hibernacija) in ga lahko zbujamo
samo periodično, ko je potrebno posredovati podatke preko Bluetooth povezave.
Te možnosti ne uporabljamo, saj moramo zelo hitro pošiljati trenutno vrednost
želenega navora centralni enoti. Uporabljamo pa hibernacijo mikrokrmilnika, ki
porabo zniža z nekaj 10 mA na okoli 150 nA. Iz ustavljenega stanja v delovanje
lahko preidemo samo z dvema različnima pinoma, kar pa ni bilo predvideno pri
zasnovi periferne enote, zato uporabljamo hibernacijo, iz katere lahko preidemo
v delovanje s katerokoli prekinitvijo GPIO. V stanju hibernacije se ustavi izvaja-
nje programa, upravljanje z digitalnimi izhodi in vhodi, ostaja pa nam omejena
uporaba analognih vhodov. Ob bujenju iz hibernacije se program zažene povsem
od začetka, kot bi bil mikrokrmilnik pravkar priklopljen na napajanje [17].
Z LED diodami uporabniku signaliziramo dogajanje v programu. Ena dvo-
barvna LED dioda se uporablja za signaliziranje stanja baterije. Ko sveti rdeče,
to pomeni, da je stanje baterije daljinskega upravljalnika nizko. Če je stanje ba-
terije ob vklopu daljinskega upravljalnika prenizko, sveti rdeča LED 5 sekund in
upravljalnik gre v mirovanje. Ko ta sveti zeleno, pomeni, da je aktivno polnjenje
baterije. Druga LED dioda uporablja utripajočo signalizacijo za obveščanje upo-
rabnika o stanju povezanosti. Če LED utripa rdeče, je BLE podsistem v stanju
oglaševanja, če utripa zeleno pa je v stanju povezanosti. Utripanje je izvedeno z







Izsek kode 4.4: Enostavno utripanje LED diode
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4.4 Program centralne enote - UART bridge
Tu smo si prav tako pomagali s projektom ”Day020 BLE UART”, in pri samem
programu niso bile potrebne večje spremembe, saj je funkcionalnost naše cen-
tralne enote identična kot v izvirnem projektu. Centralna Bluetooth enota ima
zelo enostavno delo, to je sprejemanje podatkov preko Bluetooth povezave in
pošiljanje podatkov preko UART serijske povezave glavni krmilni enoti, dsPIC-u.
Uporaba stanj nizke porabe ni potrebna, saj se napajanje glavnega vezja izklopi
s pomočjo stikala. Krmilnik se nahaja v enem od dveh stanj. Prvo je stanje, kjer
skenira okolico za ustrezno periferno napravo. Ko pa najde periferno napravo, ki
se ustrezno predstavi, se povežeta in takrat začne krmilnik centralne Bluetooth
enote sprejemati in posredovati podatke glavnem krmilniku dsPIC. LED dioda si-
gnalizira ti stanji, v prvem utripa, v drugem pa sveti. Na krmilnik je priklopljena
še tipka za poljubno funkcijo, ki pa v našem programu ni uporabljena. Glavni
mikrokrmilnik dsPIC ima možnost preko XRES pina restarta Bluetooth mikro-
krmilnik. Ta funkcionalnost prav tako ni implementirana na glavnem krmilniku,
ker potrebe za to ni bilo.
Točen potek programa je sledeč. Po inicializaciji se Bluetooth postavi v stanje
skeniranja. Vedno, ko zazna napravo, se ji predstavi in pregleda odgovor na
skeniranje. Nastavitev periferne enote je na sliki 4.9. Periferna enota odgovori na
skeniranje s 5 byti, ki predstavljajo proizvajalca mikrokrmilnika periferne enote -
Cypress. Centralna enota ima te podatke zapisane v programu in ko jih primerja,
sklepa, da je našla ustrezno napravo. Potem vzpostavi povezavo s periferno enoto,
periferna enota pa jo sprejme.
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if((advReport ->eventType == CYBLE_GAPC_SCAN_RSP)
&& (advReport ->data [1] == 0xff) && (advReport ->data [2] == 0x31)
&& (advReport ->data [3] == 0x01) && (advReport ->data [4] == 0x3b)





Izsek kode 4.5: Preverjanje, da je povezana ustrezna naprava
Ko sta periferna in centralna naprava povezani, centralna naprava oziroma
GATT klient na GATT strežniku preveri prisotnost ustrezne storitve in ustre-
znih karakteristik, pri čemer pozna njihove UUID. Nato klient pridobi še de-
skriptorje karakteristik in se s strežnikom dogovori glede primernega MTU
(ang. Maximum Transmission Unit). Ta postopek imenujemo izmenjava in-
formacij (ang. info exchange). Ko si izmenjata vse potrebne podatke, kli-
ent na strežniku aktivira obveščanje (ang. Notify) karakteristike, ki posre-
duje vrednost AD krmilne ročice. Ko je vklopljen notify, periferna naprava
periodično pošilja podatke (par 8-bitnih vrednosti), kar na centralni enoti
sproži dogodek CYBLE EVT GATTC HANDLE VALUE NTF. Ta dogodek zaznamo funk-
ciji AppCallback(), in potem pokličemo funkcijo HandleUartRxTraffic(), ki
prejet par vrednosti posreduje preko UART serijske povezave. Program je pri-
pravljen tudi na sprejemanje vrednosti prek UART povezave in posredovanje
daljinskemu upravljalniku za prikaz delovanja ali spremembo obnašanja periferne
enote, vendar v našem primeru funkcionalnost ni uporabljena.
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Slika 4.9: Nastavitev periferne enote, kaj naj odgovori na skeniranje - Scan Re-
sponse.
5 Zaključek
Tekom izdelave zaključnega dela smo se spopadli z več izzivi. En od njih je
bil zagotovo spremljanje in po potrebi razhroščevanje programa med vožnjo po
terenu. Sprva smo sicer želeli uporabiti Microchipov RTDM vtičnik, ki pa, po-
trjeno s strani podpore Microchip, ne deluje ustrezno v MPLAB X ampak samo
v stareǰsem programskem paketu MPLAB 8. To težavo smo rešili s terminalsko
aplikacijo ter radii, kot je opisano v poglavju 3.2.6. Naslednja težava je bila, da je
prihajalo do pregrevanja tranzistorjev, kar je bila posledica nedelovanja mrtvega
časa v komplementarnem načinu proženja. S pomočjo erate [6] je bilo ugotovljeno,
da v točno določenih situacijah in nastavitvah PWM modula, mrtvi čas ne deluje
pravilno. K sreči nam DRV8301 omogoča nastavljanje mrtvega časa s pomočjo
dodatnega upora, zato smo uporabili to rešitev. Veliko časa je bilo porabljeno
zaradi nedelovanja branja temperature motorja. Kasneje je bilo ugotovljeno, da
je na shemi mikrokrmilnika v uradni dokumentaciji narobe označen fizični pin z
dodatno oznako AN25. Izkazalo se je, da je ta pin v resnici AN27 in je bil AN25
podvojeno vpisan na dveh različnih pinih.
Čeprav je bil cilj naloge dosežen in so bile implementirane vse želene funkcio-
nalnosti vozila, je pri takem projektu neskončno mnogo možnosti izbolǰsav. Ena
od njih in gotovo zelo pomembna je izbolǰsava kvalitete same kode po standar-
dih, ki veljajo za električna vozila, kot je na primer MISHRA-C. Prav tako bi
bilo smiselno izvorno kodo pregledati z orodji za statično analizo kode, ki odkrije
različne nepravilnosti. S statično analizo kode odkrivamo hrošče, kot so neini-
cializirane spremenljivke, dostopanje izven meja velikosti niza in podobno. Pri
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razvoju kompleksneǰsega projekta si lahko tudi za mikrokrmilnike izberemo TDD
(ang. Test Driven Development) način razvijanja aplikacij. To pomeni, da spro-
gramiramo teste, ki preverjajo delovanje naših funkcij in zagotavljajo, da ne bi
neka navidezno nepovezana sprememba pokvarila delovanje obstoječih in prever-
jenih funkcij. Microchip nam zagotavlja različne knjižnice in smernice za izdelavo
varnih programov, ki so v skladu s standardi. Ena od takih knjižnic je Class-B
Library [18], ki zagotavlja teste ključnih komponent mikrokrmilnika, kot so CPU
registri, programski števec in ura. Prav tako Microchip ponuja smernice za varno
uporabo njihovega XC prevajalnika [19]. Glede Bluetooth mikrokrmilnikov bi
bilo smiselno vpeljati vezanje (ang. bonding) naprav, saj se lahko trenutno ka-
terakoli naprava z ustreznimi parametri upari z rolko in jo upravlja. Z vezanjem
pa zagotovimo, da je naš daljinski upravljalnik edini, ki lahko komunicira z rolko.
Kot izbolǰsavo, bi lahko podatke pošiljali tudi v drugo smer in na daljinskem
upravljalniku prikazali stanje samega pogona.
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[1] J. Jereb, “Električno gnana rolka,” Master’s thesis, Fakulteta za elektroteh-
niko Univerze v Ljubljani, 2016.
[2] ST, “Implementation of current regulator for BLDC motor control with
ST7FMC.” Dosegljivo: https://www.st.com/resource/en/application_
note/cd00075973.pdf. [Dostopano: 21. 8. 2018].
[3] Cypress Semiconductors, Bluetooth Low Energy (BLE) 3.51 - PSoC Creator
Component Datasheet.
[4] Adafruit, “Introduction to Bluetooth Low Energy.” Dosegljivo: https:
//learn.adafruit.com/introduction-to-bluetooth-low-energy/
introduction. [Dostopano: 15. 5. 2018].
[5] Microchip, “dsPIC33EPXXXGM3XX/6XX/7XX - 16-Bit Digital Signal
Controllers with High-Speed PWM, Op Amps and Advanced Analog Featu-
res.” Dosegljivo: http://ww1.microchip.com/downloads/en/DeviceDoc/
70000689d.pdf. [Dostopano: 31. 3. 2018].
[6] Microchip, “dsPIC33EPXXXGM3XX/6XX/7XX Family Silicon Errata
and Data Sheet Clarification.” Dosegljivo: http://ww1.microchip.com/
downloads/en/DeviceDoc/80000577n.pdf. [Dostopano: 31. 3. 2018].
[7] Texas Instruments, “DRV8301 Three-Phase Gate Driver.” Dosegljivo: http:
//www.ti.com/lit/ds/symlink/drv8301.pdf. [Dostopano: 31. 3. 2018].
53
54 Literatura
[8] Cypress Semiconductors, “CYBL10X6X Family Datasheet.” Dosegljivo:
www.cypress.com/file/139841/download. [Dostopano: 31. 3. 2018].
[9] Microchip, “Input Capture with Dedicated Timer.” Dosegljivo: http://
ww1.microchip.com/downloads/en/DeviceDoc/70000352D.pdf. [Dosto-
pano: 15. 6. 2018].
[10] B. Pevec, Optimizacija krmilnih in regulacijskih algoritmov elektronsko ko-
mutiranih motorjev. PhD thesis, Univerza v Ljubljani, Fakulteta za elektro-
tehniko, 2008.
[11] HopeRF, “HM-TRP 100mW Transceiver Modules V1.0.” Dosegljivo: http:
//www.hoperf.com/data_link/HM-TRPW.html. [Dostopano: 14. 6. 2018].
[12] Starlino Electronics, “SerialChart official site.” Dosegljivo: http://www.
starlino.com/serialchart. [Dostopano: 13. 6. 2018].
[13] Bluetooth Special Interest Group, “Bluetooth specification.” Dosegljivo:
https://www.bluetooth.com/specifications. [Dostopano: 15. 5. 2018].
[14] Cypress Semiconductors, “CY5670: CySmart USB Dongle.” Dosegljivo:
http://www.cypress.com/documentation/development-kitsboards/
cy5670-cysmart-usb-dongle. [Dostopano: 4. 6. 2018].
[15] Cypress Semiconductors, “100 Projects in 100 Days with PSoC 4 BLE
- Blog.” Dosegljivo: http://www.cypress.com/blog/problem-solver/
100-projects-100-days-psoc-4-ble. [Dostopano: 16. 5. 2018].
[16] Cypress Semiconductors, “PSoC-4-BLE GitHub repository.” Dosegljivo:
https://github.com/cypresssemiconductorco/PSoC-4-BLE. [Dosto-
pano: 16. 5. 2018].
[17] Cypress Semiconductors, “Designing for Low Power and Estimating Battery
Life for BLE Applications.” Dosegljivo: http://www.cypress.com/file/
140991/download. [Dostopano: 17. 5. 2018].
Literatura 55
[18] Microchip, “Class-B Safety Software.” Dosegljivo: https:
//www.microchip.com/design-centers/home-appliance/
class-b-safety-software. [Dostopano: 23. 8. 2018].
[19] Microchip, “MPLAB XC Compiler Functional Safety Manual.” Dosegljivo:
http://ww1.microchip.com/downloads/en/DeviceDoc/50002178B.pdf.
[Dostopano: 23. 8. 2018].
