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Pokud chceme vykonávat nějakou cílenou činnost, můžeme k ní okamžitě bez jakéhokoli dřívějšího 
plánování prostě přistoupit a všechny její následující kroky vymýšlet během ní, tedy teprve, až 
opravdu vyvstává potřeba vykonat je. Takový pracovní postup ovšem skýtá nepříjemná úskalí 
zejména v podobě nedomyšleného návrhu, kvůli kterému jsme nuceni v nejhorším případě celou naši 
předešlou práci takříkajíc shodit ze stolu. Předem vymyšlený postup práce tedy nabízí mnohé výhody 
v podobě jasné návaznosti jednotlivých úkonů, rozvržení času i zdrojů, analýzy rizik, pokrytí nejlépe 
všech oblastí, do kterých náš produkt zasahuje, a mnoho dalších. Ovšem nestačí jen mít plán. Pokud 
chceme být úspěšní a tento náš úspěch v budoucnu opakovat, měl by být náš plán adaptibilní, 
rozšířitelný, musí počítat s riziky a dokázat se s nimi vyrovnat, nesmí postrádat srozumitelnost pro 
pracovní kolektiv a odpuzovat svou zbytečnou složitostí, špatnou formulací či jen neúspěšným 
uvedením do praxe. Pokud se nám podaří takový postup vytvořit a úspěšně nasadit, nebrání nic tomu, 
abychom se ho pokoušeli dále zlepšovat a rozšiřovat, např. více automatizovat, a tím prodloužili jeho 
životnost a přínos. Pro zlepšování postupu ale musíme též znát měřítka a hodnoty, které nám umožní 
přesně říci, jak úspěšný postup je, popř. kde zaostává. Při návrhu takového postupu bychom tedy měli 
předem počítat s jeho měřitelností a automatizovaným zpracováváním a řízením jeho vývoje.  
Důležitost implementace takovýchto postupů si můžeme výborně uvědomit na příkladu vývoje 
softwarových produktů, kterým se tato práce především věnuje. Jak zahájit projekt, jak správně 
komunikovat se zákazníkem při jeho analýze a specifikaci, jak definovat projektový plán a analýzu 
rizik, jakým způsobem psát projektovou a uživatelskou dokumentaci, jak postupovat při 
implementaci, testování a údržbě, jak měřit náš progres, jak přesvědčit jednotlivé pracovníky, aby 
postupy respektovali a pomáhali je zlepšovat? To je jenom malý výčet z velkého množství otázek, 
které se nám při realizaci softwarového produktu dříve či později objeví. Odpovědi na ně je nutné 
hledat hned od prvopočátku vývoje a ve zlepšování účinků těchto postupů stále iterativně pokračovat, 
aby byly přínosem nejen pro konkrétní situací, ale daly se využít dále napříč širokým spektrem 
projektů i v budoucnu. A čím větší projekt a kolektiv na něm pracující bude, tím důrazněji uvidíme, 
jak nezbytné a užitečné je takovéto plánování pro udržení kvality a výkonu práce. 
Výše jmenované postupy budeme nyní nadále pojmenovávat slovem „procesy“ a jejich 
zlepšování slovním spojením „zdokonalování procesů“. Následuje několik definic k těmto termínům. 
Proces (z lat., postup, pochod, vývoj) je obecné označení pro postupné a nějak zaměřené děje 
nebo změny, pro posloupnost stavů nějakého systému; pro děje náhlé nebo zcela chaotické se slovo 
proces nepoužívá [9]. 
Proces vývoje softwaru je konstrukce zaměřená na vývoj softwarového produktu [6]. 
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Zdokonalování procesů je soubor akcí určených k identifikaci, analýze a zlepšování 
existujících procesů uvnitř organizace za účelem dosažení nových záměrů a cílů. Tyto akce často 
plynou ze specifických metodik či strategií pro vytvoření úspěšného výsledku [8].  
První kapitola této práce má již z podstaty svého názvu uvést do problematiky, ale mým cílem 
je zde rovněž motivovat čtenáře. Důvod je prostý. V praxi často dochází k podceňování užitečnosti 
správně definovaných procesů napříč všemi obory lidské činnosti. I u vrcholných manažerů se 
můžeme setkat s názorem, že investice do vývoje procesů je zbytečná a nepoměrně náročná. Důvody 
k takovému stanovisku se budeme podrobněji zabývat v dalších kapitolách, ovšem již zde je vhodné 
zdůraznit, že právě absence investic do vývoje procesů bývá jednou z nejčastějších příčin neúspěchu 
projektů a velkých finančních ztrát. Naopak příčinou neochoty k jejich implementaci do 
organizačních struktur bývá často např., krom strachu z vysokých počátečních nákladů, také neochota 
naučit se něco nového, pustit se do neznáma, když situaci stále ještě jakžtakž zvládáme. A skutečně 
při hlubším zamyšlení nad šířkou záběru těchto mechanismů může leckdo nabýt dojmu, že „to se 
prostě nedá rozumně zvládnout“. Naštěstí existuje řada metodik, postupů a modelů, které nás dokáží 
úspěšně provést nelehkým úkolem vývoje procesů. A právě na tyto postupy se tato práce zaměřuje, 
ukazuje jejich problematiku, historii, výhody i omyly a též přináší návrh softwarového nástroje jako 
prostředku automatizace některých úkonů, který má pomoci při zkvalitňování vývoje procesů. 
Diplomová práce se sestává ze šesti kapitol. V kapitole 2 podrobně rozebírám problematiku 
vývoje procesů včetně nejznámějších životních cyklů. Dále v kapitole 3 navazuji popisem několika 
nejpoužívanějších procesních modelů v čele se CMMI, na který se následně samostatně zaměřuji 
v kapitole 4. Kapitola 5 pak předkládá návrh a popis implementace systému na podporu vývoje a 
zlepšování procesů a příklad jeho nasazení v praxi. Diplomová práce přímo vychází z mého 
semestrálního projektu [4], jehož cílem bylo nastudovat problematiku zlepšování procesů vývoje 
software a předložit návrh výše zmiňovaného systému. 
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2 Problematika vývoje procesů 
V úvodu jsem se pokusil čtenáře přesvědčit, že zavedení procesů do organizačních struktur je více 
než žádoucí, z hlediska dlouhodobého vývoje rozumné a finančně výhodné. V této kapitole bych rád 
tato fakta ještě více prohloubil a konkretizoval a především podpořil argumentací. Zaměříme se 
obecně na to, jaký vliv má zavádění procesů na organizaci, a na některé zásady, které je vhodné při 
implementaci procesů do organizační struktury dodržet. 
2.1 Rozum při využívání procesů 
Využití procesů při vývoji softwaru je velmi důležité, ovšem jedná se jen o jeden z mnoha prvků, jež 
potenciálně vedou k úspěchu projektu. Síla procesu by se tedy neměla podceňovat, ale ani naopak 
přeceňovat. Stejně, jako jsem uváděl příklad, kdy ochota manažerů zavádět procesy není dostatečně 
vysoká, tak také zavedení procesů neznamená jakousi samospasitelnost. Tím se dostáváme 
k důležitému pojmu, na který se často zapomíná. Tímto pojmem je „rozum“. Při přehnané snaze 
mermomocí využít na téměř vše v organizaci výhod procesů se můžeme paradoxně dostat do situace, 
kdy přehnaná administrativa, která je s procesy spojená, vyústí v nepříjemnou situaci, kdy pracovníci 
více pracují na samotných překombinovaných procesech, než na konkrétním předmětu jim svěřeného 
projektu. Část organizace, která dosahuje u svých procesů vyššího stupně zralosti, může pak 
paradoxně mít horší ekonomické výsledky, než jiná část s méně propracovanými procesy, která 
ovšem investuje prostředky více do vývoje produktů. Aby bylo možné měřit výsledky procesů, je 
nutné, aby organizace dokázala oddělit jednotlivé složky svých procesů. U větších organizací je již 
problematické složky oddělovat, pokud s takovým postupem nebylo počítáno hned od začátku. 
Procesy musí být též definované tak, aby se daly redefinovat v rámci vývoje. Špatně definované 
procesy zpravidla vedou ke krachu. Problém zavádění procesů v kombinaci s rozumným uvažováním 
jasně postihuje následující obrázek (sloupec „S procesy“ je chápán tak, že procesy jsou 
implementovány správně, tj. že úspěšně plní svou plánovanou funkci). 
 












Obrázek 1 Role rozumného uvažování při zavádění procesů 
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Aby byl proces úspěšný, musí se již při jeho návrhu a analýze počítat s faktem, že proces 
nezahrnuje jen jeden konkrétní aspekt, kvůli kterému jsme se ho primárně rozhodli zavést, ale musí se 
umět potýkat s více podproblémy. Abych byl názorný, uvedu konkrétní příklad. Představme si např. 
situaci, kdy jsme sice implementovali do organizace vývoje perfektní proces, který nám říká, jak 
máme postupovat při integraci zakoupených komponent od externího dodavatele, ale už nám neříká, 
jak si tyto komponenty máme opatřit, popř. jak s dodavatelem komunikovat. Logicky si můžeme říci, 
že tato problematika by se dala lépe postihnout jiným procesem, který bude pracovat v součinnosti 
s prvním zmiňovaným. Tento proces zase může nabývat takové složitosti, že je jistě vhodné rozdělit 
ho na podprocesy, a tak vytvořit hierarchickou strukturu na sebe navzájem navazujících procesů a 
podprocesů. Navíc nemusí být výsledek některých procesů explicitně viditelný i přes to, že provádění 
procesu vyžaduje nemalé finanční náklady. Např. pořádání meetingu o délce dvou hodin pro dvacet 
pracovníků může znamenat spotřebu čtyřiceti člověkohodin plus další hodiny na jeho přípravu, ovšem 
výsledek takového procesu se projevuje nepřímo a jen obtížně lze měřit. Příklad naznačuje, že 
takovýto postup není vůbec triviální. Součinnost jednotlivých aspektů tedy postihuje obor procesní 
inženýrství, který se právě snaží zmírnit problémy vzniklé v každé částí a zvyšovat jejich součinnost. 
Jednotlivé složky rozděluje na lidské zdroje, které přinášejí a součastně vyžadují zkušenosti a 
motivaci, prostředí, které se zde objevuje především ve významu stále se měnící nabídky, poptávky, 
soutěží apod., a technologii, která zahrnuje nástroje, techniky pro zlepšení, postupný vývoj atd. 
Situaci opět znázorňuje jednoduchý obrázek, který vyjadřuje potřebu zakomponovat všechny zmíněné 





Zlepšování procesů tedy také nepatří mezi triviální záležitosti už pro ten fakt, že neexistuje 
automatický mechanismus, prostřednictvím kterého by bylo vše proveditelné. Stálé udržování 
pozornosti při procesním vývoji představuje nutnou podmínku. Protože je celá problematika dosti 
specifická a odborná záležitost, je téměř nezbytné, aby byl v rámci organizace vyčleněn speciální 
tým, který se bude výlučně zabývat tvorbou a zlepšováním procesů. Samozřejmě velikost a 
vyhraněnost takové skupiny přímo závisí na velikosti organizace a velikosti integrace procesů do 




Obrázek 2 Součinnost složek v procesním inženýrství 
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2.2 Přístupy ke zlepšování procesů 
Je asi zcela zřejmé, že procesy zlepšujeme proto, abychom z investice do jejich vývoje získali co 
nejlepší výsledky. Také se je samozřejmě snažíme zlepšovat tam, kde naše snaha přinese největší 
užitek, což si ale mnohé organizace neuvědomují (či uvědomovat nechtějí) a vymýšlí nové verze 
naprosto bezcenných procesů. Pokud dotčení pracovníci tento trend pozorují, může to vést k jejich 
demotivaci vzhledem k užívání procesu, nebo až k zcela odmítavému postoji. Při zlepšování procesu 
se vychází ze zkušeností s jeho předešlou implementací a integrací do struktury organizace. 
Jednotlivé jeho parametry zlepšujeme postupně a účinek těchto změn na organizaci se musí co 
nejpřesněji předvídat. Zlepšování procesů by mělo vycházet ze stanovených cílů, tj. jeho vstupy by 
měly značit součastný stav a vytyčené cíle, výstupem by pak měl být zlepšený proces, který odpovídá 
požadavkům. Zlepšování procesů je cenné pro organizace všech velikostí. Existuje řada technik, jak 
ke zlepšování přistupovat. 
Zlepšování procesu na základě znalostí funguje tím způsobem, že proces chápeme jako soubor 
znalostí, jež se snažíme uchovat a předávat dále stále větším organizačním celkům. Rozlišujeme tyto 
jednotlivé typy učení: 
• Individuální učeni – jednotlivci mají své postupy, které neformálně předávají ostatním. 
• Skupinové učení – znalosti jsou cíleně shromažďovány v např. týmu pro zlepšovaní 
výkonu. 
• Organizační učení – skupinové učeni je standardizováno a užito napříč skupinami 
s podobným zaměřením. 
• Kvantitativní učení – převody organizačního učení a jeho užiti (jeho poznatky) jsou 
měřeny a na základě empirických a kvalitativních informaci se dá určit, kde dává uvnitř 
organizace smysl aplikovat tyto znalosti. 
• Strategické učení – soubory znalosti, změn a užití jsou užívány v organizaci. Existuji 
silné široké a propracované kanály pro uskutečňování inovací daných znalosti. Ty přímo 
a striktně ovlivňují chod organizace. Předchozí typy učení se zaměřují zejména na 
zlepšování procesů na základě daných znalostí, zato strategické učení se zaměřuje na 
jejich přímé využití a následnou změnu organizačních postupů pro zvýšeni efektivity, 
obchodu, atd. 
Dalším možným přístupem je zlepšování procesů založené na interoperabilitě. Rozumí se tím 
způsob, jakým budou procesy namapovány na použitý model. Toto rozhodnutí je extrémně důležité, 
protože mimo jiné určuje, jak složitá bude potenciální změna např. při změně modelu. Existují zde tři 
různé způsoby jak interoperability dosahovat, které je v praxi vhodné kombinovat: 
• Namapovat každý použitý proces na všechny použité modely. Tento postup má hned 
několik nevýhod. Jednak vyžaduje mnohonásobnou implementaci stejných procesů, 
což vede k nepřehlednosti, neporovnatelnosti a časovým ztrátám. Také je ale 
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nevýhodný v situaci, kdy provedeme jakoukoli změnu na některém z modelů a 
v důsledku tohoto počinu musíme upravit či dodefinovat každý implementovaný 
proces a samozřejmě provést kontroly všech dotčených procesů. 
• Najít podobnosti v jednotlivých implementacích stejného procesu pro každý model, ty 
spojit a následně již uvádět jen rozdíly pro jednotlivé modely. Tento postup ale opět 
vykazuje některé nedostatky. Především se musí při přidání modelu zpracovat všechny 
existující procesy a najít u nich nové množiny stejných postupů. Ale tím se 
komplementárně musí redefinovat i všechny množiny rozdílů. Navíc se opět procesy 
od různých modelů spatně srovnávají a obtížné je rovněž provádět revize (review). 
• Vybrat si jediný model, na který namapujeme ostatní modely i všechny procesy. Při 
změně některého z modelů se jen změní jeho vazba na centrální model. Při změně 
centrálního modelu upravíme vazby na ostatní modely a v každém procesu provedeme 
pak jen stejné změny. Zjednodušíme tak revize i validace. Centrální model by měl být 
natolik detailní, aby pokrýval ostatní modely. Příkladem takového modelu je např. 
CMMI (viz. kapitola 4), protože je i na různě detailních úrovních veřejně dostupný 
včetně mapování standardů a má výbornou podporu. Obrázek 3 zachycuje namapování 






Při zlepšování procesů se musíme konkrétně zaměřit na některé činnosti, které jsou podstatné 
pro správné řízení. Jednou z prvotních záležitostí je bezesporu financování vývoje a zlepšování pro 
udržení celkové infrastruktury řízení procesů. Finance jednak musíme nejprve zajistit, ale také 
potřebujeme plán do budoucna, který zabezpečí trvalé a rovnoměrné finanční pokrytí po celou dobu 
prací na procesu. Záležitost financování je sice u každé organizace rozdílná, ovšem je zde možné najít 
jisté společné vlastnosti. Zde bych chtěl zdůraznit především komunikaci jednotlivých skupin 























Obrázek 3 Mapování modelů a procesů s centrálním modelem 
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pracujících na procesech. Existují zde totiž skupiny lidí, které mají k vývoji procesu různý vztah. 
Jednak hraje roli management, který má kontrolu mimo jiné nad finančními zdroji a rozhoduje o tom, 
zda se proces vyplatí použit. Proto se musí zajistit odpovídající komunikace mezi tvůrci procesu a 
managementem, aby byl řídícím pracovníkům jasný užitek procesu a potřeba přísunu financí. Nestačí 
ale jen proces financovat a vytvořit. Z druhé strany existují totiž skupiny uživatelů procesu, které je 
také nutné přesvědčit o výhodách používání procesu tak, aby u nich nevznikal odpor. Proto se 
pořádají různá školení, na kterých se musí proces dostatečně dobře vysvětlit. Dále se např. doporučuje 
nalézt skupinu potenciálních uživatelů v organizaci, u které je vysoká pravděpodobnost, že budou mít 
o proces zájem a součastně dokáží pozitivně motivovat k jeho používání i další uživatelské skupiny. 
Management tuto situaci sleduje a na jejím základě pak přiděluje další zdroje. 
S tématem financování přímo souvisí schopnost detekovat potřebu vývoje nových procesů a 
zlepšování těch zavedených. Musíme chápat požadavky na změnu a vypořádat se s nároky na takový 
zásah, změny dokázat implementovat a otestovat novou funkcionalitu pro dosažení odpovídajících 
výsledků. Zde se projeví nutnost znalosti psychologie, sociologie, antropologie apod., abychom 
dokázali přemluvit jednotlivé pracovníky ke změně jejich návyků. Jednotlivé fáze vývoje procesu 
jsou tyto: 
• Definovaní požadavků na proces. Tato fáze obsahuje např.externí srovnávací testy, 
definování obchodních podmínek pocházejících od vlastní organizace, atd. 
• Návrh procesu. Provádíme prostřednictvím definování procesních cvičení použitím 
grafického mapování jeho komponent a textové dokumentace. 
• Implementace procesu. Představuje ujištění, že dotčení lidé proces pochopili, že ho 
vykonávají správně a že existuje konkrétní mechanizmus zpětné vazby ohledně 
funkčnosti nového procesu. 
• Validace procesu. Ze zpětné vazby a někdy až po širším zavedeni procesu 
vyhodnocujeme jeho funkci a zaznamenáváme výsledky. Při špatném výsledku je 
někdy nutné vrátit se zpět až k fázi návrhu. 
• Srovnáváme fungující proces s jeho plánovaným výsledkem, ujišťujeme se, že máme 
potřebné nástroje pro provoz procesu a jeho další zlepšovaní a ověřujeme, zda naše 
iniciativa vedla ke zlepšeni použití procesu, nebo alespoň ho v horším případě 
nezhoršila. 
Každý proces má tedy podobně jako softwarový produkt svůj životní cyklus. Další důležitou 
činností je proto jeho řízení a hodnocení. Musí se spatřovat rozdíl mezi pouhou změnou procesů a 
jejich zlepšováním na základě analýz, měření a vyhodnocování. Celkově jde tedy o hledání a 
zaznamenávání zkušeností a zdrojů pro plánování, implementaci a komunikaci o hodnoceni 
zlepšování procesu. To můžeme provádět interně v pracovním týmu či využít externí specialisty. 
Přizvání externích hodnotitelů představuje vždy zvýšené finanční nároky a obtížnější řízení, ovšem 
zase poskytuje nový pohled, který přináší užitek zejména v případě, že interní řízení pokulhává např. 
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kvůli nedostatku znalostí a zkušeností hodnotícího týmu. Obecně se doporučuje interní a externí 
přístup kombinovat. Konkrétní životní cykly budou popsány dále v této kapitole (viz. 2.3). 
V momentě, kdy provádíme plánování, měli bychom uvažovat velikost daného plánu 
v souvislosti s cílovými problematikami, jež jsem popsal výše. Na prvním místě jsem zmiňoval 
financování, začnu tedy od něj i zde. Pokud plán financování nebude příliš rozpracovaný a podrobný, 
získá jistou formu flexibility, která umožní rychlejší a pružnější komunikaci mezi skupinami 
implementujícími a sponzorujícími procesy. To je ale pravděpodobně jediná výhoda. Naopak 
nevýhodou málo podrobného plánování v této oblasti je možnost narušení či úplného přerušení 
finančních zdrojů z důvodů nejasností apod. a z toho plynoucí velká míra pravděpodobnosti, že dojde 
k neúspěchu. 
Podpora rozhodování o nové implementaci či zlepšování procesů musí být též podložena svým 
plánem. Malý plán zde obvykle znamená úzkou infrastrukturu, tedy nízkou účast pracovníků a jen 
slabou podporu nástrojů, pro vývoj procesů (webový informační systém, apod.). Z toho plynou i 
důsledky. Tam, kde se finance ze začátku ušetřily, musí se dodat posléze, kdy chceme proces 
rozvinout do většího kolektivu. Nové podpůrné nástroje, školení a jiné druhy podpory a motivace si 
zde vyžádají krom nemalých finančních dotací i mnoho opět vynakládaného úsilí. Mohlo by se tak 
zdát, že rozsáhlá infrastruktura vyjde lépe, ovšem ta sebou nese zase zvýšené finanční nároky během 
své tvorby, což se nakonec nemusí vyplatit. Navíc komplexní infrastruktura přímo předurčuje 
k chybám, které se především na spodních vrstvách hierarchie obtížně opravují. Každá společnost by 
tedy měla tyto aspekty vzít v úvahu a učinit expertní rozhodnutí. 
U plánů řízení životního cyklu můžeme malými událostmi lépe korigovat výkon procesu, než 
těmi většími, ale plánování musí být podrobnější a lépe financované, protože jinak hrozí jejich útlum 
ze strany managementu. Stejně tak malé plány při měření reálných cílů procesu sice lépe ukáží 
problematiku, ovšem mohou být managementem nepodporovány z důvodu nízkého rozpracování. U 
velkých plánů zase hrozí nebezpečí, že kvůli jejich podrobnosti a specifičnosti je následně není 
možné využít obecněji u více cílů. 
2.3 Životní cykly vývoje procesů 
Jedním z nedůležitějších úkolů je zvolit si vlastní vyhovující způsob zlepšovaní procesů. Přístupy ke 
zlepšování procesů zde budeme rozumět životní cykly zlepšování procesů. 
2.3.1 IDEAL 
Jedná se o životní cyklus vyvinutý SEI (Software Engineering Institute) založený na použití 
procesního modelu. Je velmi populární pro svou nadprůměrnou konkrétnost a detailnost. Byl 
vytvořen pro organizace s aktivitami na vysoké úrovni, které mohou vést k zavedení programu 
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zlepšovaní procesů. Samotný název je zkratkové slovo, ve kterém se postupně každé písmeno shoduje 
s počátečním písmenem fáze tohoto životního cyklu.  
IDEAL využívá jako osnovu pro zlepšování tzv. PDCA (Plan-Do-Check-Act, viz. Obrázek 4). 
Jedná se o iterativní přístup, známý též pod názvy Deming Cycle, Shewhart cycle, Deming Wheel, 
nebo Plan-Do-Study-Act. V plánovací fázi se přesně a kompletně definují cíle a zdroje pro 
zlepšování. Následuje fáze implementace procesu, na kterou navazuje fáze měření a získávání 
výsledků z našeho snažení a jejich následné porovnání s plánem. V poslední fázi cyklu PDCA se 
provádí analýza výsledků předchozí fáze a zjišťují se příčiny nového stavu. Hledají se způsoby, jak 
dosáhnout prostřednictvím úprav v jednotlivých fázích většího zlepšení. Bližší informace k tomuto 
tématu naleznete v [15]. 
 
 
Obrázek 4 PDCA [15] 
 
Jednotlivé fáze životního cyklu IDEAL i jejich význam jsou popsány níže a celý cyklus pak 
znázorněn na obrázku (viz. Obrázek 5). 
• Inicializace. Zjištěni zdrojů, mezi něž náleží finance, lidé a znalosti, a určení důvodů 
pro zlepšení procesu uvnitř organizace. 
• Diagnóza. Pochopení rozdílů mezi požadovanými procesy a v současnosti 
implementovanými procesy. Analýza je prováděna v závislosti na cílech organizace. 
• Ustaveni (Establishment). Zorganizování infrastruktury a zdrojů pro zahájení 
zlepšovaní procesu. 
• Akce. Týmy odborníků pracují na samotném definovaní zlepšovaného procesu v 
závislosti na fázi diagnózy. 
• Učeni / Účinek (Learning / Leveraging). Organizace vyhodnotí zlepšení (či zhoršení), 





Obrázek 5 Životní cyklus IDEAL [10] 
 
2.3.2 DLI - Decision-based Lifecycle for Improvement 
Tento životní cyklus prezentující agilní principy přichází se zajímavou myšlenkou, že proces nejdříve 
vyzkoušíme, než ho nasadíme, tj. povyšuje provádění rozhodnutí nad provádění aktivit 
(implementací) jak zachycuje obrázek (viz. Obrázek 6). Tím předejdeme situaci, kdy až po 
vynaložení hlavní části finančního balíku zjistíme, že jsme se vydali na špatnou cestu. 




























Obrázek 6 DLI rozhodování a implementace 
 13
DLI tuto myšlenku realizuje, jak je znázorněno na obrázku (viz. Obrázek 7). DLI považuje 
inicializační fázi životního cyklu IDEAL za příliš finančně náročnou, a proto provede nejprve rychlý 
sběr informací o užitku procesu. Teprve pokud se dostane do fáze nasazení, umožní použít složitější 
finančně náročnější model životního cyklu. DLI obsahuje pět fází: 
• Rozhodni. Ptáme se na otázky co, kde a kdy. Fází rozhodni projedeme vždy, když 
ukončíme životní cyklus DLI a začínáme další. Vhodné je použití konzultanta, který je 
znalý v dané problematice. Ten pomůže určit místa, kde je vhodné nasadit postupy, a 
identifikovat počáteční body. Poradí také, zda jsou postupy namapovány korektně, 
stanoví priority a odhadne nároky na daný postup. Dále se musíme rozhodnout, kde a 
kdy budeme v další fázi proces zkoušet. 
• Vyzkoušej. Vyzkoušíme elementy vybraného modelu (CMMI či jiného) jako základ 
pro jeho implementaci. Pokud se rozhodneme nejít dále, vracíme se do první fáze. 
• Analyzuj. Po vyzkoušení modelu analyzujeme jeho nasazení. Můžeme pokračovat, 
nebo se vrátit do obou předchozích fází. 
• Nasaď. Změny uvedeme do provozu a můžeme se přesunout k životnímu cyklu 
IDEAL. 





2.3.3 Six Sigma 
Šest Sigma, jak se dá název tohoto životního cyklu přesně přeložit, přináší, krom množiny 






Obrázek 7 Životní cyklus DLI 
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zajímavou filozofii. Ta plyne už za samotného pojmenování cyklu. Řecké písmeno sigma totiž 
obvykle v matematice značí směrodatnou či standardní odchylku. Stejně tak my zde budeme hledat 
šest směrodatných odchylek procesu, převáděných na míru chyby či defektu. Tento životní cyklus si 
pak klade za cíl zvýšit spokojenost zákazníka prostřednictvím odstranění těchto odchylek. 
Six Sigma je zástupcem z řad životních cyklů procesů, které nevyžadují použití referenčního 
modelu (viz. kapitola 3). Ale právě detailnost Six Sigma ho přímo předurčuje k použití s modely, 
jejichž definice je spíše obecnějšího rázu (viz. kapitola 4). 
Six Sigma využívá jako osnovu pro zlepšování DMAIC (Definuj, Měř, Analyzuj, Zlepši 
(Improve), Kontroluj (Check)).  Jde tedy o modifikovaný PDCA (viz. kapitola 2.3.1), který se 




Obrázek 8 Životní cyklus Six Sigma [14] 
 
2.3.4 QIP 
Životní cyklus QIP (Quality Improvement Paradigm) byl vytvořen v NASA Software Engineering 
Laboratory ve spoluprácí s universitou v Marylandu. Obsahuje dva vnitřní cykly – větší organizační a 
menší projektový, který probíhá jako jedna z fází organizačního cyklu (viz. Obrázek 9). Organizační 
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část si klade za cíl identifikovat a vyhodnocovat cíle organizace, projektová část má provádět proces a 
poskytovat k jeho průběhu zpětnou vazbu. Zde jsou rozebrány jednotlivé fáze organizačního cyklu: 
• Charakterizace projektu a prostředí v závislosti na modelech a metrikách. 
• Výběr kvantifikovatelných cílů pro zlepšení projektového výkonu. 
• Výběr modelu procesu, podpůrných metod a nástrojů pro projekt. 
• Samotné vykonaní procesu, konstrukce produktu, sesbíraní a validace určených dat a 
jejich analýza pro následnou korekci. 
• Analýza dat, detekce problémů, zaznamenání podstatných údajů a učinění doporučení 
do budoucna. 
• Zformulování zkušeností v podobě aktualizovaných modelů a dalších dokumentů a 
uchování pro následné projekty. 
QIP sice není v použití různých podpůrných nástrojů příliš konkrétní, ale obecně se silně 
doporučuje některé z nich využít. V pátém a šestém kroku se tedy obvykle využívají systematické 
nástroje pro integraci cílů v závislosti na specifických potřebách projektu a organizace. Zde se dá 
jmenovat GQM (Goal, Question, Metric) [17] a EFO (Experience Factory Organization) [18]. 
QIP využívá organizaci odpovídající CMMI Maturity Level 5 (viz. kapitola 4). To zahrnuje 
požadavky na pochopeni procesu a produktu,  měření a modelování projektu a organizace, explicitní 
definování a úpravu procesu a produktových kvalit,  pochopení vztahu mezi procesy a kvalitou 
produktu, zpětnou vazbu projektové kontroly,  experimentovaní s metodami a technikami, 




Obrázek 9 Životní cyklus QIP [16] 
 
2.3.5 Agilní přístupy 
Životní cyklus spadající do této třídy jsme si již uvedli výše, kvůli jeho návazností na životní cyklus 
IDEAL (viz. kapitola 2.3.1). Tímto životním cyklem je DLI (viz. kapitola 2.3.2), který nám pomohl 
překonat nebezpečí drahé implementace procesů s nakonec neuspokojivým výsledkem. Agilní 
přístupy se tedy obecně dají charakterizovat rychlou implementací, odvážnými postupy, krátkými 
iteracemi a stálou přítomností výsledného produktu. Procesy vzešlé z agilního vývoje se zde pak 
vyznačují krátkou implementací, přesto se správnou definicí, a naopak extrémně rychlým stažením 
z praxe v případě potíží. 
 
2.4 Problémy při zlepšování procesů 
Zlepšování procesů skýtá početné nástrahy, které mohou končit až neúspěchem celého vývoje. V této 
podkapitole si některé z nich uvedeme. 
 17
Již k podkapitole 2.1 jsem se zabýval uplatněním rozumného myšlení při tvorbě procesů. S tím 
souvisí i nepřiměřená snaha řešit věci překotně. Pokud při řešení projektu podlehneme tlaku např. ze 
strany managementu na urychlený vývoj, většinou má proces fatální nedostatky. Navíc zkušenost 
ukazuje, že vývoj procesu trvá vždy stejně či déle, než se původně plánovalo. 
Další problém jsem již také zmiňoval. Jedná se nedostatečné pochopení podmětů, které vedou 
k přesvědčení kolektivu, aby přijal nové návyky (kapitola 2.2). Skutečně jsem se již setkal v praxi se 
situacemi, kdy byl proces tak nevhodně uveden, že ho většina dotčených pracovníků zavrhla ještě 
dříve, než začal být vůbec používán v organizaci. Na druhou stranu se může také stát, že proces si 
klade za cíl poměrně zřejmé a pochopitelné cíle, nicméně jeho provádění doprovází praktiky, které se 
neslučují se sociální situací kolektivu. Jako zářný příklad může sloužit proces, který má za úkol sbírat 
podrobné údaje o právě prováděné práci, za tím účelem, aby management byl informován o 
součastném progresu v jednoduché formě a mohl být dále připraven, bez dolování rozsáhlých 
informací z verzovacích systémů, kdykoli informovat zákazníka. Tento proces jsme ve firmě 
implementovali poměrně jednoduše prostřednictvím kalendáře poštovního klienta Microsoft Outlook. 
Postup byl natolik jednoduchý, že nemusel proběhnout informační meeting a stačilo jen rozeslat 
instrukce e-mailem. Bohužel jsme podcenili náladu zaměstnanců ve firmě, kteří nový proces 
pochopili jako ostré sledování jejich činnosti a kontrolu jejich pracovních výkonů. Přesto, že proces 
neměl za cíl nic takového, museli jsme okamžitě proces buď zrušit, nebo uspořádat schůzi (team 
building), kde byla situace složitě objasňována. Schůze naštěstí zabrala, ale kdyby ne, mohli jsme 
kvůli podcenění situace přijít o efektivní proces a některé zaměstnance dokonce popudit k odchodu ke 
konkurenci. A to opět připomínám, že se zde jednalo jen o extrémně jednoduchý proces. 
S předchozím problémem také úzce souvisí necitelnost vzhledem ke kulturám. Pokud ve velké 
firmě zahrnující rozličné územní a kulturní umístění implementujeme procesy, může vzniknout reálné 
nebezpečí, že se dostaneme do kulturního konfliktu. Opět uvedu příklad z vlastní praxe. Naše 
společnost implementovala poměrně rozsáhlou hierarchii procesů prováděných při plánované 
služební cestě zaměstnance do jiné, než evropské země. Procesy se týkaly též zemí s nejistou 
bezpečnostní situací. Při implementaci procesu se ovšem zapomnělo na fakt, že nejsme jen „my“ a 
„oni“, ale též dva státy, v nichž naše společnost sídlí, mohou být ve vzájemném konfliktu. Proces 
přitom říkal, že zaměstnanec si musí v informačním systému před odjezdem ověřit, zda je situace 
v cílové destinaci uspokojivá. Zde v konkrétním případě došlo k situaci, že v Arménii, Ázerbájdžánu i 
Gruzii situace bezpečná sice byla, ale bohužel se zapomnělo na neuspokojivou vojenskou situaci mezi 
Arménií a Ázerbájdžánem. Pokud pak musel zaměstnanec jen telefonovat z jedné z těchto zemí do 
druhé, většinou se přes výhrůžky z obou stran nikam nedovolal a fyzický přejezd z jedné země do 
druhé mohl znamenat i lynčování. Po tomto incidentu muselo dojít k redefinování některých 
podprocesů, které dnes v naší konkrétně zmiňované situaci předepisují veškerou komunikaci a cesty 
provádět přes Gruzii, jako prostředníka. 
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Další potíže při zlepšování procesů už spíše souvisí se zkušenostmi z oboru. Jedním takovým 
problémem může být ztráta objektivity především ve fázi analýzy. Nebezpečná je rovněž tendence 
zaměřovat vývoj na organizaci samotnou a opomnět sledované cíle. Může pak vzniknout proces 
zbytečně fungující sám pro sebe. Též stanovené cíle musí být voleny rozvážně, optimálně a 
především splnitelně vzhledem k možnostem organizace. Také bychom se měli vyvarovat zbytečným 
analýzám a měřením nepodstatných či zavádějících parametrů, které mohou zkreslit náš pohled na 
problematiku. Pokud si pracovní kolektiv tyto problémy uvědomí, vyvstává velká naděje, že se je 
podaří eliminovat. Jedním z řešení je např. již zmiňovaný kombinovaný interní a externí přístup 
k vývoji (viz. kapitola 2.2). 
Vždy ale mějme na paměti, že chybami se člověk učí. Nepřehlížejme staré chyby, abychom je 




3 Modely vývoje procesů 
Z předchozích kapitol vyplynulo, že při zlepšování procesů využíváme modelů, a též již zazněly 
některé jejich názvy. V této kapitole si povíme o modelech trochu více a ukážeme si rozdíly v práci 
s použitím modelů i bez nich. Dále zde budou zmíněny některé konkrétní modely a důvody k jejich 
vzniku a užívaní. 
Nejprve si řekneme, co to vlastně model je. Velice obecně a formálně se jedná o 
formalizovanou interpretaci, která postihuje empirické entity, jevy a fyzické procesy matematickou či 
logickou cestou. Pro náš konkrétní účel využiji poupravenou definici z [19], prezentující termín 
obchodního modelu: 
Obchodní model je pracovní rámec pro  tvorbu ekonomických, sociálních, a dalších forem 
hodnoty. Termín obchodní model je tak použit v široké řadě neformálních i formálních popisů 
k reprezentaci hlavních aspektů obchodu, zahrnujících účel, nabídky, strategie, infrastrukturu, 
organizační struktury, obchodní praktiky a provozní procesy a politiky. 
Pro softwarové inženýrství a vývoj organizace pak platí, že model je přístup ke zlepšování 
procesů, který má poskytovat strukturu základních elementů, které vedou ke zlepšování procesů. 
Musíme ale model vždy využít, když jsme si v kapitole 2.3 ukázali některé životní cykly, které 
nevyžadují podporu modelem? A jaké pohnutky nás k jeho použití vlastně vedou? Abychom tuto 
otázku zodpověděli, srovnáme si situaci s modelem i bez něj. 
Nejprve situace bez modelu. Mohou nastat případy, kdy pracujeme na velmi specifickém 
úkolu, kdy skutečně není možné využít žádný z nabízených modelů. V takovém případě by úprava 
referenčního modelu na naši konkrétní situaci mohla být obtížnější a problematičtější, než si 
definovat svůj vlastní způsob. I přes tuto výjimku se silně doporučuje zvolit si alespoň nějaké 
vodítko. Vývoj procesů zcela bez modelu způsobuje nesrovnalosti v hierarchii, nemožnost návazností 
mezi procesy, zmatený a neefektivní přístup k vývoji a zlepšování. Samozřejmě existují osvědčené a 
zdokumentované přístupy, jako je Six Sigma, TQM (Total Quality Management), Busieness process 
reengeneering či QIP, kde není model zapotřebí. Ovšem stačí si např. vzpomenout na zmiňovaný QIP  
(viz. kapitola 2.3.4), kde je návaznost na CMMI Maturity Level 5 velice úzká. 
Naopak zavedení modelu přináší obecný rámec a jazyk pro porozumění napříč organizacemi. 
Model také nevznikl jen tak, ale zahrnuje roky zkušeností odborníků na jednotlivé problematiky. 
Model dále podporuje obecný nadhled a eliminuje omezený pohled na problém. Velmi důležité je, že 
model není definován jen jako prostředek pro tvorbu metod, ale počítá již přímo s následným 
zlepšováním procesů. Přitom se často organizace dostává právě do nepříjemné situace, kdy se 
rozhodla své procesy zlepšovat, ovšem ty na takovou činnost nejsou konstruované, nedají se měřit a 
porovnávat apod. Pokud by nasadila model již při jejich vzniku, nemusela se teď s problémy potýkat. 
Tím by ušetřila mnoho času, tedy financí, a součastně by lépe obstála před konkurencí. Správné 
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zavádění procesů totiž přímo ovlivňuje přidělování certifikací a výsledky auditů, což v dnešní době 
představuje velké téma. Mimo budoucího zlepšování jsou procesy založené na modelu také dobře 
připraveny na trénování a učení a v literatuře se těší široké podpoře. Další situací, kde může zavedení 
modelu pomoci, je stav, kdy se organizace nemůže dohodnout na dalším postupu. Referenční model 
by zde mohl představovat jakýsi konsenzus. 
3.1 Vývoj modelů 
Tvorba různých typů modelů se traduje od samotného počátku organizace práce. Jde zde zejména o 
budování měřitelných postupů, které lze vyvíjet a modifikovat, lze určit, zda byly splněny, popř. proč 
ne a je možné je opakovaně aplikovat a zlepšovat. Jádrem této práce je především CMMI (viz. 
kapitola 4), který vychází z CMM. Ten se po mnohých zlepšeních prosadil ve své implementaci pro 
vývoj software (SW - CMM) v polovině 90. let svou pátou úrovní. Problém paradoxně nastal kvůli 
širokému rozšíření modelu. Přesto, že se jednalo o po léta dolaďovaný model určený ryze pro vývoj 
softwaru, jeho úspěch se snažily využít mnohé skupiny i mimo informační technologie. Model ale 
s takovou situací nepočítal, a tak jeho nasazení způsobilo dlouhou řadu neúspěchů a krachů. 
Ministerstvo obrany Spojených států amerických následně iniciovalo na Institutu softwarového 
inženýrství university Carnegie Mellon nový vývoj na základě SW – CMM, jehož výsledkem bylo 
právě CMMI, kde poslední přidané písmeno značí integraci. CMMI přineslo lepší a přesnější definice 
z CMM pro širokou škálu oborů a součastně využilo úspěchu CMM, čímž se z něj stal široce 
používaný přístup k vývoji a zlepšování procesů. Také řada dalších metod z CMMI vychází. Zmíním 
zde např. Total Quality Management, Lean Aerospace Initiative, Six Sigma, Business Process 
Reengineering a další. 
3.2 V současnosti používané modely 
V této podkapitole si stručně uvedeme několik nejpoužívanějších modelů včetně CMMI. To bude ale 
následně podrobněji rozebráno v kapitole 4. Zde si kladu za cíl jen ukázat, že CMMI nepředstavuje 
jediné východisko a existuje i řada jiných alternativ a iniciativ. 
3.2.1 CMMI 
Jak jsem již zmiňoval výše, CMMI je vyvíjeno na univerzitě Carnegie Mellon za podpory 
Ministerstva obrany Spojených států amerických. Jedná se o kompletní rámec řízení, technik a 
podpory, rozdělený do dvaadvaceti procesních oblastí. Každé téma se postupně zlepšuje 
prostřednictvím aplikace množiny generických cvičení. Ty mají za cíl zvýšit efektivitu a funkčnost 
jednotlivých procesů a pomoci organizaci při definici požadavků. Přesto není CMMI předdefinován a 
ani implementován jako procesní definice. 
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Uvádí se, že do května roku 2006 prošlo třídenním školením CMMI na 50000 lidí. CMMI stále 
prochází vývojem, je diskutován v odborných diskusích i na internetu a je oblíben v mnoha zemích i 
mimo USA. Dokonce existuje možnost využít autorizované instruktory pro vedení vývoje vlastních 
procesů. O CMMI podrobněji v kapitole 4. 
3.2.2 ISO 9000 Série 
Zkratka ISO pochází z francouzského názvu a v angličtině značí International Organization for 
Standardization. ISO 9000 Série se zabývá především řízením kontroly kvality a je použitelná napříč 
mnoha rozličnými obory. Např. ISO 9001 přináší požadavky na systémy řízení kvality. Po jeho 
zavedení následují interní i externí audity pro ověření správného zavedení modelu. Pro firmu mohou 
představovat velkou zátěž, ovšem udělení certifikace v případě úspěchu dává velké výhody pro řízení 
i reklamu. K ISO se můžeme dozvědět více na oficiálním webu (viz. www.iso.org ). 
3.2.3 ISO 15504/12207/15288 
Tyto standardy poskytují návod na zkvalitňování, vývoj a podporu softwaru. Pro nás zajímavý může 
být ISO 15504, který poskytuje odhady a evaluace umožňující využít Process Reference Model 
(PRM) v kooperaci s CMMI. Ve Spojených státech amerických se modely ISO zabývá American 
National Standards Institute (ANSI). 
3.2.4 ITIL 
Z Velké Británie z Office of Government Commerce (OGC) pochází The Information Technology 
Infrastructure Library (ITIL). Jedná se o kolekci sedmi dokumentů pro celou řadu interních IT služeb, 
řízení a dalších aktivit. Každý dokument je zaměřen na jinou oblast informačních technologií. ITIL se 
využívá v obchodě, statní správě a částečně i v tradičním řízení businessu IT. Podporuje služby a 
jejich dodávky, plánovaní implementace řízení služeb, infrastrukturní řízení informačních a 
komunikačních technologii (ICT), řízení aplikací, řízení bezpečnosti a obchodní předpoklady. ITIL se 
dělí na tři stupně podle obtížnosti. Jedná se o stupeň základní, profesionální a manažerský. Více 
informací naleznete na www.itil.co.uk. 
3.2.5 COBIT 
COBIT je zkratkové slovo, které značí název Control Objectives for Information and related 
Tehnology. Tento neziskový titul byl založen díky Information Systems Audit and Control 
Association (ISACA) a nadále ho udržuje IT Governance Institute (ITGI). COBIT obsahuje řídící 
rámec a podpůrné nástroje. Vyjadřuje provázanost mezi pravidly informačních technologií a 
obchodními strategiemi. Jeho struktura je hierarchická a auditovatelná. COBIT zahrnuje čtyři hlavní 
domény a 1600 cvičení. Vše je podrobněji popsáno na webu (viz. www.ISACA.org). 
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4 CMMI 
Tato kapitola se podrobněji zabývá CMMI. Má postihnout základní myšlenky a přístupy tohoto 
modelu, ale neklade si za cíl nahrazovat publikace napomáhající pochopení použití CMMI, jakou je 
např. kniha CMMI Survival Guide [1]. Stručný popis CMMI naleznete výše v podkapitole 3.2.1.  
4.1 Definice 
SEI definuje CMMI takto: Capability Maturity Model Integration (CMMI) je přístup ke zlepšování 
procesů, který poskytuje organizaci základních elementů pro tvorbu efektivních procesů. Může být 
použit jako šablona zlepšování procesů napříč projektem, oddělením či celou organizací. CMMI 
pomáhá v integraci tradičně oddělených funkcí organizace, v nastavení cílů a priorit při zlepšování 
procesů, má poskytovat řízení kvality procesů, a též slouží jako reference pro  hodnocení součastných 
procesů. 
4.2 Historie 
CMMI představuje poslední z linie modelů orientovaných na vývoj. Vychází především z CMM, ale 
samozřejmě i z mnoha dalších zdrojů.  CMM se vyvíjelo více než dva roky v týmu více než dvou set 
autorů. Protože se využití modelů rozšířilo v oblasti obrany, Mark Schaeffer, ředitel pro systémové 
inženýrství Úřadu bezpečnosti Spojených států amerických, započal vývoj CMMI. Najal pro tento 
účel Software Engineering Institute (SEI), a také řadu odborníků z oblastí bankovnictví, státní správy, 
vysokých škol, atd. Tito odborníci vynesli tisíce připomínek, jež se následně promítly do vývoje. 
V inicializační fázi vývoje byla v roce 2000 vydána verze 1.0. Ta obsahovala CMMI-SE/SW a 
CMMI-SE/SW/IPPD a dále implementovala modely zlepšovaní procesu vývoje softwaru, 
systémového inženýrství a vývoje procesů a produktů. 
Dlouhodobá fáze vývoje má za úkol určení prostředků pro rozšíření stávajícího zaměření 
CMMI. Vznikla verze 1.2 CMMI – DEV pro vývoj produktu. Ta zahrnuje CMMI-SE/SW/IPPD/SS. 
Vývoj směřuje k podpoře akvizic a služeb. 
4.3 Cíle 
CMMI si klade za cíl, jako pracovní rámec pro zlepšování procesů, napomoci organizacím ve 
vyhýbání se rizikům, pastím a nebezpečím vycházejících z použití nevhodných postupů. Je definován 
tak, aby se dal využít pro projekty všech velikostí, a dokonce lze efektivně skloubit s metodami 
agilního vývoje. CMMI není typickým standardem, protože není uvolněn některou státní či 
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mezinárodní standardizační organizací (např. ANSI/ISO standardy), ale je široce rozšířen a používán. 
I přes jeho zaměření na vývoj produktů, poskytuje řešení organizace v řadě dalších okruhů, jak 





CMMI obecně obsahuje dva typy informací. Jedná se jednak o materiály pro zlepšování a hodnocení 
obsahu procesů, které se zaměřují na použitou technologii, poskytovanou podporu a řízení, a pak 
materiály pro zlepšení výkonnosti procesů, jež mají za cíl zvýšit schopnosti organizace v jednotlivých 
aspektech. 
CMMI lze reprezentovat dvěma způsoby. První je postupný, který charakterizují úrovně 
zralosti (maturity levels), druhý je spojitý, zahrnující úrovně způsobilosti (capability levels). V praxi 
se oba přístupy mohou prolínat. Postupný přístup vykazuje vyšší detailnost, protože vyjmenovává 
konkrétní oblasti požadavků, vývoje apod. CMMI umožňuje definovat přesně požadavky úrovně 
způsobilosti tak, aby mapoval úroveň zralosti. Tím se stává situace přehlednější. Definované postupy 
se ale nemusí přísně dodržovat. Okruhů k implementaci je skutečně velké množství. Charakteristiky 
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Obrázek 10 Zaměření CMMI 
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• 1. úroveň – počáteční, zachycuje proces chaotický, který probíhá v závislosti na 
schopnostech jednotlivců. 
• 2. úroveň – řízená, značí, že proces eviduje požadavky, plány a náklady a lze ho 
úspěšně opakovat. 
• 3. úroveň – definovaná, říká, že organizace využívá procesy s definicí řídících a 
produkčních aktivit.  
• 4. úroveň – kvantitativně řízená, podporuje měření a kontrolování výkonnosti procesů. 





Obrázek 11 Charakteristika Maturity Levels v CMMI [20] 
 
Všechny CMMI modely obsahují množství procesních okruhů s jedním až čtyřmi specifickými 
cíly, kde každý obsahuje cvičení. Dále existují generické cíle, které prostupují napříč procesními 
okruhy. CMMI rozděluje problematiku na dvacet dva klíčových procesních okruhů, které zařazuje do 
čtyř kategorií: 
• inženýrství, 
• procesní řízení, 
• projektové řízení, 
• podpora. 
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Tabulka s rozdělením procesních okruhů do kategorií a jejich přiřazení k jednotlivým úrovním 
zralosti přehledně zachycuje [21]. 
4.5 Hodnocení procesů 
Hodnocení procesů se obvykle provádí právě na základě jejich úrovně zralosti či způsobilosti. 
Organizace tímto způsobem ujišťuje sebe i své zákazníky o správně implementaci CMMI, popř. 
implementuje jednotlivé úrovně CMMI přímo na základě zákaznických požadavků. Výsledky 
hodnocení rovněž slouží jako výchozí hodnoty při dalším zlepšování procesů. 
Aby bylo možné výsledky jednotlivých organizací srovnávat, definuje CMMI dokument 
Appraisal Requirements for CMMI (ARC). Ten má za úkol vézt organizaci při měření procesů a 
stanovování závěrů. Dokument stanovuje tři třídy (A, B, C), podle kterých se procesy klasifikují. 
Konkrétní metody pro každou ze tříd pak definuje The Standard CMMI Appraisal Method for 
Process Improvement (SCAMPI). Definice podle SEI např. pro metody SCAMPI A, které jsou 
nejvíce formální, říká: 
The Standard CMMI Appraisal Method for Process Improvement (SCAMPI)  je navržen 
k poskytování hodnocení srovnávacích testů vztažených k modelům Capability Maturity Model 
Integration (CMMI). Je aplikovatelný na celou řadu modelů využívajících ohodnocení, včetně 
interního zlepšování procesů i externího určování způsobilosti. SCAMPI A postihuje všechny 
požadavky Appraisal Requirements for CMMI (ARC) pro hodnotící metody třídy A [22]. 
Součástí dokumentů SCAMPI jsou rovněž šablony různých dokumentů, ať se již jedná o plány, 
dokumenty identifikace ohodnocení či potvrzení odpovědných osob o dodržení přesných postupů, atd. 
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5 Návrh a implementace systému pro 
zdokonalování vývoje software 
Praktické vyústění této práce představuje systém na podporu zlepšování procesů. Přesněji řečeno se 
bude jednat o jeden z podpůrných nástrojů z dlouhé řady programů a systémů, které se při vývoji 
procesů dají využít. Tato kapitola prezentuje analýzu a návrh tohoto softwaru. 
5.1 Neformální specifikace 
Požadovaný software by měl přispívat k zavedení automatizace při vývoji a zlepšování procesů. Musí 
přehledně a především hierarchicky zachycovat stavy jednotlivých procesů a představovat jakési 
vodítko pro jejich tvůrce. Přitom má též obsahovat webové rozhraní, které slouží jako prostředek 
k reprezentaci součastného stavu a popř. i ke sběru informací o používání procesu v organizaci. Toto 
webové rozhraní nebude přístupné z vnějšku organizace. Systém má pracovat na operačních 
systémech Microsoft Windows XP a Microsoft SQL Server 2005. 
Pro samotnou tvorbu a zlepšování procesů má být využita oddělená aplikace. Ta má poskytovat 
vývojářům veškeré informace o všech v systému zavedených procesech a podprocesech, jejich 
verzích, fázích, popisu, funkcích, přidružených dokumentech atd. a musí je umět spravovat. Systém 
má též představovat co nejobecnější vývojové prostředí, aby bylo možné vybrat si libovolné postupy, 
životní cykly i modely a volně je modifikovat. 
Tvorba procesu by měla započít vybráním a případnou modifikací modelu, podle něhož se 
ustaví jeho základní struktura. Dále se přistoupí k vybrání a případné modifikaci životního cyklu 
vývoje procesu. Pro jednotlivé kroky se definují požadavky, externí dokumenty, odkazy, vstupy a 
výstupy, příslušnost procesů k různým činnostem apod. Vývojáři dále procházejí etapami a systém 
jim poskytuje popis, jak jich dosahovat (požaduje od nich splnění definovaných požadavků v každé 
fázi). Webové rozhraní přehledně ukazuje průběh prací a při vykonávání procesů eviduje jejich 
používání, sleduje postup a shromažďuje data potřebná pro další zlepšování. 
Software má být co nejvíce otevřený běžně používaným technologiím. Proto by neměl pracovat 
např. při importu a exportu postupů, popisů, fází apod. se soubory v jen pro něj čitelném formátu, ale 
měl by využít běžné formáty, např. XML či HTML. Také by měl umožňovat skladování dokumentů 
na místech pro firmu obvyklých, jako je např. Microsoft SharePoint či jen běžný souborový systém 
umístěný na libovolném serveru ve firemní síti. 
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5.2 Analýza požadavků 
Systém bude obsahovat dvě aplikace – webovou a lokální administrační. Webová aplikace se bude 
nacházet na serveru se systémem Microsoft Windows Server 2003 s databází MSSQL, lokální na 
operačním systému Microsoft Windows XP. 
Vzhledem k tomu, že systém bude implementován interně v prostředí firmy, odpadá nám 
problém s identifikací uživatelů Vývojář procesů bude mít nainstalovanou aplikaci pro jejich vývoj 
přímo na svém počítači, tedy jeho přístup k databázi je chráněn prostřednictvím samotného přihlášení 
do systému. Uživatel webového rozhraní se bude přihlašovat stejným způsobem, jako při přihlašování 
do firemní sítě, díky nastavení jeho přístupu přímo k serveru, na němž bude zapnuté odosobnění 
(impersonalization). 
Můžeme tedy rozlišovat dva typy uživatelů. Vývojář procesu bude, jako člen vývojového týmu, 
moct definovat, modifikovat i mazat procesy, jejich definice a vstupy i výstupy na základě 
referenčního modelu i bez něj. Dále bude definovat jednotlivé fáze  životních cyklů a přiřazovat je 
procesům (procesním krokům), přičemž může využít i šablony, a také prohlížet veškerý progres přes 
webové rozhraní. Jakýkoli uživatel systému, který dostane přístupová práva k serveru 
s nainstalovanou webovou částí, bude moct tuto část bezezbytku využívat. V budoucnu se ale počítá 
s tím, že některé její funkce mohou být omezeny na základě možnosti explicitně jim nastavit 
přístupová práva, což bude jednoduše proveditelné především díky již zmíněnému odosobnění. 
Administrační nástroj bude nejprve požadovat po vývojářích definici struktury procesů na 
základě modelů a zvolení a definování jednotlivých kroků životních cyklů. Pro tyto účely může 
vývojář využít nejen známých modelů, ale též modifikovaných či zcela vlastních. Ty by se měly být 
přehledně k dispozici a vizualizovány. Právě určení celé struktury představuje časově nejnáročnější 
část vývoje procesu.  
Po definování této struktury bude další práce vývojáře spočívat ve sledování definovaných 
postupů a v jejich přizpůsobování v dalších iteracích na základě výsledků z iterace předchozí. Přitom 
bude vycházet z údajů, jakými jsou např. počet vykonání procesu a hodnoty nastavené v jím 
definovaných kategoriích. Právě funkcionalita kategorií měřitelných hodnot je velmi podstatná pro 
chod systému. Vývojář si definuje libovolné požadované typy kategorií mimo procesní definice. 
K definicím potom přiřadí některé dříve definované kategorie a jejich hodnoty.  
Ve webovém rozhraní je zase možné hodnoty kategorií měnit v rámci exekuce procesu a 
ukládat tyto parametry včetně počtu exekucí a časového razítka do tabulky v databázi. Tyto údaje 
jednak vyhraňují účel procesních kroků, ale hlavně jsou použitelné, jako referenční hodnoty při 
zlepšování procesů.  
Typickým příkladem může být  proces, jehož životní cyklus vychází např. cyklu PDCA (viz. 
kapitola 2.3.1). V předposlední fázi cyklu vývojáři budou definovat právě typy a hodnoty kategorií 
(konkrétní, či rozsahy) a poslední fáze může vypadat např. tak, že v hierarchii procesů bude existovat 
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skupina, která bude v zásadě říkat: „Exportuj hodnoty kategorií ze systému za určitou fázi životního 
cyklu / životní cyklus / časový rozsah / pro určité podprocesy a procesy a použij na ně nástroj měření 
procesů. Jeho výstupy vyhodnoť a porovnej se stanovenými cíly.“ Vstupem takového podprocesu 
budou tedy nashromážděné hodnoty jednotlivých kategorií procesu během celého jeho životního 
cyklu. Tělo a podprocesy tohoto podprocesu budou nabádat, jak měřit a hodnotit. Na jeho výstupu se 
očekává sada dokumentů, které obsahují závěry v podobě využitelné pro zlepšování v následující 
iteraci. Systém tak nabízí velmi generické řešení, které lze metrice libovolně přizpůsobit a během 
životního cyklu modifikovat. 
Z tohoto důvodu je vhodné systém zkombinovat např. ze softwarem zaměřeným na měření 
parametrů procesu a jejich vyhodnocování. Při implementaci systému by se mělo počítat 
s vytvořením rozhraní pro komunikaci s takovým nástrojem, aby se opět zvýšila automatizace, a tak i 
kvalita vývoje procesů. 
Webová část má pak kopírovat strukturu vytvořenou administračním nástrojem s nemožností ji 
modifikovat. Může jen poskytovat některé, administračním nástrojem definované, funkce a umožnit 
potvrzení vykonání procesního kroku. Zaznamenávání údajů o tomto používání a jejich následné 
vyhodnocování má sloužit jako informace pro vývojáře procesů při jejich zlepšování. 
5.3 Plán iterací 
Z třetího bodu zadání diplomové práce plyne, že má být implementován prototyp daného systému. 
V praxi skutečně trvá vývoj takového systému roky a na definicích procesů pracují týmy odborníků. 
Jak se jednotliví pracovníci ponořují stále hlouběji do problematiky, nachází nedostatky v návrhu 
takového prostředku pro zlepšování procesů. Ten je často interně nasazován v „nehotovém“ stavu, jen 
aby se dala ověřit jeho funkcionalita rychle a v co možná nejmenších finančních výdajích. Pro mne 
z toho plyne, že má snaha musí směřovat k implementaci takového nástroje, na němž je možno bez 
kompromisů předvést životní cykly procesů, ovšem nemusí důsledně naplňovat každý případ použití 
z diagramu níže (např. Delete Measured Category, Edit Output, atd.). Přesto jsem nakonec všechny 
případy použití implementoval bez výjimky. 
První iterace by se pak zaměřovala vývojový nástroj a zahrnovala by implementaci definování 
hierarchie procesů, jejich definic, vstupů a výstupů a životních cyklů. 
Druhá iterace by obsahovala implementaci měřitelných hodnot a projektů a jejich napojení na 
procesní hierarchii. Vše opět v rámci vývojového nástroje. 
Poslední, třetí iterace, by byla ve znamení implementace webového rozhraní, které by 
využívalo logiku implementovanou dříve pro vývojový nástroj, a doplňovalo ji o vykonávání procesů 
a popř. i sledování statistik. 
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5.4 Diagram případů použití 
Diagram zachycuje oba aktéry, jak jsou popsáni výše. Dále zachycuje pomocí rámců funkcionalitu 
obou rozhraní systému a místa, kde se jejich funkce shodují. Při implementaci systému budou tyto 
případy použití využívat stejné funkce na logické úrovni, ovšem grafická rozhraní budou samozřejmě 
rozdílná. Diagram naleznete též v Příloze 1. 
 
Obrázek 12 Model případů použití 
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5.5 ER diagram 
ER diagram níže zachycuje entity popsané v podkapitole 5.2. Diagram naleznete též v Příloze 1. 
 
Obrázek 13 ER diagram 
5.6 Diagram návrhových tříd 
Diagram návrhových tříd podrobně zachycuje architekturu celého systému. Diagram naleznete též v 
Příloze 1, kde je součástí projektu pro Visual Studio 2005. 
Architektura systému je třívrstvá. Jednotlivé třídy znázorněné v návrhovém diagramu tříd jsou 
dle vrstev popsány v následujících podkapitolách. Návrh systému využívá několik návrhových vzorů. 
Jmenovitě se jedná o služebníka, jedináčky, fasády, kompozit a přepravky. 
Samotný návrh představoval dilema mezi zatížením komunikace na síti a nahráním celé 
struktury do operační paměti. Uvažoval jsem nad oběma přístupy i nad jejich kombinacemi. Nakonec 
jsem dospěl k závěru, že v konkrétních případech nebude přenášení potřebných dat až tak náročné, 
naopak přenesení celé struktury rovnou by skýtalo problémy při synchronizaci s databází, která by 
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kvůli možnému přístupu více uživatelů musela být velmi častá. Pokud bych využil např. návrhového 
vzoru singleton, problém by se rovněž nedal eliminovat, navíc by v paměti zůstávaly po načtení 
nepotřebné údaje zbytečně a stejně by muselo docházet k synchronizacím. Podrobněji se 
k implementaci vzorů vyjadřuji v následujících podkapitolách. 
 
Obrázek 14 Konceptuální diagram tříd 
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Obrázek 15 Konceptuální diagram tříd - třídy z databáze 
 
5.6.1 GUI 
Tato vrstva v diagramu znázorněna není, protože konkrétní implementace bude především ve 
znamení metod událostí formulářových prvků. V případě vývojové aplikace se navíc jedná jen o 
prototyp, který slouží k jednoduchému prezentování funkcí logické vrstvy. Vrstva tedy pouze 
zobrazuje vyžádaná data od logické vrstvy a posílá jí ke zpracování data zadaná uživatelem ve 
formulářích. 
• DevelopmentTool – Grafické rozhraní vývojového nástroje. 
• WebTool – Grafické rozhraní webu. 
5.6.2 Logika 
Logika se stará o komunikaci mezi zbylými dvěma vrstvami. Zpracovává požadavky od grafických 
rozhraní, kontroluje data a asociace mezi nimi a provádí výpočty. Od datové vrstvy vyžaduje 
získávání dat ze systémové databáze, ale sama k ní nemá žádný přímý přístup. 
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• ICommonFunction – rozhraní s metodami společnými pro obě grafická rozhraní pro 
návrhový vzor služebník. 
• WebLogic – třída podle návrhového vzoru fasáda, implementuje rozhraní 
ICommonFunction a metody dostupné obecnému zaměstnanci firmy. 
• DevelopmentLogic - třída podle návrhového vzoru fasáda, implementuje rozhraní 
ICommonFunction a metody dostupné jen vývojáři procesů. 
• CommonFunction – třída podle návrhového vzoru služebník, která implementuje 
rozhraní ICommonFunction a slouží oběma předchozím fasádám. 
• ExecutionManager – třída, která se stará o zpracování exekucí procesů. 
• ProcesManager – třída se stará o manipulace v procesní hierarchii. 
• MeasuringManager – třída pro manipulaci s hodnotami a jejich kategoriemi. 
• IOManager – třída pro definování procesních vstupů a výstupů. 
• LifeCycleManager – třída zajišťuje veškeré činnosti týkající se životních cyklů 
procesů. 
• ProjectManager – třída pro evidování a manipulaci s projekty. 
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Obrázek 16 Logická a datová vrstva 
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5.6.3 Data 
Datová vrstva zpracovává požadavky z vrstvy logické. Neprovádí žádnou kontrolu ani výpočty, 
pouze získává a modifikuje data v databázi. Třída, která představuje datový manažer je zachycena 
v diagramu (viz. Obrázek 16). 
• DataManager – Třída pro veškeré databázová operace. 
Následující třídy odpovídají reprezentaci objektů ze systémové databáze a využívají se napříč 
všemi vrstvami pro předávání údajů: 
• ProcessStepDB – třída implementující návrhový vzor kompozit implementující 
strukturu procesů bez jejich obsahu. 
• ProcessStep – procesní krok včetně úplného obsahu. Dědí od třídy ProcessStepDB. 
• ProcessStepContainer – přepravka pro procesní krok  
• LifeCycle – životní cyklus. 
• LifeCycleContainer – přepravka pro životní cyklus. 
• Execution – třída reprezentující vykonání procesu ve webové části systému. 
• Project – projekt, pod nímž je proces vykonán. 
• MeasuredCategory – kategorie měřených hodnot. 
• MeasuredValue – měřená hodnota dané kategorie. 
• ProcessIO – třída obecně reprezentuje vstup a výstup procesu. Jejími specifikacemi 





Obrázek 17 Třídy objektů z databáze 
5.7 Implementace 




Implementaci jsem započal na datové vrstvě. Nejprve jsem podle ER diagramu (viz. Obrázek 13) 
vytvořil strukturu databáze MSSql. Přitom jsem u všech tabulek určil primární a cizí klíče a zapnul 
automatické zvyšování hodnoty identifikace a automatické mazání a aktualizaci při modifikaci 
položky propojené cizím klíčem. Po implementaci této struktury následovalo její testování, kde jsem 
ověřoval především konzistenci struktury při databázových operacích. 
Dalším logickým krokem byla implementace uložených procedur rovněž v databázovém 
schématu. Před definicí těchto procedur jsem si předem stanovil konvence, podle kterých bude 
probíhat jejich tvorba. Název každé procedury má prefix podle účelu procedury. Za prefixem 
následuje jméno tabulky, k níž se procedura vztahuje. Za jménem tabulky může ještě být upřesnění ke 





Jména parametrů každé procedury, jenž je vyžaduje, vždy začínají znakem @ a následuje 
jméno, které je shodné se jménem sloupce požadované tabulky. Procedury, které provádí vkládání 
dat, vždy vrací jejich identifikaci, pokud ji data mají. Při psaní SQL příkazů vždy vyjmenovávám 
všechny sloupce tabulek, aby při refaktoringu kódu později nedocházelo k namapování vrácených 
hodnot na jiné indexy. 
5.7.2 Struktura jmenných prostorů 
Zásadní důležitost má při návrhu určení hierarchie jednotlivých tříd, jejich rozdělení do 
jmenných prostorů a směr zasílání zpráv. Správně utvořená struktura s vhodně zvolenými 
přístupovými atributy pak během vývoje sama omezuje programátory a nedovolí jim, aby se uchýlili 
ke konstrukci, jež by šla proti návrhu. Stejnou funkci pak poskytují i správně použité návrhové vzory. 
V popisu budu postupovat od shora dolů.  
Systém jsem rozdělil na tři samostatné projekty. První projekt představuje logickou a datovou 
vrstvu. Zbylé dva pak vrstvu prezentační – tvoří webovou a okenní aplikaci. V tomto odstavci se 
budu zabývat jen logickou a datovou vrstvou, protože ty představují jádro systému. Celou strukturu 
balíčků můžete vidět na obrázku níže. 
 38
 
Obrázek 18 Diagram balíčků 
 
Balíčky jsou navrženy tak, aby bylo možné zasílat zprávy v hierarchii jen směrem dolů, a to 
právě jen do následující vrstvy. Výjimku tvoří jmenný prostor Logic.SystemObjects, který obsahuje 
třídy reprezentující objekty databáze, a tak je potřeba mít k většině z nich přístup napříč celým 
systémem. Logická a datová vrstva nemůže zasílat zprávy do vrstvy prezentační. Stejně tak 
prezentační vrstva nemůže komunikovat s vnitřními balíčky, které se nacházejí uvnitř balíčku logiky. 
Uvnitř prezentační vrstvy by bylo žádoucí, aby jednotlivé komponenty dokázaly ovlivňovat navzájem 
svůj stav, ale z hlediska návrhu by vznikal zmatek. Proto je vše navrženo tak, aby při změně stavu 
každé z komponent vznikla specifická událost, jež je centrálně zpracována. Na jejím základě jsou pak 
nastaveny ostatní komponenty. Z toho vyplývá, že v prezentační vrstvě existují kontroléry, v nichž se 
rozhoduje o celkové změně stavu komponent. 
Těchto omezení je docíleno prostřednictvím přístupových atributů. Krom tříd, nalézajících se 
přímo ve jmenném prostoru Logic a Logic.SystemObjects, jsou všechny třídy definovány jako 
chráněné. U některých objektů ze jmenného prostoru Logic.SystemObjects je ovšem potřeba, aby 
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s nimi mohly manipulovat jen třídy z Logic.Managers. Metody nastavení atributů tříd a konstruktory 
těchto systémových objektů mají proto atributy přístupu nastaveny na internal a pro přenos hodnot 
objektu daných tříd existuje třída návrhového vzoru přepravka. Jedná se především o třídy 
ProcessStep či ProcessStepDB, které tvoří strukturu kompozitu. 
5.7.3 Návrhový vzor fasáda 
Návrhový vzor fasáda se využívá tam, kde chceme skrýt strukturu subsystémů. Všem třídám 
v subsystémech se nastaví viditelnost jen v jejich rámci (např. internal či protected) a zavede se nová 
třída, fasáda, která má viditelnost svou, a též svých metod, nastavenu na veřejnou. Její metody přitom 
obsahují jen volání metod subsystémů. Třída fasády by neměla obsahovat žádné atributy. Tímto 
způsobem zjednodušíme použití subsystémů.  
 
Obrázek 19 Fasáda v UML [24] 
 
Tento návrhový vzor jsem zvolil, abych vytvořil jediné přístupové místo do logiky. Jednu 
logiku využívám součastně u webové i vývojové části systému. Proto jsem implementoval návrhový 
vzor fasáda dvakrát, pokaždé pro jinou část systému. Programátor prezentační vrstvy pak 
jednoznačně ví, jaké funkce smí v daném případě použít a nemusí se vůbec jakkoli vyznat ve 
struktuře tříd manažerů. Příklad použití: 
• Logic.WebLogic.Funkce() – pro vývoj webového nástroje 
• Logic.DevelopmentLogic.Funkce() – pro vývoj vývojového nástroje 
 40
Díky implementovaným omezením dokonce vývojář prezentační vrstvy nemůže přistupovat 
k jiným funkcím, než k těm, jež jsou poskytovány přes fasády. 
5.7.4 Návrhový vzor jedináček 
Jedináček, anglicky singleton, reprezentuje třídu, jejíž instance existuje jen v jediném exempláři. 
Toho se docílí soukromým konstruktorem této třídy a veřejnou statickou metodou, která vrací instanci 
této třídy, pokud existuje. Jinak ji vytvoří. Objekt návrhového vzoru singleton pak uchovává svou 
instanci v sobě a není automaticky zničen, ani když je odstraněn objekt, jenž způsobil jeho 
inicializaci. 
 
Obrázek 20 Singleton v UML [25] 
 
Tento vzor se pak hodí především všude tam, kde se obáváme vícenásobného přístupu. 
Typickým příkladem mohou být třídy datových manažerů, kde hrozí nebezpečí vzniku nekonzistence 
databáze. Zde se často využije zamknuti kritické sekce metody, která vrací instanci třídy. Tak se 
zabezpečí přístup k datům v jeden okamžik jen od jediného uživatele objektů těchto tříd. 
Z popisu návrhového vzoru jedináček můžete lehce odvodit, kde všude jsem ho použil.Stalo se 
tak u všech tříd ve jmenném prostoru Logic.Managers a Logic.Managers.Data. Datový manažer je 
navíc uzamykán, aby nedošlo k nekonzistenci databáze při víceuživatelském přístupu. Singleton 
výrazným způsobem zefektivňuje běh webové části systému, protože načtená struktura procesů 
zůstává v paměti, a tak se snižují nároky na výkon databáze i ASP.NET aplikace na serveru. 
5.7.5 Návrhový vzor služebník 
Tento návrhový vzor lze chápat dvojím způsobem. Prvním z nich je možnost použití služebníka tak, 
že jeho třída bude schopna manipulovat s objekty předanými v parametrech služebníkových metod. 
Předávané objekty totiž implementují dané rozhraní, takže i přes jejich jinak rozdílný původ 
služebník zná jejich metody. Druhý způsob implementace služebníka spočívá v tom, že třída 
služebníka implementuje stejné rozhraní, jako třídy objektů, které jej volají. 
Služebníka používám v kombinaci s fasádami. Webová aplikace má totiž s tou vývojovou 
mnoho stejných případů užití, což vede k znovupoužití stejného kódu. Tuto skutečnost ale chci 
vývojáři prezentační vrstvy zatajit. Naopak pro vývojáře logiky se tato diferenciace jeví, jako 
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přehledná a celkově výhodná. Proto existuje v systému ještě třetí fasáda, která je zvenku logiky 
neviditelná. Pod ni se sdružují metody společné pro obě aplikace. Fasády implementují společné 
rozhraní, takže zbývající dvě přesně vidí možná volání metod. 
5.7.6 Návrhový vzor kompozit 
Kompozit je návrhový vzor primárně určený k tvorbě stromové struktury. Jeho strukturu vysvětlím na 
obrázku níže. Třída Component představuje abstrakci nad všemi ostatními komponentami. Třída 
kompozit představuje místo, které obsahuje libovolné množství prvků třídy Component. Třída Leaf 
pak reprezentuje jeden list stromu. Kompozit tedy obsahuje listový uzel či další kompozit, aniž 
bychom museli tyto dvě situace jakkoli rozlišovat. 
 
Obrázek 21 Kompozit v UML [23] 
  
Při návrhu jsem stál před obvyklým dilematem, kam přesunout zátěž. Mohl jsem si, jako vždy, 
vybrat nejen mezi velkými datovými toky a vytížením procesoru, ale též mě trápila představa velkého 
zaplnění databáze aplikace procesními kroky, což by mohlo vézt k neúnosně dlouhému načítání 
klientského vývojového nástroje. Samozřejmě jsem chtěl vše vypracovat co nejvíce objektově, ale 
situace, kdy hierarchie procesních kroků má být celá poslána na počítač klienta, představovala až 
příliš velké zatížení. Jemné upuštění od výhod objektově orientovaného programování by sice síti 
výrazně odlehčilo, ale návrh by nebyl čistý a implementace by se časem stala nepřehlednou. 
Nakonec jsem vyvinul způsob, který mi umožňuje pracovat striktně objektově, zatěžovat sít 
průběžně a v malých dávkách a načítat vývojový nástroj stejně rychle, jako bych v každém objektu 
uchovával jen identifikaci následujícího procesního kroku, a ten by se navíc načetl až na vyžádání. 
Vycházel jsem přitom z upraveného návrhového vzoru kompozit. Modifikace spočívala především 
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v tom, že operace, které jsou běžně implementované do třídy Component, jsem zavedl v singletonu 
ProcessManager. 
Celý postup spočívá v tom, že objekt třídy ProcessStep, který by nesl data o sousedních listech 
procesní struktury i popis každého procesu, je rozdělen. Zavedl jsem objekt třídy ProcessStepDB, 
který obsahuje jen informace o struktuře. Třída ProcessStep je pak specialízací třídy ProcessStepDB. 
Samotné načítání struktury procesů při spuštění aplikace se děje tak, že je z databáze rekurzivně 
načtena celá hierarchická struktura a v paměti realizována kompozitem z objektů třídy 
ProcessStepDB. Každý objekt nese jen své jméno, identifikaci z databáze, odkaz na svého následníka 
a odkaz na svého prvního potomka. Kompozit by měl správně nést seznam všech přímých potomků a 
neodkazovat na následníka. V mém systému ovšem samozřejmě záleží na pořadí procesních kroků. 
Představa, že by byly procesy řazeny jiným způsobem, než referencemi, mi připadne značně 
krkolomná a neefektivní. 
Pokud si uživatel vyžádá data procesu, tak se typ objektu v hierarchii změní na ProcessStep. To 
je možné díky dědičnosti. Do nového objektu se doplní data a zobrazí uživateli. Po zobrazení jiného 
objektu náš první objekt zůstává v paměti a jedináček ProcessManager maximálně synchronizuje, 
v případě změn, jeho stav s databází. Každý krok procesu je tedy načten jen jedenkrát, či vůbec, celá 
struktura se k vývojáři procesů přenáší jen jednou a zatížení databáze je sníženo na minimum. Navíc 
se v případě webové aplikace díky jedináčkům uchovává načtená struktura z databáze v paměti 
serveru, takže připojení dalšího uživatele na web mého systému nevyvolá v tomto směru dotazy na 
databázi. Celou, možná trochu komplikovanou, situaci znázorňuje obrázek níže. 
 
 
Před vyžádáním dat Žádání o data Konečný stav 













Uživatel žádá process 
step s ID = 5 
1) new 
2) = 5 
3)  5 
DB 
5 
Obrázek 22: Vývojová aplikace - uživatel žádá o detaily procesu 
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5.8 Testování systému 
Jako vývojář systému jsem samozřejmě testoval pomocí dílčích testů každou novou komponentu. Do 
implementace další části systému jsem se pouštěl, až předešlá prošla všemi definovanými testy. 
Přesto je nezbytné podrobit systém systémovým testům. Správně by sice vývojář nesměl psát testy 
pro své aplikace, ovšem v případě, že pracuji na projektu samostatně, měl bych alespoň definovat 
požadavky na takový systémový test. Konkrétní testy a subtesty by měl již navrhovat a provádět 
specializovaný tým profesionálních testerů. 
V této kapitole tedy uvádím plán přejímacích testů. Ten předkládá postupy testování a rozsah 
jednotlivých kroků. Test vychází z testovacího plánu ve formátu IEEE 829 [26]. 
5.8.1 Principy testování 
Tento dokument popisuje testování systému pro zlepšování procesů vývoje softwaru. Předkládá 
především obecná pravidla a principy, kterými se testy řídí. Najdeme zde odkazy na související 
dokumenty, kritéria přijetí testů. rozdělení zodpovědností mezi jednotlivé strany, seznam dokumentů, 
které jsou výsledem testů, plán testů a také analýzu rizik. 
5.8.1.1 Požadavky na zdroje 
HW vybavení je dáno standardními požadavky na systém 
• CPU minimálně 1,6 GHz 
• RAM 2 GB 
• HDD 100 MB 
SW vybavení 
• Operační systém Windows XP Professional SP3 
• Aplikační platforma Microsoft .NET 2.0 
• MS SQL Server 2005 
• Internetový prohlížeč  
o MS Explorer verze 8.0.6001.18702 a vyšší 
o Mozilla Firefox verze 3.0.9 a vyšší 
o Opera verze 9.64 a vyšší 
5.8.1.2 Vlastnosti systému spadající do tohoto testu 
• Vývojový nástroj pro vývoj procesů 
• Webová aplikace pro provádění procesů a sběr dat 
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5.8.1.3 Vlastnosti systému nespadající do tohoto testu 
• Konfigurace MS SQL Server 2005 
5.8.1.4 Způsob testování 
Tato kapitola popisuje výchozí přístup k testování systému. Základní úkolem je provést 
všechny testy v celém jejich rozsahu a jejich výsledky porovnat s referenčními hodnotami. Na 
základě toho lze o systému prohlásit, že prošel akceptačním testováním. 
Další obecná pravidla a kroky: 
1. v případě rozsáhlých testů se tyto rozdělují na podčásti, jejichž výstupem jsou dílčí 
výsledky 
2. testování se provádí za účasti zákazníka na předem nainstalovaném a zprovozněném 
systému za souhlasu všech zúčastněných stran 
3. systém lze testovat v okamžiku, kdy je plně funkční a prošel tzv. integračním a 
postintegračním testováním 
4. testování se provádí ručním zadáváním příkazů v okně aplikace, lze však také využít 
automatizované nástroje pro aplikační testování (např. NUnit) nebo testování GUI 
5. test lze zahájit pouze v případě, kdy jsou všechny komponenty a zdroje k dispozici a 
žádné jiné okolnosti tomu nebrání 
5.8.1.5 Kritéria přijetí testů 
Pro akceptační testování existuje jediné globální kritérium přijetí systému, které říká, že 
všechny komponenty systému musejí být plně otestované v rozsahu daném tímto dokumentem a 
musejí zcela testům vyhovět a to bez výjimky. 
Jakákoliv nesrovnalost nebo odchylka se považuje za nesplnění kritérií a vede k odmítnutí 
testů. 
5.8.1.6 Kritéria přerušení testů 
Pokud je nezbytně nutné přerušit testování systému, děje se tak za souhlasu všech zúčastněných 
stran, tj. zákazníka i dodavatele a to na základě písemného vyjádření důvodů pro přerušení. 
Pokud se tak stane, systém se považuje za neotestovaný a celý proces je nutné opakovat od 
začátku. 
Pokud se testování musí opakovat, platí pro něj stejná kritéria, jak pro standardní testování, tj. 
řídí se pravidly specifikovanými v tomto dokumentu. 
Při opakovaném testování je nutné tuto skutečnost písemně zaznamenat a pouze se souhlasem 
všech zúčastněných stran, tj. zákazníka i dodavatele, lze pokračovat. 
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5.8.1.7 Dokumenty předávané po výsledcích testů 
Výsledky testu jsou shrnuty v následujících dokumentech a jsou součástí celkové dokumentace 
systému, která se předává zákazníkovi. 
Dokumenty a jiné součásti výsledku testů:  
• Plán testů 
• Specifikace designu aplikace 
• Specifikace test case 
• Specifikace procesu testování, testovací logy 
• Výsledná zpráva 
• Dokument o přerušení testů (pokud byl vytvořen) 
• Dokument o pokračování po přerušení testů (pokud byl vytvořen) 
• Vstupní data 
• Výstupní data 
• Seznam použitých nástrojů 
5.8.1.8 Zodpovědnosti 
Jednotlivé kroky testů jsou rozděleny a prováděny odděleně, za každý z nich pak přebírá 
zodpovědnost pověřená osoba. Jejím úkolem je zodpovědně dohlížet na průběh dané fáze a v jejím 
závěru vytvořit všechny potřebné dokumenty a o výsledku, je-li to nutné, informovat ostatní strany. 
Zodpovědnosti za jednotlivé kroky jsou rozděleny následovně: 
• příprava k testování: dodavatel 
• testování: průběh testování řídí zákazník za spolupráce dodavatele, který v této situaci 
poskytuje technickou podporu 
• hodnocení výsledků testů provádí zákazník a je pouze na něm, zda a jak systém 
ohodnotí, v každém případě však musí své závěry písemně předložit dodavateli a ten s 
nimi musí souhlasit 
Požadavky kladené na personál: 
• zákazník musí testováním pověřit osoby, které jsou v oboru znalé a mají potřebné 
zkušenosti a dovednosti k provádění testů, případně jim zajistit jejich náležité 
proškolení 
• dodavatel se povinen poskytnout veškeré potřené informace související s testováním 
aplikace, zejména osoby zodpovědné za všechny fáze vývoje aplikace, kterými jsou 
manažeři, analytici, programátoři a testeři, případně další zaměstnanci a nebo 
subdodavatelé dodavatele, kteří mají k systému jako celku nějakou vazbu 
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5.8.1.9 Plán testů 
Testy budou prováděny podle předem dohodnutého harmonogramu, na jehož písemné formě se 
musí shodnout obě strany, tj. dodavatel i zákazník. Pokud se tak nestane, je nutné vypracovat nový 
plán, a to až do té doby, dokud nedojde ke vzájemné shodě. 
Součástí plánu testů musí být zejména: 
• definice jednotlivých milníků 
• definice nejdůležitějších událostí, které mohou mít na průběh nebo výsledek testů vliv, 
a to jak přímo, tak i nepřímo 
• časový odhad plánu testů včetně podrobného časového odhadu jednotlivých dílčích 
fází testováni 
5.8.1.10 Rizika 
Proces testování aplikace je nutné zabezpečit proti nečekaným událostem. Těmi se myslí 
okolnosti, které mohou vést k nedodržení testovacího plánu nebo mohou ovlivnit výsledky testů. Tato 
rizika je nutné identifikovat, analyzovat, přiřadit do jedné z následujících kategorií a při provádění 
testů kontrolovat a případně na ně reagovat. 
Kategorie rizik: 
• rizika kterým lze účinně předcházet 
• rizika jejichž dopad lze zmírnit 
• rizika jejichž původ a dopad nelze ovlivnit 
Celkovou snahou je tedy maximalizovat pravděpodobnost na dosažení pozitivních výsledků a 
minimalizovat pravděpodobnost nepříznivých událostí ve vztahu k projektovým cílům. 
5.9 Možnosti rozšíření 
Systém vyvíjím čistě v rámci diplomové práce. Ovšem podobné systémy se v praxi vyvíjejí někdy až 
roky a jejich komplexnost je samozřejmě daleko větší. Čas, nedostatek programátorů i finance mi 
tedy mohou zabránit v realizaci některých rozsáhlejších nápadů a vylepšení, ale realizace, zejména 
v rámci prototypu, nepředstavuje zase tak stěžejní úkol. Jako daleko podstatnější vnímám fakt, že 
návrhy rozšíření systému existují, a nyní bych je rád v následujících odstavcích probral hlouběji. 
5.9.1 Automatizace 
Automatizace ve vývoji procesů by mohla být mottem celého mého systému. Nicméně se můžeme 
dostat do situací, kde důsledná automatizace může procesnímu vývojáři překážet, protože narušuje 
generickou povahu systému. Abych byl konkrétní, předvedu situaci na dvou příkladech. 
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5.9.1.1 Vynucení zadávání rozhraní procesu 
Systém nabízí vývojáři procesů zadávání vstupů a výstupů každého procesního kroku. Pokud bychom 
počítali s tím, že každý proces přece vyžaduje nějaký vstup a po provedení vyprodukuje svůj 
výsledek, mohli bychom pak zadávání těchto parametrů po vývojáři požadovat a pro uživatele 
procesů zcela automatizovat. Mám na mysli například automatické kopírování souborů do předem 
určených destinací, automatickou správu verzí vstupních a výstupních dokumentů a podobně. Jistě ale 
existuje ještě třetí možnost. Systém by mohl rozlišovat zadávání na nepovinné a povinné. Otázkou 
zůstává, jestli by takovéto vylepšení nevneslo do procesní hierarchie spíše zmatek. 
Realizace takových nápadů by pro stávající verzi mého systému nepředstavovala žádné změny, 
jen rozšíření. Je ale také dobré si uvědomit, že systém je zaměřen na zlepšování procesů, a nikoli na 
jejich provádění (i když to je samozřejmě nutné pro sběr výsledků). Implementace této funkcionality 
by systém opět posunula blíže systému pro podporu řízení pracovních toků. 
5.9.1.2 Automatizace tvorby projektů 
Zde se opět jedná o podobnou situaci, jako v předešlém případě. Víme, že proces může definovat 
vytváření projektů, a dokonce známe obecné požadavky na jeho vznik. Systém by tedy mohl 
uživatele procesů nutit k vytvoření projektu a dále ho provádět jeho tvorbou. Pro tento účel existuje 
celá řada jiných systémů, a proto by se můj systém dal například rozšířit o komunikaci s takovými 
nástroji a urychlit tak celou práci. 
5.9.2 Ukládání dat 
Vstupní a výstupní dokumenty, balíčky se zdrojovými kódy, týmová korespondence a spousta dalších 
dokumentů musí být zálohovány a verzovány. Záloha i správa verzí musí být jistě přehledná, 
bezpečná, lehce přístupná, konzistentní, atd. Systém pro vývoj a zlepšování procesů má přístup ke 
všem těmto datům. Jejich změny v rámci tohoto systému by bylo záhodno revidovat a shromažďovat. 
Hledáme tedy způsob, jak rozšířit systém o výše popsanou funkcionalitu. Problém ale představuje 
účel systému, který by se takovýmto zásahem od procesního vývoje přesunul přes řízení pracovních 
toků až k nějakému verzovacímu systému. 
Odpověď na náš problém by mohl zodpovědět Microsoft SharePoint. Ten ve velmi pěkném a 
přehledně nastavitelném webovém prostředí umožňuje vše, co jsem výše popsal. Navíc nabízí řadu 
webových služeb, které by se daly volat přímo z kódu mého systému. Systém by tedy jen využíval 
silného externího prostředku, ale sám by se netransformoval na něco, co není jeho účelem. Na závěr 
ještě podotknu, že výše zmíněné požadavky na správu dat v organizaci existují stejně i bez používání 
mého systému. Proto by takové jeho rozšíření pravděpodobně spíše vhodně doplnilo v současnosti 
fungující mechanismy, než by zavádělo nové návyky. 
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5.9.3 Vizualizace 
Ve vizualizaci procesů a životních cyklů při jejich definicích i provádění vidím velký potenciál. Můj 
systém v současnosti nabízí jednoduché zobrazení životních cyklů včetně těch vnořených do fází 
jiných modelů. Zobrazení je sice interaktivní směrem k procesnímu vývojáři, ovšem představuje spíše 
prototyp či směr dalšího vývoje, než ucelenou a dokončenou funkcionalitu. Naplnění mé představy by 
zde znamenalo přenesení většiny funkcionality z formulářových ovládacích prvků k přehlednému 
maximálně interaktivnímu grafickému zpracování, které by neporovnatelným způsobem zefektivnilo 
práci procesních vývojářů. Takový úkol má ovšem značný rozsah a jde nad rámec této práce. Když 
ale sleduji nové trendy v rozvoji platformy .NET, věřím, že během několika dalších let bude tvorba 
aplikace s takovýmto uživatelským rozhraním srovnatelně obtížná, jako dnes programování 
formulářových prvků. Ještě zde připomenu, že můj systém má zcela oddělenou prezentační vrstvu od 
logické, a tak by kompletní výměna prezentační vrstvy neměla v budoucnu způsobovat žádné potíže a 
zásahy do logické ani datové vrstvy. 
5.10 Práce se systémem 
V této kapitole bych rád objasnil práci s mým navrženým systémem a prezentoval jeho funkčnost a 
účel na několika jednoduchých příkladech. Vývojový nástroj systému nabízí vývojáři procesů 
nápovědu, nicméně aby došlo k pochopení celé filozofie systému, bude třeba podrobnější vysvětlení i 
s příklady. Vývojový nástroj sice nepředstavuje nějakou rozsáhlou aplikaci, ale způsob práce s ním 
není zřejmý na první pohled.  
Systém totiž umožňuje definovat životní cykly procesů, jejich fáze, procesy samotné i 
kategorie měřitelných hodnot velmi genericky. Tato vlastnost je skvělá pro vývojový tým, který 
požaduje volnost při návrhu a implementaci modelů a procesů, ale může být na obtíž těm, kteří místo 
univerzálního nástroje hledají spíše nějakého průvodce, který jim poskytne omezené, ale zase méně 
pracné řešení. A právě tato generičnost by mohla některé procesní vývojáře uvést do situace, kdy by 
si nebyli až tak jisti, odkud vlastně začít. 
5.10.1 Postup při vývoji a zlepšování procesů 
Nejprve v bodech shrnu, co všechno je nutné v systému zadat, aby plnil svou funkci, a v následujících 
podkapitolách pak upřesním každý z nich. Posloupnost činností je vyobrazena na obrázku níže. 
1. Zadání projektů do systému 
2. Definování kategorií měřitelných hodnot 
3. Definice modelu a životních cyklů 
4. Definice procesů a jejich kroků 




5.10.1.1 Zadání projektů do systému 
Tento krok doporučuji provést jako první, aby později nedocházelo k nevhodnému zaznamenávání 
naměřených hodnot v rámci projektů, ovšem projekty lze do systému samozřejmě zadávat v jakékoli 
fázi vývoje. V součastné verzi systému slouží zadávání projektů čistě jen pro mechanismus provádění 
procesních kroků. V celkovém souhrnu provádění procesů vývojář vidí, v rámci kterého projektu 
k provedení procesu došlo. 
 
 
Obrázek 24 Zadávání projektů do systému 
5.10.1.2 Definování kategorií měřitelných hodnot 
Zde platí podobné pravidlo, jako v předchozím případě. Zadávat kategorie a jejich hodnoty např. 
během provádění procesů by vedlo ke zkreslení naměřených hodnot. Doporučuji proto tyto kategorie 









Obrázek 23: Posloupnost kroků při používání systému pro zlepšování procesů vývoje software 
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Obrázek 25 Zadávání měřitelných kategorií a jejich hodnot 
5.10.1.3 Definice modelu a životních cyklů 
Fáze životních cyklů systém chápe, jako typ procesů, a proto pro jejich zadávání nabízí stejnou 
funkcionalitu, jako pro definování procesních kroků. Systém totiž předpokládá i možnost vývoje a 
zlepšování modelů v závislosti na tvorbě procesních definic. Jedná se již o komplexnější koncept, ale 
věřím, že především organizacím, které využívají zcela vlastní či alespoň modifikované modely, 
může toto generické chování pomoci propojit dva problémy v jediný pod správou toho stejného 
systému a pracovního rámce. 
 
 
Obrázek 26 Vizualizace fází životního cyklu 
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5.10.1.4 Definice procesů a jejich kroků 
V této fázi vývojáři postupují podle svých definovaných modelů. Své procesní kroky budují 
v závislosti na fázi životního cyklu, ve které se proces momentálně nachází. Protože jsou životní 
cykly definované stejně jako procesy, mohou vývojáři využít pro koordinaci svých činností webové 
aplikace mého systému a získávat tak hodnoty vztahující se ke stavu jimi používaného modelu. 
 
 
Obrázek 27 Manipulace s procesní strukturou 
5.10.1.5 Provádění procesů a sběr měřených hodnot 
Aby bylo možno procesy zlepšovat, musíme je umět měřit. Většina životních cyklů pro vývoj procesů 
obsahuje fázi měření těchto hodnot a následně fázi jejich analýzy. Prováděním procesů 
prostřednictvím webové aplikace mého systému (viz. Obrázek 28) získáváme přehledný prostředek 
pro uchovávání procesních definic a součastně dostáváme hodnoty z jejich provádění. Nasbírané 
hodnoty analyzujeme například pomocí externí aplikace a následně přistupujeme ke zlepšování 
definovaných procesů, tj. vrátíme se k předchozímu kroku. 
 
 
Obrázek 28 Webové rozhraní systému 
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5.10.2 Nasazení v praxi 
Součástí této práce je rovněž ukázka mého systému, kde se pracuje s reálnými daty. Tento úkol je pro 
jednotlivce poněkud obtížný, protože můj systém je primárně určen vývojovým týmům. Nejlépe by se 
funkčnost prezentovala na rozsáhlých definicích procesů, které by prostupovaly celým vývojem 
nějakého softwarového projektu. Tato reálná data jsem bohužel nesehnal, takže nezbylo, než si 
problém sám definovat. 
5.10.2.1 Zadání 
Organizace vyvíjí produkt, na který by si ráda definovala své vlastní postupy v oblasti systémového 
testování. Pro tento vývoj si chtějí definovat vlastní referenční model a postupovat podle životního 
cyklu založeného na šabloně PDCA (viz. kapitola 2.3.1).  
Produkt má charakter webové aplikace a organizace chce klást důraz na testování vizuální 
stránky. Testeři nasazení na projektu a spolupracující s týmem procesních vývojářů po předchozích 
zkušenostech požadují, aby se testování co nejvíce strukturovalo. Navrhují hierarchickou strukturu 
testovacích kroků v závislosti na komponentách prezentační vrstvy, požadují odlišení testů vizuální a 
funkční stránky jejich aplikace a chtějí také testy rozdělovat na testy normálního chování, mezních 
hodnot a ošetření chybových stavů. 
Úkolem procesních vývojářů bude tedy definovat procesy, podle kterých následně tým testerů 
dokáže vytvořit plán systémového testu. Organizace přitom počítá s budoucím nasazením 
definovaných procesů na dalších svých produktech. 
5.10.2.2 Implementace v rámci systému pro zlepšování procesů 
Zde popíši jednotlivé kroky, které jsem provedl, abych splnil zadání v rámci mého systému. Přitom 
jsem postupoval v rámci návodu podaném v kapitole 5.10. Konkrétní hodnoty zde nebudu popisovat 
příliš do hloubky, protože jsou k dispozici v příloze v databázi společně s mým systémem. 
Zadání projektů do systému 
Do systému jsem pro ilustraci zadal projekty odpovídající jednotlivým činnostem v rámci 
systémového testování. Při pozdějším provádění procesů může pak informace o projektu sloužit 
k lepšímu pochopení naměřených hodnot a efektivnějšímu zlepšování procesů v následujících 
iteracích. 
Definování kategorií měřitelných hodnot 
Kategorie jsem opět pro ilustraci zvolil tak, aby byly zastoupeny ty, které lze zadávat přesně, i ty 
které se vztahují spíše k expertním odhadům. Naměřené hodnoty opět poslouží pro zlepšování 
procesních kroků. Jejich analýza přitom proběhne v externím systému, určeném k tomuto účelu. 
Veškeré naměřené hodnoty pro každý proces lze z mého systému exportovat ve formátu XML. 
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Definice modelu a životních cyklů 
Model zahrnuje dvojici šablon. První z nich se týká životního cyklu. Ten vychází z PDCA (viz. 
2.3.1). Model říká, jakým způsobem se má zkonstruovat posloupnost fází cyklu a předkládá model 
fáze. Ten obsahuje informace o tom, jaké atributy by měly být u každé z fází nastaveny. Podle zadání 
se jedná o organizací vytvořený životní cyklus, tedy by bylo rovněž vhodné měřit provádění těchto 
procesů a na jejich základě cyklus dále zlepšovat. Vzniká tak jakýsi opakovaný sled činností, který by 
vyžadoval ještě další metamodel, který by mohl být též zaveden v mém systému. 
Druhou část modelu tvoří definice procesů a jejich struktury. Struktura v našem případě říká, že 
každý proces reprezentuje testování libovolně zanořené komponenty na prezentační vrstvě 
testovaného softwaru. Struktura vypadá následovně: 
• Testovaná komponenta 
o Test vizuální stránky 
 Ověření vizuální podoby komponenty před jakoukoli manipulací 
 Test designu komponenty při změně její velikosti, pozice apod. 
 Změny designu komponenty při jejím použití 
o Test funkcionality 
 Reakce na korektní vstupy 
 Reakce na mezní hodnoty 
 Reakce na chybný vstup 
o Test komponent vnořených do této komponenty, pokud existují (má stejnou 
strukturu, jako v případě této komponenty) 
Následně se objevuje model procesu. Ten upřesňuje atributy procesu, jako jsou jeho jméno, 
popis a funkce, označení verzí, vstupy a výstupy a měřené kategorie hodnot. Model procesu tedy 
předkládá obecný rámec společných vlastností, v našem případě, všech procesů. 
Definice procesů a jejich kroků 
Na základě modelu je vypracována struktura procesů. Pokud by existovalo více modelů, je možno je 
namapovat některou z technik, které jsem uvedl v kapitole 2.2. 
Provádění procesů a sběr měřených hodnot 
K provádění procesů se používá webové rozhraní systému. Sesbíraná data dle projektů a provádění 
procesů lze prohlížet v záložce Values (viz. Obrázek 29). Na jejich základě dojde k analýze a 
porovnání výsledků s cíly stanovenými v prvních dvou fázích definovaného životního cyklu. Životní 
cyklus se následně znovu rozbíhá od první fáze, kde se již do analýzy zahrnují poznatky z předešlé 
iterace. Vznikají tak nové verze procesů, popřípadě i jejich struktur. 
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Obrázek níže vyobrazuje v levé části celou strukturu mého řešení. Jako ilustrační případ je 
vybrán proces, který popisuje, jak definovat testy funkcionality se vstupy, jež představují korektní 
data zadávaná do testované komponenty. 
 
 
Obrázek 29 Praktické nasazení systému 
  
Implementaci zadaného problému naleznete v databázi PIT.mdf umístěné ve složce projektu 
v Příloze 1. Projekt je možné zkompilovat a spustit ve vývojovém prostředí Microsoft Visual Studio 
2005 či Microsoft Visual Studio 2008. Předtím je ale nutno přidat přiloženou databázi např. do 
Microsoft SQL Server Express, který je nedílnou součástí Visual Studia. Připojovací řetězec následně 
nakonfigurujete v souboru Settings.settings, který se nachází ve jmenném prostoru Logic.Properties 
mého projektu.  
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6 Závěr 
Práce se zaměřila na téma důležité, pro praxi zejména ve větších organizacích nezbytné a též často 
opomíjené a vypouštěné. Já osobně jsem si téma vybral z toho důvodu, že se díky praxi ve velké 
mezinárodní společnosti s problematikou procesů denně setkávám a rovněž se podílím na vývoji 
několika podpůrných nástrojů. Své znalosti o procesech mám za cíl prohlubovat, protože očekávám, 
že si organizace časem začnou plně uvědomovat jejich sílu při zlepšování kvality a v konkurenčním 
boji. 
Tato diplomová práce ukázala výhody i chyby při tvorbě procesů a též její komplexnost. 
Přitom také poukazovala na roli rozumu při jejich tvorbě a na nechuť zavádět a učit se něco nového, 
která jde často ruku v ruce se zažitými návyky a také s opravdu velkým množstvím potřebných 
informací k pochopení. Snaží se vyjmenovat nepoužívanější přístupy při modelování procesů a 
životní cykly jejich vývoje. Práce uvádí návrh systému pro podporu zlepšování vývoje procesů, popis 
jeho implementace a práce s ním. Zde bych chtěl opět poukázat na fakt, že se jedná jen o jeden 
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Příloha 1. CD s diagramy ve formátu JPEG a UML pro aplikaci StarUML, touto prací ve formátech 
DOCX a PDF a adresářem projektu pro Microsoft Visual Studio 2005. CD obsahuje tyto soubory a 
adresáře: 
• Software_development_processes_improvement.pdf – diplomová práce ve formátu 
PDF 
• Software_development_processes_improvement.docx – diplomová práce ve formátu 
DOCX 
• Software_development_processes_improvement_prezCZ.pdf – prezentace 
k diplomové práci ve formátu PDF 
• Diag.uml – soubor s diagramy z první iterace návrhu pro aplikaci StarUML 
• PackagesDiagram.jpg – soubor s diagramem balíčků ve formátu JPG 
• UseCase.jpg – soubor s diagramem případů použití ve formátu JPG 
• PIT – složka obsahující implementaci systému pro vývoj a zlepšování procesů (projekt 
pro Microsoft Visual Studio 2005) 
 
