What sort of component coordination strategies emerge in a software integration process? How can such strategies be discovered and further analysed? How close are they to the coordination component of the envisaged architectural model which was supposed to guide the integration process? This paper introduces a framework in which such questions can be discussed and illustrates its use by describing part of a real case-study. The approach is based on a methodology which enables semi-automatic discovery of coordination patterns from source code, combining generalized slicing techniques and graph manipulation.
Introduction
Integrating running software applications, usually referred in the literature as the Enterprise Application Integration (EAI) problem [5, 3] , is one of most challenging tasks in enterprise systems development and management. According to Forrester Research, more than 30% of all investments made in information technologies are spent in the linkage of software systems in order to accomplish global coherent enterprise software solutions. Actually, tuning to new markets, fusion or acquisition of companies, evolution of legacy software, are just but examples of typical scenarios which entail the need for integration.
EAI aims at the smooth composition of services, data and functionality from different software systems, to achieve a single, integrated and coherent enterprise solution. Conceptually, however, a main issue behind most EAI projects concerns the definition and implementation of a specific coordination model between the systems being integrated. Such a model is supposed to capture system's behaviour with respect to its network of interactions. Its role is fundamental to help the software architect to answer questions like, which sub-systems are connected, how do they communicate and under which discipline, what are the dependencies between such connections, how do component's (w.r.t to integrating software systems) local constraints scale up to integrated systems, among many others. If some sort of coordination strategy is a necessary component of any EAI project, what gets implemented on completion of the integration project often deviates from the envisaged strategy in a significant way. Reconstructing the implemented strategy and rendering it into a suitable model becomes, therefore, an important issue in EAI. On the one hand, such a reconstructed model plays a role in validating the (coordination component) of the integration process. On the other, it provides feedback to the software architect, eventually suggesting alternative strategies.
Such is the problem addressed in this paper. In a series of recent papers the authors have developed both a methodology [8,10] and a tool, CoordInspector [9] to extract, from source code, the structure of interactions among the different, reasonably independent loci of computation from which a system is composed of. The target of this methodology is what will be referred to in the sequel as the coordination layer, i.e. the architectural layer which captures system's behaviour with respect to its network of interactions 1 . The extraction methodology combines suitable slicing techniques over a family of dependence graphs built directly from source code, in the tradition of program dependence graphs (see, for example, [1, 4] ), which abstract all the relevant code information for interaction control. Such graphs are called coordination dependence graphs (CDG) in [10] , where further details on their construction may be found. The tool processes CIL code, for which every .Net compliant language compiles to, thus making it potentially able to analyse systems developed in (combinations of) more than 40 programming languages.
The paper introduces a case study on verification of design time integration strategies. Section 2 sums up the methodology, and examples of its application are discussed in 3. Conclusions and pointers for future work are enumerated in section 4.
The Method

Coordination Patterns
Throughout this paper we adopt a coordination-driven view of software architecture in general and architectural analysis, in particular. On the other hand, patterns, in the context of this research, are placed at a low-level: they aim to be suitable representations of equivalence classes of (sub-graphs of) CDG extracted from code. Qualifier 'low-level' means that our focus is not on the description of traditional architectural styles, or even typical architectural elements, such as components, software buses or connectors, but the specification of architectural abstractions over dependence graphs extracted from code.
As an example consider the pattern depicted in Fig. 1 used to identify, in the client side of a service interaction, the so-called asynchronous query pattern
