Introduction
Community networks in the Czech Republic evolved from unorganized neighborhood networks to large organized communities forming a civic association or other legal forms during the last decade. As they grow and form more complex structures it becomes necessary to supervise and plan the topology of their networks. It is desired to maintain a proper documentation to get an overview of the current network state. We will satisfy this need by the application presented in this paper.
Community networks widely use OSPF dynamic routing protocol, where the main advantages are useful for our application. The primary requirement for creating a tool came from HKFree community network, consisting of 161 1 routers connected together in a single OSPF area, where topology changes and the number of routers increases rapidly. We've designed and implemented an experimental version of the software that allows visualizing such a network for this purpose. The application supports a possible simulation, analysis and modification of particular network model. It is able to represent 1 Up to January 2012 the time evolution of the network as well. It will primarily assist the network administrators in solving problems and as a tool for automatic documentation and for designing future changes.
A case of another attempt [1] to create a similar, thought simpler, tool is known.
OSPF protocol is based on so-called link-state algorithm designed to distribute changes in connections between routers. Each router in the network will form a model called OSPF network -a topological map of the whole network areabased on this information. This map can be represented by a directed graph with edge labels based on costs assigned to each link in both directions. Then (and after each topological change) router calculates the shortest paths' tree in each of the nodes using Dijkstra's algorithm [2] applied to the graph. Entries in routing table are created, modified or deleted according to these paths.
The fact that each dynamic router in the network contains the network graph in its data structures can be used for obtaining the current state of the network and to visualize the overall topological map.
General description of the area
The primary task of the router is to choose the best path to send data in order to deliver them in efficient manner to the designated place. To decide on the best way there is the routing table in each router. Based on the entries in this table, the router decides how to forward the received packet further. The entries in the routing tables can be managed in two ways, namely statically (manual adjustment) or dynamically (using a dynamic routing protocol). Static management is used in cases of small networks where the data travel among networks always in the same way and there is no need for frequent updates of these entries. In most of these situations only a few routers are used in the network, usually only one, which serves as a gateway for connecting to the Internet. However if we manage extensive network (tens or hundreds of routers), we use the routing protocol. Routers and links are often connected to such redundant structures to be able to use another path in case of failure. In such event it's necessary to immediately update the routing tables' entries. Exchange of information among the routers and consequent updates of tables are specified by the given routing protocol. Process in each and every router based on OSPF protocol is described as follows [3]:
• is aware of the links connected directly to one of its interfaces, • is responsible for reporting its activities to all its directly connected neighboring routers, • creates the LSP (Link State Packet) containing information about links directly connected to its interfaces, • spreads LSP to all its directly connected neighbors, who then spread it further, • creates a database of complete network topology, that servers for calculating the shortest paths to all subnets. Dijkstra's algorithm is used for construction of the shortest paths' tree, based on edged labels. These labels in a database of network topology use a special metric called the cost. This metric is set for each link separately and gives preference to the direction of the link. The lower the cost is, the more the link is preferred. Router administrator has an opportunity to influence preferences of individual links by setting their costs.
OSPF protocol uses several specific types of packets from the packet, beginning with the Hello packet that is used to discover neighbors on the network supporting multicast / broadcast and to periodically verify the status of the link. Using OSPF protocol has the following advantages [3] • Routers know the topology of the whole network area.
• Fast convergence -routers spread LSP immediately, and then use the information for the calculation. Some of the other protocols are designed to perform the calculation first, then to spread the information further. Convergence is, of course, adversely affected by frequent changes of links' states (flaps).
• Event-driven distribution of information about the states of links -no need for periodic updates at short intervals, information is spread when there is a change. Routers in HKFree community wireless network are spread in the town of Hradec Kralove and the surrounding areas within a radius of several tens of kilometers. Currently the network topology consists of 161 routers and approximately 3440 connected workstations (especially in order to access the Internet) [4] . OSPF routing protocol suitable for such a large network is used for internal routing. Most routers of this network are common computers running GNU / Linux operating system. Routing daemon Zebra Quagga (open-source routing software that is a fork of GNU Zebra) is deployed in order to be an implementation of the OSPF protocol. This software provides an implementation of following routing protocols: BGPv4 (Border Gateway Protocol), OSPFv2 and OSPFv3, RIPv1 (Routing Information Protocol), RIPv2, and RIPng. In the mentioned network OSPFv2 is used. The routing software is managed through the command line administration console. It provides the ability to retrieve data from a database of network topology of one of the routers, which are input data for the application being developed.
Requirements and use-cases
To create the application we use the Java language using visualization framework JUNG [5] (Java Universal Network / Graph Framework).
Before making the application itself, we specified the following major requirements. Some of them will be taken into account in future versions of our applications.
Performance
During the tests JUNG library was found to be CPU demanding when layouting a large graph. During this process, there is a constant scheduling of graph activity to layout the resulting complex network structure in the best way. Applications should provide the possibility of stopping the automatic scheduling and allow user to manually layout the graph.
User experience
The emphasis is put on the most intuitive control for any user. An example is an easy way to find particular router using full-text search.
Maximum availability of information collected
A large amount of information obtained by processing the input file is used to construct maps of the network at a given point in time. Much of this information should be contained in the map, but the user does not have full information value all the time. E.g. a router may have its name defined in the input data. Then this name is displayed in the map, otherwise only the router's ID is presented. Similarly, for example, ID of individual links, or links' costs should be presented in a comprehensible way. Such information displayed in the map is very useful for users, so he or she doesn't have to find them in the textual routers' list. Finding a suitable compromise between the value and clarity of information (in terms of amount of information displayed simultaneously) can obviously be problematic.
Interactive mode when viewing network topology
One of the main purposes of the application is to provide administrators a tool that would perform a diagnostic function. Therefore it is necessary to choose a suitable way of working with displayed map, such as hiding unnecessary parts, different views and so on. From this point of view we expect two basic use-cases -the entire map view and the view of only a part specified by a particular node and the number of edges to follow in depth. User should have information on the particular arrangement of the network, routers' IDs and names and costs assigned to individual links. During user tests it was found that the above two use-cases are not sufficient and the requirement of incremental displaying of the topology was placed. The user should be able to additionally display other neighboring routers (and associated links) to a selected router that is already displayed. As well he or she should be able to hide the part of the network which is not interesting for him or her at the moment. This would achieve the possibility to show the exact part of the network topology and expand or narrow the view on demand.
Analysis of routing paths
Network routing is undoubtedly one of the most important issues that administrators deal with. Proper cost assigning to the links on routers with OSPF protocol is the only way to influence the way the data are physically routed. Assigning these costs is often very sensitive issue. At the moment when the administrator sets the router in the way he or she wants, it is appropriate to test the running configuration using ping and/or traceroute tools. Administrator will not have to configure and test the real device or whole network as the application should simulate his or her changes showing the shortest paths in the network. There should be an option to let you display the tree of shortest paths from a selected router to all other available network routers. To calculate the shortest paths' tree the Dijkstra's algorithm is used in the same way as in an OSPF implementation. The visualized map should also properly handle and simulate any changes in costs of links, switching routers and links on or off and inserting new routers or links to the model. In this case the shortest paths should be immediately recalculated. The user will be able to simulate various situations that may actually occur. To analyze the effects described below the feature of displaying the shortest path between two nodes in both directions (in case of asymmetric cost there may be two different paths) will be implemented.
Analysis of anomalies
Some known anomalies may occur in the network configuration. Typically it is the assignment of asymmetric costs in two directions of the same link. This situation may be the intention of administrator as well as a misconfiguration. Applications should be able to warn the users about these anomalies and visually highlight them in an appropriate manner.
Map layout according to geographical location of network devices
The structure of such a wide network of routers, as HKFree, can be hardly overviewed by a user, that's not able to easily find the key nodes. Searching for a specific router among dozens can be quite a challenging task. It is however expected that the administrator knows the approximate geographic location of the router(s). That is why we require the feature to layout the graph according to the real geographical positions, assuming that the positions of some network devices will be available.
Analysis of the importance and redundancy of routers and links
It is possible to find multiple paths between two routers. There are significant nodes or links that may fail and cause the network to be split into multiple parts. End users would lose the possibility of mutual communication. The problem may lead to the loss of connectivity to the Internet, which is for most people the primary use of the network. The application should identify such places, which can cause the break-up of the network. The tool should be extended to predict the expected probability of such a fail based on earlier detection of problems using routers' logs.
Visualization of network topology changes over time
As the application provides the view of network state at a certain moment, user may lack the information about some router or link that was not active at that moment. A new requirement arose from this phenomenon. The analysis will be based on a comparison of model input data, generated in two or more different times. Other possible sources of information about changes might be the monitoring of network traffic or logs of routing software. For this purpose, the archive of OSPF database snapshots taken in regular intervals was created. Archive has been made available via the HTTP protocol.
Proposed solution
All required features are according to its nature divided into several main modules [6] . Each of these sections of the tools will have its own graphical user interface suitable for the control of the features that belong to a given module. Required features are divided into the following modules:
• Primary module -the main application window.
• Selecting and loading the input data.
• Network visualization and (re)design.
• Visualization of the network changes over time.
• Network characteristics (importance and redundancy). The modules work (after initialization) independently of the others.
The model representing the state (snapshot) of OSPF database at any given time consists of several key files, especially file dump of show ip ospf database network command, and other files representing the output information of each show ip ospf database router command for every router. A file containing reverse DNS records of routers' ID called router_names and a file containing geographic coordinates of each router (where known) called geo are attached. In the Czech Republic there is the coordinate system S-JTSK [7] historically used, so the coordinates in geo file can be in this format, or in the WGS-84 (GPS).
Based on the snapshot of OSPF database (i.e. input data) the topological model is created. The suitable algorithm layouts and visualizes the graph.
A specific problem appears during the visualization of a link which connects more than two routers together. Such a link may in fact be made of more point-to-point links, but these are inter-connected at the Layer-2 (L2) and such links are not captured in OSPF in detail. Therefore the actual physical topology is not known in this regard. Such a "multi-link" behaves like a full-mesh inter-connection between all participating routers. However, displaying full-mesh is not very appropriate since it will strongly increase the number of displayed links and visual appearance has no benefit for users. So we proposed the transformation procedure, that transforms a multi-link to a special special node type (which doesn't correspond to the router) and this node is adjacent using edges to all the nodes representing routers participating in the original multi-link. This is a reasonable compromise to emphasize information about the likely complicated L2 topology (although without the knowledge of its details) and also to simplify visualization [6] .
Implementation details
The application is implemented in Java language as a desktop application. The application downloads the input data from the HTTP server where periodical snapshots are stored, after they are taken from OSPF database dumps at a regular interval. Graphical user interface was designed using standard Swing library. Visualization and manipulation of the graphical presentation of the graph has been delegated to the open-source library JUNG. During the implementation the emphasis was on separating the roles of individual classes, with easy future maintainability and extensibility in mind. Key classes of model are [6] :
• OspfModel -represents the retrieved static input data describing the state of the OSPF network database at a given time • LinkFaultModel -represents the statistical data from the routing daemon's log, that include events of link failures • MapModel -represents the topological graph of a network prepared for visualization, is created through the transformation of the OspfModel • SparseMultigraph -JUNG library class used for visualization of the resulting graph, among other features it supports several parallel edges between two vertices • SpringLayout -JUNG library class used for the efficient layouting of the graph in the plane of the display window ( Fig. 1) • DelegateForest -JUNG library class used for visualization of the tree of the shortest paths from the given node Routers with known geographical position are to be placed in the graph in a way that their relative position in the display window corresponds to the relative geographic position. GPSPointConverter class is designated to calculate the coordinates of these nodes considering the dimensions of the window. It transforms instance of GPSPoint to the Point2D. After placing the nodes with regard to their geographic location the coordinates are locked, so the SpringLayout scheduling algorithm will not change their position any more. Only positions of other nodes are properly adjusted. Using this technique we achieve satisfactory results. Key nodes are positioned correctly from the geographical point of view and the rest is freely laid out among them minimizing edge crossings and proximity of neighboring nodes (this is performed by SpringLayout).
User can save his work to the XML file so he or she can continue later or can share his work with colleagues, which is especially useful for network design and refactoring. Implementation of a module for monitoring dynamic changes (Fig. 2 ) in network topology is based on the OspfChangeModel and NetChangeModel classes that are analogous to OspfModel and MapModel classes in the static model. During the implementation of this dynamic model, the problem arose with the identification of identical links across several historical snapshots of the OSPF database. These links may in fact be in every snapshot represented by another Link-State ID though always corresponding to one of the IP addresses designated for the link (at least two in the case of point-to-point links). Choice of Link-State ID is influenced by the process of election and possible changes of the Designated Router for the given link. Although the process of election is deterministic at particular conditions, in normal operation (when failures of routers or links appear) we can consider the election to be random. It was therefore necessary to calculate the whole subnet of the link from IP addresses and mask used in one snapshot. The new LinkState-ID in another snapshot is compared to the calculated subnet. We can consider the new link to be identical with the old one in case when the new Link-State-ID belongs to an existing old subnet. This case corresponds to the situation when a different IP address was used for the same link because of changes in network [6] .
Future work
One of the planned extensions is to analyze the dependencies among the failures of links and various phenomena in the environment. The network can experience some outages of routers and/or links. Each of these failures can have a different cause. Sometimes they happen completely unpredictably, sometimes we can find a relationship between failure and various physical phenomena, e.g. the weather conditions. It would be useful if the application was able to detect dependencies among failures and these phenomena. Such a solution will, however, require the availability of other input data describing the phenomena in time.
Described tool addresses only the issue of L3 topology. A useful extension would be the possibility to discover the L2 topology as well. In such case it would be necessary to extend the model classes so that they can also represent information about the L2 elements.The present model is essentially ready for such an extension and it can be implemented by inheriting from existing classes, or by their partial refactoring. The question remains, how to get information about L2 topology. In addition to the well established SNMP protocol, that's not often implemented in consumer electronics, LLTD protocol seems to be promising. It's designated to be implemented in comsumer devices and personal computers. We could use M client M client server architecture [8] to collect information about L2 topology at particular parts of the network. Then the information would be sent to a central node for consequent evaluation and aggregation of the overall topological model.
Conclusion
The presented application represents a unique tool that's useful especially in networks where low cost network elements and OSPF protocol are deployed. Although the initial demand for this tool came from the field of community wireless networks, its use is not restricted to this area. It can help equally well in a comercial field. E.g. during the acquisitions of smaller commercial Internet service providers it will obtain an overview of their network topology, or can be used for the evaluation of the network documentation regarding the comparison with reality. The primary feature of this tool was the monitoring of the network topology. Then the functionality was expanded to include new features focused on (re)design and refactoring of topology and subsequent testing by simulation. Currently the application is actively used by tens of HKFree community wireless network administrators and immediate effort is put into expanding the user base by localizing into English and building a supporting web site. The tool was developed during our research of community wireless networks and is available at http://code.google.com/p/ospf-visualiser/.
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