
































































Tato  práce   vznikla   jako   školní   dílo   na  Vysokém učení   technickém v Brně,  Fakultě   informačních 









































































Diplomová  práce navazuje na práci skupiny zabývající  se XML vizualizací  a persistencí,  v jehož 
rámci jsou na FIT VUT v Brně řešeny problémy spojené s vizualizací  a efektivním uchováváním 
XML. Skupina zahájila činnost  v roce 2006.  První  výsledky vizualizace jsou shrnuty v publikaci 
Chmelař  Petr,  Hernych Radim,  Kubíček  daniel:   Interactive  Visualization  of  Data­Oriented  XML 
Documents, In: Advances in Computer and Information Sciences and Engineering, Dordrecht, NL, 
Springer, 2008, s. 390­393, ISBN 978­1­4020­8740­0.
Konkrétně   tato  práce  navazuje  na  aplikace   tvořené   v  diplomové   práci  Radima Hernycha 
Transformace a persistence XML v relační databázi a dále čerpá informace z publikace Piwko Karel, 
Chmelař  Petr,  Hernych Radim,  Kubíček  Daniel:  NAXD:  Native  XML Interface  for  a  Relational 
Database, In: XML Prague Conference Proceedings, Prague, CZ, UK, 2010, s. 307­316, ISBN 978­
80­7378­115­6. 





















Nicméně  výrobci  prohlížečů  na   tento   fakt   reagovali   takřka sporadicky a  stále  přidávali  do 
svých prohlížečů vlastní značky, což vedlo k úvaze o nové technologii, která by byla jednodušší a 





















XML neobsahuje žádné  předdefinované  značky (tagy),  můžeme vytvářet   téměř   libovolné  značky, 
které   nemusí  mít   žádnou   významovou   hodnotu   vztahující   se   k   obsahu.   Tyto   značky   je  možné 
(nepovinně)   definovat   v   externím   souboru,   kdy  máme   poté   možnost   kontroly   struktury   XML 
dokumentu, zda právě odpovídá konkrétní definici. Tyto soubory se často nazývají schémata, kterým 
je věnována samostatná kapitola.
Implicitní  znakovou sadou je definována sada UNICODE, zajišťující  mezinárodní  podporu 
jazyka.  Tato   vlastnost   nám snadno   umožňuje   výskyt   textů   různých   jazykových  mutací   v   rámci 
dokumentu. Samozřejmě je možné využít i jiné znakové sady.
Důležitou  vlastností   jazyka   je  vysoký   informační   obsah  XML dokumentu.  Každé   značce 
může být přiřazen kontext, neboli význam textu vztahující se k ní. Tato vlastnost umožňuje předávat 





jazyků,   které   nám   umožní   definovat   zobrazení   jednotlivých   částí   dokumentu.   Tomuto   procesu 
můžeme říkat “stylování“.
Při   popisování  XML dokumentu   se  můžeme  často   setkat   se   situací   kdy  nám značky   se 
stejnými  názvy  popisují   rozdílné   situace.  Pro  vyhnutí   se   nežádoucím vlivům (např.   při   různých 
transformačních procesech), nabízí XML využití jmenných prostorů („namespaces“).
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Poslední  zmíněnou vlastností  je podpora odkazů v rámci jedné  části  dokumentu na jinou a to i v 
případě externích dokumentů.
2.3 Struktura XML dokumentu












5. Jména elementů   jsou „case sensitive“.  To znamená,  že  jsou rozlišována malá  a velká 
písmena.   Tudíž   je   třeba  mít   na   paměti,   že   definice   <Značka>obsah</značka>   není 
správná. Stejně tak atribut=“hodnota“ a Atribut=“hodnota“ jsou dva různé atributy.
Dále  by optimálně  měla  být  na začátku dokumentu obsažena hlavička s verzí  a případně  užitým 













             <Recenze>Slavný autobiografický román o nezni itelné touze po svobod .č ě  
Henri Charriére, p ezdívaný Motýlek, byl neprávem odsouzen za vraždu. Trestem m lř ě  
být doživotní pobyt v trestanecké kolonii ve francouzské Guayan . Motýlek se všakě  
nesmí il se svým osudem a v neskute n  tvrdých podmínkách se mnohokrát pokusilř č ě  
uprchnout. Než se mu to skute n  poda ilo, prožil ve v zení jedenáct let. Z tohoč ě ř ě  
dva   roky   v   naprosté   izolaci.   Po   mnoha   letech   o   svých   dobrodružstvích   napsal 













Zpravidla dokumenty jakožto datová  úložistě   jsou nám bez možnosti  pracovat s obsaženými daty 
takřka  k  ničemu.  Proto  potřebujeme podpůrné  nástroje,  které  umí   data  v  dokumentech  načítat  k 
dalšímu zpracování,  které  je jen a jen v režii  programátora. Takovýmto nástrojům říkáme obecně 





Mluvíme zde  o  SAX (Simple Api   for  XML)  rozhraní,  které  vyniklo  původně  v  programovacím 















Validace  je proces,  kdy můžeme potvrdit  nebo vyvrátit,  že daný  dokument  odpovídá  předepsané 
formální   specifikaci.   Dokumenty,   popisující   téže   skutečnosti,   mohou   být   často   strukturovány 
rozdílně, což je nežádoucí jev při zpracovávání dokumentu. Abychom se vyhnuli těmto problémům, 
je   třeba  mít   definovanou   strukturu   konkrétního  XML dokumentu.  V  praxi  máme k   samotnému 
dokumentu přidružen ještě jiný soubor (schéma) popisující dokument.
Neexistuje  pouze   jedno univerzální   schéma,  ale   je   jich  mnoho,  kde  každý  využívá  vlastní 









prvku   je  možno   definovat   libovolný   počet   atributů   společně   s   jejich   charakterem   (vyžadovaný, 
volitelný, konstantní). Dále pak máme k dispozici omezené množství datových typů.















































































na  RELAX Core a  TREX [9].  Toto  schéma specifikuje  vzory  (podobně   jako v  XPath viz  níže) 
pro definování  struktury a obsahu XML dokumentů  a  bylo vytvořeno jako alternativa k poměrně 
složitému XSD. Samo o sobě je také XML dokumentem, ačkoli může být zapsán někdy populární, 
lehce   čitelnou   a   kompaktní   EBNF   formou   (Extended  Bacus­Naur   Form   gramatika),   která   však 
dokumentem XML není.  Existují  nástroje, které dokáží  transformovat kompaktní  verzi do XML a 
naopak. 































































Schematron   je   standardem   ISO/EIC   19757­3:2006   zajišťujícím   alternativní   přístup   při   validaci 
dokumentu [17]. Předchozí  validující  jazyky (DTD, Relax NG) pracují  tak, že v podstatě definují 
gramatiku   pro  XML dokument.   Schematron   je   založen   na   jiném přístupu.  Ve  Schematronu   lze 
pomocí  pravidel zapsat tvrzení  o absenci nebo naopak i o přítomnosti jednotlivých vzorů v XML 
stromu [18]. Jedná se v podstatě o jednoduchý jazyk využívající jen několik málo značek a jazyk 
























































V   této   kapitole   budou   popsány   jazyky   a   mechanismy   zabývající   se   způsobem   dotazování, 
vyhledávání   a   adresování   v  XML  dokumentech.  V   dnešní   době   velkého   objemu   dokumentů   a 













Výraz   XPath   dotazu   není   XML   strukturou,   ale   je   podobný   výrazům,   které   nám   reprezentují 
adresářovou strukturu použitou např. v operačních systémech Windows a Unix a strukturu v URL 
odkazech.  Toto  má   strategický   důvod:  Umožňuje   používat  XPath   dotazy   v   kombinaci   s   jinými 
technologiemi a zapisovat např. právě do zmíněných URL odkazů. Z jiného pohledu můžeme také 






Identifikátor   osy:   Určuje   nám  směr   pohybu   ve   stromové   struktuře,   od   aktuálního   uzlu   nebo 
od kořenového   uzlu   (kontext).   Implicitní   osou   je   osa   Child.   Jednotlivé   identifikátory   os   jsou 
následující [22]:
1. Child:  Určuje uzly, které jsou „dětmi“ aktuálního kontextu (uzlu).








7. Following:  Uzly,  které  následují  v dokumentu po aktuálním uzlu,  ale bez descendant 
množiny a bez atribut a jmenných uzlů.
8. Preceding: Obdobně jako u bodu 7, ale v opačném směru.



































Jeho   dobrou   vlastností   je   i   možnost   více­směrných   odkazů,   které   nám   dovolují   spojit   i   více 
dokumentů dohromady (více [21]). 
2.7.3 XPointer
Kombinuje   oba   přístupy   XPath   a   XLink.   Je   možné   odkazovat   se   i   na   jednotlivé   části   XML 
dokumentů   odkazované   jazykem   XPath.   Např.   výraz 
http:\\cesta\dokument.xml#xpointer(id(“ident5”))  odkazuje   na   URL 
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http:\\cesta\dokument.xml  a  element,  který  má  v dokumentu dokument.xml hodnotu  id rovnu 
„ident5“ (více [21]). 
2.7.4 XQuery
























XML  je  v   současné   době   velmi   rozšířený,   hojně   využívaný   formát  pro  ukládání   a  výměnu dat. 
S vysokou frekvencí používání XML dokumentů souvisí potřeba efektivního ukládání a vyhledávání. 
V tomto ohledu ukládání dokumentů jako samostatné soubory není příliš vhodné [23]. Vhodnější je 
použít   logiky   databázového   systému.  Mezi   hlavní   důvody   patří,  že   nemusíme pracovat   s  XML 
dokumenty jako celky, ale i s jeho fragmenty, můžeme seskupovat dokumenty do logických celků 





































uvnitř  elementu  <description>  dochází   i  k  mísení  druhého typu.  Pokud naše databázové   řešení 
















Jednotlivá   řešení   XML   databázových   systémů   se   dají   rozdělit   do   dvou   hlavních   skupin.   Jde 















na   relačních,   hierarchických   nebo   objektově   orientovaných   databázích   nebo  mohou 
používat vlastní formát pro uložení.
Z   pohledu   architektury   XML   nativních   databází   je   můžeme   rozdělit   na   dva   základní   typy, 
dokumentově založené a modelově založené.
Textově založené Nativní databáze
Jsou to takové,  které  ukládají  XML dokumenty jako prostý   text a to do proprietárního textového 




na   jakákoliv   místa   v   XML   dokumentu.   Zaručuje   nám   to   rychlostní   výhodu   při   dotazování 











databázi)   je   odvozen   od   výkonu   použitého   databázového   systému,   na   kterém  je   nativní   systém 
postaven, dále však závisí i na „elegantnosti“ uložení konkrétního datového modelu. Je zřejmé, že při 






Kolekce dokumentů:  Mnoho nativních databází  využívá  „kolekce“. Lze je identifikovat podobně 
jako tabulky v relačních databázích nebo adresáře v souborových systémech a prakticky nám 
slučují jednotlivé XML dokumenty do souvisejících celků.  Kolekce můžou být hierarchicky 
řazeny.  Dále   pak  může  být   kolekce  postavena  nad     jediným schématem  nebo  nad  více 






Většina   jsou proprietární  systémy, ačkoli  v  dnešní  době  existuje   již  několik standardních 
řešení jako je např. XUpdate [33].
Transakce, zamykání a souběžný přístup: Prakticky všechny nativní databáze podporují transakce. 











 Round­Tripping:    Pojem označuje proces uložení  XML dokumentu do databáze a jeho zpětnou 




Nativní  XML databáze mohou být  prakticky libovolně   implementovány,  ale celkem vzato budou 
nejspíše implementovány podobně jako jeden z následujících způsobů [28]:
1. XML dokumenty   se  ukládají   v   relačních  databázích  celé   jako   typ  CLOB (Character 
Large OBject) a indexují každý element a atribut.
2. Dokumenty   jsou   ukládány   jako   fragmenty   v   relačních   databázích   v   předem   známé 
(mapované) struktuře, která odpovídá konstantní množině tabulek, v nichž jsou uložené 
elementy, atributy, texty apod.









pokročilejších   nativních   databázových   systémů   podporuje  ACID   transakce,   databázovou 
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bezpečnost   (uživatelský   přístup,   role...),   indexy,   mezinárodní   jazykovou   podporu   skrze 




způsoby.  Fultextové   indexování,  kdy  se  ukládají   informace  o  uzlech  a   indexy ukládající 
„parent/child“   a   „ancestor/descendant“   informace.  Používá  XPath   jako  dotazovací   jazyk. 
Podporuje změny v dokumentu na úrovni fragmentů („živými“ modifikacemi DOM stromu), 
víceuživatelský   přístup   a   transakce.   Poskytuje   C++   a   Java   API   rozhraní.  WWW: 
http://www.dataexmachina.de/natix.html  nebo   také  http://pi3.informatik.uni­
mannheim.de/natix.html.
eXist:  Opět se jedná o nativní databázi, „open source“ projekt realizovaný v jazyce Java. Podporuje 




dotazování   odstraňují   nutnost  načítat  každý   jednotlivý   uzel  XML dokumentu  ­  využívají 
pouze indexy. Také podporuje fultextové vyhledávání a poskytované funkce skrze XML:DB 




enabled“)   je   ve   viditelnosti  XML dat   v   databázi.  U   nativních  můžeme   dokumenty   (fragmenty) 
normálně vidět např. jako řádky v tabulkách, kdežto u databází s podporou jsou data (dokumenty) 
uloženy ve své vnitřní struktuře. Více technický pohled říká, že databáze s podporou XML nepoužívá 
pro dokumenty  datový  model  XML,  ale  mapuje  na  instance svého modelu   (databázové   schéma) 
instance modelu XML (nativní databáze používají datový model XML přímo) [28].
Databáze s podporou XML mají obvykle v sobě přímo zabudovaný software pro přenos dat 
mezi   nimi   a  XML  dokumenty,   ale  může   být   i   externě.   Všeobecně   neumí   poskytovat   podporu 
pro všechny možné typy XML dokumentů,  ale mohou pracovat jen s těmi podtřídami dokumentů, 
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pro které  mají  podporu  (model)  v  databázi  (např.  v   relačních databázích se   jen vzácně  vyskytují 
dokumenty se smíšeným obsahem, který   je  pro relační  model  složitý  k mapování,  pozn.:  obecně 













dokumentů   do   větších   apod.   Možný   výčet   SQL/XML   funkcí   je:   XMLELEMENT, 
XMLATTRIBUTES,   XMLFOREST,   XMLCONCAT,   XMLNAMESPACES,   XMLCOMMENT, 
















XML rozšíření  pro tento systém od firmy IBM se nazývá  XML Extender, který  poskytuje i   také 
podporu   pro   nativní   přístup.   XML   podpora   („XML­enabled“)   je   poskytována     skrze   „XML 
collections“, zatímco podpora pro nativní přístup je zajišťován pomocí „XML columns“. DB2 XML 








Oba  využívají   přibližně   stejné   objektově­relační  mapování,   rozdíl   je   v  pouze  v   technice 
mapování.  “SQL maping“ obsahuje „SELECT“ klauzuli (příkaz) a informace o tom, jak mají  být 
jednotlivé „collumns“ (pole v db atomického typu, reprezentují vlastně sloupce obsahující záznamy 





























XML   je     klauzule   „FOR  XML“.   Ta   je   používaná   v   přímé   souvislosti   s   klauzulí   „SELECT“, 





















kolekce přiřazena  (kontrola  struktury XML).  Typ kterému je přiřazena kolekce  je 
označován „typedXML“, v opačném případě „untypedXML“. 
Dotazování   nad   datovým  typem  XML  a  modifikace:   Existuje   několik   zabudovaných 
metod,   které   podporují   dotazování   a  modifikaci.   XML   data  mohou   být   vracena 





Podpora   XML   schémat:   Jak   bylo   již   zmíněno   XML   dokumentům,   proměnným   a 
parametrům lze přiřadit kolekce XML schémat, kdy jsou pak databázovým strojem 

























dat jako jsou textově  orientované  dokumenty. Ukládá  XML data podobně   jako se 
ukládají soubory v souborovém systému (hierarchická struktura).
Datový   typ   „XMLType“:   Je   nativním datovým  typem  pro  XML data,   který   poskytuje 






API:   Pro   potřeby   programátorů   jsou   poskytována   aplikační   rozhraní   pro   jazyky   Java, 
PL/SQL, ODP.NET a C.
Vyhledávání   a   dotazování:     Podpora   fultextového   vyhledávání   a   standardu   XQuery 
(SQL/XML XQuery).
XML wrapper: Technologie, které pohlíží na XML data jako na relační data. Wrapper je 











1. Strukturované   („structured storage“):  Obsah datového typu „XMLType“  je  uložen 
jako množina objektů (využívány objektově relační vlastnosti databáze).




textově   orientované   dokumenty,   tak   datově   orientované.  Datově   orientované   zpravidla   vyžadují 
k XML  dokumentům  i   jejich   schéma   a   je   dobrou   volbou   je   ukládat   strukturovaně   („structured 
storage“). Zde „hraje pro“ podobnost mezi datovým modelem XML a objektovým modelem databáze 
(v tomto případě je schéma vyžadováno k namapování struktury XML). Tento druh uložení poskytuje 



























1. Vytváříme pouze   jedno univerzální   relační   schéma,  do  kterého ukládáme dokumenty 
bez ohledu na jejich strukturu.








hranu   ve   stromovém grafu.  Nicméně   jsou   ještě   přidávány   informace   jako   pořadí   a   další  meta 
informace potřebné k zachování a vůbec zpětné rekonstrukci struktury dokumentu. Mezi tyto metody 
patří:   hranová   metoda   („edge   mapping“),   atributová   („atributte   mapping“),   univerzální   a 
normalizovaná univerzální metoda („universal mapping“, „normalized univerzal mapping“).
Zdrojový kód 4.1: Příklad struktury hranové metody.
Hrana(zdroj, po adí, jméno, p íznak, cíl) ř ř   
Strukturně centralizované
Stejně   jako předchozí  metoda pohlíží  na dokument jako na orientovaný  strom, kdy všechny uzly 
stromu  mají   stejnou   strukturu   definovanou   jako   vektor   v=(t,   l,   c,   n),   „t“   reprezentuje   typ   uzlu 











Hlavní  myšlenka   této  metody   je   založena   na   kompletní   binární   fragmentaci   dokumentu 
resp. třech druzích binární   asociace definované   jako  (o,   .)  =  oid x  (oid   |   int   |   string),  popisující 
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rozdílné  části   stromu  (oid  x  oid   reprezentuje  hranu,  oid  x   int   zachovává   topologii,  oid  x   string 
reprezentuje atribut) [31].    
Mapování založené na reprezentaci tabulkou
Toto  je   typická  metoda korelace s  přístupem,  kdy vytváříme relační  model  pro každý  dokument 

















záměrem je vytvořit  co nejvíce optimální   relační  model  s  akceptovatelným počtem relací.  Každá 
z později uvedených metod se snaží vylepšit základní myšlenku vytvoření jedné relace pro pro každý 
prvek   (XML   „element“)   a   jeho   atributy   se   zachovanými   vztahy   s   okolními   elementy   (rodič, 
potomek),   za pomoci použití primárních a cizích klíčů tabulek v databázi. Nevýhodou bývá právě 
ohromné  množství   redundantních relací  v databázi,  které  vedou k velkému počtu operací   jako je 
např. spojování tabulek. Základní principy těchto metod jsou [31]:
1. Podelementy   (myšleno   v   kontextu   „děti“   daného   elementu   v   XML)   s  maximálním 
výskytem v roven jedné (v daném elementu) nejsou mapovány do samostatných tabulek, 
ale do tabulky rodičovského prvku. Tuto variantu mapování nazýváme „inlining“.  
2. Elementy   s   volitelným výskytem  (nemusí   být   obsaženy,   ale  mohou)   jsou  mapovány 
do sloupců, které povolují prázdné (NULL) záznamy.




4. Je  nezbytné   uchovávat   informace  o  pořadí   elementů,   informace   jsou  zaznamenávány 
v samostatném sloupci tabulky.
5. Elementy se smíšeným obsahem nejsou obvykle podporovány (vyžadovalo by to mnoho 
sloupců   s   prázdnými   hodnotami).   Pozn.:  Řešení   by   existovalo   s   použitím   speciální 
tabulky pro smíšený obsah a příslušné programové zpracování při práci s obsahem).
6. Na   základě   předchozích   bodů   optimalizace   rekonstrukce   elementu   obvykle   vyžaduje 
spojení mnoha tabulek. 
Algoritmy „Basic“, „Shared“, „Hybrid“
Nejlepšími   představiteli   schématem   řízeného  mapování   jsou   tyto   tři  metody   popisující   nejlepší 
způsob   jak  mapovat  DTD schema  na   relační  model  databáze   (samozřejmě   jejich  principy  ať   už 
s menšími modifikacemi  nebo bez  nich   jsou  aplikovatelné   i   na   jiné   druhy  schémat  např.  XSD). 
Hlavní   idea   je   založena   na   definici   orientovaného   grafu,   který   reprezentuje   strukturu   XML 







Z   předchozího   vyplývá,   že   pouze   dva   druhy   vztahů   element   a   podelement   jsou   mapovány 
do samostatných tabulek (relace pomocí  primárních a cizích klíčů)  a  to  při  výskytu podelementů 
s několikanásobným výskytem a možné rekurze v grafu. Zřejmá nevýhoda tohoto algoritmu spočívá 


























velmi   důležité.   Je   to   základní   kámen   pro   implementaci   ukládání,   vyhledávání,   práce   s   XML 
dokumenty v nativní databázi. 
4.2.1 Metoda mapování
Implementace   transformování   schématu  do   relační   databáze   spadá   do  kategorie  mapování   řízené 
schématem, tedy v každém případě musí existovat k danému typu dokumentu i jeho schéma. Jako 
základ  metody  je  použita  výše  v  textu  zmíněná  metoda „hybrid“,  nicméně   s  několika  úpravami, 
jelikož   původní  metoda   uvažuje   jako   schéma  XML dokumentu  DTD,   o   kterém v   dnešní   době 
můžeme říci, že je zastaralé a nenabízí možnosti nabízející novější schémata. Proto je jako základ pro 










reprezentován   textovou   hodnotou,   neobsahuje   žádné   další   elementy   či   atributy   a   je   považován 
za atomický,   atributy   jsou   vždy   jednoduchého   typu,   neobsahují   žádné   složité   struktury,   pouze 
hodnoty.  Naopak  komplexní   typ   zpravidla  obsahuje  další   „podelementy“   (které  mohou  být   opět 
komplexního   typu)   a   atributy.   Primárně   na   základě   počtů   výskytů   elementů   daného   typu   je 
rozhodováno, zda­li bude prvek „inlinován“ či nikoliv. 




2. Jedná­li   se   o   element   jednoduchého   typu,   rozhodnutí,   zda   bude   „inlinován“,   závisí 
























Xdocument:  Tabulka   reprezentuje   fyzické   dokumenty  obsažené   v   jednotlivých  kolekcích 
databáze.  Dále   je   jakýmsi  mostem  mezi   relačním modelem   pro   dané   schéma   a 
tabulkami s uchovávajícími hodnoty XML dokumentů (s tabulkou „table_root“).
Xtable:  Základní   stavební   kámen  relačního modelu  databáze  kam  je  mapována   struktura 
jednotlivých  XML schémat.   Je   to   struktura  nezbytná   pro ukládání   a  vyhledávání, 
obecně pro veškerou práci s fyzickým dokumentem uloženým v databázi, zajištěnou 




schéma.   Konkrétně   záznam   obsahuje   informace   o   jednoznačném   identifikátoru 




elementů,  které   jsou uvnitř  daného elementu obsahující  pouze atomické  hodnoty a 










Tato kapitola hovoří  o návrhu a  implementaci  programového rozhraní,  které  aplikacím poskytuje 




v relační   databázi,   výčet   těchto   funkcí   je   shrnut   do   následujících   bodů   (neformální   specifikace 
požadavků):











Následující  diagram (obr.  5.2­1) graficky vyjadřuje primární  možnosti  nabízené  rozhraním. Aktér 
reprezentuje   klientskou   aplikaci   využívající   funkce   poskytované   rozhraním.   V   diagramu   jsou 
zobrazeny dva aktéři.  Aktér  s  neinicializovaným API reprezentuje  konzoli  ve  stavu,  kdy nemůže 
využívat funkce API. Po inicializaci se stane aktérem v diagramu s inicializovaným API a může buď 
uložit   XML   dokument   nebo   smazat   dokument,   získat   jeho   původní   obsah,   provést   dotaz   nad 










































Celá   aplikační   mezivrstva   je   implementována   v   jazyce   „C“   a   jako   databáze   je   v   konkrétní 
implementaci použita databáze PostgreSQL [34]. 
PostgreSQL je volně dostupný („free“ a „opensource“) objektově relační databázový systém 
(ORDBMS)   primárně   vyvíjený   pro   operační   systémy   Linux,   Unix,   ale   existují   i   varianty 
pro Windows a množství dalších. I když je nynější implementace „šitá“ na databázi PostgreSQL, není 





v budoucích   verzích   této   podpory   využít.   Např.   pokud   bychom   chtěli   pomocí   XML   podpory 
dodatečně zpracovávat smíšený obsah (textově orientované XML dokumenty). Toto však nechám na 
budoucím   zvážení,   zda­li   se   nepokusit   vyřešit   problém   čistě   pomocí   relačních   tabulek   a 









Hlavní  modul   rozhraní   v   podstatě   abstraktně   reprezentuje   (zaobaluje)   funkce   ostatních  modulů 







1. int   XDBC_ApiInit(const   char   *   conninfo):   Inicializuje   aplikační   rozhraní   a 
uchovává připojení k databázi. Před ukončením programu nebo v místě programu, kde 






3. int   XDBC_deleteXMLDocument(const   char   *   collectionname,   const   char   * 
documentname): Maže dokument uložený v databázi.
4. char   *   XDBC_getOriginalXMLDocument(const   char   *   collectionname,   const 
char * documentname): Vrací původně vkládaný dokument se zachováním komentářů 
apod. (při ukládání do databáze je uložen do textového pole i originální soubor). 
5. struct   prepareQueryRes   *   XDBC_prepareQuery(const   char   *   query,   const 












postupně  čte a zpracovává  XML dokument po jeho uzlech a reaguje událostmi. I  když   je vlastní 










v   momentě   kdy   „libxml2“   narazí   na   koncovou   značku   „neinlinovaného“   rodičovského   prvku. 
K mapování   a   rozhodování,   zda   se   jedná   o   „inlinovaný“   resp.   „neinlinovaných“   prvek 




















































Tento   seznam   je   dále   zpracováván   (tokeny   jsou   takzvaně   „konzumovány“)   modulem 
xpathExpressionParser.  Podle možné  syntaxe výrazu (příloha A) a přístupem „shora­dolů“ („Top­
bottom“)   je   vytvářen   konečný   objekt   reprezentující   dotazovací   výraz.   Objekt   (struct 
xPathExprObj)   je v  zásadě  složen ze struktur  odpovídající   jednotlivým logickým částem výrazu, 
konkrétně  struct   xPathLocationPath,  struct   xPathStep,  struct   xPathStepPredicate  a 

















































Radim   Hernych   srovnával   výkonové   testy   svého   API   rozhraní,   které   označuje   názvem   xDB 
(implementováno v jazyce Java) s nativním databázovým řešením eXist verze 1.2.5. API rozhraní 










Q3 weather/dayf/day[1]/part/wind/* Absolutní   cesta   s   indexem   elementu   a 
výběrem všech podřízených prvků.
Q4 //wind Výběr   elementu   wind   bez   ohledu   na 
umístění v dokumentu.
Q5 //cc/wind/* Výběr   elementů   cc  kdekoliv  v  dokumentu 








Q10 //part/wind Výběr   všech   elementů   wind,   které   jsou 
přímými potomky elementu part.





























































Dotaz Poč. výsl. xDB eXist API impl. v této práci
Čas dotazu Celkem Čas dotazu Celkem T1 T2 T3
Q1 1000 120 192 146 6140 5 957 1110
Q2 2000 140 3750 203 11219 5 708 2678
Q3 8000 140 3755 593 37567 4 177 2552
Q4 11000 145 9760 467 51848 4 263 4311
Q5 4000 120 275 307 19760 5 1121 4946
Q6 5144 140 2453 390 22494 6 198 1226
Q7 56 125 208 78 609 8 152 163
51
Q8 1000 140 4041 281 6453 7 118 2288
Q9 1000 125 4010 344 6500 7 175 4884
Q10 10000 141 9776 532 47078 6 181 4259
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­d ­d Smaže   dokument.   Jméno 
kolekce a dokumentu jsou brány 
ze vstupu parametru „­u“.
­g ­g Vrátí   původně   vkládaný 
dokument   (kolekce   a   jméno 
dokumentu u parametru „­u“).
­q ­q query Zpracuje   dotaz   nad 
dokumentem/kolekcí (parametry 
u „­u“).
Parametry   „­u“,   „­l“   a   „­p“   jsou   povinné.  Bez   nich   nebude  možno   se   připojit   k   databázovému 
systému.
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