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Abstrakt
Práce se zabývá tématy z oblasti fyzikálních simulací a počítačové grafiky. Cílem této baka-
lářské práce je popsat základní principy simulace vozidla v reálném čase. Jsou zde nastíněny
fyzikální zákony popisující pohyby a rotace těles a chování pružin. Fyzikální část aplikace
řídí knihovna Open Dynamics Engine, o vykreslování grafiky se stará knihovna OpenGL.
Při zpracování aplikace byl kladen největší důraz na správnou funkčnost tlumičů, reálné
vlastnosti podložky a plynulost simulace.
Abstract
The work deals with issues from physical simulations and computer graphics. The goal of
this thesis is to describe the key stones of simulation of a vehicle in real-time. It outlines
physical laws describing movement and rotation of rigid bodies and springs. Physics is han-
dled by the Open Dynamics Engine library, graphics is handled by the OpenGL library. The
focus was on providing correct functionality of suspension, real behaviour of the underlay
and the fluency of the simulation.
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Kapitola 1
Úvod
Využití počítačů pro simulovaní rozličných jevů a situací se v dnešní době stalo nepostrada-
telnou součástí vývoje většiny produktů současného světa. Při simulovaní se provádějí testy
na modelu reálného světa a získávájí se nové informace. Například jaké zatížení za jakých
povětrnostních podmínek unese most, co se stane při překročení kritické teploty v jaderném
reaktoru nebo co se stane s vozidlem, které ve stokilometrové rychlosti narazí do stromu.
Simulacemi vozidel se zabývají zejména automobilky, které potřebují vyvíjet nové materiály
a motory, a testovat jízdní vlastnosti vozidel.
Simulace vozidel patří k velice oblíbeným odvětvím nejen na poli průmyslové výroby.
Největší popularity se jí dostalo díky herním simulátorům. Ty můžeme rozdělit podle míry
realističnosti na několik skupin. Mezi nejrealističtější hry patří beze sporu Richard Burns
Rally, která si díky nekompromisnímu respektování fyzikálních zákonitostí získává stále
nové fanoušky a hráče zejména z řad fandů automobilového sportu a rally, a to i přes to,
že grafické podání modelu automobilu a okolí je dnes již poněkud zastaralé. Asi největší
popularitu vůbec si získala závodní série Need For Speed od společnosti Electronic Arts.
Need For Speed šel trochu jinou cestou než realistické simulátory. Více než na fyziku, vsadili
tvůrci na grafické zpracovnání a hratelnost. Nemusíme se tedy bát žádné katastrofy, pokud
ve dvousetkilometrové rychlosti prudce změníme směr. Z řady vyčnívá jen poslední výtvor
s názvem Shift, v němž se chování modelů opravdu blíží k realitě.
Pro reálné pojetí modelu vozidla je třeba vzít v potaz několik faktorů. Komplexní simu-
látor bychom získali implementováním tlumičů a jejich stlačováním při akceleraci, zatáčení
a brždění, dále motoru (včetně převodovky a diferenciálu), rozdílného natočení kol při za-
táčení a správného rozložení váhy. Ve své bakalářské práci jsem se pokusil o věrné ztvárnění
automobilu s tlumiči, na jejich správné fungování je kladen největší důraz. Motor pohání
všechna čtyři kola automobilu, diferenciál však nebyl implementován.
Práce je rozdělena do několika logických celků. Na tuto úvodní kapitolu navazuje kapi-
tola druhá, ve které jsou popsány fyzikální vztahy potřebné k popisu chování pohybujících
se těles. Třetí kapitola pak popisuje, jakým způsobem byly fyzikální zákonitosti implemen-
továny do programovacího jazyka. Čtvrtá kapitola se zabývá testováním automobilu jak
se standardními parametry, tak s nastavením nereálným. Závěrečná kapitola obsahuje shr-
nutí celé práce a nastiňuje, jakým směrem lze aplikaci, vypracovanou dle zadání bakalářské
práce, dále rozšířit.
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Kapitola 2
Popis reálného světa pomocí fyziky
V této kapitole bych rád shrnul fyzikální zákonitosti, které je třeba při fyzikální simulaci
brát v potaz. Jelikož budeme automobil ve většině situací považovat za hmotný bod, budou
vztahy odvozovány právě pro hmotný bod. Pouze při počítání rotace automobilu musíme
brát v úvahu i rozměry tělesa, tudíž k němu nemůžeme přistupovat jako k hmotnému bodu.
Budeme uvažovat zrychlení (zpomalení), pohyb rovnoměrný přímočarý a pohyb po kružnici.
Dále pak musíme správně nastavit tlumiče a jejich reakce na okolí. Celý automobil se bude
pohybovat po podložce, na kterou bude působit silou úměrnou svojí hmotnosti a mezi
podložkou a pneumatikami bude docházet ke tření. Fyzikální část práce čerpá z knihy [3]
a z příručky [1]. Popis numerických metod vychází z [5].
2.1 Newtonovy pohybové zákony
Jelikož považujeme automobil v aplikaci za hmotný bod, můžeme si dovolit pro popis jeho
chování použít Newtonovy pohybové zákony. Newton zavedl celkem tři pohybové zákony,
které tvoří základ klasické mechaniky a zejména dynamiky, která zkoumá příčiny pohybu.
Tyto zákony umožňují určit, jaký bude pohyb tělesa v inerciální vztažné soustavě, jsou-li
známy síly působící na těleso.
2.1.1 První Newtonův zákon
Známý též jako Zákon setrvačnosti. Jeho volná formulace zní:
”
Těleso zůstává v klidu nebo
pohybu rovnoměrném přímočarém, není-li nuceno vnějšími silami tento stav změnit.“ Tento
zákon lze experimentálně dokázat jen při vyloučení nebo kompenzaci všech vnějších sil, což
je v reálném světě téměř nemožné. Odporové síly, které vznikají vlastnostmi prostředí,
můžeme eliminovat umístěním tělesa do vakua.
První Newtonův zákon říká, že síla není příčinou pohybu. Pouze popisuje chování těles,
na která žádná síla nepůsobí. Pokud na těleso nějaká síla působila a již nepůsobí, těleso se
snaží zachovat si svůj pohybový stav. Tato snaha se nazývá setrvačnost. Pohyb ovšem musí
být rovnoměrný a přímočarý.
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2.1.2 Druhý Newtonův zákon
Nazývá se také Zákon síly. Obecněji bývá vyjadřován tak, že síla F je rovna časové změně
hybnosti p, což lze matematicky vyjádřit jako:
F =
dp
dt
=
d(mv)
dt
(2.1)
Jestliže předpokládáme neměnnou hmotnost tělesa, lze Zákon síly vyjádřit vztahem
F = ma (2.2)
kde F je vektor síly, m je hmotnost tělesa a a je vektor zrychlení. Vektory síly a zrychlení
musí mít stejný směr. Zrychlení tělesa udává změnu rychlosti pohybu tělesa v čase. Druhý
Newtonův pohybový zákon tedy říká, že síla je příčinou změny pohybu. Pohyb těles bude
tedy zrychlený nebo zpomalený, vnější síla může těleso donutit i ke změně směru.
2.1.3 Třetí Newtonův zákon
Nazývá se také Zákon akce a reakce. Nejjednodušší přílad můžeme nalézt u tělesa ležícího
v klidu na podložce. Na takové těleso působí gravitační síla. V opačném směru pak na
těleso působí stejně velkou silou podložka. Kdyby tomu tak nebylo, těleso by se propadlo
pod podložku. Jev akce a reakce jde demonstrovat jednoduchým experimentem. Připevníme
k podložce siloměr a na něj připevníme druhý siloměr. Začneme na druhý siloměr působit
silou, která se projeví na prvním siloměru. Reakce prvního siloměru se naopak projeví na
druhém siloměru. Výchylka na obou siloměrech bude stejná, z čehož plyne, že velikosti akce
a reakce jsou stejné. Pokus je ilustrován obrázkem 2.1.
Obrázek 2.1: Ukázka akce a reakce na experimentu se siloměrem. Velikost působící síly je
označena F , velikost reakce je označena R.
2.2 Pohybová rovnice
Pokud si uvědomíme, že zrychlení z druhého Newtonova pohybového zákona je derivace
rychlosti neboli druhá derivace polohy, lze zákon síly použít k sestavení pohybové rovnice,
která umožňuje řešit konkrétní pohybové děje, jako je určování polohy a rychlosti tělesa
v závislosti na čase. Tělesem se rozumí například klasické tuhé těleso.
Pohybová rovnice v nejobecnějším tvaru je obvykle diferenciální rovnice druhého řádu,
kde se derivuje podle času. Jejím řešením je funkce popisující polohu v závislosti na čase r =
r(t). Vychází se z Newtonových pohybových zákonů. Zákon setrvačnosti definuje inerciální
soustavu za účelem eliminace vnějších vlivů jako je odpor vzduchu apod. V každé inerciální
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soustavě platí první Newtonův pohybový zákon. Inerciální soustavy však v běžném životě
nemůžeme uvažovat. Zákon síly pak dává přímo pohybovou rovnici ve tvaru:
F = m
d2r
dt2
(2.3)
kde m je hmotnost tělesa násobená druhou derivací vektoru polohy r = r(t) podle času, na
levé straně rovnice je vektor působící síly. Sílu můžeme nahradit funkcí času, polohy nebo
i rychlosti, podle konkrétní situace. Rychlost určíme jako první derivaci polohy podle času:
v =
dr
dt
(2.4)
Pohybové rovnice můžeme v případě, že na těleso nepůsobí žádná síla, vyjádřit pomocí
prvního pohybového zákona. Pro F = 0 získáme zrychlení a = 0, protože tělěso zůstává
v klidu nebo rovnoměrném přímočarém pohybu jen tehdy, pokud se nemění jeho vektor
rychlosti. Pohybová rovnice má tedy tvar
a =
d2r
dt2
= 0 (2.5)
Ke stejné rovnici se dostaneme i v případě, že vyjdeme z pohybové rovnice a budeme
uvažovat působení nulové síly. Jelikož je zrychlení nulové, musí být rychlost konstatní.
Velikosti počáteční a okamžité rychlosti jsou rovny, což odpovídá prvnímu pohybovému
zákonu.
Jestliže na těleso působí konstatní síla ve směru jeho pohybu, uděluje mu zrychlení. Jsou-
li všechny uvažované vektory rovnoběžné, nemusíme uvažovat směr působení síly, budeme
uvažovat jen znaménka. Rovnice se pak zjednoduší na tvar
F = m
d2s
dt2
(2.6)
kde s = s(t) je dráha v okamžiku času t. Síla F na levé straně rovnice je konstatní. Pro
vyjádření dráhy vyřešíme diferenciální rovnici a získáme vztah
s = s0 + v0t+
F
2m
t2 (2.7)
kde Fm reprezentuje zrychlení. Vidíme, že zrychlení nezávisí na čase. Těleso při tomto silovém
působení musí neustále rovnoměrně zrychlovat. Hodnoty s0 a v0 jsou počáteční podmínky
nutné pro řešení diferenciální rovnice druhého řádu a označují počáteční polohu tělesa a jeho
počáteční rychlost. V tomto případě má počáteční rychlost stejný směr jako působící síla,
proto znaménko plus. Příkladem takového pohybu je volný pád. Pokud síla nepůsobí ve
směru pohybu, musíme uvažovat směr působení síly a rovnici pak lze vyjádřit ve tvaru
d2r
dt2
=
F
m
(2.8)
Na pravé straně rovnice se nachází konstatní vektor a na levé straně zrychlení. Toto zrychlení
je tedy také konstantní a má stejný směr jako působící síla, avšak, na rozdíl od případu
působení konstantní síly ve směru pohybu, neleží toto zrychlení ve směru dráhy. Vektor
zrychlení a má tedy v tomto případě jiný směr než vektor rychlosti v. Těleso v tomto
případě vykonává obecný křivočarý pohyb.
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2.2.1 Pohyb po kružnici
Příkladem křivočarého pohybu je pohyb po kružnici. Jedná se o pohyb, jehož trajektorií
je kružnice. Polohu hmotného bodu při pohybu po kružnici v kartézské soustavě souřadnic
lze určit ze vztahů
x = r · cos(ϕ+ ϕ0) (2.9)
y = r · sin(ϕ+ ϕ0) (2.10)
kde r je poloměr kružnice, ϕ je úhel, který svírá průvodič1 hmotného bodu s osou x, ϕ0 je
úhel, který svírá průvodič s osou x na počátku pohybu (v čase t = 0). Při pohybu se mění
pouze úhel ϕ.
Dráha pohybu po kružnici
Rozlišuje se obvodová dráha a úhlová dráha. Obvodová dráha s je vzdálenost, kterou urazí
hmotný bod během pohybu po obvodu kružnice. Úhlová dráha ϕ je úhel, který urazí průvo-
dič hmotného bodu během pohybu. Mezi úhlovou dráhou a obvodovou dráhou platí vztah:
ϕ =
s
r
(2.11)
kde r je poloměr kružnice.
Rychlost pohybu po kružnici
Podobně jako u dráhy se rozlišuje obvodová rychlost a úhlová rychlost. Kromě toho lze
počítat okamžitou nebo průměrnou rychlost. Vektor obvodové rychlosti má směr tečny ke
kružnici.
Okamžitá úhlová rychlost se rovná první derivaci úhlové dráhy ϕ podle času t. Po-
kud bychom chtěli vypočítat průměrnou úhlovou rychlost, musíme vydělit celkovou dráhu
ϕ a cekový čas t
ω =
dϕ
dt
(2.12)
ω =
ϕ
t
(2.13)
Analogicky je možné odvodit vztah pro okamžitou a průměrnou obvodovou rychlost.
v =
ds
dt
(2.14)
v =
s
t
(2.15)
Mezi úhlovou rychlostí a obvodovou rychlostí platí vztah
ω =
v
r
(2.16)
kde r je poloměr kružnice.
1Průvodič je polohový vektor, který spojuje počátek soustavy souřadnic s daným bodem a má směr
orientovaný k danému bodu.
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Zrychlení pohybu po kružnici
Při pohybu po kružnici se neustále mění směr vektoru rychlosti a může se měnit i velikost
rychlosti. Změnu směru vyjadřuje dostředivé zrychlení, jehož směr je do středu kružnice.
Protože směr dostředivého zrychlení je neustále kolmý na směr rychlosti, označuje se také
jako normálové zrychlení (normálová složka zrychlení). Změnu velikosti rychlosti popisuje
tečné zrychlení. Změnu úhlové rychlosti vyjadřuje veličina úhlové zrychlení. Za předpokladu,
že ω je úhlová rychlost, v je obvodová rychlost a r je poloměr kružnice, můžeme dostředivé
zrychlení spočítat jako
ad = ω
2r (2.17)
nebo
ad =
v2
r
(2.18)
Tečné zrychlení se rovná první derivaci obvodové rychlosti v podle času t nebo druhé derivaci
obvodové dráhy s podle času t.
at =
dv
dt
(2.19)
nebo
att =
d2s
dt2
(2.20)
Celkové zrychlení se rovná vektorovému součtu dostředivého (normálového) a tečného zrych-
lení, velikost se vypočte podle vzorce
a =
√
a2d + a
2
t (2.21)
2.3 Reprezentace pevného tělesa
Tuhé těleso je ideální těleso, jehož tvar ani objem se při působení libovolně velké síly
nezmění. Zanedbáváme proto deformační účinky všech sil působících na tělěso. Pro repre-
zentaci částice stačí znát její pololohu v čase t. Tuhá tělesa mohou mít však libovolný tvar
a musíme proto uvažovat i jejich rotaci.
2.3.1 Pozice a orientace
K popisu tuhého tělesa v prostoru použijeme vektor x(t), který označuje posun tělesa.
Musíme také popsat rotaci tělesa, což provedeme pomocí 3 × 3 rotační matice R(t). R(t)
a x(t) nazveme prostorové proměnné tuhého tělesa.
Narozdíl od hmotného bodu zabírá tuhé těleso určité množství prostoru a má nějaký
tvar. Jelikož tuhé těleso můžeme pouze posouvat nebo rotovat (zmíněná deformace není
možná), definujeme jeho tvar jako pevný, neměnný prostor, který budeme nazývat prostor
tělesa. Jestliže máme definován geometrický popis tělesa, použijeme x(t) a R(t) k převodu
polohy tělesa do souřadnic celého systému. Pro zjednodušení některých vztahů, které bu-
dou následovat, budeme předpokládat, že těžiště tělesa leží v počátku souřadného sytému
prostoru tělesa. Prohlásíme, že rotace R(t) otáčí tělesem kolem jeho těžiště. Pak vektor
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r z prostoru tělesa bude rotací převeden do prostoru celého systému jako vektor R(t)r
v čase t. Například, pokud je p0 libovolný bod na tělese, pak umístění bodu p0 v globálních
souřadnicích p(t) je výsledkem rotace p0 kolem počátku souřadného systému a následného
posunutí.
p(t) = R(t)p0 + x(t) (2.22)
Jelikož těžiště leží v počátku souřadného systému, je jeho globální poloha dána přímo
vektorem x(t). Z toho vyplývá, že x(t) udává polohu těžiště v prostoru v čase t. Osu
x v souřadném systému prostoru tělesa můžeme označit jako vektor (1, 0, 0). V čase t má
tento vektor v globálních souřadnicích směr
R(t)
10
0
 (2.23)
Pokud rozepíšeme prvky R(t) jako
R(t) =
rxx ryx rzxrxy ryy rzy
rxz ryz rzz
 (2.24)
pak
R(t)
10
0
 =
rxxrxy
rxz
 (2.25)
Tím jsme vyjádřili první sloupec R(t). Z fyzikálního hlediska udává první sloupec R(t)
směr, do kterého je orientována osa x tuhého tělesa po převodu do globálního souřadného
systému v čase t. Stejně tak druhý a třetí sloupec R(t)
R(t)
01
0
 =
ryxryy
ryz
 (2.26)
R(t)
00
1
 =
rzxrzy
rzz
 (2.27)
jsou směry os y a z tuhého tělesa po převodu do globálního systému souřadnic v čase t (viz
obrázek 2.2).
2.3.2 Úhlová rychlost
Kromě posunutí se může těleso i otáčet. Představme si nyní, že těžiště bude mít neměnnou
polohu v systému souřadnic. Jakýkoli pohyb tělesa bude tím pádem probíhat pouze okolo
těžiště. Rotaci můžeme popsat vektorem ω(t). Směr vektoru ω(t) je dán směrem os, okolo
kterých se těleso otáčí. Velikost ω(t), |ω(t)|, udává rychlost otáčení tělesa. |ω(t)| reprezentuje
počet otáček za jednotku času. Velikost ω(t) budeme označovat pojmem úhlová rychlost.
Pro polohu a rychlost jsme odvodili vztah 2.4. Nyní musíme najít souvislost mezi rotací
tělesa R(t) a úhlovou rychlostí ω(t). R′(t) očividně nemůže být vyjádřením pro ω(t) neboť
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Obrázek 2.2: Těžiště tělesa je transformováno do bodu x(t) v globálních souřadnicích.
R(t) je matice a ω(t) je vektor. Pokud matici R(t) rozložíme podle jednotlivých sloupců
jako například v rovnici 2.25, získáme směry transformovaných os x, y a z v čase t. Z toho
vyplývá, že sloupce matice R(t) popisují rychlost, jakou jsou osy tělesa transformovány
v čase. Pro odvození vztahu mezi ω(t) a R(t) musíme zjistit, jak na sobě zavisí změna
libovolného vektoru tělesa a úhlová rychlost ω(t).
Předpokládejme vektor r(t) v čase t v globálním souřadném systému. Tento vektor
umístíme do námi sledovaného tělesa, takže se bude pohybovat spolu s ním. Jelikož r(t)
určuje pouze směr, je nezávislý na poloze tělesa a hlavně r′(t) je nezávislý na rychlosti v(t).
Abychom zjistili první derivaci r′(t), rozložíme vektor r(t) na vektory a a b, kde vektor a je
rovnoběžný s osou ω(t) a vektor b je na osu ω(t) kolmý. Předpokládejme, že si těleso uchová
stejnou úhlovou rychlost, takže koncový bod vektoru r(t) opíše kružnici se středem na ose
ω(t) a poloměrem |b| (viz obrázek 2.3). Pokud koncový bod vektoru r(t) konstatně obíhá
danou kružnici, je okamžitá změna r(t) kolmá jak na b, tak na ω(t). Jelikož se koncový bod
r(t) pohybuje po kružnici o poloměru b, má okamžitá rychlost r(t) velikost |b||ω(t)|. Protože
b a ω(t) jsou vzájemně kolmé, je velikost výsledného vektoru dána vektorovým součinem
|ω(t)× b| = |ω(t)||b| (2.28)
Můžeme tedy napsat
r′(t) = ω(t)× b (2.29)
Nicméně víme, že
r(t) = a+ b (2.30)
a že vektor a je rovnoběžný s osou ω(t). Pak vektorový součin
ω(t)× a = 0. (2.31)
I přesto bychom měli uvést kompletní vztah
r′(t) = ω(t)× b = ω(t)× b+ ω(t)× a = ω(t)× (b+ a) (2.32)
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Obrázek 2.3: Míra změny rotačního vektrou. Při otáčení kolem osy ω(t) opíše koncový bod
vektoru r(t) kružnici o poloměru b. Rychlost otáčení koncového bodu r(t) je |ω(t)||b|.
Pokud vyjádříme hodnotu (a+ b), můžeme napsat
r′(t) = ω(t)× r(t) (2.33)
Víme, že směr osy x tutého tělesa v globálním souřadném systému je reprezentován
prvním sloupcem rotační matice R(t) jak je uvedeno v rovnici 2.25. Derivace prvního sloupce
R(t) v čase t je rychlost změny tohoto vektoru. Změnu zjistíme vektorovým součinem
ω(t)×
rxxrxy
rxz
 (2.34)
Stejný vztah platí samozřejmě pro oba zbývající sloupce matice R(t). Můžeme tedy psát
R′(t) =
ω(t)×
rxxrxy
rxz
 ω(t)×
ryxryy
ryz
 ω(t)×
rzxrzy
rzz
 (2.35)
To je však poněkud komplikované vyjádření. Musíme si uvědomit, že a a b jsou také
vektory určené třemi body. Jejich vektorový součin můžeme vyjádřit jako aybz − byaz−axbz + bxaz
axby − bxay
 (2.36)
Nový vektor a můžeme vyjádřit jako matici a∗ 0 −az ayaz 0 −ax
−ay ax 0
 (2.37)
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Můžeme ukázat analogii mezi násobením matic a vektorovým součinem
a∗b =
 0 −az ayaz 0 −ax
−ay ax 0
bxby
bz
 =
 aybz − byaz−axbz + bxaz
axby − bxay
 = a× b (2.38)
Rovnici 2.35 pak můžeme vyjádřit jako
R′(t) =
ω(t)∗
rxxrxy
rxz
 ω(t)∗
ryxryy
ryz
 ω(t)∗
rzxrzy
rzz
 (2.39)
Na základě pravidel pro násobení matic, můžeme psát
R′(t) = ω(t)∗
rxxrxy
rxz
 ryxryy
ryz
 rzxrzy
rzz
 (2.40)
Pokud se podíváme na matici na pravé straně, zjistíme, že se jedná o matici R(t). Vztah
proto můžeme zjednodušit do podoby
R′(t) = ω(t)∗R(t) (2.41)
která udává hledaný vztah mezi R(t) a ω(t). Všiměme si zde podobnosti mezi vztahem 2.33
pro vektory a vztahem 2.41 pro rotační matice.
2.4 Pružiny
Pružina je zařízení, které slouží k zachytávání a uchovávání mechanické energie. Pružina na
těleso působí silou přímo úměrnou jejímu vychýlení. Tato skutečnost je podložena vztahem
F = −kx (2.42)
kde k je tuhost pružiny a x je výchylka pružiny z klidové polohy. Všechny pružiny mají
hraniční výchylku. Do této hodnoty lze pružinu natahovat, aniž bychom ji poškodili. Pokud
x překročí určitou mez, ztratí pružina své vlastnosti. Pro označení výchylky se místo x často
používá označení ∆l.
Další vlastnost pružin je tlumivost. Tlumivost pružiny kd udává míru rychlosti návratu
do původní polohy, laicky řečeno, jak dlouho bude pružina po vychýlení oscilovat, než se
opět ustálí. Hodnota tlumivosti je určena vztahem
kd = 2ζ
√
mk (2.43)
kde m je hmotnost připojeného tělasa (v našem případě vozu), k je tuhost pružiny a ζ je
konstanta poměrného tlumení, která určuje míru kmitání. Pokud je ζ = 1 říkáme, že se
jedná o kritickou tlumivost. Pružina se v takovém stavu vrátí ihned po vychýlení do své
původní polohy. Jestliže je ζ > 1 říkáme, že je pružina přetlumena. Po vychýlení se také
vrátí bez oscilování do původní polohy, ale trvá jí to trochu déle než při ζ = 1. Když je
0 ≤ ζ < 1 říkáme, že je pružina podtlumena. V tomto intervalu pružina po vychýlení před
ustálením osciluje. Čím více se ζ blíží nule, tím déle ustálení kmitání trvá.
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2.5 Numerické matematické metody
Při simulaci jakéhokoli druhu je nutné získávat průběžné výsledky pro daný časový inter-
val. Všechny děje, které se mění s časem, se vyjadřují pomocí diferenciálních rovnic. Ty
můžeme řešit buď analyticky nebo numericky. Analytické řešení je sice přesnější, ale ne
vždy jej lze nalézt. Rovnice, které by měly analytické řešení složité nebo neexistující, lze
řesit aproximačně pomocí numerických matematických metod. Míra přesnosti výsledků je
dána velikostí integračního kroku a použitou integrační metodou. Každá integrační metoda
vytváří Taylorův rozvoj, který skončí v okamžiku, kdy rozdíl dvou následujících členů bude
menší než požadovaná přesnost.
Integrační metody můžeme rozdělit na jednokrokové a vícekrokové. Jednokrokové me-
tody používají pro výpočet následujícího členu posloupnosti pouze svůj aktuální stav. Nej-
jednodušší metoda - Eulerova - použije pro výpočet následujícího členu pouze jeden vztah.
Sofistikovanější numerické metody z rodiny Runge-Kutta provedou před samotným výpoč-
tem několik mezivýpočtů, čímž urychlí hledání výsledku a zvýší přesnost.
Vícekrokové numerické metody používají k výpočtu následujícího členu posloupnosti
přechozích výsledků. Jejich slabina spočívá v
”
rozjezdu“. Pokud potřebujeme čtyři předchozí
členy posloupnosti pro výpočet následujícího, musíme je spočítat některou z jednokrokových
numerických metod, většinou Runge-Kutta. Vícekrokové numerické metody přestávají být
efektivní i ve chvíli, kdy je daná funkce nespojitá. Je pak třeba opětovného hledání prvního
bodu a to simulaci brzdí. Příklad vícekroké metody Adam-Bashforth
yn+1 = yn +
h
24
(55fn − 59fn−1 + 37fn−2 − 9fn−3) (2.44)
Zajímavé je, že největší váhu ve vzorci má n-1 člen posloupnosti (a ne aktuální člen, jak
bychom mohli předpokládat).
2.5.1 Eulerova metoda
Eulerova metoda je nejjednodušší metodou numerického řešení obyčejných diferencilálních
rovnic s danými počátečními podmínkami. Publikoval ji Leonhard Euler v roce 1868. V ob-
lasti numerické integrace lze nalézt určitou podobnost s obdélníkovou metodou. Vzorec pro
výpočet následujícího členu posloupnosti vypadá následovně
yi+1 = yi + hf(xi, yi) (2.45)
Přesnost Eulerovy metody je rovna velikosti integračního kroku h.
2.5.2 Metoda Runge-Kutta
Metody rodiny Rugne-Kutta jsou důležitou součástí matematické analýzy v aproximování
obyčejných diferenciálních rovnic. Metody zveřejnili němečtí matematici Carl David Tolmé
Runge a Martin Wilhelm Kutta kolem roku 1900.
Při zmínce metody
”
Runge-Kutta“ nebo
”
klasická Runge-Kutta“ je zpravidla myšlena
Runge-Kutta čtvrtého řádu - RK4. K výpočtu následujícího prvku je třeba provést 4 me-
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zivýpočty. Rovnice pro výpočet jsou uvedeny níže
yn+1 = yn +
1
6
h(k1 + 2k2 + 2k3 + k4)
k1 = f(xn, yn)
k2 = f(xn +
1
2
h, yn +
1
2
hk1) (2.46)
k3 = f(xn +
1
2
h, yn +
1
2
hk2)
k4 = f(xn + h, yn + hk3)
Přesnost RK4 je h5, takže při velikosti kroku h = 0, 1 vznikne chyba řádu 10−5. Abychom
dosáhli stejné přesnosti pomocí Eulerovy metody, museli bychom zvolit krok 1000 krát
menší.
2.5.3 Chyby numerických metod
Při jakékoli aproximaci musíme počítat s faktorem chyby. Snažíme se jej samozřejmě mini-
malizovat a k tomu potřebujeme znát všechna úskalí. Známe chyby dvojího typu - lokální
a akumulované. Lokalní chyby vznikají v jednotlivém kroku a může jít buď o chybu za-
okrouhlovací (round-off error) nebo o chybu metody numerické aproximace (truncation
error). Akumulované chyby se sbírají celou dobu aproximace.
Abychom měli jistotu, že metoda bude počítat korektně a bude stabilní, musíme vhodně
zvolit velikost integračního kroku. Neplatí však, že čím menší krok, tím přesnější výsledek.
Minimalizace kroku zmenšuje pouze zaokrouhlovací chyby. Pokud bychom však krok zmen-
šili příliš, dojde k velkému nárustu chyby u numerické aproximace. Architektura počítače
totiž není schopna přesně pracovat s příliš malými čísly. Hledaní vhodné délky kroku ilus-
truje obrázek 2.4.
Obrázek 2.4: Chyby numerických metod
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2.6 Stručná charakteristika obecného motoru
Každý automobil potřebuje k pohybu motor. Pohonná jednotka je v této práci značně
zjednodušená. Reálný motor je charakterizován svým průběhem, pro různé spektrum otáček
je k dispozici jiné množství výkonu. Výkon je zde závislý na kroutícím momentu motoru.
Vztah pro výkon vypadá následovně
P = ωM (2.47)
kde ω je úhlová rychlost a M je kroutící moment. Tento vztah lze upravit pro jednotky
používané u parametrů osobních automobilů.
p =
2piMf
60000
(2.48)
kde P je výkon motoru v kW, M je kroutící momnet v Nm a f je počet otáček motoru za
minutu. Ze vztahu jde vidět závislost výkonu, potažmo kroutícího momentu na otáčkách
motoru. Maximální hodnoty výkonu i kroutícího momentu se u automobilů udávají pro
určité spektrum otáček, záleží to na konstrukci a typu motoru. Jejich průběh pak tvoří
křivku, která udává, jaký má daný motor při daných otáčkách výkon, případně kroutící
moment. V této práci je uvažován konstantní kroutící moment 500 Nm a otáčky motoru
mají konstantní hodnotu. Motor proto koná konstatní práci a byl by schopen rovnoměrně
zrychlovat až do rychlosti blížící se nekonečnu. Z tohoto důvodu byl motor omezen rychlostí
193 km ·h−1. Při zrychlování se sice automobil chová jako by byl ve vakuu, nicmémě pokud
přestaneme pohánět motor, nebude první Newtonův pohybový zákon (viz sekci 2.1.1) platit
a vozidlo bude pomalu zpomalovat, jakoby čelilo odporu vzduchu.
2.7 Čas a simulace
U simulací rozlišujeme tři druhy času - reálný, modelový a strojový. Reálný čas je ten, ve
kterém probíhá skutečný děj v reálném systému. Modelový čas je čas, který běží v simula-
ční aplikaci. Může být reálný, zpomalený nebo zrychlený. Strojový čas je čas spotřebovaný
procesorem na výpočet programu. Průběh modelového času můžeme dále dělit na diskrétní
a spojitý. U diskrétních simulací nás zajímají pouze jednotlivé okamžiky v simulaci. Napří-
klad u simulace železnice nás nezajímá, že vlak jede hodinu lesem, ale potřebujeme vědět,
v kolik hodin přijel na danou stanici. Naopak u spojitých simulací nás zajímá celý průběh
simulace. Pokud bude část jevu reprezentována spojitě a část diskrétně, označíme simulaci
jako kombinovanou.
Nastavením modelového času je v dnešní době možně ušetřit velké množství reálného
času. Dříve bylo například na výpočet jedné milisekundy složité chemické reakce třeba ně-
kolik dní strojového času. Dnes, díky technologickému pokroku, můžeme naopak spoustu
simulací urychlit. Jako ukázku můžeme uvést simulaci růstu květin. Jestliže je modelový
čas stejný jako reálný čas, jedná se o simulaci v reálném čase. Jejím cílem je pokud možno
okamžitá reakce na podněty zvenčí. Zde je důležitá maximální doba odezvy, kterou je scho-
pen model poskytnout. Tím chápeme, že systému bude reakce trvat například maximálně
1 ms, nikdy ne víc. Naším cílem je samozřejmě maximální odezvu zmenšovat a zajistit, aby
výpočet doběhl do konce s určitou přesností. Toho lze dosáhnout vhodnou volbou nume-
rické metody. Popis numerických metod se nachází v sekci 2.5. V této práci se integruje
Eulerovou integrační metodou, protože použitá simulační knihovna nenabízí jinou alterna-
tivu. Osobně bych upřednostnil metodu Runge-Kutta čtvrtého řádu kvůli vysoké rychlosti
výpočtu a přesnosti i při větším integračním kroku.
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Kapitola 3
Aplikace fyzikálních zákonů do
simulačního programu
Následující kapitola popisuje způsoby, jakými byly fyzikální zákonitosti implementovány do
jazyka počítačů.
3.1 Implementační prostředí
Pro implementaci byl dle zadání zvolen jazyk C/C++. O vykreslování světa a vozidla se
stará knihovna OpenGL a její nadstavba GLUT. Pro simulaci fyzikálních zákonitostí byla
použita knihovna Open Dynamics Engine, dále ODE. ODE je sice napsáno v jazyce C++,
ale má interface pro jazyk C, tudíž je použití C++ pro výpočet simulace zbytečné. Nicméně
objektově zaměřené C++ bylo použito pro vytvoření objektů kamery, automobilu, kola,
pružiny, překážek, informačního panelu, světa a objektu pro kreslení.
Model vozidla je složen z několika částí. Prostředí ODE má předdefinované některé uži-
tečné součástky právě pro potřeby simulace vozidla. Automobil je tvořen karoserií a čtveřicí
kol. ODE definuje několik možných spojů mezi jednotlivými komponenty. K modelovaní za-
věšení kol se nejlépe hodí spoj Hinge-2, který disponuje dvěma navzájem kolmými osami
(viz obrázek 3.1).
Správným nastavením parametrů obou os lze docílit požadovaného chování tlumičů
a motoru. Osa 1 (Axis 1) simuluje spojení nápravy a karoserie pružinou tlumiče. Motor je
simulován udělením rotace ose 2 (Axis 2). Popis motoru použitého v práci lze nalézt v sekci
2.6 a nastavení tlumičů v sekci 3.3.
3.2 Knihovna Open Dynamics Engine
ODE je volně dostupná knihovna pro pohybové simulace pevných 3D objektů. Je vhodná
pro simulaci pozemních vozidel, robotů s končetinami a klouby a všeobecně objektů, které
se nějakým způsobem v simulované realitě pohybují. Výpočty integračních kroků probíhají
relativně rychle a knihovna má implementovanou detekci kolizí. Jejím autorem je Russell
Smith. Kompletní manuál můžete nalézt na [6].
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Obrázek 3.1: Spoj Hinge-2
3.2.1 Vlastnosti ODE
ODE bylo navrženo pro použití v real-time simulacích nebo pro interaktivní simulace. Lze
použít i pro simulaci pohybujících se objektů v proměnlivém prostředí. ODE totiž dovoluje
měnit parametry simulace za běhu. K výpočtu dalšího kroku simulace je použit velice
stabilní integrátor, který minimalizuje množství chyb a zabraňuje náhodným
”
explozím“
systému. Jako integrační metoda byla zvolena Eulerova metoda. ODE se hodí spíše na
simulaci her než na vědecké účely, protože vestavěný integrátor upřednostňuje rychlost
a stabilitu systému před fyzikální přesností. Knihovna ani neumožňuje uživateli podílet se
zásadním způsobem na simulaci. Programátor může pouze například definovat, jaká síla se
aplikuje na jaký objekt. Nicméně co se potom s objektem stane, je v režii knihovny, uživatel
nemá kontrolu. Veškeré fyzikální skutečnosti jsou tímto způsobem zapouzdřeny v těle ODE.
Knihovna má vestavěný systém pro detekci kolizí. Uživatel si může vybrat z následujících
kolizních primitiv: koule, krychle, válec, plocha, trojúhelník a trojúhelníková síť. O rychlé
rozpoznání potenciálních kontaktů se stará systém prostorů. V ODE je definován kolizní
objekt space, který může slučovat více primitiv dohromady. V této práci je tak například
definován automobil. Kolizní prostor (space) automobilu je zde složen z karoserie a čtveřice
kol. Takový objekt pak s okolím interaguje jako celek, tj. kolize jedné části se projeví i na
částech ostatních. Všechny kontakty, ke kterým při kolizi v ODE dojde, jsou pevné. Tím
rozumíme, že mezi dva kolidující objekty je vložena neviditelná neproniknutelná zábrana,
která zajišťuje, aby se do sebe kolidující objekty nevnořily. Některé jiné simulátory vkládají
do místa dotyku virtuální pružinu pro reprezentaci chování spoje. Takovou metodu je však
poměrně obtížné implementovat a je také více náchylná k chybám.
3.2.2 Ukládání matic v ODE a OpenGL
Pro práci s objekty v prostoru potřebujeme znát jejich polohu a rotaci. Tyto hodnoty jsou
uloženy v rotačních maticích. Abychom mohli s maticemi pracovat, musíme sjednotit systém
ukládání matic v paměti. ODE používá 3×3 matice v matematické notaci, tj. nejdřív ukládá
řádky a potom sloupce. Nicméně vnitřně ukládá 4 × 4 matice a přebytečná místa vyplní
nulami. Funkce ODE vracející polohu a rotaci však používají 4 × 3 rotační matice (viz
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rovnici 3.1). OpenGL na druhou stranu ukládá prvky do matice po sloupcích (viz rovnici
3.2). Musíme proto převést matice, které vrátí ODE, do podoby, kterou OpenGL správně
vykreslí. Na pozici prvku 12, 13 a 14 se připojí směrový vektor p (viz rovnici 3.3).
ODE =
0 1 2 34 5 6 7
8 9 10 11
 (3.1)
OpenGL =

0 4 8 12
1 5 9 13
2 6 10 3
3 7 11 15
 (3.2)
p =
(
0 1 2
)
(3.3)
Funkce pro převod zápisu ODE matic do tvaru OpenGL matic, může vypadat například
následovně (spolu s teorií o maticích převzato z [2]).
Algoritmus 3.1 Funkce pro převod souřadnic ODE od souřadnic OpenGL
void ODEtoOGL(float* M, const float* p, const float* R)
{
OpenGl[0] = ODE[0]; OpenGl[1] = ODE[4]; OpenGl[2] = ODE[8];
OpenGl[3] = 0; OpenGl[4] = ODE[1]; OpenGl[5] = ODE[5];
OpenGl[6] = ODE[9]; OpenGl[7] = 0; OpenGl[8] = ODE[2];
OpenGl[9] = ODE[6]; OpenGl[10] = ODE[10]; OpenGl[11] = 0;
OpenGl[12] = p[0]; OpenGl[13] = p[1]; OpenGl[14] = p[2];
OpenGl[15] = 1;
}
3.2.3 Nástroje pro simulaci objektů reálného světa
Následující podkapitola představí, jaké nástroje ODE byly použity pro implementaci.
Poloha a orientace
Při spuštění aplikace je automobil inicializován do počátku souřadného systému pomocí
funkce void dBodySetPosition (dBodyID, dReal x, dReal y, dReal z), která umístí
objekt určený identifikátorem dBodyID na souřadnice x, y, z. Kola jsou inicializována na
základě rozměrů automobilu tak, aby byla posunuta o 0.37 násobek délky vpřed a 0.3 ná-
sobek délky vzad a dostala se tak do polohy přirozené pro automobil. Nově vzniklé objekty
jsou orientovány ve směru osy x. Pokud bychom jejich rotaci chtěli změnit, můžeme použít
funkci void dBodySetRotation (dBodyID, const dMatrix3 R), která otočí objekt iden-
tifikovaný dBodyID podle rotační matice R.
Po prvotní inicializaci se mění poloha částí na základě sil, které na ně působí. Kdy-
bychom se pokusili nastavit polohu některého z objektů za běhu simulace nějakým nekon-
venčním způsobem (například voláním funkce void dBodySetPosition (dBodyID, dReal
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x, dReal y, dReal z)), došlo by k veliké numerické chybě, která by zapříčinila pád apli-
kace. Aktuální polohu tělesa zjistíme voláním funkce const dReal * dBodyGetPosition
(dBodyID), rotaci pak voláním funkce const dReal * dBodyGetRotation(dBodyID). Obě
funkce vrací rotační 4× 3 matici a jsou využívány pro při vykreslování světa.
Motor a zatáčení
Pohonná jednotka a systém zatáčení kol jsou simulovány funkcí, která tvoří fyzikální jádro
aplikace. Funkce void timer() je zaregistrována jako glutIdleFunc() a je tedy volána,
kdykoli jsou k dispozici prostředky. Počítá čas od spuštění aplikace a každé 3 ms zavolá
funkci calculate(), která spočítá fyzikální změny v programu. Při výpočtu se opakova-
ným voláním funkce void dJointSetHinge2Param (dJointID, int parameter, dReal
value) nastaví požadované vlastnosti motoru a natočení kol (viz obrázek 3.1). Následující
parametry jsou použity v demonstrační aplikaci:
• dParamVel - rychlost, která se má dosáhnout. Platí jak pro lineární, tak pro úhlovou
rychlost. Lze pomocí ní tudíž simulovat jak aktuální rychlost vozidla, tak rychlost
otáčení volantem.
• dParamFMax - maximální síla, která bude použita k dosažení požadované rychlosti.
• dParamLoStop - úhel, o který se může těleso kolem osy 1 otočit směrem vlevo. Pokud
je nastaven na -dInfitiny, zabrání otáčení. Tato hodnota je využita při připojení
zadních kol, kde rotace kolem svislé osy není žádoucí.
• dParamHiStop - úhel, o který se může těleso kolem osy 1 otočit směrem pravo. Pokud
je nastaven na dInfitiny, zabrání otáčení. Tato hodnota je využita při připojení
zadních kol, kde rotace kolem svislé osy není žádoucí.
• dParamFudgeFactor - zabraňuje zákmitům, které vznikají při pohybu vozidla.
• dParamSuspensionERP - viz sekci 3.3
• dParamSuspensionCFM - viz sekci 3.3
3.3 Tlumiče
Rovnoměrný pohyb po rovné podložce bez nerovností zvládne kolo připojené přímo k ná-
pravě. Problémy nastanou ve chvíli, kdy se do cesty postaví sebemenší překážka. Kolize s ní
je doprovázena nepříjemným nárazem. Proto je mezi nápravu a kolo umístěn tlumič, který
tyto nárazy pohlcuje a zajišťuje tak lepší kontakt automobilu s podložkou. U většiny sou-
časných modelů aut se používají tlumiče pružinové, nastupuje však trend používat tlumiče
vzduchové. Ač reálná předloha vozidla, které modelujeme, má tlumiče vzduchové, v aplikaci
byl použit koncept klasických pružinových tlumičů.
Implementace tlumičů pomocní knihovny ODE probíhá správným nastavením parame-
trů CFM a ERP u spoje Hinge2 (viz obrázek 3.1). Parametr CFM (Constraint Force Mixing)
udává měkkost spoje, tj. jakou sílu je třeba vynaložit, abychom spoj vychýlili. Parametr
ERP (Error Reduction Parameter) udává velikost síly, která bude vyvinuta, aby byl spoj
19
udržen pohromadě, když je namáhán. Realistického chování tlumičů lze dosáhnout vhodnou
volbou hodnot CFM a ERP. Tyto lze spočítat pomocí následujících vztahů (převzato z [7]).
CFM =
1
hk + kd
(3.4)
ERP =
hk
hk + kd
(3.5)
kde h je velikost integračního kroku, k je tuhost pružiny a kd je tlumivost pružiny. Vhodnou
tuhost pružiny pro automobil o hmotnosti 2500 kg lze vypočítat ze vztahu
k =
F
∆l
(3.6)
Pokud v této rovnici vyjádříme sílu pomoci hmotnosti a tíhového zrychlení, získáme vztah
k =
mg
∆l
(3.7)
Automobilu umožníme rozsah tlumičů 15 centimetrů, hmotnost je známá a gravitační kon-
stanta je pro naše zeměpisné podmínky 9.81 m · s−2. Dosazením získáme vhodnou tuhost
pružiny pro daný automobil.
k = 1.635 · 105N ·m−1 (3.8)
Ideální tlumivost byla pro automobil o hmotnosti 2500 kg získána experimentováním s ko-
eficientem ζ a výsledná hodnota je
kd = 12130.53997
N · s
m
(3.9)
3.4 Popis objektů virtuálního světa
Na programu pro simulaci vozidla lze pěkně ukázat použití objektově orientovaného přístupu
pro implementaci. Každá část imaginárního světa je reprezentována jedním objektem. Pouze
simulace jako taková je implementována přímo v souboru main.cpp, protože by bylo zby-
tečné vytvářet další objekt, který by řídíl celou simulaci, když lze řízení přenechat souboru
main.cpp.
Třída Car zapouzdřuje automobil se všemi vlastnostmi potřebnými k jeho simulaci.
Potřebujeme znát jeho výšku, šířku, délku, hmotnost, světlou výšku a výkon motoru. Pro
knihovnu ODE je pak třeba definovat jednotlivé identifikátory pro auto samotné, pro jeho
hmotnost a identifikátor hraničního tělesa (bounding boxu) pro výpočet kolizí. Třída Wheel
reprezentuje kolo automobilu. Uchovává poloměr kola, jeho šířku a hmotnost. Identifikátory
pro knihovnu ODE musí uchovávat stejné jako třída Car s tím rozdílem, že pro ohraničení
objektu není použit kvádr, ale válec. Pro připojení kol k automobilu jsou použity tlumiče.
Jejich vlastnosti definuje třída Spring. Pro správné určení vlastností pružiny potřebujeme
znát a uložit její tuhost, tlumivost a parametr ζ. Pro funkčnost v knihovně ODE je třeba
navíc znát hodnoty parametrů ERP a CFM.
Vlastnosti světa definuje třída World, která zde vystupuje jako singleton, aby byla
přistupná pro všechny ostatní objekty. O pohled na svět se stará třída Camera, která nabízí
pět úhlů pohledu: zezadu, zepředu, z obou stran a pak volný pohled na automobil. V pra-
vém dolním rohu obrazovky je pak digitální ukazatel rychlosti vozidla. Ten je vykreslen
třídou Hud. Pro testování a demonstraci funkčnosti byla implementována třída Jump, která
vytvoří rampu sloužící k ukázkám schopností vozidla.
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3.5 Grafické zpracování světa
O vykreslování objektů na obrazovku se stará knihovna OpenGL a její nadstavba GLUT.
Samotné kreslení lze rozdělit do dvou celků - vykreslování automobilu a vykreslování okolí.
3.5.1 Automobil
Po zavolání metody void drawCar(), která přísluší třídě Car, jsou zavolány funkce na
získání polohy a rotace vozidla. Na základě toho je volána funkce setTransform(), která
převede matice používané v ODE na matice typu OpenGL (viz algoritmus 3.1), abychom
s nimi mohli správně pracovat. Dále je vytvořena množina bodů, která definuje celkem
123 čtverců, ze kterých je složeno vozidlo. Každý čtverec je pak vykreslen pomocí dvojice
trojúhelníků.
O vykreslování kol se stará metoda void drawWheel() třídy Wheel. Ta zjistí polohu
a rotaci kola, provede transformaci (viz výše) a vykreslí válec o poloměru a šířce kola.
Funkce pro vykreslení trojúhelníků a válců byly převzaty z knihovny DrawStuff, která
je distribuována spolu s knihovou ODE([6]). Jedná se však pouze o zapouzdření funkcí
OpenGL.
3.5.2 Okolní svět
Svět v aplikaci je složen z podložky, která má vlastnosti asfaltu, z ledového jezera, testovací
rampy a testovacího hrbolatého terénu. Na rovné podklady jsou namapovány adekvátní
textury. Nerovný terén lze vytvořit dvěma způsoby přímo pomocí knihovny ODE. Ta nabízí
možnost generovat výškovou mapu a to buď prostřednictvím callback funkce, nebo zadáním
dat od uživatele. Pomocí OpenGL jsou pak vygenerované body pouze přiřazeny jednotlivým
grafickým primitivům a vykresleny. Funkce na načítání textur z 24 bitových bitmap, funkce
pro jejich zobrazování a funkce pro zobrazování textu na grafický výstup byly převzaty
z [8].
3.6 Problémy při implementaci a jejich řešení
Vývoj aplikace se neobešel bez komplikací. V následující kapitole stručně nastíním největší
problémy a jejich řešení.
3.6.1 Správný postup při inicializaci ODE
Nejprve je třeba si uvědomit, jakým způsobem svět ODE pracuje. Musíme definovat objekt
světa, který má gravitaci a v tomto světě můžeme definovat další objekty. Tyto mohou ko-
lidovat buď mezi sebou nebo s globálním světem. Každému objektu je třeba přiřadit kolizní
tvar, protože jinak sice vytvoříme prvek v prostoru (například obyčejnou krychli), ale ta
při spuštění simulace propadne potenciální podložkou světa, aniž by jakkoli interagovala.
Poslední z důležitých věcí je inicializovat objekty tak, aby do sebe vzájemně nezasahovaly.
Pokud spustíme takto špatně inicializovanou aplikaci, dojde ihned po startu k nevypočita-
telnému odmrštění všech takto umístěných objektů. Integrátor knihovny zpravidla takový
zásah nezvládne a aplikaci ukončí chybou.
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3.6.2 Hodnoty parametrů ERP a CFM
Popis parametrů ECP a CFM můžete nalézt v sekci 3.3. Při implementování knihovny ODE
asi tvůrci nepočítali s možností, že by knihovna sloužila k pokusu o věrnou simulaci. Při
nastavení hmotnosti automobilu na hodnotu 2500 kg a připojení kol se tlumiče inicializované
na hodnoty doporučované v manuálech propadnou na zem. Až po nalezení vztahů 3.4
a 3.5 začalo odpružení fungovat, jak mělo. Hodnoty v řádech 10−5 většinou implementátora
nenapadnou.
3.6.3 Vlastnosti podložky
Budeme předpokládat, že jsme vytvořili takový virtuální svět, který je rozdělen vodorovnou
plochou na dvě části. Objekty umístěné nad tuto plochu budou padat ve směru gravitace
a dříve nebo později dojde ke kolizi s podložkou. Proto je třeba dobře nastavit parametry
takové kolize. Ty se nastavují při každém volání funkce pro zjištění kolizí. Při simulaci pod-
ložky jsou použity následující parametry uživatelsky modifikovatelné struktury surface:
• mu - koeficient smykového tření mezi podložkou a koly automobilu. Pro suchou pod-
ložku je zde použita tabulková [4] hodnota 0, 8, pro ledový podklad pak 0, 15. ODE
akceptuje hodnoty od 0 do nekonečna (konstanta dInfinity). Hodnota 0 označuje
kontakt bez tření, což lze použít například při demonstraci příkladu o posunu těles
po podložce v ideálních podmínkách. Automobil se však při takové hodnotě tření
nerozjede. Smykové tření blížící se nekonečnu zajistí, aby objekt nikdy nepodklouzl.
• slip1, slip2 - koeficient tření závislého na rychlosti FDS (force-dependent-slip) pro
tření ve směru vodorovném a kolmém na pohyb vozidla. Velikost třecí síly skutečně
závisí na rychlosti jízdy. Pokud auto stojí v klidu na podložce, jsou koeficienty FDS
nízké. Pokud se pokusíme aplikovat na auto boční sílu, nic se nestane. S rostoucí rych-
lostí, stoupají koeficienty FDS a klesá velikost síly, kterou musíme vynaložit, abychom
automobil vychýlili. Proto například nevnímáme poryvy větru, pokud sedíme v auto-
mobilu na parkovišti, ale při jízdě na dálnici představují značné nebezpečí. Parametr
slip1 udává přilnavost při zatáčení, parametr slip2 pak přilnavost při pohybu po
přímce. Jejich klidové hodnoty jsou 0, 000001 pro suchou podložku a 0, 01 pro led.
Při pohybu jsou koeficienty násobeny aktuální rychlostí otáčení kol, aby se auto ve
vyšších rychlostech chovalo skutečně jako v reálu.
• bounce - míra odskoku povrchu. Nepružný povrch je reprezentován koeficientem 0 (mi-
nimální hodnota), povrch chovající se jako trampolína pak koeficientem 1 (maximum).
V aplikaci nastaven na hodnotu 0, 1
• bounce vel - minimální rychlost potřebná k tomu, aby těleso od povrchu odskočilo.
Pokud těleso dopadne na povrch menší rychlostí než je bounce vel, bude s ním za-
cházeno, jako by byl parametr bounce nastaven na hodnotu 0. Simulační program
má nastavenou minimální rychlost pro odraz na hodnotu 0, 1, takže umožní odražení
všem pohybujícím se objektům.
• soft erp - měkkost podložky. Jestliže je nastavena na příliš vysokou hodnotu, pod-
ložka odpuzuje všechny objekty se kterými koliduje a následně zpravidla způsobí pád
aplikace.
• soft cfm - měkkost podložky 2. Jestliže je nastavena na příliš vysokou hodnotu, ob-
jekty podložkou propadnou, aniž by kolidovaly.
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Kapitola 4
Testy
Při testování aplikace byl kladen důraz na testování funkčnosti tlumičů a vlastností pod-
ložky. Dále byly provedeny testy závislosti velikosti integračního kroku na kvalitě simulace.
Závěrečná sada testů zkoumá automobil s různým nastavením parametrů (i nereálným).
4.1 Funkčnost tlumičů
Následující sekce popisuje chování tlumičů vzhledem k reálnému automobilu.
4.1.1 Pohlcování nerovností
Hlavním důvodem přítomnosti tlumičů u automobilu je zvýšení přilnavosti k vozovce. Au-
tomobil se v aplikaci inicializuje jeden metr nad zemí, takže při dopadu na podložku je
vidět pohlcení nárazu tlumiči. Při jízdě po nerovném terénu se simulované tlumiče chovají
stejně jako v reálném automobilu. Pokud to rozsah tlumičů dovolí, pohltí celou nerovnost,
v opačném případě dojde i k náklonu automobilu. Jediný problém nastává, pokud chceme
z klidové polohy překonat nerovnost (například patník) s nezanedbatelnou výškou (viz ob-
rázek 4.1). Takovou nerovnost simulované vozidlo nepřekoná. Je to způsobeno vlastností
kolizního boxu, který těleso zastaví, aby nedošlo k potenciálnímu proniknutí do druhého
tělesa. Dle referencí knihovny ODE jde tomuto jevu předejít nastavením koeficientu smy-
kového tření na nulovou hodnotu. To by však učinilo celou aplikaci nefunkčí, takže musíme
s popsanou chybou počítat.
Obrázek 4.1: Kontaktní body kola a překážky
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4.1.2 Skoky
I přes to, že se osobní automobily nevyrábí pro potřeby akrobatů, bylo v aplikaci otestováno
chování automobilu při skoku. Schéma testovací rampy je znázorněno na obrázku 4.2.
Obrázek 4.2: Schéma rampy pro testování aplikace. Úhel α = 10, 31◦.
Aby byla překážka překonána aspoň malým skokem, musí jet automobil rychlostí mi-
nimálně 108 km · h−1. Ostatní testy byly prováděny v maximální rychlosti automobilu.
Při opuštění rampy se automobil začne ve vzduchu naklánět směrem dopředu. Náraz na
zem tím pádem z velké části pohltí přední náprava. Reálné vozidlo by se zřejmě naklánělo
podstatně více, protože náklon v aplikaci je způsoben pouze rozdílným umístěním přední
a zadní nápravy vzhledem k těžišti, v reálném automobilu by váhový rozdíl ovlivňovala
nejvíce hmotnost motoru. Otázkou zůstává, zda by reálný automobil vydržel pád z výšky
2, 6 metrů - to je výška, do které automobil při skoku vystoupá. Jednotlivé fáze skoku jsou
znázorněny na obrázku 4.3.
4.1.3 Zrychlení a zpomalení
Při rozjezdu platí zákon setrvačnosti. Tedy pokud na těleso nepůsobí žádná síla, setrvává
v klidu. Jestliže se roztočí kola, začnou se pohybovat. Pohyb se samozřejmě přenese i na
karoserii, ke které jsou připojeny. Pokud by byl spoj ideálně pevný, začala by se kola spolu
s karoserií pohybovat ve stejný okamžik. Tlumiče však způsobí, že se karoserie začne pohy-
bovat o malou chvíli později než kola. To se projeví lehkým náklonem vzad při akceleraci,
potažmo vpřed při brzdění.
4.2 Podložka
Vlastnosti podložky jsou podrobně popsány v kapitole 3.6.3. Pro ověření správnosti daných
parametrů byly provedeny tři jednoduché testy.
1. prudké zatočení při vysoké rychlosti - jestliže ve vysoké rychlosti prudce změníme
směr, bude tření mezi pneumatikami a podložkou natolik velké, že zastaví spodní
část automobilu. Naopak těžiště bude pokračovat ve směru předchozího pohybu, což
způsobí převrácení automobilu.
2. klouzání po ledové podložce - na podkladu s vlastnostmi ledu je naopak díky nízkému
tření vozidlo nemožné převátit. Za to však platíme velmi špatnou ovladatelností.
3. přechod z ledové podložky na klasickou - pokud se vozidlo klouže po ledové podložce
tak, že je otočeno bokem do směru pohybu a přesune se z ledové plochy na normální
podložku, dojde vlivem rozdílné velikosti koeficientu smykového tření obou materiálů
k překlopení vozidla. Předpokládáme zde dostatečně velkou rychlost. Při rychlostech
nižších dojde pouze k náklonu vozidla.
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Obrázek 4.3: Fáze skoku automobilu.
4.3 Velikost integračního kroku
Jako u všech ostatních simulací musíme velikost integračního kroku volit s rozvahou. Je
třeba najít kompromis mezi přesností a rychlostí výpočtu. Jak se projeví rychlost výpočtu
je zřejmé - výpočet následujícího kroku bude znám v kratším čase. Bohužel čím méně času
věnujeme výpočtu, tím nepřesnější výsledky dostaneme. To se negativně projevuje při běhu
aplikace. Pokud použijeme příliš velký integrační krok (0, 1), stane se aplikace nestabilní.
Při takhle velikém kroku už ani není schopná správně spočítat síly působící na pružiny,
proto aplikace s chybou skončí. V aplikaci se pracuje s krokem o velikosti 0, 005, který se
ukázal být dostatečně malý pro zachování fyzikální přesnosti a zároveň dostatečně velký
pro plynulý běh aplikace.
4.4 Úprava parametrů vozidla
Bylo zajímavé sledovat chování vozidla, které by v realném světě mohlo jen stěží existovat.
Budeme upravovat hmotnost vozidla, výkon motoru a také měnit vnější tvary vozu.
4.4.1 Hmotnost a výkon
V následujícím testu byla hmotnost vozidla při stávajícím kroutícím momentu 500 Nm
snížena na hodnotu 25 kg. Pro potřeby tohoto experimentu bylo třeba zvýšit koeficient
smykového tření mezi podložkou na koly na hodnotu 10, protože při tabulkové hodnotě by
vůz s tak nízkou hmotností po podložce příliš
”
plaval“.
Rapidní snížení hmotnosti má vliv na pohybové vlastnosti automobilu. Motor je vzhle-
dem k hmotnosti neúměrně výkonný. Pokud jsou poháněna všechna čtyři kola, akceleruje
automobil ve směru natočení kol. Akcelerace při náhonu předních kol má za následek smyk
kol zadních. Jestliže je hnána zadní náprava, zvedne se při akceleraci přední část automobilu
do vzduchu, jak je ukázáno na obrázku 4.4. Po podložce se můžeme pohybovat libovolnou
rychlostí bez rizika převrácení, protože hmotnost automobilu není tak velká, aby třecí síla
mohla směr auta nějak ovlivnit. Nutno podotknout, že téměř jakákoli změna směru má za
následek smyk.
Podobné chování můžeme simulovat i při zachování hmotnosti 2500 kg a zvýšení krou-
tivého momentu motoru na hodnotu 50000 Nm. Průběh akcelerace bude stejný, rozdílný
bude ale pohyb po podložce, jelikož třecí síla v tomto případě nemůže být zanedbána.
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Obrázek 4.4: Rozjezd automobilu. Hmotnost 25 kg, kroutící moment 500 Nm, náhon na
zadní kola.
Obrázek 4.5: Stabilní automobil s dlouhými poloosami.
4.4.2 Vnější tvary
Změnou vnějších tvarů dosáhneme přemístění těžiště. Naší snahou je snížit těžiště tak,
aby nedocházelo k převracení vozidla při maximální rychlosti. Toho lze docílit prostým
zmenšením výšky automobilu nebo prodloužením poloos kol. V realitě známe velice nízká
auta, avšak dlouhé poloosy se kvůli nosnosti nevyrábějí. Příklad stabilního autmobilu při
zachování výšky naleznete na obrázku 4.5.
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Kapitola 5
Závěr
Cílem práce bylo implementovat simulátor automobilu v souladu s platností fyzikálních
zákonů. Největší důraz byl kladen na správnou funkčnost tlumičů, korektní nastavení tření
mezi plochami a na plynulost celé simulace. Pro naprogramování fyzikální části aplikace
byla použita knihovna Open Dynamics Engine, o grafické znázornění jednotlivých částí
virtuálního světa se stará knihovna OpenGL rozšířená o knihovnu GLUT.
Fyzikální model automobilu v aplikaci je schopen jízdy po terénu jako reálné vozidlo.
Zatáčení však probíhá pouze natočením předních kol kolem jejich svislé osy. V reálném
automobilu se kola při zatáčení navíc naklánějí a vnitřní kolo je vždy více zatočeno než
kolo vnější. Tlumiče byly implementovány pomocí prvků knihovny ODE a jejich funkčnost
odpovídá realitě. Jediný rozdíl můžeme vidět v jejich odolnosti. Stejně jako všechny prvky
ve světe ODE jsou i tlumiče neomezeně pevné a nelze je deformovat. Z toho vyplývá, že nám
sice poskytnou adekvátní reakce na nerovnosti terénu, ale pokud bychom překonali hranici
pružnosti pružiny, která zajišťuje správný chod tlumiče, nezničíme ji, jako u skutečného
vozidla, narazíme pouze na tvrdý, nedeformovatelný spoj.
Mezi koly vozidla a povrchem podložky dochází ke tření. Koeficient smykového tření je
uvažován mezi kombinacemi materiálů guma - asfalt a guma - led. Je třeba také počítat
s tím, že při vyšších rychlostech se koeficient smykového tření snižuje. Implementované
tření je částečně zodpovědné za neschopnost vozidla překonat z klidu překážku, která leží
bezprostředně před ním.
Při implementování tlumičů nastal největší problém u hledání ideální tuhosti použitých
pružin. Přes dvě tuny vážící automobil byl pro všechny vyzkoušené pružiny příliš těžký
a nebyly schopné jej ani nést, natož tlumit nárazy. Po nalezení vzorců pro výpočet tuhosti
pružiny na základě hmotnosti tělesa vše funguje jak má.
V aplikaci byla implementována pouze kostra simulátoru. Abychom ji mohli prohlá-
sit za plně realistický simulátor, je třeba implementovat ještě řadu funkcí. Jako první je
třeba správně naprogramovat zatáčení vozidla, jak bylo zmíněno výše. Se zatáčením je úzce
spjata práce diferenciálu. Diferenciál zajišťuje různou rychlost otáčení hnaných náprav. Po-
slední zásadní součástí, která simulátoru chybí, je reálný model motoru. Až ten by vystihl
dynamiku vozu a umožnil by nám věrně simulovat všechny druhy pohybu.
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Příloha A
Obsah CD
Stromová struktura přiloženého CD:
/
src .............................................Zdrojové soubory aplikace
technicka zprava........................Pdf soubor s technickou zprávou
tex.................................Zdrojové soubory technické zprávy
ode.........................Zdrojové soubory knihovny ODE verze 0.11.1
video prezentace.................Video demonstrující fungování aplikace
plakat...............................................Pdf soubor s plakátem
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Příloha B
Ovládání programu
Popis Klávesa
Akcelerace šipka nahoru
Brzda (po zastavení také zpátečka) šipka dolů
Zatočení doleva šipka doleva
Zatočení doprava šipka doprava
Pohled zezadu F1
Pohled zleva F2
Pohled zprava F3
Pohled zepředu F4
Pohled
”
nadhled“ F5
Pohon 4× 4 F6
Pohon předních kol F7
Pohon zadních kol F8
Restart aplikace r
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Příloha C
Potřebné knihovny
Pro správný běh aplikace je třeba mít nainstalovány knihovny GLUT a Open Dynamics
Engine. Program byl vyvíjen a laděn s knihovnami freeglut-2.6.0-1 a ode-0.11.1. Při pou-
žití jiných verzí proto nelze zaručit stoprocentní kompatibilitu. Problémy nastaly také při
pokusech kompilovat aplikaci na 64-bitovém systému. V aplikaci nebyly sice použity žádné
systémově závislé prvky, nicméně byla vyvinuta pro platformu linuxu. Převod do prostředí
Windows by vyžadoval zásahy do kódu.
C.1 Překlad a spuštění:
1. cd složka/se/zdrojovými/soubory
2. make
3. ./xurban06-bp
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