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Povzetek
Naslov: Postopek testiranja mobilne aplikacije za izposojo oblacˇil
Avtor: Nejc Kambicˇ
V diplomski nalogi je predstavljen postopek testiranja pri razvoju An-
droid aplikacije, ki je prikazan na primeru aplikacije za izposojo oblacˇil. Na-
men naloge je izpostaviti nekatere znacˇilne posebnosti postopka, s katerim
smo izboljˇsali kakovost aplikacije. Postopek testiranja temelji na uporabi
specificˇnega razvojnega cikla. Predstavljen je po korakih, v okviru katerega
je opisan potek posameznega koraka in orodja, s katerimi smo v tem koraku
testirali specificˇne izdelke.
V zadnjem delu je devet korakov sestavljenih v celovit pristop. Koraki
testiranja so: testiranje zahtev aplikacije, testiranje podatkovne zbirke, te-
stiranje programskega vmesnika, testiranje vmesnika API po namestitvi na
Heroku, testiranje funkcionalnih zahtev in nacˇrta aplikacije, testiranje An-
droid aplikacije ter alfa in beta testiranje. Pri testiranju smo si pomagali s
sledecˇimi orodji: JMeter, JetBrains Pycharm Community in Espresso Test
Recorder.
Kljucˇne besede: mobilna aplikacija, Android, Heroku, potek testiranja,
JMeter, JetBrains Pycharm, Espresso Test Recorder.

Abstract
Title: The testing process for a clothes rental mobile application
Author: Nejc Kambicˇ
The thesis presents the integration of testing into the development process
of Android application for renting clothes. The purpose of the work is to
describe the testing process by which we achieve higher quality of application.
Testing process is presented step by step by describing the tools and the
workflow of each test step. The main goals are the demonstration of testing,
tools we used, the stages of the testing and tested products.
In the last part are nine steps composed into a comprehensive approach.
Steps of testing are: the application requirements testing, the database test-
ing, the application programming interface testing, the API testing after in-
stallation on Heroku, the functional requirements and the application design
testing, the Android testing and the alpha testing and the beta testing.
Testing was done the following tools: JMeter, JetBrains Picharm Com-
munity in Espresso Test Recorder.
Keywords: mobile aplication, Android, Heroku, testing process, JMeter,
JetBrains Pycharm, Espresso Test Recorder.

Poglavje 1
Uvod
Testiranje je nepogresˇljivi del procesa razvoja programske opreme. Dandanes
poznamo razlicˇna orodja in pristope, ki nam pomagajo pri testiranju. Ker pa
je nabor pristopov in orodij velik, je tezˇko izbrati prava orodja za specificˇne
potrebe in jih uporabiti v pravem trenutku.
V diplomski nalogi je opisan proces testiranja, ki je bil uporabljen pri
razvoju mobilne aplikacije za izposojo oblacˇil. Ta ima nekaj posebnih zahtev,
ki vkljucˇujejo ustrezne pristope. Predstavljen je celoten proces testiranja, in
sicer od testiranja specifikacije do beta testiranja.
Motivacija
Motivacijo za diplomsko nalogo smo dobili ob razvoju same aplikacije. Takrat
smo se prvicˇ srecˇali z vprasˇanjem, kako lahko testiranje vkljucˇimo v proces
razvoja in pri tem, kar najbolj izkoristimo razpolozˇljivi cˇas ter kvalitetno iz-
peljemo proces testiranja. Pri iskanju razlicˇnih orodij in pristopov smo priˇsli
do vecˇ razlicˇnih mozˇnosti, ki pa niso v celoti zadovoljile nasˇih pricˇakovanj.
Zato smo predstavili svojo resˇitev.
Cilj diplomske naloge
Cilj naloge je predstaviti proces testiranja mobilne aplikacije Android od
zacˇetka do konca razvoja. Pri posameznih korakih so predstavljeni izvajalci,
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namen testiranja, postopek, orodja in rezultati testiranja. Na ta nacˇin je
predstavljena nasˇa resˇitev testiranja, ki je bila uporabljena pri razvoju apli-
kacije za izposojo oblacˇil.
Poglavje 2
Vkljucˇitev testiranja v razvoj
Razvoj programske opreme smiselno vkljucˇuje testiranje na razlicˇne nacˇine.
V nasˇem primeru je razvoj pravzaprav mesˇanica slapovnega, vzporednega
in razvoja v skladu z modelom V. Nadalje so aktivnosti testiranja skrbno
nacˇrtovane in izvedene s specificˇnimi vrstami testiranja. Vse te tematike so
na kratko predstavljene v tem poglavju.
2.1 Zˇivljenski cikli razvoja PO
2.1.1 Slapovni model
Slapovni model (ang. waterfall model) je proces razvoja, v katerem se aktiv-
nosti izvajajo zaporedno (slika 2.1). Testiranje je vkljucˇeno kot zadnji korak
pred namestitvijo aplikacije. Postopek je nacˇrtovan pred zacˇetkom procesa,
v njem pa so natancˇno definirani koraki posamezne aktivnosti [30].
Tezˇava taksˇnega pristopa je vkljucˇitev testiranja po zakljucˇeni izvedbi po-
sameznih faz. V primeru najdenih napak pri testiranju je odprava zahtevna in
dolgotrajna, saj zahteva ponavljanje zˇe izvedenih faz razvoja. Uspesˇnost pro-
jekta s slapovnim pristopom je, v primeru modernejˇsih tehnologij obicˇajno
nizka.
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Slika 2.1: Slapovni model.
2.1.2 Vzporedni model testiranja
Vzporedni model testiranja (ang. parallel testing cycle) je nastal kot iz-
boljˇsava slapovnega modela. Proces vsebuje izboljˇsave pri planiranju in obli-
kovanje testnih scenarijev ob izvedbi zgodnejˇsih faz razvoja (slika 2.2). Cˇe
se med procesom spreminja specifikacija programa, se naredi primerjava z
oblikovanimi testnimi plani, ki se po potrebi tudi spreminjajo. Tak nacˇin
je v primerjavi s slapovnim modelom ponavadi drazˇji, saj je med razvojem
potrebno velikokrat spreminjati testne plane [38].
Slika 2.2: Vzporedni cikel testiranja.
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2.1.3 Model V
V tem primeru ima vsaka aktivnost v procesu zˇe vkljucˇeno nacˇrtovanje te-
stiranja. Leva stran procesa predstavlja postopek razvoja, desna stran pa
postopek testiranja (slika 2.3). Testiranje se izvaja vzporedno z razvojem,
rezutati testiranja trenutne faze, pa so povezani z rezultati predhodnje faze
testiranja. Z zakljucˇkom testiranja sprejemljivosti brez napak je aplikacija
primerna za izdajo na trg. Glavna prednost taksˇnega pristopa je vkljucˇevanje
testiranja v vse faze razvoja [28].
Slika 2.3: Razvojni model V.
2.2 Nacˇrtovanje testiranja
Nacˇrtovanje testiranja je zacˇetni korak procesa testiranja, ki ga vodi testni
vodja. Pojavi se na vseh ravneh testiranja od testiranja enot do testa name-
stitve. Namen nacˇrtovanja je natancˇno dolocˇiti, kako dosecˇi cilje pri izvajanju
testiranja s cˇim vecˇjo uspesˇnostjo (slika 2.4) [40].
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Slika 2.4: Kljucˇna vprasˇanja pri nacˇrtovanju testiranja
Testiranje mora biti dobro pripravljeno, sicer hitro nastane zmeda. Sistem
lahko razpade in vse skupaj pripelje do neuspesˇnosti testiranja [34]. Nacˇrt
testiranja pripravi testni vodja z namenom sistematicˇno predstaviti nacˇine,
s katerimi bodo cilji testiranja uspesˇno dosezˇeni. Nacˇrt mora biti pripravljen
tako, da uposˇteva tudi potrebo po usmerjanju samega testiranja. Pripravljen
mora biti skladno z razvojem izdelka ali vzdrzˇevanjem, zato je v planiranje
vkljucˇen tudi projektni vodja. Nacˇrt testiranja mora biti natancˇen, razu-
mljiv in sestavljen po korakih, po katerih se kasneje izvaja testiranje [39].
Ker vedno obstaja mozˇnost, da se aplikacija v prihodnosti spreminja, mora
nacˇrt vkljucˇevati nacˇine zbiranja in sledenja ustreznosti meritev aplikacije.
Ker zbiranje in sledenje meritev zahteva uporabo razlicˇnih orodij, s katerimi
testerji kasneje vnasˇajo podatke o meritvah, je pomembno, da so vkljucˇeni
tudi podatki o orodjih.
Jasno opredeljeni cilji, zacˇetek in zakljucˇek testiranja ter tehnike na vseh
ravneh testov bodo zagotovili optimalno izvedbo testiranja. Rezultati testi-
ranja na posameznih ravneh bodo tako tudi preglednejˇsi in bolj razumljivi
[37].
Testiranje je lahko precej zapleten, drag in dolgotrajen proces. Pomembno
je, da testni vodja skrbno nacˇrtuje potek testiranja in navezˇe sodelovanje
z drugimi udelezˇenci projektne skupine. S tem izvemo vecˇ informacij, ki
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olajˇsajo postavitev testnega okolja (recimo: arhitekturi sistema, poslovnih
procesih in poteku razvoja PO). Z dobrim sodelovanjem vodja tudi lazˇje or-
ganizira sam potek ter si zagotovi proste vire, ko bo to potrebno. Testno
ekipo ne sestavljajo le testerji, temvecˇ tudi drugi cˇlani razvojne ekipe. Ti
zagotavljanjo pravilno delovanje testnega okolja in so prisotni ob morebitnih
tezˇavah.
2.3 Pristopi testiranja
V nadaljevanju so kratko predstavljeni razlicˇni prstopi testiranja, ki jih bomo
uporabili v nasˇem testnem procesu.
2.3.1 Testiranje enot
Program je obicˇajno sestavljen iz vecˇ delov, ki so med seboj povezani. Naj-
manjˇsi del programa imenujemo enota (recimo metoda ali funkcija). Posa-
mezno enoto lahko testiramo neodvisno od ostalih enot tako, da podamo
vhodne podatke in na podlagi rezultata ugotavljamo pravilnost. Testiranje
enot (ang. unit testing) izvajajo programerji po pristopu bele sˇkatle (ang.
white box) z namenom odkrivanja napak na samostojnih enotah, ki sˇe niso
povezane med seboj [34]. Razvijalec sestavi nabor testnih primerov, s kate-
rim pokrije cˇim vecˇ mozˇnosti in s tem povecˇa verjetnost pravilnega delovanja
enote.
Testiranje se obicˇjno opravlja po naslednjih korakih [34]:
• Pregledovanje kode (ang. code review): z branjem kode poskusˇamo
ugotoviti, ali se kje skriva napaka. Kodo pri tem primerjamo s specifi-
kacijo.
• Prevajanje kode (ang. code compiling): s prevajanjem kode iˇscˇemo
sintakticˇne napake v programu.
8 Nejc Kambicˇ
• Dinamicˇno testiranje (ang. dynamic testing): pripravimo in izvajamo
testne primere. S tem ugotavljamo ali se vhodni podatki pravilno pre-
slikajo v izhod.
2.3.2 Testiranje integracije
Namen testiranja je tudi preveriti delovanje med seboj povezanih enot. Te-
stiranje integracije (ang. integration testing) je podobno testiranju enot,
vendar z eno veliko razliko [37]; pri testiranju enot je testna enota izolirana
od ostalih, pri testiranju integracije pa je enota odvisna od drugih enot. S
testiranjem hocˇemo dokazati, da komponente delujejo tako, kot je zapisano
v specifikaciji programa. Izvaja ga testna skupina s pomocˇjo programerjev
po pristopu cˇrne sˇkatle (ang. black box) in bele sˇkatle [27].
Testiranje je mozˇno izvajati na tri nacˇine, in sicer z integracijo od spodaj
navzgor, integracijo od zgoraj navzdol in kombinirano integracijo.
2.3.3 Sistemsko testiranje
Sistemsko testiranje (ang. system testing) vkljucˇuje vse sestavljene kompo-
nente, ki sestavljajo razlicˇico oz. verzijo sistema. Testiranje preverja skla-
dnost komponent, pravilnost interakcij in ustreznost prenasˇanja podatkov
v pravilnem sosledju preko vmesnikov. Sistemsko testiranje je pomemben
del, s katerim zakljucˇimo cikel testiranja z vidika razvijalca. Cˇe je sistem
sestavljen iz vecˇ podsistemov, ki so jih razvijale razlicˇne ekipe, potem v tem
koraku preverjamo medsebojno delovanje posameznih elementov [41]. Po
nekaterih delitvah delimo sistemsko testiranje po namenu.
Funkcionalni testi
Zˇe samo ime nam pove, da se pri funkcionalnem testiranju (ang. functional
testing) posvetimo funkcionalnostim sistema. Testiranje vkljucˇuje vrednote-
nje in primerjavo vsake programske funkcije s poslovnimi zahtevami [41], kar
je obicˇajno osrednji nacˇin ustreznosti delovanja.
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Pomembno je, da testna ekipa razume, kaj je namen sistema in kako ga bo
uporabnik uporabljal. Razumeti morajo proces razvoja testirane aplikacije.
Prepoznati in razumeti morajo poslovna pravila, zato je pomembno, da so
cˇlani vkljucˇeni v proces razvoja programske opreme od samega zacˇetka.
Funkcionalno testiranje se obicˇajno pojavi v vecˇ delih. Tako kot gre
razvoj aplikacije po modulih, tako gre tudi funkcionalno testiranje. Veliki
sistemi se vedno razdelijo na vecˇ manjˇsih podsistemov. Ti se kasneje razvijajo
vzporedno ali sˇe bolj pogosto zaporedno. Ko se dolocˇen del zakljucˇi se tudi
testirajo njegove funkcionalnosti [8].
Preformancˇni testi
Preformancˇno testiranje (ang. performance testing) je pomemben del testi-
ranja sistema, ki pa se velikokrat zanemari. S tem testiranjem simuliramo
cˇasovne omejitve, socˇasnost uporabnikov in delovanje sistema pod dolocˇeno
obremenitvijo. Na ta nacˇin poiˇscˇemo ozka grla v sistemu. Performancˇne
teste obicˇajno izvedemo tako, da najprej posnamemo skripto, ki simulira de-
janskega uporabnika [36]. Skripto nato izvajamo z razlicˇnimi konfiguracijami
(sˇtevilo uporabnikov, sˇtevilo poslanih zahtevkov ipd.).
Z izvajanjem preformancˇnih testov lahko ugotovimo, ali smo zagoto-
vili delovanje aplikacije za dolocˇeno sˇtevilo uporabnikov pod dolocˇenimi po-
goji. Tako pridobimo podatke o preformacˇni zmogljivosti aplikacije, ne da
bi stranka namesˇcˇala in testirala aplikacijo. Pri tem lahko cˇasovno in fi-
nancˇno prihranimo, saj ni potrebno cˇakati na odziv stranke in namesˇcˇati PO
pri stranki [36]. Za izvajanje preformancˇnega testa so pomembne tudi infor-
macije o hitrosti omrezˇja, zmoglivosti strezˇnika na katerem tecˇe aplikacija,
sˇtevilo zˇe delujocˇih aplikacij na sistemu itd.
Sprejemni testi
Sprejemni testi (ang. user acceptance testing) so vrsta testiranja, ki jo iz-
vaja narocˇnik. S testom preverjamo ustreznost aplikacije glede na zahteve,
ki so bile zapisane pred zacˇetkom projekta. Testiranje se izvaja v zadnji fazi,
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preden se aplikacija prestavi na produkcijsko okolje. Taksˇno testiranje izvaja
stranka v locˇenem okolju, ki je enako produkcijskem okolju, in potrdi delova-
nje sistema glede na specifikacijo [35]. Sprejemni testi se izvajajo po metodi
cˇrne sˇkatle. Testiranje je uspesˇno zakljucˇeno, ko stranka potrdi pravilnost
implementiranih funkcionalnih zahtev. Odprava napak v tej fazi testiranja
je najdrazˇja, saj je odkrivanje in popravljanje tezˇavno, sistem pa je potrebno
ponovno testirati od zacˇetka [34].
V dolocˇenih primerih, ko je izdelek namenjen sˇirokemu naboru uporabni-
kov, lahko sprejemno testiranje nadomestimo z alfa in beta testiranjem.
Alfa testiranje
Alfa testiranje (ang. alpha testing) je vrsta testiranja, ki se zacˇne izvajati,
ko je izdelek zˇe skoraj v uporabnem stanju in traja do konca razvojnega
procesa. Testiranje izvaja testna skupina projekta. Namen testiranja ni
zgolj testiranje funkcionalnih zahtev, ampak tudi razumevanje uporabiˇske
izkusˇnje [31].
Beta testiranje
Beta testiranje (ang. beta testing) aplikacije je podobno alfa testiranju, le
da izvajajo testiranje koncˇni uporabniki aplikacije.
Beta razlicˇica aplikacije se pripravi za omejeno sˇtevilo koncˇnih uporab-
nikov, da bi pridobili povratne informacije o kakovosti izdelka. Testiranje
zmanjˇsuje tveganja za napake v aplikaciji in zagotavlja vecˇjo kakovost iz-
delka s potrditvijo koncˇnih uporabnikov. To je tudi koncˇni preizkus, preden
se izdelek posˇlje na trg.
Poglavje 3
Opis aplikacije
Nasˇ pristop za testiranje mobilne aplikacije bo predstavljen na preprostem
zgledu aplikacije za brezplacˇno izposojo oblacˇil.
Ideja aplikacije je brezplacˇna izposoja oblacˇil za dolocˇen cˇas (slika 3.1),
spodbujanje uporabnikov o okoljski problematiki pri proizvodnji in predaja
informacij o negovanju oblacˇil. V aplikaciji so shranjene informacije o razlicˇnih
kosih oblacˇil, ki so jih podarili slovenski modni oblikovalci. Registrirani upo-
rabniki te podatke uporabljajo za pregled in izposojo oblacˇil. Vsak registriran
uporabnik si lahko katerikoli kos oblacˇila brezplacˇno izposodi, poskrbi zanj
po objavljenih navodilih in oblacˇilo po uporabi vrne nazaj.
Aplikacija je bila razvita za operacijski sistem Android [14], ki je trenu-
tno najbolj razsˇirjen med uporabniki pametnih telefonov. Na trgu je trenu-
tno vecˇ kot 80 % naprav [25] s tem operacijskim sistemom. Pri razvoju je
bilo uporabljeno orodje Android Studio1 [18], ki omogocˇa programiranje v
programskem jeziku java ter oblikovanje graficˇne podobe aplikacije v jeziku
XML.
V nadaljevanju poglavja so opisane funkcionalne in nefunkcionalne zah-
teve ter sestavni deli aplikacije.
1Android Studio je integrirano razvojno okolje (ang. integrated development enviro-
nment) za operacijski sistem Android. Orodje temelji na programski opremi IntelliJ IDEA
JetBrains [19] in je posebej zasnovano za razvoj Android aplikacij.
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Slika 3.1: Aplikacija za izposojo oblacˇil.
Primer uporabe aplikacije
Mobilno aplikacijo lahko uporabljajo samo registrirani uporabniki, kar pri-
kazuje diagram uporabe aplikacije (slika 3.2). Neregistrirani uporabnik ima
mozˇnost registracije v sistem preko zaslona za registracijo. Ob uspesˇni regi-
straciji ga aplikacija preusmeri na glavni meni apikacije. Registrirani uporab-
nik lahko vidi vsa oblacˇila v sistemu in po zˇelji dolocˇeni kos oblacˇila vsˇecˇka.
Ob izbiri dolocˇenega oblacˇila na seznamu pridobi podrobne podatke o
oblacˇilu (velikost, kateremu spolu je oblacˇilo namenjeno in podatki o negi
izbranega oblacˇila). Poleg osnovnih podatkov lahko za vsako oblacˇilo pre-
veri tudi, ali je zˇe izposojeno. Uporabnik si lahko izposodi kos oblacˇila za
cˇasovno obdobje do sˇtirinajstih dni. V tem cˇasu mora pazljivo ravnati z
oblacˇilom in ga negovati v skladu s podanimi informacijami. Oblacˇilo nato
vrne in izposodi si ga naslednji uporabnik. Ko se priblizˇuje rok za vrnitev
oblacˇila, uporabnik dobi opozorilo, da mora v roku treh dni vrniti oblacˇilo.
Zˇe izposojena oblacˇila si uporabnik lahko rezervira in pocˇaka, da pride na
vrsto za izposojo.
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Na svoji osebni strani ima uporabnik pregled izposojenih oblacˇil in oblacˇil,
ki so mu vsˇecˇ. V aplikaciji so tudi navodila o ravnanju z oblacˇili, njihovem
cˇiˇscˇenju in negovanju.
Slika 3.2: Diagram uporabe aplikacije.
Sestavni deli aplikacije
Za delovanje aplikacije smo morali ob Android aplikaciji, ki skrbi za prikaz
podatkov in izposojo oblacˇil, zasnovati ustrezno podatkovno zbirko. Ta skrbi
za hrambo uporabniˇskih podatkov, informacij o izposojenih oblekah in rezer-
vacijah. Za komunikacijo med podatkovno zbirko in Android aplikacijo smo
izdelali aplikacijski programski vmesnik (API) 2. Vmesnik prejema zahtevke
2Vmesnik API (ang. application programming interface) je mnozˇica rutin, protokolov
in orodij za izdelavo aplikacij. Vmesnik za programsko komponento dolocˇa: operacije med
podatki ter vhodne in izhodne podatke.
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aplikacije, poiˇscˇe podatke v podatkovni zbirki in jih vrne nazaj (slika 3.3).
Slika 3.3: Arhitektura prenasˇanja podatkov iz podatkovne zbirke preko vme-
snika API do mobilne aplikacije.
Podatkovna baza
Za hrambo podatkov aplikacije smo izdelali podatkovno bazo z orodjem
pgAdmin [33]. Orodje omogocˇa izdelavo podatkovnih baz PostgreSQL, je
odprtokodno ter podprto na operacijskih sistemih Linux, Unix, Mac OS X
in Windows.
Za potrebe aplikacije smo izdelali bazo, ki je sestavljena iz osmih tabel
(slika 3.4), v katerih so shranjeni posamezni podatki. Tako shranjujemo
podatke o oblekah, velikosti posameznega oblacˇila, o tem, kateremu spolu
je namenjeno in podatke o velikosti oblacˇila. Za posamezno oblacˇilo imamo
shranjen podatek o oblikovalcu in rezervaciji posameznega uporabnika. Prav
tako imamo za uporabnike shranjene podatke o priljubljenih oblacˇilih.
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Slika 3.4: Diagram podatkovne baze aplikacije.
Funkcionalne zahteve
Narocˇnik aplikacije je opisal idejo za izdelavo mobilne aplikacije in podal in-
formacije o nacˇinu delovanja aplikacije. Na podlagi pogovora z narcˇnikom je
bila izdelana specifikacija o delovanju same aplikacije. Pri razvoju mobilne
Android aplikacije je bilo potrebno zagotoviti delovanje sledecˇih funkcional-
nih zahtev:
• Registracija: uporabnik aplikacije se mora ob prvi uporabi aplikacije
registrirati v sistem. Pri tem mora vnesti obvezne podatke: ime, prii-
mek, uporabniˇsko ime in geslo. Ob registraciji ima mozˇnost dodajanja
profilne slike iz galerije ali preko fotoaparata. Pri vnosu gesla mora
uporabnik vnesti geslo, ki vsebuje vsaj osem znakov, eno veliko cˇrko in
eno sˇtevilko ali poseben znak.
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• Prijava v aplikacijo: registrirani uporabniki preko prijavnega zaslona
vnesejo podatke za prijavo v aplikacijo. Na izbiro morajo imeti polje,
kjer lahko izberejo samodejno prijavo ob zagonu aplikacije.
• Pregled vseh oblacˇil: vsi registrirani uporabniki morajo imeti dostop
do seznama oblacˇil. Seznam vsebuje po dve sliki oblacˇil v vrsti, pri
cˇemer so vse slike enake velikosti. Ob kliku na sliko se odpre okno s
podrobnejˇsimi podatki o izbranem oblacˇilu.
• Izposoja oblacˇila: vsa oblacˇila v aplikaciji morajo biti na voljo za iz-
posojo. Uporabnik izbere oblacˇilo in s klikom na gumb potrdi svoj
namen. Cˇas izposoje je omejen na 14 dni. Uporabnik, ki ne vrne
oblacˇila pravocˇasno, dobi zacˇasno prepoved izposoje. Cˇe se zamujanje
pri vracˇanju oblacˇil ponavlja, dobi uporabnik dokocˇno prepoved izpo-
soje. Uporabnik ima hkrati lahko izposojene najvecˇ tri kose oblacˇil.
• Rezervacija oblacˇila: ko je oblacˇilo izposojeno, ga lahko ostali upo-
rabniki rezervirajo. Ob rezervaciji mora uporabnik dobiti informacijo,
kdaj si bo lahko oblacˇilo izposodil in koliko uporabnikov se nahaja pred
njim v cˇakalni vrsti. Vsa rezervirana oblacˇila mora uporabnik videti
na svoji uporabniˇski strani.
• Vsˇecˇkanje oblacˇil: cˇe je uporabniku dolocˇen kos oblacˇila vsˇecˇ lahko
to tudi oznacˇi s klikom na gomb v obliki srcˇka. Oblacˇilo se prikzˇe v
seznamu vsˇecˇkanih oblacˇil na uporabnikovi strani.
• Urejanje in pregled osebnega profila: uporabnik ima mozˇnost urejanja
osebnih podatkov in profilne fotografije.
Na levi stani uporabniˇskega vmesnika mobilne aplikacije se nahaja navi-
gacijski meni (slika 3.5). S pomocˇjo menija lahko uporabnik preklopi med
razlicˇnimi zasloni v aplikaciji. Tako ima uporabnik dostop do vseh zaslonov
ne glede na trenutni prikazani zaslon.
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Slika 3.5: Prehodi med zasloni aplikacije. Zgoraj: galerija, glavni zaslon,
uporabniˇski profil. Spodaj: o hitri modi, meni, nega oblacˇil.
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Nefunkcionalne zahteve
Narocˇnik je zahteval delovanje aplikacije na mobilnih napravah z operacijskim
sistemom Android verzije 4.4 [29] 3 ali novejˇsi. Delovanje aplikacije mora biti
zagotovljeno ne glede na velikost zaslona in znamko pametnega telefona.
V testni fazi mora biti zagotovljeno stabilno delovanje ob 5000 registri-
ranih uporabnikih in podpora za 300 oblacˇi v sistemu. Aplikacija mora biti
enostavna za uporabo, velikost pisave pa ne sme biti premajhna. Ob pre-
nosu oblacˇil se morajo oblacˇila prikazati v nekaj sekundah, tudi cˇe aplikacija
vsebuje 300 oblacˇil.
3Google v sodelovanju s podjetji zdruzˇenja Open Handset Alliance (OHA) razvija ope-
racijski sistem Android. Prva verzija v uporabi je bila ver. 1.1, ki je izsˇla leta 2009.
Android 4.4 (z drugim imenom KitKat) je izsˇel leta 2013.
Poglavje 4
Postopek testiranja aplikacije
V tem delu je predstavljen nasˇ pristop k testiranju tovrstnih specifikacij. Pri
tem izhajamo iz naslednjih izhodiˇscˇ:
1. Pred zacˇetkom razvoja aplikacije je potrebno razmisliti o vkljucˇevanju
testiranja v proces razvoja.
2. Aplikacija mora biti dokoncˇana v dolocˇenem roku, v katerega spada
tudi testiranje in odprava napak.
3. Pomembno je, da so izpolnjene tako funkcionalne kot nefunkcionalne
zahteve.
4. Vemo, da imamo na voljo le dolocˇeno sˇtevilo programerjev, testerjev in
ostalih cˇlanov skupine. Tu ima glavno nalogo vodja projekta, ki skrbi
za pravilno razdeljeno delo in neoviran potek procesa razvoja.
Pri nacˇrtovanju procesa razvoja PO smo si postavili dve kljucˇni vprasˇanji,
ki sta bili pomembni za razvoj in testiranje aplikacije:
Kako in kdaj vkljucˇiti testiranje v proces razvoja? S pravilnim vkljucˇevanjem
testiranja lahko hitreje in bolj ucˇinkovito odkrijemo napake. S tem
zmanjˇsamo cˇas, ki bi bil namenjen odpravi napak v kasnejˇsih fazah
razvoja.
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Zakljucˇitev projekta v dolocˇenem roku: Cˇe zˇelimo zadovoljne uporab-
nike, mora biti aplikacija zakljucˇena v vnaprej dolocˇenem roku in de-
lovati pravilno.
4.1 Vkljucˇitev testiranja v razvoj
Preden smo se odlocˇili, kako bomo testiranje vkljucˇili v razvoj, smo pregledali
zˇe obstojecˇe modele. Modele smo analizirali in poiskali njihove dobre in slabe
lasnosti. Po pregledu smo se odlocˇili za sledecˇe:
• Testiranje ne sme biti samo en korak v procesu pred predajo aplikacije
narocˇniku.
• Testiranje se mora izvajati v vecˇ korakih v okviru razlicˇnih faz procesa
razvoja aplikacije.
• Cˇe je le mogocˇe, se mora testiranje izvajati vzporedno z razvojem PO. S
tem bomo najbolje izkoristili cˇas, ki je na voljo za dokoncˇanje projekta.
• Uposˇtevati je potrebno mozˇne zamike pri razvoju aplikacije in vzpore-
dno planirati zacˇetek testiranja specificˇnega izdelka.
Izdelali smo diagram procesa razvoja programske opreme (slika 4.1), ki
je izpeljan iz modela V in slapovnega modela. Diagram temelji na podlagi
obeh kljucˇnih vprasˇanj, predhodni analizi obstojecˇih modelov in predhodno
postavljenih izhodiˇscˇ. Posamezne korake testiranja in razvoja smo poskusili
povezati tako, da bi cˇim vecˇ aktivnosti potekalo vzporedno. Zato smo dolocˇili
vse aktivnosti v procesu razvoja in za posamezno fazo preucˇili, ali jo lahko
izvajamo neodvisno od ostalih.
Nasˇ proces razvoja PO vsebuje dva vzporedna toka razvoja, ki se na
koncu zdruzˇita.
Razvoj podatkovne zbirke in vmesnika API: sestavljen je iz treh ko-
rakov razvoja: nacˇrtovanja podatkovne zbirke, izdelave podatkovne zbirke
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in nacˇrtovanja in razvoja vmesnika API. V vsak korak je vkljucˇeno tudi
testiranje. Koraki testiranja so bili naslednji: testiranje nacˇrta podat-
kovne zbirke, testiranje podatkovne zbirke in testiranja vmesnika API.
Nacˇrtovanje in implementacija izgleda aplikacije: sestavljen je iz nacˇrtovanja
izgleda in analiziranja funkcionalnih zahtev aplikacije. Na koncu sledi
sˇe testiranje funkcionalnih zahtev v povezavi z nacˇrtom aplikacije. Tok
razvoja se nato razdeli sˇe na dva dela: implementacija nacˇrta s testira-
njem in implamentacija Android aplikacije.
Oba glavna toka procesa razvoja se nato zdruzˇita v naslednji korak im-
plementacije Android aplikacije, ki poteka vzporedno s testiranjem nacˇrta.
Po zakljucˇeni implementaciji Android aplikacije smo izvedli sˇe alfa in beta
testiranje aplikacije.
Dolocˇen korak testiranja je vkljucˇeval testiranje specificˇnega izdelka, ki
je nastal v razvojnem koraku. Izdelek je nato presˇel v fazo testiranja, kjer
so ga testerji preizkusili in podali rezultate. Pri dolocˇenih fazah testiranja
smo si pomagali s posebnimi orodji za testiranje, s pomocˇjo katerih je bilo
testiranje lazˇje in bolj ucˇinkovito.
Vsi koraki testiranja so bili skrbno nacˇrtovani zˇe pred zacˇetkom specificˇne
faze razvoja. Pri tem smo jasno dolocˇili namen testiranja, potek, testiran iz-
delek in izvajalce. Dolocˇili smo tudi predviden zacˇetek in trajanje testiranja.
Ker pri procesu razvoja prihaja do tezˇav in cˇasovnega zamika, smo korake
procesa razvoja nacˇrtovali vzporedno z razvojem. Tak nacˇin sicer prinasˇa do-
datna usklajevanja nadaljnih faz razvoja, vendar je ucˇinek obicˇajno vecˇji. Pri
planiranju razvoja je bilo potrebno uposˇtevati tudi odpravo odkritih napak
pri testiranju. Zato smo pri dolocˇitvi zacˇetka vsake faze razvoja predvideli
tudi cˇas za odpravo odkritih napak.
Ko je izdelek uspesˇno prestal proces testiranja, se je zacˇela naslednja faza
v procesu razvoja. Cˇe pa so bile pri testiranju odkrite napake, smo izdelek
predali nazaj v specificˇno fazo razvoja. Koraka razvoja in testiranja sta se
izvajala tako dolgo, dokler ni izdelek uspesˇno prestal testiranja.
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Slika 4.1: Proces razvoja in testiranja aplikacije.
V nadaljevanju diplomske naloge bomo vse korake testiranja sistematicˇno
opisali.
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4.2 Testiranje zahtev aplikacije
Prvi testirani izdelek je bila specifikacija aplikacije. Testiranje se je zacˇelo
po zakljucˇitvi nacˇtovanja zahtev. V njem so bile testirane funkcionalne in
nefunkcionalne zehteve zapisane v specifikaciji. Ko je izdelek uspesˇno prestal
testiranje, sta se vzporedno zacˇela izvajati fazi nacˇrtovanja izgleda aplikacije
in nacˇrtovanja podatkovne zbirke.
Pri testiranju so sodelovali projektni vodja, programer (vodja razvoja) in
narocˇnik aplikacije. Njihova naloga je bila preverjanje funkcionalnih in ne-
funkcionalnih zahtev v specifikaciji
Namen
Pravilno definirane specifikacije aplikacije so kljucˇni izdelek procesa razvoja.
Na podlagi specifikacije se izvajajo vse naslednje faze razvoja in testiranja,
zato je pomembno preveriti pravilnost specifikacije, saj bi napake povrocˇile
verizˇno reakcijo; pojavile bi se namrecˇ tudi v naslednjih fazah in celoten
proces razvoja bi bilo potrebno ponoviti.
Namen testiranja specifikacije je preverjanje funkcionalnih zahtev aplika-
cije z narocˇnikom. S tem se odpravjo vse kasnejˇse tezˇave pri razvoju projekta.
Narocˇnik je seznanjen z delovanjem aplikacije in predlaga spremembe.
Potek testiranja
Testiranje se je izvajalo, sˇe preden se zacˇene razvoj aplikacije. Sodelujocˇi so
pregledali specifikacijo aplikacije za izposojo oblacˇil in iskali napake. Skupaj
so pregledali sledecˇe:
• postopek za izposojo oblacˇil,
• postopek prijave in registracije,
• diagram uporabe aplikacije ter
• nefunkcionalne zahteve aplikacije.
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Rezultat testiranja
Rezultat te dejavnosti so bile odkrite napake v specifikaciji aplikacije glede
na zahteve narocˇnika. Vse napake so bile zapisane in komentirane v porocˇilu
testiranja. Dokument je vseboval sledecˇe napake:
1. Napacˇno definirana registracija: ko uporabnik klikne gumb registra-
cija, mora imeti mozˇnost dodajanja slike. Takrat se mora pokazati
sporocˇilo, v katerem lahko izbere nacˇin dodajanja slike. Poleg tega
mora registracija vsebovati povezavo do splosˇnih pogojev uporabe.
2. Napaka pri rezervaciji oblacˇil: cˇe ima uporabnik zˇe izposojena tri oblacˇila,
ne more rezervirati naslednjega kosa. Rezervacija je omogocˇena, ko
vrne vsaj eno izmed izposojenih oblacˇil.
3. Napaka pri izposoji: cˇe uporabnik ne prevzame rezerviranega oblacˇila
v treh dneh, se njegova rezervacija preklicˇe. Oblacˇilo je na voljo nase-
lednjemu uporabniku v vrsti.
4. Napaka pri samodejni prijavi v aplikacijo: cˇe uporabnik spremeni geslo
preko aplikacije, mora pri naslednji prijavi ponovno vnesti geslo in ga
potrditi.
Specifikacijo je bilo potrebno popraviti glede na porocˇilo testiranja. Uspesˇnost
te faze testiranja se nam je obrestovala pri nadaljnjem razvoju. Napake v tej
fazi lahko kasneje povzrocˇijo drazˇje popravilo.
4.3 Testiranje nacˇrta podatkovne zbirke
Pri tem koraku testiranja je bil testiran izdelek nacˇrt podatkovne zbirke. Te-
stiranje je izvajal administrator podatkovnih baz. Ker je nacˇrt podatkovne
zbirke zelo pomemben za samo izdelavo, je potrebno v njem poiskati more-
bitne napake in jih odpraviti pred tvorbo PB.
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Namen
Namen testiranja je preverjanje pravilnosti nacˇrta podatkovne zbirke. Tako
lahko zagotovimo dostopnost do vseh podatkov, pravilne podatkovne tipe,
mozˇnost urejanja in shranjevanja ter pravilnost povezanih entitet.
Neodkrite napake v nacˇrtu podatkovne zbirke povzrocˇajo neustrezno po-
datkovno zbirko. S tem testiranjem se izognemo kasnejˇsemu iskanju in od-
pravljanju napak, kar je obicˇajno veliko tezˇje.
Potek testiranja
Tudi podatkovno zbirko preverjamo glede na specifikacijo aplikacije. Vsi
potrebni podatki za delovanje morajo biti pravilno shranjeni v podatkovni
bazi. Testiranje je potekalo po sledecˇih korakih:
1. Pregled tabel, atributov in podatkovnih tipov: glede na specifikacijo apli-
kacije je potrebno preveriti, ali so vsi atributi pravilno shranjeni. Atri-
buti morajo biti v ustrezni tabeli in pravilnega podatkovnega tipa.
Vsaka tabela, v kateri so shranjeni podatki, mora imeti pravilno de-
finiran primarni kljucˇ (ang. primary key) in tuje kjucˇe (ang. foreign
keys).
2. Obveznost in neobveznost podatkov: v specifikaciji aplikacije je dolocˇeno,
kateri podatki so obvezni in kateri neobvezni (primer obveznih podat-
kov: ime, priimek, uporabniˇsko ime; primer neobveznih podatkov: cena
oblacˇila, telefonska sˇtevilka uporabnika itd.). Tako je potrebno preve-
riti, ali je v nacˇrtu pravilno dolocˇena obveznost specificˇnega podatka.
3. Relacije in sˇtevnosti med tabelami: podatki so v podatkovni bazi shra-
njeni v razlicˇnih tabelah. Da lahko v aplikaciji prikazˇemo pravilne
podatke (na primer, katera oblacˇila imamo izposojena, kateri smo v
cˇakalni vrsti za specificˇno oblacˇilo ipd.), morajo biti tabele pravilno
povezane med seboj. Pri tem postopku preverjamo relacije med posa-
meznimi tabelami.
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4. Testiranje vzdrzˇnosti transakcij na podatkovni bazi: ta korak je nada-
ljevanje testiranja predhodnega koraka. Preveriti moramo, ali lahko iz
dolocˇene tabele pridobimo podatke preko relacij med tabelami (rela-
cijo sestavljajo tuji in primarni kljucˇi). Poleg pridobivanja podatkov
moramo preveriti sˇe shranjevanje in urejanje posameznega podatka v
tabeli.
5. Normalizacija podatkovne zbirke: to je zadnji korak v testiranju nacˇrta
podatkovne zbirke. Normalizacija procesa, ki vodi relacijsko shemo PB
skozi zaporedje testov. Z vsakim testom preverimo, ali so izpolnjeni
dolocˇeni pogoji (slika 4.2 prikazuje proces normalizacije). S tem pro-
cesom se znebimo podvajanja podatkov ter poskrbimo, da v bazi ne
prihaja do anomalij med podatki. Proces vsebuje tri korake: odstra-
nitev ponavljajocˇih skupin atributov, odstranitev delnih funkcionalnih
odvisnosti in odstranitev tranzitivnih odvisnosti.
Pri postopku testiranja nacˇrta podatkovne zbirke smo priˇsli do sledcˇih
rezultatov.
Slika 4.2: Postopek normalizacije podatkovne zbirke.
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Rezultat testiranja
Rezultati testiranja podatkovne zbirke za aplikacijo za izposojo oblacˇil so
prikazani po posameznih korakih:
1. Pregled tabel in podatkovnih tipov je pokazal, da so napacˇno izbrani
nekateri podatkovni tipi. Atribut za shranjevanje telefonske sˇtevilke
bi moral biti tipa niz (ang. string) namesto celosˇtevilskega tipa (ang.
integer). Tako lahko omogocˇimo shranjevanje telefonske sˇtevilke v pra-
vilnem formatu ”+386”
2. Pregled obveznosti in neobveznosti podatkov je pokazal, da morajo biti
atributi, ki opisujejo uporabnika (telefonska sˇtevilka, slika, prebivaliˇscˇe
in datum rojstva) neobvezni, saj niso pogoj pri registraciji. Prav tako
se je odkrila napaka na oblacˇilih, saj atribut za shranjevanje slik ni bil
obvezen (vsa oblacˇila v aplikaciji morajo imeti sliko).
3. Pri testiranju relacij in sˇtevnosti med tabelani v podatkovni zbirki ni
bilo odkritih napak.
4. Pri testiranju vzdrzˇnosti transakcij na podatkovni bazi ni bilo odkritih
napak.
5. Test normalizacije podatkovne zbirke je pokazal, da je bil nacˇrt zˇe v
tretji normalni obliki. To pomeni, da na bazi ne bo priˇslo do anomalij
in podvajanja podatkov.
Rezultati testiranja so bili predstavljeni v dokumentu, ki je vseboval potek
iskanja napak z opisom, v kateri fazi so bile napake odkrite in na katerem
nivoju testiranja je priˇslo do napak.
4.4 Testiranje programskega vmesnika
Po izdelavi in testiranju podatkovne zbirke je sledila implementacija vme-
snika API. Ta ima nalogo prenasˇanja oblacˇil v aplikacijo, skrbi za izposojo in
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rezervacijo oblacˇil ter prijavo in registracijo oblacˇil. To je programer izvedel
z uporabo testiranja enot in testiranja integracije, in sicer s pristopom bele
sˇkatle.
Namen
Namen testiranja je preverjanje delovanja posameznega dela vmesnika API
in nato sˇe delovanje teh delov, ko so povezani med seboj. Tako preverimo
pravilno delovanje posamezne funkcionalnosti, ki jo potrebujemo za delova-
nje aplikacije. Testiranje vmesnika API je eden najpomembnejˇsih korakov
testiranja, saj skrbi, da aplikacija pridobi potrebne podatke za njeno delova-
nje. Napake na vmesniku API bi lahko v nasˇem primeru pomenile odpoved
delovanja Android aplikacije. Aplikacja preko vmesnika posˇilja podatke o
registraciji, prijavi, rezervaciji in izposoji oblacˇil. Ti podatki se na vmesniku
obdelajo po dolocˇenem delovnem toku in nato aplikacija pridobi odgovor
v obliki rezultata obdelave (primer rezultata: oblacˇila v PB, informacija o
rezervaciji, pravilnost vnesˇenih podatkov za prijavo ipd.).
Orodja za testiranje
Pri testiranju smo vkljucˇili knjizˇnice, ki omogocˇjajo posˇiljanje zahtevkov za
posamezno funkcijo vmesnika API in preverjanje rezultatov.
Za testiranje smo uporabili sledecˇa orodja in knjizˇnice:
1. Programsko orodje Pycharm [20] za programiranje v programskem je-
ziku python. Orodje je bilo razvito s strani podjetja JetBrains in
omogocˇa namestitev na operacijske sisteme Windows [17], Linux [15]
in macOS [16]. Orodje omogocˇa vkljucˇevanje razlicˇnih knjizˇnic, ki nam
pomagajo pri programiranju (recimo: knjizˇnica math [22], ki omogocˇa
uporabo funkcij za sesˇtevanje seznama sˇtevil, racˇunanje logaritmov
ipd.).
2. Knjiˇznica unittest [23] je ena izmed knjizˇnic, ki nam omogocˇa pisa-
nje testnih metod. Napisana je bila po zgledu knjizˇnice JUnit [13] in
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podpira avtomatizacijo testov, zaustavitev izvajanja kode ter pregled
stanja v trenutku zacˇasne zaustavitve in zdruzˇevanje testov v zbirke.
3. Knjizˇnico flask [21] in JSON [12].
Potek testiranja
Programer je pri testiranju vmesnika API napisal vecˇ testnih primerov z iz-
branim programskim orodjem in pripadajocˇimi knjizˇnicami. Testiranje je
zajemalo pravilnost statusa zahtevka in prejetih podatkov. Slika 4.4 pri-
kazuje primere testov, kjer lahko vidimo testiranje enote, ki preverja, ali
uporabnik obstaja v PB. Ta metoda vracˇa odgovor da (uporabnik ostaja) ali
ne (uporabnik ne obstaja), glede na prejeto uporabniˇsko ime, ki je vhodni
parameter. Testna metoda primerja odgovor s pricˇakovanim rezultatom. Na
podlagi prejetega odgovora in pricˇakovnega rezultata testna metoda vracˇa
uspesˇnost testiranja enote (slika 4.5).
Po testiranju enot je bilo izvedeno sˇe testiranje integracije. Iz slike 4.4
lahko vidimo primera testiranja registracije in prijave. Metoda registracija je
povezana z metodo, ki preverja, ali uporabnik zˇe obstaja (uporabniˇsko ime
je zˇe zasedeno), in z metodo, ki preverja, ali sta bili pri registraciji vnesˇeni
gesli enaki (pri registraciji uporabnik vnese gesli, ki morata biti enaki). Pri
tem testiranju smo preverjali pravilnost delovanja povezanih enot med seboj
(slika 4.3) in pri tem preverjali, ali metoda vracˇa pravilen status in podatke
ob napaki (recimo: neveljavno geslo, uporabniˇsko ime zˇe obstaja ipd.). Prav
tako smo preverjali pravilnost statusa in podatkov ob uspesˇni registraciji.
Testiranje se je izvajalo, dokler niso bile odpravljene vse nepravilnosti
vmesnika. Odkrite napake so se odpravile glede na porocˇilo o napakah, ki
smo ga dobili preko izbranega orodja (slika 4.5 prikazuje porocˇilo o napakah
pri izvajanju testov).
Na podlagi rezultatov testiranja je bilo potrebno odpraviti napake in po-
novno izvesti testiranje. Vsako naslednje testiranje je poleg zˇe napisanih
testov zajemalo tudi nove testne primere. Tako je bilo v celoti testirano
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delovanje sistema.
Slika 4.3: Povezovanje metod registracija, preverjanje gesla in obstoja upo-
rabniˇskega imena.
Rezultati
Rezultat testiranj so podatki o pognanih testih (slika 4.5). Uporabljena
orodja nam kot rezultat vracˇajo uspesˇno izvedene teste in neuspesˇne teste.
Razvijalec vmesnika tako dobi vpogled v rezultate in napake.
Na sliki 4.5 lahko vidimo primer sˇtirih testnih metod. Razvidno je, da je
pri dveh testih priˇslo do napake, zato je potrebno napake poiskati in jih od-
praviti. Tu so nam v pomocˇ rezultati testov. Iz slike 4.3 lahko vidimo, da sta
bili testirani dve povezani metodi, pri katerih je priˇslo do napake. Metoda za
registracijo je povezana z enoto, ki preverja zasedenost uporabniˇskega imena.
Lahko sklepamo, da je velika verjetnost napake pri testiranju metode registra-
cija posledica nedelovanje metode za preverjanje zasedenosti uporabniˇskega
imena. Rezultati testiranja so nam bili v pomocˇ pri odkrivanju napak, saj
vemo, da moramo najprej preveriti samostojno metodo, ki je neuspesˇno pre-
stala testiranje. Sˇele po odpravi napak v tej metodi, lahko na podlagi rezul-
tatov iˇscˇemo napake v metodi za registracijo
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Slika 4.4: Primer testnih funkcij.
4.5 Testiranje programskega vmesnika po na-
mestitvi na Heroku
Heroku [6] je storitvena platforma (ang. platform as a service), ki razvijalcem
omogocˇa gostovanje ter upravljanje aplikacij v oblaku in analizo prometa.
Podpira namestitev aplikacij, ki so napisane v razlicˇnih programskih jezikih
(na primer: python, node.js, java, ipd.) ter gostovanje podatkovnih baz.
Namen
Poleg testiranja enot in integracije je pomembno vmesnik testirati tudi po
namestitvi na specificˇno platformo. Izvesti je potrebno preformacˇne teste
in preveriti delovanje, odzivnost ter stabilnost. Rezultati testiranja morajo
ustrezati nefunkcionalnim zahtevam iz specifikacije aplikacije. Vmesnik API
mora po namestitvi na platformo delovati enako, kot je bilo predvideno pred
namestitvijo. Cˇe rezultati niso zadovoljivi, je potrebno preveriti tezˇave s
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Slika 4.5: Rezultat testnih metod.
strani ponudnika platforme. Druga mozˇnost je, da se tezˇava nahaja v vme-
sniku.
Orodja za testiranje
Testiranje je bilo izvedeno s pomocˇjo orodja JMeter [5]. Orodje nam omogocˇa
izvajanje obremenitvenih in preformacˇnih testov. Orodje je brezplacˇeno in
odprtokodno, napisano v programskem jeziku java ter podprto na razlicˇnih
operacijskih sistemih. Omogocˇa testiranje razlicˇnih protokolov in aplikacij,
na primer: HTTP [9], FTP [7], IMAP [10], SOAP [26] in REST [24] spletnih
servisov. Omogocˇa tudi povezovanje na podatkovno zbirko preko vmesnika
JDBC [11] ipd.
Orodje ima na voljo velik nabor razlicˇnih komponent, s katerimi izvajamo
teste. Vsak testni scenarij mora vsebovati osnovno komponento testni plan
(slika 4.6 prikazuje primer testnega plana), znotraj katere nato nastavimo
aktivnosti za avtomatizirano testiranje. Orodje deluje kot odjemalec in si-
mulira uporabnike, ki posˇiljajo zahtevke na strezˇnik. Testiranje se izvede
po vnaprej dolocˇenem testnem scenariju. Kot rezultat nam orodje s pomocˇjo
elementa poslusˇalec prikazˇe rezultate. Rezultate nam lahko prikazˇe v graficˇni
ali tabelaricˇni obliki.
V naprej dolocˇene testne plane lahko izvajamo neposredno preko ukazne
vrstice (ang. command line).
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Slika 4.6: Komponente testnega plana.
Potek testiranja
S pomocˇjo izbranega orodja smo testirali delovanje vmesnika na platformi
Heroku. Testiranje smo izvedli s komponento HTTP request (slika 4.7).
Komponenti smo dolocˇili nastavitve HTTP zahtevka: naslov strezˇnika kjer se
nahaja vmesnik, metodo in podatke zahtevka. V komponenti HTTP Header
Manager smo nastavili posˇiljanje podatkov v format JSON.
Sledila je sˇe nastavitev virtualnih uporabnikov (slika 4.7). S to aktivno-
stjo testnega nacˇrta imamo mozˇnost nastavitve sˇtevila virtualnih uporabni-
kov (ang. Tread Group) za simulacijo. Aktivnost generira dolocˇeno sˇtevilo
uporabnikov v dolocˇenem cˇasovnem obdobju po enakomerni porazdelitvi. Z
zanko smo dolocˇili, kolikokrat naj se generiranje izvede.
Dodali smo sˇe element poslusˇalec (ang. listener), s katerim prikazˇemo
oziroma analiziramo podatke. Ob pricˇetku testiranja z orodjem posˇljemo
zahtevke na izbran naslov, poslusˇalec pa nato cˇaka na odgovore. Ob analizi
odgovorov nam element izriˇse graf ali prikazˇe podatke v tabeli z razlicˇnimi
informacijami (recimo: sˇtevilo poslanih zahtevkov, kolicˇina prenesenega pro-
meta, uspesˇno prejeti zahtevki ipd.).
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Slika 4.7: Konfiguracija virtualnih uporabnikov in HTTP zahtevka.
Rezultati
Pretocˇnost je sestavni del nefunkcionalnih zahtev, ki se meri kot skupno
sˇtevilo zahtev na sekundo. Na ta nacˇin pridobimo podatke o zmogljivosti
strezˇnika, ki je eden od pomembnih kazalnikov pri ocenjevanju uspesˇnosti
uporabe. Ob testiranju uspesˇnosti aplikacije je potrebno uposˇtevati tudi
nekatere druge kazalnike kot so recimo odzivni cˇas, zakasnitev itd.
Nasˇ test je vseboval 5000 navideznih uporabnikov. Testirali smo pretocˇnost
pri pridobivanju oblacˇil iz podatkovne zbirke. Tu je ozko grlo aplikacije, saj
se morajo iz podatkovne zbirke v aplikacijo prenasˇati slike. Pricˇakovano je,
da bo prepustnost tu najmanjˇsa. Izkazalo se je, da lahko vmesnik API ob-
dela 30 zahtevkov (slika 4.8 in slika 4.10) na sekundo, kar zadovolji potrebe
aplikacije.
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Slika 4.8: Pretocˇnost vmesnika API na platformi Heroku.
Testiranje je tudi pokazalo, da je 60 % zahtevkov odgovor prejelo v cˇasu
krajˇsem od 500 ms. Manj kot 6 % je prejelo odgovor v cˇasu, ki je bil daljˇsi
kot 1500 ms (slika 4.9). Ker med vsemi zahtevki nismo prejeli napake, sta
tako API kot strezˇnik primerna za potrebe delovanja nasˇe Android aplikacije.
4.6 Testiranje funkcionalnih zahtev in nacˇrta
aplikacije
Po koncˇanem nacˇrtovanju aplikacije je sledilo sˇe testiranje nacˇrta aplikacije
s funkcionalnimi zahtevami. Nacˇrtovalec je pripravil nacˇrt glede na specifi-
kacijo aplikacije, pred samo implementacijo pa je bilo potrebno preveriti, ali
so v nacˇrtu napake. Pri testiranju so sodelovali programer, projektni vodja
in nacˇrtovalec.
Namen
S tem testiranjem se izognemo nepotrebnim spremembam nacˇrta med razvo-
jem, kar bi vzelo vecˇ cˇasa za odpravo napak. Pri tem je pomembno, da so
v nacˇrtu definirani koraki povezani z dejanskimi funkcionalnimi zahtevami
(kot na primer, kateri zaslon se prikazˇe ob kliku na gumb Prijava).
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Slika 4.9: Sˇtevilo odgovorov glede na cˇas pri testiranu pridobivanja oblacˇil.
Potek testiranja
Pri testiranju smo preverjali pravilnost po naslednjih korakih:
• Koraki ob kliku na gumbe: v nacˇrtu smo preverjali, ali imajo gumbi v
navigaciji definirane prehode med razlicˇnimi zasloni (slika 3.5). Poleg
tega preverjamo tudi prikaz opozorilnih oken ob registraciji, izposoji
oblacˇil in registraciji.
• Uporabnost in oblika nacˇrta: pri nacˇrtu smo preverjali tudi enostavnost
in preglednost aplikacije. Pomembna je bila velikost gumbov in pisave v
aplikaciji, ter prikaz kljucˇnih informacij za uporabnika. Pri posameznih
zaslonih smo preverjali tudi to, kako so elementi razporejeni po zaslonu
in pa popolnost vseh informacij, ki so zapisane v specifikaciji.
Rezultati testiranja
Rezultati testiranja so sledecˇi:
1. Gumbi v navigaciji aplikacije niso imeli dolocˇenih prehodov na zaslone.
2. Barva aplikacije je bila prevecˇ svetla, barve med zaslonom in elemeti
pa so si bile prevecˇ podobne, zato je bila aplikacija tezˇko uporabna.
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Slika 4.10: Sˇtevilo vrnjenih zahtevkov glede na cˇas trajanja.
Prav tako so imeli zasloni razlicˇne barve, kar je bilo potrebno popraviti
in dolocˇiti vsem zaslonom enake kontraste.
3. Pisava na zaslonih je bila premajhna, zato bi bila na manjˇsih napravah
neberljiva.
4. Manjkal je nacˇrt za opis aplikacije in pomocˇ uporabnikom.
4.7 Testiranje nacˇrta aplikacije
Drugi del testiranja nacˇrta Android aplikacije se je zacˇel po zakljucˇeni im-
plementaciji. Testiranje je izvedla testna ekipa, ki je bila osredotocˇena na
iskanje napak v nacˇrtu na razlicˇnih mobilnih napravah.
Namen
Namen testiranja je bil preverjanje prilagodljivosti aplikacije glede na razlicˇne
mobilne naprave. Pomembno je bilo testiranje nacˇrta po implementaciji na
napravah z razlicˇnimi zasloni in razlicˇnimi mobilnimi operacijskimi sistemi.
Na ta nacˇin zagotovimo, da se aplikacija pravilno prilagaja na razlicˇne na-
prave.
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Potek testiranja
Testiranje je potekalo sˇe brez izvedbe dolocˇenih funkcionalnih zahtev. Med
testiranjem smo preverjali sledecˇe:
• prilagajanje oblike glede na razlicˇne velikosti zaslona in na razlicˇico
mobilnega operacijskega sistema,
• velikost in pravilno postavitev besedila,
• pravilno postavitev vseh elementov na zaslonu ter
• vidnost in prekrivanje elementov.
Testne naprave
Testiranje je obsegalo sledecˇe naprave, sisteme in specifikacije:
• 10 razlicˇnih mobilnih telefonov,
• operacijski sistemi Android verzije: KitKat (4.4)[1], Lollipop (5.0 in
5.1)[2], Marshmallow (6.0)[3] in Nougat (7.0)[4],
• mobilni telefoni znamk: Samsung, LG, HTC, Sony in Huawei,
• velikost zaslona: 4.0 ”, 4.6 ”, 4.7 ”, 5.0 ” in 5.2 ”.
Rezultati testiranja
Pri testiranju so bile odkrite naslednje napake:
• na napravah z zaslonom velikosti 4.0 ” je bilo besedilo premajhno in
neberljivo. Pisava na gumbih je bila prevelika, zato ni bila vidna v
celoti,
• slike na napravah z zaslonom, manjˇsim od 4.6 ”, niso bile vidne v celoti,
• naprave z operacijskim sistemom Android KitKat niso imele vidne na-
vigacije,
• gumbi na napravah velikosti 5.2 ” so bili preveliki.
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4.8 Testiranje Android aplikacije
Testiranje Android aplikacije se je izvajalo vzporedno s samim razvojem. Te-
stiranje smo izvajali programerji pri razvoju in si pri tem pomagali z orodjem
Espresso Test Recorder [32].
Namen
Namen testiranja je preverjanje pravilnosti med razvojem aplikacije. Progra-
mer izvaja testne primere med razvojem in preverja, ali je priˇslo do napak v
aplikaciji. Na ta nacˇin lahko zagotavljamo sprotno preverjanje nove in spre-
menjene kode. S pomocˇjo ustreznega orodja smo zagotovili, da so obstojecˇe
funkcionalnosti delovale pravilno tudi po imlementaciji novih funkcionalnosti.
Orodja
Espresso Test Recorder je orodje za tvorbo testov uporabniˇskega vmesnika,
brez pisanja kode [32]. S snemanjem testnega scenarija zabelezˇimo korake
(slika 4.11) in jim dodamo trditve (ang. assertions). Espresso Test Recorder
nato vzame shranjeni posnetek in samodejno ustvari ustrezen uporabniˇski
vmesnik, ki ga lahko zazˇenemo in testiramo aplikacijo [32]. Ko shranimo
testni scenarij, se nam v ozadju zgenerira koda ustreznega testnega scenarija
(primer enega izmed testov na sliki 4.12)
Orodje je del programske opreme Android Studio [18] in omogocˇa poga-
njanje testov na razlicˇnih napravah. Prav tako pohitri testiranje, saj omogocˇa
preverjanje pravilnosti delovanja brez rocˇnega klikanja po aplikaciji.
Orodje splosˇno deluje tako, da v meniju izberemo pozˇeni Record Espresso
Test in izberemo napravo, na kateri zˇelimo snemati testne scenarije. Izbe-
remo lahko virtualno napravo, ki je del programske opreme Andorid Studio ali
pa mobilni telefon povezˇemo z racˇunalnikom. Cˇe izvajamo snemanje testnih
scenarjev preko mobilnega telefona je priporocˇljivo, da izkljucˇimo animacije.
S snamanjem nasˇih akcij pri uporabi aplikacije se nato generira testna koda.
Na vsakem koraku lahko dodamo tudi preverjanje pravilnosti. Ko koncˇamo
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Slika 4.11: Generiranje testnega scenarija.
s snemanjem scenarija, se testni scenari shrani v projekt, nato pa ga lahko
pozˇenemo tako, da v meniju izberemo gumb run selected test.
Potek testiranja
S testnim orodjem Espresso Test Recorder smo posneli testne scenarije (slika
4.12). Testne scenarije smo shranili v projekt, pri tem pa se je generirala
testna koda. Ob vsaki spremembi kode smo izvajali generirane teste in pre-
verjali, ali se je pojavila napaka. Cˇe so testi pokazali, da je v kodi napaka,
smo morali preveriti spremembe v kodi in poiskativzrok napake. To orodje
nam je omogocˇalo, da med programiranjem novih funkcionalnosti nismo na-
redili napake v zˇe obstojecˇi kodi.
4.12).
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Slika 4.12: Primer zgenerirane testne kode s pomocˇjo orodja Espresso Test
Recorder.
Rezultati
Rezultate testiranja (recimo na sliki 4.13) smo dobili z izvajanjem testnih
scenarijev. Povedali so nam, kateri testi so se izvedli uspesˇno in kateri ne.
S tem dobimo takojˇsnje rezultate o pravilnosti kode, ki so nam v pomocˇ pri
odpravi napak.
Rezultate smo dobili za vse teste vsake funkcionalnosti, predstavljeni
pa so v orodju Android Studio. Pri testiranju smo odkrili najvecˇ napak
Slika 4.13: Primer rezultata testiranja Android aplikacije.
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pri izposoji oblacˇil. Tam je najvecˇ tezˇav povzrocˇal postopek za izposojo
oblacˇil. Tezˇava je bila recimo ta, da uporabnik ni dobil obvestila o prevzetju
dolocˇenega kosa oblacˇila. Napake so bile odkrite tudi pri rezervaciji oblacˇila,
saj bi se moralo pokazati opozorilo, ko ima uporabnik zˇe rezervirana ali iz-
posojena tri oblacˇila.
4.9 Alfa testiranje
Alfa testiranje smo zacˇeli izvajati, ko je bila razvita vecˇina funkcionalnih
zahtev. Testiranje je po principu cˇrne sˇkatle izvajala testna skupina, ki je
bila sestavljena iz sˇtirih cˇlanov.
Namen
Namen alfa testiranja je bilo vzporedno iskanje napak na Android aplikaciji.
Testna ekipa je iskala napake na testni razlicˇici aplikacije in porocˇala o od-
kritih napakah v aplikaciji. S tem smo zagotovili sprotno odpravo najdenih
napak, ki je obicˇajno hitrejˇsa in lazˇja od odprave napak po koncu razvoja.
Orodja
Pri testiranju so bile uporabljene sledecˇe naprave:
• 4 mobilni telefoni znamk: Samsung, HTC in Sony,
• operacijski sistemi Android verzije: Lollipop [2] (5.0 in 5.1), Marshmal-
low [3] (6.0),
• velikost zaslona: 4.6 ” in 5.0 ”.
Potek testiranja
Testiranje je potekalo na specificˇnih Android napravah z razlicˇnimi operacij-
skimi sistemi in razlicˇno velikostjo zaslona. Vsak izmed testerjev je izvajal
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testiranje na eni izmed naprav in preverjal tako funkcionalne kot nefunkcio-
nalne zahteve.
Testiranje je potekalo tako, da so po koncˇanem razvoju specificˇne funkcio-
nalnosti testerji preverili njeno delovanje. Poleg na novo razvite funkcionalno-
sti so preverjali sˇe ostale, prej razvite funkcionalne zahteve. Ob zakljucˇenem
testiranju so testerji napisali porocˇilo, ki je vsebovalo sledecˇe podatke:
1. znamka mobilne naprave, velikost zaslona in verzija operacijskega sis-
tema Androida,
2. sˇtevilka verzije testne aplikacije,
3. seznam testiranih funkcionalnosti ter
4. seznam odkritih napak in postopek za ponovitev napake.
Rezultati testiranja
Rezultat testiranja so bile napake, ki so se pojavile v aplikaciji. Porocˇilo o
napakah je bilo poslano programerjem, da jih uspesˇno odpravijo.
Testerji so pri testiranju aplikacije odkrili sledecˇe napake:
• Nedelovanje gumba za vsˇecˇkajnje oblacˇil: ob kliku na gumb za vsˇecˇkanje
oblacˇil tester ni dobil obvestila, da je oblacˇilo vsˇecˇkano. Prav tako se
oblacˇilo ni pojavilo na osebni strani v seznamu vsˇecˇkanih oblacˇil.
• Napaka pri spreminjanju osebnih podatkov: ko je tester zˇelel spremeniti
svoje osebne podatke, je dobil obvestilo, da mora izpolniti polja za
spremembo podatkov, cˇeprav so bili podatki zˇe vnesˇeni.
• Nedelovanje gumba v navigaciji: gumb za prehod na zaslon pomocˇ upo-
rabniku ni deloval.
• Tezˇava pri izbiri osebne slike: tester je pri registraciji poskusil za sliko
izbrati fotografijo iz fotoaparata in pri tem dobil obvestilo o napaki
aplikacije, ki se je povrh vsega sˇe zaprla.
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• Po ogledu oblacˇil se je aplikacija ustavila: ob pregledovanju razlicˇnih
oblacˇil se je aplikcija vecˇkrat ustavila.
4.10 Beta testiranje
Beta testiranje je bila zadnja faza testiranja pred objavo aplikacije. Testiranje
je izvedla skupina petnajstih uporabnikov aplikacije, ki so bili predhodno
izbrani. V tej fazi je bil testiran izdelek aplikacija kot celota.
Namen
Namen testiranja je bil preverjanje sˇe zadnjih nepravilnosti v aplikaciji. Iz-
brani uporabniki so bili tudi bodocˇi uporabniki aplikacije, zato smo zˇeleli
pridobiti odziv na aplikacijo z njihove strani. S testiranjem smo zˇeleli prido-
biti informacijo, ali uporabniki razumejo, na kasˇen nacˇin deluje izposoja in
rezervacija oblacˇil, ali je aplikacija enostavna in uporabna. Ker smo bili pri
procesu testiranja do tega trenutkaomejeni na nasˇ nabor mobilnih naprav, je
bil namen tega testiranja tudi preizkus aplikacije na vecˇji mnozˇici mobilnih
naprav.
Potek testiranja
Uporabnikom aplikacije smo pred zacˇetkom testiranja na kratko opisali na-
men projekta in aplikacije. Na kratko smo jim predstavili aplikacijo in posto-
pek izposoje oblcˇil. Testiranje aplikacije je trajalo sedem dni. V tem cˇasu so
uporabniki na svojih napravah vsakodnevno uporabljali aplikacijo. Pri upo-
rabi aplikacije so preverjali, ali je priˇslo do napake, preverjali so uporabnost
in kvaliteto aplikacije. Povedali so tudi svojo izkusˇnjo pri uporabi aplikacije.
Rezultati testiranja
Uporabniki so nam predstavili uporabniˇsko izkusˇnjo pri uporabi aplikacije.
Navedli so nam vse tezˇave pri testiranju ter motecˇe elemente pri uporabi
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aplikacije:
1. Pri vpisovanju podatkov registracije je motecˇe, da je tipkovnica akti-
virana, ne moresˇ pa se pomikati navzdol po zaslonu. Podobno v oknu
Vpis.
2. Ko so za sliko izbrali fotografijo,se je aplikacija vrnila na okno za, re-
gistracijo, kjer so morali sˇe enkrat pritisniti gumb Registracija.
3. Vecˇkrat se lahko registrirasˇ z enakim uporabniˇskim imenom.
4. Ko so naredili rezervacijo oblacˇila, niso dobili povratne informacije o
tem, ali je bila rezervacija uspesˇna.
5. Aplikacija se je ustavila po sledecˇih dogodkih: rezervacija oblacˇila, re-
zervacija drugega oblacˇila (obvestilo, da to ni mogocˇe), klik na sˇe eno
oblacˇilo in nato se je aplikacija ustavila.
6. Ni vidnega seznama rezerviranih oblacˇil.
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Poglavje 5
Sklepne ugotovitve
V diplomskem delu je opisan proces testiranja na primeru aplikacije za izpo-
sojo oblacˇil. S tem postopkom je bil razvoj aplikacije uspesˇno zakljucˇen in
aplikacija je bila dostavljena narocˇniku.
Pri procesu testiranja programske opreme so sodelovali testerji, narocˇnik
aplikacije, programerji, testni uporabniki aplikacije in projektni vodja. S
pomocˇjo izbranih orodij JMeter, Pycharm in Espresso test recorder smo
uspesˇno poiskali in odpravili napake, sˇe preden je bila aplikacija na voljo
uporabnikom.
Proces testiranja je bil sestavljen iz devetih korakov (slika 5.1), s pomocˇjo
katerih smo uspesˇno izpeljali celoten razvojni proces. Pred zacˇetkom razvoja
aplikacije smo si postavljali vprasˇanja, kako izpeljati testiranje in kako pre-
gledati nepoznano podrocˇje glede testiranja v praksi. Pri tem smo poskusˇali
poiskati nacˇin, s katerim bi priˇsli do uspeha na preprost in ucˇinkovit nacˇin.
Zadnjo fazo testiranja smo izvedli s pomocˇjo izbranih koncˇnih uporabni-
kov. Ti so nam bili v veliko pomocˇ, saj je bila aplikacija namenjena prav njim
in njihovo mnenje je tisto, ki pri uporabi aplikacije sˇteje najvecˇ. Pri procesu
testiranja smo priˇsli do razlicˇnih tezˇav (npr. kdaj vkljucˇiti testiranje, katera
orodja uporabiti ipd.), vendar smo jih s skupnimi sestanki uspesˇno resˇevali.
Zelo smo zadovoljni z izpeljanim procesom razvoja, saj je bil odziv upo-
rabnikov aplikacije pozitiven in je aplikacija sˇe vedno v uporabi.
47
48 Nejc Kambicˇ
Slika 5.1: Pregled korakov testiranja.
Nadaljnje delo
• Kot naslednji korak procesa testiranja, bi zˇeleli proces razvoja in testi-
ranja prizkusiti sˇe na sorodnih izdelkih. S tem bi preverili ucˇinkovitost
in zanesljivost postopka ter uporabnost izbranih orodij.
• Preveriti bi zˇeleli testiranje s pomocˇjo placˇljivih orodij za testiranje,
prav tako pa tudi ucˇinkovitost v primerjavi s trenutno izbranimi orodji.
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