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i i i . 
\ <var> 
i v . 
r u l e ,  t h e s y m b o l "I" a p p e a r s a s a t r a n s l a t i o n r u l e .  A s a n 
e x a m p l e o f h o w s e q u e n c e s o f s y m b o l s a r e r e a r r a n g e d f o r t r a n s -
l a t i o n ,  t h e i n f i x a d d i t i o n o f 
< s u m > + < t e r m
> 
i s t r a n s l a t e d i n t o t h e r e v e r s e p o l i s h s e q u e n c e of s y m b o l s 
c o n s i s t i n g o f a " < s u m > " f o l l o w e d b y a " < t e r m > " f o l l o w e d b y 
t h e i n t e r m e d i a t e - l a n g u a g e c o m m a n d f o r a d d i n g t o g e t h e r t h e v a l u e s 
r e s u l t i n f r o m e v a l u a t i o n o f t h e p r e v i o u s t w o s u b e x p r e s s i o n s .  
A s i n good p o l i s h n o t a t i o n ,  p a r e n t h e s i s a r e r e m o v e d f r o m 
a r o u n d e x p r e s s i o n s ,  and t h i s p r o c e s s i s s p e c i f i e d b y a s s o c i a t i n g 
t h e t r a n s l a t i o n r u l e V s u m ^ " w i t h t h e s y n t a c t i c r u l e 
< f a c t o r > -»(<sum>) .  
T h e r e m a i n i n g r u l e s h a v i n g < f a c t o r * o n t he l e f t h a n d s i d e are 
u s e d f o r t r a n s l a t i n g a r i t h m e t i c o p e r a n d s i n t o t h e i n t e r m e d i a t e 
l a n g u a g e .  F o r e x a m p l e ,  t h e s y n t a c t i c r u l e 
< f a c t o r > - < v a r > 
i n d i c a t e s t h a t o p e r a n d s i n a r i t h m e t i c e x p r e s s i o n s a r e v a r i a b l e 
n a m e s ,  and t he t r a n s l a t i o n o f <a < v a r > i n t o s e q u e n c e 
< v a r > i n 
i n d i c a t e s t h a t t h e " i n" c o m m a n d i s u s e d f o r f e t c h i n g t h e v a l u e 
a s s o c i a t e d w i t h < v a r > and f o r s t o r i n g t h a t v a l u e o n t o p o f 
t h e r u n - t i m e o p e r a n d s t a c k o f t he i n t e r m e d i a t e - l a n g u a g e i n t e r p r e t o r .  
T h e o t h e r s y n t a c t i c r u l e 
< f a c t o r > - a t < v a r > 
r e f l e c t s t he f a c t t he i n t e r m e d i a t e l a n g u a g e p e r m i t s u s e o f 
p r o g r a m v a r i a b l e s t h a t a r e p o i n t e r s t o d a t a n a m e d by o t h e r 
p r o g r a m v a r i a b l e s .  H e n c e ,  t h e e f f e c t o f t h e "a t " c o m m a n d 
o f t he s o u r c e l a n g u a g e i s t o s u p p r e s s t h e a p p e a r a n c e o f " i n" 
i n t ho t r a n s l a t e d p r o g r a m a f t e r t h e t r a n s l a t e d v a r i a b l e n a m e .  
In t h i s c a s e ,  a p o i n t e r t o t h e d a t a s t o r e d i n < v a r > i s l e f t 
o n t o p of t h e i n t e r p r e t o r o p e r a n d s t a c k a t r u n t i m e .  F i n a l l y ,  
t h e r u l e 
< v a r > < n a m e > 
m e a n s t h a t t h e n a m e s o f p r o g r a m v a r i a b l e s a re t r a n s l a t e d 
i n t o t h e s e q u e n c e " v a r i a b l e < n a m e > . " H e r e ,  t h e e f f e c t o f t h e 
" v a r i a b l e " c o m m a n d i s t o f i n d a p o i n t e r t o t h e d a t a s t o r e d 
i n t h e f o l l o w i n g n a m e a t r u n t i m e a n d t o p l a c e t h i s p o i n t e r 
o n t o p of t he r u n - t i m e o p e r a n d s t a c k .  
T h e s e q u e n c e " < v a r ^ . ( < e x p r - s e q u e n c e > ) . " o n t h e r i g h t 
p a r t o f t he r e m a i n i n g < f a c t o r > r u l e i s t h e d e f i n i t i o n o f 
a f u n c t i o n c a l l .  F u n c t i o n c a l l s a r e t r a n s l a t e d w i t h t he 
p a r a m e t e r s p r e c e d i n g t h e f u n c t i o n n a m e i n t h e t r a n s l a t e d p r o g r a m .  
I n t h i s w a y ,  t h e f u n c t i o n c a l l c a n be m a d e t o l o o k l i k e a r e v e r s e 
p o l i s h o p e r a t o r h a v i n g n o p e r a n d s ,  w i t h n t h e n u m b e r o f 
p a r a m e t e r s ,  A p a r a m e t e r l e s s f u n c t i o n c a l l i s t r a n s l a t e d 
e x a c t l y t he s a m e w a y a s a p r o g r a m v a r i a b l e .  T h u s ,  t he s e q u e n c e 
" v a r i a b l e < n a m e > i n" 
i n a t r a n s l a t e d p r o g r a m s e r v e s b o t h t o f e t c h d a t a and t o 
i n i t i a t e a c a l l o n a f u n c t i o n ,  d e p e n d i n g o n t h e < n a m e > i n v o l v e d .  
T h i s c a l l i n g s e q u e n c e w i l l be r e f e r r e d t o i n t h e f u l l g r a m m a r 
t h a t f o l l o w s .  
W e h a v e a t t e m p t e d t o m a k e o u r t r a n s l a t i o n g r a m m a r f o r 
v i .  
A L G O L 6 8 a s s e l f - c o n t a i n e d a s p o s s i b l e .  T h u s ,  e a c h t r a n s -
l a t i o n r u l e i s f o l l o w e d b y a n e x p l a n a t i o n o f w h a t e f f e c t s 
t h e i n t e r m e d i a t e l a n g u a g e c o m m a n d s a r e p r o d u c i n g .  I t s h o u l d 
be n o t e d t h a t t he l a r g e r g r a m m a r u s e s ,  e . g . ,  t h e s y m b o l "=" 
i n p l a c e of t h e " a s s i g n " c o m m a n d of o u r s m a l l e x a m p l e ,  a n d ,  
i n g e n e r a l t r a n s l a t e s as m a n y s o u r c e s y m b o l s as p o s s i b l e i n t o 
s i m i l a r c o m m a n d s of t h e i n t e r m e d i a t e l a n g u a g e .  A f u l l 
d e s c r i p t i o n of t h e i n t e r m e d i a t e l a n g u a g e c a n be f o u n d i n 





I I I .  P r o g r a m S t r u c t u r e i n A L G O L 6 8 
S i n c e m a n y p r o g r a m m i n g f e a t u r e s i n A L G O L 6 8 a r e d e f i n e d 
i n t e r m s o f A L G O L 6 8 c o n s t r u c t s ,  A L G O L 6 8 p r o g r a m s m u s t c o n t a i n 
a n o u t e r b l o c k i n tohich t h e s e f e a t u r e s a r e d e f i n e d .  T h u s ,  
a n A L G O L 6 8 p r o g r a m c o n s i s t s o f a n i n n e r b l o c k w h i c h i s t h e 
" p a r t i c u l a r p r o g r a m " o f s o m e p r o g r a m m e r and a n o u t e r b l o c k 
c o n t a i n i n g l i b r a r y s u b r o u t i n e s and s t a n d a r d d e f i n i t i o n s .  
F o r t h e m o m e n t ,  w e w i l l c o n c e n t r a t e on p a r t i c u l a r p r o g r a m s 
a n d t r e a t t h e o u t e r b l o c k a s t h o u g h i t w e r e a n i m p l e m e n t a t i o n -
d e p e n d e n t s e t o f c o n t r o l c a r d s n e c e s s a r y t o t h e r u n n i n g 
o f A L G O L 6 8 p r o g r a m s .  T h u s ,  w e c a n w r i t e s y n t a c t i c r u l e 1 : 
1 .  < p r o g r a m > - ( < s t a n d a r d p r e l u d e > < b l o c k > ; e x i t : 
< s t a n d a r d p o s t l u d e > ) 
H e r e ,  t h e s e q u e n c e " e x i t : " i s a l a b e l d e f i n i t i o n t h a t 
i s g l o b a l t o e v e r y t h i n g i n t h e p a r t i c u l a r p r o g r a m < b l o c k > .  T h u s ,  
a p a r t i c u l a r p r o g r a m c a n a l w a y s be t e r m i n a t e d b y a s t a t e m e n t 
s u c h a s 
g o t o e x i t ; 
T h e l e f t a n d r i g h t p a r e n t h e s e s used t o s u r r o u n d t he o u t e r 
b l o c k o f a p r o g r a m a r e e s s e n t i a l l y i n t e r c h a n g e a b l e w i t h 
b e g i n a n d e n d ,  w h i c h a r e a l s o s y m b o l s i n A L G O L 6 8 : 
2 .  < b l o c k > - b e g i n < c l a u s e > end =» < c l a u s e > 
|  ( < c l a u s e > ) => < c l a u s e > 
E x c e p t i n a f e w c a s e s ,  A L G O L 6 8 t r e a t s b l o c k s a s t h o u g h t h e y 
w e r e e x p r e s s i o n s t h a t h a v e v a l u e s .  T h u s ,  t h e s t a t e m e n t 
a := b x ( c + d ) ; 
m e a n s t h e s a m e t h i n g i n ALGOL 6 0 a s i n A L G O L 6 8 : T h e v a l u e 
o b t a i n e d f r o m a d d i n g c t o d i s m u l t i p l i e d b y t h e v a l u e o f b 
and s t o r e d i n t h e l o c a t i o n d e n o t e d b y a .  T h e A L G O L 6 8 s t a t e -
m e n t 
a b x b e g i n r e a l y ; y := 1 ; y + a end 
m e a n s t h a t t h e v a l u e o b t a i n e d f r o m a d d i n g y t o a i n t h e b l o c k 
w i l l be m u l t i p l i e d b y t he v a l u e o f b and s t o r e d i n t h e l o c a t i o n 
d e n o t e d b y a . • N o t e t h a t h e r e t h e s e q u e n c e 
"y + a" 
i s t r e a t e d a s a s t a t e m e n t of t h e l a n g u a g e t h a t y i e l d s a v a l u e .  
I V .  D e c l a r a t i o n s and D a t a T y p e s 
V a r i a b l e s d e c l a r e d i n a n A L G O L 6 8 b l o c k a r e l o c a l t o 
t h a t b l o c k i n e s s e n t i a l l y t h e s a m e f a s h i o n a s i n A L G O L 6 0 -
o n l y ,  i n A L G O L 6 8 ,  t h e s e d e c l a r e d v a r i a b l e s a r e s a i d t o be 
" p r o t e c t e d " i n s t e a d of l o c a l .  A s n e a r a s I c a n d e t e r m i n e ,  
p r o t e c t i o n of v a r i a b l e s i n v o l v e s t a g g i n g t h e m w i t h a h i g h e r 
b l o c k n u m b e r t han t he v a r i a b l e s o f t h e i r o u t e r b l o c k : 
3 .  < c l a u s e > < s t a t e m e n t s e q u e n c e > =» I 
| < d e c l a r a t i o n s > j < s t a t e m e n t s e q u e n c e > 
=> $ B E G I N < d e c l a r a t i o n s > ; < s t a t e m e n t s e q u e n c e > $ E N D 
I n t h i s t r a n s l a t i o n r u l e ,  t he $ B E G I N c o m m a n d of t he i n t e r m e d i a t e 
l a n g u a g e i n c r e m e n t s t h e b l o c k n u m b e r c o u n t ,  and $ E N D d e c r e m e n t s 
t h a t c o u n t .  I n a d d i t i o n ,  t h e $ E N D c o m m a n d i n i t i a t e s a " g a r b a g e 
c o l l e c t i o n " p r o c e d u r e t h a t d i s m a n t l e s a r r a y s and d a t a s t r u c t u r e s 
c o n s t r u c t e d w i t h i n i t s b l o c k .  Since m o r e t h a n o n e d e c l a r a t i o n 
c a n a p p e a r i n a b l o c k ,  w e h a v e t he a d d i t i o n a l r u l e : 
4 .  < d e c l a r a t i o n s > - < d e c l a r a t i o n > =» I 
|  <declarat ions>;<declarat ion>=>I 
There are four prim i t ive data types used in ALGOL 68 
dec l ara t ions .  In add i t ion ,  data types can be constructed 
that consist of structures con ta in ing the prim i t ive types 
together w i th other inven ted data types .  Ru les (5) l ist the 
prim i t ive types ,  together w i th the < ind i can t> that has the 
same effect as a data type dec lara t ion : 
5 .  <dec lara tor> - real => $NUMBR 0 
I long real => $NUMBR 0 
! in t => $NUMBR 0 
|  long in t =» $NUMBR 0 
! boo l FALSE 
|  < ind i can t> => $VARBL< ind i can t>$IN 
No te that the "long" prefix ind icates an ex tra mu l t ip l e of 
ari thmet ic prec is ion .  A prim i t ive data type has no t rans l a t ion ,  
since i t provides type informat ion to the comp i l er .  By 
con t ras t ,  an < ind i can t> is some da ta type des igna t ion inven ted 
by the programmer in the course of wri t ing h is program .  
Na tura l ly ,  a g iven < ind i can t^ can on ly have one defin i t ion 
at tached to i t a t any g iven po in t in a program : 
6 .  c i n d i c a n ^ -» <name> I 
The basic da ta types can be prefixed wi th what are essen t ia l ly 
a t tr ibu tes and then concatenated together into regu lar expressions 
that yield informat ion abou t ,  e . g . ,  whether a variab le is a 
r e f e r e n c e t o t h e d a t a s t o r e d i n a n o t h e r v a r i a b l e o r a p r o c e d u r e 
o r s o m e s t r u c t u r a l c o m b i n a t i o n of r e f e r e n c e s ,  p r o c e d u r e s ,  
i n v e n t e d d a t a t y p e s ,  e t c .  
7 .  <indicat ion> <declarator> => dec l ara t ors 
|  ref < ind icat ion> => $VARBL $REF 
|  ref [] <indicat ion> => $VARBL $REF 
|  ref [<boundsl ist>]<indicat ion> => $VARBL $REF 
I proc => .  $2$ .  
! proc (<typel ist>) => .$2$ .  
|  proc <indlcat ion> => .$2$ .  
I proc [] < ind icat ion> =» .$2$ .  
'  P
r o c
 [<boundsl ist>]<indicat ion> ^ .$2$ .  
j proc (<typel ist>) < ind icat ion> => .$2$ .  
|  proc (<typel ist>) [} < ind icat ion> => .$2$ .  
|  proc (<typel ist>)[<boundsl ist>]<indicat ion> => .$2$ .  
} struct(< typepack>) => .  (<typepack>) .  
|  union (<declaratorpack>) => $UNDEF 
I t c a n be s e e n i n r u l e s (7) t h a t " r e f " i s a p r e f i x 
a t t r i b u t e i n d i c a t i n g t h a t t he v a r i a b l e b e i n g d e c l a r e d i s a 
p o i n t e r .  T h u s ,  t h e d e c l a r a t i o n 
ref [1:50] real a; 
means that the variable "a" can contain a pointer to an array 
of fifty float ing-point numbers .  The declarat ion 
p r o c ( r e a l ,  i n t ) [ l : 5
n
 i n t u ; 
m e a n s t h a t t h e v a r i a b l e "u" i s a p r o c e d u r e w h o s e t w o p a r a m e t e r s 
a r e r e s p e c t i v e l y " r e a l " a n d " i n t e g e r " ,  and t h a t t h e p r o c e d u r e 
r e t u r n s a v a l u e c o n s i s t i n g of a f i v e - e l e m e n t i n t e g e r a r r a y .  
In our translat ion scheme ,  declarat ions are used to 
ini t ial ize the data types of variables and to enter these 
v a r i a b l e s o n t h e r u n - t i m e n a m e t a b l e .  T h u s ,  i n r u l e s 5 ,  a l l 
n u m b e r s a r e i n i t i a l i z e d t o z e r o b y t h e " $ N U M B R 0 " s e q u e n c e ; 
l o g i c a l v a r i a b l e s a r e i n i t i a l i z e d b y t he " $ F A L S E " d a t u m ; 
c h a r a c t e r s a r e i n i t i a l i z e d t o a b l a n k b y t he
 11
 . *-" s e q u e n c e ; 
and i n v e n t e d d a t a t y p e s are c a l l e d o n t o t he o p e r a n d s t a c k 
b y t h e " $ V A R B L < i nd i can . t > $ I N " s e q u e n c e t h a t f e t c h e s t h e 
d a t a d e f i n i t i o n a s s o c i a t e d w i t h t h e i n v e n t e d < i n d i c a n t > .  
I n r u l e s (7) j w e f i n d t h a t a l l v a r i a b l e s w h o s e d e c l a r a t i o n s 
a r e p r e f i x e d w i t h r e f a r e i n i t i a l i z e d t o p o i n t t o a n u n d e f i n e d 
s y s t e m v a r i a b l e " $ R E F " .  T h e s e q u e n c e " $ V A R B L $ R E F " b r i n g s 
t he p o i n t e r t o $ R E F o n t o t h e r u n - t i m e o p e r a n d s t a c k .  A l l 
v a r i a b l e s w h o s e d e c l a r a t i o n s a r e p r e f i x e d w i t h " p r o c " a r e 
s e t e q u a l t o t h e e m p t y p r o c e d u r e d e f i n i t i o n " . $ 2 $ . " .  F i n a l l y ,  
t h e " s t r u c t " d e c l a r a t i o n c o n s t r u c t s a l i s t of t h e t y p e d -
e l e m e n t s w i t h i n i t and s e t s t h e d e c l a r e d v a r i a b l e s e q u a l 
t o a c o p y o f t h a t l i s t .  S i n c e a l l v a r i a b l e s i n o u r s y s t e m 
c a n a c t u a l l y s t o r e a n y d a t a t y p e or s t r u c t u r e ,  a n y " u n i o n " 
d e c l a r a t i o n s i m p l y i n i t i a l i z e s t he d e c l a r e d v a r i a b l e s t o t h e 
v a l u e " $ U N D E F " ( m e a n i n g " u n d e f i n e d " ) .  
T h e m e c h a n i s m f o r c o n s t r u c t i n g a p r o t o t y p e l i s t i n a 
s t r u c t d e c l a r a t i o n i s g i v e n i n ( 8 ) : 
8 .  < t y p e p a c k > -» < t y p e > < n a m e > 
=»< type> 
< t y p e p a c k > - < t y p e p a c k
: :
i < t y p e
>
< n a m e
> 
=» < t y p e p a c k > , < t y p e > 
B e c a u s e t h e t r a n s l a t o r m u s t r e t a i n s u b s c r i p t i n g i n f o r m a t i o n 
6 .  
for declared s tructures ,  i t is assumed that a copy of each 
structure declarat ion w i l l be stored by the translator ,  
and that the translator can discover si tuat ions in which 
one structure is an element of another structure .  
Rules (9) tel l us that a <type> can define arrays or 
simple variables: 
9 .  < type> - <indicat ion> =» I 
|  n< i nd i ca t i on> .  (< ind icat ion>) .  
|  [<boundsl ist>3<indicat ion> 
=> .  (<boundsl ist>) .<indicat ion> $VARBL $ARRAY $IN 
In rules (9) ,  simple variable declarat ions are left unchanged ,  
but array declarat ions cause l ists to be constructed .  In 
the case of empty array brackets "[]" ,  a one element l ist 
appears in the translat ion .  To change the size of such an 
array ,  the programmer must assign sets of values to appropriate 
elements of the array .  Array declarat ions having nonempty 
boundsl ists cause the system procedure "$ARRAY" to be cal led ,  
and this procedure constructs an appropriately dimensioned 
l ist of l is ts ,  each element of wh ich contains a datum given 
by the translat ion of < ind icat ion> .  In the typedeclarat ion 
of rules (10) ,  the translat ions in rules (9) are copied by 
the system procedure "$C0PY" that ini t ial izes and declares 
variables at run t ime .  Because $C0PY returns as i ts value 
a copy of i ts first parameter ,  a chain of cal ls on $C0PY 
al lows the system to handle declarat ions such as 
[1:10 ,  1:200] real x ,y , z ; 
in wh ich three separate two-dimensional arrays must be constructed .  
1 0 .  < t y p e d e c l > - - c t ype^cname^ 
=> < t y p e > $ N E W < n a m e > $ V A R B L < n a m e > $ V A R B L $ C 0 P Y 
< t y p e d e c l > - < t y p e d e d > , < n a m e > 
= > < t y p e d e c l > $ N E W c n a m e ^ $ V A R B L < n a m e > $ V A R B L $ C 0 P Y 
P r o c e d u r e s " $ C 0 P Y " and '.$ A R R A Y " a r e d o c u m e n t e d i n A p p e n d i x 1 .  
I n t h e t r a n s l a t i o n s c h e m e a b o v e ,  t h e s y s t e m s u b r o u t i n e 
$ C 0 P Y i s s e t i n t o a c t i o n b y t h e c a l l i n g s e q u e n c e " $ V A R B L 
$ C 0 P Y $ I N " .  T h e t w o p a r a m e t e r s of $ C 0 P Y a r e s t o r e d i n 
s e q u e n c e o n t h e r u n - t i m e o p e r a n d s t a c k .  I t s f i r s t p a r a m e t e r 
i s a l i s t or a v a l u e .  F o l l o w i n g t h i s p a r a m e t e r ,  t h e $ N E W 
c o m m a n d a l l o c a t e s a s p a c e o n t he r u n - t i m e n a m e t a b l e f o r t h e 
d e c l a r e d < n a m e > ,  and t h e n a p o i n t e r t o t h a t < n a m e > i s c a l l e d 
o n t o t he o p e r a n d s t a c k b y t h e s e q u e n c e " $ V A R B L < n a m e > " .  
T h u s ,  b o t h p a r a m e t e r s a r e l o a d e d o n t o t h e o p e r a n d s t a c k b e f o r e 
t h e $ C 0 P Y r o u t i n e i s c a l l e d .  $ C 0 P Y i s p r o g r a m m e d t o r e t u r n 
a c o p y of i t s f i r s t p a r a m e t e r t o t h e t o p o f t h e o p e r a n d 
s t a c k as i t s v a l u e .  A s a s i d e e f f e c t ,  s t o r a g e is a l l o c a t e d 
f o r e n a m e l T h u s ,  t h e s e c o n d r u l e of (10) w o r k s i n t h e 
s a m e w a y as w a s j u s t d e s c r i b e d ,  o n l y h e r e ,  t h e f i r s t p a r a m e t e r 
of $ C 0 F Y i s s u p p l i e d b y t h e p r e v i o u s c a l l o n $ C 0 P Y t h a t w a s 
m a d e b y a < t y p e d e c > .  
T o c o m p l e t e o u r d e s c r i p t i o n a t t h i s p o i n t ,  w e g i v e t h e 
t r a n s l a t i o n s of c b o u n d s l i s ^ and < d e c l a r a t o r p a c k > : 
1 1 .  < b o u n d s l i s t > - < b o u n d s > =» I 
! < b o u n d s l i s t > , < b o u n d s > ~ I 
8 .  
( 1 ) (2 ) (1 ) ( 2 ) 
1 2 .  <boun
r
Js>-<su t n^ :<sura
>
 a ' . sum^ j < s u m > 
| < s u m > : f l e x = < s u m > 
j f l e x : < s u m > =><sum> 
f l e x : f l e x =»$UNDEF 
1 3 .  < d e c l a r a t o r p a c k > < u n i t e d d e c l a r a t o r > ^ I 
! < d e c l a r a t o r p a c k .
>
3
< u n i t e d d e c l a r a t o r > 
= > < d e c l a r a t o r p a c k > c u n i t e d d e c l a r a t o r ^ 
1 4 .  < u n i t e d d e c l a r a t o r
>
 -•< < d e c l a r a t o r > =» -
[ " ^ d e c l a r a t o r s =» -
'  u n i o n ( < d e c l a r a t o r p a c k > ) =» -
In t he t r a n s l a t i o n of a r r a y b o u n d s i n A L G O L 6 8 ,  o n e h a s 
t o t a k e i n t o a c c o u n t t h e p o s s i b i l i t y of u n d e f i n e d a r r a y 
l i m i t s i n d i c a t e d b y t h e " [ ] " s e q u e n c e o r b y " f l e x " i n p l a c e 
of a d e f i n i t e u p p e r o r l o w e r b o u n d .  A s h a n d l e d i n t h e t r a n s -
l a t i o n s c h e m e a b o v e ,  a l l a r r a y s t r a n s l a t e i n t o l i s t s .  H e n c e ,  
a l o w e r i n d e x b o u n d of 1 a l w a y s e x i s t s f o r e a c h d i m e n s i o n 
of a n a r r a y ,  w h e t h e r or n o t t h e p r o g r a m m e r a s k s f o r t h a t 
l o w e r b o u n d .  I n a d d i t i o n ,  a r r a y s w i t h n o b o u n d s s p e c i f i e d 
f o r s o m e d i m e n s i o n c o n t a i n o n e e l e m e n t u n d e f i n e d s u b l i s t s f o r 
t h a t d i m e n s i o n .  
T r a n s l a t i o n o f v a r i a b l e s d e c l a r e d t o be of t y p e u n i o n 
i s s i m p l e and d i r e c t ,  s i n c e o u r r u n - t i m e s y s t e m t r e a t s a l l 
v a r i a b l e s a s t h o u g h t h e y w e r e c a p a b l e o f s t o r i n g a n y l e g a l 
d a t a t y p e .  T h e t r a n s l a t o r m e r e l y k e e p s a r e c o r d of w h i c h 
v a r i a b l e s a r e of p a r t i c u l a r d a t a t y p e .  
9 . 
10 .  
(1) (2) ( 3 ) 
( 1 ) ,  ( 2 ) .  ( 3 ) 
"'ith this operand stack ,  the translator wi l l only allow sub-
scripting to follow an expression whose value is a variable 
reference.  In translating t.'ic condi t ional statement of rules 
(16),  the translator also uses a stacking i.iechanisn to supply 
propran labels to the conditional branch command "$IF" and 
the uncondi t ional branch command "$THEN" .  Tliese labels are 
indicated schematically in the rules by the " 
notat ion .  Final ly ,  a case statement is translated into a 
two-paraneter procedure call on the systen procedure "SCASE" .  
The first parameter is an expression that has a subscript 
as its value,  and the second parameter is a run-time list 
of paraneterlcss procedure definitions that is to be subscriptod 
by the first parameter in the process of callin? one of the 
list elements.  
This list of procedure definitions is constructed by the 
following translation rules: 
17 .  <clausesequence> -*• <clause> =•» . $ y <clause>$ .  ̂  
|<clausesequonce> •* <clausesequence>,<clause> 
=*> < c l a u s e s e c j u e n c e > , . ^ l a u s c ^ .  ft 
A typical procedure definition in the translation of 
<clauscsoquence> would look like the sequence 
 <clause>$.A " 
Hero ,  the
 M
. $" command tells the run-tine systen that what follows 
is a procedure defini t ion .  It therefore leaves as its value the 
value of the translated prop .ran location counter that begins the 
translated <clause>.  Since the procedure 
12 . 
13.  
of the ordering of ru l es .  When a variable is logically-
subscrip ted as described in (19)> the translator prov ides 
a numer ica l subscrip t to the translated program ,  and this 
numer ica l subscrip t corresponds to the posi t ion in i ts own 
s tructure of the log i ca l subscrip t that is used .  The no tat ion 
3" ' [<name>]) 
in rules (20) represen ts the translator-supp l ied subscrip t 
number fol lowed by the subscrip t ing command .  Th is subscrip t ing 
capab i l i ty of course impl ies that the translator mus t i tself 
keep track of structures and po in ters from one e lemen t of a 
structure to ano ther s t ruc ture .  In this way ,  the translator 
mus t have a l i s t processing capab i l i ty for tracing l ists 
and sub l ists to any desired dep th of nes t ing .  
VI .  Data Constan ts and Procedure Defin i t ions in ALGOL 68 
A t this po in t ,  i t is conven i en t to in troduce the data 
types used in the l anguage .  Da ta of type char (character) 
is denoted by the fo l low ing syn t ax : 
21 .  <charpr im> - ' ^a lphamer ic^ '  » . *<a lphamer ic
> 
The sequence " .*<alphameric>" stores that symbo l on top of 
the run-t ime operand s t ack .  Here ,  <alphameric
; >
 is wha tever 
se t of symbo ls are avai lab le for a part icu lar compu t er .  
By conven t ion ,  a quo te symbo l (") is represen ted by a pair 
of quo tes {"") in the l anguage .  Thus ,  the ass ignmen t 
s tores a sing le quo te in character variab le v .  
14 .  
Data of type bool (logical) is denoted by the fol lowing 
syntax: 
22 .  <logicalprim> - true =>$TRUE 
! false =»$PA ,SE 
The $TRUE ($FALSE) command stores the internal representat ion 
of log ical truth (or falsety) on top of the run-t ime operand 
s tack .  
Al though ALGOL 68 al lows real and integer numbers ,  as 
we l l as mul t iple precision versions of numbers ,  we have 
for simpl ici ty translated al l numbers into single-precision 
float ing point : 
23 .  <number> -> <integer> $NUMBR ; ' [<integer>l 
!<integer> .<integer> =>$NUMBRj [<integer> .<integer>] 
In both cases of rules (23) ,  the command "$NUMBR" is fol lowed 
by the internal float ing point representat ion of the 
appropriate character strings .  "$NUMBR
IT
 serves to place the 
fo l low ing translated word on top of the run-t ime operand 
s tack .  
For convenience in ini t ial izing smal l arrays ,  ALGOL 68 
al lows structures simi lar in appearance to l is ts .  So ,  we 
w i l l cal l them l iBts ,  instead of using the ALGOL 68 name for 
them: 
24 .  <l istprim> -» (<clause> ,<l istend> 
(cclauses ,<l istend> 
<l istend> - <clause>) =» <clause>) .  
| <clause> ,<l istend> =» <clause> ,< l istend> 
15 . 
16 .  
17 .  
 v 2
18 .  
19 .  
20. 
We can thus begin to give a syntax for expression 
primaries in ALGOL 68 : 
In rules (30) above ,  the $IN command is suppl ied by the 
translator to fetch values in two instances .  For the first 
instance to ^pp ly ,  the translator program must determine 
by inspect ion of its operand stack that <se lec t ion
>
 appears 
after the left part of an assignment statement such that 
the left p^rt is not of type reference .  This is because 
the assignment statemen t ,  
where "a" is a variable of type reference ,  is legal in ALGOL 
68 .  Thus ,  "b" must be treated as a creferenceprinP ,  and 
the translator must determine by context (using i ts own 
operand s tack) whether or no t some <se l ec t ion
>
 is a 
<referenceprim> as in rule (31) or a value-bearing <prim> 
as in rules (30): 
31 .  <referenceprim> <select ion> =» I 
30 .  <prim> - <procal l> 
| <procdef> 
!<stringprim> 





| <select ion> 
[<referenc3prim> 
|val <prim> 
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 <mode
2 8 . 
4 0 .  < s t a t e m e n t > -• < a s s i g n m e n t > I 
29.  
Is described in this report ,  format less inupt and output 
procedures for this language can be wri t ten that are qui te 
simi lar to the procedures given in sect ion 10 .5 ,2 of the 
ALGOL 68 report (11) .  Such inupt-output rout ines have been 
programmed for the CDC-6500 computer at Purdue Un iversi ty ,  
and are current ly being tested together w i th the remaining 
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Appendix 1 .  Systen Procedures Used 
The fol lowing "syste-i procedures" ,  with the except ion of the 
14 
S X E Q U T rout ine ,  are wri t ten in '.'irtli and i.'cber E U L E R .  It is understood 
that their translated versions are suppl ied by the A L G O L 6 3 translator to 
the run-tine interpreter system as part of the <standard prelude> of a trans-
lated <progran> .  Hence ,  these procedures are globally defined in every 
translated A L G O L 6 8 p r o g r a m .  
5WHILE *•
 1
 formal clause; formal stat ; £f clause then 
(stat; yf l lLECc lausc ' / s t a t ' )) else ft ' ; 
$FORSL ' formal var; foma l from; 
formal by; foma l to; formal stat ; 
begin new sign; label cycle; 
sign if by <0 then -1 else +1; 
var- •*• from; 
cycle: if (to - var*)* sign > 0 
then be pin stat ; var- *- var* + by ; 
".o to cycle end else n end; 
$F0R «- '  foma l fron; formal by; 
formal to; formal stat; 
begin new index; 
$F0RSL(0 index ,fron ,by , to ,•stat ' )end •; 
SCASE +• ' formal subscript ; f o m a l statenent l ist ; 
statement l ist [subscript]
1
; 
$COPY ' formal structure; formal var; 
var- if islist structure then 
begin new dimension; new index; 
dimension list (length structure); 
$FORSL (@index ,  1 ,  1 ,  length sturcture,  
•$COPY(structure[index],0 dimension[index]) ' ); 
dimension end 
else structure*; 
$ARRAY + ' formal bounds list; formal value; 
begin new dimension; now index; 
dimension «- list boundsl ist [1]; 
if length (boundslist) • 1 
then JFORSL (0 index ,  1 ,  1 ,  boundsl ist[1],  
' 2C0PY(value,  @ dimension[index])*) 
else $FQRSL (@ index ,  1 ,1 ,  boundsl ist[1],  
•dimension [index] $ARRAY(tai l boundsl ist ,value) ' ); 
dimension end ' ; 
If it were legal in F.ULER to omi t the senicolon between state-
men ts ,  thus leaving the values of preceding statements on the operand 
stack wi thout erasing then ,  the $XEQUT procedure could be wri t ten in 
EULER as follows: 
SXEQUT '  formal var; formal paraml ist ; 
(paranlist [1] if length (paramlist)>1 
then $X£QUT (var,  tai l paranl ist) 
else var-) ' ; 
The effect of the procedure above is to place all the parameters of the 
procedure call onto the rum-time operand stack ,  and then cal l the procedure 
using the "vaT-" statenent .  Since the semicolon is missing between 
34,  
"paranl ist [1]" ^ " if ' ,  the effect of the procedure call is to recursively 
place tho first element of oaranl ist onto the operand stack ,  and successively 
"pop off" the top of the paranl ist in each recursive use of paranl ist in 
the cal l "$XEQUT(var,  tai l parajnlist)".  In our intermediate language,  the 
$XEQUT procedure can be (correctly) wri t ten as fol lows; 
$VARBL $XEQUT .$37 $FORIiA PARLST 
JFOR ' A VAR $VARBL PARLST $NUMBR 1) $IN 
JVARDL PARLST $IW $LENGT $NUMBR 1 $GT 
$IF 13 $VARBL VAR $IN $VARRL PARLST $IN $TAIL 
$VARBL SXEQirr $IN $TT[EN 5 $VARBL VAR $IN $IN $,= ; 
