Abstract
Introduction
Pervasive systems constitute large collections of heterogeneous and mobile devices, services and applications. Commercial deployment of these systems in smart offices, aware homes and other establishments requires an infrastructure that enforces organizational guidelines for usage of these systems. Policy-based management is a popular approach for enforcing such organizational requirements in network switches [3] , content distribution networks [4] , distributed systems [5] and pervasive systems [6, 2] . Policies are a means of specifying and influencing management behavior within a system, without coding the behavior into the manager agents [8] . These policies may be used for managing different aspects of a system such as Fault, Configuration, Performance and Security [7] .
Our notion of a pervasive system is a physicallybounded collection of devices, applications and services, called Active Space [9] . Gaia distributed metaoperating system [17] provides services for discovering new devices and services, integrating services of mobile devices with that of the space, migrating applications and data across devices and for various other functionalities. We use policies to manage the dynamism and configuration of resources of an active space. Policies guide the behavior when mobile devices are brought into the active space; applications are started; device file systems are mounted and so on.
Typically, policy-based management systems use policies designed using Event-Condition-Action (ECA) rules. These rules specify the action to be performed when a certain event occurs and the specified condition is satisfied. A typical rule would look like, "if a device physically enters the active space and the device is owned by the space owner, mount device file system". A mobile device entering the active space generates an event in our location system [10] . The management system receives this event, checks the device ownership and mounts the device file system onto the active space file system. Management policies are designed by system administrators who modify them periodically to conform to organizational and user requirements. Policies get altered by addition and deletion of rules as devices and applications are added or removed from the system, organization and user needs change and due to various other system dynamisms. Such policy operations create several inconsistencies among rules such as conflicts [2] , dominance [12] and insufficient coverage [14] . In addition, multiple rules may need to be enforced on the occurrence of a single event and the management system should determine the enforcement order of these rules. Existing policy-based management systems execute rule actions once an event is received and condition is verified. If multiple rules are triggered by a single event the order of execution of the rule actions determines the behavior of the system. For example, policy rule R 1 may state "if a device enters an active space and the space has stopped, restart space" and rule R 2 may state "if a device enters an active space, authorize device". When a device enters the active space that is not running, both rules are triggered. If rule R 1 is enforced before R 2 , then the active space and authorization application are both started. But if R 2 is enforced before R 1 the authorization application fails to start because the space services are not running. Current policy-based systems do not provide any guarantees to the order of enforcement of management rules. While several research projects have addressed conflict detection [2, 8, 11] , dominance checks [12] and coverage checks [14] no project on policy-based management has addressed the problem of ordering rule enforcement, to the best of our knowledge.
In order to reason about the enforcement order, management systems require explicit specifications of rule actions and therefore policy rules based on ECA framework are unable to address the above problem. We have developed a specification-enhanced rule framework called Event -Condition -PreconditionAction -Postcondition (ECPAP) for specifying management rules for active spaces [1, 2] . ECPAP rules contain axiomatic specification of rule actions in firstorder predicate logic as pre-and post-conditions. The pre-condition specifies the partial system state before execution of rule action while post-condition specifies the partial system state after successful action execution. Note that rule condition is different from pre-condition because the rule condition is specified by the policy designer while the pre-condition is specified by the action developer (programmer). We have used the ECPAP rule framework for conflict detection and resolution in [2] and analyzing policy cycles in [1] . In this paper, we show how the ECPAP framework can be used to reason about enforcement order of rules. A typical ECPAP policy is shown in figure 1 .
When multiple rules are triggered by a single event the management system detects conflicts and resolves those using priorities [1, 2] . The system then analyzes dependencies between different rule actions using preand post-conditions and constructs a Petri net-based workflow that defines the enforcement order of rules.
In section 2, we discuss our management system based on the ECPAP rule framework and present the policy structure. In section 3, we describe our technique to order triggered rule actions and define our idea of enforcement semantics. We discuss the architecture and implementation details of our system in section 4. In section 5, we evaluate the system overhead empirically. We relate our work to existing research in policy based management in section 6 and finally conclude the paper.
ECPAP Management System
Our management system is currently implemented as a service and receives events from other services and applications. A policy is compiled and checked for conflicts and cycles using static analysis techniques [1, 2] . An object file is generated if the policy is free of static conflicts and loaded into the management system. The management system subscribes to events in the policy rules and waits for events to occur. Once an event is received, the management system determines the set of triggered rules. It analyzes the set for dynamic conflicts [2] and resolves those using priorities. It determines the enforcement order of rules and constructs a Petri net workflow. This workflow is executed by a workflow execution engine and the system waits for further events. Currently, we process each event separately and if subscribed events are generated during the workflow execution they are cached in the event reception system for processing in a queue.
Policy Structure
Our management framework uses policies that are formulated as sets of event-condition-action rules of the form on event if condition do action A policy rule is read as: "When event occurs in a situation where condition is true, then execute action". The action is a call to a method in a library of actions where each action is annotated with a pre-condition and a post-condition by the action developer (programmer). Therefore, for the purposes of analysis (and in the rest of the paper) we consider our policy rules to be of the form event-condition-precondition-action-postcondition (ECPAP), although pre-conditions and post-conditions are not specified as part of the rules. An action may be invoked by multiple rules in the policy and this format avoids listing the specifications at multiple places. Our policy rule framework extends that of Policy Description Language (PDL) [13] by adding axiomatic specifications as "extension"s to the rule.
A typical management policy used in our active space is shown in figure 1 . The policy language uses terms defined by services in our active space. For example, ObjectEnter(Device d, Space s), is an event term that represents an event that is fired by the location system when a device is physically brought into an active space. Events contain data that map to arguments when the event is received by the management system. Device and Space are user-defined data types and the variables d and s contain values of the identifiers of device and space, respectively, when the event is received. Rule R 1 restarts the active space (and its various services) if it has stopped when a device enters the space. Rule R 2 authorizes a device of role guest if it enters the space. We have assigned roles to mobile devices to differentiate between devices of different users. Rule R 3 mounts a laptop's file system onto the active space file system [18] when the laptop is brought into the active space. The pre-and post-conditions of the actions are shown italicized in braces, above and below each rule action. When a guest user with a laptop enters an active space that is not running, the location system generates an ObjectEnter event that triggers rules R 1 , R 2 and R 3 . A rule is said to be triggered when its event has been observed and its condition has been evaluated to true. A rule is said to be enforced when its action is executed. If R 2 is executed before R 1 , R 2 fails since all services of the active space are stopped. Similarly, if R 3 is enforced before R 1 , R 3 fails since the active space file system is not running. But if R 1 is enforced before R 2 and R 2 is enforced before R 3 , the active space successfully restarts the space, authorizes the device and if successful mounts the laptop's file system. Therefore, when multiple rules are simultaneously triggered, the order of enforcement of rules determines the final system state. A policy-based management system must provide guarantees when multiple rules need to be concurrently enforced so that the system behavior is deterministic. Existing policybased management systems based on ECA rules do not contain specifications of actions required for reasoning and so do not provide guarantees which can lead to unpredictable system states. Since our ECPAP rules contain action specifications we can reason about rule ordering and provide enforcement guarantees. In this paper, we show how the ECPAP framework is used for guaranteeing that when multiple rules are simultaneously triggered, the system enforces rules in an order that maximizes the number of rules successfully enforced. 
Ordering Management Action Execution
A management policy evolves over time by addition and deletion of rules, rule modifications and compositions. Therefore, each rule is generally enforced independent of other rules in the policy. This implies that when multiple rules are simultaneously triggered it is desirable that all rules are successfully enforced. As demonstrated in the previous section, order of enforcement of rules determines if a rule action successfully executes. Therefore, we define a notion called enforcement semantics that provides certain guarantees about rule enforcement. Enforcement semantics of a policy-based management system dictates the way rules are to be enforced when multiple rules are simultaneously triggered. Since our goal is to successfully execute as many rules as possible, we call the enforcement semantics of our management system as maximum rule enforcement semantics. This semantics guarantees that the management system enforces rules in an order that ensures as many rules are successfully enforced as possible, provided no other errors cause rule enforcement to fail.
When a set of rules is triggered, we determine the execution order of the rule actions by constructing a workflow that expresses dependencies between different actions. The pre-and post-conditions of actions are used to determine which action enables which other actions. An action is said to enable another action if the post-condition of the former satisfies the pre-condition of the latter. For example, in the policy in figure 1 , when rules R 1 and R 2 are simultaneously triggered, execution of the action of R 1 brings the active space to a running state as indicated by the corresponding post-condition. This satisfies the precondition of action of rule R 2 and thus enables R 2 's action. Therefore, enforcing R 1 before R 2 successfully enforces both rules.
The workflow of rule actions is represented as a Boolean Interpreted Petri net (BIPN) [16] . A Boolean Interpreted Petri net is a Petri net [19] whose transitions are assigned Boolean functions. A transition can fire only when all of its input places are marked and its Boolean function evaluates to true. We assign a place to each action and each transition is assigned the precondition of the action that is connected by a directed edge from the transition as the Boolean function. The Petri net for the triggered rules (R 1 , R 2 and R 3 ) of figure 1 when the ObjectEnter event is received is shown in figure 2 . The action of rule R i is represented as A i . The Petri net construction algorithms and their complexity evaluation can be found in [23] .
Once the workflow is constructed, the actions are executed using our Petri net workflow execution engine. The engine analyzes the Petri net for any deadlocks using the deadlock detection algorithm described in [19] . If a deadlock is found the execution engine does not execute any action in the workflow. Currently, we do not resolve deadlocks and abandon the workflow. If the Petri net is deadlock-free, the engine uses a simple Petri net traversal algorithm based on Breadth-First Search (BFS) to traverse the net and execute actions. The transition states of the Petri net act as synchronization points in the workflow. When multiple places lead to a single transition, the engine waits for the completion of all actions in the places before executing actions of places leading out of the transition. At each transition, the engine verifies the Boolean function for satisfaction before executing the following action. When the Petri net in figure 2 is executed, the management system restarts the space, authorizes the device and mounts its file system. Figure 3 illustrates the architecture of the management service. The management service contains a coordinator component that coordinates the interactions among various components of the service. The policy compiler compiles the management policy and generates an object file. The action library contains a library of actions that can be invoked from the action part of the policy rule. The management service uses dynamic invocation to invoke actions and this enables actions to be dynamically added into the action library. In addition, the action library contains action specifications as pre-and post-conditions. The policy loader loads the generated object file into the management service. The service stores the policy rules in a policy store, which is a simple database. The event receiver is responsible for subscribing to events and receiving them when they occur. The event receiver verifies the types of the parameters in the events and notifies the management coordinator of the event occurrence along with the parameters. The management coordinator determines the triggered rules, and uses the rule processor to test the rule condition expressions. If a condition evaluates to true the rule is added to a triggered action set. The dynamic conflict resolver determines and resolves any conflicts among rules in the action set [2] . The workflow generator constructs a Petri net action workflow that is executed by the execution engine. Enforcement verifier detects the end of each rule action by monitoring the events in the postcondition and informs the workflow executor.
Evaluation
The performance overhead for Petri net workflow generation is shown in figure 4 . The management system was executed on a Pentium(M) 1.7GHz machine with 1.0GB RAM. Figure 4(a) shows the overhead with varying number of triggered rules. Our test policy had multiple instances of the same rule since the focus was on testing the overhead of the system. For 15 triggered rules the overhead was found to be around 3 seconds. Normally, for a typical policy, the number of rules triggered on a single event can be expected to be much less than 15 and so the approach is feasible.
The number of predicates in pre-and postconditions of actions influences the Petri net generation overhead. Therefore, we measured the overhead with varying number of predicates in action specifications. 
Related Work
Policy-based management has been an active area of research for the past few years and many projects have focused on designing policy languages [6, 13, 15] detecting and resolving policy conflicts [2, 8, 11] and various other analyses [7, 12, 20] . To the best of our knowledge, no research work on policy-based management has addressed the problem of ordering management rules and providing enforcement guarantees as we have addressed in this paper. One of the well-addressed problems when multiple rules are triggered is conflict analysis. In [1] we used the ECPAP framework to detect and resolve dynamic conflicts that occur due to side-effects of actions. In this paper, we use this work for conflict analysis prior to constructing the Petri net workflow. Sloman et al [5, 7, 8] have contributed extensively to research on policy-based management of distributed systems. They have developed the Ponder policy specification language and defined techniques for conflict analysis and role-based management. To the best of our knowledge, their work does not address the problem of ordering concurrently triggered rules. Many research projects in autonomic computing reason about action ordering [21, 22] . These projects are based on AI planning techniques where users specify high-level goals and the planning system determines the ordered set of actions to be executed to reach the desired goal state. The main difference between these projects and our work is that in goalbased approaches the final system state that needs to be reached is known and the system has to determine the actions to be executed to reach that state. In the problem that we have addressed, the final system state is unknown. When an event occurs, a set of rules get triggered and we need to reason about the execution order of the rule actions.
Conclusion
Pervasive systems and services are gaining ubiquitous presence with commercial deployments in smart offices, aware homes and other establishments. Policy-based management is a feasible approach for enforcing organizational guidelines for usage of these systems. Policies are designed as sets of EventCondition-Action rules that guide the behavior of these systems when certain events occur. Some events trigger multiple rules and the order of enforcement of these rules determines the system behavior. In this paper, we address this problem of ordering enforcement rules when they are concurrently triggered by a single event.
We use a specification-enhanced rule framework called Event -Condition -Precondition -ActionPostcondition (ECPAP) for reasoning about enforcement order. The new rule framework enables us to construct a workflow of actions from triggered rules using Boolean Interpreted Petri nets. We define a new notion called maximum action enforcement semantics and show how this semantics provides enforcement guarantees for policy-based management of pervasive systems.
