


















































































































































Roger	Needham と Michael	Schroeder によって発表された Needham-Schroeder 公開鍵
プロトコルがある［９］。このプロトコルは発表以来 17 年間安全であると信じられていた





































































をプログラムのモデル M、「モデル M がΦを充足する」ということを「M	 	Φ」と記述










の入力を記述する言語 Promela の文法は本研究で解析する Solidity と類似しており、
Solidity のプログラムを解析し、Promela の記述に変換する作業が容易になることが期待
できる。Promela についての簡潔な説明は文献［12］で得ることができる。
　SPIN は性質Φとして時相論理式	LTL、モデル M として Promela で記述されたプログ
ラムから Büchi オートマトンと呼ばれる、アルファベットの無限列からなる言語を受理
する有限状態機械に変換する。Φ、M に対応するオートマトンが受理する言語をそれぞ
れ L（Φ）、L（M）とする時、L（M）⊆ L（Φ）であれば M の振る舞いが性質Φをもつ
振る舞いに含まれる、すなわち M が性質Φをもつと言える。集合論的に L（M）⊆ L（Φ）
であることは∀ t	∈	L（M）	→	t ∈	L（Φ）、つまり、L（M）のすべての要素は L（Φ）
の要素になっていることを示すことで証明されるが、一般に L（M）は無限集合となるた
め虱潰し的に調べることができない。このため、実際には、「性質Φをもたない」という






























































１．A（売り手）が価格の２倍の 1000 円を仲介者に送金する［預託金＝ 1000 円］
　ⅰ．A が仲介者に取引中止を知らせる［預託金＝ 1000 円］
　ⅱ．仲介者は A に預託金を返金し取引を終了させる［預託金＝０円］
２．B（買い手）が同じく 1000 円を仲介者に送金し、購買の意思を示す［預託金 =2000 円］
３．A は B に品物を送付する［預託金 =2000 円］
４．B は品物を受け取ったことを仲介者に知らせる［預託金 =2000 円］
５．仲介者は預託金から B に 500 円を返金する［預託金 =1500 円］









４－２　Safe Remote Purchase: Solidity
　あらためて Solidity について簡単に説明する。Solidity とはブロックチェーンプラット
フォーム上にスマートコントラクトを実装するためのオブジェクト指向言語である。2014
年に Gavin	Woo により提案され、Christian	Reitwiessner、Alex	Beregszaszi らによっ
て実装された。利用者は急速に拡大し、現在では Ethereum 上で最も使用されている言
語であるとされている。本報告書執筆時における Solidity のバージョンは Release	v0.8.0
となっている。Solidity 言語の詳細については公式ドキュメント（https://solidity-jp.
readthedocs.io/ja/latest/）や教科書等［１］を参考にしてほしい。
　次に、Solidity によって記述された Safe	Remote	Purchase のコードを紹介する。コー
ドはすべてドキュメントサイトからの引用であるが、オリジナルのコメントは削除してお
り、代わりに簡単な説明と遠隔購入手続きの説明に付け加えた参照番号を付記している。
pragma solidity >=0.7.0 <0.9.0;
contract Purchase {
    uint public value;
    address payable public seller;
    address payable public buyer;
    // オートマトン状態集合の定義
    enum State { Created, Locked, Release, Inactive }
    State public state;
    // 関数が呼び出されるための条件（ガード）の定義
    modifier condition（bool _condition） {
        require（_condition）;
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        _;
    }
    modifier onlyBuyer（） {
        require（
            msg.sender == buyer, // 関数呼び出しを買い手に制限
            "Only buyer can call this."
        ）;
        _;
    }
    modifier onlySeller（） {
        require（
            msg.sender == seller, // 関数呼び出しを売り手に制限
            "Only seller can call this."
        ）;
        _;
    }
    modifier inState（State _state） { 
        require（
            state == _state,// 指定された状態においてのみ実行可能
            "Invalid state."
        ）;
        _;
    }
    // イベントの宣言
    event Aborted（）;
    event PurchaseConfirmed（）;
    event ItemReceived（）;
    event SellerRefunded（）;
    //（１） 売り手からの預託金受付け。取引生成
    constructor（） 
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        payable //入金可能（payable）
    {
        seller = payable（msg.sender）;
        value = msg.value / 2;
        require（（2 * value） == msg.value, "Value has to be even."）;
        // 入金金額（= 預託金額）の半額が代金となるため、入金金額は偶数
    }
    //（i） 預託取引の中止
    function abort（）
        public
        onlySeller // 取引中止は売り手に限定
        inState（State.Created）// タイミングは取引開始前
    {
        emit Aborted（）;//Aborted イベントの発出
        state = State.Inactive;//（ii）取引終了
        seller.transfer（address（this）.balance）;
        // 返金手続き
    }
    //（２） 買い手からの預託金受付。購入の意思確認
    function confirmPurchase（）
        public
        inState（State.Created）// タイミングは取引開始前
        condition（msg.value == （2 * value））// 預託金額は代金の２倍
        payable
    {
        emit PurchaseConfirmed（）;//PurchaseConfirmed イベントの発出
        buyer = payable（msg.sender）;
        state = State.Locked;// 品物が到着するまで預託金を凍結
    }
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    //（４） 品物の到着確認、（５） 買い手へ返金
    function confirmReceived（）
        public
        onlyBuyer// 買い手だけが到着確認可能
        inState（State.Locked）// タイミングは預託金凍結時
    {
        emit ItemReceived（）;//ItemReceived イベントの発出
        state = State.Release;// 預託金の凍結解除の状態に遷移
        buyer.transfer（value）;// 買い手に預託金の半額（= 代金）を返金
    }
    //（６） 売り手へ返金
    function refundSeller（）
        public
        onlySeller// 返金要求は買い手に限定
        inState（State.Release）// タイミングは預託金凍結解除時
    {
        emit SellerRefunded（）;//SellerRefunded イベントの発出
        // 取引が終了した状態に遷移した場合には、refundSeller（）が
        // 複数回呼ばれる可能性があるので注意
        state = State.Inactive;// 取引終了の状態に遷移
        seller.transfer（3 * value）;// 預託金 + 代金を返金
				}
}
４－３　Safe Remote Purchase: Promela
４－３－１　Promela


















は文 statement1 の次に文 statement2 を実行するということを表している。ここで、
statement1 が bool 値をとる場合にはその値が true になるまで statement2 は実行されな











statementB 双方が true と解釈された場合には statement1、statement2 の選択は非決定

















　全体の状態数を抑制するために atomic を用いることがある。たとえば、プロセス A が
文A1;	A2から、プロセス B が文B1からなる時、全体のシステムの振る舞いとしては、「A1,	
A2,	B １」、「A1,	B1,	A2」、「B1,	A1,	A2」の３パターンを考慮する必要がある。ここで、











A にあるときにアルファベット a が入力された時場合、b を出力して B の状態に遷移す
る可能性がある」ことを表現することにする。
　コントラクト Purchase のメンバシップ関数 input（）の呼び出しとイベント output（emit	
output）の発出のペアを「入力 input、出力 put の遷移」と解釈することにより、Solidity





// Solidity と Promela の型の違いを吸収
#defi ne address chan
#defi ne uint byte
#defi ne State mtype
#defi ne NULL 0   // 意味のないメッセージを表現
#defi ne SYNCH 12 // 通信チャネルのバッファ数（要調整）
#defi ne N_PRO 7  // 検証プログラム数（要調整）
// 状態の集合の定義
mtype {Created, Locked, Release, Inactive}
// Purchase の入力アルファベット集合





mtype {Aborted, PurchaseConfirmed, ItemReceived, SellerRefunded}
// ブロックチェーン。単に広域変数として定義
typedef Ledger {uint balance, value; bool done=true}
Ledger ledger[N_PRO+1];// 台帳
// 預託プロセスの通信チャネルを公開
chan purchase = [SYNCH] of  {mtype, address, uint};
// Solidityの modifier の言い換え
#define onlyBuyer eval(buyer)
#define onlySeller eval(seller)
#define inState(_state) (state == _state)
inline payable(from, to, value){
  // Solidity の payable を「from からto へ金額 value を送金」として表現
  atomic{
    ledger[from].balance = ledger[from].balance - msg_value;





  address msg_sender; uint msg_value; // 入力メッセージ格納バッファ
  address seller; address buyer; // 出力メッセージ格納バッファ
  uint value;
  State state;
  atomic{
    ledger[purchase].balance = 0;







    :: purchase??constructor(msg_sender, msg_value)
       ->  value = msg_value/2
       if
       :: (msg_value != 2*value) -> goto progress_await_seller
       // 預託金額は代金の２倍
       :: else -> atomic{
          state = Created;   
          payable(msg_sender, purchase, msg_value);
          seller = msg_sender; // 売り手は msg_sender に決定
          break
        }




    :: inState(Created) ->
progress_await_buyer:
       if
       :: purchase??abort(onlySeller, _)  ->
           atomic{
            state = Inactive;     
            seller!Aborted(purchase, ledger[purchase].balance);
            goto end_purchase
          }
       :: purchase??confirmPurchase(msg_sender, msg_value) ->
          if 
           :: (msg_value != (2 * value))  -> 
              goto progress_await_buyer
           :: else -> atomic{
              state = Locked;
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           payable(msg_sender, purchase, msg_value);
           buyer = msg_sender;
           buyer!PurchaseConfirmed(purchase,NULL) 
           // 買い手が msg_sender に決定
          }
        fi
       fi
    :: inState(Locked) ->
       if 
     :: purchase??confirmReceived(onlyBuyer, _) ->
        atomic{
         state = Release;
         buyer!ItemReceived(purchase, value);
         // 品物が受領された
     }
       fi
  :: inState(Release) ->
       if 
          :: purchase??refundSeller(onlySeller, _) -> 
              atomic{
                state = Inactive;      
                seller!SellerRefunded(purchase, 3 * value);
                // 返金された
              }
       fi
       goto end_purchase
  od
       
end_purchase:




遠隔購入取引をシミュレートする場合、預託者 Purchase だけでなく、売り手 Seller、買
い手 Buyer も実装する必要があった。紙面の都合上それらのソースコードは割愛するが、






　　　　　Figure ２: 売り手プロセス　　　　　　　Figure ３: 買い手プロセス















































る。特に、Solidity で記述されたスマートコントラクトをモデル記述言語 Promela に変換
し、モデル検査を実行していく過程で、形式的な公平さと商取引における公平さには隔た
りがあることがわかった。本論文では記載を省略したが、遠隔取引 Purchase を検証する
ためには売り手のプロセス Seller、買い手のプロセス Buyer の作り込みも必要であった。
プログラムの設計者の主な仕事は不具合の検証ではなく、典型的な取引シナリオを実装す
ることであり、「正しく」振り込みをしたプロセスが商品を受け取れないことは当然あっ
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