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A	 aprendizagem	 da	 programação	 é	 uma	 tarefa	 complexa	 que	 coloca	 desafios	 importantes.	
Nesta	 dissertação,	 propõem-se	 duas	 abordagens	 ao	 processo	 de	 ensino	 nas	 disciplinas	 de	
Programação	que	visam	aumentar	a	motivação	dos	alunos	e	a	sua	auto-estima.	
As	 propostas	 apresentadas	 resultam	 de	 um	 estudo	 cuidado	 das	 dificuldades	 que	 os	 alunos	
sentem	ao	contactar	com	a	programação	de	computadores,	quer	a	nível	do	raciocínio	lógico	
que	é	necessário	para	esquematizar	a	 resolução	de	um	qualquer	problema,	quer	a	nível	da	
compreensão	 da	 linguagem	 de	 programação	 que	 terá	 de	 ser	 usada	 para	 exprimir	 essa	
resolução.	Percebendo-se	que	a	principal	razão	assenta	na	falta	de	motivação	que	resulta	em	
parte	da	falta	de	confiança	e	quebra	da	autoestima	necessárias	para	ultrapassar	os	impasses,	
procedeu-se	 também	 ao	 estudo	 dessa	 área	 da	 psicologia,	 conforme	 aqui	 se	 relata.	
Identificados	os	problemas	inerentes	à	motivação	humana	e	às	caraterísticas	do	processo	de	
resolução	 de	 problemas	 por	 computador,	 procuraram-se	 técnicas	que	 tenham	 vindo	 a	 ser	
propostas	para	ajudar	os	alunos	na	aquisição	de	conhecimentos	de	Programação.	Conforme	
se	verifica	ao	longo	do	documento	focou-se	a	atenção	em	duas	estratégias:	a	capacidade	do	
sistema	 visual	 humano	 para	 rapidamente	 apreender	 conceitos	 e	 sobretudo	 processos;	 a	
necessidade	 de	 os	 alunos	 receberem	 rápido	 feedback	 quando	 se	 aventuram	 a	 resolver	
sozinhos	 um	 problema.	 No	 primeiro	 caso	 investigaram-se	 os	 sistemas	 de	 Animação	 de	
Programas	 e	 no	 segundo	 caso	 os	 sistemas	 de	 Auto-avaliação	 de	 Programas.		 As	 duas	
abordagens	 propostas	 baseiam-se	 precisamente	 numa	 combinação	 destas	 duas	 estratégias.	
Dessas	abordagens,	uma	 foi	alvo	de	experimentação	em	sala	de	aula	para	se	poder	aferir	o	
seu	 real	 impacto.	 A	 outra	 serviu	 de	 base	 para	 a	 proposta	 de	 uma	 plataforma	 Web	 para	
suporte	ao	processo	de	ensino/aprendizagem	da	Programação;	o	sistema	designado	por	PEP	
chegou	a	ser	prototipado,	conforme	é	descrito.	Para	se	poder	avaliar	a	qualidade	do	PEP	e	até	





































two	 approaches	 for	 teaching	 Programming	 courses	 are	 proposed	 aimed	 at	 increasing	
students'	motivation	and	their	self-confidence/self-regulation	.	
The	 proposals	 presented	 came	 out	 after	 a	 deep	 study	 of	 the	 difficulties	 that	 students	 feel	
when	 they	are	beginning	a	 computer	programming	course,	either	at	 the	 level	of	 the	 logical	
reasoning	 that	 is	 necessary	 to	 sketch	 the	 resolution	 of	 a	 problem,	 or	 at	 the	 level	 of	
understanding	 the	 programming	 language	 that	 has	 to	 be	 used	 to	 code	 this	 resolution.	
Realizing	 that	 the	main	 reason	 is	 based	 on	 the	 lack	 of	motivation	 derived	 from	 the	 lack	 of	
confidence	 and	 self-regulation	 necessary	 to	 overcome	 the	 troubles,	 the	 area	 of	 psychology	
that	 studies	motivation	was	 also	 researched,	 as	will	 be	 discussed	 in	 this	 dissertation.	 After	
identifying	 the	 problems	 inherent	 to	 human	 motivation	 and	 the	 characteristics	 of	 the	
computer	problem	solving	process,	techniques	that	have	been	proposed	to	help	students	on	
learning	programming	were	surveyed.	This	study	was	focussed	on	two	strategies:	the	power	
of	 human’s	 to	 quickly	 and	 easily	 grasp	 concepts	 from	 static	 or	 dynamic	 visualizations;	 the	
positive	 impact	 of	 feedback	 returned	 to	 the	 students	 when	 they	write	 a	 program	 on	 their	
own.	In	the	first	case,	Program	Animation	systems	were	investigated;	and	in	the	second	case,	
Automatic	 Program	 Evaluators	 were	 studied.	 The	 two	 approaches	 that	 outcame	 from	 this	
Ph.D.	work	are	precisely	based	on	a	combination	of	these	two	strategies.	Experiments	in	the	
classroom	were	 drawn	 and	 conducted	 to	 validate	 the	 first	 approach.	 The	 second	 approach	
inspired	the	design	of	a	Web-based	platform	(PEP)	to	support	the	teaching	/	learning	process	









































































































































































































































































docentes	 de	 informática.	Muitos	 alunos	 confundem	aprender	 a	 programar	 com	 aprender	 a	
sintaxe	 de	 uma	qualquer	 linguagem	de	 programação.	 Programar	 é,	 antes	 de	mais,	 delinear	
estratégias	 que	 permitam	 resolver	 problemas,	 independentemente	 da	 linguagem	 usada.	
Porém	 o	 paradigma	 de	 programação	 adotado	 e	 a	 linguagem	 usada	 têm	 impacto,	 quer	 no	
processo	de	aprendizagem,	quer	no	desempenho	dessa	tarefa	(ACM/IEEE,	2013).	
Neste	 trabalho	 de	 doutoramento,	 o	 problema	 que	 se	 pretende	 estudar	 é	 precisamente	 o	
ensino	da	programação.		
1.1	Enquadramento	e	Motivação	










qualquer	 pessoa	 e	 por	 isso,	 para	 que	 seja	 bem-sucedida,	 costuma	 organizar-se	 em	 várias	
etapas:	










mais	 pequeno	 erro	 pode	 inviabilizar	 o	 funcionamento	 de	 um	 programa.	 O	 computador	 só	
percebe	e	executa	as	 instruções	que	estejam	escritas	corretamente	numa	 linguagem	formal	









à	 incapacidade	 para	 interpretar	 o	 enunciado	 do	 problema	 (identificar	 o	 seu	
significado);	
• Pensar	de	uma	maneira	 lógica	para	decompor	o	problema	dado	em	partes	 cada	vez	







normalmente	 a	 um	número	 grande	de	 reprovações);	 do	que	 foi	 dito	 acima	percebe-se	que	
uma	das	grandes	dificuldades	reside	na	compreensão	e	na	aplicação	de	noções	básicas	para	
que	o	algoritmo	resolva	problemas	concretos.		
Como	a	experiência	 claramente	demonstra,	qualquer	 aluno	 só	pode	aprender	a	programar,	
programando,	 ou	 seja,	 só	 programando	 poderá	 aprender	 estratégias	 de	 resolução	 de	
problemas.	 Um	 comportamento	 ativo	 por	 parte	 do	 aluno,	 ao	 invés	 dum	 comportamento	




levaram	 à	 criação	 de	 linguagens	 e	 ao	 desenvolvimento	 de	 ambientes	 que	 facilitam	 a	
concepção	 de	 algoritmos,	 a	 escrita	 e	 análise	 dos	 programas.	 No	 entanto,	 tanto	 quanto	
sabemos,	este	problema	ainda	não	está	satisfatoriamente	resolvido.	






é	o	ponto	de	partida.	Vários	 estudos	 foram	 feitos	 para	 verificar	 se,	 efetivamente,	 o	 uso	da	
animação	facilita	a	aprendizagem	de	algoritmos.		
Muitas	 vezes	 os	 alunos	 entendem	 com	 alguma	 facilidade	 algoritmos	 previamente	









utilizadores	 de	 visualizar	 e	 interagir	 com	 a	 ferramenta	 de	 suporte.	 Porém,	 após	 vários	
experimentos	e	respectivas	análises,	tornou-se	claro	para	o	autor	citado	que	o	simples	uso	de	
animações	 de	 programas	 não	 consegue	 melhorar	 a	 aprendizagem	 como	 seria	 de	 esperar.	
Existem,	portanto,	nesta	direção	ainda	uma	série	de	questões	por	resolver	e	a	considerar.		
Pela	 sua	 experiência	 letiva,	 muitos	 professores	 reconhecem	 que,	 na	 maioria	 das	 vezes,	 os	
alunos,	 perante	 um	 problema,	 não	 entendem	 o	 que	 se	 pretende,	 não	 conseguem	 iniciar	 a	
resolução	do	problema	e,	quando	não	desistem,	cometem	erros	que	os	desmotivam.	Por	isso	
e	como	 já	 foi	 referido,	uma	das	preocupações	a	ser	abordada	neste	 trabalho	será	averiguar	
quais	as	principais	dificuldades	intrínsecas	à	aprendizagem	da	programação.		
Estas	 dificuldades	 na	 aprendizagem	 incentivaram	 a	 criação	 de	 ferramentas	 que	 permitem	
facilitar	ao	aluno	a	concretização	de	ideias	mais	abstratas	e	consequentemente	a	utilização	de	
conceitos	de	programação.		
A	 identificação	 e	 estudo	 de	 ferramentas,	 cujo	 interesse	 é	 considerado	mais	 relevante	 para	
apoio	ao	ensino	e	aprendizagem	da	programação,	será	outro	ponto	a	ser	desenvolvido.	Assim	
sendo,	a	animação	e	a	visualização	de	programas	que,	 tal	como	 já	abordado	acima,	ajuda	a	
compreender	 a	 semântica	 da	 linguagem,	 ajuda	 no	debugging	 e	 ajuda	 na	 compreensão	 dos	





feedback	 é	 essencial	 para	 a	 aquisição	 de	 conhecimento	 (Verdú	 et	 al.,	 2011).	 O	 feedback	




Novas	 ferramentas	 surgiram	 (nomeadamente	 na	 área	 de	 concursos	 de	 programação)	 para	






2011).	 Estas	 ferramentas	 podem	 ser	 incorporadas	 com	 sucesso	 nas	 atividades	 de	 ensino,	
permitindo	que	os	 alunos	possam	 testar	o	 seu	 trabalho	 recebendo	de	 imediato	 informação	
relativa	 à	 correção	 do	mesmo.	 Os	 Sistemas	 de	 avaliação	 automática,	 como	 são	 chamados,	
melhoram	 significativamente	 o	 desempenho	 dos	 alunos	 pois	 atuam	 de	 várias	 formas	 nos	
factores	 que	 estimulam	 a	 sua	 motivação	 ou	 auto-estima/auto-confiança.	 Esta	 abordagem	
aumenta	 o	 seu	 envolvimento	 e,	 consequentemente,	 contribui	 para	melhorar	 o	 seu	 sucesso	
académico	(Joy	et	al.,	2005).	
1.2	Objetivos	
Pretende-se	 apresentar	 nesta	 secção,	 concisamente,	 os	 objetivos	 do	 trabalho	 de	
doutoramento	que	têm	vindo	a	ser	referidos	ao	longo	do	capítulo.	
Com	o	fim	de	aumentar	a	motivação	e	autoconfiança	dos	alunos	dos	cursos	introdutórios	de	
programação,	 e	 consequentemente	 aumentar	 o	 sucesso	 deste	 processo,	 o	 objetivo	 deste	
trabalho	de	pesquisa	é:	
• identificar	 as	 dificuldades	 que	 realmente	 surgem	 neste	 processo	 de	
ensino/aprendizagem,	 estudando	 a	 motivação	 humana	 e	 os	 fatores	 intrínsecos	 e	
extrínsecos	que	a	controlam;	

















Combinando	 a	 animação	 de	 programas	 e	 a	 avaliação	 automática	 de	 programas	 é	
possível	 aumentar	 a	 motivação,	 o	 envolvimento	 e	 o	 desempenho	 dos	 alunos	 de	







do	 processo	 de	 ensino-aprendizagem	 de	 uma	 disciplina	 de	 programação	 se	 o	 rácio	
‘aprovados/inscritos’	aumentar.	Este	rácio	será	a	medida	de	avaliação	do	sucesso.	
• O	desempenho	de	um	aluno	consiste	na	sua	capacidade	de	 resolver	corretamente	o	
problema	 que	 lhe	 é	 colocado	 e	 no	 esforço	 gasto	 para	 o	 conseguir;	 aumentará	 o	
desempenho	 se	 aumentar	 o	 número	 de	 problemas	 que	 resolve	 corretamente	 e	
diminuir	 o	 esforço	 para	 tal.	 O	 número	 de	 respostas	 corretas	 a	 um	 conjunto	 de	
perguntas,	 num	 intervalo	 de	 tempo,	 será	 uma	 das	 edidas	 de	 avaliação	 do	
desempenho.		
• O	envolvimento	de	um	aluno	consiste	no	seu	empenho	em	tentar	resolver	o	problema	
que	 lhe	 é	 colocado;	 aumentará	 o	 envolvimento	 se	 continuar	 a	 tentar	 encontrar	 a	
solução	 correta	 após	 situações	 de	 fracasso	 não	 desistindo	 às	 primeiras	 dificuldades.	
Para	 aferir	 este	 ponto,	 deve-se	 contar	 o	 número	 de	 submissões	 que	 o	 aluno	 faz	 na	
ferramenta	de	Avaliação	Automatica	após	o	primeiro	erro	na	busca	de	resolver	bem	o	
problema.	
• A	motivação	 de	 um	 aluno	 é	 um	 estado	 psicológico	 que	 o	 leva	 a	 envolver-se	 numa	










opcional;	 o	 número	 de	 exemplos	 ou	 exercícios	 que	 o	 aluno	 optou	 por	 ver/realizar	 quando	
estes	eram	opcionais,	etc.	
Sendo	 que	 o	 sucesso	 da	 disciplina	 não	 é	 mensurável	 no	 espaço	 físico-temporal	 de	 um	
doutoramento,	 a	 aferição	 dos	 restantes	 três	 critérios	 no	 contexto	 do	 trabalho	 de	
doutoramento	será	realizada	através	de	experimentos	conduzidos	em	sala	de	aula,	medindo	
os	registos	(tais	como	o	tempo	gasto	em	cada	tarefa)	fornecidos	pelas	ferramentas	de	apoio	









fala-se	 ainda	 sobre	 o	 uso	 da	 gamificação	 na	 educação	 e	 em	 como	 esta	 abordagem	 pode	
alterar	o	desempenho	dos	alunos.	De	 forma	a	comprovar	as	principais	dificuldades	sentidas	
pelos	 aprendizes,	 identificadas	 ao	 longo	 do	 capítulo,	 é	 ainda	 apresentado	 um	 inquérito	
aplicado	aos	alunos	de	uma	disciplina	do	primeiro	ano	de	algoritmia	e	programação	e	feita	a	
análise	dos	respostas	recolhidas.	
O	 Capítulo	 3	 descreve	 algumas	 ferramentas	 de	 Animação	 que	 poderão	 ser	 utilizadas	 para	
apoio	aos	alunos	e	professores,	referenciando	alguns	autores	que	têm	desenvolvido,	ao	longo	









intuito	 de	 dar	 a	 possibilidade	 aos	 alunos	 de	 resolver	 exercícios	 por	 si	 mesmos	 obtendo	
então	feedback	imediato;	em	simultâneo	estas	ferramentas	dão	aos	professores	a	capacidade	
de	fazer	uma	avaliação	mais	rápida	e	eficaz,	aumentando	assim	o	tempo	útil	na	sala	de	aula.	
Este	 estudo	 será	 a	 base	 de	 suporte	 da	 escolha	 de	 uma	 das	 ferramenta	 usada	 nos	
experimentos,	a	serem	apresentados	no	Capítulo	7.		
No	 Capítulo	 6	 são	 expostas	 duas	 abordagens	 ao	 ensino	 da	programação,	suportadas	 em	
recursos	informáticos	(Animação	de	Programas	e	Avaliação	Automática	de	Programas),	com	o	
objetivo	de	aumentar	a	motivação	e	a	autoconfiança	dos	alunos	destes	curso.	Apresentam-se	
as	 diferentes	 etapas	 que	 compõem	 as	 abordagens,	 descrevendo	 em	 pormenor	 cada	 	uma	
delas.	Para	cada	uma	das	abordagens	foram	feitos	estudos	experimentais,	no	âmbito	escolar,	























Existem	 dois	 conceitos	 diferentes	 que	 geralmente	 são	 mal	 compreendidos	 pelos	 alunos	
(Gomes	 et	 al.,	 1999):	 a	 aprendizagem	 de	 programação	 e	 a	 aprendizagem	 da	 sintaxe	 e	 da	
semântica	de	uma	linguagem	de	programação.	Relembrando	o	que	foi	dito	acima,	programar	
é,	 em	 primeiro	 lugar,	 traçar	 estratégias,	 a	 fim	 de	 resolver	 problemas	 com	 recurso	 ao	
computador,	independentemente	da	linguagem	utilizada.	De	facto,	esta	tarefa	envolve	várias	
etapas	desde	a	compreensão	do	problema	proposto	até	ao	teste	do	programa,	passando	pelo	
desenvolvimento	 de	 algoritmos	 e	 da	 sua	 codificação.	 Em	 “Curriculum	 Guidelines	 for	
Undergraduate	Degree	Programs	 in	Computer	Science”	 (ACM/IEEE,	2013),	há	uma	discussão	
interessante	 sobre	 o	 perigo	 dos	 cursos	 introdutórios	 de	 Ciências	 da	 Computação	 serem	






as	 ciências	 da	 computação	 não	 apenas	 como	 a	 aprendizagem	 das	 especificidades	 de	
determinadas	 linguagens	 de	 programação.	 Devem	 ser	 tomados	 cuidados	 para	 realçar	 os	
conceitos	mais	gerais	em	computação	dentro	do	contexto	da	aprendizagem".	
Apesar	de	se	considerar	que	a	codificação	não	é	a	principal	dificuldade,	em	estudos	anteriores	
(Gomes,	 2010)	 concluiu-se	 que	 o	 paradigma	 de	 programação	 adotado	 e	 o	 idioma	 utilizado	
tem	 um	 considerável	 impacto	 no	 processo	 de	 aprendizagem	 e,	 consequentemente,	 no	
desempenho	 da	 tarefa.	 No	 entanto,	 não	 existe	 qualquer	 consenso	 entre	 a	 comunidade	 da	
computação	 sobre	 o	melhor	 paradigma	 ou	 sobre	 a	 linguagem	mais	 adequada;	 as	 opiniões	
divergem.	Citando	novamente	o	“Curriculum	Guidelines	for	Undergraduate	Degree	Programs	
in	 Computer	 Science”,	 acima	 referido	 (ACM/IEEE,	 2013),	 os	 autores	 sustentam	 uma	
importante	 argumentação	 sobre	 o	 paradigma	 de	 programação	 e	 escolha	 da	 linguagem,	





sucessivos	 passos	 partindo	 da	 resolução	 de	 problemas	mais	 simples	 e	 assim	 enriquecer	 as	
soluções	anteriores.	Soluções	mais	simples	são	usadas	muitas	vezes	para	resolver	problemas	
maiores.	 Estas	 técnicas	 de	 enriquecimento	 e	 composição	 devem	 ser	 consideradas	 no	












enfrentam	 o	 primeiro	 obstáculo	 (Proulx,	 2000).	 Na	 opinião	 de	 alguns	 professores	
questionados	 sobre	 o	 assunto,	 esta	 afirmação	 não	 é	 verdadeira	 quando	 se	 ensina	 bons	
alunos;	 no	 entanto,	 concordam	 que	 isto	 realmente	 acontece	 com	 a	maioria	 dos	 alunos	 na	
generalidade.	
2.2	Introdução	à	Motivação		
Várias	 teorias	 interdisciplinares	 de	 diversas	 correntes	 foram	 desenvolvidas	 para	 explicar	 a	
motivação	 desde	 o	 inicio	 da	 História	 da	 Psicologia	 como	 ciência.	 Por	 se	 tratar	 de	 um	
fenómeno	 complexo,	 multideterminado	 e	 com	 especificidades	 relativas	 ao	 contexto,	 o	
assunto	tem	sido	estudado	sob	diferentes	prismas.	Por	exemplo,	algumas	teorias	afirmam	que	
as	pessoas	 são	motivadas	por	 recompensas	materiais,	outras	pelo	aumento	do	 seu	poder	e	
prestígio	no	mundo,	outras	por	um	trabalho	interessante,	pelo	reconhecimento,	ou	ainda	para	




aquilo	que	move	a	pessoa	(do	 latim	movere),	que	a	 faz	entrar	em	ação	e	a	 leva	para	algum	
objetivo	 (Williams	et	 al.,	 2011;	Almeida,	2012).	 Está	diretamente	 ligada	aos	nossos	desejos,	
necessidades	 e	 vontades.	 A	 motivação	 é	 uma	 das	 chaves	 para	 a	 compreensão	 do	




aprendizagem,	 crescem,	 dominam	 novas	 habilidades	 e	 aplicam	 os	 seus	 conhecimentos	 de	
forma	 responsável.	 Na	 maioria	 dos	 casos	 as	 pessoas	 fazem	 um	 grande	 esforço	 para	 se	
mostrarem	 corretas,	mais	 do	 que	 seres	 excecionais,	 exibindo	 assim	 algumas	 características	
muito	 positivas	 e	 de	 persistência	 da	 natureza	 humana.	 Por	 outro	 lado,	 o	 espírito	 humano	
pode	 ser	 muitas	 vezes	 diminuído	 rejeitando	 assim	 o	 seu	 crescimento	 e	 as	 suas	
responsabilidades,	 independentemente	de	extratos	 sociais	 ou	origem	cultural;	muitas	 vezes	
crianças	ou	adultos	mostram-se	apáticos	e	 irresponsáveis.	 Sendo	assim,	a	natureza	humana	




reações	 aos	 diferentes	 ambientes	 sociais,	 sugerindo	 a	 existência	 de	 diferenças	 biológicas,	
psicológicas	e	educacionais	(Williams	et	al.,	2011;	Almeida,	2012).		
A	Teoria	da	Autodeterminação	(SDT	–	Self-	Determination	Theory)	(Ryan	et	al.,	2000)	é	uma	
abordagem	 à	motivação	 humana	 e	 personalidade	 que	 usa	métodos	 empíricos	 tradicionais,	
destacando	 a	 importância	 da	 evolução	 dos	 recursos	 internos	 do	 ser	 humano	 para	 o	
desenvolvimento	 da	 personalidade	 e	 da	 auto	 regulação	 comportamental.	 O	 seu	 foco	 é	 a	
investigação	 de	 tendências	 de	 crescimento	 e	 necessidades	 psicológicas	 inatas	 que	 serão	 a	
base	para	a	sua	auto-motivação	e	integração	da	personalidade,	bem	como	as	condições	que	
promovem	 esses	 processos.	 Usando	 o	 processo	 empírico,	 foram	 identificadas	 três	






minerais	 para	 se	 desenvolver;	 o	 crescimento,	 saúde	 e	 integridade	 ficam	 comprometidos	
quando	 qualquer	 um	destes	 elementos	 é	 insuficiente.	 Também	o	 ser	 humano	 necessita	 de	
três	 elementos	 essenciais	 para	 iniciar	 e	manter	 a	 sua	motivação,	 que	 são,	 a	 autonomia,	 a	









Esta	 ação	 é	 ativada	 por	 necessidades,	 emoções,	 valores,	 objetivos	 e	 expectativas	 pessoais,	
constituindo	 um	 fenómeno	 individual,	 intencional	 e	 multifacetado.	 As	 pessoas	 podem	 ser	
motivadas	 porque	 valorizam	 uma	 determinada	 atividade	 ou	 porque	 há	 coação	 externa.	
Podem	 ser	 incentivados	 por	 um	 interesse	 permanente	 ou	 por	 um	 suborno,	 podem-se	
comportar	 devido	 a	 senso	 de	 compromisso	 pessoal	 ou	 porque	 estão	 a	 ser	 vigiados.	 Existe	
diferença	 entre	 os	 casos	 de	 motivação	 interna	 e	 motivação	 externa.	 Devido	 às	 diferenças	
funcionais	 entre	 auto	 motivação	 e	 aos	 incentivos	 externos,	 esta	 teoria	 tem	 a	 intenção	 de	
fornecer	 uma	 abordagem	 mais	 diferenciada	 para	 distinguir	 os	 tipos	 de	 motivação.	
Considerando	as	forças	que	movem	um	individuo	a	agir,	esta	teoria	é	capaz	de	identificar	os	
vários	 tipos	 de	 motivação,	 os	 quais	 têm	 consequências	 diferentes	 para	 a	 aprendizagem,	
desempenho,	experiência	pessoal	e	bem-estar	(Ryan	et	al.,	2000).		
Neste	contexto,	podem	ser	considerados	dois	tipos	de	motivação:	a	motivação	extrínseca	e	a	
motivação	 intrínseca.	 A	 motivação	 extrínseca	 é	 aquela	 em	 que	 a	 pessoa	 é	 movida	 por	
condições	 externas	 a	 ela,	 sejam	 benefícios	 ou	 punições,	 mas	 que	 a	 ação	 por	 si	 só	 não	 a	
satisfaz.	 A	 satisfação	 não	 vem	 da	 atividade	 em	 si,	 mas	 sim	 das	 consequências	 extrínsecas	
produzidas	 pela	 atividade.	 Na	motivação	 intrínseca	 o	 que	move	 a	 pessoa	 para	 a	 ação	 são	
motivos	internos	baseados	em	necessidades	intrínsecas	e	a	gratificação	da	pessoa	é	pela	ação	
em	 si,	 sem	 que	 sejam	 necessários	 benefícios	 externos	 como	 impulsionadores.	 Ou	 seja,	









A	 motivação	 intrínseca	 e	 a	 extrínseca	 formam	 um	 contínuo,	 que	 vai	 desde	 a	 falta	 de	




Leal	 e	 colegas	 (Leal	 et	 al.,	 2011)	 afirmam	 que	 a	 Teoria	 da	 Autodeterminação	 distingue	
diferentes	 questões	motivacionais:	porquê	 versus	para	 quê,	 ou	 seja	 qual	 o	 objetivo	 da	 sua	
atividade	e	porque	é	que	a	pessoa	quer	realizar	esse	objetivo,	quais	as	razões	que	justificam	o		
seu	esforço	para	atingir	esse	objetivo	(Silva	et	al.,	2010;	Leal	et	al.,	2011).	
Segundo	 	 Campos	 e	 Susana	 Ramos	 (Campos	 et	 al.,	 2011),	 existem	 algumas	 teorias	 da	
motivação,	 para	 além	 da	 referida	 Autodeterminação,	 que	 caracterizam	 o	 indivíduo	 como	
único,	mas	 também	procuram	analisar	o	 fenómeno	motivacional	na	 sua	origem,	evolução	e	
direção.	Teorias	estas	que	 foram	classificadas	em	Teorias	de	Satisfação,	 que	 são	orientadas	
para	 os	 fatores	 que	 levam	 a	 um	 determinado	 comportamento	 motivado,	 e	 Teorias	 de	












tal	modo	 que	 quando	 uma	 necessidade	 é	 satisfeita,	 outra	 ocupa	 o	 seu	 lugar	 em	 busca	 da	
satisfação.	 A	 necessidade	 fisiológica	 é,	 portanto,	 a	 mais	 forte,	 a	 mais	 básica	 ou	 de	 ordem	
inferior	 porque	 têm	 a	 ver	 com	 a	 preservação	 e	 conservação	 da	 espécie,	 enquanto	 a	




necessidades	 primárias,	 como	 a	 satisfação	 de	 necessidades	 fisiológicas	 básicas	 do	 corpo	
(respiração,	 comida,	 água,	 etc.);	 Logo	 acima	 vem	 a	 necessidade	 de	 segurança,	 de	 amor	 e	






necessidades	 superiores,	 ou	 seja,	 pode	 haver	 algumas	 necessidades,	 que	 para	 uma	
determinada	pessoa	ou	sociedade	não	tenham	a	mesma	importância.	Algumas	necessidades	












necessário;	 neste	 caso,	 toda	 a	 lógica	 da	 organização	 vai-se	 voltar	 ao	 desenvolvimento	 de	
processos	que	induzam	as	pessoas	a	produzirem.	A	segunda	(Teoria	Y)	parte	do	pressuposto	
contrário	 de	 que	 as	 pessoas,	 além	 da	 necessidade	 de	 trabalhar,	 gostam	 de	 fazer	 os	 seus	
ofícios	 diariamente,	 ou	 seja,	 o	 trabalho	 é	 tão	 natural	 como	 o	 lazer,	 se	 as	 condições	 forem	
favoráveis.	Os	comportamentos	das	pessoas	são	então	divididos	em	comportamentos	do	tipo	
X	 (baseados	 na	 motivação	 extrínseca)	 e	 em	 comportamentos	 do	 tipo	 Y	 (baseados	 na	
motivação	intrínseca).		




de	 fatores	 higiénicos	 e	 relacionam-se	 com	 fatores	 extrínsecos	 como	 as	 estratégias	
administrativas,	 estilo	 de	 liderança,	 as	 relações	 interpessoais,	 as	 condições	 económicas	 e	
ambientais;	e	a	segunda	de	fatores	motivacionais	que	se	relacionam	com	fatores	intrínsecos	




A	 Teoria	 das	 Necessidade	 Básicas	 de	 McClelland	 (McClelland,	 1967),	 como	 teoria	 de	













alguma	 coisa	 melhor	 do	 que	 anteriormente.	 A	 necessidade	 de	 afiliação	 é	 o	 desejo	 de	




de	 liderança	 (Campos,	 2011).	 Leituras	 relacionadas	 com	a	 teoria	 de	McClelland,	 podem	 ser	
vistas	nos	endereços	2,3,4.	
Por	 outro	 lado,	 a	 Teoria	 das	 Expectativas	 de	 Vroom	 (Vroom,	 1964)	 explica	 como	 é	 que	 o	
individuo	 decide	 qual	 o	 comportamento	 a	 tomar	 para	 a	 realização	 do	 seu	 trabalho.	 Vroom	








atingir	 o	 objectivo.	 De	 acordo	 com	 esta	 teoria,	 diferentes	 pessoas	 reagem	 de	 maneira	
diferenciada	perante	uma	situação	(Campos,	2011).	Para	mais	leituras	relacionadas	ver	5.	
















o	 comportamento	 e	 envolvimento	 dos	 alunos,	 para	 poder	 desempenhar	 um	 papel	 vital	 na	
formação	que	ocorre	em	sala	de	aula.	Porém,	todas	as	decisões	de	ensino	escolhidas	têm	um	
impacto	 (positivo	 ou	 negativo)	 sobre	 a	 motivação	 dos	 alunos	 (Callahan,	 2010),	 pelo	 que	
importa	perceber	quais	aquelas	que	podem	afetar	positivamente.	
O	 grau	 de	 motivação	 em	 que	 um	 aluno	 se	 encontra	 para	 se	 envolver	 numa	 determinada	
tarefa	é	determinada	em	conjunto	pela	sua	expectativa	para	o	sucesso	e	pelo	valor	que	ele	dá	
a	uma	tarefa	específica.	Esta	teoria	sugere	que	os	estudantes	podem	ter	êxito	se	se	aplicarem	








que	 chegam	 com	 certas	 expectativas,	 e	 professores,	 que	 esperam	 deles	 comportamentos	
diferentes	daqueles	que,	em	geral,	eles	manifestam	(Almeida,	2012).		
Segundo	 Almeida	 (Almeida,	 2012),	 uma	 visão	 mais	 precisa	 de	 motivação,	 consiste	 em	
considerar	que	a	motivação	não	é	apenas	um	fenómeno	unitário	que	remete	ao	conceito	de	
quantidade.	 Mais	 do	 que	 quantidade	 de	 motivação,	 existem	 variações	 nos	 níveis	 e	 nas	
orientações	motivacionais.	Sendo	assim,	é	possível	perguntar	qual	será	o	factor	que	leva	a	um	
comportamento	mais	ou	menos	motivado.	Ao	pensar	em	qualidade	motivacional	consideram-






pelo	 fato	 de	 querer	 a	 aprovação	 do	 professor	 ou	 dos	 pais;	 mas	 pode	 pelo	 contrário	 estar	
motivado	para	adquirir	novos	conhecimentos	e	novos	desafios	porque	entende	que	 isso	 lhe	
traz	 vantagem	 e	 o	 valoriza;	 ou	 pode	 ainda	 estar	 motivado	 porque	 os	 conhecimentos	










do	 que	 fazer.	 Assim,	 a	 motivação	 está	 diretamente	 relacionada	 com	 fatores	 de	 ordem	
psicológicos,	fisiológicos,	morais,	intelectuais	e	emocionais	(ver	Figura	2.4).		
A	motivação	do	aluno	é	um	dos	componentes	essenciais	para	a	aprendizagem.	Sendo	assim,	
qual	a	 razão	que	 leva	um	aluno	a	 ter	um	comportamento	mais	ou	menos	motivado?	Como	
explicado	 no	 parágrafo	 acima,	 várias	 podem	 ser	 essas	 razões:	 apenas	 interesse	 de	 ser	




interesse	 nos	 benefícios	 diretos	 ou	 indiretos	 que	 esses	 novos	 conhecimentos	 lhe	 podem	
trazer,	 como	 obter	 boas	 notas	 ou	 arranjar	 um	 bom	 emprego.	 De	 acordo	 com	 a	 teoria	 de	
autodeterminação,	essa	motivação	pode	ser	intrínseca	ou	extrínseca.	A	motivação	intrínseca	
não	 precisa	 de	 qualquer	 fator	 externo,	 tem	origem	no	 próprio	 aluno,	 como	por	 exemplo	 a	
dedicação,	 a	 competência,	 a	 vontade	 e	 apetência	 para	 realizar	 uma	 tarefa.	 A	 motivação	
extrínseca,	 é	 resultante	 de	 fatores	 externos,	 como	 os	 recursos	 que	 o	 aluno	 tem,	 as	
recompensas	ou	penalizações,	e	o	ambiente	onde	desenvolve	as	suas	tarefas.	Ambas	atuam	







Como	 referido	 nas	 secções	 anteriores,	 é	 muito	 importante	 que	 os	 professores	 consigam	
melhorar	 o	 processo	 da	 aprendizagem	 atuando	 o	 mais	 eficazmente	 possível	 nos	 fatores	
extrínsecos	da	Motivação.	Os	alunos	 são	 complexos	e	 têm	necessidades	e	desejos	bastante	














sua	 vez,	 o	 conteúdo	 deve	 ser	 preciso,	 oportuno,	 estimulante	 e	 pertinente	 para	 o	
conhecimento	atual	e	necessidades	futuras	do	aluno.	O	quarto	ingrediente,	método/processo,	
deve	ser	inventivo,	encorajador,	interessante,	envolvente,	e	fornecer	ferramentas	que	podem	
ser	 aplicadas	 à	 vida	 real	 do	 aluno.	 E	 por	 último,	 o	 ambiente	 deve	 ser	 acessível,	 seguro,	
positivo	e	o	mais	personalizado	possível	(Williams	et	al.,	2011).	
Manter	 os	 alunos	 motivados	 é	 um	 objetivo	 particularmente	 importante	 em	 disciplinas	 de	
introdução	 à	 programação	 nos	 cursos	 de	 engenharia.	 Para	 que	 essa	 motivação	 seja	
impulsionada,	os	alunos	devem	aumentar	a	sua	competência	na	resolução	de	problemas,	uma	
capacidade	que	é	construída	sobre	um	domínio	combinado	de	conceitos	e	competências.	Esta	
combinação	 de	 conceitos	 e	 habilidades	 requer	 uma	 preparação	 didática	 e	 pedagógica	 que	
conduza	os	 alunos	a	 aprenderem	mais	do	que	a	 soma	dos	 conceitos	ensinados	e	 adquiram	
novas	 capacidades.	 Quer	 dizer	 que	 um	 conjunto	 representativo	 de	 conceitos	 deve	 ser	
incorporado	 em	 todo	 o	 processo	 para	 orientar	 os	 alunos	 através	 de	 níveis	 crescentes	 de	
"competências	 computacionais".	A	aprendizagem	baseada	em	problemas	apoia	melhor	este	
processo,	porque	os	alunos	entram	em	contacto	com	os	conceitos	através	das	suas	próprias	
atividades	 e,	 assim,	 podem	 melhor	 diferenciá-los.	 Esta	 diferenciação	 estabelece	 o	 terreno	
para	uma	percepção	das	ideias	subjacentes	que	permite	aos	alunos	construir	os	conceitos	por	








de	 conceitos	 continuando	 com	 problemas	 mais	 complexos.	 Estes	 são	 os	 ingredientes	
preliminares	para	a	instrução	que	motiva.	Para	isso,	é	muito	importante	o	docente	envolver-
se	e	apoiar	na	resolução	de	problemas	desde	o	início,	em	conjunto	com	uma	construção	auto-
dirigida	 de	 estruturas	 de	 conhecimento	 para	 o	 aluno	 que	 seja	 profundo	 e	 sustentável.	
Resolver	 uma	 sequência	 de	 pequenos	 problemas	 selecionados	 representando	 conceitos	






• Tentar:	 os	 alunos	 devem	 ter	 a	 oportunidade	 de	 tentar	 aplicar	 conceitos	 com	 a	
orientação	apropriada;	











de	 ensino	 apoiado	 em	 computador	 para	 permitir	 uma	 melhor	 orientação	 individualizada	
(Faessler	et	al.,	2006	).	
Reforçando	o	que	foi	dito	anteriormente,	sistematiza-se	agora	como	é	que	o	professor	pode	
aumentar	 a	 motivação	 dos	 seus	 alunos	 de	 acordo	 com	 outros	 autores	 da	 área	 educativa	
(Taylor	et	al.,	2011):	











estar,	 fazer	 e	 aprender.	 É	 claro	 que	 os	 alunos	 atuais	manifestam	 necessidades,	 objetivos	 e	
preferências	de	aprendizagem	diferentes	comparativamente	com	os	estudantes	no	passado.	
Por	 este	 motivo,	 é	 importante	 compreender	 estes	 alunos	 para	 determinar	 como	 melhor	
envolvê-los	na	aprendizagem	(Taylor	et	al.,	2011).	O	uso	das	tecnologias	educativas,	uma	vez	
que	 influenciam	 e	 potenciam	 o	 processo	 de	 aprendizagem,	 tem	 vindo	 a	 refletir-se	 nas	




















a	 teoria	 da	 autodeterminação	 ou	 a	 teoria	 do	 estado	 de	 fluxo,	 termo	 português	 usado	
vulgarmente	 para	 designar	 The	 Flow-Theory	 proposta	 por	 Cziksentmihalyi	 no	 seu	 livro	
(Csikszentmihalyi,	 1975)	 (que	 explica	 a	 evolução	 do	estado	 emocional	 de	 um	 aluno	 entre	 a	
ansiedade	e	o	aborrecimento)	podem	servir	como	valiosas	bases	para	compreender	como	é	
que	o	 recurso	a	 técnicas	e	elementos	dos	 jogos	podem	 influenciar	a	motivação	humana6.	É	
muito	 importante	 que	 os	 jogos	 mantenham	 um	 equilíbrio	 entre	 a	 ansiedade	 e	 o	
aborrecimento	 aplicando	elementos	 presentes	 na	 teoria	 do	 estado	de	 fluxo,	 ou	 seja,	 que	 a	























Neste	 contexto,	 a	 gamificação	 tem	 como	 proposta	 a	 concretização	 da	 interatividade	 e	
aprendizagem	 colaborativa	 a	 partir	 de	 novas	 narrativas	 educativas,	 ou	 seja,	 traz	 um	 novo	
significado	à	prática	educacional,	na	medida	que	promove	o	desenvolvimento	de	uma	nova	
dinâmica	de	aprendizagem	assente	no	envolvimento	dos	alunos	através	do	uso	de	elementos	
de	 jogos	 em	 contexto	 pedagógico.	 Nem	 todas	 as	 situações	 são	 passíveis	 de	 serem	
gamificadas,	uma	vez	que	dependem	da	natureza	do	objeto	de	conhecimento	a	ser	ensinado,	






aprendizagem.	 Permite,	 assim,	 um	 cenário	 interativo	 mais	 motivador	 e	 permite	 uma	
aprendizagem	 de	 modo	 colaborativo,	 dinâmico	 e	 significativo.	 A	 aplicação	 de	 técnicas	 de	
gamificação	 pode	 contribuir	 para	 transformar	 uma	 tarefa	 monótona	 num	 processo	 de	
aprendizagem	que	se	torne	viciante	para	os	alunos.	Para	os	estudantes,	a	gamificação	pode	
servir	 para	minimizar	 o	 impacto	 negativo	 que	 podem	 encontrar	 nas	 formas	 tradicionais	 de	
educação	 e	 os	 professores	 podem	 enfatizar	 melhor	 os	 seus	 objetivos	 (dando	 mais	 relevo	
aqueles	 que	 achem	 primordiais)	 e	 verificar	 mais	 facilmente	 o	 envolvimento	 e	
desenvolvimento	dos	seus	alunos	(Valemtim	et	al,	2016;	Almeida,	2016).	
Como	 explica	 Ana	 Klock	 e	 colegas	 (Klock	 et	 al.,	 2014),	 para	 se	 perceber	 a	 gamificação,	 é	
importante	 perceber	 o	 funcionamento	 de	 um	 jogo,	 em	 que	 as	 suas	 atividades	 estão	
orientadas	a	objetivos	e	metas,	assim	como	a	informação	clara	das	condições	para	se	chegar	à	




atividades	 focadas	 em	metas;	 progresso	 do	 jogador;	 e	mecanismos	 de	 recompensa.	 Assim,	
através	de	pontuações	e	níveis	de	experiencia,	 jogadores	ou	alunos	são	levados	a	completar	
tarefas	para	atingir	diferentes	objetivos,	para	vencer	um	 jogo	ou	tirar	uma	boa	nota	na	sua	
avaliação	escolar.	Neste	processo,	 é	 importante	 seguir	 o	 trajeto	do	 ator	 (aluno	ou	 jogador)	
para	se	poder	identificar	as	tarefas	e	metas	para	que	este	chegue	a	um	determinado	nível	de	
aprendizagem	ou	à	vitória	(em	ambiente	de	jogo).	Para	se	medir	este	progresso	utilizam-se	os	
mecanismos	de	 recompensa	assim	como	no	processo	educacional,	o	 feedback	 (verifica	 se	o	
método	da	gamificação	está	a	atingir	o	seu	objetivo,	ou	seja,	a	aprendizagem),	e	quanto	mais	
rápido	 e	 orientado	 for	 esse,	mais	 eficaz	 será	 a	 aprendizagem.	 Sistematizando,	 os	 principais	
elementos	de	jogo	usados	na	gamificação	são:	
• Pontos:	 Este	 elemento	 é	 aberto,	 direto,	 e	motivacional.	 Pode	 utilizar-se	 vários	 tipos	
diferentes	de	pontuação,	de	acordo	com	o	objetivo	proposto;	
• Níveis:	 Estabelecem	 um	 escalonamento	 na	 dificuldade	 das	 várias	 subtarefas,	
permitindo	ir	controlando	o	progresso	do	jogador;		




• Medalhas:	 Representação	 visual	 de	 alguma	 realização	 ou	 conquista	 do	 utilizador	
(versão	mais	robusta	que	os	pontos);	
• Barra	 de	 progresso:	 Representação	 visual	 da	 evolução	 temporal	 do	 jogador	 no	
cumprimento	da	sua	tarefa;	
• Personalização:	Possibilidade	que	o	utilizador	tem	de	transformar	alguns	elementos	a	
seu	 gosto	 promovendo	 motivação,	 envolvimento,	 sentimento	 de	 posse	 e	 controlo	
sobre	o	sistema;	
• Feedback:	 fornece	dados	ao	 jogador,	 informando	a	sua	 localização	no	ambiente	e	os	
resultados	das	ações	realizadas	por	ele;	
















não	 estão	 intrinsecamente	 motivadas	 para	 realizar	 (são	 importantes	 para	 comunicar	
resultados	(feedback)	mas	não	são	a	melhor	escolha	como	estratégia	de	longo	prazo)	porém,	
não	 substituem	 a	 importância	 da	 motivação	 intrínseca;	 têm	 um	 efeito	 pontual	 e	 mais	
superficial.	 Se	 um	 utilizador	 executa	 uma	 tarefa	 pela	 própria	 tarefa,	 isso	 significa	 que	 está	
intrinsecamente	motivado	para	a	realizar	e	assim	executa-a	melhor.	A	gamificação,	no	âmbito	
da	 educação,	 deve	 criar	 uma	 experiência	 que	 não	 dependa	 apenas	 de	 recompensas	
extrínsecas	(Simões	et	al.,	2013).	
É	 importante	 salientar	 que	 alguns	 métodos	 podem	 apenas	 funcionar	 num	 determinado	
contexto	 em	 que	 se	 insere	 e	 para	 um	 determinado	 público	 alvo,	 e	 não	 garantir	 o	 sucesso	









diferentes	 estratégias.	 Concretamente	 os	 AVAs	 considerados	 nesse	 estudo	 foram:	 Khan	
Academy,	PeerWise,	QizBox,	BrainScape,	Peer2PeerUniversity,	URI	Online	Judge,	CodeSchool,	
Duolingo,	 Passei	 Direto	 e	MeuTutor.	 Para	 cada	 ambiente	mencionado	 foi	 feita	 uma	 análise	







Figura	2.9:	Técnicas	de	Gamificação	mais	aplicadas	(Klock	et	al.,	2014)                               	
Assim,	 a	 citada	 autora	 concluí	 que	 os	 elementos	 de	 jogo	 mais	 utilizados	 os	 vários	 e	
importantes	AVAs	estudados	foram:	Pontos	e	Medalhas;	Missões	e	Personalização;	e	Níveis	e	









O	 primeiro	 passo,	 passa	 por	 perceber	 quem	 é	 o	 público-alvo	 (idade,	 capacidade	 de	
aprendizagem,	etc.)	e	qual	o	contexto	em	que	se	desenvolve	o	ensino	(ambiente	envolvente,	
tamanho	 dos	 grupos,	 duração,	 etc.).	 A	 combinação	 entre	 aluno	 e	 contexto	 permite	 a	
concepção	de	uma	ferramenta	informática	que	ajuda	o	aluno	a	melhor	atingir	os	objetivos	do	
curso.	O	segundo	passo	diz	respeito	ao	objetivo	que	o	professor	quer	que	o	aluno	aprenda	e	
supere	ao	 completar	o	 curso.	 Embora	alguns	programas	de	aprendizagem	possam	englobar	
vários	objectivos	diferentes	de	uma	só	vez,	o	sucesso	da	ferramenta	depende	da	capacidade	
do	 professor	 de	 definir	 claramente	 os	 objectivos	 subjacentes	 ao	 programa	 educativo.	 No	








um	 aliado	 importante	 no	 processo	 ensino	 aprendizagem,	 podendo	 ser	 dadas	 outras	
oportunidades	para	completar	a	tarefa	visto	que	os	alunos	aprendem	mais	quando	repetem.	
Isto	 é	 o	 que	 torna	 os	 jogos	 atraentes.	 Como	 aos	 alunos	 é	 dado	 feedback	 rápido,	 se	 eles	
fizerem	 uma	 tarefa	 errada	 podem	 ter	 a	 oportunidade	 de	 experimentá-la	 novamente.	 Além	
disso,	 o	 tempo	 que	 o	 aluno	 consome	 para	 resolver	 a	 tarefa,	 é	 importante	 para	 dar	 ao	
professor	 informação	 sobre	 o	 conhecimento	 que	 o	 aluno	 vai	 adquirindo	 ou	 sobre	 os	 seus	
pontos	 fracos.	Por	último,	o	quinto	passo,	consiste	em	saber	que	elementos	de	 jogo	devem	
ser	 aplicados.	 Como	 já	 foi	 dito,	 elementos	 como	 pontos,	 medalhas,	 níveis,	 restrições	 de	











de	 gamificação	 na	 educação	 (esquematizadas	 na	 figura	 2.10	 acima)	 para	 conseguirem	
implementar	 os	 diferentes	 elementos	 de	 gamificação	 em	 programas	 de	 aprendizagem	 e	
alcançar	 os	 objetivos	 pretendidos.	 Se	 os	 objetivos	 forem	 claros,	 o	 contexto	 ajudará	 a	




após	 se	 terem	 analisado	 estratégias	 (nomeadamente	 a	 gamificação)	 para	 estimular	 a	




De	 forma	 a	 aferir	 as	 reais	 dificuldades	 que	 os	 alunos	 sentem	 no	 processo	 de	
ensino/aprendizagem	da	programação,	foi	elaborado	um	inquérito,	como	se	mostra	abaixo	na	







Nesta	 primeira	 instância,	 o	 inquérito	 foi	 realizado	 de	 forma	 anónima	 no	 dia	 do	 exame	 da	
disciplina	e	aplicado	a	um	total	de	160	alunos,	tendo-lhes	sido	pedido	para	responderem	com	
o	máximo	de	sinceridade	e	sem	hesitação.	Mais	tarde	foi	usado	noutras	Instituições	de	Ensino	
Superior	 com	 alunos	 de	 programação	 em	 disciplinas	 diversas,	 conforme	 se	 falará	 na	
subsecção	seguinte.	







		 Sim	 Não	 Não	
respondeu	
Sente	que	a	sua	motivação	diminuiu	ao	longo	do	semestre?	
	 45,6%	 53,8%	 0,6%	
Tenho	 dificuldade	 em	 compreender	 exatamente	 o	 que	 se	
pretende	perguntar	nos	exercícios	e	questões	das	provas.	 49,4%	 50,0%	 0,6%	
Sinto-me	 desmotivado	 porque	 não	 tenho	 um	 feedback	 da	
correção	dos	exercícios.	 44,4%	 55,6%	 	
Sou	 adepto	 do	 uso	 de	 plataformas	 digitais	 de	 ensino	 à	
distância	(eLearning),	tipo	Moodle	ou	Blackboard.	 90,6%	 9,4%	 	
Gostaria	 de	 poder	 usar	 uma	 plataforma	 de	 apoio	 à	
resolução	 de	 exercícios	 fora	 da	 aula	 que	 desse	 feedback,	




que	 o	 semestre	 avança.	 Idêntica	 percentagem	 diz	 não	 conseguir	 compreender	 facilmente	
aquilo	que	 lhes	é	perguntado	(pedido	para	 fazer).	Provavelmente	essa	é	uma	das	causas	do	
insucesso	 e	 da	 consequente	 desmotivação.	 Também	 uma	 percentagem	 elevada	 (cerca	 de	
45%)	considera	que	desmotiva	devido	à	falta	de	feedback	por	parte	do	professor	em	tempo	
útil.	 Além	destas	 questões	 diretas,	 foi	 perguntado	 se	 os	 alunos	 se	 sentiam	 intrinsecamente	
motivados	 para	 o	 estudo	 da	 matéria	 ou	 se	 precisavam	 de	 incentivos	 externos,	 tendo-se	








5,6% Sinto-me intrinsecamente 
motivado para o estudo 
desta matéria 






À	 pergunta	 “A	 principal	 razão	 pela	 qual	 estudo”,	 48%	 responderam	que	 seria	 para	 adquirir	
novos	 conhecimentos,	 33%	 para	 tirar	 boas	 notas	 e	 os	 restantes	 dispersaram-se	 por	 outras	










distintas.	Os	 resultados	 corroboraram	as	 conclusões	 apresentadas	para	 a	 primeira	 amostra,	
conforme	se	pode	ler	na	Tabela	2.2	e	na	Figura	2.13.	
	 Sim	 Não	 Não	
respondeu	
Sente	que	a	sua	motivação	diminuiu	ao	longo	do	semestre?	
	 47%	 51%	 3%	
Tenho	 dificuldade	 em	 compreender	 exatamente	 o	 que	 se	
pretende	perguntar	nos	exercícios	e	questões	das	provas.	 53%	 45%	 1%	
Sinto-me	 desmotivado	 porque	 não	 tenho	 um	 feedback	 da	
correção	dos	exercícios.	 35%	 60%	 5%	
Sou	 adepto	 do	 uso	 de	 plataformas	 digitais	 de	 ensino	 à	
distância	(eLearning),	tipo	Moodle	ou	Blackboard.	 60%	 39%	 1%	
Gostaria	 de	 poder	 usar	 uma	 plataforma	 de	 apoio	 à	
resolução	 de	 exercícios	 fora	 da	 aula	 que	 desse	 feedback,	











Usando	 então	 a	 função	 ‘apriori’	 do	 pacote	 ‘arules’	 do	 R7,	 com	 os	 parâmetros	 supp=0.1	 e	





























conjuntos	 de	 dados	 transacionais	 com	 o	 intuito	 de	 descobrir	 padrões	 tais	 como	 regras	 de	
associação.	Entre	outros,	esse	pacote	permite	utilizar	o	algoritmo	‘apriori’	que	é	um	dos	mais	








num	 segundo	 passo	 extrai	 desses	 conjuntos	 frequentes	 as	 regras	 com	 confiança	 suficiente.	
Estes	 algoritmos	produzem	 facilmente	um	enorme	número	de	 regras,	 pelo	que	 se	utilizam,	
para	além	das	medidas	de	confiança	e	de	suporte,	outras	medidas	de	interesse	das	regras,	tais	
como	o	lift.	








da	 regra	 e	 a	 sua	 probabilidade	 a	 priori.	 Ou	 seja,	 lift(A=>B)	 =	 confiança(A=>B)/suporte(B).	
Quando	o	valor	de	lift	é	próximo	de	1,	isso	significa	que	A	não	traz	informação	relativamente	a	
B	 e	 a	 regra	 não	 é	 interessante.	 Mesmo	 que	 tenha	 um	 suporte	 ou	 uma	 confiança	 elevada	
(Agrawal	et	al.,	1994;	Bayardo	et	al.,	1999;	Han	et	al.,	2004).	






ensino)	 e	 a	 sua	 relação	 com	os	 vários	 níveis	 de	 necessidades	 que	 este	 sente,	 estudou-se	 e	
discutiu-se	métodos	para	atuar	como	fatores	externos	estimulando	a	motivação	extrínseca	e	a	







O	 aumento	 da	 motivação,	 via	 um	 maior	 envolvimento	 dos	 alunos,	 pode	 ser	 conseguido	
recorrendo	à	gamificação,	 forma	de	ensinar	e	aprender	através	da	aplicação	dos	elementos	
que	 se	 usam	 na	 construção	 dos	 jogos.	 O	 estudo	 aqui	 realizado	 é	 importante	 para	
compreender	como	este	processo	de	gamificação	poderá	ser	implementado,	possibilitando	o	
desenvolvimento	de	ferramentas	adequadas	e	criando	linhas	orientadoras	que	possam	ajudar	
e	 guiar	 aqueles	 que	 pretendam	 incluir	 a	 gamificação	 nas	 suas	 aulas.	 Para	 isso,	 uma	 das	
maneiras	 de	 tentar	 resolver	 este	 problema	 será	 a	 utilização	 de	 plataformas	 de	 apoio	 ao	
ensino,	com	as	quais	os	alunos	conseguem	acompanhar	a	evolução	das	aulas,	com	o	respetivo	
feedback,	em	tempo	útil	 (na	Tabela	1,	92%	dos	alunos	disseram	que	gostariam	de	usar	uma	
plataforma	 de	 apoio	 ao	 seu	 estudo).	 A	 atividade	 gamificada	 deve	 ser	 planeada	 tendo	 em	
consideração	 informações	 como:	 interesses,	 necessidades,	 objetivos,	 etc.	 e	 com	 a	






de	 animação	 e	 suas	 ferramentas,	 e	 a	 importância	 do	 feedback	 no	 processo	 de	 ensino-
aprendizagem.	 Nesta	 perspectiva,	 é	 essencial	 uma	 análise	 do	 impacto	 das	 ferramentas	 de	
avaliação	 automática	 de	 programas	 que	 podem	 ser	 integradas	 no	 processo	 de	 ensino	 para	







Muitas	 vezes	 o	 professor	 tem	 a	 necessidade	 de	 usar	 representações	 visuais	 para	 ajudar	 os	
alunos	a	entenderem	os	algoritmos,	e	se	for	o	caso,	o	comportamento	de	um	programa.	Mas	
para	ilustrar	o	comportamento	é	preciso	mais	que	uma	imagem	e	a	transição	entre	elas	pode	
igualmente	 ajudar	 a	 compreender	 o	 processo.	 Por	 isso	 a	 animação	 de	 algoritmos	 é	
importante.	 A	 animação	 pode	 ser	 composta	 por	 um	 conjunto	 de	 imagens	 que	 são	
apresentadas	sequencialmente	a	um	determinado	ritmo,	de	forma	mais	ou	menos	interativa.	
Estas	 constatações,	 que	 imanam	 da	 rotina	 de	 qualquer	 docente	 de	 programação,	 estão	 na	
base	 do	 interesse	 devotado	 desde	 há	 algumas	 décadas	 aos	 sistemas	 de	 visualização	 e	
animação	de	programas	que	serão	discutidos	ao	longo	deste	capítulo.	
Assim	 sendo,	 observa-se	 um	 crescente	 interesse	 e	 dedicação,	 por	 parte	 de	 educadores	 e	
informáticos,	 na	 construção	 de	 sistemas	 computacionais	 com	 o	 intuito	 de	 melhorar	 a	
aprendizagem,	com	base	na	animação/visualização	e	 simulação.	A	grande	motivação	é	a	de	
apelar	 ao	 potencial	 do	 sistema	 visual	 humano.	 Assim,	 uma	 vez	 que	 os	 programas	





2002).	 A	 visualização	 pode	 proporcionar	 uma	 metáfora	 visual	 para	 a	 compreensão	 de	
conceitos	 complicados	 descobrindo	 assim,	 a	 dinâmica	 de	 processos	 importantes	 que	
geralmente	 estão	 longe	 de	 serem	 compreendidos	 pelos	 alunos.	 A	 Visualização	 tem	 sido	
utilizada	para	melhorar	o	ensino	em	diferentes	áreas	como	é	o	exemplo	da	química,	física	e	








Muitos	estudos	 têm	sido	 realizados	para	 identificar	as	 regras	que	 se	devem	 levar	em	conta	
para	projetar/criar	visualizações	e	animações	de	algoritmos	que	sejam	de	facto	eficazes	para	o	
ensino.	 Ari	 Korhonen	 (Korhonen,	 2003)	 explica	 que	 a	 questão	 fundamental	 é,	 no	 entanto,	
como	 se	 devem	 aplicar	 estes	 artefactos	 com	 a	 finalidade	 de	 ajudar	 os	 alunos	 a	 lidar	 com	
conceitos	complexos.	
Segundo	 este	 autor,	 do	 ponto	 de	 vista	 pedagógico,	 uma	 ferramenta	 simples	 para	 a	
visualização	da	execução	de	um	algoritmo	pode	não	ser	suficiente.	Será	sempre	 importante	
mostrar	a	lógica	e	comportamento	de	um	algoritmo,	sendo	menos	relevante	mostrar	os	seus	
detalhes	 de	 implementação.	 A	 ideia	 principal	 será	 que	 o	 sistema	 faça	 todo	 o	 trabalho	 de	
cálculo	 e	 determinação	 do	 fluxo	 de	 execução	 e	 o	 aluno	 só	 observe	 o	 seu	 comportamento.	
Adicionalmente	o	 ambiente	deve	obter	 e	 fornecer	 feedback	 sobre	o	 desempenho	do	 aluno	
(Korhonen,	2003).		
O	 executável	 do	 programa,	 por	 si	 só,	 em	 nada	 ajuda	 a	 entender	 o	 funcionamento	 do	
programa	 (Pereira,	 2002).	 Por	 outro	 lado,	 a	 execução	 em	 tempo	 real	 de	 um	 programa	 é	
demasiadamente	 rápida	 para	 haver	 percepção	 do	 fluxo	 de	 controlo	 e	 até	 da	 evolução	 dos	
valores	das	variáveis.	Tal	análise	só	é	possível	com	a	ajuda	de	um	debugger,	mas	para	isso	o	












Segundo	 Maria	 João	 Pereira	 (Pereira,	 2002),	 a	 animação	 de	 um	 algoritmo	 é	 um	 tipo	 de	
visualização	 dinâmica	 das	 principais	 abstrações	 expressas	 pelo	 mesmo---é	 pois	 uma	 forma	
natural	de	expressar	comportamentos.	A	sua	 importância	 reside	na	habilidade	de	retratar	a	
essência	 da	 lógica	 do	 algoritmo;	 sendo	 uma	 animação	 uma	 conjunção	 de	 movimentos	 de	
objetos	gráficos	que	tem	por	objetivo	representar	comportamentos,	mudanças	de	valores	das	
variáveis,	etc.	
Assim	 e	 à	 laia	 de	 síntese	 pode	 dizer-se	 que	 uma	 visualização	 corresponde	 a	 um	 estado	 do	
programa	 e	 que	 uma	 animação	 é	 composta	 por	 um	 conjunto	 de	 visualizações.	 A	
visualização/animação	de	software	 tem	como	objetivo	 tornar	os	algoritmos	e	os	programas	
mais	 fáceis	 de	 entender,	 recorrendo	 a	 representações	 icónicas	 para	mostrar	 as	 abstrações	
que	 são	 usadas	 para	 construir	 um	 programa.	 A	 animação	 de	 algoritmos	 consiste	 numa	
visualização	 dinâmica	 dessas	 abstrações	 de	 modo	 a	 mostrar	 a	 sua	 evolução	 ao	 longo	 do	
tempo	(Pereira,	2002)			
3.1		Sistemas	de	Animação	









Segundo	 Connor	 Hughes	 e	 Jim	 Buckley	 (Hughes	 et	 al.,	 2004),	 o	mais	 conhecido	 e	 pioneiro	
sistema	de	animação	de	algoritmos	é	o	seu	descendente	Balsa-II.		
O	sistema	foi	escrito	em	C	com	o	objetivo	de	animar	programas	em	PASCAL.		
Os	 utilizadores	 podiam	 controlar	 as	 propriedades	 de	 exibição	 do	 sistema	 e,	 assim,	 serem	




TANGO:	 Sistema	 de	 animação	 textual	 desenvolvido	 por	 Stasko	 (Stasko,	 1990)	 contribuindo	
com	um	modelo	de	animação	com	semântica	precisa	chamada	Path/Transition,	cuja	principal	


















dados	 de	 programas	 escritos	 em	 linguagem	 C,	 reescrito	 para	 animar	 programas	 Java.	
Chamadas	a	métodos,	variáveis	e	operações	são	exibidas	através	do	recurso	a	representações	




















em	 Java	 e	 uma	 outra	 à	 direita,	 o	 chamado	 “teatro”,	 onde	 é	mostrado	 o	 que	 acontece	 no	
estado	do	sistema	à	medida	que	o	código	é	executado.	Essa	janela	está	subdividida	em	várias	
áreas	para	exibir	coisas	distintas.	Uma	dessas	áreas	contém	uma	tabela	de	variáveis	onde	se	















aos	 programadores	 e	 aos	 professores	 de	 Informática,	 permitindo-lhes	 validar	 os	 algoritmos	
que	desenharam	para	resolver	determinado	problema,	bem	como	a	própria	 implementação	
na	linguagem	de	programação	que	escolheram	(Pereira	et	al.,	1999	;	Cruz	et	al.,	2008)		
O	 sistema	 Alma	 surge	 assim	 como	 um	 instrumento	 de	 apoio	 ao	 ensino	 da	 programação	 e	






do	 momento	 que	 consiga	 reconhecer	 as	 frases	 da	 linguagem	 definida	 por	 essa	 gramática,	
consegue	construir	uma	representação	interna	de	cada	texto	disponibilizando	as	informações	
necessárias	 sobre	 o	 conteúdo	 dos	 programas	 para	 proceder	 à	 sua	 animação.	 Esta	 parte	 de	
adaptação	 do	 Alma	 a	 diferentes	 situações,	 embora	 não	 seja	 tarefa	 a	 ser	 executada	 pelo	
utilizador	 final,	 é	 um	 trabalho	 que	 pode	 ser	 realizado	 sistemática	 e	 facilmente	 pelo	
implementador	(se	este	for	especialista	em	desenvolver	processadores	de	linguagens).	
A	 finalidade	 deste	 sistema	 é	 analisar	 um	 programa	 e	 extrair	 a	 informação	 considerada	
importante	 que,	 depois	 de	 visualizada	 de	 uma	 forma	 clara	 e	 sugestiva,	 permite	 entender	
melhor	 o	 significado	 do	 programa.	 Se	 o	 texto	 de	 entrada	 for	 um	 programa	 escrito	 numa	
linguagem	 imperativa,	 a	 informação	 a	 extrair	 terá	 que	 permitir	 compreender	 o	 fluxo	 de	
controlo	 e	 o	 comportamento	 das	 estruturas	 de	 dados.	 A	 forma	 como	 essa	 informação	 irá	
surgir	 (ser	mostrada)	 no	 final	 deverá	 depender	 das	 escolhas	 efetuadas	 pelo	 utilizador.	 Por	
exemplo,	pode-se	optar	por	ver	só	o	conteúdo	das	variáveis,	ou	só	o	fluxo	das	instruções,	ou	









fornece	 ligações	 entre	 os	 domínios	 do	 problema	 e	 programa.	 Usa	 o	 conhecimento	 desse	
domínio	 específico	 para	 criar	 animações	 e	 visualizações	 dos	 objetos	 a	 nível	 do	 domínio	 do	
problema,	apresentando-as	sempre	sincronizadas	com	as	visualizações	no	nível	do	domínio	do	
programa10	.	
	O	 écran	 principal	 de	 Alma2	 é	 composto	 por	 4	 partes	 importantes,	 como	 representado	 na	
Figura	3.4:	
	 -	Tabela	de	identificadores	(coluna	da	esquerda,	janela	superior)	Representa	o	estado	
interno	 do	 programa	que	 está	 a	 ser	 interpretado.	 Tem	 a	 função	 de	manter	 as	 variáveis	 do	
programa	e	os	seus	valores.	
	 -		Código	fonte	(coluna	da	esquerda,	janela	inferior)	Um	campo	de	texto	(não	editável)	
com	 o	 código	 fonte	 do	 programa	 em	 análise.	 A	 linha	 que	 está	 a	 ser	 interpretada	 em	 cada	
momento	é	realçada	com	uma	cor	diferente.	


















de	 algoritmos.	 Os	 algoritmos,	 escritos	 através	 de	 um	 fluxograma	 ou	 em	 português	
estruturado,	 são	analisados	por	um	 interpretador	que	simula	a	sua	execução	permitindo	ao	
aluno	 visualiza-la	 passo	 a	 passo.	 Assim	 sendo,	 este	 ambiente	 apoia	 o	 aluno	 durante	 o	
processo	 de	 resolução	 de	 um	 problema,	 possibilitando	 que	 este	 compreenda	 e	 valide	 o	




















recebe	 a	 informação	 passivamente,	 mas	 antes	 oferece	 um	 ambiente	 que	 permite	 que	 os	
alunos	 desenvolvam	 as	 suas	 resoluções	 com	 base	 na	 experimentação	 e	 na	 prática.	 Esse	
ambiente	permite	ao	aluno	a	 simulação	da	execução,	observação,	e	análise	visual	da	 forma	
como	 um	 dado	 algoritmo	 funciona	 ou	 se	 comporta	 mediante	 certas	 circunstâncias,	
possibilitando-lhe	compreender	a	semântica	dinâmica	do	programa,	detetar	eventuais	erros,	
corrigi-los	 e	 através	de	 tudo	 isso	 aprender	 ao	 seu	próprio	 ritmo.	 Este	processo	 interativo	e	
visual	 de	 detecção	 e	 correção	 de	 erros	 (via	 animação	 da	 execução)	 é	 fundamental	 para	 o	
desenvolvimento	nos	alunos	de	competências	de	programação.		
A	escrita	da	solução	do	problema	é	realizada,	no	SICAS,	através	de	fluxogramas.	Para	a	escrita	
de	 expressões,	 o	 SICAS	 não	 segue	 uma	 sintaxe	 rígida	 de	 uma	 determinada	 linguagem	 de	
programação,	porém	segue	uma	notação	próxima	do	C	e	do	JAVA.	No	entanto,	há	um	esforço	
constante	para	minimizar	os	detalhes	sintáticos,	de	forma	a	que	o	aluno	se	possa	concentrar	







edição/resolução	 de	 problemas	 e	 execução/simulação	 de	 resoluções	 previamente	
construídas.	 No	 primeiro	 cenário,	 o	 utilizador	 pode	 construir	 algoritmos	 através	 de	





Neste	 contexto,	 foram	 consideradas	 as	 seguintes	 operações	 para	 a	 construção	 de	
fluxogramas:	Atribuição	(tem	como	finalidade	atribuir	o	valor	de	uma	determinada	expressão	
a	 uma	 variável),	 Entrada/Saída	 (possibilita	 ler	 (Entrada)	 valores	 para	 variáveis	 e	 escrever	





















editar/alterar	 uma	 previamente	 construída	 por	 si	 ou	 uma	 das	 resoluções	 que	 o	 professor	
tenha	disponibilizado	para	esse	problema.	Para	a	criação/edição	de	uma	resolução	o	aluno	é	
direcionado	 para	 um	 ambiente	 semelhante,	 que	 lhe	 dá	 a	 possibilidade	 de	 construir,	 sob	 a	






introdução	 no	 local	 desejado	 no	 fluxograma	 e	 o	 preenchimento	 completo	 dos	 campos	
necessários	 à	 sua	 total	 definição.	 É	 de	 salientar	 que	 a	 definição	 e	 localização	 de	 qualquer	
estrutura	jamais	terá	um	carácter	definitivo,	podendo	o	aluno	em	qualquer	momento	apagar,	
modificar	ou	copiar	um	dos	componentes	bem	como	proceder	à	alteração	da	sua	definição.	
Área	 de	 geração	 de	 resultados	 e	 descrição	 do	 problema:	 esta	 área	 é	 constituída	 pelas	
subsecções	 Saída,	 Enunciado	 e	 Solução.	 A	 subsecção	 Saída,	 como	 o	 próprio	 nome	 sugere,	
contém	a	saída	gerada	pela	execução	do	programa	e	 também	o	eventual	código	produzido,	
sob	a	 forma	de	pseudo	código,	 Linguagem	C	ou	 Linguagem	 JAVA.	A	 subsecção	Enunciado	é	
destinada	à	apresentação	do	problema	a	resolver.	A	subsecção	Solução	destina-se	à	indicação,	
pelo	 professor,	 de	 um	 conjunto	 de	 caracteres	 representativos	 da	 saída	 esperada	 para	 o	
problema	 definido,	 assumindo	 o	 conjunto	 de	 valores	 de	 entrada	 estabelecidos	 na	 secção	
"Entradas"	da	"Área	de	dados	auxiliar"	(Figura	3.6).	
Área	 de	 dados	 auxiliares:	 esta	 área	 possui	 as	 subsecções	 Factos,	 Variáveis	 e	 Entradas.	 A	
subsecção	 Factos	 permite	 conhecer,	 em	 cada	 momento,	 os	 dados	 da	 experiência,	
estabelecendo	 para	 isso	 a	 correspondência	 entre	 cada	 variável	 e	 o	 valor	 que	 lhe	 está	
associado.	 Este	 par	 valor/variável	 é	 constantemente	 atualizado	 durante	 a	 execução	 da	
resolução	e	é	de	crucial	importância	para	a	deteção	de	eventuais	erros	lógicos	de	conceção.	A	
subsecção	Variáveis,	apesar	de	estar	presente	quer	quando	o	aluno	edita,	quer	quando	simula	




informação	 sobre	 as	 variáveis	 declaradas	 e	 dos	 respetivos	 tipos.	 A	 subsecção	 Entradas,	
embora	 não	 visível	 no	 modo	 aluno,	 tem	 como	 finalidade,	 em	 conjunto	 com	 a	 subsecção	
Solução,	 permitir	 que	 o	 aluno	 teste	 a	 correção	 da	 sua	 resolução.	 Assim,	 esta	 subsecção	





outro	 ambiente	 -	 modo	 de	 execução,	 como	 representado	 na	 Figura	 3.6.	 Este	 ambiente	
permite	 um	 elevado	 grau	 de	 interação	 e	 controlo	 por	 parte	 do	 aluno,	 possibilitando-lhe	
realizar	 as	 seguintes	 configurações:	 escolha	 da	 direção	 da	 execução	 que	 permite	 que	 a	
execução	 se	 processe	 normalmente	 da	 primeira	 instrução	 para	 a	 última	 ou	 recuar	 na	
execução	(permitindo	ao	aluno	voltar	a	observar	uma	situação	anterior);	escolha	do	tipo	de	
movimento	 realizado	 que	 permite	 estipular	 o	 ritmo	 de	 execução,	 só	 avançando	 de	 uma	
instrução	 para	 a	 que	 lhe	 sucede	 quando	 o	 aluno	 o	 autorizar	 (Passo-a-passo)	 ou	 com	 uma	
execução	contínua	mas	lenta	ou	ainda	uma	execução	ininterrupta	mas	mais	acelerada.	
Independentemente	 da	 direção	 e	 movimento	 estipulados	 para	 o	 decorrer	 da	 execução,	 o	
aluno	poderá	em	qualquer	momento,	parar	a	execução	pelo	período	de	tempo	que	desejar	e	
posteriormente	 retomá-la.	No	decurso	de	qualquer	 simulação	o	próximo	componente	a	 ser	
executado	 é	 devidamente	 destacado,	 de	 forma	 a	melhor	 localizar	 e	 enquadrar	 o	 aluno	 na	
ação	 que	 está	 a	 decorrer.	 Durante	 a	 simulação	 o	 aluno	 poderá	 acompanhar	 a	 evolução	 da	









Relativamente	 aos	 tipos	 de	 dados,	 o	 SICAS	 possibilita	 apenas	 a	 utilização	 de	 quatro	 tipos:	
“Numéricos”,	 “Cadeia	 de	 Caracteres”,	 “Tabela	 de	 numéricos”	 ou	 “Tabela	 de	 cadeia	 de	
caracteres”.	 A	 ideia	 é	 a	 de	 sensibilizar	 os	 alunos	 para	 os	 tipos	 essenciais	 de	 dados	 pois	 a	
diversidade	 de	 tipos	 de	 dados,	 apesar	 de	 ser	 um	 aspeto	 importante	 das	 linguagens	 de	
programação,	constitui	muitas	vezes,	numa	fase	inicial	de	aprendizagem	da	programação,	um	
conjunto	 de	 dificuldades	 acrescidas	 desviando	 a	 concentração	 dos	 alunos	 do	 importante,	 a	















tem	 que	 ser	 escrito	 em	 Java.	 Assim,	 os	 alunos	 podem	 entender	 os	 efeitos	 de	 todas	 as	
instruções	existentes	em	termos	de	definições	de	classes,	instâncias	de	objetos	e	referências	
relacionadas.	 A	 sua	 operação	 começa	 com	 um	 programa	 Java,	 normalmente	 escrito	 pelos	
alunos,	e	depois	disso	é	possível	controlar	a	execução	de	código	e	visualizar	o	efeito	de	cada	
instrução	 em	 termos	 de	 saída	 e	 as	 instâncias	 de	 objetos	 que	 serão	 criados,	 usados	 e	
modificados.	 É	 possível	 observar	 como	 as	 	 instruções	 afetam	 as	 classes	 e	 os	 objetos	 desse	
programa.	
Para	atingir	todos	os	objetivos,	os	alunos	devem	praticar	intensivamente	o	desenvolvimento	e	
debugging	 de	 programas.	 Este	 ambiente	 pode	 ajudar,	 uma	 vez	 que	 utiliza	 animação	 para	
facilitar	a	compreensão	do	programa	e	detecção	/	correção	de	erros.	Este	processo	tem	um	








zonas,	 uma	 para	 uma	 representação	 das	 classes	 do	 programa,	 outra	 para	 objetos	 criados	
durante	a	execução	e	as	referências	utilizadas	pelo	programa.	
A	parte	inferior	mostra	os	botões	usados	para	controlar	o	sistema:	abrir	um	programa	para	a	
sua	animação;	 fechar	o	programa	e	 limpar	a	área	de	animação;	 fechar	o	ambiente;	 iniciar	a	














VILLE 12 	(Rajala	 et	 al.,	 2008):	 Ferramenta	 de	 visualização	 e	 de	 animação	 para	 apoio	 a	
professores	e	alunos	em	cursos	de	ensino	da	programação.	Pode	ser	usada	para	criar	e	editar	
exemplos	de	programas	desenvolvidos	pelos	próprios	alunos	ou	pelo	professor	e	observar	os	
eventos	 	 durante	 a	 sua	 execução.	 O	 seu	 principal	 objetivo	 é	 apoiar	 o	 processo	 de	
aprendizagem	 dos	 alunos.	 É	 possível	 ao	 professor	 adicionar	 exemplos	 ao	 VILLE	 para,	 em	
seguida,	o	aluno	visualizar	sua	execução,	por	exemplo,	através	da	web.	Um	dos	aspectos	mais	
importantes	de	VILLE	é	a	 capacidade	de	visualizar	exemplos	de	programação	em	diferentes	






capacidade	 de	 definir	 novas	 linguagens.	 Assim,	 o	 aluno,	 pode	 descobrir	 semelhanças	 nas	
funcionalidades	básicas.	É	muito	mais	importante	para	o	programador	aprender	os	conceitos	
de	programação	do	que	se	concentrar	nas	questões	sintáticas	de	um	idioma	específico.	
VILLE	 contém	 um	 conjunto	 pré-definido	 de	 exemplos	 de	 programação	 agrupados	 em	
categorias.	Assim,	podem	ser	criadas	novas	categorias	e	exemplos	ou	editar	os	pré-definidos.	
O	 	 sistema	 fornece	 informações	 sobre	 as	 	 variáveis	 do	 programa	 e	 os	 valores	 que	 vão	
assumindo	 durante	 a	 execução,	 sobre	 o	 fluxo	 de	 execução	 exibindo	 as	 condições	 e	 as	
estruturas	de	controlo	e	realçando	as	chamadas	a	subprogramas.		
A	 	 sua	 eficácia	 foi	 avaliada,	 e	 com	 base	 nos	 resultados	 verificou-se	 que	 VILLE	 melhora	 a	
aprendizagem	 dos	 alunos.	 A	 Interface	 VILLE	 consiste	 em	 cinco	 janelas	 separadas:	 janela	









(Figura	 3.8)	 encontra-se	 a	 árvore	 de	 exemplos	 de	 programas	 e	 botões	 para	 controlo	 da	
aplicação.	 Com	 os	 botões	 que	 se	 encontram	 em	 baixo	 o	 utilizador	 pode	 modificar	 os	
exemplos.	 Com	 os	 botões	 acima	 dos	 exemplos	 é	 possível	 alterar	 o	 idioma	 da	 aplicação,	







lado	 esquerdo	 contém	 todos	 os	 controlos	 do	 ambiente	 e	 o	 código	 do	 programa.	 Esses	
controlos	 podem	 ser	 utilizados	 para	 avançar	 ou	 retroceder	 na	 visualização.	 O	 lado	 direito	
exibe	 a	 chamada	 do	 método,	 ou	 seja,	 cada	 chamada	 do	 método	 cria	 uma	 nova	 janela	 e	
quando	a	execução	é	terminada	é	mostrado	o	valor	a	retornar.	As	janelas	na	parte	inferior	da	




resultados	 e	 estados	 das	 variáveis.	 Também	 é	 possível	 visualizar	 neste	 ambiente	 arrays	 e	
matrizes	com	apresentações	gráficas	(Rajala	et	al.,	2008).	
Na	 janela	 de	 criação	 e	 edição	 de	 exemplos	 de	 programação	 (Figura	 3.10)	 o	 utilizador	 pode	
adicionar	 código	 de	 um	 programa	 em	 Java	 na	 área	 de	 texto	 à	 esquerda.	 Quando	 o	 botão	
“translate”	 é	 pressionado,	 VILLE	 cria	 traduções	 para	 pseudo-código,	 C++	 e	 para	 todas	 as	
linguagens	definidas,	gerando	automaticamente	explicações	para	cada	linha	do	programa.	
Por	cada		novo	idioma	adicionado	ao	sistema	VILLE	é	preciso	definir	o	conjunto	de	regras	de	
tradução	 que	 fazem	 corresponder	 a	 cada	 instrução	 da	 linguagem	 Java	 as	 instruções	
correspondentes	 na	 nova	 linguagem.	 Durante	 a	 animação	 do	 programa	 Java	 em	 execução	
essas	 regras	 são	 usadas	 para	 se	 irem	 geradas	 as	 correspondentes	 instruções	 nos	 idiomas	
paralelos.	
VILLE	 suporta	 um	 subconjunto	 da	 sintaxe	 Java	 considerado	 suficiente	 para	 o	 ensino	 de	
introdução	à	programação.	Permite	lidar	com	os	tipos	básicos	de	variáveis,	com	as	principais	




































Gera	 também	 automaticamente	 uma	 linha	 de	 descrição	 para	 cada	 linha	 de	 código	 do	
programa	executado.	A	descrição	inclui	a	informação	da	função,	das	variáveis	e	do	estado	das	











Segundo	 os	 autores	 Rajala,	M.Laakso,	 E.Kaila	 e	 T.	 Salakoski	 (Rajala	 et	 al.,	 2007)	 aprender	 a	








Os	 autores	 também	 desenvolveram	 um	 estudo	 para	 comparar	 este	 sistema,	 	 VILLE,	 com	
Jeliot3	 (ferramenta	 já	discutida	numa	das	 secções	anteriores).	Ambas	permitem	a	execução	
do	código	do	programa	passo	a	passo	mas	existem	diferenças	entre	estas	duas	ferramentas.	
Em	 relação	 à	 linguagem,	 Jeliot	 apenas	 permite	 a	 utilização	 do	 Java	 enquanto	 que	 o	 VILLE	
permite	Java,	C++	e	pseudo-código,	ou	outra	linguagem	definida	pelo	utilizador.	Os	controlos	
são	 muito	 semelhantes	 em	 ambas	 as	 aplicações,	 mas	 com	 VILLE	 é	 possível	 retroceder	 a	
execução	 e	 avançar	 para	 qualquer	 ponto	 da	 execução.	 Com	 Jeliot	 é	 possível	 visualizar	 as	
alterações	do	estado	das	variáveis	com	simbologia	gráfica	e	a	execução	de	uma	 instrução	é	
apresentada	com	mais	detalhe	do	que	em	VILLE.	Ambas	as	ferramentas	destacam	a	linha	de	
código	 em	 execução,	 mas	 em	 contrapartida	 VILLE	 também	 destaca	 a	 linha	 anteriormente	
executada	 para	 ser	 mais	 fácil	 determinar	 a	 origem	 da	 execução.	 Jeliot	 permite	 pedir	 ao	
utilizador	 os	 dados	 de	 entrada,	 o	 que	 não	 será	 possível	 em	 VILLE,	 contudo,	 com	 esta	
ferramenta	os	alunos	podem	responder	a	perguntas	durante	a	execução	do	programa.	
É	importante	assinalar	que	o	campo	de	aplicação	desta	plataforma	tem	alargado,	sendo	agora	
usado	 no	 apoio	 a	 disciplinas	 de	 matemática	 e	 programação	 a	 nível	 do	 ensino	 básico	 e	
secundário,	 o	 que	 levou	 a	 aumentar	 bastante	 a	 equipe	 de	 desenvolvimento	 e	















o	 entendimento	 dos	 programas	 e	 o	 debugging	 com	 várias	 visualizações	 personalizáveis	 do	








A	 janela	da	esquerda	mostra	 todos	os	detalhes	 sobre	um	determinado	objecto	 selecionado	
incluindo	a	árvore	de	subobjectos	que	têm	esse	nó	como	raiz.	A	 janela	do	meio	mostra	um	
diagrama	 que	 ilustra	 a	 interação	 de	 vários	 objetos	 num	 programa	 do	 tipo	 produtor	 /	
consumidor.	 A	 imagem	mais	 à	 direita	 mostra	 a	 execução	 do	 método	 através	 da	 interação	
entre	 os	 objetos	 ativos	 em	 diferentes	 contextos	 representando	 todos	 os	 objetos	 inativos	
minimizados.	As	imagens	da	esquerda	e	da	direita	mostram	como	diferentes	níveis	de	detalhe	
podem	ser	combinados	do	ponto	de	vista	do	diagrama	de	objetos.	
Jive	 é	 capaz	 de	 descrever	 objetos	 como	 ambientes	 utilizando	 uma	 nova	 notação	 para	 a	
exibição	de	estruturas	no	momento	de	execução	do	objeto,	esclarecendo	o	importante	facto	









Oferece	 ainda	 suporte	 para	 consultas	 sobre	 o	 Estado	 das	 variáveis.	 Compreender	 o	
comportamento	das	variáveis	ao	longo	do	tempo	é	essencial	para	compreender	a	execução	de	
um	programa.	O	utilizador	deve	ser	capaz	de	consultar	o	sistema:	quando	as	variáveis	foram	






VisuAlg315: é	 um	 Editor	 e	 Interpretador	 de	 Pseudocódigo,	 ou	 seja,	 de	 uma	 Linguagem	
Algorítmica	 criada	 para	 introdução	 aos	 conceitos	 básicos	 de	 programação.	 O	 Pseudocódigo	
permite	a	escrita	de	algoritmos,	do	mais	simples	ao	mais	complexo,	e	o	VisuAlg	oferece	aos	
alunos	 das	 disciplinas	 de	 Programação	 a	 possibilidade	 de	 testar	 os	 seus	 conhecimentos	
executando	 esses	 algoritmos	 num	 ambiente	 visual	 de	 animação	 próximo	 da	 realidade.	 A	




Para	 isso	 o	 VisuAlg	 usa	 uma	 linguagem	 de	 especificação	 de	 algoritmos	 baseada	 na	 língua	
materna	 dos	 alunos,	 que	 é	 o	 ideal	 para	 os	 aprendizes,	 como	 é	 o	 caso	 do	 Portugol16	com	
grande	popularidade	nos	meios	académicos	brasileiros	e	alguns	portugueses.	O	algoritmo	é	
todo	 escrito	 em	 Português	 adaptado,	 conhecido	 como	 Português	 Estruturado,	 o	 qual	 é	
















 res : inteiro; 
 fat : inteiro; 
 x : inteiro; 
 
início 
 escreval ("Digite um número:"); 
 fat <- leia(); 
 res <- 1; 
 para x de fat até 1 passo -1 faça 
  res <- res * x; 
 fimpara 





 x : inteiro; 
início 
 escreval ("Digite um número:"); 
 x <- leia(); 





função fatorial (z:inteiro) : inteiro 
início 
 se z = 1 então 
  retorne 1; 
 senão 







interpretadores,	 como	 por	 exemplo:	 o	 Portugol	 Studio17,	 ambiente	 este	 que	 possui	 uma	
sintaxe	fácil,	exemplos,	material	de	apoio	à	aprendizagem	e	permite	a	criação	de	jogos;	o	G-
Portugol18	(Silva,	 2006);	 ou	mesmo	 o	 Portugol	 IDE19	 (Manso	 et	 al.,	 2015)	 	 desenvolvido	 no	
Politécnico	 de	 Leiria	 e	 que	 é	 um	 ambiente	 de	 aprendizagem	 direcionado	 para	 o	 ensino	
superior	e	que	permite	editar	e	animar	os	algoritmos	escritos	em	Portugol	oferecendo	dois	
editores	 alternativos,	 um	 textual	 e	 outro	 que	 suporta	 uma	 linguagem	 gráfica	 baseada	 nos	
fluxogramas.	Estas	linguagens	permitem	realizar	as	operações	necessárias	para	a	codificação	
de	algoritmos	simples,	são	compatíveis	entre	si	e	é	possível	alternar	entre	as	duas	nas	fases	de	
edição,	 execução	 e	 depuração	 (Manso	 et	 al.,	 2015;	 Manso	 et	 al.,	 2009).	 Na	 Figura	 3.16	 é	















Como	 se	 disse	 atrás,	 VisuAlg	 é	 um	 ambiente	 de	 animação	 de	 algoritmos	 com	 grande	







Na	 Figura	 3.18,	 é	 possível	 ver	 a	 janela	 do	 VisuAlg	 em	 que	 do	 lado	 esquerdo	 da	 janela	 se	
encontra	 o	 editor	 de	 texto	 onde	 se	 pode	 escrever	 o	 código	 fonte	 do	 algoritmo.	 No	 lado	
superior	direito	existe	uma	janela	onde	se	vê	o	conteúdo	das	variáveis	que	estão	em	memória	
e	 por	 último	 ainda	 tem	uma	 janela	 que	permite	 ver	 a	 saída	 gerada	durante	 a	 execução	do	
algoritmo.	
Ferramentas	como	estas	(VisuAlg	e	Portugol-IDE)	estão	a	ser	cada	vez	mais	adotadas	porque	





nenhum	 software	 necessário	 ou	 instalação	 de	 plugin	 (software	 livre	 e	 de	 código	 aberto,	







pessoa	 online	 e	 discutir	 o	 respetivo	 comportamento	 do	 programa,	 os	 utilizadores	 podem	
avançar	ou	retroceder	na	execução	do	programa	para	visualização	do	estado	das	estruturas	









A	 Figura	 3.19	 mostra	 uma	 imagem	 da	 página	 web	 de	 Online	 Python	 Tutor.	 Nela,	 estão	


























software	 necessário	 ou	 instalação	 de	 plugins.	 Os	 alunos	 podem	 ler	 lições	 e	 interagir	 com	
visualizações	 de	 códigos	 dentro	 da	 mesma	 página.	 Abrir	 qualquer	 visualização	 no	 Online	
Python	Tutor	é	tão	simples	e	rápido	como	visitar	um	URL	de	um	navegador	da	Web.	
Uma	das	características	fortes	deste	animador	é	a	forma	como	permite	visualizar	estruturas	





Como	 se	 tem	 dito,	 o	 autor	 desta	 ferramenta	 também	 afirma	 que	 a	 aprendizagem	 da	
programação	é	um	processo	difícil	e	complicado.	Uma	das	principais	razões	é	que	os	alunos	
têm	 dificuldade	 em	 entender	 o	 que	 o	 computador	 está	 realmente	 a	 fazer	 quando	 executa	
uma	linha	do	programa	e	o	que	acontece	ao	mesmo	tempo	na	memória.		
A	 Visualização	 de	 Programas	 (VP),	 segundo	 este	 autor,	 pode	 ser	 dividida	 em	 visualização	
dinâmica	 do	 programa	 (VDP)	 e	 visualização	 estática	 do	 programa	 (VEP),	 referindo-se	 ao	
comportamento	 e	 à	 estrutura	 do	programa,	 respectivamente.	A	VDP	mostra	 a	 dinâmica	de	
execução	 do	 programa	 para	 análise,	 compreensão	 do	 que	 se	 passa	 durante	 a	 execução	 do	
programa	e	debugging	de	erros.	Por	outro	 lado,	as	ferramentas	VDP	são	úteis	para	produzir	
representações	textuais	a	fim	de	aumentar	a	compreensão	do	código	do	programa.	





interface	 do	 sistema	 EDPVE	 é	 constituída	 por	 seis	 janelas	 como	 visualizado	 na	 Figura	 3.20.	
Estas	 janelas	 incluem	 controlo	 de	 animação,	 código	 do	 programa,	 Fluxograma,	 Variáveis,	
Console	 e	 Barra	 de	 status.	 Através	 da	 janela	 de	 controlo	 de	 animação,	 o	 utilizador	 pode	
iniciar,	parar,	reiniciar	a	execução	do	programa,	executando	as	instruções	passo-a-passo	ou	de	
forma	 contínua	 e	 ajustar	 a	 velocidade	 da	 execução	 do	 programa.	 Quando	 se	 dá	 inicio	 à	
execução	 do	 programa,	 a	 visualização	 das	 linhas	 do	 código	 do	 programa	 e	 da	 janela	 do	
fluxograma	são	destacadas	ao	mesmo	tempo,	tendo	o	utilizador	a	opção	de	fechar	uma	janela	






Mehmet	 Tekdal	 (Tekdal,	 2013)	 realizou	 então	 um	 estudo	 com	 o	 objetivo	 de	 investigar	 e	
comparar	 o	 efeito	 dos	 dois	 sistemas	 de	 aprendizagem	 assistidos	 por	 computador,	 o	 EDPVE	
(Example-Based	 Dynamic	 Program	 Visualization	 Environment)	 e	 o	 ESPVE	 (Example-Based	




diferença	 significativa	 entre	 os	 experimentos	 da	 ferramenta	 EDPVE	 e	 ESPVE	 em	 favor	 da		
EDPVE.	 Este	 resultado	 no	 teste	 de	 desempenho	 sugere	 que	 os	 alunos	 que	 utilizaram	 o	
ambiente	dinâmico	(EDPVE)	apresentam	melhores	resultados	do	que	os	alunos	que	usaram	o	
ambiente	estático	(ESPVE).	A	conclusão	do	estudo	é	consistente	com	uma	série	de	pesquisas	
anteriormente	 realizadas	 sobre	 a	 utilização	 de	 técnicas	 de	 visualização	 de	 programas,	 que	
concluíram	 que	 a	 animação	 (baseada	 na	 visualização	 dinâmica)	melhora	 o	 desempenho	 na	






VIP21:	 é	 uma	 ferramenta	 de	 visualização	 para	 ajudar	 os	 alunos	 a	 analisar	 graficamente	






aprendizagem	 da	 programação	 (Kirby	 et	 al.,	 2009).	 	 O	 professor	 pode	 explicar	 ao	 alunos	 o	
funcionamento	das	instruções	em	determinados	pontos	da	execução.	









A	 ferramenta	 foi	 projetada	 para	 visualizar	 qualquer	 código	 fonte	 automaticamente,	 sem	
necessidade	 de	 especificar	 explicitamente	 como	 as	 construções	 da	 linguagem	 devem	 ser	
visualizadas	(Virtanen	et	al.,	2005).	
A	Figura	3.22,	mostra	um	ecrã	da	ferramenta	VIP.	No	canto	superior	direito	é	possível	ver	o	














Todas	 as	 ferramentas	 faladas	 na	 secção	 anterior	 estão	 relacionadas	 com	 a	 visualização	 ou	
animação	 de	 programas	 desenvolvidos	 em	 linguagens	 de	 programação	 tradicionais.	 Nesta	










Alice222:	 	 educacional	 para	 ensino	 de	 programação	 através	 de	 um	 ambiente	 de	 animação	
interativo	 3D	 (OpenSource	 Windows	 e	 Linux	 115	 MB),	 que	 permite	 ao	 aluno	 aprender	 a	
construir	programas	e	fazer	o	debug	dos	mesmos.	O	aluno	pode	criar	o	seu	próprio	mundo,	








apenas	 ocorrer	 se	 estiverem	 sintaticamente	 corretos,	 não	 surgem	 erros	 de	 sintaxe	 e	 dessa	
forma	os	alunos	podem	construir	programas	sem	erros	de	compilação.	Para	isso,	apresenta	a	
visualização	 dos	 objetos	 num	 contexto	 similar	 ao	mundo	 real.	 Alice	 oculta	 do	 utilizador	 os	























Scratch23	:	 Linguagem	 desenvolvida	 no	 MIT	 para	 criar	 histórias,	 animações	 e	 jogos	 para	
ensinar	programação	e	matemática	a	crianças	a	partir	de	8	anos	 (freeware	Windows	e	Mac	
OS).	
Scratch	 é	 muito	 mais	 acessível	 que	 outras	 linguagens	 de	 programação,	 por	 utilizar	 uma	
interface	 gráfica	 que	 permite	 que	 programas	 sejam	 construídos	 à	 custa	 de	 blocos	 que	 se	
montam	encaixando-os,	 lembrando	o	brinquedo	LEGO.	Utiliza	uma	sintaxe	comum	a	muitas	
linguagens	 de	 programação.	 Cada	 bloco	 da	 linguagem	 corresponde	 a	 um	 comando	 em	
separado.	Neste	sistema	o	aluno	pode	executar	um	programa	simples,	como	apresentado	na	




















para	 ser	 usada	 por	 principiantes,	 jovens	 ou	 adultos,	 que	 queiram	 iniciar-se	 no	 mundo	 da	
programação	de	computadores,	ganhando	gosto	para	outras	linguagens	mais	tradicionais.	
3.2.3	Ambiente	Kodu	
Kodu24:	 destinada	 principalmente	 para	 crianças,	 é	 uma	 linguagem	 de	 programação	 para	 a	





























Segundo	Stolee	(Stolee, 2010) a	 linguagem	do	Kodu	é	orientada	para	eventos,	em	que	cada	
linha	de	programação	tem	a	forma	de	uma	condição	e	uma	ação	(Figura	3.28).	Um	exemplo	
de	 uma	 regra	 bastante	 simples	 é	 a	 número	 1	 acima:	quando	 vê	 a	maça	 vermelha,	 avança	
rapidamente,	em	que	ver	a	maçã	vermelha	é	a	condição,	e	avançar	rapidamente	é	a	ação.	Um	




Program  → Rule Program | Rule 
Rule  → Condition Action  
Condition →  Sensor FilterSet 
Action →  Actuator Modifier Selector 
Sensor →  see | ... 
FilterSet →  Filter FilterSet |  Filter 
Filter →  apple |  red | ... 
Actuator →  move | ... 
Selector →  toward | ... 












perceberem	 o	 funcionamento	 dos	 programas	 que	 estão	 a	 tentar	 construir.	 Neste	 sentido,	
como	verificado	neste	capítulo,	vários	autores	 interessaram-se	pelo	assunto,	desenvolvendo	
ambientes	 menos	 complexos	 e	 mais	 apelativos	 que	 os	 ambientes	 profissionais,	 com	
funcionalidades	 importantes	 para	 aclarar	 e	 incentivar	 programadores	 pouco	 experientes.	
Estes	sistemas	permitem	a	compreensão	de	aspetos	importantes	da	programação	(algoritmos	
e	 programas)	 através	 da	 animação	 de	 pseudo-código,	 de	 fluxogramas,	 ou	 mesmo	 de	
programas	escritos	em	linguagens	genéricas,	como	por	exemplo	Pascal,	C,	C++,	Java,	Python,	
entre	 outros.	 Os	 mais	 interessantes	 e	 apelativos	 são	 os	 que	 permitem	 que	 os	 alunos	
introduzam	 e	 simulem	 os	 seus	 próprios	 algoritmos	 e	 programas.	 A	 animação	 baseada	 em	
simulação	 permite	 apresentar	 a	 visualização	 dinâmica	 do	 programa	 (isto	 é,	 durante	 a	 sua	
pseudo-execução)	e	auxilia	a	compreensão	do	aluno	ao	seu	próprio	ritmo.		
Apesar	das	 inúmeras	vantagens	 identificadas,	o	 seu	 impacto	 real	 ficou	aquém	do	esperado,	












Segundo	 Steven	 Hansen	 (Hansen	 et	 al.,	 1999),	 a	 ideia	 de	 usar	 animações	 para	 ilustrar	 o	
comportamento	 dinâmico	 de	 algoritmos	 é	 uma	 preocupação	 antiga.	 Vários	 sistemas	 foram	
construídos	 desde	 então,	 com	 a	 crença	 de	 que	 as	 animações	 serviriam	 como	 ajudas	 de	
aprendizagem	efetiva	dos	estudantes.	No	entanto,	só	recentemente	tem	surgido	a	dúvida	se	
de	 facto	 as	 animações	 do	 algoritmo	 realmente	 ajudam	 a	 aprendizagem.	 Infelizmente,	 os	
resultados	de	experimentos	conduzidos	por	esta	questão	têm	sido	decepcionantes.	Acredita-
se	 então,	 que	 tentativas	 anteriores	 utilizando	 animação	 para	 ensinar	 o	 comportamento	 do	





Infelizmente	 sobre	 todas	 as	 evidências,	 os	 resultados	de	 vários	 estudos	 são,	 na	melhor	 das	
hipóteses,	 uma	mistura.	 Enquanto	 animações	 são	 recebidas	 com	 entusiasmo	 pelos	 alunos,	
nenhum	 dos	 estudos	 tem	 provado	 conclusivamente	 que	 estas	 apresentações	 visuais	
realmente	melhoram	a	aprendizagem.	
Será	porque	a	animação	é	uma	 ferramenta	de	ensino	 ineficaz?	A	 intuição	de	vários	autores	
diz-nos	que	isso	não	é	provável	(Hansen	et	al.,	1999)	
Assim	 sendo,	 será	 necessária	 uma	 reformulação	 no	 processo	 de	 utilização	 pedagógica	 dos	
sistemas	de	animação	de	algoritmos/programas	para	melhorar	a	aprendizagem.		
Finalmente,	 Hansen	 fornece	 resultados	 de	 oito	 estudos	 empíricos	 realizados	 durante	 três	
anos,	envolvendo	mais	de	230	alunos	do	ensino	superior	para	se	obter	uma	visão	geral	sobre	
a	utilização	de	técnicas	de	visualização/animação	de	algoritmos	na	Universidade	de	Auburn.	
Como	 se	 disse	 no	 inicio	 da	 secção,	 os	 resultados	 desses	 vários	 experimentos	 foram	
dececionantes,	 o	 que	 levou	 este	 autor	 a	 concluir	 que	 uma	 reformulação	 no	 processo	 é	
necessária	 para	 se	 aproveitar	 o	 poder	 da	 visualização/animação	 para	 melhorar	 a	
aprendizagem.	 Para	 este	 estudo	 foi	 construído	 um	 sistema	 chamado	 HalVis	 (Hypermedia	
Algorithm	Visualizations).	A	ideia-chave	é	incorporar	animações	de	algoritmo	em	vários	níveis	
de	abstração	dentro	de	um	ambiente	de	hipermídia.	Estes	experimentos	 fornecem	validade	
estatística	 para	 a	 hipótese	 de	 que	 visualizações	 de	 algoritmo	 de	 Hipermídia	 podem	 ser	
significativamente	 mais	 eficazes	 do	 que	 os	 métodos	 de	 ensino	 tradicional	 e	 animações	 de	
algoritmo,	consideradas	isoladamente.		
4.2	Perspetiva	de	Stasko	
T.	 Stasko	 e	 colegas	 (Stasko	 et	 al.,	 1996)	 concordam	 que	 a	 animação	 de	 programas	 pode	
facilitar	a	aprendizagem.	O	uso	de	 imagens	e	visualizações	como	auxiliares	de	ensino	é	uma	
prática	 aceite	 por	 vários	 autores	 desde	 há	 muitos	 anos.	 Os	 livros	 didáticos	 contêm	 várias	
imagens	 assim	 como	 os	 próprios	 professores	 usam	 o	 quadro	 tradicional,	 diapositivos	 ou	
transparências,	 apresentando	 diagramas	 para	 ajudar	 numa	 determinada	 explicação.	 A	
animação	vai	um	passo	além	da	visualização,	pois	parece	mais	capaz	de	explicar	um	processo	





programação	 e	 ensinar	 aos	 alunos	 como	 os	 é	 que	 os	 algoritmos	 funcionam.	 Chamam	
animação	de	algoritmos	ao	uso	de	imagens	para	ilustrar	algoritmos,	programas	e	processos.	A	
animação	 de	 algoritmos	 realmente	 serve	 dois	 propósitos	 fundamentais	 como	 auxílio	
educativo:	 fornece	uma	representação	concreta	das	abstrações	e	operações	 inerentes	a	um	
algoritmo	ou	programa;	e	retrata	a	dinâmica	de	um	processo	que	 leva	tempo	a	evoluir.	Por	
estas	 razões,	 professores	 e	 investigadores	 põe	 a	 hipótese	 de	 que	 estes	 podem	 tornar-se	
valiosos	auxiliares	de	ensino.	 Infelizmente,	esta	hipótese	é	amplamente	baseada	na	 intuição	




transmissão	 de	 ambos	 os	 tipos	 de	 informação.	 O	 conhecimento	 processual	 representa	 a	
sequência	 de	 passos	 realizados	 pelo	 algoritmo.	 Estes	 passos	 podem	 frequentemente	 ser	
exibidos	explicitamente	numa	animação,	e	ajudar	o	aluno	a	aprender	e	a	lembrar-se	deles.	O	
conhecimento	 conceptual	 refere-se	 a	 uma	 compreensão	 do	 "sentido"	 e	 das	 implicações	 do	
algoritmo,	 ou	 seja,	 pode	 permitir	 a	 um	 aluno	 estimar	 a	 eficiência	 do	 desempenho	 de	 um	
algoritmo	 em	 determinadas	 situações,	 sem	 ter	 que	 mentalmente	 executar	 o	 algoritmo.	
Animações	podem	incentivar	e	fazer	com	que	seja	relativamente	fácil	ao	aluno	fazer	e	testar	
previsões	do	que	vai	acontecer	a	cada	passo	do	algoritmo.	
Para	 os	 autores	 referidos	 avaliarem	 a	 afirmação	 geral	 de	 que	 animações	 podem	 ajudar	 os	
alunos	 a	 aprender	 algoritmos	 de	 forma	 mais	 eficaz,	 foram	 feitos	 dois	 estudos.	 Foram	
utilizadas	 Animações	 e	 instruções	 durante	 este	 estudo	 para	 que	 os	 alunos	 previssem	 o	
comportamento	 de	 um	 algoritmo.	 Os	 resultados	 das	 duas	 experiências	 sugerem	 que	 os	
benefícios	 de	 animações	 não	 são	 óbvios,	 o	 que	 levou	 Stasko	 a	 propor	 que	 os	 professores	









Desde	o	 seu	 aparecimento	no	 final	 de	1970	que	a	 tecnologia	da	 visualização	de	 algoritmos	
evoluiu	para	ambientes	de	programação	 interativos	que	permitam	aos	estudantes	 construir	
rapidamente	as	 suas	próprias	visualizações	 (Hundhausen	et	al.,	2002).	Ao	 longo	das	últimas	










de	 seu	 apelo	 intuitivo	 como	 um	 auxílio	 pedagógico	 válido,	 a	 tecnologia	 de	 visualização	 de	
algoritmos	não	foi	capaz	de	ajudar	no	ensino	da	área	da	ciência	da	computação.	Um	número	
reduzido	de	educadores	(que	também	desenvolvem	tecnologia	de	visualização	de	algoritmos)	


















A	 fim	 de	 entender	 melhor	 a	 eficácia	 da	 visualização	 de	 algoritmos,	 D.	 Hundhausen	
(Hundhausen	 et	 al.,	 2002)	 e	 seus	 colegas	 apresentaram	 um	 conjunto	 de	 24	 estudos	
experimentais.	 Estes	 autores	 procuraram	 fazer	 duas	 análises	 separadas:	 uma	 análise	 de	
variáveis	independentes	em	que	cada	estudo	foi	vinculado	a	uma	teoria	de	aprendizagem	na	
tentativa	 de	 determinar	 qual	 ou	 quais	 tiveram	 mais	 sucesso	 preditivo;	 e	 uma	 análise	 das	












melhoria	 significativa	 da	 aprendizagem	 comparativamente	 com	 alunos	 que	 usaram	 os	
materiais	 convencionais.	 Esta	 observação	 sugere	 que	 a	 mera	 presença	 de	 tecnologia	 de	
visualização	 não	 garanta	 que	 os	 alunos	 irão	 aprender	 um	 algoritmo.	 Em	 particular,	 este	
estudo	sugere	que	os	meios	educacionais	mais	bem	sucedidos	da	tecnologia	de	visualização	
de	 algoritmos	 são	 aqueles	 em	 que	 a	 tecnologia	 é	 usada	 como	 um	 veículo	 para	 envolver	
ativamente	 os	 alunos	 no	 processo	 de	 aprendizagem	 de	 algoritmos.	 Como	 exemplo,	 esta	
tecnologia	 tem	 sido	 usada	 com	 sucesso	 para	 envolver	 ativamente	 os	 alunos	 em	 atividades	




programação.	 Em	 tais	 casos,	 ao	 invés	 de	 ser	 um	 instrumento	 para	 a	 transferência	 de	
conhecimento,	esta	tecnologia	serve	como	catalisador	para	a	aprendizagem.	As	visualizações	
de	 algoritmos	 são	 educacionalmente	 eficazes	 na	 medida	 em	 que	 habilitam	 os	 alunos	 a	
construir	 os	 seus	 próprios	 entendimentos	 de	 algoritmos	 através	 de	 um	 processo	 de	
aprendizado	ativo.	
Em	 suma,	 este	 estudo	 sugere	 que	 a	 tecnologia	 de	 visualização	 de	 algoritmos	 é	
educacionalmente	 eficaz,	 mas	 não	 da	 forma	 convencional	 sugerido	 pelo	 provérbio:	 "uma	
imagem	 vale	 por	 mil	 palavras".	 Em	 vez	 disso,	 de	 acordo	 com	 os	 resultados,	 a	 forma	 de	
aprender	 o	 exercício	 no	 qual	 a	 tecnologia	 é	 usada	 é	 realmente	 mais	 importante	 que	 a	
qualidade	 das	 visualizações	 produzidas.	 Isto	 não	 pretende	 afirmar	 que	 a	 qualidade	 de	
visualização	 não	 importa	 —	 para	 uma	 aprendizagem	 bem	 sucedida	 uma	 visualização	 bem	
projetada	contribui	 certamente	—	mas	 sim	que	a	 forma	de	atividade	é	mais	 importante	do	
que	a	forma	de	visualização	(Hundhausen	et	al,	2000).	





O	 autor	 afirma	 que	 o	maior	 problema	 da	 visualização	 é	 a	 sua	 natureza	 passiva,	 ou	 seja,	 o	
papel	do	aluno	é	apenas	ver	o	que	está	a	acontecer	no	ecrã.	Mas	segundo	várias	 teorias,	o	





A	 visualização	 explicativa	 (explanatory	 visualization)	 tem	 como	 principal	 argumento	 a	
dificuldade	dos	 alunos	em	aprender	 com	a	 visualização,	 pois	 não	entendem	o	que	 veem,	o	
que	 aconteceu	 e	 porque	 aconteceu.	 A	 ideia	 da	 visualização	 explicativa	 é	 a	 cada	 passo	 da	












construção	 com	 o	 nível	 de	 conhecimento	 do	 aluno,	 ou	 seja,	 quanto	 menor	 o	 nível	 de	
compreensão	de	um	aluno	maior	o	nível	de	detalhe	na	visualização.	À	medida	que	o	aluno	






O	 uso	 de	 sistemas	 de	 animação	 para	 fins	 educacionais,	 é	 de	 extrema	 importância	 para	 a	
formação	dos	alunos,	ajudando-os	a	entenderem	disciplinas	no	 início	do	curso	que	são	pré-
requisitos	necessários	para	disciplinas	mais	avançadas.	A	animação	torna-se	um	facilitador	do	




Neste	 capitulo	 mostrou-se	 que	 o	 sucesso	 desta	 prática	 pedagógica,	 quando	 comprovado	
através	de	experimentos	especialmente	desenhados	para	o	efeito,	não	foi	tão	grande	como	se	
esperava	 intuitivamente.	 Os	 três	 estudos	 aqui	 revistos,	 alertam	 os	 professores	 para	 os	
cuidados	que	se	devem	ter	ao	adoptar	as	referidas	ferramentas,	evidenciando-se	três	grandes	
linhas:	 envolver	 o	mais	 possível	 os	 alunos	 no	 processo,	 evitando	 que	 tomem	 um	 papel	 de	















É	 muito	 importante	 dar	 aos	 alunos	 a	 oportunidade	 de	 praticar,	 ou	 seja,	 poder	 resolver	
exercícios	 de	 programação	 por	 si	mesmos	 sendo	 nesse	 caso	 o	 feedback	 imediato	 essencial	




feedback	 estão,	 cada	 vez	 mais,	 a	 tornarem-se	 atividades	 importantes	 para	 a	 prática	 da	
programação	 (Verdú	 et	 al.,	 2011).	 Actualmente,	 já	 existem	 na	 Web	 várias	 plataformas	 de	
avaliação	onde	os	alunos	podem	fazer	o	download	de	problemas	de	programação,	apresentar	
as	 suas	 soluções	 e	 depois	 serem	 avaliados	 pelo	 sistema.	 É	 o	 caso	 de	Mooshak	 (Leal	 et	 al.,	
2008),	um	sistema	de	gestão	de	concursos	de	programação	baseada	na	Web.	
Com	 base	 nessas	 ferramentas	 de	 apoio	 aos	 concursos,	 novas	 ferramentas	 surgiram	 para	
serem	 utilizadas	 em	 atividades	 de	 ensino,	 permitindo	 aos	 alunos	 incorporar	 testes	 no	 seu	
trabalho.	 Estas	 ferramentas	 aumentam	 o	 nível	 de	 satisfação	 e	 motivação	 dos	 alunos.	 De	





aumentam	 o	 tempo	 em	 sala	 de	 aula.	 Os	 professores	 devem	 ser	 capazes	 de	 selecionar	 os	
problemas	que	pretendem	apresentar	aos	alunos	de	acordo	 com	o	 seu	nível	de	dificuldade	
(Verdú	et	al.,	2011).		
Com	as	 ferramentas	de	 software	 adequadas,	 a	 correção	do	programa	pode	 ser	 completada	
com	a	indicação	da	qualidade	de	acordo	com	um	conjunto	de	métricas.	Não	é	fácil	encontrar	
uma	abordagem	única	para	um	problema	de	avaliação	de	um	trabalho	de	programação.	Os	
diferentes	 professores	 podem	 adotar	 estratégias	 diferentes,	 dependendo	 de	 suas	 metas	 e	
objetivos,	 especialmente	 do	 seu	 próprio	 estilo	 e	 preferências	 (Joy	 et	 al.,	 2005).	 Então,	 o	
problema	está	 relacionado	com	os	 recursos	necessários	para	gerir	 a	 avaliação	de	exercícios	
práticos.	Com	esta	nova	abordagem	e	ao	contrário	da	clássica,	os	alunos	 recebem	 feedback	
preciso	no	momento	certo	para	benefício	da	sua	aprendizagem.		
A	 maioria	 das	 ferramentas	 disponíveis	 para	 esta	 finalidade	 incluem	 um	 subsistema	 de	
apresentação	 para	 fazer	 upload	 dos	 trabalhos	 do	 aluno	 e	 outra	 para	 a	 sua	 avaliação	
automática.	O	objetivo	 final	 é	 fornecer	 novas	 estratégias	 de	 aprendizagem	para	motivar	 os	
alunos	e	tornar	a	programação	mais	acessível	e	um	desafio	atraente.		
Segundo	 E.	 Verdú	 e	 colegas	 (Verdú	 et	 al.,	 2011),	 é	 possível	 classificar	 as	 ferramentas	 de	
aprendizagem	 inicial	 de	 programação	 em	 vários	 tipos	 entre	 as	 quais,	 ferramentas	 de	
visualização	e	sistemas	de	submissão	com	avaliação	automática.	Como	é	difícil	encontrar	uma	
ferramenta	 que	 incorpore	 as	 diferentes	 vantagens	 de	 cada	 uma,	 para	 a	 aprendizagem	 da	






da	 estratégia	 de	 aprendizagem	 particular,	 e	 motiva	 os	 alunos.	 Contudo,	 dar	 feedback	
individual	a	todos	os	alunos	de	uma	sala	de	aula	é	uma	tarefa	praticamente	impossível	para	os	
professores	por	ser	um	processo	bastante	demorado	e	as	turmas	terem	cada	vez	mais	alunos,	




problema	 é	 que	 existe	 um	 número	 importante	 de	 sistemas	 de	 submissão	 on-line	 que	





uma	 ferramenta	 de	 avaliação	 de	 programas	 on-line	 com	 uma	 base	 de	 dados	
significativamente	grande	de	problemas	de	modo	a	providenciar	funcionalidades	pedagógicas	
para	o	ensino	da	programação.	
Estudos	 feitos	 permitem	 afirmar	 que	 um	 dos	 resultados	 mais	 interessantes	 no	 uso	 destas	
ferramentas	é	que	o	nível	de	satisfação	e	motivação	dos	alunos	não	depende	apenas	do	seu	




papel	 do	 professor,	 mas	 ajudam	 e	 valorizam	 o	 tempo	 na	 sala	 de	 aula26.	 Os	 problemas	
propostos	têm	diferentes	níveis	de	dificuldade,	sendo	útil	para	um	aumento	da	compreensão	
da	 programação	 por	 parte	 dos	 alunos.	 Os	 professores	 devem	 poder	 então	 selecionar	 os	
problemas	que	pretendem	apresentar	aos	estudantes	de	acordo	com	seu	nível	de	dificuldade	
(Verdú	et	al.,	2011).	
Como	 referido	 anteriormente,	 no	 ensino	 da	 programação	 de	 computadores	 pode	 ser	
interessante	 e	 importante	 a	 avaliação	 automática.	 Com	 as	 ferramentas	 de	 software	
apropriadas	a	correção	do	programa	pode	ser	determinada,	 juntamente	com	uma	indicação	
da	 qualidade	 de	 acordo	 com	 um	 conjunto	 de	métricas.	 Além	 disso,	 permite	 a	 detecção	 de	
plágio	 sendo	 já	 uma	 parte	 integrante	 de	 algumas	 destas	 ferramentas	 que	 suportam	 esta	
avaliação.	Não	pode	existir	uma	abordagem	única	e	correta	para	o	problema	da	avaliação	dos	
trabalhos	 de	 programação.	 Diferentes	 professores	 podem	 adotar	 diferentes	 estratégias,	









para	 gerir	 a	 correção	 dos	 exercícios	 práticos,	 de	modo	 a	 que	 os	 alunos	 recebam	 feedback	
preciso	e	no	momento	certo	para	que	a	sua	aprendizagem	possa	ser	beneficiada.	A	maioria	
das	 ferramentas	 disponíveis	 para	 o	 efeito	 inclui	 a	 entrega	 de	 trabalhos	 e	 avaliação	
automática.	 Isto	 é	 apropriado	 para	 uma	 aprendizagem	 inicial	 onde	 o	 conhecimento	 e	 a	
compreensão	 estão	 a	 ser	 testados.	 O	 objetivo	 final	 é	 fornecer	 novas	 estratégias	 de	
aprendizagem	 para	 motivar	 os	 alunos	 e	 poder	 afirmar	 que	 a	 programação	 pode	 ser	 um	
desafio	fácil	e	atraente.	









Sendo	 a	 correção	 do	 código	 um	 critério	 de	 avaliação,	 é	 frequentemente	 encarada	 pelos	
alunos	com	uma	importância	reduzida,	pois	para	os	alunos	muitas	das	vezes	o	importante	é	se	
o	programa	corre	ou	não	("O	meu	programa	funciona?"),	em	contraste	com	requisitos	mais	









Segundo	Mike	 Joy,	 Nathan	Griffiths	 and	 Russell	 Boyatt	 (Joy	 et	 al.,	 2005),	 parece	 não	 haver	








• Código	 Válido:	 os	 programas	 devem	 estar	 corretos,	 tanto	 na	 sintaxe	 como	 na	
semântica	da	linguagem	utilizada.	
• Estrutura	 do	 código:	 há	 normalmente	 muitas	 formas	 alternativas	 de	 escrever	 um	
programa	 para	 uma	 determinada	 tarefa.	 Os	 alunos	 devem	 estruturar	 o	 código	 em	
módulos	ou	classes	apropriadas.	
• Uso	 de	 bibliotecas	 externas:	 muitas	 linguagens	 de	 programação	 têm	 bibliotecas	
externas	de	funções	para	a	realização	de	tarefas	específicas.	Os	alunos	devem,	sempre	
que	permitido,	fazer	uso	efetivo	dessas	bibliotecas.	
• Documentação:	 os	 programas	 devem	 ter	 um	 manual	 de	 utilização	 assim	 como	 um	
documento	técnico	(relatório	de	desenvolvimento).		
• Escolha	 e	 eficiência	 do	 algoritmo:	 existem	 muitos	 métodos	 alternativos	 para	
programar	 uma	 solução	 de	 uma	 determinada	 tarefa.	 Os	 programas	 devem	 usar	
algoritmos	adequados	e	eficientes.	









ferramentas	 para	 apoiar	 a	 aferição	 dos	 critérios	 que	 podem	 ser	medidos	 automaticamente	
(como	 para	 avaliar	 a	 correção	 do	 programa),	 deixando	 os	 outros	 à	 responsabilidade	 do	
professor	(Joy	et	al.,	2005).	
Após	 esta	 introdução	 ao	 processo	 de	 avaliação	 dos	 alunos	 de	 programação	 com	 base	 nos	
programas	que	 submetem	para	 resolver	os	exercícios	propostos	nas	aulas	e	 ao	 valor	que	o	
retorno	da	informação	associada	a	esse	processo	de	correção	aporta	para	a	aprendizagem,	no	
resto	 deste	 capítulo	 serão	 apresentados	 alguns	 dos	 sistemas	 atualmente	 disponíveis	 para	









como	 uma	 ferramenta	 para	 facilitar	 a	 submissão	 on-line	 e	 a	 avaliação	 de	 trabalhos	 de	
programação.	Ferramenta	de	gestão	do	curso	desenvolvido	pelo	Departamento	de	Ciências	da	
Computação	da	Universidade	de	Warwick,	 BOSS	é	um	 sistema	de	 submissão	que	 auxilia	 na	
avaliação	 dos	 alunos	 de	 um	 curso	 através	 de	 recolha	 de	 submissões,	 realização	 de	 testes	
automáticos	para	correção	e	qualidade,	verificando	se	há	plágio,	através	de	uma	interface	que	











O	 desenvolvimento	 do	 novo	 BOSS	 começou	 em	 1999	 e	 foi	 implementado	 em	 outubro	 de	
2000.	 O	 BOSS	 atualizado	 foi	 projetado	 para	 linguagens	 de	 programação	 modernas	 e	 para	
práticas	 de	 avaliação	 atuais.	 	 Esta	 nova	 versão	de	 2001,	 foi	 codificada	 em	 Java,	 permitindo	
uma	compatibilidade	maior	entre	plataformas.	Este	modelo	separa	as	funcionalidades	por	três	
servidores,	 tendo	 interface	para	dois	tipos	de	utilizadores,	uma	para	estudantes	e	um	outro	
para	 o	 docente	 (ver	 Figura	 5.2).	 Inicialmente	 o	 desenvolvimento	 era	 apenas	 focado	 na	















detecção	 de	 plágio	 chamado	 Sherlock	 foi	 adicionada	 ao	 Boss,	 para	 auxiliar	 na	 análise	 dos	
trabalhos.	A	detecção	de	plágio	pode	 funcionar	em	dois	modos,	um	para	o	código	 fonte	do	
programa	e	outro	para	os	trabalhos	redigidos	em	linguagem	natural	(Heng	et	al.,	2005).	
Um	 problema	 específico	 diz	 respeito	 aos	 recursos	 necessários	 para	 gerir	 a	 avaliação	 dos	
exercícios	 práticos,	 de	 modo	 a	 que	 os	 alunos	 recebam	 feedback	 preciso	 e	 oportuno	
beneficiando	assim	no	seu	progresso	e	desempenho.		
Como	já	referido	atrás,	BOSS	permite	aos	alunos	apresentar	trabalhos	on-line	com	segurança,	





line	 e	 gestão	 de	 um	 curso	 ou	 de	 disciplinas.	 Não	 pretendia	 ser	 um	 sistema	 CAL	
(Aprendizagem	Assistida	por	Computador),	e	não	deve,	portanto,	afetar	a	experiência	
de	aprendizagem	dos	alunos.		
• Adaptabilidade:	 para	 os	 utilizadores,	 fornece	módulos	 de	 diferentes	maneiras,	 tanto	
pedagogicamente	 como	 estruturalmente.	 BOSS	 não	 deve	 afetar	 as	 decisões	
profissionais	de	um	professor	sobre	a	entrega	de	seu	material,	e	ainda	deve	ser	capaz	
de	ser	usado	e	de	ser	útil	para	eles.	

















superior	 e	 inferior	 da	 janela.	 Além	 da	 navegação	 mencionada	 existem	 várias	 pequenas	
ferramentas	 de	 navegação	 secundaria	 que	 são	 úteis	 na	 exibição	 de	 mais	 informação,	 não	
ocupando	demasiado	espaço	na	janela.	Toda	a	informação	mais	relevante	é	colocada	na	parte	
superior	da	página	para	quando	uma	página	for	carregada,	o	utilizador	ser	capaz	de	identificar	
facilmente	 a	 página	 onde	 se	 encontra.	 Após	 a	 submissão	 de	 uma	 solução,	 é	 gerada	 uma	









Com	 base	 na	 documentação	 consultada	 é	 possível	 dizer	 que	 o	 Boss	 testa	 os	 programas	
submetidos	 comparando	 os	 resultados	 realmente	 produzidos	 com	 os	 resultados	 esperados	
(fornecidos	 pelo	 professor)	 de	 forma	 a	 dar	 como	 feedback	 a	 indicação	 se	 o	 programa	 está	
correto	ou	errado.	A	equipa	docente	usa	essa	 informação	para	classificar	o	desempenho	do	
aluno	nesse	trabalho	(formado	por	um	ou	mais	exercícios	de	programação),	havendo	uma	ou	




Mooshak28	(Leal	 et	 al.,	 2008;	 Leal	 et	 al.,	 2003),	 é	 uma	 aplicação	 Web	 	 criada	 para	 gerir	
concursos	de	programação,	 contudo	 sofreu	algumas	alterações	para	poder	 ser	utilizado	em	
ambiente	de	sala	de	aula.		Num	concurso	de	programação/ambiente	pedagógico	os	exercícios	
são	 submetidos	ao	 sistema	e	este	 faz	uma	correção	automática	e	 indica	 sucintamente	 se	o	
programa	é	aceite	como	correto	ou	se	não	é	aceite,	mostrando	então	o	tipo	de	erro	cometido,	
conforme	se	detalha	à	frente.	Em	contexto	pedagógico,	tem	sido	usado	em	salas	de	aula	como	
auxiliar	 de	 diagnóstico	 de	 funcionamento	 de	 programas	 estando	 também	 a	 ser	 usado	 na	
vertente	competitiva.			
O	 Mooshak	 apresenta	 diversas	 vistas	 consoante	 os	 requisitos	 e	 permissões	 de	 acesso	 aos	
dados	geridos	pelo	sistema.	O	sistema	inclui	quatro	vistas	principais	organizadas	da	seguinte	
forma:		
• Vista	 do	 Administrador:	 permite	 aos	 diretores	 do	 concurso	 criar,	 gerir	 concursos	
equipas	e	utilizadores;	










































































Em	 suma,	 o	 grande	 objectivo	 desta	 ferramenta	 é	 gerir	 os	 concursos	 tais	 como	 o	 SWERC	
(Southwestern	Europe	ACM	Programming	Contest),	o	MIUP	(Maratona	Inter-Universitária	de	
Programação)	e	o	ONI	(Olimpíadas	Nacionais	de	Informática).	Porém,	tem	vindo	também	a	ser	
usado	 em	 contexto	 pedagógico,	 nas	 salas	 de	 aulas	 como	 auxiliar	 de	 diagnóstico	 de	
funcionamento	 de	 programas.	 O	 sistema	 está	 a	 ser	 usado	 com	 sucesso	 em	 várias	
universidades,	quer	na	vertente	competitiva,	quer	na	vertente	pedagógica.	
O	 sistema	 está	 disponível	 para	 instalação	 a	 partir	 da	 web.	 Além	 das	 funcionalidades	
associadas	 à	 avaliação	 automática	 de	 programas,	 gestão	 de	 concursos	 ou	 atividades	




aprendizagem	 da	 programação	 (“UVA	 On-line	 Judge”)	 existente	 on-line	 com	 um	 número	
significativo	de	problemas	e	com	um	ambiente	educacional	eficaz	suportado	pela	plataforma	
Moodle	e	a	ferramenta	QUESTOURnamen30	(Verdú	et	al.,	2006),	que	permite	aos	professores	












Este	 sistema	 permite	 aos	 professores	 aplicar	 abordagens	 pedagógicas	 diferentes	 utilizando	






para	 satisfazer	 a	 necessidade	 de	 uma	 ferramenta	 com	 caráter	 pedagógico	mais	 acentuado,	
sobretudo	 para	 efeitos	 de	 avaliação	 e,	 desta	 forma,	 facilitar	 a	 sua	 utilização	 como	 uma	
atividade	regular	em	cursos	oficiais.	Este	é	um	projeto	 financiado	com	o	apoio	da	Comissão	
Europeia,	 cujo	objetivo	é	 integrar	o	UVA	On-line	 Judge	num	ambiente	educacional	eficaz:	o	
Moodle	 Learning	 Management	 System	 e	 a	 ferramenta	 QUESTOURnament.	 Assim	 sendo,	 o	
sistema	EduJudge	pode	ser	adaptado	a	diferentes	ambientes	de	ensino	de	programação	e	não	
apenas	usado	em	avaliações	para	competições	de	alto	nível.	
EduJudge	 é	 composto	 por	 três	 subsistemas	 principais:	 um	 servidor	 de	 avaliação,	 um	
repositório	de	objetos	de	aprendizagem	e	uma	 interface	do	utilizador.	A	 interação	entre	os	
diferentes	componentes	deste	sistema	está	representada	na	Figura	5.9.	
O	 servidor	 de	 avaliação	 é	 capaz	 de	 fornecer	 uma	 avaliação	 diferenciada	 (em	 vez	 de	 uma	
avaliação	 correto	ou	 incorreto)	 e	 avaliar	os	diferentes	 tipos	de	problemas	de	programação:	
problemas	com	um	único	caso	de	 teste,	problemas	com	vários	 casos	de	 teste,	e	problemas	
interativos	em	que	a	solução	deve	interagir	com	outro	programa.	Tal	como	o	Mooshak,	este	
ambiente	 também	 suporta	 uma	 grande	 variedade	 de	 linguagens	 de	 programação	 como	
Pascal,	Java,	C	e	C++.	
O	 repositório	 melhora	 a	 acessibilidade	 a	 várias	 classes	 de	 problemas.	 O	 seu	 objetivo	 é	
armazenar	 os	 problemas	 de	 programação	 como	 Objetos	 de	 Aprendizagem	 (LOs,	 Learning	
Objects)	 e	 fornecê-los	 para	 o	 Sistema	 de	 Gestão	 de	 Aprendizagem	 e	 para	 o	 servidor	 de	
avaliação	 de	 uma	 maneira	 compatível.	 Atualmente	 e	 tal	 como	 já	 referido	 acima,	 este	









A	 interface	 do	 EduJudge	 consiste	 num	 conjunto	 de	 plugins	 e	 módulos	 para	 o	 Moodle,	
apoiando	 diferentes	 técnicas	 pedagógicas,	 em	 combinação	 com	 a	 avaliação	 automática	 de	
exercícios	de	programação	recuperados	do	repositório	de	problemas.		
Estão	 enumerados	 a	 seguir	 todos	 os	 passos	 necessários	 para	 criar	 um	 concurso	 de	
programação	com	o	EduJudge	num	ambiente	educacional:	
1. O	 professor	 cria	 uma	 atividade	 no	 QUESTOURnament	 e	 adiciona	 desafios	 para	 o	
concurso.	 Cada	 desafio	 pode	 ser	 composto	 por	 um	 ou	 vários	 problemas	 de	
programação;	
2. Os	 alunos	 devem	 responder	 aos	 desafios	 e	 obter	 feedback	 automático	 a	 partir	 do	
servidor	de	avaliação	(On-line	Judge);	





Tanto	os	professores	 como	os	 alunos	podem	usar	 EduJudge,	 com	o	 fim	de	aumentar	 a	 sua	
motivação	e	desempenho.	Os	professores	podem	reutilizar,	partilhar	problemas	e	organizar	
concursos	de	programação	educativos.	Os	alunos	podem	ter	acesso	a	um	número	importante	
de	 problemas	 de	 programação	 de	 acordo	 com	 seu	 perfil	 e	 suas	 necessidades	 de	
aprendizagem,	 apresentar	 os	 seus	 programas	 como	 soluções	 e	 receber	 automaticamente	 o	













pontuação),	 as	 respostas	 são	 pontuadas	 e	 mostradas	 ao	 aluno	 para	 incentivo	 à	
participação.	 O	 sistema	 mostra	 permanentemente	 a	 classificação	 resumida	 atual	 que	
poderá	ser	individual	ou	por	equipa.		
Resultados	de	estudos	feitos	pelos	autores,	indicam	que	a	utilização	do	sistema	EduJudge	tem	
efeitos	 importantes	 sobre	 os	 resultados	 escolares	 dos	 alunos.	 Os	 alunos	 que	 usaram	 este	
sistema	 obtiveram	melhores	 notas	 finais	 (Verdú	 et	 al.,	 2011).	 Portanto,	 este	 sistema	 pode	









em	 sala	 de	 aula	 ou	 fora	 dela.	 É	 uma	 ferramenta	 poderosa	 mas	 de	 simples	 utilização	 que	
permite	aos	professores	oferecer	aulas	mais	envolventes	e	 interessantes.	Um	dos	principais	
objetivos	é	a	análise	do	código	submetido	pelos	alunos	(o	sistema	suporta	variadas	linguagens	
de	 programação,	 à	 semelhança	 das	 ferramentas	 anteriores)	 com	 vista	 a	 fornecer	 feedback	
imediato	sobre	a	correcção	desse	código,	para	ajuda	dos	alunos.	
- Nas	MOOCs	(Massive	Open	Online	Courses),	que	são	plataformas	muito	usadas	e	que	
permitem	 guardar	 vários	 conteúdos	 para	 o	 ensino,	 mas	 que	 não	 auxiliam	 os	
professores	 na	 criação	 de	 exercícios	 de	 programação	 e	 não	 permitem	 o	 feedback	
instantâneo.	 O	 Codeboard	 pode	 colmatar	 esse	 problema,	 permitindo	 que	 os	
professores	 forneçam	 exercícios	 em	 que	 os	 alunos	 não	 têm	 que	 instalar	 qualquer	
software	recebendo	o	feedback	do	seu	trabalho.	
- Em	 sala	 de	 aula,	 depois	 do	 professor	 introduzir	 um	 novo	 conceito,	 deve	 fornecer	
sempre	 exercícios	 para	 o	 enfatizar;	 disponibilizando	 esses	 exercícios	 via	 Codeboard	
pode,	 posteriormente,	 ter	 acesso	 aos	 exercícios	 feitos	 pelos	 alunos,	 mostrando	 a	
solução	 de	 um	dos	 alunos	 para	 toda	 a	 turma	 (sem	problemas	 de	 ter	 que	mudar	 de	
computador).			
- Fora	 da	 sala	 de	 aula,	 os	 alunos	 podem	 compilar	 e	 submeter	 as	 suas	 soluções	 no	
Codeboard	e	este	torna	a	tarefa	do	professor	muito	mais	simples	na	medida	em	que	o	
sistema	 verifica	 automaticamente	 e	 classifica	 sendo	 estes	 resultados	 facilmente	
acessíveis	por	ambas	as	partes.		
Um	projeto	em	Codeboard	é	composto	por	várias	componentes:	nome	do	projeto,	descrição	
do	 projeto,	 a	 linguagem	 de	 programação	 utilizada,	 acessibilidade,	 lista	 de	 proprietários	
(professores)	e	lista	de	utilizadores	(alunos),	permitindo	submissões	e	configurações.	A	Figura	











Todos	os	projetos	possuem	um	 ficheiro	de	 configuração	denominado	 "codeboard.json"	que	
define	 para	 cada	 linguagem	 de	 programação	 como	 é	 o	 que	 o	 projeto	 é	 compilado	 ou	
executado.	Podem	ser	visualizadas	caixas	de	texto	com	o	código	(total	ou	parcialmente	escrito	
pelos	 alunos)	 para	 a	 compilação	 e	 execução	 dos	 projetos,	 como	 se	 vê	 na	 Figura	 5.11.	 Os	















- Classificação	 automática,	 usando	 uma	 sequência	 de	 resultados.	 Os	 projetos	 no	
Codeboard	podem	implementar	a	classificação	automática	simplesmente	 imprimindo	
uma	 string	 especial	 como	 a	 última	 saída	 quando	 o	 projeto	 é	 executado.		
Essa	string	deve	ser	da	forma:		
<!–@test=the_grade_value; num_test_passed; num_test_failed;–> 
(na	 submissão,	o	Codeboard	compila	e	executa	o	programa	apresentado	e	verifica	 se	a	
saída	 do	 programa	 termina	 com	 uma	 string	 que	 satisfaça	 o	 formato	 da	 sequência	 de	
resultados.)	


















que	 assegura	 a	 interoperabilidade	 LTI	 (Learning	 Tools	 Interoperability)	 que	 permite	 que	 as	
plataformas	 educacionais	 se	 integrem	 de	 forma	 segura	 com	 ferramentas	 alocadas	







direto	 para	 a	 página	 específica	 do	 Codeboard	 que	 está	 pronta	 a	 receber	 a	 resolução	 do	
exercício	em	causa	e	a	permitir	o	 seu	 teste	 imediato.	Para	efeitos	de	 ilustração,	o	exercício	
abaixo	listado	corresponde	ao	que	é	testado	correto	ou	incorretamente	nas	Figuras	5.11,	5.12	 
Exemplo	de	um	exercício	da	aula:	










para	 ensinar	 programação	 (Sankpal,	 ?).	 Esta	 faceta	 juntamente	 com	 o	 facto	 de	 uso	 muito	








AAP	 ajuda	 os	 alunos	 aumentando-lhes	 a	 auto-confiança	 e	 motivação	 na	 medida	 em	 que	
fornece	feedback	instantâneo	sobre	a	solução	apresentada,	permitindo	que	os	alunos	possam	
trabalhar	 ao	 seu	 próprio	 ritmo.	 Esse	 feedback	 resulta	 de	 avaliar	 o	 comportamento	 da	 dita	
solução	procedendo	automaticamente	à	execução	de	uma	série	de	testes	de	modo	a	apurar	





ajudar	 a	melhorar	 a	 aprendizagem	e,	 consequentemente,	 reduzir	 as	 taxas	de	 insucesso	dos	
cursos.		
Tirando	partido	do	espírito	humano	de	competição,	a	aprendizagem	competitiva	aumenta	o	
compromisso	 e	 leva	 a	 um	 maior	 envolvimento	 dos	 alunos	 em	 atividades	 práticas.	 Então,	
competições	com	avaliação	automática	estão	a	tornar-se	muito	importantes	para	a	prática	de	
programação.	 A	 aprendizagem	 competitiva	 leva	 a	 um	 maior	 envolvimento	 dos	 alunos.	 No	
entanto,	 as	diferenças	de	motivação	e	de	 sentimentos	entre	 vencidos	e	 vencedores	podem	
existir,	 podendo	 ser	 atenuadas	 através	 de	 diferentes	 práticas,	 como	 seja,	 focar	 a	 atividade	
essencialmente	na	aprendizagem	e	diversão.		
A	 programação	 tem	 sido	 tradicionalmente	 ensinada	 e	 praticada	 como	 uma	 atividade	
fundamentalmente	 individual.	 No	 entanto,	 ao	 longo	 dos	 últimos	 anos,	 foram	 adotadas	
diferentes	 práticas	 de	 aprendizagem	 colaborativa	 como	 a	 programação	 em	 pares	 e	 os	
projetos	 de	 equipe.	 Assim,	 os	 alunos	 aumentam	 a	 sua	 auto-confiança,	 produzem	melhores	
programas	e	melhoram	seu	desempenho	na	programação.	
Na	 verdade,	 uma	 vez	 que	 nem	 todos	 os	 alunos	 são	 motivados	 pelas	 mesmas	 coisas,	 é	
interessante	 e	 importante	 ser	 capaz	 de	 definir	 diferentes	 ambientes	 de	 aprendizagem:	
colaborativo,	competitivo	ou	misto.		
O	 papel	 do	 trabalho	 em	 grupo	 na	 educação	 e	 o	 ambiente	 colaborativo	 entre	 estudantes	 é	
discutido	em	(Boas	et	al.,	2013;	Fonte	et	al.,	2014).	Neste	trabalho,	os	autores	propõem	o	uso	
de	 técnicas	 de	 integração	 contínua,	 habituais	 em	 Agile	 Development	 (Elliott	 et	 al.,	 2015)	








Considerando	 tudo	 o	 que	 foi	 mencionado	 em	 capítulos	 anteriores,	 a	 razão	 principal	 deste	
trabalho	 de	 doutoramento	 reside	 na	 dificuldade	 do	 processo	 ensino/aprendizagem	 da	
programação	 e	 no	 insucesso	 escolar	 que	 daí	 deriva.	 Assim	 e	 após	 a	 investigação	 de	 um	
conjunto	de	trabalhos	científicos	relativos	ao	insucesso	da	programação	e	contributos	para	a	













ao	 ensino	 para	 o	 aumento	 da	 capacidade	 dos	 alunos	 de	 resolução	 do	 seu	 problema.	 É	
importante	auxiliar	os	alunos	na	transição	dos	conhecimentos	básicos,	para	uma	visão	de	uma	




Para	 isso,	 como	 já	 referido	 atrás,	 são	 usadas	 ferramentas	 que	 permitem	 a	 visualização	 de	
muitos	 dos	 conceitos	 (estáticos	 e	 dinâmicos)	 envolvidos	 na	 programação;	 por	 causa	 das	
maiores	 dificuldades	 dos	 alunos	 estarem	 ligados	 à	 forma	 como	 o	 programa	 funciona,	 as	
ferramentas	em	causa	não	se	limitam	a	mostrar	através	de	ícons	apropriados	as	componentes	
de	um	dado	programa,	mas	 recorrem	à	 sua	animação	para	auxiliar	na	 compreensão	dessas	
mesmas	 componentes.	 Uma	 abordagem	 deste	 tipo	 pode	 ser	 motivadora,	 os	 níveis	 de	
dificuldade	podem	ser	graduais,	permitindo	a	todos	os	alunos	aprender	a	programar	com	mais	
facilidade	ou	melhor.	Além	disso,	estas	ferramentas	de	visualização	e	animação,	permitem	ao	
professor	 usar	 uma	 abordagem	 mais	 interativa	 e	 experimental	 e	 menos	 expositiva.	 Outro	
ponto	importante	a	referir	desta	abordagem	consiste	em	centrar-se	primeiro	na	resolução	de	
problemas	 de	 programação	 em	 vez	 das	 características	 sintáticas	 da	 linguagem	 de	
programação.	
A	 existência	 e	 uso	 de	 vários	 sistemas	 e	 ferramentas	 que	 auxiliam	 o	 aluno	 na	 fase	 de	
planeamento	 e	 criação	do	 algoritmo	é	muito	 importante	 para	 que,	 na	 elaboração	dos	 seus	
programas,	os	problemas	de	conceção	sejam	minimizados.	Porém,	e	como	já	referido	não	foi	
possível	encontrar	uma		consistência	de	resultados	na	melhoria	da	aprendizagem	com	o	uso	








avaliação	 daquilo	 que	 desenvolveram;	 desta	 forma	 os	 sistemas	 de	 avaliação	 automática	
podem	melhorar	significativamente	o	desempenho	dos	alunos.	
Com	 o	 objetivo	 de	 aumentar	 a	 motivação	 e	 a	 autoconfiança	 dos	 alunos	 dos	 cursos	 de	




las	 rapidamente.	 Para	 atingir	 os	 objetivos	 e	 com	 os	 recursos	 computacionais	 disponíveis	
atualmente,	é	proposto	nesta	tese	combinar	técnicas	de	animação	e	avaliação	automática.	
Em	particular,	são	propostas	duas	técnicas	concebidas	para	apoiar	o	ensino	da	programação:	
uma,	mais	 antiga,	 a	 Animação	 de	 Programas	 que	 pretende	 tirar	 partido	 da	 nossa	 acuidade	
visual	 e	 do	 efeito	 da	 simulação	 para	 facilitar	 a	 compreensão	 dos	 programas	 e	 algoritmos	
subjacentes;	 e	 outra,	 muito	 mais	 recente,	 que	 aposta	 no	 recurso	 a	 sistemas	 de	 Avaliação	
Automática	de	Programas	para	 incentivar	 os	 alunos	 a	 continuar	 a	 praticar,	 providenciando-
lhes	 feedback	 imediato	 após	 a	 conclusão	 da	 escrita	 de	 um	 programa.	 Com	 base	 na	
combinação	 destas	 técnicas	 e	 respetivas	 ferramentas,	 iremos	 enunciar	 duas	 possíveis	
abordagens:	
6.6.1	Abordagem	1	-	Avaliação	seguida	de	Animação		
O	 aluno	 começa	 por	 ter	 de	 resolver	 um	 dado	 problema,	 devendo	 submeter	 a	 solução	 à	
avaliação	automática	para	receber	o	respetivo	feedback;	depois	procede	à	análise	da	solução	
correta	com	recurso	à	animação.	
Para	 concretizar	 esta	 abordagem,	 o	 professor	 prepara	 para	 cada	 tema	 a	 apresentar,	 um	








Uma	 vez	 preparada	 a	 aula,	 esta	 consistirá	 em	 uma	 ou	 mais	 etapas	 em	 que	 cada	 etapa	
corresponde	ao	estudo	de	um	problema	Pi	do	conjunto	definido.	Cada	etapa	é	formada	pelos	
passos	B1	a	B2	conforme	representado	na	Figura	6.2.	
Para	 cada	 problema	 Pi	 do	 conjunto,	 pede	 que	 o	 aluno	 analise	 o	 enunciado,	 desenvolva	 o	
algoritmo	e	o	codifique	passando	a	testá-lo	com	o	sistema	de	AA.	Enquanto	não	se	esgotar	o	
tempo	 previsto	 pelo	 professor	 para	 este	 passo,	 o	 aluno	 pode	 ir	 iterando	 entre	 resolução,	
submissão	e	avaliação	até	à	solução	correta	(B1).	Ao	fim	desse	tempo,	o	professor	fornece	a	











Primeiro	 o	 aluno	 é	 exposto	 à	 análise	 dos	 problemas	 e	 sua	 resolução,	 com	 o	 apoio	 da	
Animação;	 Depois	 passa	 a	 uma	 segunda	 fase	 onde,	 o	 próprio	 aluno,	 resolve	 	 problemas	











tempo	 previsto	 pelo	 professor	 para	 este	 passo,	 o	 aluno	 pode	 ir	 iterando	 entre	 resolução,	
submissão	 e	 avaliação	 até	 à	 solução	 correta.	 Num	 terceiro	 momento,	 o	 professor	 pode	
















de	 ambas	 é	 duplo:	 estimular	 a	 motivação	 aumentando	 o	 envolvimento	 e	 a	 participação,	
facilitando	a	compreensão	e	aumentar	a	confiança	e	auto-estima	fazendo	com	que	os	alunos	
aumentem	a	sua	capacidade	de	praticar	com	regularidade	a	programação,	desde	o	primeiro	
dia.		A	 estratégia	 aqui	 apresentada	 visa	 melhorar	 a	 atividade	 de	 ensino/aprendizagem	 em	
cursos	introdutórios	de	programação	combinando	feedback	 imediato	fornecido	por	sistemas	
automáticos	de	avaliação	com	ferramentas	de	animação.		
A	 primeira	 abordagem	 é	 mais	 adequada	 para	 apoio	 a	 aulas	 puramente	 experimentais	 em	
sistema	de	ensino	mais	tradicionais	em	que	os	conceitos	e	a	abordagem	a	cada	tema	é	feita	























A	proposta	 de	 trabalho	 que	 se	 fez,	 no	 Capítulo	 6,	 tem	 como	 objetivo	 principal	 diminuir	 as	





a	 sua	 capacidade	 de	 praticar	 com	 regularidade	 a	 programação,	 desde	 o	 primeiro	 dia,	









• compreender	 o	 comportamento	 dos	 alunos	 que	 enfrentam	 uma	 situação	 nova	 e	
diferente;	
• observar	se	os	alunos	estão	envolvidos	e	motivados;	
• entender	 quais	 são	 as	 principais	 dificuldades	 dos	 alunos	 do	 primeiro	 ano,	 quando	




Para	 atingir	 os	 objectivos	 acima	 referidos,	 fazendo	 uso	 dos	 recursos	 de	 computação	




• Passo	 2:	 Para	 o	 primeiro	 exercício,	 o	 professor	 deve	 analisar	 com	 os	 alunos	 o	
enunciado	do	problema,	e,	em	seguida,	pedir-lhes	para	resolver	o	problema	e	testar	a	
solução	produzida	usando	o	Sistema	de	Avaliação	de	Automático,	AA,	selecionado.	O	
professor	 poderá,	 no	 fim	 de	 cada	 validação,	 discutir	 com	 cada	 aluno	 o	 feedback	
recebido	do	Sistema	de	AA;	







feedback	 que	 forneça	 um	 diagnóstico	 e,	 se	 possível,	 comente	 a	 qualidade	 do	 código.	 As	





Para	 este	 experimento	 específico,	 escolheu-se	 ensinar	 um	 dos	 tópicos	 introdutórios	 da	





b) Dado	 um	 número	 ‘m’	 e	 um	 número	 ‘n’,	 inteiros	 positivos,	 ler	 ‘n’	 idades	mostrando	
todas	as	idades	maiores	que	‘m’.	No	final	deve	mostrar	a	média	(float)	das	idades.	
c) Dadas	as	temperaturas	(float)	de	6	dias	do	mês	de	Janeiro	(valores	entre	-50°	e	50°),	
mostre	 a	 temperatura	máxima	e	mínima.	 Classifique	 também	o	mês	 como	 “frio”	 ou	
“quente”	 conforme	 teve	 mais	 dias	 com	 temperaturas	 negativas	 ou	 mais	 dias	 com	
temperaturas	positivas	 (zero	 incluído).	 Em	caso	de	 igualdade	considere	que	o	mês	é	
“frio”.	






































Ao	 longo	 da	 sessão,	 o	 tempo	 para	 cada	 exercício	 e	 cada	 fase	 (resolução	 e	 avaliação	




em	 três	 partes	 iguais,	 alocando	 meia	 hora	 para	 cada	 exercício,	 ou	 seja,	 15	 minutos	 para	















Tabela	 1,	 pensamos	 que	 o	 comportamento	 dos	 estudantes	 realmente	mudou	 ao	 longo	 da	
aula,	e	a	 sua	produtividade	aumentou,	pois	 foram	resolvendo	mais	 facilmente	os	exercícios	
propostos.	 Como	 pode	 ser	 observado	 na	 Tabela	 1,	 o	 número	 de	 respostas	 corretas	 foi	
aumentando	 e,	 a	 primeira	 linha	 regista	 o	 número	 de	 submissões	 para	 cada	 exercício	 que	
foram	 completamente	 aceites	 pelo	Mooshak,	 isto	 é,	 que	 produziram	 o	 resultado	 esperado	
para	 todos	 os	 valores	 dos	 dados	 de	 entrada	 fornecidos.	 As	 linhas	 dois	 e	 três	 registam	 o	




Ex. 1 Ex. 2 Ex. 3 
Nº of correct answers 4 6 9 
Nº of Wrong answers 12 11 14 
Nº of compilations Errors  30 37 20 
Total nº of submissions 46 54 43 
Average of submissions 1,6 1,9 1,5 
Correct answers after error 1 2 4 
Correct answers at 1st sub. 1 4 4 








Assim,	 uma	 primeira	 conclusão	 é	 que	 os	 estudantes	 resolveram	 o	 terceiro	 exercício	 mais	




segundo	 exercício	 de	 acordo	 com	 o	 número	 de	 submissões;	 pensa-se	 que	 foi	 devido	 ao	





esta	 evidência.	 Esta	 conclusão	 também	 suporta	 a	 hipótese	 de	 que	 os	 alunos,	 por	 vezes,	
apresentam	 grandes	 dificuldades	 para	 entender	 os	 enunciados	 dos	 problemas.	 Este	





motivador	 em	 termos	 de	 atividade	 de	 aprendizagem.	 Ou	 seja,	 com	 a	 nossa	 observação	
podemos	dizer	que	a	fase	de	animação	beneficiaria	se	fosse	possível	atribuir-lhe	mais	tempo.	





A	 motivação	 foi	 uma	 das	 nossas	 principais	 preocupações.	 O	 experimento	 apresentado	




















Nesta	 pergunta,	 grande	 parte	 dos	 alunos	 respondeu	 que	 a	 sua	 maior	 dificuldade	 foi	 na	
codificação.	Porém,	30%	dos	alunos	mostraram	dificuldade	em	entender	os	enunciados.	Como	































Como	 se	 constata,	 a	maioria	 dos	 alunos	 considerou	 importante	 a	 animação	 oferecida	 pelo	
Jeliot.	Para	esta	questão,	houve	algumas	respostas	interessantes:	
“Sim,	pois	dá	um	melhor	entendimento	de	como	corre	o	programa	e	das	suas	variáveis.”	
“Mostra	 de	 forma	 clara	 e	 evidente	 o	 debug	 do	 programa,	 sendo	 mais	 fácil	 a	 sua	
interpretação.”	
“Sim,	 para	 melhor	 percepção	 do	 algoritmo.	 Após	 a	 primeira	 visualização,	 percebi	 muito	
melhor	os	exercícios	seguintes.”	
“Sim,	cativa	mais	a	atenção.”	
“Sim,	 foi	 importante	 porque	 explica	 bem	 o	 problema	 e	 resolve-o	 de	 uma	 forma	 interativa.	




A	 evolução	 do	 comportamento	 dos	 alunos	 ao	 longo	 da	 aula	 de	 duas	 horas	mostrou	 que	 a	
abordagem	 proposta	 levou-os	 a	 um	 melhor	 desempenho.	 Por	 um	 lado,	 observa-se	 que	 o	
número	de	alunos	 com	submissões	aceites	aumentou.	Por	outro	 lado,	o	número	de	aceites	














aferir	 a	 abordagem	 2.	 Neste	 experimento	 foi	 utilizado	 um	 grupo	 de	 controlo	 na	 segunda	




é	 proposto	 combinar	 técnicas	 de	 animação	 e	 avaliação	 automática.	 Para	 concretizar	 a	
abordagem	e	realizar	o	experimento,	será	apresentado	um	conjunto	de	passos	a	seguir	pelo	
docente	e	pelo	aluno		(reaproveitando	o	que	foi	utilizado	na	primeira	sessão):	
• Passo	 1:	 Para	 cada	 tópico	 a	 ensinar,	 o	 professor	 prepara	 um	 problema	 e	mais	 três	
exercícios	semelhantes;	
• Passo	2:	Inicialmente	o	aluno	utiliza	o	sistema	de	animação	selecionado,	para	animar	a	




testar	 a	 solução	 produzida	 usando	 o	 Sistema	 de	 Avaliação	 de	 Automático,	 AA,	
selecionado.	O	professor	também	pode	discutir	com	cada	aluno	o	feedback	recebido	
do	sistema	AA;	









feedback	 tão	 detalhado	 quanto	 possível.	 Tal	 como	 no	 1º	 experimento,	 as	 ferramentas	
escolhidas	para	este	serão	novamente	o	Jeliot	e	o	Mooshak.	
Para	 este	 caso	 específico,	 para	 ensinar	 o	 tema	 da	 matéria	 de	 introdução	 à	 Programação	
“arrays”,	 foram	 desenvolvidos	 três	 enunciados,	 com	 o	 cuidado	 de	 serem	 bastante	
semelhantes:	
a) Escreva	um	programa	Java	que,	dado	um	número	inteiro	N,	maior	que	0,	leia	um	vetor	






c) Escreva	 um	 programa	 Java	 que	 leia	 um	 vetor	 de	 números	 inteiros	 positivos.	 A	










































(resolução	 e	 avaliação	 automática	 com	 o	 Mooshak	 e	 visualização	 /	 animação	 da	 solução	






para	 animar	 uma	 solução	 correta.	 No	 final	 da	 aula	 cada	 aluno	 preencheu	 um	 pequeno	
inquérito	para	recolha	da	opinião	individual	sobre	a	experiência.		
A	 segunda	 sessão	 foi	 realizada	 com	 11	 alunos,	 em	 que	 o	 tempo	 para	 cada	 exercício	 foi	




se	 os	 alunos	 estão	 envolvidos	 e	 motivados,	 mais	 uma	 vez	 os	 observadores	 relataram	 que	












seja,	quem	acertou	na	 solução	 foram	sempre	os	mesmos	alunos,	 com	30%	dos	alunos	 com	
respostas	corretas	e	70%	com	respostas	erradas.	Também	se	constatou	que,	perante	o	código	
apresentado	 pelo	 aluno,	 as	 tentativas	 de	 resolução	 foram	 diminuindo,	 e	 que	 no	 último	




exercícios	 com	arrays,	 tendo	essas	dificuldades	 incidido	 sobretudo	na	 tarefa	de	codificação.	
Além	 da	 informação	 numérica	 apresentada,	 os	 dois	 professores	 presentes	 na	 sala	 de	 aula	
também	observaram	estas	 evidências.	 Este	 comentário	 dos	 professores	 é	 corroborado	pela	
resposta	dos	estudantes	ao	questionário	como	mostrado	na	próxima	subsecção.		
7.2.4	Opinião	dos	estudantes	
Para	 a	 primeira	 sessão,	 no	 fim	 do	 experimento,	 cada	 estudante	 respondeu	 a	 um	 curto	
inquérito	com	três	perguntas.	Abaixo,	apresentamos	as	questões	colocadas	 	e	os	 resultados	
recolhidos,	tendo-se	escolhido	uma	representação	gráfica	da	distribuição	de	respostas.	































abordagem	 2	 suportada	 por	 ferramentas,	 ao	 longo	 da	 aula	 de	 duas	 horas	 mostrou	 que	 a	























Como	 referido	 nos	 capítulos	 anteriores,	 a	 motivação	 principal	 deste	 trabalho	 de	
doutoramento	reside	na	dificuldade	do	processo	ensino/aprendizagem	da	programação	e	seu	
insucesso.	A	plataforma	que	se	apresenta	neste	capítulo	tem	como	objetivo	principal	diminuir	
as	 dificuldades	 sentidas	 pelos	 alunos	 que	 se	 encontram	 numa	 fase	 inicial	 do	 ciclo	 de	
aprendizagem	 de	 programação.	 Estas	 dificuldades	 incentivam	 desde	 há	 alguns	 anos	 a	
elaboração	de	novas	ferramentas	que	permitam	facilitar	todo	o	processo	de	transmissão	de	
conhecimento	 sobre	 os	 elementos	 básicos	 da	 programação,	 envolvendo	 os	 alunos	 e	
capacitando-os	para	a	resolução	de	problemas	por	computador.			
Recorde-se	que,	com	vista	a	minorar	as	dificuldades	que	os	alunos	de	informática	sentem	nas	
disciplinas	 de	 introdução	 à	 programação	 e	 face	 aos	 recursos	 informáticos	 atualmente	
disponíveis,	 propuseram-se	 no	 Capítulo	 6	 duas	 abordagens	 que	 fazem	 uso	 de	 técnicas	 de	
animação	 de	 programas	 e	 de	 sistemas	 de	 avaliação	 automática	 de	 programas	 com	 vista	 a	






Seguindo	 a	 abordagem	 2,	 apresentada	 no	 Capítulo	 6,	 foi	 desenvolvida	 uma	 ferramenta	
baseada	na	Web	(designado	por	PEP)	que	permitirá	apoiar	o	professor	nas	aulas	laboratoriais	
e	 sobretudo	 facultará	 aos	 alunos	 a	 possibilidade	 de	 fazerem	 sessões	 de	 estudo	 fora	 das	
aulas.		 Tal	 sistema	 irá	permitir:	 (i)	ao	docente,	 carregar	e	manter	os	exercícios	 (organizados	
por	temas	e	dificuldades)	a	usar	em	cada	sessão,	bem	como	fazer	o	plano		das	sessões;	(ii)	ao	
aluno,	 executar	 uma	 ou	 mais	 sessões,	 para	 praticar	 um	 determinado	 tema	 do	 curso,	













a	 partir	 daí	 que	podem	gerir	 exercícios	 (criar,	 editar	 e	 apagar),	 planear	 sessões,	 bem	 como	
analisar	 os	 dados	 recolhidos	 pelo	 segundo	 módulo	 relativos	 às	 sessões	 realizadas	 pelos	
alunos.	
Além	disso,	o	BO	tem	mais	duas	componentes	essenciais:	o	compilador	que	lê	a	especificação	


















Para	 concretizar	 o	 PEP,	 foram	utilizadas	 tecnologias	 essenciais	 para	 o	 seu	 desenvolvimento	
como	por	exemplo:	










de	 frases	de	uma	 linguagem	 formal	 (neste	 caso,	 a	 linguagem	especificamente	 criada	
para	 descrever	 as	 sessões	 de	 estudo),	 seu	 reconhecimento	 (análise)	 e	 posterior	
tradução.	 A	 partir	 de	 uma	 gramática	 da	 linguagem	 pretendida,	 ANTLR	 gera	 um	
analisador	sintático	que	pode	construir	e	percorrer	a	árvore	de	derivação	de	modo	a	
fazer	 a	 análise	 semântica	 da	 dita	 frase	 e	 sua	 transformação	 para	 produzir	 a	 saída	
desejada.	
• Jeliot,	 	 é	o	 sistema	de	visualização/animação	de	programas	em	 Java	apresentado	no	
Capítulo	3.	
• Mooshak	 é	 o	 sistema	 para	 gerir	 concursos	 de	 programação	 na	 Web	 usado	 para	
correção	automática	de	programas	descrito	no	Capítulo	5.	
Combinando	 estas	 ferramentas	 foi	 possível	 então	 desenvolver	 a	 plataforma	 de	 suporte	 ao	
ensino	da	programação	PEP.	
8.2	PEP	na	perspectiva	do	Aluno	
Na	 Figura	 8.2,	 está	 representado	 um	 esquema	 que	 mostra	 o	 grafo	 que	 define	 o	 fluxo	 de	
trabalho	 (a	 sequência	de	 tarefas)	usando	a	 Interface	apresentada	pelo	PEP	ao	aluno.	Numa	
primeira	etapa	está	 implementado	um	mecanismo	simples	para	controlo	de	acessos.	Para	o	
usar	é	necessário	o	prévio	registo	na	plataforma	por	parte	do	aluno	e	a	partir	daí	este	já	pode	
fazer	 a	 sua	 autenticação	 com	 a	 finalidade	 de	 entrar	 e	 obter	 acesso	 às	 sessões	 de	 estudo	
(Figura	8.3).	Após	a	escolha	da	sessão	a	realizar	(Figura	8.4),	o	utilizador	será	confrontado	com	
duas	 novas	 opções	 de	 escolha,	 como	 visível	 na	 Figura	 8.5:	 seguir	 para	 a	 1ª	 parte	 que	 usa	
técnicas	 de	 animação	 de	 programas;	 ou	 seguir	 para	 a	 2ª	 parte	 da	 avaliação	 automática	 de	
programas	(aconselhada	só	após	realizar	as	tarefas	da	parte	1,	ou	então	se	já	for	aluno	mais	
experiente	e	 já	 se	sinta	capaz	de	 ir	diretamente	resolver	exercícios).	Caso	escolha	a	Parte	1	
(Animação),	 o	 utilizador	 tem	acesso	 a	 uma	descrição	do	problema	bem	 como	a	 solução	do	
































(criar,	 editar	 e	 apagar),	 planear	 sessões,	 bem	 como	 analisar	 as	 sessões	 submetidas	 pelos	
alunos.	
8.3.1	Base	de	Dados	
Na	 Figura	 8.8	 encontra-se	 representada	 a	 estrutura	 da	 Base	 de	Dados	 desenvolvida	 para	 o	
PEP,	 desenhada	 para	 ser	 simples	 e	 eficaz.	 A	 sua	 estrutura	 é	 composta	 por	 quatro	 tabelas:	
User,	Atividade,	Questão	e	Tema.			
A	 tabela	 User	 é	 criada	 automaticamente	 através	 da	 yiiFramework.	 Esta	 guarda	 todos	 os	
utilizadores	que	se	registaram	no	sistema.		
A	tabela	Tema	é	destinada	a	guardar	os	temas	das	sessões,	cada	tema	acompanhado	de	uma	
breve	 descrição.	 Cada	 sessão	 tem	 um	 tema,	 e	 é	 nesta	 tabela	 que	 é	 feita	 a	 verificação	 de	
existência	de	tal	tema.	Contém	ainda	as	linguagens	de	programação	que	o	docente	pretende	





• dificuldade	 -	 Grau	 de	 dificuldade	 que	 o	 professor	 associa	 à	 pergunta	 (utilizada	 para	
verificar	se	numa	parte	de	uma	sessão,	as	questões	estão	por	ordem	de	dificuldade);	















Questao.	 Estes	 relacionamentos	 são	 necessários	 para	 saber	 a	 quem	 pertence	 tal	 atividade	
bem	 como	 a	 qual	 questão.	 Existente	 ainda	 os	 campos	 resposta	 para	 guardar	 as	 respostas	
inseridas	 pelos	 alunos,	 o	 campo	 avaliação	 para	 registar	 o	 resultado	 obtido	 através	 do	
Mooshak,	o	campo	data	e	tempo	para	mais	tarde	ser	possível	analisar	em	que	dia	foi	efetuada	
a	atividade	bem	quanto	tempo	demorou.	Já	o	campo	opção	está	destinado	para	guardar	cada	
decisão	 que	 o	 aluno	 tomou	 durante	 cada	 questão,	 ou	 seja,	 se	 seguiu	 em	 frente,	 se	 voltou	
















Figura	 8.10)	 e	 após	 reconhecer	 a	 frase,	 faz	 uma	 ligação	 à	 base	 de	 dados	 para	 recolher	
informação	 relativa	 a	 temas	 e	 questões	 nela	 inseridas	 e	 verifica	 se	 o	 tema	 da	 sessão	 está	
inserido	na	Base	de	Dados,	se	o	número	identificativo	das	questões	também	se	encontra	na	













e	Questão	 (Figura	8.11),	bem	como	a	 criação	de	 sessões	através	de	um	campo	de	 texto	ou	





























Apesar	 de	 se	 acreditar	 firmemente	 que	 o	 PEP	 irá	 melhorar	 o	 processo	 de	 aprendizagem	
global,	 pretende-se	 melhorar	 a	 plataforma	 introduzindo-lhe	 alguns	 dos	 artefactos	 de	
gamificação	 apresentados	 na	 Secção	 2.4.1	 com	 vista	 a	 aumentar	 a	 motivação	 dos	 alunos.	
Nomeadamente	 acredita-se	 que	 a	 compensação	 aos	 alunos	 como	 a	 atribuição	 de	 pontos	 e	
medalhas	devem	ser	incluídos	para	premiar	os	exercícios	tentados	e	os	bem	resolvidos	dentro	




os	 alunos	 serão	 levados	 a	 praticar	mais	 vezes	 e	 a	 desenvolver	melhores	 soluções.	 Níveis	 e	













O	 uso	 de	 software	 educacional	 tornou-se	 muito	 comum.	 Atualmente	 existe	 uma	 grande	
variedade	de	exercícios	e	práticas,	jogos	para	o	ensino,	sistemas	de	aprendizagem	integrados,	
sistemas	 de	 resolução	 de	 problemas,	 sistemas	 de	 simulação,	 tutoriais,	 etc,	 a	maioria	 deles	
baseado	na	Web	(Espinoza	et	al.,	2006).	Esta	diversidade	aumenta	a	preocupação	na	melhoria	
da	qualidade	dos	sistemas	suportados	no	computador	para	apoio	do	ensino	levando	a	níveis	
de	 exigência	 elevados.	 Neste	 contexto,	 torna-se	 cada	 vez	 mais	 necessário	 desenvolver	
métodos	de	análise	e	avaliação	da	qualidade	destes	materiais	(Escudeiro,	2007).	
Nesse	sentido,	a	plataforma	de	apoio	ao	ensino	da	programação	(PEP),	que	se	concebeu	como	
resultado	 de	 uma	 das	 abordagens	 pedagócicas	 proposta	 no	 âmbito	 desta	 tese	 de	
doutoramento,	não	poderá	nem	deverá	escapar	a	uma	tal	avaliação	que	permita	aferir	a	sua	
qualidade	didática.	
Para	 tal	 fez-se	 um	 estudo	 das	 abordagens	 mais	 consensuais	 à	 avaliação	 da	 qualidade	 de	
software	 educativo,	 que	 se	 sumaria	 na	 secção	 9.1,	 e	 depois	 aprofundou-se	 o	 estudo	 da	
framework	 Quantitative	 Evaluation	 Framework	 (QEF)	 	 desenvolvida	 e	 em	 uso	 no	 ISEP,	








se	 está	 de	 acordo	 com	 aquilo	 que	 os	 seus	 utilizadores	 esperam.	 Para	 esta	 avaliação	 é	











esta	 avaliação	 ser	 completa	 e	 fiável,	 é	 importante	 considerar	 certas	 características	 (ou	
requisitos)	que	se	enumeram	a	seguir	(Webber	et	al.,	2009):	
• Pedagógica	–	conjunto	de	características	que	medem	o	valor	didático	da	utilização	do	
software,	 como	 por	 exemplo	 ambiente	 educacional,	 importância	 relativamente	 ao	
programa	curricular,	e	os	aspetos	didáticos;	
• Usabilidade	 –	 Atributos	 que	 determinam	 a	 facilidade	 e	 a	 objetividade	 de	 uso	 do	
software;	
• Interface	–	facilidade	na	interação	do	aluno	com	o	software;	
• Adaptabilidade	 –	 capacidade	 do	 software	 de	 se	 adaptar	 ao	 utilizador	 e	 de	 se	
adaptarem	a	diferentes	situações	e	temas;	
• Funcionalidade	–	conjunto	das	tarefas	que	se	podem	realizar;	
• Documentação	 –	 Característica	 relativa	 ao	material	 que	 acompanha	 o	 software	 que	








em	 função	 de	 diferentes	 pontos	 de	 vista.	 Há	 necessidade	 de	 formar	 uma	 equipa	
multidisciplinar,	 para	 se	 observar	 os	 diferentes	 aspetos	 acima	 referidos.	 Essa	 equipa	 será	
constituída:	 pelo	 Professor,	 para	 avaliação	 dos	 aspetos	 didáticos,	 pelos	 Alunos	 (como	
utilizadores)	 que	 avaliam	 a	 usabilidade	 e	 a	 funcionalidade	 e	 por	 último	 pela	 Equipa	 de	
desenvolvimento,	que	avalia	a	adaptabilidade,	 interoperabilidade	e	segurança	de	acesso,	de	
modo	que	 cada	um	deles	 possa	 exprimir	 o	 seu	ponto	de	 vista	 relativamente	 aos	 requisitos	
acima	enumerados.	
Segundo	N.	Espinoza	 (Espinoza	et	al.,	2006),	uma	metodologia	bem	definida	e	desenvolvida	
sobre	Avaliação	de	 software	 Educacional	 pode	ajudar	os	professores	na	hora	de	escolher	o	
software	 a	 usar.	 O	 seu	 uso	 deve	 ser	 acompanhado	 de	 uma	 revisão	 crítica	 do	mesmo	 pois,	




















Estas	 diferentes	 técnicas	 permitem	 ao	 professor	 escolher	 o	 software	 para	 as	 suas	 aulas	
segundo	 as	 suas	 preferências	 e	 objetivos.	 A	 escolha	 de	 cada	 técnica	 depende	 do	 critério	
considerado.	Características	que	podem	 facilitar	a	aprendizagem	e	a	usabilidade	podem	ser	
importantes	 para	 uns	 e	 não	 para	 outros.	 É	 importante	 que	 a	 escolha	 do	 software	
(metodologias	 de	 avaliação	 diferentes)	 considere	 a	 área	 de	 aplicação	 do	 software	 a	 ser	
avaliado.	 Os	 requisitos	 definidos	 para	 a	 educação	 não	 podem	 ser	 os	 mesmos	 para	 um	
produto,	por	exemplo,	direcionado	para	a	medicina.	Os	professores	devem	avaliar	o	software	
escolhido,	 pois	 a	 sua	 escolha	 está	 diretamente	 relacionada	 com	 as	 características	 dos	 seus	
utilizadores	 (poderem	 conjugar	 os	 elementos	 e	 critérios	 de	 acordo	 com	 suas	 necessidades)	
(Reis,	2016;	Espinoza	et	al.,	2006).	
Vários	 autores	 (Escudeiro,	 2007;	 Godoi	 et	 al.,	 2009;	 Silva,	 2002)	 propõem	 um	 conjunto	 de	
critérios	 de	 diferente	 natureza	 baseados	 em	 aspetos	 (ou	 dimensões)	 ergonómicos,	
pedagógicos	 e	 técnicos,	 ou	 outros	 que	 sejam	 importantes	 e	 pertinentes	 (ex.:	
comunicacionais).	A	dimensão	do	domínio	ergonómico	garante	que	o	software	é	usado	com	
segurança,	 conforto	 e	 produtividade.	 A	 dimensão	 do	 domínio	 técnico,	 diz	 respeito	 às	
características	 do	 conteúdo	 digital	 relativamente	 aos	 aspetos	 operacionais.	 Por	 último,	 a	

















Os	 modelos	 de	 avaliação	 devem	 adotar	 algumas	 normas	 como	 a	 ISSO/IEC	 9126,	 padrão	
internacional	para	avaliação	de	software	(esta	norma	não	fornece	requisitos	para	o	software,	
mas	define	um	modelo	de	qualidade	que	é	aplicável	 a	 todos	os	 tipos	de	 software,	 avaliada	
num	espaço	de	três	dimensões)	(Escudeiro	et	al.,	2010).	Como	foi	dito	no	início	deste	capítulo,	
a	 framework	 Quantitative	 Evaluation	 Framework	 (QEF),	 desenvolvida	 especificamente	 para	
avaliação	 de	 software	 educativo,	 é	 a	 aproximação	 que	 se	 pretende	 usar	 para	 avaliação	 do	
PEP.	
O	QEF	é	um	instrumento	para	a	avaliação	quantitativa	de	software	educacional,		analisando	o	
software	 educacional	 num	 espaço	 tridimensional	 ortogonal	 de	 qualidade.	 O	 QEF	 não	 se	
restringe	apenas	a	medir	 a	qualidade	 final	de	um	sistema,	mas,	permite	a	 avaliação	da	 sua	
qualidade	em	qualquer	momento	durante	o	ciclo	de	vida,	oferecendo	liberdade	na	definição	





A	 qualidade	 de	 um	 dado	 sistema	 é	 medida	 em	 percentagem	 relativamente	 a	 um	 sistema	
hipoteticamente	 ideal	 cuja	 qualidade	 é	 presumida	 ser	 de	 100%.	 O	 sistema	 é	 avaliado	 pela	
maior	ou	menor	distância	entre	aquilo	que	o	conteúdo	digital	faz	e	o	que	seria	suposto	fazer,	
medida	no	“espaço	de	qualidade”.	Cada	uma	das	respetivas	dimensões	agrega	um	conjunto	
de	 fatores	 relativamente	aos	quais	 interessa	determinar	o	grau	de	desempenho	do	 sistema	
em	estudo.	Os	fatores	são	representados	por	um	conjunto	de	critérios	de	qualidade	definidos	
para	o	hipotético	sistema	ideal.	Deve-se	ter	em	conta	qual	o	objetivo	final	e	em	função	deste,	
definir	 o	 conjunto	de	 requisitos	 (critérios)	 de	qualidade	do	produto.	 Estes	 critérios	deverão	
permitir	 que	 o	 software	 se	 torne	 mais	 ou	 menos	 adequado	 aos	 objetivos	 que	 se	 deseja	
alcançar	num	processo	de	ensino/aprendizagem.		Cada	requisito	deve	depois	ser	quantificado	
a	fim	de	medirmos	a	qualidade	para	que	possa	ser	 interpretada	por	todos	os	 intervenientes	
da	 avaliação.	 Resumindo,	 os	 critérios	 são	os	 elementos	 caracterizadores	 de	 cada	 fator	 e	 os	
fatores	os	elementos	caracterizadores	de	cada	dimensão	(Escudeiro,	2007;	Escudeiro,	2010).	
Tendo	em	vista	a	avaliação	de	software	produzido	usando	o	QEF,	Rosa	Reis	(Reis,	2016),	após	
aprofundada	 pesquisa	 na	 área	 da	 engenharia	 de	 software,	 selecionou	 vários	 critérios	 de	




abrangem	 vários	 fatores	 (ou	 indicadores)	 que	 agrupam	 os	 critérios.	 Os	 fatores	 mais	
importantes,	 destacados	 pela	 autora	 são:	 Navegação,	 Interação,	 Comunicação,	 Conteúdos	
















2º	–	Classificação	dos	 factores	de	cada	dimensão:	Para	os	 fatores	estes	pesos	 tomam	como	





dos	 pesos	 de	 relevância	 de	 cada	 critério	 e	 fator,	 preenche-se	 uma	 matriz	 com	 os	 valores	






avaliar	 que	 sejam	 compreensíveis,	 aceitáveis	 e	 confiáveis	 pelos	 avaliadores.	 O	 valor	 obtido	








Após	 identificadas	as	dimensões,	 fatores	e	 requisitos	de	qualidade	para	o	PEP,	e	de	acordo	
com	a	framework	QEF	é	feito	o	agrupamento	entre	estes	três	elementos.	Este	agrupamento	
advém	 do	 facto	 desta	 framework	 avaliar	 o	 software	 num	 espaço	 tridimensional	 ortogonal,	
onde	cada	dimensão	agrega	um	conjunto	de	fatores,	aos	quais	interessa	determinar	o	grau	de	
desempenho	 do	 sistema	 em	 estudo.	 Os	 fatores	 são	 representados	 por	 um	 conjunto	 de	


























































































































































Dimensão	Pedagógica	 	 	 	









































































Dimensão	Técnico-Funcional	 	 	 	

















































Tendo-se	 considerado	 os	 pesos	 de	 todos	 os	 requisitos	 dos	 diferentes	 fatores	 das	 três	
dimensões	 todos	 iguais	 e	 após	 atribuirmos	 a	 cada	 um	 desses	 requisitos	 uma	 classificação	
numa	escala	de	0	a	100	que	pareceu	refletir	honestamente	o	presente	estado	da	ferramenta	e	
utilizando	 uma	 folha	 de	 cálculo,	 obteve-se	 uma	 classificação	 por	 dimensão	 de	 72%,	 64%	 e	
71%,	o	que	 se	 traduziu	na	 avaliação	 final	 de	69%.	Os	 resultados	obtidos,	 para	um	primeiro	
protótipo,	são	bastante	satisfatórios	e	encorajantes.	

















Neste	 documento	 dissertou-se	 	 sobre	 a	 necessidade	 de	 encontrar	 formas	 de	 melhorar	 o	
processo	de	ensino/aprendizagem	em	cursos	de	Introdução	à	Programação	de	Computadores.	
Estudaram-se	 e	 discutiram-se	 métodos	 para	 atuar	 como	 fatores	 externos	 na	 motivação	
extrínseca	e	na	autoconfiança	dos	alunos	que	facilmente	se	desinteressam	quando	enfrentam	
dificuldades.	 Nesse	 sentido	 propôs-se	 a	 combinação	 de	 duas	 aproximações	 baseadas	 em	
ferramentas	 computacionais	 já	 existentes	 mas	 que,	 na	 nossa	 crença,	 poderão	 quando	
interligadas	 resultar	numa	abordagem	mais	eficaz:	a	animação	de	programas,	para	ajudar	a	
compreender	 como	 funcionam	 as	 soluções	 aos	 problemas	 propostos;	 e	 a	 avaliação	
automática	de	programas,	para	fornecer	aos	alunos	feedback	imediato	sobre	as	soluções	por	
eles	desenvolvidas.		












a	 motivação	 dos	 estudantes	 aumentou,	 enquanto	 que	 os	 erros	 de	 base	 foram	 reduzindo.	
Como	foi	sendo	argumentado	ao	longo	de	todo	o	documento,	a	motivação	foi	uma	das	nossas	
principais	 preocupações.	 Os	 experimentos	 realizados	 também	 nos	 permitiram	 entender	 a	
melhor	 forma	de	conduzir	 futuras	validações	experimentais,	 como	por	exemplo,	permitindo	
uma	 maior	 flexibilidade	 na	 gestão	 do	 tempo	 durante	 a	 aula	 assistida	 pela	 abordagem	
proposta.	
Esses	 experimentos	permitiram	validar	 a	 hipótese	de	 investigação	enunciada	na	 Introdução	
por	 recolha	 e	 análise	 dos	 fatores	 aí	 indicados	 para	 aferir	 que	 os	 alunos	 se	 motivaram	 e	




de	 aula	 ou	 ajudar	 o	 aluno	 em	 casa,	 sendo	 este	 possivelmente	 o	 seu	maior	 benefício.	 Essa	
plataforma,	quando	estiver	totalmente	implementada	conforme	protótipo	atual	e	seguindo	as	
sugestões	 de	 evolução/melhoria	 decorrentes	 do	 estudo	 feito	 com	o	 avaliador	 de	 qualidade	






b) a	 proposta	 de	 uma	 abordagem	 ao	 ensino	 da	 Programação	 baseada	 no	 princípio	 em	
que	 o	 aluno	 começa	 por	 ter	 de	 resolver	 um	 dado	 problema,	 devendo	 submeter	 a	
solução	à	avaliação	automática	para	 receber	o	 respetivo	 feedback;	depois	procede	à	
análise	da	solução	correta	com	recurso	à	animação;	









e) a	 especificação	de	uma	Plataforma	de	Apoio	 ao	 Ensino	da	 Programação	baseada	na	
segunda	 abordagem	 e	 a	 orientação	 do	 desenvolvimento	 de	 um	 primeiro	 protótipo,	
bem	 como	 a	 escolha	 de	 uma	 framework	 para	 avaliação	 da	 qualidade	 do	 software	
didático;	
f) a	mobilização	de	uma	equipa	interdisciplinar	e	interinstitucional	que	se	criou	e	reuniu	
em	 torno	 deste	 trabalho	 de	 doutoramento	 para	 conceber	 uma	 proposta,	 intitulada	
“Informa,	 Informática	 e	 Formação	 em	 Programação”,	 que	 foi	 submetida	 para	
financiamento	à	FCT	na	chamada	de	2017	(a	aguardar	resposta).	
O	trabalho	aqui	apresentado	e	discutido,	que	conduziu	aos	contributos	agora	enumerados,	foi	
alvo	 de	 validação	 pela	 comunidade	 científica	 tendo	 sido	 divulgado	 através	 das	 seguintes	
publicações:	




Conferência	 Ibérica	 de	 Sistemas	 e	 Tecnologias	 de	 Informação,	 2017	 (CISTI	 2017),	
Portugal.	
3. P.	 Tavares,	 P.R.	 Henriques,	 E.	 Gomes	 (2016).	 Computer-Supported	 Techniques	 to	





5. P.	Tavares,	P.R.	Henriques,	 E.	Gomes	 (2015).	Animation	and	Automatic	Evaluation	 in	





6. P.	Tavares,	P.R.	Henriques,	E.	Gomes	 (2015).	Animation	and	Automatic	Evaluation	 to	






das	 abordagens	 que	 foram	 propostas.	 Será	 importante	 experimentar	 as	 abordagens	
com	 alunos	 de	 cursos	 diferentes	 e	 tópicos	 distintos	 de	 complexidade	 variável.	 Será	









Para	 além	 destas	 tarefas	 diretas,	 outras	 direções	 de	 investigação	 daqui	 decorrentes	
podem	ser	propostas	como	grandes	linhas	de	trabalho	futuro:	





3. Estudar	 as	 influências	 que	 plataformas	 de	 detecção	 automática	 do	 perfil	 dos	
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