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Resumo
A manutenc¸a˜o e evoluc¸a˜o de sistemas interactivos, mantendo um elevado nı´vel de usabilidade, da´ origem a
problemas importantes que afectam a eficeˆncia e efica´cia dos sistemas. Pelas suas caracterı´sticas este tipo
de sistema e´ bastante vulnera´vel aquando da execuc¸a˜o de alterac¸o˜es. As metodologias e te´cnicas actuais na˜o
abordam de forma satisfato´ria estes processos. Neste trabalho pretende-se combinar a programac¸a˜o funcional com
programac¸a˜o estrate´gica, code slicing e modelos com semaˆntica formal na tentativa de fortalecer a tese de que a
aplicac¸a˜o destas metodologias e tecnologias no processo de engenharia reversa de sistemas interactivos permite
melhorar significativamente o grau de flexibilidade e suporte a` manutenc¸a˜o e evoluc¸a˜o do sistema.
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1. Introduc¸a˜o
Um dos problemas que afectam o sucesso dos projectos
de engenharia de software que envolvem uma componente
de interacc¸a˜o com o utilizador e´ a usabilidade [Cam04].
Va´rios estudos teˆm sido realizados na a´rea de me´todos for-
mais aplicados a` ana´lise da usabilidade [dSGD98, BA95].
A norma ISO DIS 9241-11 define a usabilidade de um sis-
tema como a efica´cia, eficieˆncia e satisfac¸a˜o com que uti-
lizadores atingem determinados objectivos em ambientes
especı´ficos. A efica´cia diz respeito a` possibilidade (ou na˜o)
de o utilizador poder atingir os seus objectivos utilizando
o sistema num dado contexto. A eficieˆncia tem a ver com
o maior ou menor esforc¸o que o utilizador devera´ aplicar
para atingir esse objectivo. A satisfac¸a˜o e´ uma medida sub-
jectiva do grau de agradabilidade na utilizac¸a˜o do sistema.
Avaliar a qualidade de um sistema interactivo implica ava-
liar a facilidade de utilizac¸a˜o do mesmo.
Para que as interfaces tenham uma boa usabilidade
e´ necessa´rio realizar previamente um desenho e uma
implementac¸a˜o adequada. Existem ferramentas para au-
xiliar o desenvolvimento ra´pido de interfaces atrave´s da
programac¸a˜o visual das componentes gra´ficas. Todavia,
as interfaces continuam muitas vezes difı´ceis de entender
para os utilizadores finais. Em muitos casos, os utilizado-
res teˆm dificuldades em identificar todas as funcionalida-
des oferecidas pelo sistema, ou dificuldades em alcanc¸ar
tais funcionalidades.
Tradicionalmente, a a´rea da interacc¸a˜o homem-ma´quina
tem-se preocupado com aspectos relacionados com o
desenho de interfaces, enquanto os engenheiros de
software teˆm principalmente considerados aspectos de
implementac¸a˜o. Existe um desencontro entre estas duas
a´reas, o que leva a que a qualidade do software na˜o seja
a melhor. Torna-se necessa´rio que os engenheiros de soft-
ware tenham em mente preocupac¸o˜es acerca do desenho
das interfaces aquando do desenvolvimento de sistemas in-
teractivos.
Hoje em dia e´ tambe´m comum falar-se dos cus-
tos na manutenc¸a˜o de sistemas interactivos. Segundo
[eES80], 70% do esforc¸o de programac¸a˜o concentra-se na
manutenc¸a˜o. Acontecem sempre situac¸o˜es em que exis-
tem problemas com software ja´ desenvolvido. Por exem-
plo, os requisitos iniciais e as tecnologias esta˜o em cons-
tante mudanc¸a o que implica a alterac¸a˜o do software. Nos
primeiros desenvolvimentos de soluc¸o˜es informa´ticas, a
disciplina da engenharia de software concebia o processo
de desenvolvimento dos sistemas atrave´s de metodologias
pouco flexı´veis e orientadas fundamentalmente para pro-
jectos novos. Rapidamente se observou que os sistemas
informa´ticos teˆm um perı´odo de vida bastante extenso,
sendo necessa´rio adaptar os referidos sistemas a`s diversas
evoluc¸o˜es, tanto funcionais como tecnolo´gicas. A enge-
nharia de software tem respondido a estas necessidades
adaptando e promovendo metodologias e processos que
visam o desenvolvimento de soluc¸o˜es informa´ticas num
processo em espiral [Boe88], tentando aumentar a rapidez
com que sa˜o incorporados novos requisitos (ou alterac¸o˜es
de requisitos) nas soluc¸o˜es informa´ticas.
Nestas situac¸o˜es a utilizac¸a˜o de engenharia reversa pode
contribuir para a resoluc¸a˜o de tais problemas [MBN03b,
ESS03]. Tendo em vista explorar este aspecto, pretende-
se com este trabalho desenvolver uma ferramenta para a
engenharia reversa de sistemas interactivos.
O projecto IVY1, no qual se enquadra este trabalho, tem
como objectivo desenvolver ferramentas para suportar uma
abordagem ao desenvolvimento de sistemas interactivos
em que se procura facilitar a comunicac¸a˜o entre duas co-
munidades: a Interacc¸a˜o Humano-Computador (IHC) e a
Engenharia do Software [CH03]. O trabalho ja´ realizado
nesta abordagem e´ baseada em modelos e pretende possi-
bilitar aos engenheiros de software uma maior autonomia
na considerac¸a˜o de aspectos de usabilidade relacionados
com o comportamento do sistema, bem como identificar
os pontos em que e´ necessa´rio recorrer ao auxı´lio de peri-
tos em IHC.
Neste artigo, apresentamos os resultados do trabalho de
investigac¸a˜o realizado na a´rea da engenharia reversa de
sistemas interactivos. O nosso objectivo e´ produzir um
proto´tipo funcional de engenharia reversa combinando
va´rias funcionalidades, nomeadamente: programac¸a˜o es-
trate´gica, slicing de programas e modelos abstractos.
Pretende-se que a ferramenta seja capaz de contemplar os
seguintes pontos:
• gerar modelos do comportamento dos sistemas inte-
ractivos a um nı´vel adequado de abstracc¸a˜o;
• modelar a interacc¸a˜o entre o sistema e o utilizador e
na˜o a arquitectura dos sistemas;
• ser capaz de gerar modelos para sistemas com elevado
grau de dinamismo.
Como se vera´, a partir de um qualquer programa JAVA, con-
seguimos ja´ extraı´r dois tipos de modelos: modelos de in-
teractores [SCS06] e ma´quinas de estados. Cada tipo de
modelo simula o comportamento interactivo induzido por
invocac¸o˜es de rotinas da biblioteca gra´fica SWING a um
dado nı´vel de abstracc¸a˜o.
Na secc¸a˜o 2 descrevemos sucintamente o projecto IVY.
A seguir, na secc¸a˜o 3, descrevemos alguns trabalhos alter-
nativos. Na secc¸a˜o 4 explicamos as te´cnicas utilizadas no
processo de engenharia reversa de interfaces gra´ficas. A
secc¸a˜o 5 descreve duas representac¸o˜es distintas para abs-
trair o comportamento de sistema interactivos. A secc¸a˜o
6 apresenta os resultados obtidos com a aplicac¸a˜o do
proto´totipo a um sistema de reduzida dimensa˜o. Final-
mente, a secc¸a˜o 7 aponta algumas concluso˜es assim como
algumas orientac¸o˜es para trabalho futuro.
2. O Projecto IVY
O projecto IVY surge na sequeˆncia do desenvolvimento da
ferramenta I2SMV [CH01], a qual permite verificar mode-
los de sistemas interactivos atrave´s do model checker SMV
[McM93]. O objectivo do projecto consiste no desenvolvi-
mento de uma ferramenta para a ana´lise do comportamento
1http://www.di.uminho.pt/IVY
dos sistemas interactivos na fase de desenho. Pretende-se
que a ferramenta deˆ suporte ao processo de modelac¸a˜o e
ana´lise atrave´s de editores para modelos e propriedades,
e visualizadores para a ana´lise dos resultados obtidos no
processo de verificac¸a˜o (cf. Figura 1).
Ivy tool suite
SMVJava/Swing code
XtrmSwing i2smv compiler
Reply Visualizer
Model Editor
Property Editor
Figura 1. IVY architecture
Atrave´s do projecto IVY pretende-se criar uma abstracc¸a˜o
na qual os modelos dos sistemas interactivos possam ser
mais facilmente desenvolvidos e analisados. Encontramo-
nos presentemente a explorar o uso de te´cnicas de enge-
nharia reversa para permitir a gerac¸a˜o de modelos a par-
tir do co´digo fonte. Deste modo, pretende-se analisar as
aplicac¸o˜es ja´ existentes bem como dar suporte ao pro-
cesso de re-engenharia aquando de uma manutenc¸a˜o ou
migrac¸a˜o. Neste u´ltimo caso, pretende-se garantir que o
novo sistema tem as mesmas caracterı´sticas do que o ante-
rior.
3. Trabalhos Alternativos
Nos u´ltimos anos, va´rios autores investigaram a ana´lise da
usabilidade dos sistemas interactivos utilizando modelos e
te´cnicas formais de raciocı´nio. O uso de engenharia re-
versa tem sido explorada no sentido de extrair tais mode-
los directamente a partir dos sistemas interactivos legados.
Va´rias te´cnicas teˆm sido apresentadas. Uma abordagem
tı´pica consiste em executar o sistema interactivo e automa-
ticamente armazenar os seus estados e acc¸o˜es. Por exem-
plo, Memon [MBN03a] descreve uma ferramenta que ex-
trai automaticamente dados relacionados com os compo-
nentes gra´ficos, suas propriedades e valores. Chen [CS01]
propo˜e uma te´cnica baseada em especificac¸o˜es para tes-
tar interfaces. Os utilizadores manipulam especificac¸o˜es
de teste representadas por ma´quinas de estados finitas as
quais sa˜o obtidas atrave´s da execuc¸a˜o do sistema. Por sua
vez Systa estuda e analisa o comportamento em tempo de
execuc¸a˜o de co´digo Java atrave´s de um processo de enge-
nharia reversa. A partir da execuc¸a˜o do software sobre um
debugger, Systa consegue gerar um digrama de estados,
o qual e´ utilizado para analisar o comportamento de uma
classe, um objecto ou um me´todo [Sys01].
Uma alternativa que surge no aˆmbito da engenharia re-
versa de sistemas interactivos e´ a ana´lise esta´tica. O pro-
cesso baseia-se na ana´lise do co´digo de uma aplicac¸a˜o em
vez da sua execuc¸a˜o, tal como acontece no caso anterior.
Por exemplo, d’Ausbourg [dDR96] investigou a ana´lise
esta´tica do sistema de janelas X11 [HF94]. Nesse trabalho,
os modelos salientam os eventos que podem surgir para um
dado componente da interface, como por exemplo pressio-
nar uma tecla.
Moore [Moo96] descreve uma te´cnica para automatizar
parcialmente o processo de engenharia reversa de sistemas
interactivos. O resultado deste processo e´ um modelo para
testar a funcionalidade das interfaces gra´ficas. O trabalho
desenvolvido permite, com base num conjunto de regras,
detectar componentes interactivos de co´digo legado. Merlo
[MGG+95] propo˜e uma abordagem similar. Em ambos os
casos e´ utilizada uma ana´lise esta´tica.
A nossa abodagem baseia-se em ana´lise esta´tica tal como
[dDR96, Moo96, MGG+95]. No entanto, ao contra´rio de
[MGG+95] ou [Moo96], que trabalhavam sobre interfaces
por caracteres, no´s pretendemos fazer engenharia reversa
de interfaces gra´ficas. Tal como ja´ foi afirmado, neste mo-
mento estamos a utilizar co´digo Java/Swing como caso de
estudo. No entanto, o objectivo de me´dio prazo e´ desen-
volver uma abordagem tanto quanto possı´vel gene´rica e
independente da linguagem. Adicionalmente, o nosso ob-
jectivo e´ obter modelos que reflictam o dia´logo gerado pela
interface, e na˜o simplesmente a arquitectura do co´digo que
a implementa. Assim, os modelos que pretendemos gerar
esta˜o a um nı´vel de abstracc¸a˜o mais elevado do que aqueles
gerados por [MBN03a] ou [dDR96].
4. Te´cnica de Engenharia Reversa de Sistemas
Interactivos
As contribuic¸o˜es deste trabalho consistem, enta˜o, num mo-
delo e numa arquitectura aplicacional que suportem a en-
genharia reversa de sistemas interactivos a partir da ana´lise
esta´tica do co´digo dos sistemas. Tal como ja´ afirmado, o
processo de reengenharia devera´ permitir gerar modelos do
dia´logo induzido pelas interfaces implementadas por esse
co´digo.
A te´cnica apresentada nesta secc¸a˜o permite construir uma
abstracc¸a˜o da interface de um qualquer co´digo Java le-
gado. Este processo identifica os dados e acc¸o˜es envolvi-
das na interface, bem como as interacc¸o˜es entre os va´rios
componentes da interface. Estes componentes incluem ob-
jectos e acc¸o˜es da interface. Para construir uma abstracc¸a˜o
da interface, a partir da sua implementac¸a˜o em JAVA, uti-
lizamos uma combinac¸a˜o de va´rias te´cnicas, nomeada-
mente: programac¸a˜o estrate´gica, slicing de programas e
modelos abstractos. O objectivo e´ detectar componentes na
interface atrave´s de estrate´gias funcionais e modelos com
semaˆntica formal.
4.1. O Processo
O proto´tipo especificado neste trabalho (cf. Figura 2) tem
como ponto de partida co´digo fonte JAVA2/SWING de sis-
temas interactivos desenvolvidos atrave´s do ambiente in-
tegrado de desenvolvimento NETBEANS. Tal como refe-
rido na secc¸a˜o 1, existem treˆs objectivos essenciais que o
proto´tipo deve satisfazer:
1. Engenharia reversa do co´digo para um nı´vel adequado
de abstracc¸a˜o;
2. Modelac¸a˜o de interacc¸a˜o;
3. Modelac¸a˜o de interfaces com elevado grau de dina-
mismo.
A estrutura deste proto´tipo e´ composta por va´rios passos
(cf. Figura 2). Foram utilizadas va´rias funcionalidades dis-
ponibilizadas pela UMINHOHASKELLLIBRARY2, de en-
tre as quais destancam-se as seguintes:
• Grama´tica no formato SDF da linguagem JAVA2 e
gerac¸a˜o de um parser para a linguagem;
• Gerac¸a˜o automa´tica de um conjunto de tipos de
dados abstractos em HASKELL [JHA+99] para a
representac¸a˜o de co´digo JAVA2/SWING segundo uma
a´rvore abstracta de sintaxe;
• Extracc¸a˜o do co´digo SWING atrave´s de te´cnicas
de slicing construidas utilizando programac¸a˜o es-
trate´gica para efectuar travessias da a´rvore original
[Vis03].
A aplicac¸a˜o de algumas funcionalidades da UMINHOHAS-
KELLLIBRARY permite, deste modo, obter uma plataforma
funcional para a extracc¸a˜o e manipulac¸a˜o de quaisquer ex-
presso˜es contidas em co´digo JAVA2/SWING. Sobre este
modelo, foi desenvolvido um proto´tipo o qual permite in-
verter co´digo JAVA2/SWING para um nı´vel adequado de
abstracc¸a˜o.
4.2. Slice de Interfaces
Tal como apontado na secc¸a˜o anterior, para extrair um mo-
delo de uma interface a partir do co´digo e´ necessa´rio cons-
truir uma func¸a˜o de slicing de modo a isolar as instruc¸o˜es
relacionadas com a interface. A abordagem habitual con-
siste em escrever uma func¸a˜o recursiva para executar uma
travessia da a´rvore abstracta de sintaxe (AST) de um pro-
grama JAVA, obtendo como resultado uma sub-a´rvore com
as instruc¸o˜es da interface. Para simplificar o desenvolvi-
mento das func¸o˜es de travessia, utilizamos uma abordagem
diferente, isto e´, aplicamos programac¸a˜o estrate´gica. Neste
estilo de programac¸a˜o, existe um conjunto pre-definido de
func¸o˜es gene´ricas para a travessia de qualquer AST incor-
porando va´rias estrate´gias de travessias possı´veis (i.e. top-
down, left-to-right, etc). Estas func¸o˜es permitem ter em
conta somente os aspectos de interesse, permitindo assim
considerar unicamente as partes relevantes (no nosso caso
a linguagem SWING).
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Figura 2. O processo de engenharia reversa
4.3. A Arquitectura Aplicacional
O proto´tipo foi desenvolvido na linguagem de
programac¸a˜o funcional HASKELL [JHA+99] e atrave´s
da plataforma descrita no ponto anterior, permite realizar
slicing [Tip95] de qualquer a´rvore representando co´digo
JAVA2/SWING, possibilitando assim extrair sub-partes da
a´rvore.
O proto´tipo extrai e manipula em primeiro lugar o me´todo
INITCOMPONENTS o qual define todos os componentes
gra´ficos da aplicac¸a˜o.
A seguir proto´tipo extrai do respectivo me´todo toda a
informac¸a˜o relacionada com a parte gra´fica da aplicac¸a˜o
em estudo. Por exemplo objectos das classes JButton, JLa-
bel, JTextField, JProgressBar, JComboBox, JSlider, etc.
Para cada tipo de objecto extrai-se somente a informac¸a˜o
relevante para este processo de engenharia reversa.
A tı´tulo de exemplo, descreve-se brevemente como se pode
efectuar o slicing em Strafunski de sub-expresso˜es SWING
de um qualquer programa JAVA para o caso dos objectos
definidos atrave´s da classe JButton. Pretende-se extrair
da a´rvore somente as instruc¸o˜es responsa´veis por criar es-
ses objectos bem como todas aquelas que invocam estes
me´todos:
1. Instaˆncias da classe JButton: As instaˆncias da classe
JButton implementam-se via instruc¸o˜es com o se-
guinte padra˜o:
V arObjName = new javax.swing.JButton();
A partir da a´rvore, extrai-se enta˜o todas as expresso˜es
que satisfazem este padra˜o e guarda-se para cada ex-
pressa˜o o nome da varia´vel utilizada.
getJButtons :: (Term t) => t -> [[Id]]
getJButtons types = jButton
where
assigments = getAssig types
jButton = [a | (a,b) <- assigments,
(b==["javax","swing","JButton"])]
2. Me´todo setText das instaˆncias da classe JButton: A
invocac¸a˜o do me´todo setText em objectos definidos
com a classe JButton implementa-se via instruc¸o˜es
com o seguinte padra˜o:
V arObjName.setText(text)
A partir da a´rvore, extrai-se enta˜o todas as expresso˜es
que satisfazem este padra˜o e para cada expressa˜o
guarda-se o nome da varia´vel utilizada bem como o
me´todo invocado e o texto colocado sobre o objecto.
getJButtonsSetText :: (Term t) =>
[[Identifier]] -> t -> [([Id],[Id])]
getJButtonsSetText vjid types = jBText
where
nmi = getNamesMethodsInvocation types
jBText = [(a,["setText"]++(getStr d))
| a <- vjid, (c,d) <- nmi,
(a++["setText"]) == c]
3. Me´todo addActionListener dos objectos das
instaˆncias da classe JBUTTON: A invocac¸a˜o do
me´todo addActionListener em objectos definidos
com a classe JButton implementa-se via instruc¸o˜es
com o seguinte padra˜o:
V arObjName.addActionListener(expression)
A partir da a´rvore, extrai-se enta˜o todas as expresso˜es
que satisfazem este padra˜o.
getAddActionListener :: (Term t) =>
[[Id]] -> t -> [([Id],[Id])]
getAddActionListener vjid types = jba
where
nmi = getNMI types
jba = [(a,["addActionListener"]++
(concat (map fst (getNMI d))))
| a <- vjid, (c,d) <- nmi,
(a++["addActionListener"]) == c]
A seguir determina-se o fecho transitivo de todos os
me´todos invocados a partir do me´todo ADDACTION-
LISTENER. Com base no fecho obtido, determina-se
assim recursivamente todos os objectos gra´ficos com
os quais o bota˜o esta´ relacionado.
getTMB ::(Term t)=>
[(Header,Body)]->t->[(Header,Body)]
getTMB t tall =
t++(concat (exp2++exp3))
where
nmi = getNMI t
exp2 = [getMethod a tall | (a,b) <- nmi]
exp3 = [getTMB [b] tall | b <- exp2]
5. Relacionando todos os Objectos Gra´ficos
Apo´s extracc¸a˜o dos dados dos objectos gra´ficos assim
como todos os dados dos me´todos sobre estes executa-
dos, e´ enta˜o possı´vel gerar representac¸o˜es abstractas das
interfaces. Nesse sentido, o proto´tipo permite criar duas
abstracc¸o˜es diferentes: uma ma´quina de estados e um inte-
ractor.
5.1. A ma´quina de Estados
A ma´quina de estados permite abstrair o comporta-
mento dos sistemas interactivos. Com esta representac¸a˜o
pretende-se abstrair todos os estados gra´ficos de um sis-
tema interactivo bem como as acc¸o˜es que interligam esses
estados. A representac¸a˜o consiste num grafo. Nesse sen-
tido optou-se por utilizar a ferramenta GRAPHVIZ3 para
a gerac¸a˜o do grafo. Em GRAPHVIZ, os grafos sa˜o elabo-
rados com base numa linguagem pro´pria pelo que foi de-
senvolvido um mo´dulo auxiliar responsa´vel por produzir o
co´digo necessa´rio na linguagem GRAPHVIZ.
Toda a informac¸a˜o traduzida para a linguagem GRAPH-
VIZ e´ obtida com base nos resultados dos slices da secc¸a˜o
anterior. Assim, cada estado gra´fico deduzido da a´rvore
da´ origem a um estado gra´fico na ma´quina de estados e
cada acc¸a˜o sobre a aplicac¸a˜o da´ origem a uma transic¸a˜o
entre dois estados. Acrescentam-se tambe´m na ma´quina
outros dados especı´ficos do co´digo fonte como por exem-
plo a inicializac¸a˜o de valores, as condic¸o˜es associadas a`s
acc¸o˜es, etc.
5.2. A Linguagem dos Interactors
Os interactors, tais como desenvolvidos em [DH93], sa˜o
um mecanismo de estruturac¸a˜o de modelos de siste-
mas interactivos e auxiliam a aplicac¸a˜o de linguagens de
especificac¸a˜o de aˆmbito gene´rico a` modelac¸a˜o desses mes-
mos sistemas. Os interactors na˜o prescrevem uma lin-
guagem de especificac¸a˜o. Em vez disso, propo˜em uma
estruturac¸a˜o dos modelos que e´ adequada a` modelac¸a˜o
de sistemas interactivos e independente da linguagem de
especificac¸a˜o utilizada. Utilizando interactors, os modelos
sa˜o estruturados recorrendo a` noc¸a˜o de um objecto que e´
capaz de apresentar parte do seu estado ao exterior. As-
sim, cada interactor possui um estado (definido como um
conjunto de atributos), um conjunto de eventos a que pode
responder ou que pode originar (definido como um con-
junto de acc¸o˜es) e uma relac¸a˜o de apresentac¸a˜o que define
quais os atributos/acc¸o˜es que sa˜o apresentados ao utiliza-
dor (marcados com [vis]).
No nosso caso particular, o comportamento dos interactors
e´ definido utilizando uma Lo´gica Modal de Acc¸o˜es (MAL
- Modal Action Logic). Em MAL, temos quatro tipos base
de axiomas para definir comportamento:
• axiomas modais permitem definir o efeito das acc¸o˜es
no estado do interactor, por exemplo, o axioma
[add action] consult′ = true keep(numero, nota)
expressa o facto de que, depois da acc¸a˜o add action,
3http://www.research.att.com/ erg/graphviz
o valor do atributo consult passa a ser true. As
plicas sa˜o utilizadas para referir o valor de um atri-
buto no estado apo´s a ocorreˆncia da acc¸a˜o (o valor
de atributos sem plica e´ calculado no estado ante-
rior a` ocorreˆncia da acc¸a˜o). O operador keep e´ uti-
lizado para indicar que os valores dos atributos passa-
dos como paraˆmetros na˜o mudam.
• axiomas de permissa˜o permitem definir, para cada
acc¸a˜o, em que condic¸o˜es ela e´ permitida, por exem-
plo, o axioma per(add) → ¬total expressa o facto
de que a acc¸a˜o add pode ocorrer apenas quando o atri-
buto total tem o valor falso.
• axiomas de obrigac¸a˜o permitem definir que, em de-
terminadas condic¸o˜es, uma determinada acc¸a˜o tem
obrigatoriamente que ocorrer, por exemplo, o axioma
state = open → obl(add) expressa o facto de que
quando o valor do atributo state e´ open enta˜o a acc¸a˜o
add tem que ocorrer algures no futuro. Note-se que
o axioma na˜o forc¸a a acc¸a˜o a ocorrer imediatamente,
mas sim que deve ocorrer eventualmente.
• axiomas de inicializac¸a˜o permitem definir o estado
inicial do interactor, por exemplo, o axioma []add =
false, consult = true define os valores dos diferen-
tes atributos no estado inicial do modelo.
O modelo e a arquitectura aqui apresentados definem as-
sim uma abordagem no contexto da engenharia reversa de
sistemas interactivos desenvolvidos em JAVA via NETBE-
ANS IDE. A seguir pretende-se descrever a aplicac¸a˜o desta
metodologia atrave´s de um caso de estudo concreto.
6. Caso de Estudo
A experimentac¸a˜o do modelo e da arquitectura aplicacio-
nal sobre um pequeno sistema interactivo desenvolvido
com o ambiente integrado de desenvolvimento NETBE-
ANS em Java2/Swing permite validar e demonstrar, na
pra´tica, que o modelo e a arquitectura aplicacional descri-
tos na secc¸a˜o anterior suportam efectivamente a engenha-
ria reversa de sistemas interactivos desenvolvidos atrave´s
do NETBEANS.
6.1. Descric¸a˜o da Aplicac¸a˜o JTURMA
A aplicac¸a˜o em estudo designa-se por JTURMA (cf. Fi-
gura 3). Por este ser demasiado extenso, omitimos aqui o
co´digo JAVA/SWING da aplicac¸a˜o e apresentamos apenas
a interface gra´fica que ele implementa.
Esta aplicac¸a˜o permite armazenar e manipular as
classificac¸o˜es teo´ricas e pra´ticas de uma turma. O sis-
tema disponibiliza uma funcionalidade que permite regis-
tar os nu´meros, os nomes, as classificac¸o˜es teo´ricas e as
classificac¸o˜es pra´ticas de todos os alunos da turma. Para
ale´m do armazenamento dos dados, encontram-se dispo-
niveis func¸o˜es para consultar ou remover os dados de um
aluno bem como uma func¸a˜o para terminar a aplicac¸a˜o. No
desenvolvimento desta aplicac¸a˜o foram utilizados va´rios
Figura 3. Aplicac¸a˜o JTurma
objectos gra´ficos JAVA2/SWING, nomeadamente objec-
tos das classes JBUTTON, JTEXTFIELD, JLABEL, JPRO-
GRESSBAR, JCOMBOBOX, JSLIDER, JPANEL e GET-
CONTENTPANE.
A execuc¸a˜o do proto´tipo sobre o sistema JTURMA permite
gerar de forma automa´tica uma ma´quina de estados e um
interactor. Considerando a Figura 2, quer o interactor quer
a ma´quina de estados correspondem ao resultado do u´ltimo
passo no referido processo de engenharia reversa de siste-
mas interactivos. A partir da sub-a´rvore com as expresso˜es
SWING e aplicando um conjunto de func¸o˜es de abstracc¸a˜o,
gera-se uma ma´quina de estados ou um interactor.
6.2. A Ma´quina de Estados
Na figura 4 apresenta-se parte da ma´quina de estados ge-
rado pelo proto´tipo quando executado sobre a aplicac¸a˜o
JTURMA.
Nesta ma´quina de estados, cada estado descreve o
conteu´do de uma janela da aplicac¸a˜o num determinado
instante. A figura 4 permite-nos visualizar o compor-
tamento da aplicac¸a˜o JTURMA a` volta de dois estados
gra´ficos. Assim a ma´quina de estados especifica dois es-
tados (conteu´dos da janela em dois tempos distintos): a`
esquerda um estado gra´fico com os atributos consult e re-
move iguais a true e a` direita um segundo estado gra´fico
com os referidos atributos iguais a false.
Estes dois estados gra´ficos encontram-se relacionados por
transic¸o˜es, as quais simbolizam as acc¸o˜es que podem ser
executadas sobre um determinado estado. A cada acc¸a˜o
encontra-se associada uma sequeˆncia de condic¸o˜es (entre
pareˆntesis rectos). Estas devem ser satisfeitas para se po-
der executar a transic¸a˜o relativa a` acc¸a˜o. Por exemplo, por
ana´lise da ma´quina de estado apresentada, deduz-se que a
remoc¸a˜o de um aluno (a partir do estado esquerdo) implica
transitar para o outro estado caso o nu´mero de alunos apo´s
a remoc¸a˜o seja igual a zero (this.turmaquantos()==0),
caso contra´rio a remoc¸a˜o retorna o mesmo estado gra´fico.
A partir da ma´quina de estados pretende-se aprofun-
dar a ana´lise do comportamento de sistemas interactivos.
Por exemplo, calculando automaticamente todas as fra-
ses possı´veis (conjunto das sequeˆncias de transic¸o˜es da
ma´quina de estados) na interface (ate´ um tamanho dado),
torna-se possı´vel verificar ate´ que ponto a interface respeita
ou na˜o um dado modelo de tarefas.
6.3. O Interactor
Para ale´m da ma´quina de estados, o proto´tipo pode tambe´m
construir um interactor que captura a informac¸a˜o e acc¸o˜es
presentes na interface, bem como o seu comportamento em
resposta a acc¸o˜es do utilizador. Para o exemplo apresen-
tado, o interactor conte´m um conjunto de atributos:
interactor JClass
attributes
number,
name: String
mark1,
mark2,
average: Integer
addEnabled,
consultEnabled,
removeEnabled,
clearEnabled,
exitEnabled: Boolean
um para cada componente gra´fico capaz de apresentar ou
aceitar infromac¸a˜o presente na interface, e um por cada um
dos dos boto˜es para representar o seu estado. Os nomes dos
atributos sa˜o retirados dos nomes das varia´veis no co´digo
relativas aos componentes gra´ficos respectivos.
O interactor conte´m tambe´m um conjunto de acc¸o˜es:
actions
add,
open,
close,
consult,
remove,
clear,
exit,
setText_name(String),
setSelectedItem_mark2(Integer),
setValue_mark1(Integer),
setValue_average(Integer),
setText_number(Integer)
uma por cada bota˜o, e uma por cada componente gra´fico
de input.
E finalmente um conjunto de axiomas:
[] number="" & name="" &
mark1=10 & mark2=10 & average=0
[] addEnabled=true & clearEnabled=true &
exitEnabled=true & consultEnabled=false &
removeEnabled=false & number="" &
name="" & mark1=10 & mark2=10 & average=0
[add] number’=number & name’=name &
mark1’=mark1 & mark2’=mark2 &
average’=average & consultEnabled’=true &
removeEnabled’=true &
addEnabled’=addEnabled &
clearEnabled’=clearEnabled &
exitEnabled’=exitEnabled
[consult] number’=number & name’=?ref1? &
add:true
consult:true
remove:true
clear:true
exit:true
mark1:10
mark2:10
name:""
number:""
total:this.turmaquantos()
remove_action:[!(this.turmaquantos()==0)]
add_action:[]
consult_action:[]
add:true
consult:false
remove:false
clear:true
exit:true
mark1:10
mark2:10
name:""
number:""
total:this.turmaquantos()
remove_action:[(this.turmaquantos()==0)]
add_action:[]
Figura 4. Parte da ma´quina de estados associada a` aplicac¸a˜o JTurma
mark1’=?ref2? & mark2’=?ref3? &
average’=?ref4? & addEnabled’=addEnabled &
consultEnabled’=consultEnabled &
removeEnabled’=removeEnabled &
clearEnabled’=clearEnabled &
exitEnabled’=exitEnabled
[remove] number’=number name’=name &
mark1’=mark1 & mark2’=mark2 &
average’=average & addEnabled’=addEnabled &
clearEnabled’=clearEnabled &
exitEnabled’=exitEnabled
[clear] number’=?ref5? & name’=?ref6? &
mark1’=?ref7? & mark2’=?ref8? &
average’=?ref9? & addEnabled’=addEnabled &
consultEnabled’=consultEnabled &
removeEnabled’=removeEnabled &
clearEnabled’=clearEnabled &
exitEnabled’=exitEnabled
[setText_name(a)] name’=a & number’=number &
mark1’=mark1 & mark2’=mark2 &
average’=average &
consultEnabled’=consultEnabled &
removeEnabled’=removeEnabled &
addEnabled’=addEnabled &
clearEnabled’=clearEnabled &
exitEnabled’=exitEnabled
...
Os dois primeiros axiomas definem o estado inicial do sis-
tema. Os quatro seguintes definem o efeito dos boto˜es na
interface. As expresso˜es ?refX? representam valores que
devem ser preenchidos atrave´s do editor IVY. Para apoiar
o preenchimento do modelo, cada expressa˜o e´ um apon-
tador para o co´digo JAVA que define o valor a atribuir. O
u´ltimo axioma define o efeito das acc¸o˜es de input na caixa
de texto name.
Ainda que incompleto, este interactor incluı´ dados rele-
vantes no que diz respeito ao comportamento do sistema
JTURMA. A tı´tulo de exemplo, o quarto axioma, exprime
o estado interactivo apo´s executar a acc¸a˜o consult. Pode-
mos constatar que os atributos number, addEnabled, con-
sultEnabled, removeEnabled, clearEnabled, exitEnabled
manteˆm-se inalterados. Por outro lado, os atributos name,
mark1, mark2 e average recebem novos dados.
Apo´s instanciar totalmente o modelo, este podera´ ser usado
pela ferramenta IVY para verificac¸a˜o do seu comporta-
mento.
Atrave´s dos resultados obtidos, demonstra-se que a abor-
dagem descrita na secc¸a˜o anterior, ainda que actualmente
com limitac¸o˜es ao nı´vel do tipo de objectos gra´ficos que
consegue tratar, suporta a engenharia reversa de sistemas
interactivos desenvolvidos em JAVA/SWING.
7. Conclusa˜o
Neste artigo, foi descrita a forma como a programac¸a˜o
estrate´gica e te´cnicas de slicing podem ser aplicados a`
engenharia reversa de interfaces a partir do co´digo das
aplicac¸o˜es. O resultados deste trabalho evidenciam a pos-
sibilidade de inverter interfaces directamente a partir do
seu co´digo. Um proto´tipo foi desenvolvido permitindo ex-
trair automaticamente o comportamento de uma aplicac¸a˜o
a` partir do seu co´digo fonte.
Actualmente a ferramenta permite extrair um sub-conjunto
de componentes gra´ficos e de acc¸o˜es, a partir do qual gera
quer uma ma´quina de estados quer um interactor. Estes
modelos permitem enta˜o raciocinar acerca de aspectos da
usabilidade e da qualidade da implementac¸a˜o do sistema
em ana´lise. Neste momento, o proto´tipo considera somente
um conjunto limitado dos componentes SWING. Como
trabalho futuro, pretende-se extender a implementac¸a˜o de
modo a contemplar interfaces mais complexos.
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