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Author Summary

23
In this paper we introduce the Hybrid Automata Library (HAL) with the purpose of 24 simplifying the implementation and sharing of hybrid models for use in mathematical 25 oncology. Hybrid modeling is used in oncology to create spatial models of tissue, 26 typically by modeling cells using agent-based techniques, and by modeling diffusible 27 chemicals using partial differential equations (PDEs). HAL's key components are 28 designed to run agent-based models, PDEs, and visualization. The components are 29 standardized and are completely decoupled, so models can be built with any 30 combination of them. We first explore the philosophy behind HAL, then summarize the 31 components. Lastly we demonstrate how the components work together with an 32 example of a hybrid model, and a walk-through of the code used to construct it. HAL is 33 open-source, and will produce identical results on any machine that supports Java 8 and 34 above, making it highly portable. We recommend HAL to modelers interested in spatial 35 dynamics, even those outside of mathematical oncology, as the components are general 36 enough to facilitate a variety of model types. A community page that provides a 37 download link and online documentation can be found at https://halloworld.org [1] . 38 
Introduction
39
We created The Hybrid Automata Library (HAL) to address a need at the Moffitt Some of these frameworks facilitate model building under specific spatial interaction 52 assumptions like PhysiCell [6] , which treats cells as spheres that force each other apart 53 and is optimized for large cell populations, and CompuCell 3D [7] , which models cells as 54 contiguous composites of lattice positions, allowing cell deformation. HAL does not 55 include the same depth in the domains specific to these frameworks, but uses a broader 56 approach to provide the capacity for modeling a variety of systems.
57
Some of the most popular frameworks that also take a broad approach are Chaste,
58
Repast, Mason, and Netlogo. Chaste uses an assumption based system for model 59 building, in which modular rules are composed to define behavior, and behaviors that 60 are not currently represented can be added as new modules [8] . This modular approach 61 allows for very rapid prototyping, and increases the reproducibility of results. Repast 62 uses a hierarchical nesting approach to group agents into sets that will all execute some 63 action, and also features a highly customizable scheduling procedure to sequence these 64 actions [9] . MASON is probably the most architecturally similar to HAL, as it also 65 strives to be a modular agent-based modeling package, with built-in optional 66 visualization tools and comparatively lax structure [10] . Netlogo uses a custom scripting 67 language in order to simplify the coding process [11] . Netlogo also provides an accessible 68 model development environment, making it a great choice for new modelers/coders.
69
Each of these frameworks facilitates modeling under a different centralized control 
73
HAL shares many characteristics with these frameworks, but differentiates itself with 74 a minimal, decentralized design made up of independent building blocks that are reaction-convection-diffusion PDEs using finite differences.
83
The main components of HAL consist of 1D, 2D and 3D Grids that hold Agents, 1D, 84 2D and 3D finite difference PDE fields, and methods for sampling distributions, data 85 recording, and model visualization. The assumptions behind these main components are 86 detailed in this paper and within the manual 6.
87
HAL was designed with mathematical oncology in mind, but is general enough to 88 facilitate modeling systems from many domains (eg. ecology [12] , development, 89 population dynamics, and network theory). [6] . We also imagine that its simplicity and 90 explicit nature could make it a useful educational platform. Some familiarity with the 91 Java programming language is recommended for new users. 
Design Philosophy
94
In the next section, we discuss some of the design decisions that have driven the 95 architecture of HAL. 
Language Choice
97
In designing HAL we have tried to balance an adherence to speed/memory management, 98 simplicity/stability, and modularity. The Java language itself balances these 99 considerations very well, making it a suitable basis for HAL. High performance 100 languages such as C, C++, and Fortran, can be coded to run at speeds comparable to 101 or faster than Java, however these lanugages require more low-level management.
102
Moreover, they do not have the same security guarantees as they permit out-of-bounds 103 memory accesses and memory leaks. Higher level languages, such as Python, while more 104 flexible and syntactically intuitive than Java, are typically significantly slower. Java is 105 also one of the most commonly used and taught programming languages today, which 106 helps facilitate the adoption of HAL by new users. The fact that Java is cross-platform 107 is also a plus. Figure 1 . The modular design of HAL helps build complex models out of simple components. The highlighted on-lattice agent in the topmost grid searches for local overlaps with several other grids and PDEs. These overlaps can be used in a model to generate spatial interactions.
Given the incremental nature of many scientific endeavors, we also wanted to allow 119 models and components to be extended and modified. Java's extension architecture 120 provides an excellent environment for layered development.
121
As an example of the extensibility of HAL, the built-in Spherical Agent types It is also possible to extend completed models using the same approach. For 131 example, grids and agents from published models can be used as as a scaffold on which 132 to do additional studies. This allows for followup studies to focus on implementing 133 whatever additional assumptions and functionality they need, while leaving intact the 134 base model code with all of its published assumptions. OpenGL. Whenever possible, primitives and arrays are used to store data rather than 171 classes, which takes advantage of Java's optimization for these simpler data types. Java 172 is also an inherently fast language, which helps efficiently execute agent behavioral logic. 173 There is a memory footprint consideration with most of HAL's assets. A common 174 criticism of Java applications is that they tend to use a lot of memory and are slowed 175 down by Java's "garbage collector" which deletes objects that are no longer being used. 176 To sidestep these memory issues, objects that are used frequently are recycled rather 177 than discarded. Most functions that would use an object as part of their calculation will 178 take the object as an argument rather than create a new one, which allows for reuse of 179 that same object in multiple function calls. When possible, components will also store 180 used objects internally for reuse in subsequent calculations. If the same function is 181 called many times in series with the same object argument, the reused object will be 182 more readily accessible in the computer's memory, further improving performance.
183
A key example of this reuse: when agents are removed during a simulation run, the 184 removed agent objects are kept by the AgentGrid and will be returned again for 185 re-initialization when a new agent is requested. Agent recycling ensures that the 186 number of agents that the grid creates is capped to the maximum population that 187 existed on the grid at one time. 
Component Overview
189
We now move from the abstract discussion of the unifying principles behind HAL to a 190 look at its core components in more detail. Though it may seem that learning how to 191 use these components would be a difficult task given their number and variety, an 
Agents
203
There are 10 base types of agent, introduced in Table 2 . The SQ and PT suffixes refer 204 to whether the agents are imagined to exist as lattice bound squares/voxels, or as as 1  yes  yes  AgentSQ1Dunstackable  1  yes  no  AgentPT1D  1  no  yes  AgentSQ2D  2  yes  yes  AgentSQ2Dunstackable  2  yes  no  AgentPT2D  2  no  yes  AgentSQ3D  3  yes  yes  AgentSQ3Dunstackable  3  yes  no  AgentPT3D  3  no  yes  Table 2 . The 10 base agent types in HAL. The differences between them are displayed in each column. Stackable refers to whether multiple agents can exist on the same lattice position The cell color goes from pink to blue depending on how much oxygen is locally available. Displayed using the OpenGL3DWindow object.
PDEGrids
212
The PDE Grids consist of either a 1D, 2D, or 3D lattice of concentrations. PDE grids 213 contain functions that will solve reaction-advection-diffusion equations. or other sources/sinks.
220
• ADI Diffusion [13] 
221
• Explicit upwind 1st order Convection [14] 222
Most of these methods are flexible, allowing for variable diffusion rates and convection 223 velocities as well as different boundary conditions such as periodic, Dirichlet, and 224 zero-flux Von Neumann. 
Graphical User Interface (Gui)
226
The Gui building system consists of the following components:
227
• UIWindow: a container for Gui sub-components which are added in columns that 228 automatically scale to the appropriate size. The following four sub-components 229 can be added:
230
-UIGrid: a grid of pixels whose values are set individually. These are typically 231 used to plot agent positions and diffusible concentrations, and can be easily 232 output in GIF or PNG formats.
233
-UILabel: a label that presents modifiable text.
234
-UIButton: a button that executes a function when clicked example.
242
• GifMaker: An object that can turn UIGrid visualization snapshots into gifs
243
(Original source code created by Patrick Meister [15] ).
244
An example Gui that uses the UIWindow with embedded UIButtons, InputFields,
245
UILabels, and a UIGrid is shown in Fig 4. 246 Figure 4 . An example Gui. When the Run button is clicked, the visualization window displays a running model that is parameterized with the given settings. In this example model based on [16] , the red cells are stem cells, and the blue cells are differentiated cells. Differentiated cells have a limited number of divisions and therefore can only spread a limited distance from the stem cells. Labels at the top of the Gui show the current timestep and population size. Displayed using the UIWindow object.
Utilities
247
The Util class is used with almost every project. 
Competitive Release Introduction
267
The model in [19] describes two competing tumor-cell phenotypes: a rapidly dividing, 268 drug-sensitive phenotype and a slower dividing, drug-resistant phenotype. There is also 269 a diffusible drug that enters the system through the domain boundaries and is up-taken 270 by the tumor cells over time.
271
Every timestep (tick), each cell has a probability of death and a probability of 272 division. The division probability is affected by phenotype and the availability of space. 273 Sensitive cells have a death rate that increases when the cells are exposed to drug, while 274 resistant cells have a constant death rate.
275
The modular design of HAL allows us to test 3 different treatment conditions, each 276 with an identical starting tumor (No drug, constant drug, and pulsed drug). An 277 interesting outcome of the experiment is that pulsed therapy is better at managing the 278 tumor than constant therapy. Under pulsed therapy the sensitive population is kept in 279 check, while still competing spatially with the resistant phenotype and preventing its 280 expansion. The rest of the section describes in detail how this abstract model is 281 generated. Table 3 . HAL functions used in the example. Each function is a method of a particular object, meaning that when the function is called it can readily access properties that pertain to the object that it is called from.
Main Function
290
We first examine the 'main' function for a bird's-eye view of how the program is 291 structured. Source code elements highlighted in red are built-in HAL functions and 292 objects, and can be referenced in Table 3 . 3-4: Defines all of the constants that will be needed to setup the model and display. 
5:
Creates a GridWindow of RGB pixels for visualization and for generating timestep 330 PNG images. x*3, y define the dimensions of the pixel grid. X is multiplied by 3 331 so that 3 models can be visualized side by side in the same window. The last 332 argument is a scaling factor that specifies that each pixel on the grid will be 333 viewed as a 5x5 square of pixels on the screen. 
ExampleModel Constructor and Properties
362
This section explains how the grid is defined and instantiated. 1: The ExampleModel class, which is user defined and specific to this example, is built 384 by extending the generic AgentGrid2D class. The extended grid class requires an 385 agent type parameter, which is the type of agent that will live on the grid. The next segment of code is a function from the ExampleModel class that defines how 431 the tumor is first seeded after the ExampleModel is created. 
// g e t a l i s t o f i n d i c e s t h a t f i l l a c i r c l e a t t h e c e n t e r o f t h e
1:
The arguments passed to the InitTumor function are the approximate radius of the 433 circular tumor being created and the probability that each created cell will be of 434 the resistant phenotype. 2: The ShuffleAgents function randomizes the order of iteration so that the agents are 477 always looped through in random order. GridWindow is set to the cell's phenotype color. To draw the models side by side, 600 the pixel being drawn is displaced to the right by the model index. 
Imports
604
The final code snippet looks at the imports that are needed. Any modern Java IDE 605 should generate import statements automatically. 1: The package statement specifies where the file exists in the larger project structure 618 2-7: Imports all of the classes that we will need for the program. As can be seen in Table 4 , the pulsed therapy is the most effective at preventing longer by using a different pulsing schedule or by modifying the treatment schedule in 648 response to the tumor growth (adaptive therapy). As the presented model is primarily 649 an example, we do not explore how to improve treatment further. For a more detailed 650 exploration of the potential of adaptive therapy for prolonging competitive release, 651 see [19] . 
How to Download and Contribute
654
HAL is publicly available on GitHub, at https://github.com/torococo/HAL. A manual is 655 included that walks the user through installation and serves as a coding reference.
656
There is a long list of issues to be addressed on the Github page, only some of which are 657 discussed in the next section. Contributors can tackle these or share generalized 658 solutions to any modeling problems that they encounter by sending pull requests to the 659 repository. Delaunay Agent type, which will use Delaunay tessellation [20] to find the cell's nearest 667 neighbors and determine their volume. We are also considering including modeling 668 paradigms that construct cells out of smaller subunits, such as Deformable Ellipsoid
669
Cell Modeling [21] , as it would allow us to model the mechanics of tissue formation and 670 migration in more detail. hold true across paradigms. Note that our goal is not to recreate all of the functionality 679 of the pre-existing frameworks that support these paradigms, it is to provide their core 680 algorithms so that users can compare and choose from among them. 
Cross Model Validation
Bridging Spatial Scales
682
We also hope to explore the possibility of changing spatial scales for both our PDEs and 683 Agents. For PDEs, this is a readily understood problem, and we intend to add scalable 684 PDEGrids to HAL soon. However, for agent-based modeling the process of changing 685 scales while preserving dynamics is not so well defined, though we imagine that it may 686 be possible under certain assumptions. This would be useful for helping us bridge the 687 divide between cell level and tissue/organ/tumor level dynamics, as the number of cells 688 involved at these scales are orders of magnitude greater than what desktop machines 689 can tractably model. 
Assumption Modules
691
A common modeling task is exploring how combinations of different assumptions 692 influence model behavior. A planned abstraction that will improve how models are built 693 incrementally will be the inclusion of a system for separating model design assumptions 694 into assumption modules. This design entails providing code "hooks" into specific agent 695 decisions and model events, (eg. whether an agent will reproduce). Modelers can then 696 write assumption modules that will influence these events (eg. by altering the 697 probability of reproduction based on an environmental factor that would otherwise be 698 ignored).
699
This approach allows modelers to combine and remove assumption modules without 700 having to worry about breaking the model. This facilitates easy exploration of the space 701 of assumptions until ones suitable for understanding biological phenomena are found. 
Building a Community
710
HAL has already seen adoption within the labs at the Integrated Mathematical
711
Oncology department of Moffitt Cancer Center. We certainly hope that outside users 712 will also be interested in its potential. As the user-base for HAL grows, we plan to 713 extend the base of resources around the platform. The current set of resources that 714 exist for new users to get started are the manual 6, a website with an online version of 715 the manual [1] and a playlist of YouTube videos [22] . We intend to increase HAL's 716 online presence, by moving the manual to an online searchable format, as well as 717 including a website with a code repository to make sharing models and tools easier. 
Conclusion
719
Cancer is a complex and heterogeneous disease whose mathematical study is still being 720 developed. To make better progress in this endeavor, it is helpful to have a set of highly 721 generic tools that encapsulate the key components of spatial modeling so that 722 researchers can produce efficient models without being constrained in their approach, 723 nor in the complexity of the systems that they can produce. HAL is our attempt to 724 achieve this.
725
HAL was made easily extensible so that researchers can build models and more 726 specific tools on top of HAL's generic base. The hope is that by this process HAL will 727 grow into a powerful toolset that will help standardize and coordinate hybrid modeling 728 in mathematical oncology.
729
We recommend HAL to anyone building spatial models for oncology, as the tools 730 presented are primarily geared toward this end. However, given the amount of overlap 731 and cross talk between the approaches used in different modeling applications, we hope 732 that modelers outside of mathematical oncology will also take interest and contribute, 733 to our mutual benefit. 
