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relationships. For example, the Federal Geographic Data Committee (FGDC) defined the transportation geographic information framework data content standard using UML class diagrams. Many transportation applications also developed data models using UML class diagrams (e.g., 6, 7 ) .
The UML data model supports the exchange of spatial and temporal transportation data and fosters improvements in common spatial data infrastructure through enhanced data sharing. Furthermore, as an object-oriented data model, it enhances the efficiency of database maintenance and increases application performance (6) . Despite these advantages, the UML data model supports data interoperability only at the syntactic and schematic level and cannot resolve the semantic heterogeneity problem that is inherent in diverse transportation data sources. Without agreement regarding the semantics of their data, different transportation applications and organizations have used different terminologies to develop their own UML data models. Thus, the UML data model cannot be presented as a semantically coherent framework at the transportation domain for the integration of distributed and heterogeneous data sources (7 ) .
One possible approach to overcome the problem of semantic heterogeneity is by means of ontology (8) . Literatures using ontology to address the vexing semantic challenges in transportation applications appeared recently. For example, Wang et al. propose an ontologybased public transport query system to query semantic information (9) . Obitko and Mařík present a way of expressing mappings between ontologies and using such mappings for communication between transportation agents (10). Darter et al. report the development of an interoperable asset management system using ontology-based semantic models (11) . Sudre et al. describe the creation of bridge ontologies to address the lack of interoperability that transportation agencies face (12) . Although recognized as a means to overcome the problem of semantic heterogeneity in transportation applications, ontology is new and is immature; many related issues are still in the research stage, such as ontology development (13) . Thus, although people have begun to actively build ontologies for transportation applications [e.g., the GDF-based Ontology of Transportation Networks (OTN), www.pms.ifi.lmu.de/rewerse-wga1/otn/OTN.owl], ontology building is not an easy task.
Currently, ontologies are built by a few people, typically researchers, using ontology tools and editors such as Protégé (14) . Although these ontology tools and editors supporting ontological modeling have improved over the past few years and many functions (e.g., ontology consistency checking, importation of existing ontologies, and ontology visualization) are now available, manual ontology building has been a difficult and error-prone task and becomes the bottleneck in ontology-acquisition processes. For instance, it is unrealistic that
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Chuanrong Zhang, Zhong-Ren Peng, Tian Zhao, and Weidong Li 81 Transportation data models traditionally are represented in Unified Modeling Language (UML). UML diagrams are intuitive for understanding transportation concepts and their relationships and thus provide standardized ways to construct transportation data models. Many UML models have been developed for this purpose. However, because UML does not consider semantics, sharing UML data is difficult. Reusing UML diagrams also is difficult. In contrast, web ontology language (OWL) describes the semantics of ontology and thus is good for knowledge sharing and reasoning. OWL data are easier to share and better for performing logical inference. Unfortunately, no automatic method is available to transform data models from UML to OWL. A method to automate the transformation process is presented, using transportation data as a case study. Results indicate that transportation data represented in OWL have many advantages, including facilitated data sharing and inference. They also indicate that although many elements in UML can be transformed to OWL, some do not have OWL counterparts.
The planning, design, construction, maintenance, and operation of transportation infrastructure all require the exchange of large volumes of data (1) . However, data sharing and acquisition across different platforms and applications is a challenge, along with institutional issues due to the heterogeneity of existing systems in terms of data modeling concepts, data encoding techniques, and storage structures (2-4). Many efforts have been made to facilitate data exchange across transportation agencies and applications (5); standardization is one of these efforts. Geographic Data Files (GDF) have been developed to facilitate the exchange and transfer of transportation information between government agencies. In the standardization approaches, Unified Modeling Language (UML) has been identified as a way of providing standard modeling for transportation data.
As a standard modeling language, UML has received wide attention in the transportation field and was used as a graphical paradigm to assist the human comprehension of transportation concepts and their people who are not domain experts will use these tools to build high-quality ontologies. The issue that transportation practitioners face is how to use well-designed and user-friendly software programs to develop ontologies for application to real-world transportation problems.
The present research explores an automated method to establish a link between the UML data model and ontology through web ontology language (OWL) so that OWL could be developed from existing UML data models. Some results of efforts to transform domain transportation UML models to OWL representations are presented. First, the different ways that UML and OWL handle transportation concepts are discussed and the commonalities between UML and OWL approaches identified. Then, the advantages of using OWL over UML data models for transportation data are presented. Next, an algorithm is proposed for transforming transportation data models from an UML to an OWL representation. A real-world example is then given to illustrate how the algorithm works in transforming a transit network from the UML model to the OWL knowledge base. Finally, the advantages and limitations of the proposed approach are critically assessed.
MODELING TRANSPORTATION DATA IN UML
Based on the object-oriented (OO) design concept, UML was developed to help describe and design software systems using graphical notations so that the design and viability of a system can be easily understood (15) . UML has become a widely accepted and supported standard modeling language in transportation data modeling. For example, under the Geospatial One-Stop initiative, the Geographic Information Framework Data Content Standard for Transportation theme was developed with the use of UML. Because of its graphic and symbolic representation of information and relationships, UML makes it easy to design, modify, and maintain transportation data change over time.
The basic concepts of UML are class, class relationships, object instances, and package. A class represents a group of things that have common state and behavior (15) . It is represented by a rectangular box divided into compartments. Usually, the first compartment is used for the name of the class, the second for attributes, and the third for operations. Attributes can have simple primitive types or class types. The multiplicity of an attribute specifies how many instances of the attribute's type are created when the owning class is instantiated (15) . Operations of a class specify how to invoke a particular behavior.
Classes themselves cannot provide much insight into how a system is designed. The relationships between classes represent connections between transportation concepts or entities. Relationships between classes can be represented in several ways in UML. According to the strength of a class relationship, the five major relationship types are dependency, association, aggregation, composition, and inheritance (generalization). Association is the most common UML relationship and has explicit notation to express navigability (navigating from one class to another, which can be indicated by an arrow in the direction of the class to be navigated to) and multiplicity. A multiplicity expression at the end of an association specifies how many objects of that class may take part in that relationship with a single object of the class at the other end of the association; if the association between two elements is complex, then an association class can be used to represent the connection. The specific instance of a feature is modeled by object instances of object diagrams in UML. Object instances notation is similar to class notation, and an object is denoted as a rectangle. To differentiate an instance of a class from the class itself, the title of the object instance is underlined. Related UML elements can be grouped in packages, which enable the visualization of dependencies between system parts. A package can be expressed as a rectangle with a tab at the top left and package elements drawn inside the large rectangle.
The basic concepts or features of transportation data can be modeled by classes in UML. For example, Figure 1 shows association relationships among Pattern, TransitRoute, and Trip that can be modeled as classes in UML. The Pattern class contains four attributes (patternType, routeDirection, transitServiceTyp, and timetableVersion). The relationship or connection between transportation concepts or entities can be modeled by the relationships between classes in UML. In the example of the association relationship between Pattern and TransitRoute, one pattern has only one route associated with it, whereas one route may be associated with more than one pattern.
Through these feature classes and relationships, UML provides a good mechanism to organize and standardize transportation data. It can capture and express concepts and relationships graphically and make feature relationships intuitively easy to understand. However, it does not define the data in terms of semantics. It does not contain rules and formal programming logic that can perform certain types of runtime-automated reasoning. Thus, although the UML data model can facilitate human understanding of the structures and meaning of transportation data, it is difficult for computers to automatically understand and fuse structures and meanings of diverse information sources. To share data from different sources, the data sources must exactly follow the standard model and terminology. It is timeconsuming and makes data sharing difficult because transportation agencies have to redo their data models and adjust data elements. A better way is to have a mechanism that allows computers to access structured information and sets of inference rules to conduct automatic reasoning, data conversion, and linkages. This approach calls for knowledge representation of transportation data, and OWL may be the proper method. 
MODELING TRANSPORTATION DATA IN OWL
OWL is a semantic markup language for publishing and sharing ontologies on the World Wide Web. OWL builds on the flexible approach to data representation of the resource description framework (RDF) but goes beyond the basic semantics of RDF Schema (16) . RDF is a data model that can be represented in extensible markup language (XML) to describe objects and relationships between them. It has a set of triples: property, subject, and object. RDF has formal semantics that provide a dependable basis for reasoning about the meaning of an RDF expression.
Basic OWL contains RDF Schema Features, (In)Equality, Property Characteristics, Class Intersection, and Restricted Cardinality. RDF Schema Features include Class, rdfs:subClassOf, rdf:Property, rdfs:subPropertyOf, rdfs:domain, rdfs:range, and Individual. Class defines a group of individuals who share some common properties. Properties define relationships between individuals or from individuals to data values; a domain of a property limits the individuals to which the property can be applied, whereas the range of a property limits the individuals that the property may have as its value. Individuals are instances of classes, and properties may be used to relate one individual to another. The equality or inequality features are used to state the relationship of class, property, and individual. Property Characteristics provide information concerning properties and their values. Restrictions can be placed on how properties can be used by instances of a class. Cardinality restrictions are stated on properties with respect to a particular class. Detailed information about OWL syntax is available from the World Wide Web Consortium (W3C) (16) .
Like UML, an OWL class can represent a transportation concept or feature. For example, the transit network concepts Pattern, TransitRoute, and Trip in Figure 1 can be represented using OWL classes as follows:
<owl:Class rdf:ID="pattern"/> <owl:Class rdf:ID="TransitRoute"/> <owl:Class rdf:ID="Trip"/> The attributes of transportation concepts and association or dependency relationships between concepts or individuals can be represented by using OWL properties. For example, the timetableVersion attribute of the Pattern class in Figure 1 can be represented using DatatypeProperty because of its CharacterString data type; however, the patternType, routeDirection, transitServiceType attributes must be represented using ObjectProperty because they belong to the complex object type. The attributes in the example can be transformed to owl:functionalProperty because each element of the domain of a function property is mapped to a single element in its range. The OWL codes in the above example ( Figure 1 ) can be written as <owl:ObjectProperty rdf:ID="patternType"> <rdfs:domain rdf:resource="#Pattern"/> <rdfs:range rdf:resource="#PatternType"/> <rdf:type rdf:resource="&owl ;FunctionalProperty"/> </owl:ObjectProperty> <owl:ObjectProperty rdf:ID="routeDirection"> <rdfs:domain rdf:resource="#Pattern"/> <rdfs:range rdf:resource="#RouteDirection"/> <rdf:type rdf:resource="&owl ;FunctionalProperty"/> </owl:ObjectProperty> <owl:ObjectProperty rdf:ID="transitService"> <rdfs:domain rdf:resource="#Pattern"/> <rdfs:range rdf:resource="#TransitService"/> <rdf:type rdf:resource="&owl ;FunctionalProperty"/> </owl:ObjectProperty> <owl:DatatypeProperty rdf:ID="timetableVersion"> <rdfs:domain rdf:resource="Pattern"/> <rdfs:range rdf:resource="&xsd;string"/> <rdf:type rdf:resource="&owl ;FunctionalProperty"/> </owl:DatatypeProperty>
The association or dependency relationship between transportation concepts or individuals can be represented by OWL ObjectProperty. For example, the association relationships in Figure 1 can be represented by owl:ObjectProperty as shown in the following codes. The multiplicity with associations in the example can be transformed to owl:minCardinality, owl:maxCardinality, and owl:functionalProperty. Because the associations between Pattern and TransitRoute and between Pattern and Trip belong to UML binary associations with two navigable ends, they can be translated to two pairs of OWL properties, where PatternTransitRouteAssociation is inverseOf TransitRoutePatternAssociation and PatternTripAssociation is inverseOf TripPatternAssociation. Unlike UML, OWL has one important advantage in that it defines transportation data in terms of semantics by building on the RDF and assigning a specific meaning to certain RDF triples. By providing a semantic interpretation of the data, OWL makes web information more readily accessible for computers to automatically process (16) . OWL contains rules that can perform certain types of runtime automatic reasoning (see examples in the section on implementing the algorithm). Thus, it allows computers to automatically understand structures and meanings of diverse information sources and to conduct automatic knowledge inference or reasoning from existing data and documents. By using OWL for ontology and data integration, the use of ontologies can be defined and automated in the domains of intra-and intertransportation data integration.
ALGORITHMS FOR TRANSFORMATION FROM UML TO OWL
It is widely recognized that ontology can be used to define explicit transportation knowledge and facilitate the integration of software and hardware systems (7, 9, 10, 12, 17) . However, building ontologies by using ontology tools and editors such as Protégé is a costly and time-consuming task (11, 12) . The previous discussion shows that UML and OWL have commonalities in handling transportation concepts and relationships. Thus, it is possible to develop ontologies in OWL by transforming existing UML models in transportation applications. In fact, the two representations share a set of core functionalities. For example, both UML and OWL representations define classes, class relationships, and relationship cardinalities. Table 1 summarizes the common features between UML and OWL and provides a foundation for developing a direct linkage and transformation mechanism between UML and OWL.
The basic rules to be used in the algorithms to transform the UML model to the OWL knowledge base are introduced in the next section, then the transformation process is described in detail.
Basic Rules
A set of UML class diagrams G is defined as a tuple (V, E), where V is a set of UML classes and E is the union of a set of binary associations AS and a set of aggregation relationships AG.
Suppose that owl is a function that maps a UML class to its translation in OWL.
1. Given G = (V, E), for any UML class v in V, let v = (n, s, p, AT), where n is the name of the class, s is the stereotype of the class, p is v's parent classes, and AT is a set of owned attributes. An OWL class owl(v) is created with the name n. Also, let owl(v) be the subclass of owl(p). Assume m is the ID of owl(p).
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Transportation Research Record 2064 <owl:Class rdf:ID="n"> <rdfs:subClassOf rdf:resource="#m"> </owl:Class> 2. If s is not <<union>>, then for each attribute a in AT, let a = (m, t), where m is its name and t is the type. Note that t can be either a simple data type such as string, integer, or complex object data type (e.g., another UML class v). If a = (m, t) and t is a builtin simple data type, then a Datatype property is created of the name mn with owl(v) as the domain and t as the range.
<owl:DatatypeProperty rdf:ID="mn"> <rdfs:domain rdf:resource="#n"/> <rdfs:range rdf:resource="#t"/> <rdfs:subPropertyOf rdf:resource="#dataType Attribute"/> </owl:DatatypeProperty> <owl:DatatypeProperty rdf:ID="dataTypeAttribute"/> Note that mn also is made a subproperty of a distinct property dataTypeAttribute to distinguish it from properties translated from associations and aggregations. The objectAttribute below is similar. If t is a complex object data type such as a UML class, then an object property is created of the same name and domain but with owl(t) as the range. Suppose that k is the ID of owl(t).
<owl:ObjectProperty rdf:ID="mn"> <rdfs:domain rdf:resource="#n"/> <rdfs:range rdf:resource="#k"/> <rdfs:subPropertyOf rdf:resource="#object Attribute"/> </owl:ObjectProperty> <owl:ObjectProperty rdf:ID="objectAttribute"/> If s is <<union>>, then it is assumed that all attributes in AT have UML classes as types and for each a in AT, if a = (m, t), then let owl(v) be a subclass of owl(t).
3. For each relation e in E, let e = (d1, d2), where d1, d2 are two ends of the relation d1 = (v1, m1, l1, u1) and d2 = (v2, m2, l2, u2) and for each end of the relation (i = 1,2), vi is the UML class, mi is the role name, and li and ui are the lower bound and the upper bound of cardinality, respectively. Suppose the name of v1 is n1 and the name of v2 is n2. An object property is defined with the name m2n1, the multiplicity constraint [l2, u2], and the domain of n1 with the range of n2.
<owl:ObjectProperty rdf:ID="m2n1"> <rdfs:domain rdf:resource="#n1"/> <rdfs:range rdf:resource="#n2"/> <rdfs:subPropertyOf rdf:resource= "#association"/> </owl:ObjectProperty> When the max constraint is similar, the min cardinality constraint is specified as <owl:Class rdf:about="#n1"> <rdfs:subClassOf> <owl:Restriction> <owl:onProperty rdf:resource="#m2n1"/> <owl:minCardinality rdf:datatype="&xsd; nonNegativeInteger"> l2 </owl:minCardinality> </owl:Restriction> </rdfs:subClassOf> </owl:Class> A symmetric object property is defined with the name m1n2, cardinality [l1, u1], domain of n2, and range of n1; m1n2 can be specified as the inverse property of m2n1, as <owl:ObjectProperty rdf:ID="m1n2"> <owl:inverseOf rdf:resource="#m2n1"/> </owl:ObjectProperty> If e is in the set AS, then this property is a subproperty of a distinct property association: <owl:ObjectProperty rdf:ID="association"/> Similarly, if e is in the set AG, then this property is a subproperty of a distinct property aggregation. It is assumed that an individual of the domain class is an aggregation of the individuals of the range class. Also, if e is an ordered association or aggregation, then this property is a subproperty of a distinct property ordered. Note that the lower or upper bound of cardinality does not need to be specified if the bound is zero or unlimited. If the lower and upper bounds are the same, then the cardinality only needs to be specified directly. 4 . If a UML class has a finite number of instances, then it can be represented as an enumeration class. For example, a FareType class has instances of full-fare, reduced, special, and transfer. It can be translated to an OWL class as <owl:Class rdf:ID="FareType"> <owl:oneOf rdf:parseType="Collection"> <owl:Thing rdf:about="#full-fare"/> <owl:Thing rdf:about="#reduced"/> <owl:Thing rdf:about="#special"/> <owl:Thing rdf:about="#transfer"/> </owl:oneOf> </owl:Class> 5. Spatial and temporal classes also can be defined to distinguish classes with spatial properties from classes with temporal properties: <owl:Class rdf:ID="Spatial"> <owl:equivalentClass> <owl:Restriction> <owl:onProperty rdf:resource= "#geometry"/> <owl:allValuesFromrdf:resource= "#GM_Object"/> </owl:Restriction> </owl:equivalentClass> </owl:Class> <owl:Class rdf:ID="Temporal"> <owl:equivalentClass> Zhang, Peng, Zhao, and Li 85 <owl:Restriction> <owl:onProperty rdf:resource= "#time"/> <owl:allValuesFrom rdf:resource= "#Time"/> </owl:Restriction> </owl:equivalentClass> </owl:Class> With ontology reasoning, any OWL class with object property geometry that has the range of GM_Object is a subclass of Spatial. Any OWL class with object property time that has range of Time is a subclass of Temporal. The OWL codes of Point and Line subclass of Spatial class are written as <owl:Class rdf:ID="Point"> <rdfs: subClassOf rdf:resource="Spatial"> <owl:Restriction> <owl:onProperty rdf:resource="#geometry"/> <owl:allValuesFrom rdf:resource= "#GM_Point"/> </owl:Restriction> </owl:Class> <owl:Class rdf:ID="Line"> <rdfs: subClassOf rdf:resource="Spatial"> <owl:Restriction> <owl:onProperty rdf:resource="#geometry"/> <owl:someValuesFrom rdf:resource= "#GM_Curve"/> <owl:someValuesFrom rdf:resource= "#GM_MultiCurve"/> </owl:Restriction> </owl:Class>
Transformation Algorithm
On the basis of the above rules, an algorithm was developed to transform the UML model to the OWL knowledge base. The transformation process to be used in the algorithm is illustrated in Figure 2a . First, the XML Metadata Interchange (XMI) file of the UML diagrams is opened to check the correctness of the syntax. Then, if the file passes the syntax check, the system performs transformation in the following steps:
1. Transform the UML package to OWL. 2. Transform UML classes to OWL classes. 3. Transform attributes of classes and relationships between classes in UML to properties in OWL.
4. Transform UML instances to OWL individuals.
Figures 2b-2e detail the transformation steps on the basis of the above described algorithm. Because both UML and OWL support a module structure (called package in UML and ontology in OWL), the translation of package to ontology is straightforward, as shown in Figure 2b . Given that there may not be many packages for a transportation application, the simple linear search algorithm is used to translate packages in UML to OWL. It operates by checking all elements in UML files, one at a time, in sequence, until a package is found. When found, a package is inserted in a queue. Then a package is pulled out from the begin- 
FIGURE 2 Transformation algorithms: (a) UML model to OWL, (b) UML packages to OWL, (c) UML classes to OWL classes, (d) UML class attributes and relationships to OWL properties, and (e) UML instances to OWL individuals.
ning of the queue and translated to OWL. Processing continues, one package at a time, in sequence, until the queue is empty. The translation of classes (or subclasses) from UML to classes (or subclasses) in OWL is similarly simple (Figure 2c ). Classes in UML can be translated to classes in OWL (owl:Class), and the generalization relationship in UML can be translated to a subclass in OWL (OWL rdfs:subClassOf ). It uses the breadth-first search algorithm that goes across one hierarchical level of the UML class tree. Root classes are parsed first, then their subclasses, and so on. Because the algorithm uses breadth-first search, it is guaranteed that the parent class in the hierarchy has already been created when a subclass is being created.
One thing that should be checked during the transformation process is whether the class is an association class in UML. If so, then its corresponding OWL class will be a subclass of a unique OWL class, AssociationClass. It also should be checked whether the subclasses are disjointed. If they are, then the corresponding OWL subclasses should be made disjointed as well.
The process of transforming the UML class owned attributes and class association relationships to owl:ObjectProperty and owl:DatatypeProperty is shown in Figure 2d . If attribute type is a UML Class, then the UML ownedAttribute will be translated to owl:ObjectProperty; otherwise, it will be translated to owl:DatatypeProperty. Relationships among UML classes are represented in OWL by owl:ObjectProperty. OWL represents relationships through its range and domain. A binary UML association is translated directly to an owl:ObjectProperty. Because the associations in UML are always between types, the OWL property always has a specified domain and range. If a UML binary association has one navigable end and one nonnavigable end, then it will be translated to a property whose domain is the navigable end and whose range is the nonnavigable end. If a UML binary association has two navigable ends, then it will be translated to a pair of OWL properties, where one is inverseOf the other. If UML associations are not binary and are N-ary associations, the N-ary UML associations will be converted to 2^n binary associations and then translated to OWL object properties.
The multiplicity of UML relationships can be translated to cardinality restrictions on the OWL property by giving the minimum (minCardinality), the maximum (maxCardinality), or an exact cardinality. If a binary UML association has a multiplicity on a navigable end, then the corresponding OWL property will have the same multiplicity. If a binary UML association has multiplicities on both ends, then the corresponding OWL property will be an inverse pair, each having one multiplicity declaration. For an N-ary UML association, any multiplicity associated with one UML property would be applied to the corresponding OWL property.
Given that both UML and OWL support subproperties (UML generalization of association), the same rules used to transform UML class attributes and relationships to OWL properties will be applied to transform UML subclasses and generalizations of associations to OWL subproperties. To guarantee that the parent properties in the hierarchy have already been created when some subproperties are being created, the breadth-first search algorithm is used in the property and subproperty transformation process.
Because both languages support instances or individuals, the translation of UML instances to OWL individuals is easy (Figure 2e ). The simple linear search algorithm can be used to check and translate every UML instance in sequence to an OWL individual.
REAL-WORLD APPLICATION
To test the validity of the proposed algorithm and transformation process, a real-world object-oriented GIS data model for transit trip planning systems was used as a case study to transform the features and feature relationships represented by the UML model to OWL. To improve the efficiency of the Internet transit trip planning systems, Huang and Peng developed an object-oriented GIS data model that can handle the dynamic nature of transit systems using UML (6) . Figure 3 is a general view of the object-oriented data model [Huang and Peng discuss the UML data model in detail (6)].
In the current study, the focus is on transforming the UML data model to the OWL representation using the proposed algorithm. To transform the UML to an ontology knowledge base, the eXtensible Stylesheet Language Transformations (XSLT) approach was applied to implement the transformation algorithm. The UML model of the transit content standard was first translated to the Object Management Group XML Metadata Interchange (XMI). Then, the W3C XSLT was used to create OWL from XMI. Some of the generated OWL codes from the UML diagram using the proposed algorithm are displayed below. Although the UML model of transit network provides a standard way of representing the transit network data, the transformed OWL defines the data in terms of semantics and provides rules that allow computers to perform certain types of runtime automatic reasoning and processing. For example, from OWL, computers can understand that a TimePoint must be a Stop but a Stop may not be a TimePoint because the cardinality of the TimePoint-Stop property of the TimePoint class is at least 1, whereas Stop class does not have such a restriction. Software programs also will understand that a TimePoint is a spatial point and a special transit stop with Time Schedule through reasoning with its association relationships with TransitTemporalEvent and Stop. By reasoning with the association relationships among TimePoint, TransitTemporalEvent, and Trip in the OWL, software programs can obtain the knowledge that a Trip has at least two TimePoints.
In contrast, UML cannot allow software programs to perform such kinds of logical inference, although humans may acquire this knowledge based on their understanding of the structures and meanings of the UML graphic diagram. In addition, although UML facilitates data exchange and integration at syntactic and schematic levels, a data source with varying definitions still must translate its data to ontologies before any sharing can take place. OWL permits software programs to integrate distributed and semantically heterogeneous data sources over the web by providing precise semantic definitions.
For example, to find the bus schedules between two addresses, bus routes and schedule data with TimePoints are needed. Suppose that the street and bus route data are stored in one server and that schedule data with TimePoints are located in another server. With the UML-based model, UML classes must be defined to handle the query of the bus schedules from one address (e.g., 179 Dale Drive, Kent, Ohio) to another address (e.g., 166 Main Street, Kent, Ohio) on one specific day (e.g., July 20, 2007) . Because data involve more than one data source, the UML classes for the related concepts probably have interface mismatches. Any fixes with UML alone require the creation of ad hoc programming modules that cannot be easily extended for other situations. With the semantic description in OWL, however, a concept InstancePoint can be defined to describe the address point and InstancePoint defined to have the same semantic meaning as TimePoint in the schedule data. <owl:Class rdf:ID="InstancePoint"> <owl:equivalentClass> <owl:Restriction> <owl:onProperty rdf:resource="#specialPointwithTime Schedule"/> <owl:allValuesFrom rdf:resource="#TransitStop"/> </owl:Restriction> </owl:equivalentClass> </owl:Class> Therefore, any software program that can communicate with a description logic reasoning tool can infer that InstancePoint equals TimePoint. Thus, it can automatically integrate these data together over the web and instantly obtain query results for users. Without the support of OWL, it would need ad hoc solutions that are costly, less flexible, or not reusable.
DISCUSSION OF RESULTS
The results from the above example indicate that ontologies for transportation applications can be developed by using the proposed transformation approach. They also show that in facilitating data sharing, logic inference, and reasoning, transportation data represented in OWL have many advantages over UML data. OWL facilitates the interoperability of transportation data at the semantic level and allows the integration of semantically heterogeneous data from discrete sources via the web. The automatic transformation approach reduces complexity, avoids errors, and saves time in the process of ontology building. This approach provides an easier method for transportation professionals to build high-quality ontologies and reuse many existing UML transportation data models in a cost-effective way. Given that UML has been widely used in transportation data modeling, the automatic transformation process proposed in this paper is expected to accelerate ontology development efforts for the Geospatial Semantic Web (GSW) in the transportation field.
Despite the aforementioned advantages in the proposed approach, some issues remain to be resolved in the transformation process because of certain incompatibilities between UML and OWL. Some features can be expressed only in OWL, and others can be expressed only in UML. These incompatibilities prevent some UML elements from being represented in OWL and cause some OWL elements to be unavailable in UML [described elsewhere (18) ].
Because of the differences between UML and OWL, UML can be used only in the initial phases of ontology development. These limitations may be overcome by using UML extensions. For example, Balclawski et al. propose to predefine several stereotypes in UML to achieve more detailed mapping from UML to the primitives offered by the knowledge representation language DAML+OIL (19, 20) . Grønmo et al. suggest a UML profile approach to model the semantic aspects of data (21) . With the use of UML extension notations, UML profiles can help modelers develop vocabularies and richer ontologies in OWL. Although there is still no final solution for building complex ontologies in OWL using UML, the current development of formal semantics for UML is an active area of research.
In addition, although an algorithm was proposed for automatic ontology development through the conversion of an UML model, the algorithm itself cannot completely solve the problems with transportation data sharing. Although it does provide a good starting point and is useful in the initial phase of ontology development, additional steps are needed to formalize the transportation data to improve interoperability and reuse the knowledge captured in the ontology.
The data sharing of transportation attributes is a complex problem. No one solution exists to solve the problem of universal data sharing. The development of a global ontology for all transportation applications that support the tasks envisaged by a distributed environment like the GSW is impractical. In environments with multiple independent transportation systems, each system might have its own intended UML model and, therefore, its own ontology. Thus, different transformed ontologies based on different systems can vary greatly in terms of level of detail of their representations as well as the nature of their underlying logical specifications. The possibilities of conflicts and mismatches may exist. For example, the concept "transit route" may represent different knowledge in two UML model applications. One UML representation may model a transit route as a series of street segments, whereas another may model it as a combination of different patterns at different times of day. Thus, the ontologies developed by transforming these different UML representations may have ontology heterogeneity problems. In the GSW, concepts represented in different ontologies often are mutually inconsistent. Additional research in ontology integration-one of today's hottest information technology (IT) topics-is required.
Many IT researchers try to find a reasonable approach to accept the use of multiple ontologies across heterogeneous information systems without changing the different underlying representations.
However, ontological interoperability is not obtained simply by making a global common ontology that captures the mapping between different local ontologies. It is complex and one of the basic problems in the development of techniques for the GSW. Although several approaches have been proposed for ontology integration (e.g., 13) and tools such as Chimaera, PROMPT, and PROMPTDIFF have been developed in the knowledge engineering community, no general agreement on the solution has been reached.
CONCLUSIONS
In this paper, an approach was proposed to develop OWL by using existing UML data models for transportation applications, and an algorithm was developed for transforming the UML model to the OWL knowledge base. Results from a case study demonstrated that the transformational approach may provide a pragmatic way to establish a connection between UML and OWL and that OWL has advantages over UML because it allows data interoperability at the semantic level and facilitates information inference and reasoning.
The proposed algorithm for transforming UML to OWL provides a cost-efficient method for the development of transportation ontologies. Building on the popular UML modeling approach for transportation data, the proposed transformation approach would reuse the existing UML models and develop OWL more flexibly, easily, and quickly. Given that many transportation data and applications are based on the UML model, the proposed transformation algorithm is an efficient approach for developing the OWL model, which provides a strong foundation for developing a broader GSW.
However, although the transformation approach shows promise for ontology development, some issues remain to be resolved as a result of the differences between UML and OWL and different UML representations in different applications. Future research should concentrate on developing
• Mechanisms to further reduce the dissimilarity between UML and OWL and take advantage of the merits of both and
• Methods and tools to integrate the different ontologies transformed from different UML representations.
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