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Ajo- ja havaintokyvyn mittaamiseen rakennettavaa Virdi-projektia toteuttavat yhteistyössä Turun
ammattikorkeakoulun  pelinkehityksen  asiantuntijat  sekä  Turun  yliopiston  neurotieteilijät
professori Heikki Hämäläisen johdolla. Opinnäytetyö tutkii  tekoälyn toteutustapoja peleissä ja
hyötysovelluksissa.  Työn  tarkoituksena  oli  toteuttaa  simulaatio  kaupunkiajosta  keskittyen
nimenomaan tekoälyn toteutukseen. Työn toimeksiantaja on Turku Game Lab ja opinnäytetyön
tuloksia käytetään projektin edistämiseen.
Pelien ja sovellusten tekoäly on usein enemmän keinotekoista kuin se on älykästä. Peleissä
vain  lopputulos  ratkaisee,  joten  niissä  käytetyn  tekoälyn  on  vain  vaikutettava  älykkäältä.
Yleisemmän  tason  lisäksi  teoriaosuudessa  käytiin  läpi  myös  yleisiä  pelien  tekoälyn
toteuttamiseen käytettyjä toteutustapoja.  Käytettyjä  menetelmiä on monia,  mutta  varsinainen
toteutus on suurin lopputulokseen vaikuttava tekijä.  Oikein  toteutettuna tekoäly  voi  vakuttaa
älykkäältä  käytetystä  menetelmästä  riippumatta.  Tekoälyn  tutkimisen  lisäksi  vertailtiin  eri
pelimoottoreita ja valittiin niistä yksi työn toteuttamiseen.
Lopputuloksena  valmistui  simulaatio  tekoälyn  ohjaamasta  kaupunkiliikenteestä.  Koska
tarkoituksena  oli  keskittyä  nimenomaan  tekoälyyn,  jätettiin  graafinen  puoli  tarkoituksella
vähemmälle  huomiolle.  Yksinkertaiset  graffikat  auttavat  myös  korostamaan  tekoälyyn
keskittymistä.  Työ toteutettiin käyttäen Unreal Engine 4 -pelimoottoria ja sen toteuttamisessa
hyödynnettiin Virdi-projektissa toteutettuja 3D-malleja.
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ARTIFICIAL INTELLIGENCE IN A SIMULATION OF 
CITY TRAFFIC
VIRDI (Virtual Reality in Driving Inspection) is a project whose purpose is to create tool for
measuring  one’s ability to drive. The project is a collaboration between Turku Game Lab and
neuroscientists from the University of Turku. The purpose of this thesis was to research artificial
intelligence and then create simulation of city traffic using artificial intelligence. The results of the
thesis are used to develop the VIRDI project.
Articial intelligence in games and applications is often more artificial than intelligent. In games
only results matter, so artificial intelligence used in them only needs to appear to be intelligent.
In addition, at a more general level, the thesis also examines different ways to create artificial
intelligence in games. However, artificial intelligence can appear to be intelligent regardless of
method used to create it and actual implementation is what mostly decides the result. In this
thesis,  ifferent  game  engines  were  also  compared  to  find  a  suitable  one  for  creating  the
application.
A simulation of  city traffic controlled by artificial  intelligence was created as a result  of  this
thesis. The main focus of work was on programming and, for this reason, the graphics of the
simulation was intentionally left less realistic than usually. Simpler graphics also help to highlight
the importance of artificial intelligence in this work. This application was creted by using the
Unreal Engine 4 game engine and some 3D-models from other versions of VIRDI were used.
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KÄYTETYT SANASTO
Actor Mikä tahansa kentän sisältämistä objekteista
AI Artificial Intelligence. Tekoäly
Artificial Neural Network Artificial Neural network (ANN) on neuroverkkojen 
rakennetta ja toimintaa matkiva laskennallinen malli
Asset 3D-mallit, tekstuurit, yms.
Asset store Kauppa esimerkiksi 3D-mallien myymiseen ja ostamiseen
Blueprint Unreal Engine 4:n vaihtoehtoinen järjestelmä 
visuaaliseen ohjelmointiin
FPS-peli First Person Shooter. Ensimmäisen persoonan 
ammuntapelit
Idle-animaatio Käytettävä animaatio hahmon ollessa paikoillaan
NavMeshBoundsVolume Määrittää alueen minkä rajoissa tekoäly voi liikkua
NavModifierVolume Käytetään muutosten tekemiseen 
NavMeshBoundsVolume reaaliajassa
NPC Non-playable  character,  eli  mikä  tahansa  hahmo,  jota  
pelaaja ei ohjaa
Pathfinding NavMeshBoundsVolumea käyttäen lyhimmän reitin 
etsiminen tekoälyn liikkumiselle
Raycast Tunnistaa,  jos  määritettyjen  pisteiden  välissä  on  jokin  
objekti
RPG-peli Role Playing Game. Roolipeli
Tag Halutaessa määritetty tunniste kentän sisältämille 
objekteille
Targetpoint Piste kentässä. Käytetään esimerkiksi kohteena tekoälyn 
liikkumiselle
Tekstuuri Kuva 3D-mallin pinnalla
Trigger Tunnistaa, onko määritetyn alueen sisällä jokin objekti.  
Voidaan käyttää esimerkiksi tapahtumien aktivoimiseen  
pelaajan astuessa alueen sisälle
Virdi Virtual Reality in Driving Inspection. VR-ohjelma ajotaidon
ja reaktioajan mittaamiseen
VR Virtuaalitodellisuus
81 JOHDANTO
Tämän  opinnäytetön  tavoitteena  on  toteuttaa  tekoälyllä  toimiva  simulaatio
kaupunkiliikenteestä.  Opinnäytetyön  tuloksia  käytetään  Virdi-projektin  edistämiseen.
Virdi  on  Turun  ammattikorkeakoulun  pelinkehityksen  asiantuntijoiden  ja  Turun
yliopiston  neurotietelijöiden  yhteistyössä  kehitettävä  ajo-  ja  havaintokyvyn
mittaamiseen  rakennettu  pilottijärjestelmä.  Projektin  tarkoituksena  on  parantaa
liikenneturvallisuutta kehittämällä apuväline lääketieteen ammattilaisille,  jotka tutkivat
tai  arvioivat  ajokykyä  ikääntyneillä  tai  erilaisten  diagnoosien  yhteydessä.  Arvioinnin
lisäksi  sitä  voidaan  hyödyntää  myös  ajo-  ja  turvallisuuskoulutuksessa.  Rahoituksen
Virdi-projekti on saanut Tekesin tutkimustuloksista liiketoimintaa -ohjelmasta.
Työssä keskitytään nimenomaan tekoälyn toteuttamiseen ja graafinen puoli  jätetään
vähemmälle. Yksinkertaiset grafiikat myös korostavat sitä,  ettei graafinen näyttävyys
ole  työssä  olennaista.  Lisäksi  myös  sovelluksen  tehovaatimukset  laskevat
yksinkertaisten  grafiikoiden  myötä  ja  suurempi  kontrasti  yksinkertaisten  grafiikoiden
ohella auttaa hahmottamisessa jos sovellusta käytetään virtuaalitodellisuuslaseilla.
Peleissä  tekoälyn  tarkoituksena  on  antaa  pelaajalle  uskottava  haaste  simuloimalla
älykästä käyttäytymistä. Tästä syystä pelien ja sovellusten tekoäly on usein enemmän
keinotekoista  kuin  se  on  älykästä.  Vain  lopputuloksella  on  merkitystä,  joten  pelien
tekoäly toteutetaan usein mahdollisimman yksinkertaisesti.  Erilaisia keinoja käyttäen
tekoäly  kuitenkin  saadaan  vaikuttamaan  todellista  älykkäämmältä.  Työn
teoriaosuudessa tutkitaan tekoälyä ja yleisiä pelien tekoälyn toteuttamiseen käytettyjä
tekniikoita. Tämän lisäksi tutkitaan myös eri pelimoottoreita ja valitaan niistä yksi tämän
työn  toteuttamiseen.  Monien  pelimoottorien  käyttö  oli  ennen  maksullista,  mutta
nykyään monet pelimoottoreista ovat ilmaisia käyttää. Tämän muutoksen takia ennen
maksulliset pelimoottorit ovat kasvattaneet suosiotaan esimerkiksi yksityisten käyttäjien
ja pienten yritysten keskuudessa.
Teoriaosuuden  jälkeen  käydään  läpi  eri  sovelluksen  tekemisen  vaiheet.  Sovellus
sisältää  yksinkertaisen  alueen  liikennettä  ja  pelaajaa  varten.  Pelaaja  voi  seurata
tekoälyn  käyttäytymistä  auton  ja  jalankulkijan  avulla.  Pelaaja  voi  myös  vaikuttaa
tekoälyn käyttäytymiseen esimerkiksi menemällä jalankulkijoiden reitille, jolloin nämä
yrittävät kiertää pelaajan.
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Tekoälyllä  tarkoitetaan  älykkäiksi  laskettaviin  toimintoihin  kykenevää  tietokonetta  tai
ohjelmistoa. Tarkempi määrittely on kuitenkin avoin älykkyyden määrittelyn vaikeuden
takia.  Eräässä  merkityksessä  tekoälynä  pidetään  yleisesti  ihmismäistä  ajattelua
suorittavaa tietokoneohjelmaa. Suppeammassa merkityksenä tekoälynä voitaisiin pitää
mihin tahansa älykkääseen toimintaan kykenevää ohjelmaa ja tälläisiä tekoälyjä onkin
jo   käytössä esimerkiksi  robottitekniikassa ja  viihdesovelluksissa.  (Russell  & Norvig
2003.)
Brian  Schwab  (2008)  kertoo  kirjassaan  AI  Game  Engine  Programming  tekoälyjen
historiasta ja varsinkin siitä, kuinka tekoälyt olivat alussa yksinkertaisia ja noudattivat
usein jotain tiettyä kaavaa. Peleissä kyseessä on yleensä tekoälyn ohjaama NPC, joka
reagoi tapahtumiin tilanteen mukaisesti. Non-playable character eli NPC tarkoittaa mitä
tahansa hahmoa, joka ei ole pelaajan ohjattavissa. Esimerkiksi tietyllä alueella ajava
auto,  joka  osaa  noudattaa  liikennesääntöjä  ja  reagoida  muihin  tiellä  liikkujoihin  on
heikko  tekoäly.  Heikko  tekoäly  osaa  toimia  tietyn  kaavan  mukaisesti,  mutta  se  ole
oikeasti  älykäs. Pelien tekoälyt  noudattavat usein tiettyjä toimintakaavoja ja ne vain
toteutetaan siten, että ne näyttävät todellista älykkäämmiltä.
Pelien tekoälyn ohella IBM:n kehittämä shakkitietokone Deep Blue on hyvä esimerkki
heikosta  tekoälystä.  Deep  Blue  oli  ensimmäinen  shakkitietokone,  joka  voitti
normaalipituisilla  turnauspeliajoilla  pelatun  ottelupelin  hallitsevaa  maailmanmestaria
vastaan. Seuraavan siirron laskemiseen Deep Blue käytti yhtä funktiota, mutta tämä
funktio sisälsi lukuisia Deep Bluen itsensä säätämiä parametrejä. Nämä parametrit se
sääti analysoimalla tuhansia mestareiden pelejä. (IBM 2016.)
Vahvalla  tekoälyllä  puolestaan  tarkoitetaan  ihmisen  kaltaista,  oikeasti  älykästä
tekoälyä. Lovelacen mielestä oikeasti  älykkään tekoälyn täytyisi  pystyä toimintoihin,
joihin sitä ei  ole ohjelmoitu. Lovelace väitti  myös, etteivät tietokoneet koskaan voisi
saavuttaa  ihmisten  kaltaista  älykkyyttä,  koska  ne  toimivat  vain  niiden  ohjelmoinnin
mukaisesti. Ainakaan  toistaiseksi  vahvaa  tekoälyä  ei  ole  onnistuttu  kehittämään.
(Jordan 2014.)
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2.1 Turingin testi
Alan Turingin vuonna 1950 kehittämä Turingin testi on tarkoitettu mittaamaan tekoälyn
ihmismäisyyttä. Testi toteutetaan asettamalla se keskustelemaan kokeen tarkkailijana
toimivan  ihmisen  kanssa.  Turingin  testin  ideana  on,  että  tekoälyä  voidaan  pitää
älykkäänä jos tarkkailija ei osaa sanoa onko keskustelukumppani ihminen vai tekoäly.
(Slate 2014.)
Turingin  testissä  on  kuitenkin  ongelmakohtia.  Esimerkiksi  tarkkailijaa  huijaavaan
pyrkivä tekoäly pärjää testissä paremmin. Toisaalta tekoäly voisi  myös olla hyvinkin
älykäs,  mutta  jos  se  ei  osaisi  kommunikoida  ihmisen  lailla,  ei  se  läpäisisi  testiä.
Ongelmakohdaksi on myös esitetty että monet älykkäinä pidetyt ihmisetkin, esimerkiksi
lukutaidottomat tai lapset, saattaisivat epäonnistua testissä. (Standford 2016.)
Ongelmana pidetään myös sitä, ettei Turingin testi välttämättä kerro mitään tekoälyn
mahdollisesta  tietoisuudesta,  ajattelusta  tai  siitä  toimiiko  tarkoitusperäisesti.  Monet
nykyaikaiset tekoälysovellukset osoittavat jonkin asteista älykkyyttä oppimalla asioita,
mutta  niiltä  silti  puuttuu  tietoisuus,  eivätkä  ne  toimi  tarkoitusperäisesti. (Standford
2016.)
Vuodesta  1990  asti  on  vuosittain  järjestetty  kilpailu  Loebnerin-palkinnosta,  missä
Turingin testin läpäisevän tekoälyn kehittäjälle luvataan 18 karaatin kullalla päällystetty
mitali  ja  100  000  dollaria.  Yksikään  tekoäly  ei  kuitenkaan  ole  läpäissyt  testiä
valvotuissa  olosuhteissa,  mutta  pienempiä  palkintoja  on  kuitenkin  jaettu  parhaille
yrityksille. (Loebner 2016.)
Turingin  testiä  paremmaksi  vaihtoehdoksi  tekoälyn  testaamiseen  on  ehdotettu
Lovelacen testiä. Slate.com julkaiseman artikkelin mukaan Turingin testi on liian helppo
ja  ihmismäisen  älykkyyden  mittaamisen  pitäisi  käyttää  luovuutta.  Artikkeli  selittää
Turingin  testin  periaatteet,  sen  ongelmat  ja  miksi  Lovelacen  testi  olisi  parempi
vaihtoehto. (Slate 2014.)
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2.2 Lovelacen testi
Lovelacen testissä tekoälyä voidaan pitää älykkäänä jos se kykenee tuottamaan uuden
ohjelman, mitä sitä ei ole ohjelmoitu tuottamaan. Tämän uuden ohjelman tuloksena voi
olla mitä vain mikä ei voi olla sattuman tulosta ja sen tuottaneen prosessin on oltava
tekoälyn  toistettavissa.  Lisäksi  tekoälyn  suunnittelijoiden  on  oltava  kykenemättömiä
selittämään miten alkuperäinen koodi johti tähän uuteen ohjelmaan. Lovelacen testissä
tekoälyn  on  siis  kyettävä  tuottamaan  jotain  alkuperäistä,  täysin  itsenäisesti.  (Gee
2014.)
Lovelacen mielestä tietokoneet eivät voi koskaan saavuttaa ihmisten älykkyyttä, koska
ne toimivat  miten ne on ohjelmoitu toimimaan.  Lovelacen mukaan tekoälyä ei  voisi
pitää ihmisten tapaan älykkäänä, ennen kuin se pystyisi toimintoihin joihin sitä ei ole
ohjelmoitu. (Fessenden 2014.)
Tällä  hetkellä  on  vaikeaa  kuvitella,  miten tekoäly  koskaan  voisi  läpäistä  Lovelacen
testiä.  Tähän  asti  ylistetyin  saavutus  koneoppimisessa  on  Googlen  artificial  neural
network,  mikä opetti itseään tunnistamaan kissan. Vaikka se on vaikuttava saavutus,
on se silti  kaukana sellaisesta luovasta älykkyydestä, mitä edellytetään ihmismäisen
älykkyyden  saavuttamiseksi.  (Jordan  2014.)  Artificial  Neural  network  (ANN)  on
neuroverkkojen  rakennetta  ja  toimintaa  matkiva  laskennallinen  malli  (Technopedia
2016).
Jopa kehittynein  itseoppiva  neural  network pystyy vain toimintoihin,  mitkä on ensin
matematisoitu ja muutettu koodiksi.  Ainakin toistaiseksi ihmismäiset toiminnot,  kuten
luovuus, empatia ja yhteisymmärrys ovat vielä tekoälyn saavuttamattomissa.  (Jordan
2014.)
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3 TEKOÄLY PELEISSÄ JA SOVELLUKSISSA
Tietokonepelien tekoälyn juuret ovat klassisille lautapeleille kehitetyissä sovelluksissa.
Claude  Shannon  ja  Alan  Turing  aloittivat  tekoälyn  kehittämisen  shakkiohjelmalle
tietokoneiden tullessa ohjelmoitaviksi 1950-luvulla. Lautapelit antavat selvää ja helposti
käsiteltävää informaatiota. Lisäksi niillä ole tiettyä oikeaa ratkaisua ja vastustajan siirrot
ovat  epävarma  tekijä  yhtälössä.  Näistä  syistä  lautapelit  olivat  luonnollinen
testiympäristö uusille  tekoälyn algoritmeille ja akateemisille  tutkimuksille  ja  ovat  sitä
nykyaikanakin. (Middleton, Z. 2002.)
Tekoälystä  tuli  tärkeämpi  osa  pelinkehitystä  vasta  tietokoneiden  prosessointitehon
kasvaessa  huomattavasti  lyhyessä  ajassa.  Varsinkin  RPG-pelit  (roolipelit)  ja
vuoropohjaiset  strategiapelit  alkoivat  käyttää  monimutkaisempia  tekniikoita  tekoälyn
toteuttamiseen  tyydyttääkseen  kasvavan  vaatimustason  pelaajien  keskuudessa.
(Middleton, Z. 2002.)
Vuonna  2000  pidetyssä  pelinkehittäjien  konferenssissa  tekoälyyn  erikoistuneet
pelinkehittäjät  raportoivat  tekoälyn  käytössä  olevan  25%  prosessorin  resursseista.
Tämä oli  suuri  määrä verrattuna esimerkiksi  alle 10% osuuteen tekoäly sai vuonna
1998 tai alle 5% osuus vuonna 1997. Tämä oli huomattavaa myös siitä syystä, että
tietokoneista oli tullut huomattavasti tehokkaampia lyhyessä ajassa. Tekoälystä oli tullut
tärkeä osa pelinkehitystä, eikä tekoälyn toteuttamista enää jätetty kehityksen loppuun.
(Middleton, Z. 2002.)
3.1 Tekoäly osana pelejä
Nykyään  lähes  kaikki  pelit  sisältävät  tekoälyä  ainakin  jossain  muodossa.  Peleissä
tekoälyksi  voidaan laskea mikä tahansa pelaajan kanssa interaktiiviseen toimintaan
kykenevä  pelin  osa.  Avainkäsite  on  näiden  objektien  käytöksen  olevan  simuloitua,
tarkoittaen  että  ne toimivat  itsenäisesti  niiden koodin  mukaisesti.  Pelien  tekoäly  on
usein  enemmän  keinotekoista  kuin  se  on  älykästä.  Pelien  käyttämän  tekoälyn
monimutkaisuus  vaihtelee  suuresti,  mutta  kaikki  pelit  pyrkivät  esittämään  tekoälyn
todellista älykkäämpänä. (Donald 2009.)
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Peleissä käytetyn tekoälyn ei tarvitse olla oikeasti älykäs. Tekoälyn tarkoituksena on
antaa  pelaajalle  uskottava  haaste  simuloimalla  älykästä  käyttäytymistä.
Monimutkaisempi  tekoäly  vaatii  enemmän resursseja  ja  tästä  syystä  pelien  tekoäly
toteutetaan usein mahdollisimman yksinkertaisesti.  Pelinkehittäjät kuitenkin käyttävät
erilaisia keinoja saadakseen tekoälyn vaikuttamaan todellista älykkäämmältä.  (Donald
2009.)
Pelien  lähestymistapa eroaa perinteisestä  tekoälystä.  Kiertotavat  ja  huijaaminen on
sallittua ja tekoälyn kykyjä on usein rajoitettava. Varsinkin FPS-peleissä (ensimmäisen
persoonan ammuntapelit) tekoälylle mahdollinen täydellinen tarkkuus ja nopeus ei ole
ihmisille mahdollista,  eikä sellainen tekoäly sopisi  peliin.  Tekoälyä toteutettaessa on
otettava huomioon sopiva vaikeustaso ja sen hauskuus pelaajalle. Pelaaja voi kokea
tekoälyn epäreiluksi, jos se ei toimi ihmisen kykyjen rajoissa. (Donald 2009.)
Tekoälyn  huijaaminen viittaa  sille  annetuille  etuoikeuksille.  Esimerkiksi  pelaajan
sijainnin löytämiseksi tekoälylle voidaan antaa monimutkaiset ihmisen kaltaiset aistit.
Vaihtoehtoisesti  tekoäly  voi  huijata  kysymällä  pelaajan  sijaintia  pelimoottorilta.
Tekoälyn  huijaamiseen  syynä  on usein  suorituskyky.  Tekoälyn  huijaamista  pidetään
täysin  hyväksyttävänä,  kunhan vain  tekoälyn  huijaaminen  ei  ole  ilmeistä  pelaajalle.
Tekoälyn  rajoituksista  johtuen  varsinkin  strategista  luovuutta  vaativissa  peleissä
tekoälyn on huijattava tarjotakseen riittävän haasteen pelaajalle. (Donald 2009.)
3.2 Tekoälyn toiminta
Tekoälyn käyttötarkoitus vaikuttaa suuresti sen tarpeisiin. Vähimmillään tarvitaan vain
riittävästi  aikaa  tekoälyn  prosessoimiseen.  Monimutkaisemmat  tekoälyt  tarvitsevat
keinoja ympäristön havainnointiin, tietoja pelajan toimista ja jonkin keinon aikaisempien
päätösten onnistuneisuuden arvioimiseen. (Donald 2009.)
3.2.1 Päätöksenteko
Keskeisin tekoälyn osa on sen kyky tehdä päätöksiä. Kyetäkseen tekemään päätöksiä
tekoälyn  on  ensin  saatava  päätöksen  tekemiseen  tarvittavat  tiedot.  Tämän
toteuttamiseen käytetään pääasiassa kahta eri menetelmää. (Donald 2009.)
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AI push -järjestelmissä tekoäly eristetään omaksi osakseen pelin arkkitehtuuria. Tässä
toteutustavassa tekoälyn päätös lähetetään muille osallisille objekteille kun tekoäly on
tehnyt  päätöksensä.  Tämä  lähestymistapa  toimii  parhaiten  reaaliaikaisissa
strategiapeleissä, missä tekoäly on suurempi osa kokonaisuutta. (Donald 2009.)
Entity  pull  -järjestelmä  toimii  parhaiten  yksinkertaisempia  objekteja  sisältävissä
peleissä.  Näissä  peleissä  objektit  lähettävät  tietoa  hallinnoivalle  tekoälylle  niiden
päivittyessä tai  tehdessä päätöksiä.  Tämä järjestelmä toimii  hyvin kun kyseessä on
suuri määrä harvoin päätöksiä tekeviä objekteja. (Donald 2009.)
3.2.2 Ympäristön havainnointi
Kyetäkseen tekemään päätöksiä tekoäly tarvitsee jonkinlaisen tavan sen ympäristön
havainnointiin. Yksinkertaisemmissa järjestelmissä tämä voi tarkoittaa esimerkiksi vain
pelaajan  sijainnin  tarkistamista.  Monimutkaisemmien  järjestelmien  täytyy  kyetä
tunnistamaan  pelimaailman  keskeisimpiä  piirteitä,  kuten  kuljettavat  reitit,  suojaa
tarjoavat  alueet  tai  vaaralliset  alueet.  Haasteena  on  näiden  tekoälyille  tärkeiden
asioiden tunnistaminen. Esimerkiksi FPS-peleissä tekoälyn käyttämät suojat voidaan
määritellä  etukäteen  tai  kenttää  ladattaessa.  Kaikkea  ei  voi  kuitenkaan  määritellä
etukäteen, vaan tekoälyn on myös kyettävä tunnistamaan arvoimaan asioita lennossa.
Esimerkiksi pelaajan toimia ei voi tietää etukäteen ja tekoälyn on kyettävä reagoimaan
tilanteen mukaisesti. (Donald 2009.)
3.2.3 Sääntöihin perustuva tekoäly
Yksinkertaisemmillaan tekoäly toimii sille asetettujen sääntöjen mukaisesti. Etukäteen
määritellyt  käyttäytymiset  määrittelevät  tekoälyn  käyttäytymisen  eri  tilanteissa.
Tälläisen  järjestelmän  saa  helposti  näyttämään  todellista  älykkäämmältä  antamalla
tekoälylle  useita  vaihtoehtoja  jokaiseen  tilanteeseen.  Näistä  vaihtoehdoista  tekoäly
arpoo käytettävän reaktion. (Donald 2009.)
Pac-Man  on  hyvä  esimerkki  sääntöihin  perustuvasta  tekoälystä.  Ensimmäinen
haamuista  kääntyy  aina  oikealle,  toinen  kääntyy  aina  vasemmalle,  kolmas  liikkuu
satunnaisesti  ja  viimeinen  pyrkii  seuraamaan  pelaajaa.  Haamujen  liikkuminen  on
esitetty visuaalisesti   kuvassa 1.  Yksittäin haamujen liikkeet  olisi  helppo ymmärtää,
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mutta  yhdessä  niiden  liikkeet  vaikuttavat  paljon  monimutkaisemmilta  tehden  niiden
välttelystä vaikeampaa. (Donald 2009.)
Kuva 1. Visuaalinen kuvaus Pac-Manin haamujen päätöksenteosta (Donald 2009).
Sääntöjen  ei  tarvitse  olla  ennaltamääritettyjä,  vaan  ne  voivat  myös  perustua
havainnointiin  tai  muokattaviin  muuttujiin.  Esimerkiksi  näitä  muuttujia  voisivat  olla
tekoälyn aggressiivisuus, rohkeus, havaittavan alueen laajuus tai reagoimisen nopeus.
Pienillä muutoksilla tekoälyn käyttäytymisessä voi sääntöihinkin pohjautuvan tekoälyn
saada näyttämään paljon monipuolisemmalta. (Donald 2009.)
3.2.4 Finite state machine
Finite  state  machine  (FMS)  on  tapa  toteuttaa  tekoäly,  mikä  sisältää  toisistaan
erotettavia  tiloja.  Tässä  järjestelmässä  vaihdellaan  näiden  tilojen  välillä  tilanteen
mukaisesti. Esimerkiksi hiiviskelypelissä käytettäviä vihollisen eri tiloja olisivat;
• Idle. Tekoäly on joutilaana eikä tarkkaile ympäristöään kovin tarkasti. Yleensä
huomaa pelaajan vain jos se näkee pelaajan tai pelaaja hyökkää sen kimppuun.
• Aware.  Tarkkailee ympäristöään tarkemmin ja etsii aktiivisesti pelaajaa. Tutkii
epäilyttäviä asoita ympäristössä.
• Intrigued. Tekoäly ymmärtää jotain olevan meneillään Ei enää toimi normaalin
kaavan mukaisesti, vaan tutkii epäilyttäviä asoita.
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• Alert. On huomannut pelaajan ja toimii sille asetettujen toimintojen mukaisesti.
Esimerkiksi  hälyttää  muut  vartijat,  etsii  tarvittaessa  suojaa  tai  yrittää  päästä
taisteluetäisyydelle.
• Aggressive. On taistelussa pelaajan kanssa. Hyökkää jos mahdollista ja pyrkii
pääsemään suojaan hyökkäysten välillä.
• Fleeing. Yrittää päästä pakoon.
• Dead. Tilanteesta ja pelistä riippuen tekoäly on joko kuollut tai tajuton.
Kuva 2. Esimerkkikuva vaihtamisesta eri tilojen välillä (Donald 2009).
3.2.5 Mukautuva tekoäly
Ennaltamääritettyihin  tilanteisiin  perustuvat  järjestelmät  ovat  riittäviä  useimmissa
peleissä, jos ne vain on suunniteltu kunnolla. Mutta jos tekoälyltä vaaditaan enemmän
vaihtelevuutta ja parempaa reagointia pelaajan toimiin, täytyy sen pystyä sopeutumaan
eri tilanteisiin. (Donald 2009.)
Mukautuvaa  tekoälyä  käytetään  yleensä  strategia-  ja  taistelupeleissä,  joissa  pelin
mekaniikat ovat monimutkaisia ja vaihtoehtoisia toimintoja on lukemattomia. Tälläisissä
peleissä  tekoälyn  on  kyettävä  oppimaan  ja  sopeutumaan tilanteesen,  sillä  muutoin
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pelaaja  keksisi  lopulta  optimaalisen strategian  tekoälyn  voittamiseksi,  eikä  peli  olisi
enää yhtä vaikea. (Donald 2009.)
3.2.6 Ennakointi
Vastustajan seuraavan liikkeen ennakoiminen on tärkeä osa tilanteisiin  mukautuvaa
tekoälyä. Seuraavan toiminnon ennakoimiseksi käytetään useita eri menetelmiä, kuten
menneiden  toimintojen  analysointi  tai  vain  satunnainen  arvaus.  Yksi  käytetyistä
menetelmistä  on  menneiden  toimintojen  muistaminen  ja  niiden  onnistuneisuuden
arvioiminen.  Näiden  tietojen  perusteella  tekoäly  voi  arvioida  onko  taktiikan  vaihto
mahdollisesti  tarpeen.  Tarvittavan historian  keräämiseen saakka tekoäly  voi  käyttää
yleisiä tai vaikkapa satunnaisia taktiikoita toimintojen päättämiseksi. (Donald 2009.)
3.4 Toteuttamisessa huomioitavat asiat
Tekoälyä toteuttaessa on tärkeää pyrkiä  ennakoimaan eri  virhetilanteet.  Esimerkiksi
sovelluksen  jalankulkijoita  toteutettaessa  oli  niille  määriteltävä  poikkeustilanne
NavMeshBoundsVolumen ulkopuolelle joutumisen varalta. Liikennevalon vaihtuminen
punaiseksi  jalankulkijan  ylittäessä  tietä  on  yksi  syy  tälläiseen  tilanteeseen.
NavMeshBoundsVolume määrittää alueen, jonka sisällä jalankulkijat saavat liikkua. 
Toteutus  vaikuttaa  suuresti  siihen,  kuinka  älykkäältä  tekoälyn  toimet  vaikuttavat.
Sääntöihin perustuva tekoäly on idealtaan yksinkertainen, mutta hyvin toteutettuna se
voi  olla  täysin  riittävä.  Myös pelin  tyyppi  vaikuttaa siihen,  kuinka älykkäältä tekoäly
vaikuttaa. Yksinkertaisiin peleihin on huomattavasti  helpompi toteuttaa ihmismäisesti
toimiva  tekoäly.  Esimerkiksi  strategiapeleissä  tekoälyltä  vaadittavat  toimet  ovat
huomattavasti monimutkaisempia, vaikeuttaen hyvän tekoälyn toteuttamista.
Hyvän tekoälyllä toimivan vastustajan toteuttaminen on vaikeaa. Tärkein muistettava
asia on kuitenkin se, kuinka hauskaksi pelaaja kokee tekoälyä vastaan pelaamisen.
Haastavan tekoälyn toteuttaminen ei  ole pelistä riippuen välttämättä vaikeaa,  mutta
uskottavan  tekoälyn  luominen  saattaa  viedä  pelin  muiden  osien  toteuttamista
kauemmin. Pelien tekoälyä toteuttaessa on tärkeää huomioida sen käyttötarkoitus ja
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pyrkiä  toteuttamaan  se  siten,  että  pelaaja  kokee  tekoälyä  vastaan  pelaamisen
hauskana. (Jamieson 2015.)
3.3 Ongelmat ja rajoitukset
Eri  rajoituksista  johtuen  pelien  ja  sovellusten  tekoäly  ei  ole  oikeasti  älykästä.
Esimerkiksi  tekoälylle  on mahdollista löytää aina paras  mahdollinen reaktio  kaikkiin
pelaajan toimiin. Näin toimiva tekoäly ei kuitenkaan toimisi hyvin peleissä, koska se
reagoisi aina samoin tietynlaisiin tilanteisiin. Tälläisen tekoälyn reaktiot olisivat helposti
ennustettavissa, eikä se olisi kovin hauska vastustaja. (Cornell University 2015.)
Tekoälyn rajoitteita pyritään kiertämään erilaisilla keinoilla, mutta tekoälyn rajat voivat
siltikin  olla  ilmeisiä  pelaajalle.  Varsinkin  strategisia  päätöksiä  vaativissa  peleissä
tekoälyn  rajoitteet  käyvät  helposti  ilmi.  Esimerkiksi  FPS-peleissä  vaikeamman
vaikeustason tekoälyn ohjaamat viholliset  yleensä vain ampuvat  tarkemmin,  eivätkä
esimerkiksi käytä monimimutkaisempia strategioita.
Tietokoneelle luontainen nopeus ja tarkkuus on helppo tapa nostaa tekoälyn ohjaamien
vastustajien  vaikeustasoa  sitä  vaativissa  peleissä.  Pelaajat  kuitenkin  yleensä
rinnastavat  ihmisen  kyvyt  ylittävän  tekoälyn  huijaavaan  pelaajaan  ja  kokevat  sen
epäreiluna.  Lisäksi  vaikeustason  nostamisella  näillä  keinoin  ei  edes  ole  suurta
merkitystä, sillä pelaajat oppivat käyttämään tekoälyn tyhmyyttä hyödykseen. Tekoälyn
heikkouksia  hyväksikäyttämällä  pelaajan  on  suhteellisen  helppo  voittaa,  vaikka
tekoälyn taidot kuten reaktioaika ja tarkkuus olisivatkin ihmisen saavuttamattomissa. 
Täydellisesti pelaavaa tekoälyä vastaan pelaamisessa kyse olisi enemmänkin tekoälyn
heikkouksien löytämisestä  ja  hyödyntämisestä.  Pelien  tekoälyä  suurin  haaste  onkin
saada tekoäly  toimimaan mahdollisen ihmismäisesti.  Tekoälyllä  on oltava useita  eri
vaihtoehtoja tilanteeseen reagoimiseen ja sen on myös joskus tehtävä virheitä. (Cornell
University 2015.)
TURUN AMK:N OPINNÄYTETYÖ | Juuso Hämäläinen
19
4 PELIMOOTTORIT
Pelimoottoria  käytetään pohjana pelin  kehittämiselle.  Pelimoottorin  tarkoituksena on
tarjota  työkalut  pelinkehittämiseen  konsoleille,  tietokoneille  tai  mobiililaitteille.
Tärkeimpiä  pelimoottorien  tarjoamista  ominaisuuksista ovat  grafiikan  renderöinti,
fysiikkamoottori ja ohjelmointiin tarvittavien työkalujen tarjoaminen. (Ward 2008.)
Alustavien  suunnitelmien  mukaan  graafiseen  näyttävyyteen  oli  tarkoitus  keskittyä
enemmän, koska tarkoituksena oli toteuttaa lopullista monimutkaisempi ja näyttävämpi
kenttä.  Tästä  syystä  näyttävän  grafiikan  toteuttamisen  helppous  vaikutti  valinnan
tekemiseen, vaikka lopullisessa versiossa grafiikka jätettiin vähemmälle ja keskityttiin
tekoälyn toteuttamiseen.  Vertailtava olevat  pelimoottorit  ovat  kaikki  nykyään ilmaisia
käyttää ja niiden kehittäjät saavat niistä tuloja esimerkiksi rojalteilla.
4.1 Unity 5
Alun  perin  Unity  oli  pienten  yrityksten  käyttöön  tarkoitettu  yksinkertainen
3D-pelimoottori. Ajan myötä Unityyn on kuitenkin julkaistu lisää ominaisuuksia, kuten
2D-työkalut ja monia graafisia uudistuksia. Nykyisellään Unity kilpaileekin asiakkaista
markkinoilla olevien suurempien pelimoottorien kanssa. (Haas 2002.)
Unityn  merkittävin  ominaisuus  on  sen  tukemien  alustojen  määrä,  mikä  helpottaa
huomattavasti  pelin  julkaisemista  usealle  alustalle.  Suosituin  Unityn  tukemista
ohjelmointikielistä on C#, jonka sanotaan olevan myös suorituskyvyllisesti  tehokkain
vaikkei ero todellisuudessa olekkaan huomattava. Muut tuetut kielet ovat JavaScript
(UnityScript) ja Boo. (Unity 2016a.)
Muiden  pelimoottorien  tapaan  Unityllä  on  Asset  Store, josta  voi  ladata  ilmaista  ja
maksullista sisältöä.  Sisältö vaihtelee yksittäisistä 3D-malleista  ääniin  ja  kokonaisiin
lisäosiin  tai  laajempiin  sisältöpaketteihin.  Myynnissä  olevat  assetit  ovat  pääasiassa
käyttäjien  tekemiä  ja  Unity  ottaa  30 %  myytyjen  assettien  tuloista  tuloista.  (Unity
2016b.)
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Unityn perusversion käyttö on ilmaista eikä sillä tehtyjen pelien tuotoista peritä rojalteja.
Perusversio  ei  kuitenkaan  sisällä  kaikkia  pro-version  ominaisuuksia.  Pro-version
kuukausimaksun lisäksi myös lähdekoodi on maksullinen. (Unity 2016c.)
4.2 CryEngine V
Crytekin  alun  perin  vain  sisäiseen  käyttöön  tehty  pelimoottori  CryEngine  on  yksi
graafisesti  näyttävimmistä vaihtoehdoista. CryEngine on kuitenkin verrattaen raskas,
joten  sitä  käytetään  yleensä  vain  jos  grafiikasta  halutaan  saada  mahdollisimman
näyttävää.  CryEngineä  pidetään  vaikeasti  opittavana  Koska  sen  käytöstä  ei  ole
aikaisempaa kokemusta, ei se ollut varteenotettavin vaihtoehto pelimottoria valittaessa.
CryEngine on ilmainen käyttää, eikä sillä toteutettujen pelien tuotoista peritä rojalteja.
Sen sijaan Crytek myy kuukausittaista  jäsennyyttä,  jolla  saa erinnäisiä  etuja,  kuten
säännölliset videokonferenssit, suurempi osuus myydyistä asseteista tai mahdollisuus
ostaa koulutusta paikanpäällä tai netissä. Pelimoottorin lähdekoodi on myös vapaasti
saatavilla,  mikäli  sille  vain on tarvetta.  Näin pelinkehittäjät  voivat  tarvittaessa tehdä
muutoksia  pelimoottoriin,  jotta  se  vastaisi  paremmin  kehitettävän  pelin  tarpeita.
(CryEngine 2016a.)
Myös  CryEnginellä  on  Asset  Store  assettien ostamiseen  ja  myymiseen.  Ilmaisten
käyttäjien  tapauksessa  Crytek  ottaa  30 %  myytyjen  assettien  tuotoista.  Jäsenten
tapauksessa Crytekin osuus on 20 % . (CryEngine 2016b.)
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4.3 Unreal Engine 4
Unreal  Enginen  ensimmäinen  versio  kehitettiin  alun  perin  Epic  Gamesin  toimesta
vuonna  1998  julkaistua  Unreal  Tournament  -peliä  varten.  Nykyinen  versio,  Unreal
Engine  4,  on  ilmainen  käyttää  ja  sillä  kehitetyistä  peleistä  peritään  rojaltimaksuja.
Rojalteja peritään kuitenkin vain jos tuotot ylittävät 3000$ vuoden neljänneksen aikana.
Alun  perin  kertalisensillä  myydyn  Unreal  Enginen  suosio  on  kasvanut  nykyiseen
liiketoimintamalliin  siirtymisestä  lähtien  varsinkin  pienten  yritysten  keskuudessa.
Pelimoottorin  lähdekoodi  on  avoin  ja  sitä  saa  muokata  vapaasti.  (Unreal  Engine
2016a.)
Unrealin kotisivuilta löytyy kattava dokumentaatio Unrealista ja siihen liittyvistä asioista.
Lisäksi  sille  löytyy  runsaasti  tutoriaaleja,  myös  Epic  Gamesin  tekemiä  virallisia
tutoriaaleja.  Käyttäjälle  on  myös  tarjolla  useita  erityyppisiä  esimerkkiprojekteja  aina
2D-tasohyppelystä  FPS-pelin  pohjaan.  Lisäksi  Unrealin  Asset  Storesta  löytyy  suuri
määrä käyttäjien tekemiä assetteja lähes mihin tahansa tarkoitukseen. (Unreal Engine
2016b.)
Ohjelmointi  Unreal  Engine  4:llä  tapahtuu  käyttäen  C++:aa  tai  Unrealin  omaa
Blueprint-järjestelmää. Blueprint-järjestelmä on eräänlaista visuaalista ohjelmointia. Se
vaatii oman ajattelutapansa, mutta asioiden toteuttaminen on sillä monissa tapauksissa
helpompaa kuin vaihtoehtoisella C++:lla. Blueprintit ovat kuitenkin C++:aa hitaampia,
mutta se koituu ongelmaksi vasta jos monimutkaista koodia on todella paljon. (Unreal
Engine 2016c.)
Unreal  Engine  4  valittiin  projektin  toteuttamiseen  sen  helppokäyttöisyyden  ja
aikaisemman kehityskokemuksen takia. Vaikka kokemusta Unrealista ja Unitystä löytyy
suunnilleen  yhtä  paljon,  tuntuu  Unreal  olevan  Unityä  helppokäyttöisempi.  Lisäksi
Unrealin  ominaisuuksista  on  paljon  hyötyä  tekoälyn  toteuttamisessa  ja  helposti
saatavilla  olevista  ilmaisista  asseteista  on  hyötyä  demomaisen  projektin
toteuttamisessa.
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5 SOVELLUS
Tarkoituksena  oli  toteuttaa  simulaatio  kaupunkiajosta  tekoälyn  avulla.  Alustavien
suunnitelmien  mukaan  sovelluksen  oli  tarkoitus  sisältää  tekoälyn  lisäksi  myös
kaupunki, missä olisi ajettu tietty reitti navigaattorin opastuksella. Reitin varrella olisi
myös voinut olla erilaisia tapahtumia ja häiriötekijöitä, esimerkiksi soiva kännykkä tai
muusta liikenteestä aiheutuva vaaratilanne. Huomasin kuitenkin ettei aika riittäisi tämän
kaiken  toteuttamiseen,  joten  päätin  keskittyä  nimenomaan  tekoälyn  toteuttamiseen
sisältäen liikenteen, jalankulkijat sekä liikennevalot. Alkuvaiheessa aikaa meni hukkaan
kaupungin  toteuttamisen  aloittamiseen.  Yksinkertainen  alue  oli  paljon  nopeampi
toteuttaa ja toimii myös tekoälyn toiminnan demonstroimisessa paremmin.
Käytetty  grafiikka  on  yksinkertaista,  koska  pääpaino  on  tekoälyn  toteutuksessa.
Yksinkertainen grafiikka auttaa myös painostamaan tekoälyn tärkeyttä sovelluksessa ja
kontrastin  ohella  se  auttaa  pelimaailman  hahmottamisessa  virtuaalitodellisuuslaseja
käytettäessä.  Lisäksi  grafiikoiden  yksinkertaisuus  vähentää  laitteistovaatimuksia.
Kuvassa 3 on näkymä auton sisältä. Muita vaihtoehtoja ovat jalankulkija ja kuvakulma
auton takaa.
Kuva 3. Näkymä auton sisältä.
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5.1 Blueprint-järjestelmä
Ohjelmointi  Unreal  Engine  4:llä  tapahtuu  käyttäen  C++:aa  tai  Unrealin  omaa
Blueprint-järjestelmää. Blueprint-järjestelmä on eräänlaista visuaalista ohjelmointia ja
sen avulla graafikot voivat käyttää käytännössä kaikkia normaalisti  vain ohjelmoijien
käytössä  olevia  työkaluja.  (Unreal  2016d.)  Kuvassa  4  on  Blueprint-järjestelmän
käyttöliittymä.
Kuva 4. Käyttöliittymä.
Kentän Blueprint  ja  Blueprint  luokat  ovat  eniten käytettyjä  ominaisuuksia.  Unrealilla
toteutettavan projektin  jokainen kenttä sisältää oman kenttäkohtaisen Blueprinttinsä.
Kentän  Blueprinttiä  käytetään  kentän  sisältämien  objektien  käsittelyyn  ja  kentän
sisältämien tapahtumien toteuttamiseen.  (Unreal 2016d.)
Kentän  Blueprinttiä  käytetään  myös  level  streaming  -ominaisuuden  ja  Matineen
hallitsemiseen  (Unreal  2016d).  Level  streaming  on  tekniikka  kentän  lataamiseen
muistiin  ja  takaisin  sekä  kentän  osien  näkyvyyden  hallitsemiseen.  Tämän  ansiosta
kenttä voidaan hajoittaa pienempiin osiin ja vain kentän olennaiset osat renderöidään.
Oikein  toteutettuna  tämä  mahdollistaa  suurien  lataustauottomien  kenttien
toteuttamisen.  (Unreal  2016e.)  Matinee  puolestaan  on  Unrealin  työkalu  objektien
animointiin, esimerkiksi elokuvamaisen kohtauksen toteuttamiseksi (Unreal 2016f).
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Blueprint  luokat  ovat  ihanteellisia  vuokrovaikutteisten  assettien  toteuttamiseen.
Kuvassa  5  napin  ja  oven  erilliset  Blueprintit  sisältävät  tarvittavan  koodin  oven
avaamiseen nappia painettaessa.  (Unreal 2016d.)
Kuva 5. Esimerkkikuva (Unreal 2016d).
Esimerkissä  napin  painaminen  aktivoi  tapahtuman  oven  Blueprintin  sisällä  oven
avaamiseksi.  Samaan  tapaan  mikä  tahansa  muukin  Blueprint  voisi  aktivoida  oven
avaamisen.  Blueprinttien itsenäisen rakenteen takia ne voidaan toteuttaa siten,  että
kenttään lisätyt objektit toimivat suoraan ilman muutoksia. Blueprintin muokkaaminen
päivittää automaattisesti jokaisen sitä käyttävän objektin. (Unreal 2016d.)
5.2 Kenttä
Itse kenttä on yksinkertainen alue (kuva 6), jonka reunoilla sijaitsevat tunnelit johtavat
aina  kentän  vastakkaiselle  puolelle.  Tunneliiin  ajavat  autot  tulevat  ulos  kentän
vastakkaisella puolella olevasta tunnelista. Kentällä ei ole muuta tarkoitusta kuin toimia
alueena  tekoälyn  demonstroimiseen.  Jalankulkijat  saavat  liikkua  alueella  täysin
vapaasti, mutta autoilla on määritetty reitti. Testitilanteen tulee olla toistettavissa, joten
autojen täytyy aina ajaa samaa reittiä. Jalankulkijoilla ei kuitenkaan ole väliä, sillä ne
eivät voi vaikuttaa pelaajan ajaamiseen, ellei tämä riko liikennesääntöjä.
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Kuva 6. Kenttä editorinäkymässä.
Kuvassa vihreällä  merkityt  alueet  (NavMeshBoundsVolume) rajaavat  jalankulkijoiden
tekoälyn  käyttämän  alueen.  Suojateiden  kohdalla  tätä  aluetta  muutetaan  valojen
mukaisesti, mahdollistaen jalankulkijoiden tien ylityksen valon ollessa vihreä.
Alkuvaiheen  suunnitelmien  mukaan  tarkoituksena  oli  keskittyä  graafiseen
näyttävyyteen lopullista enemmän. Kentän toteuttamiseen kuluvan ajan vuoksi kentän
toteutus  aloitettiin  jo  hyvin  varhaisessa  vaiheessa  projektia.  Kuvassa  7  on  kesken
jäänyt  kaupunki. Käyttämättömän sisällön tuottamisessa meni aikaa hukkaan,  mutta
ajan riittämiseksi opinnäytetyö oli pakko rajata keskittymään tekoälyn toteutukseen.
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Kuva 7.  Kesken jäänyt kenttä.
5.3 Liikennevalot
Liikennevalojen  objekti  koostuu  rungosta  ja  itse  valoista.  Itse  valojen  vaihtaminen
tapahtuu  vaihtamalla  valojen  tekstuureja oikeassa  järjestyksessä.  Tekstuurien
vaihtamisen  lisäksi  liikennevalojen  koodi  kontrolloi  autojen  ja  jalankulkijoiden
liikkumiseen vaikuttavia alueita. 3D-peleissä tekstuuri on käytännössä kuva 3D-mallin
pinnalla. Kuvassa 8 liikennevalon lisäksi ovat valittuina autot pysäyttävä alue (edessä)
ja jalankulkijoiden tienylitykseen vaikuttava alue (suojatien kohdalla).
TURUN AMK:N OPINNÄYTETYÖ | Juuso Hämäläinen
27
Kuva 8. Risteys editorinäkymässä. Valittuna toimintaan kuuluvat objektit.
Suojatien toiminta on näistä yksinkertaisempi.  NavModifierVolumen tilaa muuttamalla
voidaan  vaikuttaa  sen  alueella  olevan  NavMeshBoundsVolumen  toimintaan.  Alue
poistetaan  käytöstä  valojen  ollessa  punaiset  ja  päinvastoin.  Autojen  tekoälyyn
vaikuttava  trigger  puolestaan  on hiukan monimutkaisempi.  Valojen  ollessa  punaiset
triggerin  koodi  käskee  alueelle  tulevaa  autoa  pysähtymään.  Trigger  tarkoittaa
pelimaailmassa määritettyä aluetta, minkä avulla voidaan esimerkiksi suorittaa koodi
tietyn objektin koskettaessa aluetta.
5.4 Jalankulkijat
Kentän  lataamisen  jälkeen  jalankulkijan  tekoäly  hakee  kentästä  kaikki
Targetpoint-objektit ja tekee niistä listan. Targetpoint-objekteja käytetään yleisesti kun
halutaan  jonkin  pisteen  koordinaatit  pelimaailmassa.  Pisteiden  löytämisen  jälkeen
koodi  arpoo  tasaisin  väliajoin  listasta  satunnaisen  pisteen  ja  jalankulkija  lähtee
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kulkemaan sitä  kohti.  Koska  jokainen  jalankulkija  on oma kopionsa,  toimii  jokaisen
kappaleen tekoäly itsenäisesti.
NavMeshBoundsVolume  määrittää  alueen  minkä  sisällä  jalankulkijat  saavat  liikkua.
Lisäksi NavModifierVolumen avulla voidaan tarvittaessa poistaa käytöstä osia alueesta.
Tätä käytetään suojateiden toiminnan toteuttamiseen. Liikennevalon Blueprint sulkee
suojatien  valon ollessa  punainen jalankulkijoille,  jolloin  jalankulkijat  eivät  voi  kulkea
alueella.  Poikkeustilanteena  jalankulkija  saa  kulkea  suljetulla  alueella,  jos  se  oli
ylittämässä tietä valon vaihtuessa punaiseksi. Määritetyn alueen ulkopuolella tekoäly ei
liiku  ollenkaan,  joten  poikkeustilanne  on  tarpeellinen  tämän  välttämiseksi.  Näin
jalankulkijat eivät jää seisoskelemaan keskelle tietä valon vaihtuessa punaiseksi, vaan
jatkavat tien toiselle puolelle vaikka valo vaihtuisikin punaiseksi tien ylittämisen aikana.
Pathfinding  eli  reitinetsintä  toimii  reaaliajassa  ja  muutokset  sallitulla  alueella
huomioidaan  reitin  valinnassa.  Esimerkkinä  tälle  pelaaja  voi  valita  jalankulkijan  ja
kävellä jalankulkijoiden reitille jolloin nämä pyrkivät kiertämään pelaajan.
Kuva 9. Jalankulkijan 3D-malli.
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Kuvassa 9 on jalankulkijoiden 3D-mallinna käytettävä Unrealin  esimerkeistä löytyvä
nukke. Mallilla on myös valmiina kaikki projektissa tarvittavat animaatiot. Jalankulkijat
animoidaan  niiden  liikkeiden  mukaisesti,  esimerkiksi  idle-animaatiota  käytetään
jalankulkijan ollessa paikoillaan.
5.5 Autot
Autojen  liikkumista  varten  on  pisteitä  jokaisessa  risteyksessä  sopivissa  kohdissa.
Autolle  määritetään  ajettava  reitti  näiden  pisteiden  avulla.  Nykyistä  kohdetta
lähestyettäessä auto hidastaa ja vaihtaa kohteen listan seuraavaan pisteeseen.
Lisäksi  auton  tekoäly  tunnistaa  muut  tielläliikkujat  raycastin  avulla.  Raycast  on
käytännössä  näkymätön  viiva  kahden  pisteen  välillä,  mikä  tunnistaa  jos  se  osuu
johonkin. Tarvittaessa auto hidastaa tai pysähtyy. Raycast on säädetty reagoimaan vain
jalankulkijoihin  ja  muihin  autoihin,  jotta  tekoälyn  ohjaamat  autot  eivät  pysähtelisi
turhaan. Oikealle käännyttäessä etäisyyttä, kuinka kaukaa muu liikenne tunnistetaan,
on lyhenettävä. Muutoin autojen tekoäly pysähtyisi, jos valoissa on auto odottamassa
valojen  vaihtumista. Kuvan  10  punaiset  viivat  visualisoivat  autojen  raycasteja.
Suorituskykysyistä jokainen raycast poistetaan lyhyen ajan kuluttua.
Kuva 10. Oikealle kääntymisen ajaksi lyhennetty raycast.
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Vastaantulijoiden  tunnistus  vasemmalle  käännyttäessä  samalla  tavalla.  Ongelmien
välttämiseksi se on kuitenkin päällä vain vasemmalle käännyttäessä, koska muutoin
autot  reagoisivat  vastaan  tulevaan  liikenteeseen  aivan  turhaan.  Kuvassa  11
vasemmalle kääntymässä oleva auto on pysähtynyt  vastaantulevan liikenteen takia.
Vihreä raycast kertoo raycastin osuneen määritettyyn objektiin.
Kuva 11. Vasemmalle kääntymisen raycast.
Valojen vaihtuessa punaiseksi  liikennevalot  aktivoivat  valojen edessä olevan alueen
joka käskee alueelle  tulevia autoja pysähtymään. Alue pysäyttää vain ensimmäisen
auton ja loput  pysähtyvät  edellä olevan auton perään muun liikenteen tunnistuksen
ansiosta. Valojen vaihtuessa vihreäksi alue antaa pysähtyneelle autolle luvan jatkaa
matkaa.
5.6 Pelaaja
Pelaajalla on käytössään sekä jalankulkija että auto.  Näiden tarkoituksena on lähinnä
antaa  pelaajalle  tapa  liikkua  kentässä  ja  seurata  tekoälyn  käyttäytymistä  sekä  olla
vuorovaikutuksessa sen kanssa.
TURUN AMK:N OPINNÄYTETYÖ | Juuso Hämäläinen
31
Pelaajan  kontrolloimaan  jalankulkijaan  ja  autoon  käytetään  samaa  3D-mallia  kuin
tekoälyn ohjaamiin versioihin,  vain mallien käyttämät materiaalit  eroavat.  Auton 3D-
malli on peräisin Virdin aikaisemmasta versiosta.
Auton ratti on erillinen objekti ja se on animoitu koodin avulla. Käännyttäessä auton
koodi kääntää rattia ja talletta muistiin kääntymisen keston ja suunnan. Kääntymisen
loppuessa koodi aloittaa kääntämään rattia takaisin normaaliin asentoon.
5.7 Työskentelytavat
Tarvittavan koodin toteuttaminen aloitettiin testaamalla eri toteutustapojen toimivuutta
ja  jakamalla  toiminnallisuudet  eri  osiin.  Esimerkiksi  jalankulkijoiden  ohjelmointi
aloitettiin  toteuttamalla  yksinkertainen  objekti,  mikä  liikkui  määritettyä  pistettä  kohti
määritetyn  alueen  sisällä.  Tarvittavia  ominaisuuksia  lisättiin  yksi  kerrallaan,  kunnes
jalankulkijan tekoäly oli valmis.
Joissain tapauksissa ongelmaa koodissa pyrittiin ratkaisemaan erillisessä projektissa
mahdollisten häiriötekijöiden vähentämiseksi.  Näin saatiin  myös helposti  selville,  jos
jokin muu koodi oli syynä ratkaistavana olevaan ongelmaan, sillä jos sama koodi toimi
tyhjässä projektissa, oli ongelman syytä etsittävä muualta.
Muiden koodien toiminnan huomioon ottaminen oli  tärkeää ongelmien välttämiseksi.
Esimerkiksi sekä autojen että jalankulkijoiden tekoälyä ohjastetaan kentästä löytyvien
pisteiden  avulla.  Koska  jalankulkijoiden  tekoäly  hakee  ladattaessa  automaattisesti
kaikki  kentästä  löytyvät   Targetpoint-objektit,  oli  helpompaa  käyttää  tyhjiä
Actor-objekteja  autojen  tekoälyn  ohjaamiseen.  Actor-objekteihin  kuuluvat  kaikki
kenttään  lisättävät  objektit.  Vaihtoehtoisesti  kummatkin  olisi  voinut  toteuttaa
Targetpoint-objektien avulla,  kunhan vain systeemit  olisi  määritellyt  käyttämään vain
tiettyjä pisteitä. Koska näitä pisteitä käyttäviä koodeja ei ollut useampia, oli se kuitenkin
helpoin toteuttaa näin.
Unrealin Blueprint-järjestelmässä kommentointi tapahtuu otsikoitujen laatikoiden avulla.
Laatikon otsikko kertoo mitä sen sisältämä koodin osa tekee. Selkeän kommentoinnin
avulla on helppo ymmärtää mitä koodin osa tekee, vaikkei koodia sen tarkemmin heti
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ymmärtäisikään.  Projektin  Blueprintit  on  pyritty  kommentoimaan  mahdollisimman
selkeästi. Kuvassa 12 on esimerkkinä liikennevalojen Blueprint.
Kuva 12.  Liikennevalojen Blueprint.
Blueprint-järjestelmän avulla  on myös helppo seurata koodin toimintaa reaaliajassa.
Koodin ollessa käytössä Blueprint-järjestelmä näyttää visuaalisesti sen hetken koodin
tapahtumat. Tämän avulla on helppo saada selville mikäli koodi ei toimikkaan oletetulla
tavalla.
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6 LOPUKSI
Opinnäytetyön lopputuloksena toteutettiin suunnitelmien mukainen tekoälyllä toteutettu
simulaatio  kaupunkiliikenteestä.  Koska  tarkoituksena  oli  keskittyä  nimenomaan
tekoälyn toteuttamiseen, jätettiin graafinen puoli yksinkertaisemmaksi. Tämä ratkaisu
auttaa myös painostamaan ohjelmoinnin tärkeyttä projektissa. Yksinkertainen ulkonäkö
myös sopii hyvin lopputuloksen demomaiseen toteutukseen ja näyttää hyvältä vaikka
realistisia grafiikat eivät olekaan. Vaaditut ominaisuudet saatiin toteutettua ja ainakaan
tiedossa olevia ongelmia tai virhetilanteita tekoälyn toiminassa ei ole.
Projektin  toteuttamista  varten  tutkittiin  tekoälyä  ja  pelien  tekoälyn  toteuttamiseen
käytettyjä  yleisimpiä  toteutustapoja.  Näitä  tietoja  hyödynnettiin  itse  sovelluksen
toteuttamisessa.
Suunnitelmat  ja  alkuvaiheen  toteutus  olisivat  voineet  olla  paremmin  toteutettuja.
Monimutkaisemman kaupungin toteuttamiseen meni aikaa hukkaan. Graafinen toteutus
ei ollut projektissa olennaista ja lisäksi se on todella aikaa vievää. Toteutus olisi pitänyt
rajata keskittymään vain tekoälyyn jo projektin aikaisemmassa vaiheessa.
Opinnäytetyön  tuloksia  käytetään  Turun  ammattikorkeakoulun  ja  Turun  yliopiston
yhteisen Virdi-projektin edistämiseen. Virdi-projektin tarkoituksena on toteuttaa sovellus
ajo- ja havaintokyvyn mittaamiseen.
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