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Resumen 
El objetivo de definir un tipo de datos y por consiguiente especificar que ciertas variables son de ese tipo, es que la gama de 
valores tomados por estas variables y por tanto su patrón de almacenamiento se fija una sola vez y para todos. En consecuencia, se 
dice que las variables declaradas en esta forma son estáticas. Sin embargo, hay muchos problemas en los que intervienen 
estructuras de información más complicadas. La característica de estos problemas es que no sólo los valores, sino también las 
estructuras de las variables, cambian durante la ejecución del programa. Son llamadas estructuras dinámicas. 
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Abstract 
The objective of defining a data type and therefore specify that certain variables are of this type, is that the range of values taken 
by these variables and therefore its storage pattern is set once and for all. Consequently, it is said that the variables declared in this 
way are static. However, there are many problems involved more complicated information structures. The feature of these 
problems is that not only values but also the structures of the variables change during program execution. They are called dynamic 
structures. 
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El objetivo de definir un tipo de datos y por consiguiente especificar que ciertas variables son de ese tipo, es que la 
gama de valores tomados por estas variables y por tanto su patrón de almacenamiento se fija una sola vez y para todos. 
En consecuencia, se dice que las variables declaradas en esta forma son estáticas. 
Sin embargo, hay muchos problemas en los que intervienen estructuras de información mucho más complicadas. La 
característica de estos problemas es que no sólo los valores, sino también las estructuras de las variables, cambian 
durante la ejecución del programa. Por tanto, se les llama estructuras dinámicas.. 
2. OPERACIONES BÁSICAS 
La manera más simple de vincular un conjunto de elementos consiste en alinearlos en una sola lista o fila. En este caso, 
sólo se necesita un vínculo (ej. Un puntero) por cada elemento para hacer referencia a su sucesor. 
2.1. INSERCIÓN EN LISTAS 
La operación más sencilla que se puede realizar con una lista es la inserción de un elemento en su cabeza o en su cola. 
Para insertar un elemento a la cabeza de la lista, simplemente habrá que hacer que el puntero de este nuevo 
componente apunte al elemento que se encontraba a la cabeza de la lista. En el caso de querer insertar un nuevo 
elemento a la cola de una lista existente bastará con hacer que el último elemento de la lista apunte a la nueva cola. 
Supongamos que un elemento designado por un puntero p se insertará en una lista después del elemento designado 
por el puntero q. Las asignaciones de punteros que se necesitan se exhiben en la siguiente figura: 
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2.2. BORRADO DE LISTAS 




La eliminación de un elemento designado es más difícil ya que habría que retornar al predecesor del elemento 
denotado para poder actualizar los punteros. 
2.3. RECORRIDO DE LISTAS 
Supongamos que tiene que realizarse una operación P(x) por todos los elementos de la lista cuyo primer elemento es 
apuntado por p. Esta tarea se puede expresar como: 
  while (p!=null){  //Para el ejemplo se ha utilizado el  
   P(p);  // lenguaje C 
   p=p -> next; 
  } 
2.4. BÚSQUEDA EN LISTAS 
A diferencia de los arrays, el proceso de búsqueda debe ser puramente secuencial. La búsqueda termina cuando se 
halla al elemento o bien si se llega al final de la lista. 
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3. LISTAS ORDENADAS 
Para dar un ejemplo, consideremos el problema de la lectura de un texto, colectando todas las palabras y contando la 
frecuencia de su ocurrencia. A esto se le denomina construcción de una concordancia o bien generación de una lista de 
referencia cruzada.  
Una solución obvia consiste en construir una lista de palabras halladas en el texto. La lista se examina para encontrar 
cada palabra. Si se encuentra la palabra, su contador de frecuencia se incrementa; en caso contrario la palabra se agrega a 
la lista. 
Sin embargo, una mejora sencilla sería utilizar la búsqueda de la lista ordenada. En este caso la búsqueda puede 
terminarse cuando se encuentre la primera palabra que sea mayor que la nueva (ordenada alfabéticamente). El 
ordenamiento de una lista se logra insertando los nuevos elementos en el sitio adecuado. 
4. LISTA DOBLEMENTE ENLAZADAS 
Una lista doblemente enlazada es aquella en la que cada nodo contiene un puntero al siguiente nodo y otro al anterior, 
como se sugiere en la figura: 
 
 
Esto permite recorrer eficientemente una lista, tanto hacia delante como hacia atrás. 
5. PILAS 
Una pila es un tipo especial de lista en la que todas las inserciones y borrados tienen lugar en un extremo denominado 
tope. A las pilas se les llama también listas LIFO (Last in first out). 
Un tipo de datos abstracto de la familia pila incluye a menudo las tres operaciones siguientes: 
1. TOPE(P) – devuelve el elemento de la parte superior de la pila. 
2. SACA(P), en inglés POP(P) – Suprime el elemento superior de la pila. 
3. METE(x,P), en inglés PUSH(x,P) – Inserta el elemento x en la parte superior de la pila P. 
6. COLAS 
Una cola es otro tipo especial de lista en el cual los elementos se insertan en un extremo (el posterior) y se suprimen en 
el otro (el anterior o frente). Las colas se conocen también como listas FIFO (first in first out).  
Se suelen usar las siguientes operaciones con colas: 
1. FRENTE(C) -  Devuelve el valor del primer elemento de la cola. 
2. PONE_EN_COLA(x,C) – Inserta el elemento x al final de la cola C. 
3. QUITA_DE_COLA(C) – Suprime el primer elemento de C. 
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