Noninvasive Power System Detector by Goldberg, Evan B. & Bailey, Tell Thomas
Worcester Polytechnic Institute
Digital WPI
Major Qualifying Projects (All Years) Major Qualifying Projects
April 2008
Noninvasive Power System Detector
Evan B. Goldberg
Worcester Polytechnic Institute
Tell Thomas Bailey
Worcester Polytechnic Institute
Follow this and additional works at: https://digitalcommons.wpi.edu/mqp-all
This Unrestricted is brought to you for free and open access by the Major Qualifying Projects at Digital WPI. It has been accepted for inclusion in
Major Qualifying Projects (All Years) by an authorized administrator of Digital WPI. For more information, please contact digitalwpi@wpi.edu.
Repository Citation
Goldberg, E. B., & Bailey, T. T. (2008). Noninvasive Power System Detector. Retrieved from https://digitalcommons.wpi.edu/mqp-all/
3453
Project Number: AEE-2008 
 
 
 
 
 
Noninvasive Current Phasor Measurement 
 
A Major Qualifying Project Report: 
 
submitted to the Faculty 
 
of the 
 
WORCESTER POLYTECHNIC INSTITUTE 
 
in partial fulfillment of the requirements for the 
 
Degree of Bachelor of Science 
 
by 
 
_______________________________ 
Tell T. Bailey 
 
 
_______________________________ 
Evan B. Goldberg 
 
Date: April 24, 2008 
 
 
Approved:  
 
 
 
______________________________________ 
Professor Alexander E. Emanuel, Major Advisor  
 
 
This report represents the work of one or more WPI undergraduate students 
submitted to the faculty as evidence of completion of a degree requirement. 
WPI routinely publishes these reports on its web site without editorial or peer review.  
 
Abstract 
This project explores the design of a noninvasive current phasor measurement device for three‐
phase power systems.  Maxwell’s Equations and magnetic field theory were used to create an algorithm 
that calculates the current peak and phase angle in each line.  This is accomplished through the use of 
pick‐up coils that monitor the magnetic field created by the currents in each line.  A processor then 
analyzes the coil data; and displays the current peak and phase angle through a graphical computer 
interface. 
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Introduction 
  The goal of this project was to build a noninvasive power detection device to measure the 
current phasors in three‐phase systems during their operation.  The device would be able to monitor the 
system and tell the user the current intensity and phase angle in each line.  Furthermore, it would allow 
the user to do so without needing to make direct contact with any of the wires or electrical equipment.  
This would remove the need to shut down a line for installation and remove the need to use multiple 
devices to connect to monitor a three‐phase power system. 
  In order to create such a device, pick up coils will be used to monitor induced voltages from the 
magnetic fields induced by the currents in each of the lines.  This can be accomplished by placing the 
pick‐up coils a set distance from the wires that carry the currents that are to be measured.    The current 
in the wires creates a magnetic flux, when some of this flux is linked by the coils a voltage is induced in 
these coils. This voltage is used as the main signal that carries information about the line currents. 
  The signal from each coil is amplified and filtered to improve its quality.  The induced voltage is 
small and needs to be increased so that a processor can take easier measurements.  This amplification 
can be completed by using a simple non inverting amplifier to increase the amplitude of the voltage.  
Problems caused by noise are mitigated by means of a low pass filter so that frequencies much larger 
than 60Hz will not cause measurement errors.   
The filtered signal is fed into a dsPIC processor which has an analog to digital converter that 
translates the data to a form useable by a computer program.  This dsPIC will also measure the 
amplitude and the phase of each induced voltage as these are the values needed by the algorithm to 
determine the current phasors. 
An algorithm based on Maxwell’s Equations was formulated to process the information that was 
gathered from the induced voltage signals.  Using the mathematical properties of the induced voltages 
each signal was represented as a function of geometric constants and the currents in the lines.  This was 
worked into six equations with six unknowns, which could be solved to find the current and phase angle 
information. 
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 The computer was programmed using the equations obtained from working with 
electromagnetic concepts, Maxwell’s Equations and the geometry of the sensor coils.  The computer is 
capable or quickly processing measured values though the algorithm and making the necessary 
 
measurements.  These are then displayed in a simple user interface that allows the user to easily see the 
values of the current phasors in the three‐phase system. 
 
Sensor Coils 
Overview 
  In order to create a non‐invasive power detector, pick‐up coils would be used to obtain a 
voltage from the magnetic field induced by the current in each of the three phase wires.  This can be 
accomplished by creating coils and placing them a set distance from the wires in which the current is 
being measured.    The current in the wires will create a magnetic field around the wire, when this field 
passes through the coils it creates an induced voltage on coil that can be used to measure values in the 
wire. 
Purpose of Coils 
  To design a power detector that does not compromise the integrity of the wires or other 
electrical components it would be necessary to be able to monitor the status of the wires from some 
distance away.  The simplest way to perform the electrical measurements needed from a distance was 
to use Hall Effect sensors or Coils.  The coils were deemed to be the logical choice because they were 
less expensive and they would provide a larger voltage to use in the digital processing portion of the 
device. 
  The coils will provide the signal that will be processed, after amplification and filtering, and used 
to provide the user with the current and phase in the three‐phase system.  This unprocessed signal will 
provide the background of the power monitoring device.  Without a strong initial signal it would be 
difficult to gather the information needed for computation, so the design of these coils was pivotal to 
the success of the project. 
Electromagnetic Concepts and Design 
  The concept behind the coils is one that begins with the three‐phase system itself.  When 
current passes through the wires of the three phase system it will create a magnetic field in the area 
around it.  This field will rotate around the wires based upon the direction of the current flow of the 
wire creating it.  
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Figure 1: Wire and Magnetic Field 
When this field passes through the center of a coil it will induce a voltage in the coil.  The wires 
in a three‐phase system carry an AC current; this will mean that the voltage induced in the coil should be 
an AC voltage as well.   Using this concept it is relatively simple to use one coil to find the voltage within 
one wire using the governing equation of: 
 
 
Using this relationship it was possible to determine the size of coil needed to create the power 
detector.  The coil was designed using a plastic one inch core which would have wire wrapped around it 
with a hundred turns in each coil.  The plastic provides a solid structure to hold the coil but is non 
conductive so that it will not affect the passage of the magnetic field through the coil. 
 
 Figure 2: Single Coil 
 
The device needed to be able to monitor the current of three wires, as well as the phase difference 
between each of them; to do this multiple coils would be needed.  The design for the three coil system 
was the same as the first except with two additional coils wound on the same core as the first.  With 
three coils it is possible to determine the current and phase of the three phase system from the induced 
voltages in each coil.  The voltage induced into every coil can be calculated mathematically through the 
understanding of electromagnetic laws.  The fundamental equation that is used for determining the size 
of each coil based on the voltage induced is 
 
The max voltage is proportional to the number of turns in the coil, the flux and the angular frequency of 
the current.   
Where the flux is found from the permeability of air, magnetic field, and area of the coil  
 
And the magnetic field is a function of the current and the radius from the wire 
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Determining the numbers of turns each coil requires is a process that sets each coil in 
proportion to the other based on the voltage out desired or number of turns on one coil.  In this case, r 
is set to be .2 meters and the current of the field is i = 1A, the area is found for each coil on the plastic 
cylinder, and the angular velocity is 377 radians per second.  Setting the number of turns in coil 1 to be 
100, V max is found to be 4.35 * 10‐5 V given the area measurements made of the first coil to be 
1.1634*10‐3 m2.  Setting this maximum voltage to each of the other coils, and using the areas, the 
number of turns required on coil 2 and 3 can be found to be 132 and 190 turns respectively.   
The completed coil is placed a short distance from the three phase system with the coils placed 
upright so that the magnetic field would pass through each coils.  
 
Figure 3: Plastic Core with Three Coils 
   
The induced voltage in each coil is the result of different components from each magnetic field. 
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Figure 4: Coils and Three‐Phase System 
 
In the figure, H1‐H3 represents the magnetic fields caused by the wire currents as they pass through the 
coils. 
 
Analog Circuits 
General Description of Purpose and Function 
  The three coils will produce induced voltages which can be evaluated to measure wire current 
and phase.  These coils do this by picking up the magnetic field that passes through them.  The strongest 
part of this field will be that caused by the wires because they will be closest to the coils, but the coils 
will also have various other magnetic fields passing through them.  These extra magnetic fields, from 
sources such as lights, will cause there to be noise on the signal with a frequency higher than the 60Hz 
signal created by the current in the wires.  
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  The remedy for this problem is to add a low pass filter between each coil and the dsPIC.  A low 
pass filter will cut off frequencies above a chosen design value and remove noise from the system 
allowing the dsPIC to get a more manageable signal.  This signal though will still be quite small and 
difficult to work with as there will be losses as it passes through the filter components.  A simple non‐
 
inverted amplifier was added before the low pass filter to amplify the signal so that it was easier to work 
with. 
 
Design of Amplifier 
   With the purpose of the amplifier being to increase the signal and make it easier to work with 
the first step was to determine how small the signal was.  In early tests the signal was almost too small 
to measure so it was estimated to be around 5mV.  To obtain a 5V signal the original signal would have 
to be amplified by 1000.  5V was determined as an appropriate target value because the max voltage 
supplied by the batteries was 9V.  Each signal will have different amplitude and if the target voltage was 
chosen too high then the output would be a clipped signal because it would exceed the 9V supplied by 
the battery.  Similarly if too small an amplification value was selected and one of the coil voltages was 
very small there may not be a strong enough signal for the dsPIC to work with. 
  The parts chosen to build the amplifier were ones readily available in the school’s ECE shop and 
were selected so that building and testing of these circuits could begin quickly.   
 
Figure 5: Amplifier Design 
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The first part of the design was to choose components to build the non‐inverting amplifier with.  The 
LM741CN op‐amp was chosen because it was readily available and would perform the desired functions.  
The resistor R1 was then chosen to be 51.1 Ω since this too was a resistor size readily available in the 
shop.  Knowing that an amplification of approximately 1000 was desired the value of R2 was chosen to 
be approximately 1000 times bigger than R1.  The closest resistor to this size available in the shop was a 
50K Ω resistor, so that was selected for R2.  The op‐amp is powered by +9V and –9V provided by two 9V 
batteries.  The amplification will be governed by the following equations: 
 
 
This provides an amplification of 979.5 which is very close to the targeted amplification gain of 1000. 
Design of Filter 
  Once amplified, the signal still had significant noise that needed to be removed before the signal 
entered the DSPIC.  With the majority of the noise being of frequencies over 1000Hz a low pass filter 
would remove the majority of the noise.  The low pass filter design that was chosen was a fourth order 
Sallen‐Key design with a cut off frequency of 200Hz.  This design was easy to implement and did not 
require an excessive number or parts but still allowed the necessary filtering to occur.  The following 
figure shows the Sallen‐Key filter that was designed for this project. 
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Figure 6: Filter Design 
  The first step was to choose a common value for  , and a desired cut‐off frequency  .  Then 
the following equations were used to find the other component values (Hambley):  
 
 
 
 
The value chosen for   was 100nF, and   = 100Hz.  The remaining values would be   = 
200nF,  = 5626 Ω.  To simplify building, values were chosen that could be found in the shop,  = 
100nF,  = 220nF,  =  = 5600 Ω.  These new component values resulted in a   of 91.33Hz 
which would remove most of the noise picked up by the coils.   
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Building and Testing 
Before testing the analog circuits with the coils, they were tested in the lab using a function 
generator to insure they worked as designed.  Several different frequencies were sent into the filter and 
the magnitude of the output from the filter was measured to see how much it diminished with each 
frequency. 
Frequency Response
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Figure 7: Frequency Response of Designed Low Pass Filter 
 
Figure 7 shows a graph of the frequency response of the Sallen‐Key filter.  This graph was made by 
measuring the output from the filter at 50 ascending frequencies from 20Hz to 600Hz.  The graphed 
values clearly show how quickly the values drop at the cutoff frequency of approximately 100Hz.  
Therefore the circuit is performing as desired and is ready to be used with the coils.   
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  The two circuits for the other coils were constructed and tested in the lab to make sure the 
performed the same as the first.  The three circuits were then connected to the coils, and their outputs 
were tested using an oscilloscope. 
 
Figure 8: Unfiltered Analog Signal from Pick‐up coil Y 
The above figure shows the amplified signal from pickup coil Y.  This displays the induced voltage in the 
coil, but there is a significant amount of noise on top of the signal. 
 
Figure 9: Filtered Analog Signal from Pick‐up coil Y  
Figure 9 shows what the signal from figure 8 looks like after filtering.  The signal has the same frequency 
and magnitude but now the noise on the signal has been removed.  This clean signal is much easier to 
take consistent measurements on.   
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 Figure 10: Filtered Signal from Pick‐up Coil X 
The above figure shows the amplified and filtered induced voltage from the Z coil.  This coil is oriented 
diagonally in the magnetic field so it has different magnetic field components passing through it than 
the Y coil.  Since the center wire was the only one carrying current this coil has the smallest voltage 
induced on it. 
 
Figure 11: Filtered Signal from Pick‐up Coil Z 
This figure shows the final coil’s induced voltage.  The vertical pick‐up coil Z will have the strongest 
magnetic field passing through it so it has a slightly larger induced voltage than the other two coils.  
These figures have shown that each pick‐up coil measured different components of the magnetic field.  
It is these different components that allow the non‐invasive power detector to work. 
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Analog Summary  
The three analog circuits work as expected and eliminate almost all noise from the signal.  There 
is, however, still a low frequency wave oscillation being caused by noise in the testing room.  This 
oscillation is too small to present a serious problem to the operation of the device and will be ignored.  
The three analog circuits were put together on solder boards to prevent parts from getting loose for the 
remainder of the project and once soldered they were retested to make sure they still worked correctly.  
 
Figure 12: Amplifier and Filter Circuit 
Algorithm 
Introduction to the Algorithm and its Purpose 
The part of the project that allows the device to determine the desired current and phase 
information is a mathematical algorithm.  This algorithm needed to be able to take the data obtained 
from the coils and process it in order to determine the data desired.  The writing of this algorithm was a 
long process involving many steps and different attempts.  When completed this algorithm was 
programmed into the computer, so that the computer could solve for the three currents and phases of 
the three phase system.   
 
 
Bailey and Goldberg  Page 13 
 
Part 1 Induced Voltage Wire Current Relationship 
 
To begin writing the algorithm the designs from the coils were used to determine the relationship 
between the voltage in the coils and the current in the three‐phase system.  To find the governing 
equation of each coil the equation for induced voltage in a coil is observed:  
                    (1.1) 
 The values of N and A are controlled by the coil design, and μ is a constant so it is only necessary to 
determine H.  This is done by using the equation for magnetic fields: 
                      (1.2) 
Substitute Eq 1.2 into Eq 1.1: 
                    (1.3) 
Then set a constant K so that it will become easier to use in the rest of the calculations. 
 
                      (1.4) 
These four equations are used when determining the induced voltages in the three coils.  To begin, coil X 
is viewed.  This coil will have a voltage induced in it by the portion of the H fields that passes through 
along the x axis.  These portions combine to form another field that will be called Hx.  The equation will 
be as follows; 
   (1.5)   
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The same is repeated for the other two coils to find Hy for the horizontal coil, and Hz for the coil at a 45 
degree angle. 
    (1.6) 
 
        (1.7) 
 
The equations 1.5, 1.6, 1.7 represent the fields ‘felt’ by each coil, using these in place of H in Eq 1.4 it is 
possible to find the coil voltages as a function of the current and phase in each of the wires. 
 
            (1.8) 
 
               (1.9) 
 
        (1.10) 
 
The values vx represents the voltage from the coil in line with the center wire.  Voltage vy is from the 
coil perpendicular to coil x, and vz the voltage from the diagonal coil.  The equations are then simplified 
by setting constant values for all of the known values. 
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                   (1.11) 
 
                      (1.12) 
                    (1.13) 
                  (1.14) 
                    (1.15) 
                  (1.16) 
 
This simplifies the equations to: 
 
     (1.17) 
 
            (1.18) 
 
     (1.19) 
 
With these three equations the relationship of the currents and phases in the three‐phase system to the 
voltage they induce in the three sensor coils is known.  These are the main equations used in 
determining the values of the currents and phases while using only the induced voltages. 
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Part 2 Manipulations of Induced Voltages 
 
The three coils provide three induced voltages to the processor.  These voltages will be the main 
equations in the algorithm.  Taking the equations from above and it is observed that there are six 
unknowns that need to be solved for.  The unknowns will be I1, I2, I3, theta1, theta2, and theta3 which 
each represent either the current or phase in their respective wire.  To solve for six unknowns it is 
necessary to turn the three induced voltage equations into six equations.  Using the trigonometric 
identities: 
 
It is possible to manipulate the three equations into six. 
 
     (1.17) 
 
            (1.18) 
 
     (1.19) 
 
Each voltage is set equal to its peak voltage multiplied by its sine function then using the above 
trigonometric manipulation on it. 
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The same thing is repeated for the other side of the voltage equations. 
 
 
 
 
Setting the two values for each induced voltage equal to each other it is then possible to break the 
equations into two parts, the sine and the cosine.  All three induced voltages have a sine and cosine part 
so there are 6 new equations. 
 
     (2.1) 
 
      (2.2) 
 
          (2.3) 
 
           (2.4) 
 
     (2.5) 
 
     (2.6) 
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   With six equations and six unknowns it is now possible to solve these equations and find the 
unknowns.  The voltage peak values of Vx, Vy, and Vz will be measured by the processor, as will the 
phase’s betax, betay, and betaz.  The values of A,B,C,E,F,G, and all the K’s will be known so it is possible 
to solve for the other values using these constants.   
 
Part 3 Solving for Current and Phase Values 
  When attempting to solve these equations it was quickly realized that it would be quite difficult 
to solve them by hand, therefore MATLAB was used to solve them.  When attempting to use MATLAB 
there was a problem.  MATLAB would attempt to solve the equations, but could arrive at no explicit 
solution.  This problem has something to do with the way MATLAB is not able to distinguish between 
tangents in the first and third quadrant.  The remedy to this problem was to assign a symbolic value to 
the groups of unknowns so that MATLAB could solve it, and then solve the rest by hand.   
  First the following symbolic values were assigned: 
 
                    (3.1) 
                    (3.2) 
                    (3.3) 
                    (3.4) 
                    (3.5) 
                    (3.6) 
 
Then substitute the symbolic values for the others in the equations. 
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MATLAB can then solve the simplified equations for the symbolic values using the following set of 
commands. 
 
>> syms A B C  K1 K2 K3 K4 K5 K6 X Y Z X2 Y2 Z2 E F G 
>> F1 = '(‐K1*X2) ‐ (K2*Y2) ‐ (K1*Z2) = A'; 
>> F2 = '(K1*X) + (K2*Y) + (K1*Z) = B'; 
>> F3 = '(‐K3*X2) + (K3*Z2) = C'; 
>> F4 = '(K3*X) ‐ (K3*Z) = E'; 
>> F5 = '(‐K4*X2) ‐ (K5*Y2) ‐ (K6*Z2) = F'; 
>> F6 = '(K4*X) + (K5*Y) + (K6*Z) = G'; 
>> [X,Y,Z,X2,Y2,Z2]=solve(F1,F2,F3,F6,F4,F5) 
The solution to these commands will be: 
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          (3.7) 
          (3.8) 
       (3.9) 
        (3.10) 
         (3.11) 
          (3.12) 
 
All the values on the right side of the equation are constants so it is possible to calculate a numeric value 
for X, X’, Y, Y’, Z, and Z’.  This makes it possible to easily solve the rest of algorithm by hand.   
 
The first step is to divide each sine function by its respective cosine function to eliminate the unknown 
current peak. 
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                     (3.13) 
                   (3.14) 
                    (3.15) 
 
With the phases now known it is simple to solve for the current peak values. 
 
                    (3.16) 
                    (3.17) 
                    (3.18) 
Part 4 The Algorithm 
The algorithm that will process the induced voltages will consist of the following measured values 
The phase angle in the x coil =     
The phase angle in the y coil  =   
The phase angle in the z coil  =    
The peak voltage in the x coil =       
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The peak voltage in the y coil  =   
The peak voltage in the z coil  =   
 
The algorithm will also use the following values entered by the user: 
 
 =Distance between wires 
 =Height of center wire over coil 
The following values are constants determined by the sensor coil design: 
 
 =Number of turns in coil 
=Area of coil 
=  permeability of air  
= the frequency of the current in rad/sec 
= 3.14159 
 
With these values set it is possible to sequence the equations to create the algorithm. 
 
                    (1.11) 
                      (1.12) 
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                    (1.13) 
                  (1.14) 
                   (1.15) 
                  (1.16) 
 
                    (2.1) 
                    (2.2) 
                    (2.3) 
                    (2.4) 
                    (2.5) 
                    (2.6) 
 
          (3.7) 
 
            (3.8) 
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         (3.9) 
 
        (3.10) 
  
         (3.11) 
  
          (3.12) 
 
Then solve for the unknown values that which the measuring device will find. 
 
                   (3.13) 
                    (3.14) 
                    (3.15) 
 
                    (3.16) 
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                    (3.17) 
                   (3.18) 
 
Summary of Algorithm 
The process of writing the algorithm was difficult and there were many problems encountered 
along the way.  Most of problems were the result of human error and often when found could be easily 
corrected.  The biggest challenge was determining why MATLAB could not find an explicit solution to the 
system of equations.  This problem caused the algorithm writing portion of the project to take 
unnecessarily long but once a solution was found, the rest of the algorithm was quickly finished.  This 
algorithm was then coded into the computer processor so that it could give the device’s user the desired 
information.   
 
dsPIC Microprocessor 
Introduction 
The dsPIC is a powerful microprocessor that was used in the design of the digital component of 
this MQP.  A highly versatile device, it solved many issues that had to be resolved in order to develop an 
analog to digital converter that could measure key data points and efficiently transfer this to a 
computer.  The dsPIC30F4013 selected to do the job is a high end model that comes in a dip pin package 
with more than enough room for upgrades and tweaking in the future.  This room for upgrade was 
desired should there ever be time to add more on chip analysis of the data provided by the coils.  While 
the dsPIC was relatively simple to use, it did have a steep learning curve that required time to get 
everything working.  Upon completion of setup, the device measures, converts and transmits in one 
small circuit what would otherwise require a large analog circuit. 
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Design   
The overall process that the dsPIC and the computer undergo to transform the induced voltage 
signal provided by the coils into an understandable value displayed for the end user is displayed in the 
following block diagram. 
Take in voltage 
from three coils
Analog to Digital 
Converter using 
PIC and 
Reference Voltage
Send voltages via 
UART via RS232 to 
computer
Computer processes 
voltages and times 
between peaks 
calculates system 
conditions
Displays results via 
GUI
User Sets variables 
for computer 
computation
 
Figure 13: Digital Block Diagram 
The process can be simplified into these simple steps which will be further explained in the following 
sections.   
  The 30F4013 provides a single 12 bit analog to digital converter (ADC) and multiple Universal 
Asynchronous Receiver/Transmitters (UART) which allow for the digitization of the analog signals input 
and its serial transmission.  These analog signals, which are the output of the amplifier filter circuits as 
driven by the coils, are analyzed for their peak voltages and at what times in the cycle these peaks occur.  
A thousand times a second the dsPIC converts all three coils’ induced voltage from an analog value to 
digital.  This is a feat that it is more than capable of handling with its thirty million instructions per 
second (30MIPs) processor.  This conversion is performed by relating the voltage provided by the coil 
against a reference voltage, which in this MQP is +5 volts.  The output is a digital value that is between 0 
for no input or negative voltage and 4095 for an input voltage that is 5V or greater.  Since this 
conversion takes place once a millisecond, how far into the one second measuring period it occurred is 
recorded. If an input voltage is greater than the previous peak voltage that may have occurred in that 
second, it is set as the new peak and the time it occurred recorded.   
  In order to accomplish this conversion process, the dsPIC was set up to take in each analog input 
and convert them one after another in one process.  The analog inputs numbered 3,4,5 (an3, an4, and 
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an5 on the pin out shown below) were selected to take the analog inputs from each coil.  The Vref pin, 
pin 2 on the pin out, was set to 5V via power supply in tests and by voltage regulator in the final circuit.  
The dsPIC also has the beneficial capability of automatically sampling and converting the inputs without 
manual trigger.  Each time a sampling and conversion was completed it would automatically record the 
occurrence of peak values.  This was done to save on timing instructions that would be necessary if 
manual triggering of the conversion process was selected much like what is used in an analog circuit 
chip.  The use of auto sampling also provided an added benefit in that it was tied in to a timer that 
counted every second that went by.  Every second that lapsed the conversions were easily halted to 
send the peak values recorded to the UART, therefore encompassing one AC 60Hz wave from the inputs.  
The elapsing of one second would also reset all the recorded peak values to identify new peak values for 
the next complete sine wave.   
The desire to use a dsPIC device stemmed from the amount of analog circuitry that it could 
replace.  The dsPIC’s integrated analog to digital converter, UARTs, and logic capability is not only 
already set up and ready for use out of the box, it’s supplied in a small package.  All that is required to 
get the chip up and running is providing it a few power sources, a reference voltage for the ADC, and 
code to run it all.  Considering the amount of circuitry that would be required to accomplish these tasks 
on an analog level makes selecting a digital path clearly worthwhile.  An analog circuit version would 
require individual analog to digital converters for each coil wire.  The output result would then be 
required to be fed into logic devices and multiplexers so that the results could be properly loaded into a 
separate UART or serial transmitting device.  From here the signal would possibly need to be amplified 
and inverted for computer reading.  The dsPIC integrates everything from the converter to the UART at a 
cost, monetary, time, and size wise that is less than individually purchasing and designing the circuit as 
separate components.  As can be seen in the following picture of the dsPIC pin out, a large amount of 
potential is packed into a device measuring in at two inches long by half an inch wide. 
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 Figure 14: dsPIC30F4013 Pin Diagram 
  Measuring 
The process of finding the peak voltages for all three inputs and the time they occur is critical for 
the math that will compute the current and phase conditions in any three‐phase wire system.  Since the 
dsPIC can not be relied on to find the peak voltages and compute all the necessary conditions that are 
desired without exceeding its millisecond limit, it is necessary to rely on an external computer to do that 
processing.  At the end of every second period, in which 1000 samples are examined, the peak values 
and times are transmitted from the dsPIC to the computer serially via the UART.  The digital signal 
consisting of each peak value and time is first transmitted in the character language known as ASCII to a 
MAX232 IC device which amplifies and inverts the signal so that it can be read by a computer.  This is 
required because the UART is designed with communication with other UART devices in mind whereas 
the computer serial port has specific voltage limits and inversion requirements that require the use of a 
MAX232 chip.  This requires wiring the MAX232 as TTL input to RS‐232 serial out. If communication from 
the computer back to the dsPIC was required, however, it would only be necessary to invert the 
message received for the dsPIC to properly comprehend the input.  This can be done using the MAX232 
as an RS‐232 input to TTL output, but can easily be accomplished by inverting the message in the code as 
well.   
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 Figure 15: MAX232 Pin Diagram 
  The signal having been inverted and amplified is then output via a serial cable to any PC or 
laptop capable of reading serial messages and running windows based programs.  The serial cable is a 
two wire design because of the simplicity of what is required, leaving the other seven pins of the serial 
device unused.  This presented a problem when the dsPIC was first implemented because in soldering 
the wires the wrong two pins were selected.  Many frustrated days and nights were spent attempting to 
figure out what was wrong with the code such that strange messages were being transmitted rather 
than what was expected.  In reality the issue came down to the tiny dab of solder holding the wire to the 
wrong pins.  Correcting this issue resolved the problem showing that the code written for the dsPIC 
successfully accomplished the task desired. 
 
Figure 16: dsPIC Circuit with MAX232 
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 Figure 17: Serial Cable 
  The output of the functioning dsPIC is a message that can be read into terminal program on the 
serial port that is used.  A terminal program is much like a modern day messenger program.  It can send 
and receive, typically in ASCII, messages from a specified computer port.  The dsPIC transmits every 
second messages which have the following format, AAAA BBBB CCCC DDDD EEEE FFFF GGGG.  The As 
represent the peak voltage of the first wire plugged into analog input 3 on the dsPIC, as a value from 0‐
4095 for a one second period.  B represents the second peak voltage for the wire plugged into AN4.  C 
represents the third peak voltage for the wire plugged into AN5.  D represents the time in milliseconds 
at which A peaks.  E and F represent the time of peaks for B and C respectively.  G should always 
transmit the length of the period in between transmitted messages.  In this scenario it is always 1001 for 
1000 milliseconds given that the timer starts at 1.   
 
Figure 18: dsPIC Data Message 
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  This entire process is completed as a result of the programming on the dsPIC.  The code has 
been simplified and minimized to keep the instruction loop under the limit of one millisecond.  The code 
is designed to initialize the device to be an analog to digital converter, with a timer that counts off 1 
second periods, that calculates peak voltages and times, and transmits this data out.  The programming 
is done in C using a program called MPLab Integrated Development Environment (IDE) designed 
specifically for programming dsPIC devices.  The C is then compiled into a language that can be 
understood by the dsPIC using a program known as a compiler.  The dsPIC requires the use of the MPLab 
C30 compiler available for free from the Microchip.com website.  This code which is generally made into 
a hex file is then flashed to the actual dsPIC using a programming platform.  While many different 
platforms exist, for this MQP the Olimex PIC‐ICD2 development board was used based on its availability 
in the labs.  Consisting of a simple connector, the process is relatively simple to flash a new program to 
the dsPIC, plug the development board into the correct pins on the dsPIC, and compile the latest hex of 
the necessary C code from MPLab and then flash.   
  The code used for this dsPIC is included in the appendix A with proper annotations and 
comments to help others understand what the code is doing.  The use of C allows for the comprehensive 
and simplified coding of the dsPIC.  The code is generally simple enough that using the comments should 
allow for anyone without programming experience to at least follow what the process is.  The use of 
assembly language could further minimize the instruction cycles for the dsPIC at the cost of user 
friendliness. 
Summary   
The dsPIC30F4013 is a resourceful way to simplify circuits, integrating analog to digital 
converters, analysis, and communication devices in one package.  Given a background in digital circuits it 
naturally made sense to use the device.  Through the proper set up, coding, and testing of the 
microprocessor, the analog component of the coils connects to a digital processor capable of making 
sense of the values provided by the induced voltages in the coils.  The digital processor is capable of 
doing this on the fly making it a powerful device.   
Computer Program 
Introduction 
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  The computer is a necessary component of this MQP in that it uses data provided by the dsPIC 
microprocessor to provide a cohesive and comprehendible solution to the aforementioned algorithm in 
 
this report.  It does this by providing a graphical user interface which allows a user to enter installation 
parameters, as well as visually provide real time updates of the status of the currents and phasors in the 
three‐phase system.  The amount of math required to determine the state of the three‐phase system is 
complex and time consuming for a human but takes mere microseconds for a computer based system. 
  This part of the MQP primarily involved the development of a software version of the algorithm.  
The requirement of this was that the computer would take in data sent from the dsPIC microprocessor, 
analyze what data it provided, and then supply the user with a visual reference of the status of the 
three‐phase system being tested.  To create this a programming language that would perform all of the 
required tasks, as well as provide a good graphical interface, was selected. 
Code Design   
  Several programming languages were considered but only a few balanced ease of use and 
quality results well enough to be seriously considered.  Java, C#, and Visual C are a few of the languages 
that provide good graphical interfaces with relatively easy programmability.  Java has great ability with 
graphical interfaces but is largely designed for internet use and therefore didn’t have a good serial 
communication protocol.  C# was similarly designed for internet use but had a much better serial 
protocol, but it was not clear on how to combine these functions with a graphical interface.  Visual C 
was also a decidedly good candidate for programming the computer interface.  It has standard serial 
protocols, a good graphical interface and is the same language that was used to program the dsPIC.  It 
was decided the time needed to learn how to integrate the graphical interface with the processing code 
was more time than was available.   
The decision, therefore, was to go with Visual Basic, an older language that was designed 
around a simple programming language and graphical interfaces.  While a language some would 
consider ugly and convoluted to work with, on the computer side this didn’t matter.  Modern computers 
run at several Gigahertz making the processing time issues that occur with running visual basic 
commands, which take considerably longer than C, a negligible issue.  Another benefit of using Visual 
Basic was that the language has been around long enough that there was plenty of documentation and 
many protocols such as the serial communications have been tweaked and improved.  Minimal 
knowledge of the language is therefore required to comprehend what each line of code does with 
available resources.  This is beneficial, so that in the future if it is necessary to alter the program it is 
easy for a user to learn what the code does and make the necessary adjustments.  The math that 
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analyzes the three parallel wires is easily identifiable within the code and can easily be edited for any 
future configurations.  The code is included in appendix A with comments. 
Using Visual Studio 2005, visual basic’s graphical options are the same as they are for Visual C.  
This provides two benefits.  First, if desired in the future, the graphical interface created for this MQP at 
could easily be used with C code.  Second, the ease of use of visual basic is now tied to an easy to design, 
alter, and update interface.  The interface that was created was designed with the relaying of all 
pertinent information required by an end user as the main consideration.  The aesthetics of the user 
interface were considered of little importance as data referral was the main priority.  The following 
image shows an original interface designed for this project. 
 
Figure 19: Visual Basic Graphical Interface 
  The program runs in a standard Microsoft Windows environment, another benefit of using 
Visual Basic and Visual Studio 2005.  There are no special functions available with the program and 
everything is straightforward and easy to use. This program could one day be run on a dedicated 
machine located at the monitoring site or on a mobile laptop.  The less buried the program options are 
and the more straightforward all the displays are, the easier it is to port the device to a dedicated 
computer or portable device.  The figure above is how the program looks when it is first executed.  As 
soon as the program is initiated, there is some information that needs to be entered by the user.   
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Use of the Graphical User Interface   
To set up the program, the user is first required to insert a value in meters of how far apart each 
wire is.  This value is the length, L.  The user must also provide a value for the height, H, in meters 
representing the distance from above the top of the measuring core to the height the wires are located.  
The user is also required to select which port the serial data cable from the dsPIC is plugged into on the 
computer.  This allows the program to communicate properly with the dsPIC; if the wrong port is 
selected the user will be shown a receiving error.  With these values programmed in, the computer 
program takes care of the rest when the connect button is pressed.  The connect button, when pressed, 
locks in the values for L and H as well as the serial communication port in use.  This is to prevent the 
changing of these values in mid use as these values should not be change while the device is operating.  
When the disconnect button is pressed, the user is again allowed to alter these values as this is a more 
practical time to make changes.   
  When the user presses connect, the computer connects to the dsPIC serially.  It will start 
receiving the messages being transmitted by the dsPIC in the format of AAAA BBBB CCCC DDDD EEEE 
FFFF GGGG.  The group of letters A, B, and C represent the peak voltages of the induced voltages in the 
coils over a one second period.  They are sent in the digital value assigned to them by the analog to 
digital converter on the dsPIC.  For instance, 0 Volts is sent as a 0, 5 Volts or higher is sent as 4095, and 
any voltage in between is sent as a linear value between 0 and 4095.  The group of letters D, E, and F are 
the time in milliseconds within the second period that A, B, and C, respectively peak.  The group of 
letters represented by G is how long the last period was in milliseconds before the dsPIC transmitted the 
message.  This value should always represent 1001 as the message is sent 1000 milliseconds after the 
first loop, 1.  The entire message consisting of all these values separated by a space is placed in the text 
box below the connection buttons.  This is for user recognition.   
The first six groups of values is then split up and individually displayed on the labels below the 
text box.  The group A is shown in In1, B on In2, etcetera.  The G group representing the 1001 is dropped 
as it is unimportant beyond this point.  The separating of the values is done so as to allow the computer 
to perform math on each value individually.  The importance of this is shown as results with the In#V 
labels.  The in#V labels represent the change of the digital values of A, B, and C to their corresponding 
true analog value.  For instance, a digital value of 4095 in In1, will display 5 in In1V.  In1V, In2V, In3V, all 
display the analog value of the comparative value above it.  The splitting of each number from the main 
message into its own component allows for the algorithm to be applied.  Since In4‐6 all displayed an 
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analog value of milliseconds, In4‐6V display the same value as their origins with no math applied.  While 
not necessary, this provides a good visual reference to the user anyways.   
The critical parts of the display are the next six labels.  The left column identifies the phases of 
each wire in the three‐phase system in radians.  The right column corresponds with the current passing 
through each of the three wires.  When the first message with values is received from the dsPIC and 
each part is split into its own component, these components are plugged into the predetermined 
algorithm for finding the phase and currents in each wire.  When each value is found after each second 
period, the labels are all updated.  These are the values that are desired by the user.  They allow for the 
understanding of what is happening in the three‐phase wire system.  In a standard system, the phases 
should all be 120 degrees, or   radians, out of phase with each other.  If one line is more or less than 
this amount it can generally be said there is something wrong with that line.  Current in each line should 
also be similar to the others.  If one is 0 or excessively higher than the others, it will be possible to locate 
a short or a problem in that line.  
Summary 
The use of Visual Basic provides a simple to comprehend coding language and easy to alter 
graphical user interface.  The ability to update the interface and make it look better in the future is a 
benefit that allows it not only to be altered on the computer to be used on Windows CE based dedicated 
portable machines, much like what is currently used in the industry.  The ease of changing the math is 
beneficial for altering the wire lay out for different set ups.  The math is quickly locatable in the 
computer code found in the appendix.  This math of course will have to be calculated out by hand, but 
that process is discussed in an earlier section.  The computer is a critical component in quickly analyzing 
and visually presenting the data provided by the dsPIC and coils. 
  
Testing and Modifications 
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The testing of the physical components of the three‐phase power detector was a critical aspect 
of the MQP project.  It is in this way that every component is proven and tried in real world applications.  
The testing of the combined components provided several recurring problems, each one leading to 
more related issues.  The resolving of one problem was likely to cause two new ones to arise in its place 
and each had its unique requirements and frustrations.  There were positive results from testing, 
however, and with further work, the project will likely work exactly as intended. 
 
  The MQP consisted of two major parts, an analog half and a digital half, of which, each has its 
own sub‐circuits as well.  The analog half was responsible for collecting the induced voltage from the 
magnetic fields in the three‐phase wire system and the digital half is responsible for processing that 
data.  The analog half consisted of both the coil unit, three wires wrapped around the plastic cylindrical 
core, and the amplifier‐filter circuit boards.  The digital half consisted of the dsPIC micro‐processing unit 
and the TTL to RS‐232 MAX232 device, as well as the computer code located on a personal machine.   
  Prior to explaining the testing results, it is useful to explain the testing equipment.  The three‐
phase system being used as a test bed consists of three 12 gauge wires strapped across a wooden stand.  
The wires run parallel about a half meter end to end in a horizontal plane and are separated by six 
centimeters.   
 
Figure 20: Three Phase Wire Layout 
These wires can all be hooked up to large adjustable resistors that are configurable by the user.  The 
resistors are designed to be used in conjunction with the three‐phase power system that was used to 
supply the power through each line.  The power system is a large unit that is capable of supplying 120 
volts in three phases, each separated by 120 degrees, with currents up to 6 amperes.   
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 Figure 21: Three Phase Power Supply 
To begin testing, each unit was individually tested and confirmed to be working.  The coil unit 
works phenomenally well.  Placed six and a half centimeters under the three‐phase system wires, with 
each wire operating at one ampere; it picks up small magnetic fields from the wires which induce a 
voltage through the wire loops.  The clear 60Hz sinusoidal wave seen on an oscilloscope hooked up to 
the coils, though noisy without filtering, show that the coil is picking up the signal output by the wires.  
Moving the coils around in the magnetic fields produced by the strung three‐phase wires alters the 
voltage induced into the coils as dictated by Maxwell’s equations.   
While originally the signals induced into the coil are incredibly small and noisy, the analog circuit 
designed to amplify and clean the signal also worked as desired.  Using an oscilloscope, it was possible 
to see the signals output by the coil after filtering without the high frequency noise they generally pick 
up from the ambient environment.  The signals had also been amplified to a value that is large enough 
to be useable by the dsPIC’s analog to digital converter.  Using both test signals from the function 
generator and actual signals from the coil the circuit was tested and in each case was working as 
expected.  A signal input by the function generator was amplified on each of the three separate circuit 
boards and noise removed.  To test the removal of noise, the function generator was used to adjust the 
frequency and take measurements to insure it was filtering properly.  Frequencies above 200Hz were 
significantly dampened as a result of the low pass filter.  Given that most of the noise recorded in the 
testing environment was noise in the kilohertz range and above, this was tested and worked perfectly 
for the situation.   
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The analog portions of the project were working as expected.  The analog portions were to be 
fed into the digital component of the project for data analysis.  To ensure the digital side was 
functioning as expected it was also tested rigorously.  The digital portion of this project test bed was 
focused around the use of the function generator and the personal computer as the three‐phase system 
was not necessary to test the dsPIC and computer code.   
The major component of the digital side of the project was the dsPIC which was going to be 
used to take in the three separate analog signals and translate them into three separate digital values.  
These values would then be translated into an ASCII message by the dsPIC and transmitted via the 
onboard UART to be processed by a computer.  To effectively test the dsPIC and ensure this process was 
properly being undertaken, it was easiest to essentially complete the whole digital circuit and see if that 
worked.  Therefore, the UART was connected to the MAX232 device which amplifies and inverts the 
message output by the dsPIC so that it could be read by the computer.  On the computer, the message 
should be seen in a terminal program that reads from the serial port if everything was working properly. 
When the dsPIC was engaged and the messages it sent to the computer made sense, it was clear 
that the basic functions of the microprocessor were working.  It is easy to tell when the UART is failing 
because the message is a jumble of characters and numbers that doesn’t make sense.  This occurred 
often in the start of testing the dsPIC when the device was first programmed.  Configuring the timing of 
the device in conjunction with the analog to digital converter resolved this issue.   
The timing issues regarding the analog to digital processing and message transmitting were the 
main digital components that needed to be tested.  The entire process needed to be completed and 
properly sent out every second.  When the messages transmitted by the dsPIC were received by the 
computer, it would be possible to tell if the timing was off because messages wouldn’t properly be sent 
out on the second.  Testing verified that messages were being sent out on time.  The next thing that 
needed to be tested was the analog‐to‐digital converters and the code on the dsPIC that pulls the 
maximum values.  
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Testing of the analog to digital converters on the dsPIC was done through the use of function 
generators and power supplies.  The converters would translate the inputs to 0‐4095 in relation to 0 
volts to 5 volts and these values would be output to the computer in the message.  When the power 
supplies were connected this proper translation of the voltage in from analog to digital was confirmed.  
To verify the code was properly pulling peak values, function generators were used.  Setting the function 
 
generators to peak at a 60Hz frequency properly showed that the dsPIC consistently pulled the proper 
peak value and the corresponding time value.  The fact that these values were proper and correctly sent 
to the computer showed the dsPIC to be functioning phenomenally.   
The second portion of the digital testing phase was the testing of the computer code.  The 
computer code was essentially a Graphical User Interface, or GUI, that processed the data in to a visual 
display a user could quickly comprehend in seconds.  Testing of the computer code was done by stress 
testing, the actual use of the software, and by internal programming checks.  Overall the software was 
intended as a way to reduce the work load on the end user and should function as such. 
Stress testing was done by attempting to make the software fail.  The selection of options that 
don’t make sense and the attempt to change configurations mid use often caused issues at first.  The 
locking of configuration settings and the control of the serial port data when in use resolved many of the 
issues that early testing had shown.  For the average computer user, it seems unlikely they will be able 
to cause a crashing problem with the code.  This was confirmed by the actual use of the software.  When 
the software was used to process the data coming in from the dsPIC, it performed as expected.  It read 
the message transmitted by the microprocessor and it computed the math in under a second.  The 
values it received, though didn’t make much sense in many of the tests, a factor which will be talked 
about further in a later section, were properly computed by the math coded into the software.  There 
was never an issue with crashing.   
The lack of crashes is to be expected because Visual Studio 2005, the program used to program 
the GUI has a built in self check.  It attempts to locate areas of code that are flawed and will inform the 
programmer that these areas need to be fixed.  It also provides does a compile check; if there are any 
errors and warnings during compiling, the compiler will inform the programmer of the location.  These 
issues were all resolved and the final compilation has zero warnings and errors.   
The analog half and the digital half were both tested and shown to be functioning by 
themselves.  This was a critical step to reach prior to the combination of the two halves into one whole 
component.  It was the combination of the two halves that gave rise to this project’s series of problems.  
Anything that could go wrong, and make no sense to the many who attempted to resolve the issues, did 
go wrong.   
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Theoretically the combination of the analog and digital halves should have been as easy as 
unplugging the function generators connected to the dsPIC analog to digital converters and plugging in 
 
the analog circuits.  Unfortunately, this did not prove to be the case.  While the analog half did output a 
signal to the dsPIC which processed the information given to it and passed it on to the computer, the 
signal wasn’t what was expected.  The signal transmitted from the analog circuit to the dsPIC was being 
pulled to ground.  The signal going into the last filter on the analog circuit was proper; the signal coming 
out was grounded.  This made very little sense because the signal was there when the analog device was 
unplugged from the dsPIC.  Yet it was unlikely that this could be caused by the dsPIC because a function 
generator which is of little difference electrically than the analog signal had worked.   
To attempt to resolve this issue, devices that should isolate the signal from the analog circuit 
from the digital circuit were used.  First, a buffer was built from an op‐amp with a gain of one and was 
placed in between the analog circuit and the digital circuit.  This should have increased the current being 
outputted by the analog circuit if something was wrong with the output of the filter.  While this helped, 
the signal was still pulled almost to ground when it was connected to the dsPIC.  There was also the 
addition of unwanted noise that would likely skew the measurements taken by the dsPIC.  The op‐amp 
used should have been more than enough to isolate the signal and provide any necessary current boost 
needed for the dsPIC; however, it was still falling short.  The next device tried was an opto‐isolator 4N‐
25.  An opto‐isolator works by completely separating the original source signal from the analog half from 
the source that is input to the dsPIC.  The separation is done through the use of an internal LED and 
receiver with a transistor.  The source input into the dsPIC is powered by the transistor on its own power 
supply.  Any current issue should have been resolved through the use of an opto‐isolator whose 
specifications were more than enough for the dsPIC to operate.  Unfortunately, the opto‐isolator was 
incredibly noisy and the signal was reduced.   
It seemed that the problem of communicating from the analog half to the digital half had a 
problem that should have been clear.  The attempt to resolve every problem, however, caused one or 
more issues that made the solution unusable.  For instance, the isolation of the source signal from the 
output added unwanted noise and grounding issues that may have been timing problems or something 
that could have been easily resolved if the group had more experience in this field.  Before this issue 
could be solved, another issue that also added more noise to the project where it was crucial to remove 
it arose.   
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The special programmer used to code the dsPIC microprocessor, used by a few MQP groups 
failed.  In order for the dsPICs to properly function now, they need to be programmed with the 
programmer but cannot be unplugged from the programmer.  The removal of the programmer from the 
 
circuit halts the functioning of the code.  While an incredibly aggravating problem in its own right, the 
inability to remove the programmer seemed to add noise to the MAX232 device being used.  This was 
probably the result of the many capacitors on the programming board.  Unfortunately the noise of the 
MAX232 pushed its way through the rest of the circuits connected to it making any attempt to quench 
noise harder.  Another programmer could be ordered, but it would require departmental permission, 
and it seems costs and time considerations are not as permitting as they may have once been.   
The rise of problems forced the remainder of the project time to focus less on the attempt to 
get the parts working together and more on being able to prove that the components should work 
together.  Further testing reveals that the analog and digital halves both work up to specifications and 
theoretically should work in conjunction with each other.  This is an important revelation because the 
two halves are the majority of the physical part of the project with the connection between the two 
being a secondary follow up objective.  It would be rewarding to be able to show a completed project, 
but given the obstacles, it seems more likely that the project should be focused on making what does 
work, presentable and rounding out the work.  Given any extra time, the work completed in this project 
should be able to be quickly integrated into any future project as a functioning whole.   
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Conclusions 
  This project began with the desire to create what seemed like a simple device to measure the 
three current phasors in a three‐phase system.  The process started well with the designing and building 
of the sensor coils.  There were a few small lessons to be learned in this portion of the project and there 
were soon three functioning sensor coils to be used in testing and the final device. 
  The creation of a finalized coil design was but a part of the measuring device that would be used 
to understand the conditions in a three‐phase system.  As was found in earlier testing, the coils 
remained highly susceptible to noise given not only the small induced signal but also due to the 
surroundings.  Lights, computers, and other modern devices such as cell phones generate large 
quantities of magnetic interference, most often at high frequencies.  When the fluorescent lights in the 
room where testing was being conducted caused large amounts of noise in the 50 kHz region, filtering 
was necessity.   
  Filtering was accomplished through the use of op amps circuits.  An op amp amplifier circuit 
successfully boosted the signal by a factor of 1000 and by virtue of the low pass filter, removed most 
noise in the frequency range above 200Hz.  This allowed for the 60Hz signal induced in the coils to pass 
through clearly, while noise was filtered out.  A clear signal was imperative for the communication from 
the filter to the digital half of the project.  The dsPIC microcontroller needed to accurately decipher what 
voltage was being induced in the coils.  Noise issues that arose after the filter, however, would cause 
problems later in the project. 
  The filter design was originally supposed to be a straight connection from the last op amp to the 
dsPIC.  This would allow all the computations to be performed without a chance of altering the final 
signal out of the filter circuit.  An issue arose where this failed to work properly and the problem was not 
an easily fixable one.  Many man‐hours were lost on attempting to fix a problem that would take more 
money and time to fix than was available.  In an attempt to alleviate the problem, multiple circuit 
designs were attempted to buffer the analog signal into the digital component of the project.  The use of 
op amp buffers, opto‐isolators, and pull up resistors failed to accomplish the task.  Further work on this 
problem and the purchase of a new programmer in the future will likely resolve all remaining issues. 
  The digital components of the project focused around the dsPIC microprocessor.  The 
microprocessor was designed to take in the analog signal from the coil and filters and measure the peak 
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voltage and the time this peak occurred every second period.  This is accomplished through the use of 
analog to digital converters, which convert the analog signal into an equivalent digital value.  These 
values are then transmitted serially via the UART on board the dsPIC to a MAX232 device which converts 
the TTL message of the UART to RS‐232, which is important because it is readable by any PC with a serial 
port.  The digital component properly communicates with the computer as expected, transferring all this 
data every second. 
  The computer aspect of this project is to take the critical values from the dsPIC, regarding peak 
values and times, and convert this into data that is understandable by an end user.  This data is 
displayed graphically and more quickly than humanly possible to calculate.  The values displayed 
represent the current and phase conditions in the three‐phase system.  These conditions are calculated 
by using the critical predetermined algorithm that is programmed into the graphical user interface.  The 
end result is the completion of the measurement procedure. 
  This project came a long way from the beginning from using coils as sensors to gather induced 
voltages to use as a source of making measurements.  The system has been designed and could be 
quickly modified to be used by any microprocessor or personal computer.  This allows for the production 
possibility of such a project as a transportable measuring device for use in real world scenarios.  This real 
world practicality is important for preparing us for real world work beyond the classroom. 
  This MQP provided many challenges that helped us to grow as engineers as we overcame them.  
There were the important lessons on circuit design, noise cancellation, and Maxwell’s equations which 
drove this entire project, which are clearly of use in the real world.  The big lessons, however, were 
more practical.  The ability to comprehend a problem, derive a path to its solution, and attempt to find 
that solution, success or not, is an intense personal lesson that is learned the hard way through projects 
such as this MQP.  With many successes and a few failures, this project proved to be a well rounded 
learning experience, teaching not only electrical and computer engineering but also realistic and 
important lessons.     
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 Appendix A: Code 
dsPIC C code 
 
//Include these packages including ADC, timers, etc 
#include <p30f4013.h> 
#include <adc10.h> 
#include <stdio.h> 
#include <stdlib.h> 
#include <timer.h> 
 
// define timer interval based on processor settings 
#define PLL_VALUE 16.0 
#define CLOCK_TICKS 7372800  
#define FCY (PLL_VALUE*CLOCK_TICKS/4.0) 
#define PRESCALER 256.0 
#define TIME_TO_SET  1 
#define TMR1_PERIOD (unsigned long)(TIME_TO_SET*FCY/PRESCALER) 
 
// setup processor 
_FWDT(WDT_OFF);                 /* Watch dog Timer OFF                               */ 
_FBORPOR(PBOR_OFF & MCLR_EN);   /* Brown Out OFF, MCLR Enabled                       */ 
_FGS(CODE_PROT_OFF);            /* Code Protect OFF  */ 
_FOSC(CSW_FSCM_OFF & FRC_PLL16);  // Set the internal oscillator to full speed 
 
// Create all variables 
char buf[8];  // Create the buffers for the digital value of the ADC peak measures 
char buf2[8]; 
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char buf3[8]; 
char buf4[8]; 
char buf5[8]; 
char buf6[8]; 
char buf7[8]; 
long loops = 0; 
long scoops = 0; 
long time1 = 0; 
long time2 = 0; 
long time3 = 0; 
unsigned int ADResult1 = 0; 
unsigned int ADResult2 = 0; 
unsigned int ADResult3 = 0; 
unsigned int max1 = 0; 
unsigned int max2 = 0; 
unsigned int max3 = 0; 
char *sptr; 
int tick = 0; 
 
// Main program 
int main(void) 
{   
// Init oscillator 
 OSCCON = 0x1000; 
 
 /* Set up I/O Port */ 
 TRISB=0x0000;                   /* Port B output Data as well as serial port */ 
 LATB=0x0000;                    /* Initial Value of 0 */ 
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 /* Set Up UART */ 
 
/* Change U1BRG to suit your clock frequency */ 
U1BRG = 191;  // Baud Rate Generator for UART 
 U1MODE=0x8000; /* Enable, 8data, no parity, 1 stop    */ 
U1STA =0x8400; /* Enable TX                           */ 
  
 
 ADPCFG = 0xFFC7;    // AN3,4,5 analog 
 ADCON3bits.ADCS = 0x3F;  // select the analog conversion clock 
 ADCON3bits.SAMC = 14;     // Auto conversion time = 14 x TAD 
 ADCON2 = 0;               // Clear the A/D Control Register 2; Sets Vr+ to AVdd and Vr- to AVss 
 ADCON2bits.SMPI = 3;  // interrupt after 3 in the buffer 
 ADCON2bits.CSCNA = 1; 
 ADCSSL = 0x38;    // Channels to scan AN3, 4, 5 
 ADCON1bits.ASAM = 1;      // Sampling begins immediately after last conversion completes. SAMP bit is auto-set. 
 ADCON1bits.SSRC = 7;      // Internal counter ends sampling and starts conversion (auto-convert) 
 ADCON1bits.FORM = 0;      // Data format = simple 10-bit integer 
 ADCON1bits.ADSIDL = 1;    // Stop in Idle Mode 
 ADCON1bits.ADON = 1;      // ADC Module is Enabled 
 IPC2bits.ADIP = 4;        //slect A/D interrupt priority 
 IFS0bits.ADIF = 0;        // clear interrupt flag 
 IEC0bits.ADIE = 1;        //enable ADC1 interrupt    
 ADCON1bits.SAMP = 1;      // Sampling begins  
 
T2CON = 0;    /* ensure Timer 2 is in reset state */ 
TMR3 = TMR2 = 0; 
IFS0bits.T3IF = 0; // Ensure timer flag in proper state 
IPC1bits.T3IP = 7; // Set Timer 2/3 priority higher than ADC 
IEC0bits.T3IE = 1;  /* enable Timer 3 interrupt */ 
T2CONbits.T32 = 1;  /* set 32 bit timer 3/2 */ 
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T2CONbits.TCKPS = 0b11; 
 
PR3 = 0x0; 
PR2 = 0x73;  // set timer interrupt time 
T2CONbits.TON = 1;  /* Enable Timer 2/3 */ 
 
 
 
 /* Main Program Loop */ 
 while(1) 
 { 
 
} 
   return 0; 
} 
   
// ADC interrupt 
void __attribute__((__interrupt__)) _ADCInterrupt(void) 
{ 
// Load the values of the coils now converted to digital into a results buffer 
 ADResult1 = ADCBUF0;    
 ADResult2 = ADCBUF1; 
 ADResult3 = ADCBUF2; 
 
// If the new measured peak is greater than the last then replace it 
if (ADResult1 > max1){ 
max1 = ADResult1; 
time1 = loops; 
} 
 
if (ADResult2 > max2){ 
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max2 = ADResult2; 
 
time2 = loops; 
} 
 
if (ADResult3 > max3){ 
max3 = ADResult3; 
time3 = loops; 
} 
         //Clear the A/D Interrupt flag bit or else the CPU will 
        //keep vectoring back to the ISR 
        IFS0bits.ADIF = 0; 
          
} 
 
// Interrupt every second period 
void __attribute__((__interrupt__)) _T3Interrupt( void ) 
{ 
loops++; 
tick++; 
if(tick > 1000){  // If a second has elapsed then transmit the peak values 
Sendit(); 
tick = 0; 
} 
 /* reset Timer 3 interrupt flag */   
IFS0bits.T3IF = 0; 
} 
 
// Code to transmit all the values in the format AAAA BBBB CCCC DDDD EEEE FFFF GGGG 
void Sendit(void){ 
sprintf(buf,"%d",max1); 
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sprintf(buf2,"%d",max2); 
 
sprintf(buf3,"%d",max3); 
sprintf(buf4,"%ld",time1); 
sprintf(buf5,"%ld",time2); 
sprintf(buf6,"%ld",time3); 
sprintf(buf7,"%ld",loops); 
 
scoops = 0; 
loops = 0; 
sptr=buf; 
  while(*sptr !=0) 
  { 
   while(U1STAbits.UTXBF==1); // Wait until TX buf read for new data  
   U1TXREG=*sptr; 
   sptr++; 
} 
 
while(U1STAbits.UTXBF==1); 
U1TXREG = 0x20; 
sptr=buf2; 
  while(*sptr !=0) 
  { 
   while(U1STAbits.UTXBF==1); // Wait until TX buf read for new data  
   U1TXREG=*sptr; 
   sptr++; 
 
} 
 
while(U1STAbits.UTXBF==1); 
U1TXREG = 0x20; 
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sptr=buf3; 
 
  while(*sptr !=0) 
  { 
   while(U1STAbits.UTXBF==1); // Wait until TX buf read for new data  
   U1TXREG=*sptr; 
   sptr++; 
 
} 
 
while(U1STAbits.UTXBF==1); 
U1TXREG = 0x20; 
sptr=buf4; 
  while(*sptr !=0) 
  { 
   while(U1STAbits.UTXBF==1); // Wait until TX buf read for new data  
   U1TXREG=*sptr; 
   sptr++; 
 
} 
 
while(U1STAbits.UTXBF==1); 
U1TXREG = 0x20; 
sptr=buf5; 
  while(*sptr !=0) 
  { 
   while(U1STAbits.UTXBF==1); // Wait until TX buf read for new data  
   U1TXREG=*sptr; 
   sptr++; 
 
} 
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while(U1STAbits.UTXBF==1); 
U1TXREG = 0x20; 
sptr=buf6; 
  while(*sptr !=0) 
  { 
   while(U1STAbits.UTXBF==1); // Wait until TX buf read for new data  
   U1TXREG=*sptr; 
   sptr++; 
} 
while(U1STAbits.UTXBF==1); 
U1TXREG = 0x20; 
sptr=buf7; 
  while(*sptr !=0) 
  { 
   while(U1STAbits.UTXBF==1); // Wait until TX buf read for new data  
   U1TXREG=*sptr; 
   sptr++; 
} 
while(U1STAbits.UTXBF==1); 
U1TXREG = 0x0D; 
while(U1STAbits.UTXBF==1); 
U1TXREG = 0x0A; 
max1 = max2 = max3 = time1 = time2 = time3 = loops = tick = 0; 
loops = 0; 
} 
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PC Visual Basic Code 
 
Public Class Form1 
‘ Declare all variables and constants 
    Dim WithEvents serialPort As New IO.Ports.SerialPort 
    Dim inpt, inpt2, inpt3, inpt4, inpt5, inpt6 As String 
    Dim in1, in2, in3, in4, in5, in6, in7 As Integer 
    Dim dist, alpha 
    Dim k, k1, k2, k3, k4, k5, k6 
    Dim x, y, z, xp, yp, zp 
    Dim a, b, c, d, M, f, g, q, bx, by, bz 
    Dim phase1, phase2, phase3, I1, I2, I3 
    Dim tmsg As String 
    Dim length, comnum As Integer 
    Dim i 
    Dim position As Integer 
    Dim initposition As Integer 
    Dim SCOMdat As String 
    Dim now 
    Dim later 
    Const pi = 3.14159 
 
 
 
    Private Sub Form1_Load( _ 
           ByVal sender As System.Object, _ 
           ByVal e As System.EventArgs) _ 
           Handles MyBase.Load 
‘ Initialize the main form and message pointer location disable ability to 
disconnect 
        position = 0 
        initposition = 0 
        q = 0 
        Disconnect.Enabled = False 
    End Sub 
 
 
 
    Private Sub Connect_Click(ByVal sender As System.Object, ByVal e As 
System.EventArgs) Handles Connect.Click 
        Ltxt.ReadOnly = True    ' When connected user cant change L and H 
values 
        Htxt.ReadOnly = True 
        '  k = 1 ' Uo * N * A / (2pi) 
        k = 10 ^ (-8) 
        alpha = Math.Atan(Val(Ltxt.Text) / Val(Htxt.Text)) 
 
        dist = (Val(Ltxt.Text) ^ 2) + (Val(Htxt.Text) ^ 2) 
        dist = dist ^ (1 / 2) 
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        ' k values are constants used to calculate further eqns based on L 
and H 
        k1 = ((k * 377 * Val(Htxt.Text)) / dist ^ 2) 
        k2 = ((k * 377) / dist) 
        k3 = k1 
        k4 = (((k * 377) / dist) * Math.Cos((pi / 4) - alpha)) 
        k5 = (((k * 377) / dist) * Math.Cos((pi / 4))) 
        k6 = (((k * 377) / dist) * Math.Cos((pi / 4) + alpha)) 
 
        
        ' open serial port code 
        If serialPort.IsOpen Then 
            serialPort.Close() 
        End If 
        If ComboBox1.Text = "COM Port Number" Then ' if user doesnt select a 
port 
            comnum = 1                              ' use port 1 
        Else 
            comnum = Val(ComboBox1.Text)            ' if user picks use that 
port 
        End If 
        Try 
            With serialPort 
                ‘ Initialize Serial Port 
    .PortName = My.Computer.Ports.SerialPortNames(comnum) 
                .BaudRate = 9600 
                .Parity = IO.Ports.Parity.None 
                .DataBits = 8 
                .StopBits = IO.Ports.StopBits.One 
                ' .Encoding = System.Text.Encoding.Unicode 
            End With 
            serialPort.Open() 
 
            '     lblMessage.Text = My.Computer.Ports.SerialPortNames(1) & " 
connected." 
            Connect.Enabled = False     ' cant click connect button twice 
            Disconnect.Enabled = True 
        Catch ex As Exception 
            MsgBox(ex.ToString) 
        End Try 
    End Sub 
    Private Sub PrintDocument1_PrintPage(ByVal sender As System.Object, ByVal 
e As System.Drawing.Printing.PrintPageEventArgs) Handles 
PrintDocument1.PrintPage 
 
    End Sub 
 
 
    Private Sub Disconnect_Click(ByVal sender As System.Object, ByVal e As 
System.EventArgs) Handles Disconnect.Click 
        Try 
            serialPort.Close()  ' Close the port 
            '     lblMessage.Text = serialPort.PortName & " disconnected." 
            Connect.Enabled = True 
            Disconnect.Enabled = False 
Bailey and Goldberg  Page 55 
        Catch ex As Exception 
            MsgBox(ex.ToString) 
 
        End Try 
        ' let user reset values for l and h 
        Ltxt.ReadOnly = False 
        Htxt.ReadOnly = False 
    End Sub 
 
    Private Sub DataReceived( _ 
   ByVal sender As Object, _ 
   ByVal e As System.IO.Ports.SerialDataReceivedEventArgs) _ 
   Handles serialPort.DataReceived 
 
        txtDataReceived.Invoke(New _ 
                       myDelegate(AddressOf updateTextBox), _ 
                       New Object() {}) 
    End Sub 
 
    Public Delegate Sub myDelegate() 
    Public Sub updateTextBox() 
        With txtDataReceived 
            .Font = New Font("Courier", 8.0!, FontStyle.Bold) 
            '  .SelectionColor = Color.Red 
            ' pull in all the serial data from the pic 
            inpt = serialPort.ReadExisting 
            System.Threading.Thread.Sleep(15) 
            inpt2 = serialPort.ReadExisting 
            System.Threading.Thread.Sleep(15) 
            inpt3 = serialPort.ReadExisting 
            System.Threading.Thread.Sleep(15) 
            inpt4 = serialPort.ReadExisting 
            System.Threading.Thread.Sleep(15) 
            inpt5 = serialPort.ReadExisting 
            System.Threading.Thread.Sleep(15) 
            tmsg = inpt & inpt2 & inpt3 & inpt4 & inpt5 
            'MsgBox(tmsg) 
 
            'MsgBox(inpt) 
            'MsgBox(inpt2) 
            'MsgBox(inpt3) 
            'MsgBox(inpt4) 
            'MsgBox(inpt5) 
 
            'There are 6 spaces to account for 
            ' find each space and pull the numbers out from between them 
            For i = 1 To 6 
 
                initposition = position 
                If initposition = 0 Then 
                    position = InStr(1, tmsg, " ") 
                Else 
                    position = InStr(initposition + 1, tmsg, " ") 
                End If 
                length = position - initposition 
                'position = position - 1 
                If initposition = 0 Then 
                    SCOMdat = Mid$(tmsg, 1, position - 1) 
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                Else 
                    '   SCOMdat = Mid$(tmsg, initposition + 1, position - 1) 
 
                    SCOMdat = Mid$(tmsg, initposition + 1, length - 1) 
                End If 
                'MsgBox(SCOMdat) 
                '     .AppendText(tmsg) 
                '      .ScrollToCaret() 
                If i = 1 Then in1 = Val(SCOMdat) 'Vx peak 
                If i = 2 Then in2 = Val(SCOMdat) 'Vy peak 
                If i = 3 Then in3 = Val(SCOMdat) 'Vz peak 
                If i = 4 Then in4 = Val(SCOMdat) 'Vx peak time (ms) 
                If i = 5 Then in5 = Val(SCOMdat) 'Vy peak time (ms) 
                If i = 6 Then in6 = Val(SCOMdat) 'Vz peak time (ms) 
                SCOMdat = "" 
 
            Next 
            'If q = 0 Then 
            'bx = in4 
            ' q = 1 
            ' End If 
 
            ' bx is reference voltage 
            ' by is radian difference from peak vx to peak vy 
            ' bz is radian difference from peak vx to peak vz 
            bx = 0 
            If in4 > in5 Then 
                by = ((1000 - in4) + in5) * 0.377 
            Else 
                by = (in5 - in4) * 0.377 
            End If 
 
            If in4 > in6 Then 
                bz = ((1000 - in4) + in6) * 0.377 
            Else 
                bz = (in6 - in4) * 0.377 
            End If 
 
 
 
            Label1.Text = in1 
            Label2.Text = in2 
            Label3.Text = in3 
            Label4.Text = in4 
            Label5.Text = in5 
            Label6.Text = in6 
            Label7.Text = in1 * 0.001221 
            Label8.Text = in2 * 0.001221 
            Label9.Text = in3 * 0.001221 
            Label10.Text = bx 
            Label11.Text = by 
            Label12.Text = bz 
            initposition = 0 
            position = 0 
        End With 
 
        ' formulas for A,B,C,E,F,G … E = M as E is an unusable variable 
        '  a = b = c = M = f = g = 1 
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        a = in1 * Math.Cos(bx) 
        b = in1 * Math.Sin(bx) 
 
        c = in2 * Math.Cos(by) 
        M = in2 * Math.Sin(by) 
        f = in3 * Math.Cos(bz) 
        g = in3 * Math.Sin(bz) 
 
 
        ' Calculate X,Y,Z,X',Y',Z' 
        x = (-k2 * k3 * g + k5 * M * k1 + k3 * k5 * b - M * k2 * k6) / k3 / 
(2 * k1 * k5 - k2 * k4 - k2 * k6) 
        y = -(-k2 * k3 * f - k2 * k6 * c + k3 * k5 * a + k1 * c * k5) / k3 / 
(2 * k1 * k5 - k2 * k4 - k2 * k6) 
        z = -(-2 * k1 * k3 * g + k1 * k4 * M + b * k3 * k4 + b * k3 * k6 - M 
* k1 * k6) / k3 / (2 * k1 * k5 - k2 * k4 - k2 * k6) 
        xp = (k4 * k3 * a - 2 * k3 * k1 * f - k1 * k6 * c + k6 * k3 * a + k4 
* k1 * c) / k3 / (2 * k1 * k5 - k2 * k4 - k2 * k6) 
        yp = -(k2 * k3 * g + k5 * M * k1 - k2 * k4 * M - k3 * k5 * b) / k3 / 
(2 * k1 * k5 - k2 * k4 - k2 * k6) 
        zp = -(-k2 * k3 * f + k3 * k5 * a - k1 * c * k5 + c * k2 * k4) / k3 / 
(2 * k1 * k5 - k2 * k4 - k2 * k6) 
 
        ' Calculate phase angles 
        phase1 = Math.Atan(xp / x) 
        phase2 = Math.Atan(yp / y) 
        phase3 = Math.Atan(zp / z) 
 
        ' Calculate peak currents 
        I1 = (x / Math.Cos(phase1)) 
        I2 = (y / Math.Cos(phase2)) 
        I3 = (z / Math.Cos(phase3)) 
 
        ph1.Text = phase1 
        ph2.Text = phase2 
        ph3.Text = phase3 
        ip1.Text = I1 
        ip2.Text = I2 
        ip3.Text = I3 
 
 
    End Sub 
 
 
End Class 
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Appendix B:  Data Sheets 
 
4N25 – Opto‐Isolator ‐ http://www.vishay.com/docs/83725/4n25.pdf 
dsPIC30F4013 – Microprocessor ‐ 
http://www.microchip.com/stellent/idcplg?IdcService=SS_GET_PAGE&nodeId=1335&dDocName=en010
345
LM741 – Operational Amplifier ‐ http://www.national.com/mpf/LM/LM741.html
Olimex PIC‐ICD2 PIC MICROCONTROLLER IN‐CIRCUIT DEBUGGER AND PROGRAMMER, 
http://www.olimex.com/dev/index.html
 
SP232 – MAX232 Equivalent Enhanced RS‐232 Line Drivers/Receivers 
http://www.datasheet4u.com/html/S/P/2/SP232A_SipexCorporation.pdf.html
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