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01: var http = require('http'); 
02: http.createServer(function (request, response) { 
03:   response.writeHead(200, {'Content-Type': 'text/plain'}); 
04:   response.write("Starting...\n"); 
05:   var dataWriter = setInterval(function () { 
06:     response.write("data\n"); 
07:   }, 500); 
08:   setTimeout(function () { 
09:     clearInterval(dataWriter); 
10:     response.end("Done!"); 









01: var cluster = require('cluster'); 
02: var http = require('http'); 
03: var numCPUs = require('os').cpus().length; 
04: if (cluster.isMaster) { 
05:   console.log('Maestro'); 
06:   // Fork workers. 
07:   for (var i = 0; i < numCPUs; i++) { 
08:     console.log('Creando el hijo: '+i); 
09:     cluster.fork(); 
10:   } 
11:   cluster.on('death', function(worker) { 
12:     console.log('worker ' + worker.pid + ' died'); 
13:   }); 
14: }  
15: else { 
16:   // Worker processes have a http server. 
17:   http.Server(function(req, res) { 
18:     console.log('Http Server'); 
19:     res.writeHead(200); 
20:     res.end("hello world\n"); 











01: var http = require('http');   
02: http.createServer(function (req, res) { 
03:   res.writeHead(200, {'Content-Type': 'text/plain'}); 
04:   res.end('Hello World\n'); 
05: }).listen(1337, '127.0.0.1'); 
06: console.log('Server running at http://127.0.0.1:1337/');
node
01: var net = require('net'); 
02: var server = net.createServer(function (socket) { 
03:   socket.write('Echo server\r\n'); 





01: var fs = require('fs'); 
02: fs.readFile('/etc/no.such.file',function(err,data){ 
03:   if(err) throw err; 
04:   console.log(data.toString()); 
05: });
 
01: var net = require('net'); 
02: var server = net.createServer(function(c){ 
03:   c.write('hello world\r\n'); 
04:   c.pipe(c); 
05: }); 
06: server.listen(8000,function(){ 









 var zmq=require('zmq'):  
 var req=zmq.socket('req'):  
 requester.connect("tcp://IP:Puerto"):  
 responder.bind('tcp://IP:Puerto, function(err){}): 
 
 requester.send(msg):  
 requester.on("message", function(reply){}): 
 









02: var zmq = require('zmq'); 
03: //VARIABLES 
04: var requester = zmq.socket('req'); 
05: var i = 0; 
06: //Comprobacion de parametros 
07: if( process.argv.length < 5 ) { 
08:  console.log("Parametros incorrectos"); 
09:  console.log("Modo de ejecucion: node hwclient.js IP_SERVIDOR 
                    PUERTO_SERVIDOR NUM_PETICIONES TXT_PETICION"); 
10:  process.exit(1); 
11: }  
12: //Captura de parametros 
13: var ipServer = process.argv[2]; 
14: var puertoServer = process.argv[3]; 
15: var numPeticiones = process.argv[4]; 
16: var msg = process.argv[5]; 
17:  
18: //Socket para la comunicacion 
19: console.log("Conectando al server..."); 
20: requester.connect("tcp://" + ipServer + ":" + puertoServer); 
21: //Envio de peticiones 
22: for (var i = 0; i < numPeticiones; i++) { 
23:  console.log("Enviando peticion", i, '...'); 





28: requester.on("message", function(reply) { 
29: console.log("Reply recibido", i, ": [", reply.toString(),"]"); 
30: i += 1; 
31: if (i == numPeticiones) { 
32:  console.log("Desconecto"); 
33:  requester.close(); 
34:  process.exit(0); 
35: } 
36: }); 
37: process.on('SIGINT', function() { 




var ipServer = process.argv[2]; 
var puertoServer = process.argv[3]; 
var numPeticiones = process.argv[4]; 
var msg = process.argv[5]; 
 
 
if( process.argv.length < 5 ) { 
  console.log("Parametros incorrectos"); 
  console.log("Modo de ejecucion: node hwclient.js  
              IP_SERVIDOR PUERTO_SERVIDOR NUM_PETICIONES TXT_PETICION"); 
  process.exit(1); 
}
01: //REQUIRES 
02: var zmq = require('zmq'); 
03: //VARIABLES 
04: var responder = zmq.socket('rep'); 
05: //Comprobacion de parametros 
06: if( process.argv.length < 4 ) { 
07: console.log("Parametros incorrectos"); 
08: console.log("Modo de ejecucion: node hwserver.js PUERTO_SERVIDOR 
                    NUM_SEGUNDOS TXT_RESPUESTA"); 
09: process.exit(1); 
10: }  
11: //Captura de parametros 
12: var port = process.argv[2]; 
13: var segundos = process.argv[3]; 
14: var msg = process.argv[4]; 
15:  
16: //LISTENERS 
17: responder.on('message', function(request) { 
18:  console.log("Peticion recibida: [", request.toString(), "]"); 
19: // do some 'work' 
20: setTimeout(function() { 
21:  // send reply back to client. 
22:  responder.send("Petición cliente: " + request.toString()  
                              + " Respuesta servidor: " + msg); 
23: }, segundos*1000); 
24: }); 
25: 
26: responder.bind('tcp://*:' + port, function(err) { 
27:  if (err) console.log(err);  
28:  else console.log("Escuchando en el puerto "+port+"..."); 
29: }); 
30:  
31: process.on('SIGINT', function() {  
32:  responder.close(); 
33: }); 
 
responder.bind('tcp://*:' + port, function(err) { 
  if (err) console.log(err);  





02: var zmq = require('zmq'); 
03: //VARIABLES 
04: var pull = zmq.socket('pull'); 
05: var i = 0; 
06:  
07: if( process.argv.length < 3 ) { 
08:  console.log("Parametros incorrectos"); 
09:  console.log("Modo de ejecucion: node pullpushclient.js  
                    IP_SERVIDOR PUERTO_SERVIDOR "); 
10:  process.exit(1); 
11: }  
12:  
13: var ipServer = process.argv[2]; 
14: var puertoServer = process.argv[3] 
15:  
16: console.log("Conectando al server..."); 
17: pull.connect("tcp://" + ipServer + ":" + puertoServer); 
18:  
19: //LISTENERS 
20: pull.on("message", function(msg) { 
21:  console.log("Mensaje recibido: [", msg.toString(), "]"); 
22: }); 
23:  
24: process.on('SIGINT', function() { 
25:  requester.close(); 
26: }); 
01: //REQUIRES 
02: var zmq = require('zmq'); 
03: //VARIABLES 
04: var push = zmq.socket('push'); 
05:  
06: if( process.argv.length < 4 ) { 
07:  console.log("Parametros incorrectos"); 
08:  console.log("Modo de ejecucion: node pullpushserver.js  
                    PUERTO_SERVIDOR NUM_MENSAJES TEXTO"); 
09:  process.exit(1); 
10: } 
11:  
12: var port = process.argv[2]; 
13: var repeticiones = process.argv[3]; 
14: var msg = process.argv[4]; 
15:  
16:  
17: push.bind('tcp://*:' + port, function(err) { 
18: if (err) console.log(err); 
19: else console.log("Escuchando en el puerto "+port+"..."); 
20: }); 
21:  
22: for(i=0; i<repeticiones; i++) { 
23:  push.send(msg); 
24: }; 
25:  
26: process.on('SIGINT', function() {  





02: var zmq = require('zmq') 
03: //VARIABLES 
04: var subscriber = zmq.socket('sub') 
05:  
06: if( process.argv.length < 4 ) { 
07:  console.log("Parametros incorrectos"); 
08:  console.log("Modo de ejecucion: node subscriber.js IP_SERVIDOR 
09:                 PUERTO_SERVIDOR DESCRIPTOR"); 
10:  process.exit(1); 
11: }  
12:  
13: var ipServer = process.argv[2]; 
14: var puertoServer = process.argv[3]; 
15: var descriptor = process.argv[4]; 
16:  




21: subscriber.on("message", function(msg){ 
22:  console.log("Recibido: "+msg); 
23: }); 
24: process.on('SIGINT', function() { 
25:   subscriber.close() 
26:   console.log('\nClosed') 
27: }); 
01: //REQUIRES 
02: var zmq = require('zmq') 
03: var mensaje = require("./randnum.js"); 
04: //VARIABLES 
05: var publisher = zmq.socket('pub') 
06:  
07: if( process.argv.length < 5 ) { 
08:   console.log("Parametros incorrectos"); 
09:   console.log("Modo de ejecucion: node publisher.js PUERTO_PUBLICADO                
               NUM_MENSAJES DESCRIPTOR1 DESCRIPTOR2"); 
10:   process.exit(1); 
11: }  
12:  
13: var puertoPub = process.argv[2]; 
14: var numMensajes = process.argv[3]; 
15: var descriptor1 = process.argv[4]; 
16: var descriptor2 = process.argv[5]; 
17:  
18: publisher.bind('tcp://*:'+puertoPub, function(err) { 
19:   if(err) 
20:     console.log(err) 
21:   else 
22:     console.log("Listening on "+puertoPub+"...") 
23: }) 
24:  
25: for (var i=1 ; i<=numMensajes ; i++) 
26:   setTimeout(function() {         
27:     publisher.send(descriptor1+":"+mensaje.randNumber(100,1)); 
28:     console.log("Enviado Mensaje del descriptor " +descriptor1); 
29:     publisher.send(descriptor2+":"+mensaje.randNumber(100,1)); 
30:     console.log("Enviado Mensaje del descriptor " +descriptor2); 
31:         
32:    }, 1000 * i) 
33: 
34: //LISTENERS 
35: process.on('SIGINT', function() { 
36:  publisher.close() 
37:  console.log('\nClosed') 
38: }) 
for (var i=1 ; i<=numMensajes ; i++) 
  setTimeout(function() {            
  publisher.send(descriptor1+":"+mensaje.randNumber(100,1)); 
  console.log("Enviado Mensaje del descriptor " +descriptor1); 
  publisher.send(descriptor2+":"+mensaje.randNumber(100,1));            
  console.log("Enviado Mensaje del descriptor " +descriptor2); 
}, 1000 * i) 
01: module.exports = { 
02:  // *** getLoad function 
03:  getLoad : function() { 
04:    var fs = require('fs') 
05:    , data = fs.readFileSync("/proc/loadavg") // version sincrona 
06:    , tokens = data.toString().split(' ') 
07:    , min1 = parseFloat(tokens[0])+0.01 
08:    , min5 = parseFloat(tokens[1])+0.01 
09:    , min15 = parseFloat(tokens[2])+0.01 
10:    ,m 
11:    = min1*10 + min5*2 + min15; 
12:    return m; 
13:  }, 
14:  // *** randNumber function 
15:  randNumber : function(upper, extra) { 
16:    var num = Math.abs(Math.round(Math.random() * upper)); 
17:    return num + (extra || 0); 
18:  }, 
19:  // *** randTime function 
20:  randTime : function(n) { 
21:    return Math.abs(Math.round(Math.random() * n)) + 1; 
22:  }, 
23:  // *** showArguments function 
24:  showArguments : function(a) { 
25:    for (var k in a) 
26:    console.log('\tPart', k, ':', a[k].toString()); 






02: var zmq = require('zmq'); 
03: //VARIABLES 
04: var requester = zmq.socket('req'); 
05: var replyNbr = 0; 
06:  
07: if( process.argv.length < 5 ) { 
08:  console.log("Parametros incorrectos"); 
09:  console.log("Modo de ejecucion: node rrclient.js IP_BROKER PUERTO_BROKER  
                    NUM_PETICIONES TXT_PETICION"); 
10: process.exit(1); 
11: }  
12:  
13: var ipBroker = process.argv[2]; 
14: var puertoBroker = process.argv[3]; 
15: var numLoop = process.argv[4]; 
16: var msg = process.argv[5]; 
17:  
18: requester.connect('tcp://' + ipBroker + ':' + puertoBroker); 
19: requester.on('message', function(msg) { 
20:  console.log('Respuesta recibida numero:', replyNbr, msg.toString()); 
21: replyNbr += 1; 
22: if( replyNbr == numLoop ) { 
23:   console.log("Desconecto"); 
24:   requester.close(); 
25:   process.exit(0); 
26: } 
27: }); 
28: for (var i = 0; i < numLoop; ++i) { 




02: var zmq = require('zmq'); 
03: //VARIABLES 
04: var frontend = zmq.socket('router'); 
05: var backend = zmq.socket('dealer'); 
06: 
07: if( process.argv.length < 3 ) { 
08: console.log("Parametros incorrectos"); 
09:  console.log("Modo de ejecucion: node rrbroker.js PUERTO_ROUTER  
10:                     PUERTO_DEALER"); 
11:  process.exit(1); 
12: } 
13:  
14: var puertoRouter = process.argv[2]; 
15: var puertoDealer = process.argv[3]; 
16:  
17: frontend.bindSync('tcp://*:' + puertoRouter); 
18: backend.bindSync('tcp://*:' + puertoDealer); 
19:  
20: console.log('Intercambiando mensajes...'); 
21: frontend.on('message', function() { 
22:  // Note that separate message parts come as function arguments. 
23:  var args = Array.apply(null, arguments); 
24:  // Pass array of strings/buffers to send multipart messages. 
25:  backend.send(args); 
26: }); 
27: backend.on('message', function() { 




02: var zmq = require('zmq'); 
03: //VARIABLES 
04: var responder = zmq.socket('rep'); 
05:  
06: if( process.argv.length < 5 ) { 
07:  console.log("Parametros incorrectos"); 
08:     console.log("Modo de ejecucion: node rrworker.js IP_BROKER  
                    PUERTO_BROKER TIEMPO TXT_RESPUESTA"); 
09:  process.exit(1); 
10: }  
11:  
12: var ipBroker = process.argv[2]; 
13: var puertoBroker = process.argv[3]; 
14: var time = process.argv[4]; 
15: var msgServer = process.argv[5]; 
16:  
17: responder.connect('tcp://' + ipBroker + ':' + puertoBroker); 
18:  
19: responder.on('message', function(msg) { 
20:  console.log('Peticion recibida:', msg.toString()); 
21:  setTimeout(function() { 
22:   responder.send(msgServer); 
23:  }, time); 
24: }); 
 
requester.on('message', function(msg) { 
  console.log('got reply', replyNbr, msg.toString()); 
  replyNbr += 1; 
  if( replyNbr == numLoop ) { 
    console.log("Desconecto"); 
    requester.close(); 
    process.exit(0); 
  } 
}); 
 
responder.on('message', function(msg) { 
  console.log('Peticion recibida:', msg.toString()); 
  setTimeout(function() { 
    responder.send(msgServer); 
  }, time); 
}); 
 
var puertoRouter = process.argv[2]; 
var puertoDealer = process.argv[3]; 
 
frontend.bindSync('tcp://*:' + puertoRouter); 
backend.bindSync('tcp://*:' + puertoDealer); 
 
frontend.on('message', function() { 
  var args = Array.apply(null, arguments); 
  backend.send(args); 
}); 
 
backend.on('message', function() { 
  var args = Array.apply(null, arguments); 
  frontend.send(args); 
}); 
 
01: var zmq = require('zmq'); 
02: var requester = zmq.socket('req'); 
03: // ARGUMENTS 
04: if( process.argv.length != 6 ) { 
05:  console.log("Parametros incorrectos"); 
06:  process.exit(1); 
07: }  
08:  
09: var ipBroker = process.argv[2]; 
10: var portBroker = process.argv[3]; 
11: var identityClient = process.argv[4]; 
12: var serviceRequest = process.argv[5]; 
13:  
14: requester.identity = identityClient; 
15: requester.connect('tcp://' + ipBroker + ':' + portBroker ); 
16:  
17: console.log("Client ( " + identityClient + " ) connected to tcp://" + ipBroker  
                 + ":" + portBroker + " ..."); 
18: requester.on('message', function(msg) { 
19:  console.log("Client ( " + identityClient + " ) has received reply: "  
                    + msg.toString()); 
20:  requester.close(); 
21:  process.exit(0);   
22: }); 
23:  
24: console.log("Client ( " + identityClient + " ) has sent its msg: "  
                 + 25: serviceRequest); 
25: requester.send(serviceRequest); 
01: var zmq = require('zmq'); 
02: var responder = zmq.socket('req'); 
03: var auxfunctions = require('./auxfunctions.js'); 
04:  
05: if( process.argv.length != 7 ) { 
06:  console.log("Parametros incorrectos"); 
07:  process.exit(1); 
08: }  
09:  
10: var endpoint = process.argv[2]; 
11: var id = process.argv [3]; 
12: var disponibilidad = process.argv[4]; 
13: var atencion = process.argv[5]; 
14: var verbose = process.argv[6] == "S"; 
15: var num = 0; 
16:  
17: if( verbose ) { 
18:  console.log('worker ( ' + id + ' ) connected to ' + endpoint); 
19:  console.log('worker ( ' + id + ' ) has sent READY msg: ' + disponibilidad);  
20: } 
21:  
22: responder.identity = id;   
23: responder.connect('tcp://127.0.0.1:'+endpoint); 
24: responder.on('message', function() { 
25:  var args = Array.apply(null, arguments); 
26:  if( verbose ) { 
27:   console.log("worker ( " + id + " ) has received request: ( "  
                           + args[2] + " ) from client ( " + args[0] + " )."); 
28:   auxfunctions.showArguments(args); 
29:  }  
30:  setTimeout(function() { 
31:   if( verbose ) { 
32:    console.log("worker ( " + id + " ) has send its reply"); 
33:    auxfunctions.showArguments([args[0], "", atencion ]); 
34:    console.log("worker ( " + id + " ) has sent " + (++num)  
                                   + " replies"); 
35:  } 
36:   responder.send([args[0], "", atencion ]); 
37: }, 1000); 
38: }); 
39: responder.send(disponibilidad); 
01: var zmq = require('zmq'); 
02: var frontend = zmq.socket('router'); 
03: var backend = zmq.socket('router'); 
04: var auxfunctions = require('./auxfunctions.js'); 
05: var WORKING = true; 
06: var workers = {}; 
07:  
08: function getWorker() { 
09:  var minWorks = calculeWorksmin(); 
10:  for (var key in workers) { 
11:    if( workers[key][1] == minWorks ) 
12:   return key; 
13:  } 
14:  return null; 
15: } 
16: function calculeWorksmin() { 
17:  var min = 999999999; 
18:  for (var key in workers) { 
19:    if( workers[key][1] < min ) 
20:   min = workers[key][1]; 
21:  } 
22:  return min 
23: } 
24: function clearArgs(args) { 
25:  var newArgs = args.reverse(); 
26:  newArgs.pop(); 
27:  newArgs.pop(); 
28:  return newArgs.reverse(); 
29: } 
30:  
31: // ARGUMENTS 
32: if( process.argv.length != 5 ) { 
33:  console.log("Parametros incorrectos"); 
34:  process.exit(1); 
35: } 
36: var portClient = process.argv[2]; 
37: var portWorker = process.argv[3]; 
38: var verbose = process.argv[4] == "S"; 
39:  
40: // ARGUMENTS 
41: if( verbose ){ 
42:  console.log('broker: frontend-router listening on tcp://*:'  
                    + portClient + ' ...');  
43: console.log('broker: backend-router listening on tcp://*:' 
                    + portWorker + ' ...'); 
44: } 
45:  
46: frontend.bindSync('tcp://*:' + portClient); 
47: backend.bindSync('tcp://*:' + portWorker); 
48: frontend.on('message', function() { 
49:  var args = Array.apply(null, arguments); 
50:  var worker = getWorker(); 
51:  if(verbose) { 
52:   console.log("Received request: " + args[2] + " from client ( "  
                            + args[0] + " )."); 
53:   auxfunctions.showArguments(args); 
54:  } 
55:  if( worker == null ) { 
56:   console.log("We have not workers") 
57:   frontend.send([args[0],"",'We have not workers']); 
58:   return   
59:  } 
60:  if(verbose){ 
61:   console.log("Sending client: ( " + args[2] + " ) req to worker ( "  
                                               + worker + " ) through bakend."); 
62:   auxfunctions.showArguments(args); 
63:  } 
64:  workers[worker][0] = WORKING; 
65:  workers[worker][1] += 1;  
66:  backend.send([worker,"",args]); 
67: }); 
68:  
69: backend.on('message', function() { 
70:  var args = Array.apply(null, arguments); 
71:   
72:  if(workers[args[0]] == undefined) { 
73:    
74:   workers[args[0]] = [!WORKING, 0]; 
75:   if(verbose) { 
76:    console.log("Received request: ( " + args[2]  
                                   + " ) from worker ( " + args[0] + " )."); 
77:    auxfunctions.showArguments(args); 
78:   } 
79:  } 
80:  else { 
81:   workers[args[0]][0] = !WORKING; 
82:   if(verbose) { 
83:    console.log("Received request: ( " + args[2]  
                                   + " ) from worker ( " + args[0] + " )."); 
84:    auxfunctions.showArguments(args); 
85:   } 
86:  } 
87:  
88:  if(args[2] != "READY") { 
89:   console.log("Sending worker: ( " + args[0] + " ) rep to client ( " 
                            + args[2] + " ) through frontend."); 
90:   args = clearArgs(args); 
91:   auxfunctions.showArguments(args); 
92:   frontend.send([args[0], "",args[2]]); 
93:  } 
94:   
95:  console.log(workers); 
96: }); 
 
01: // Cliente 
02: var zmq = require('zmq'); 
03: var rq = zmq.socket('req'); 
04: var counter=0; 
05: function onSuccess(msg) { 
06:     console.log('Response: '+msg); 
07: } 
08:  
09: function onError(err) { 




14: setInterval( function() { 
15:   reply = rq.request('Hello ', counter++); 
16:   reply.then(onSuccess,onError); 
17: }, 1000 ); 
01: // Servidor 
02: var zmq = require('zmq'); 
03: var rp = zmq.socket('rep'); 
04: var counter = 0; 
05: rp.bind('tcp://127.0.0.1:8888',function(err) { 
06:   if (err) throw err; 
07: }); 
08: rp.on('message', function(seg1, seg2) { 
09:   console.log('Request: ' + seg1 + seg2); 
10:   if (++counter==10) 
11:       process.exit(); 
12:   rp.send('World'); 
13: }); 
01: var zmq = require('zmq'); 
02: var Q = require('q'); 
03: 
04: var socket = zmq.socket; 
05:  
06: // Crear el metodo 
07: zmq.socket = function(tipo) { 
08:      
09:     var so = socket.call(zmq, tipo); 
10:     if (tipo == 'req') { 
11:         // Si es un socket tipo 'req'  
12:         so.request = request; 
13:     } 
14:     return so; 
15: }; 
16:   
17: function request() { 
18:     var d = Q.defer(); 
19:     var that = this; // save the reference to the object 
20:     // Define the handler for the 'message' event of the underlying zmq socket 
21:     var onResponse = function () { 
22:       // we produce an array out of the argument list 
23:       d.resolve(Array.prototype.slice.call(arguments));         
24:       that.removeListener('error', onError);   
25:       // do not forget to remove the handler for the error of this invocation 
26:     }; 
27: // Define the handler for the 'error' event of the underlying zmq socket 
28:     var onError = function (e) { 
29:         d.reject(e); 
30:         that.removeListener('message', onResponse);  
31: // do not forget to remove handler for the 'message' event for this invocation 
32:   }; 
33:   this.once('message', onResponse); // set up the handler for only one message 
34:   this.once('error', onError);      // set up the handler for only one  
35:   this.send(Array.prototype.slice.call(arguments)); 
36:   return d.promise; 
37: } 
38: // exports the zmq object we got (with the extra mods) 



































 pop( )  




   Req/Rep; IP: 127.0.0.1:9010     Req/Rep; IP: 127.0.0.1:9011 
  Req/Rep; IP: 127.0.0.1:9020 
   Pub/Sub; IP: 127.0.0.1:9021 
   Pull/Push; IP: 127.0.0.1:9022 
  Req/Rep; IP: 127.0.0.1:9023 
   Pub/Sub; IP: 127.0.0.1:9024 
   Pull/Push; IP: 127.0.0.1:9025
  Req/Rep; IP: 127.0.0.1:9026 
   Pub/Sub; IP: 127.0.0.1:9027 
   Pull/Push; IP: 127.0.0.1:9028
  Pull/Push; IP: 127.0.0.1:9050 



























01: var EventEmitter = require('events').EventEmitter; 
02: var addEmitter = new EventEmitter(); 
03: var mulEmitter = new EventEmitter(); 
04: 
05: function add(x, y) { 
06:   addEmitter.emit('result', x+y); 
07: } 
08: 
09: function mul(z) { 
10:   addEmitter.on('result', function (data){ 
11:     mulEmitter.emit('result', data * z); 




16: mulEmitter.on('result', function (data){ 
17:   console.log(data); 
18: }); 




01: var EventEmitter = require('events').EventEmitter; 
02: var addEmitter = new EventEmitter(); 
03: var subEmitter = new EventEmitter(); 
04: 
05: function add(data) { 
06:   addEmitter.emit('result', x+y); 
07: } 
08: 
09: function sub(x, y) { 




01: var EventEmitter = require('events').EventEmitter; 
02: var emitter = new EventEmitter(); 
03: 
04: function add(x, y) { 
05:   emitter.emit('add', x+y); 
06: } 
07: 
08: function sub(x, y) { 





01: var EventEmitter = require('events').EventEmitter; 
02: var addEmitter = new EventEmitter(); 
03: var subEmitter = new EventEmitter(); 
04: //Adjuntar aqui: primer ejemplo de paralelizacion 
05: function mul() { 
06:   var r; 
07:   function h(data) { 
08:     if (r) {console.log (r * data)} 
09:     else r = data; 
10:   }; 
11:   addEmitter.on ('result', h); 
12:   subEmitter.on ('result', h); 
13: } 










npm install q 
 
var promise = getPromise();              
var promise = Q.resolve(value);          
var promise = Q.reject(error);           
 
01: var f = Q.denodeify(fs.readFile);    
02: var f = Q.nfbind (fs.readFile); 
03: Q.nfcall (fs.readFile (...)); 
 
01: return Q.fcall (function () {      
02:   return value; 
03: }); 
 
01: var deferred = Q.defer();          
02: if (error) deferred.reject (error); 
03: if (data) deferred.resolve (data); 




01: Var Q = require('q'); 
02: Q.resolve (2) 
03: .then (function (value) { 
04:   return value - 1; 
05: }) 
06: .then (function (value) { 
07:   return value - 1; 
08: }) 
09: .then (function (value) { 
10:   if (value===0) throw Error (); 
11:   return (8 / value); 
12: })       
13: .then (function (value) { 
14:   return value + 1; 
15: }) 
16: .fail (function (error) { 






01: var promises = doParallel ([add, sub], [[2,3],[4,5]]); 
02: Q.all (promises).then (function (values) { 




01: var promises = doParallel ([mul, div], [[2,3],[4,0]]); 
02: Q.allSettled (promises).spread (function (vMul, vDiv) { 
03:   if (vMul.state === "fulfilled") 
04:     console.log (vMul.value); 
05:   if (vDiv.state === "fulfilled") 





01: var r1 = add(2, 3);  | 01: var r1 = Q.fcall (add, 2, 3); 
02: var r2 = sub(3, 4);  | 02: var r2 = Q.fcall (sub, 3, 4); 
 
01: function doParallel(fns, params) { 
02:   var promises = []; 
03:   for (var index = 0; index < fns.length; index ++) { 
04:     var p = Q.fapply (fns[index], params[index]); 
05:     promises.push (p); 
06:   } 




01: var promises = doParallel ([add, sub], [[2,3],[4,5]]); 
 
  Promises/A+ Progression Delayed promise Parallel synchronizaction 
Bluebird 
✓  ✓ (+389 B) ✓ (+615 B) ✓ +(272 B) 
Catiline 
✓  - - ✓  
ES6 Promise polyfill 
✓  - - ✓  
Jquery 
- ✓  - ✓  
kew 
✓  - ✓  ✓  
lie 
✓  - - - 
MyDeferred 
✓  - - ✓  
MyPromise 
- - ✓  ✓  
Q 
✓  ✓  ✓  ✓  
RSVP 
✓  - - ✓  
when 
✓  ✓  ✓  ✓  
Yui 




//REQUIRES DE NODE.JS 
var readline = require('readline'); //Para leer input de teclado 
var zmq = require('zmq');   //Sockets tipo ZMQ 
//VARIABLES 
var rq = zmq.socket('req');   //Socket de Request 
var id = randString();   //Identificacion mediante string aleatorio 
var rl = readline.createInterface(process.stdin, process.stdout); //Para leer input 
//=================================CODIGO====================================== 
//CONECTAMOS A UN RR: 
rq.connect('tcp://127.0.0.1:9010'); 
console.log('\n +++ Conectado al RR 127.0.0.1:9010 +++\n'); 
console.log(' Info: Introduciendo exit el programa terminara'); 
NuevaPeticion();   //Llamamos a la funcion NuevaPeticion 
//===============================LISTENERS===================================== 
//Listener para los mensajes de vuelta al cliente con el resultado del request 
rq.on('message',function(msg,err){ 
 if( err ){ 
  throw err; 
  console.log(err); 
 } 
 var recibido = JSON.parse(msg);  //Pasar a JSON el string recibido 
 console.log(' Resultado: ' + JSON.stringify(recibido.res)+'\n'); 
 NuevaPeticion();   //Llamamos de nuevo a la funcion 
}); 
//===============================FUNCIONES===================================== 
//FUNCION en la que creamos el objeto JSON con el identificador y el request  
//para enviarselo a nuestro RR 
function NuevaPeticion(){ 
 rl.question(" Introduzca la operacion: ", function LeerTeclado(re) { 
  var args = re.trim().split(' '); 
  if( (args[0]=='pop' || args[0]=='shift') && args[1]==null){ 
               //JSON de la identificacion de user y el request 
   var envioCliente_RR ={ 
    ide: id, 
    request: args[0]    
   } 
                      //String del JSON para enviar 
   sEnvioCliente_RR = JSON.stringify(envioCliente_RR);  
   rq.send(sEnvioCliente_RR); //Enviamos al RR 
  } 
  else if((args[0]=='push' || args[0]=='unshift' || args[0]=='indexOf')  
                                                                  && args[1]!=null){ 
                      //JSON de la identificacion de user y el request 
   var envioCliente_RR ={ 
    ide: id, 
    request: args[0]+' '+args[1]    
   } 
                      //String del JSON para enviar 
   sEnvioCliente_RR = JSON.stringify(envioCliente_RR);  
   rq.send(sEnvioCliente_RR); //Enviamos al RR 
  } 
  else if(args[0]=='exit'){ 
   rq.close(); 
   process.exit(); 
  }  
  else{ 
   console.log('\n Las operaciones validas son: pop, shift,  
                                                 unshift x, push x, indexOf x.'); 
   console.log(' Donde x es el elemento a añadir (inicio o final  
                                                  del array) o buscar en el array\n'); 
   NuevaPeticion(); 




//FUNCION de string aleatorio 
function randString () { 
 var len = 10 
 , charSet = '0123456789abcdef' 
 , result = []; 
 for (var i = 0; i < len; ++i) { 
  result.push(charSet[Math.floor(Math.random() * charSet.length)]); 
 } 
 result.splice(len / 2, 0, ['-']); 
 return result.join(''); 
}
 
//REQUIRES DE NODE.JS 
var zmq = require('zmq');  //Sockets tipo ZMQ 
var underScore = require('underscore');//Underscore 
//VARIABLES 
var rp = zmq.socket('rep');  //Socket de Reply 
var rq = zmq.socket('req');  //Socket de Request 
var cl_seq = 0;   //Secuencia del cliente 
var req_id;    //JSON de identificacion de cliente 
var request;    //JSON del request 
var recibido;    //Booleano para ver si hemos recibido mensaje 
var sRequest;     //String de JSON 
var resultJSON;   //JSON del resultado 
var i;      //Posicion array servers hlist 
var rqs = [];    //Array para almacenar los ARH 
var hlist = ['tcp://127.0.0.1:9020', 
       'tcp://127.0.0.1:9023', 
              'tcp://127.0.0.1:9026']; 
//=================================CODIGO====================================== 
for(var k=0; k<hlist.length; k++){   //Conectamos todos los h(i) 
 rqs[k] = zmq.socket('req');   //Socket de Request  
 rqs[k].connect(hlist[k]);   //Conectarlo 
} 
rp.bind('tcp://127.0.0.1:9010', function(err){ //Bind para conexiones 
 if(err) console.log(err) 
 else console.log("\n RRMessageHandler escuchando en el puerto 9010") 
}); 
//===============================LISTENERS===================================== 
//Listener para cuando recibimos la operacion de cliente.js 
rp.on('message',function(msgCliente,err){ 
 if( err ) {     
  throw err; 
    console.log(err); 
 } 
 var msgClienteJSON = JSON.parse(msgCliente); 
 i = hlist.length-1;  //Inicializamos i a la longitud del hlist menos 1 
 cl_seq = cl_seq + 1;  //Aumentamos la secuencia de cliente 
 req_id = {   //Objeto JSON para req_id  
  cl_id: msgClienteJSON.ide, 
  cl_seq: cl_seq   
 }; 
 request = {   //Objeto JSON para la peticion 
  req_id: req_id, 
  request: msgClienteJSON.request 
 }; 
 sRequest = JSON.stringify(request);  //String del JSON request 
 siguiente(i);  //Funcion para enviar el request al server o servers 
}); 
//_____________________________________________________________________________ 
//Listener para cuando recibimos el resultado de ARH.js 
for(var j=0;j<hlist.length;j++){ 
 rqs[j].on('message',function(result,err){ 
  if( err ) {     
   throw err; 
     console.log(err);  
  } 
  recibido = true;  //Hemos recibido mensaje = true 
  resultJSON = JSON.parse(result); 
               //Si los req_id son iguales 
  if( underScore.isEqual(resultJSON.req_id, request.req_id) ){  
   rp.send(result); //Enviamos el resultado al cliente 
   console.log(' Result recibido y enviado\n'); 
  } 
  else{ 
   console.log(' Req_id distinto entre resultado y envio\n') 




//LISTENER para Ctrl + C -> salir 
process.on('SIGINT', function() {  //Cerrar adecuadamente cada socket 
 rp.close(); 
 for(var k=0; k<hlist.length; k++){ 






//FUNCION Siguiente para pasar el request al siguiente servidor 
function siguiente(i){ 
 if(i>=0){ 
  rqs[i].send(sRequest);  //Enviamos al servidor i el string 
  console.log(' Enviando a... '+ hlist[i].toString()); 
  recibido = false; 
  setTimeout(function TDeEspera(){ //Cada 1 segundo repetir la funcion 
   if(!recibido){   //Si no hemos recibido mensaje 
     console.log(' |-El servido parece estar caido, reenvio: '); 
     siguiente(i-1); //Llamar a la funcion con i-1 
   } 




//REQUIRES DE NODE.JS 
var zmq = require('zmq');   //Sockets tipo ZMQ 
var underScore = require('underscore'); //Underscore 
var Sequencer = require('./DSS0.js'); //Utilizamos el modulo DSS 
//VARIABLES 
var pullSocket = zmq.socket('pull');        //Socket de pull 
var pubsocket = zmq.socket('pub');   //Publisher  
var rp = zmq.socket('rep');   //Socket de Reply 
var msgRRJSON;     //JSON del cliente 
var TORequest;     //JSON para envio de TO 
var sTORequest;    //String del anterio JSON 
var lastServedReq = 0;   //Ultima peticion atendida 
var seq;     //Numero de secuencia 
var seqaux; 
var recibido = false;    //Si hemos recibido un mensaje 
//=================================CODIGO====================================== 
rp.bind('tcp://127.0.0.1:9020', function(err){  //Bind para reply 
 if(err) console.log(err) 
 else console.log(" ARH escuchando en el puerto 9020 para RR") 
}); 
//_____________________________________________________________________________ 
pubsocket.bind('tcp://127.0.0.1:9021', function(err){ //Bind para publicar 
 if(err) console.log(err) 
 else console.log(' ARH escuchando en el puerto 9021 como publisher') 
}); 
//_____________________________________________________________________________ 
pullSocket.bind('tcp://127.0.0.1:9022')   //Bind para pull 
console.log(' Conectado pull en el puerto 9022') 
//===============================LISTENERS===================================== 
//Listener para cuando recibimos la peticion de algun RR 
rp.on('message',function(msgRR,err){ 
 if( err ) {     
  throw err; 
    console.log(err); 
 } 
 recibido = false; //Control de mensaje recibido, admitir solo el primero 
 msgRRJSON = JSON.parse(msgRR);  //Pasamos el String a JSON 
 console.log('\n Ha llegado una peticion del cliente '+msgRRJSON.req_id.cl_id); 
 Sequencer.GetSeq(msgRR,function callback(seq){ //Obtenemos la secuencia del TO 
  if(seq > lastServedReq + 1){ 
   for(var j=lastServedReq+1;j<seq;j++){ 
                             //String recibido del JSON en la posicion j 
                             var reqj = Sequencer.GetReq(j); 
                             //Pasamos el String a JSON 
    var reqjJSON = JSON.parse(reqj);   
    TORequest = {   //Objeto JSON hacia FO's 
     seq: j, 
     request: reqjJSON.request, 
     ARH: 0 
    };  
                             //Pasamos el JSON del TORequest a string 
    sTORequest=JSON.stringify(TORequest); 
                             //Publicamos a todos los sub el objeto TORequest   
    pubsocket.send(''+sTORequest);  
   } 
  } 
  TORequest = {     //Objeto JSON hacia FO's 
   seq: seq, 
   request: msgRRJSON.request, 
   ARH: 0 
  }; 
              //Pasamos el JSON del TORequest a string 
  sTORequest=JSON.stringify(TORequest);  
              //Actualizamos el valor de lastServerRequest   
  lastServedReq = Math.max(lastServedReq,seq); 
              //Publicamos a todos los sub el objeto TORequest 
  pubsocket.send(''+sTORequest);      
  seqaux = seq; 
 }); 
});   
//_____________________________________________________________________________ 
//Listener para el mensaje de resultado desde FO 
pullSocket.on('message', function(msgFO,err){ 
 if( err ) {      
  throw err; 
    console.log(err); 
 } 
 var msgFOJSON = JSON.parse(msgFO); //Pasamos el String a JSON  
       //Si lo que nos llega del FO es de la peticion actual 
 if(seqaux == msgFOJSON.seq){  
       //Si todavia no hemos recibido mensaje alguno de los FO's 
  if (!recibido){  
   recibido = true; 
   var reply = {    //Objeto JSON hacia RR 
    req_id: msgRRJSON.req_id, 
    res: msgFOJSON.result 
   }; 
                      //Pasamos el JSON del reply a string 
   sReply = JSON.stringify(reply);   
   console.log('Resultado enviado al cliente ' 
                                          +msgRRJSON.req_id.cl_id); 
   msgRRJSON=null; 
   rp.send(sReply);    //Enviamos a RR conectado al socket rp 




//LISTENER para Ctrl + C -> salir 







//REQUIRES DE NODE.JS 
var events = require('events');    //Eventos 
var zmq = require('zmq');     //Sockets tipo ZMQ 
var underScore = require('underscore');  //Underscore 
//VARIABLES 
var pushSocket = zmq.socket('push');  //Socket de pull 
var subSocket = zmq.socket('sub');   //Socket de pull 
var emision = new events.EventEmitter(); //Variable para emision de evento propio  
var sequenced = [];    //Array de secuenciados 
var localSeq = 1;    //Secuencia local 
var deliverTOJSON, reqJSON;   //JSON 
var primero=false;    //Variable  
//=================================CODIGO====================================== 
pushSocket.connect('tcp://127.0.0.1:9050');  //conectarlo al pull 
console.log(' Conectado al pull 9050'); 
subSocket.connect('tcp://127.0.0.1:9051');  //conectarlo al pub 
subSocket.subscribe('');    //Subscibirse a la "cadena vacia" 
console.log(' Conectado al pub 9051') 
//===============================FUNCIONES===================================== 
//FUNCION GETSEQ(req) 
exports.GetSeq = function(req,callback){ 
 reqJSON = JSON.parse(req); 
 if( sequenced.indexOf(reqJSON)==-1 ){ //Si no existe el objeto en el array 
  pushSocket.send(req);   //Mandamos a TO el request 
 } 
 else{          
 //Si existe guardamos en la variable su posicion 
  var posicion = sequenced.indexOf(reqJSON);  
  return posicion;   //Retornamos la posicion 
 } 
 if(!primero){     //Si primero es false 
              //Lo asignamos a true para que solo entre el primer emit cada vez 
  primero = true   
              //Evento dssmsg con parametro msgposicion  
  emision.on('dssmsg', function(msgposicion){ 
                      //callback de la posicion  
   callback(msgposicion);     
         return msgposicion; 




exports.GetReq = function (j){ 
 sGetReq = JSON.stringify(sequenced[j]); //Obtenemos el objeto de la posicion 
 return sGetReq;    //Lo retornamos 
} 
//===============================LISTENERS===================================== 
//Listener para los mensajes que llegan de TO 
subSocket.on('message',function(deliverTO,err){ 
 if( err ) {      
  throw err; 
    console.log(err); 
 } 
 deliverTOJSON = JSON.parse(deliverTO); 
 if( sequenced.indexOf(deliverTOJSON)==-1 ){ //Si no existe el objeto en el array 
              //Introducimos el objeto en la posicion del array localseq 
  sequenced[localSeq] = deliverTOJSON;  
  localSeq = localSeq + 1;       
  var bool = underScore.isEqual(deliverTOJSON, reqJSON); 
  reqJSON=null; 
  if( bool ){     //Si los objetos son iguales 
   emision.emit('dssmsg', localSeq-1); //Emitimos el evento dssmsg 




//LISTENER para Ctrl + C -> salir 






//REQUIRES DE NODE.JS 
var zmq = require('zmq');   //Sockets tipo ZMQ 
//VARIABLES 
var pullSocket = zmq.socket('pull');        //Socket de pull 
var pubsocket = zmq.socket('pub');   //Socket de publisher  
var colaTO = []; 
//=================================CODIGO====================================== 
pullSocket.bind('tcp://127.0.0.1:9050');   //Bind para pull 
console.log(' Conectado pull en el puerto 9050'); 
//_____________________________________________________________________________ 
pubsocket.bind('tcp://127.0.0.1:9051', function(err){ //Bind para publicar 
 if(err) console.log(err); 
 else console.log(' ARH escuchando en el puerto 9051 como publisher'); 
}); 
//===============================FUNCIONES===================================== 
//Listener para el mensaje de DSS 
pullSocket.on('message', function(sendTO,err){ 
 if( err ) {      
  throw err; 
    console.log(err); 
 } 
 var sendTOJSON = JSON.parse(sendTO); 
 console.log('\nRecibido: '+sendTO); 
 colaTO.push(sendTOJSON);  //Encolamos el objeto 
 var i = 0;  
 while(colaTO[i] != null){  //Mientras la cola no este vacia 
  var sReq = JSON.stringify(colaTO[i]);   
  console.log('colaTO['+i+']: ' + sReq);   
  pubsocket.send(''+sReq); //Enviamos el objeto de la primera posicion 




//REQUIRES DE NODE.JS 
var zmq = require('zmq');  //Sockets de tipo ZMQ 
//VARIABLES 
var executed = [];   //Array de operaciones ejecutadas 
var expectedSeq = 1;   //Secuencia esperada 
var result, seq;   //result y seq del sequencer 
var TOResult;    //JSON 
var sTOResult;    //string de JSON 
var subSocket = [];   //Array de conexiones y listeners de tipo sub 
var pushSocket = [];   //Array de conexiones y listeners de tipo push 
var publist = ['tcp://127.0.0.1:9021', //Array con las direcciones de tipo pub 
      'tcp://127.0.0.1:9024',  
      'tcp://127.0.0.1:9027']; 
 
var pulllist = ['tcp://127.0.0.1:9022', //Array con las direcciones de tipo pull 
       'tcp://127.0.0.1:9025', 
       'tcp://127.0.0.1:9028']; 
var arrayPrueba = [];    //Array para el supuesto 





for(var k=0;k<publist.length;k++){   
 subSocket[k] = zmq.socket('sub');  //crear el sub para cada hi 
 subSocket[k].connect(publist[k]);  //conectarlo 
 console.log(' Conectado al publicador: ' + publist[k]); 
 subSocket[k].subscribe('');   //Subscibirse a la "cadena vacia" 
//_____________________________________________________________________________ 
 pushSocket[k] = zmq.socket('push');  //crear el push para cada pull 
 pushSocket[k].connect(pulllist[k]);  //conectar a todos los hi con push 
 console.log(' Conectado al pull: ' + pulllist[k]); 
} 
//===============================LISTENERS===================================== 
//Listeners para todos los sub's cuando reciben el request del ARH pub 
for(var i=0; i<publist.length; i++){ 
 subSocket[i].on('message', function(msgARH,err) { 
  if( err ) { 
   throw err; 
     console.log(err); 
  } 
  var msgARHJSON = JSON.parse(msgARH); //Pasar a JSON el string recibido 
  console.log('\nRecibido: '+msgARH); 
  seq = msgARHJSON.seq;     //Asignamos a seq el valor de seq del objeto 
  if(seq>expectedSeq){  
   //DO NOTHING 
  } 
  else{ 
   if(seq == expectedSeq){ 
                             //Computar el request y almacenar en resultado 
    result = compute(msgARHJSON.request); 
                             //Almacenar el resultado en el array de ejecutados  
    executed[seq] = result; 
                             //Iterar una posicion   
    expectedSeq = expectedSeq + 1;    
   } 
   TOResult = {  //Objeto JSON del resultado computado 
    seq: seq,    
    result: executed[seq] 
   }; 
                      //Pasamos el JSON del resultado al hi 
   sTOResult=JSON.stringify(TOResult);   
   pushSocket[msgARHJSON.ARH].send(sTOResult); //Envio de TOResult  
   console.log('Enviando resultado'); 




//LISTENER para Ctrl + C -> salir 
process.on('SIGINT', function() {   //Cerrar adecuadamente cada socket 
 for(var k=0;k<publist.length;k++){ 
  pushSocket[k].close(); 





//FUNCION compute para ejecutar el request y obtener el "resultado" 
function compute(request){ 
 console.log('Ejecucion');  
 var args = request.split(' '); 
 if(args[0]=='pop'){ 
  arrayPrueba.pop(); 
 } 
 else if(args[0]=='shift'){ 
  arrayPrueba.shift(); 
 } 
 else if(args[0]=='push'){ 
  arrayPrueba.push(args[1]); 
 } 
 else if(args[0]=='unshift'){ 
  arrayPrueba.unshift(args[1]); 
 } 
 else if(args[0]=='indexOf'){ 
  var pos = arrayPrueba.indexOf(args[1]); 
  if(pos!=-1){ 
   return 'Existe y esta en la posicion '+pos; 
  }  
  else{ 
   return 'No existe en el array' 
  } 
 } 
 return arrayPrueba; 
} 
 
module.exports = { 
  
// *** getLoad function 
  
getLoad : function() { 
var fs = require('fs') 
, data = fs.readFileSync("/proc/loadavg") // version sincrona 
, tokens = data.toString().split(' ') 
, min1 = parseFloat(tokens[0])+0.01 
, min5 = parseFloat(tokens[1])+0.01 
, min15 = parseFloat(tokens[2])+0.01 




// *** randNumber function 
  
randNumber : function(upper, extra) { 
 var num = Math.abs(Math.round(Math.random() * upper)); 
 return num + (extra || 0); 
}, 
  
// *** randTime function 
  
randTime : function(n) { 
return Math.abs(Math.round(Math.random() * n)) + 1; 
}, 
  
// *** showArguments function 
  
showArguments : function(a) { 
for (var k in a) 
console.log('\tPart', k, ':', a[k].toString()); 
} 
} 
 
 

