Although the Method Engineering (ME) research community has reached considerable maturity, it has not yet been able to agree on the granularity and definition of the configurable parts of methods. This state of affairs is causing unnecessary confusion, especially with an ever increasing number of people contributing to ME research. There are several competing notions around, most significantly 'method fragments' and 'method chunks', but also 'method components' and 'process components' are used in some quarters and have also been widely published. Sometimes these terms are used interchangeably, but there appears to be important semantic and pragmatic differences. If the differences are unimportant, we should be able to come to an agreement on what construct to promote. Alternatively, the different constructs may serve different purposes and there is a need for them to coexist. If this is the case, it should be possible to pinpoint exactly how they are related and which are useful in what contexts. This panel is a step towards finding common ground in this area, which arguably is at the very core of ME.
Introduction
Since its inception in the early to mid 1990s, the Method Engineering (ME) research community has reached considerable maturity. Nonetheless, there is still P/Jr J. Agerfalk et al. some ambiguity with regards to fundamental concepts and terminology. Since situational ME is fundamentally concerned with the assembly and configuration of information systems engineering methods, understanding the basic building blocks of methods is arguably core to the discipline. In order to devise appropriate ME processes and tools, we need to understand what building blocks those processes and tools are to handle. To date, a number of different such 'modularization constructs' have been suggested. Among the most cited are 'method fragments', 'method chunks', 'method components' and 'process components'. Along with these constructs come certain interpretations of related concepts such as method, technique, notation, process, deliverable, work product, tool etc. Sometimes the constructs are used interchangeably, but there appears to be important semantic and pragmatic differences. If the differences are unimportant, we should be able to come to an agreement on what construct to promote. Alternatively, the different constructs may serve different purposes and there is a need for them to coexist. If this is the case, it should be possible to pinpoint exactly how they are related and which are useful in what contexts. This panel is a significant step towards finding common ground in this area.
The remainder of this panel introduction consists of a brief description of the four modularization constructs mentioned above, followed by a brief introduction of the panellists. The aim of this document is to provide some background and context for the panel. The actual discussion and its outcome will be reported elsewhere.
Method Fragments
One of the earliest and arguably most important modularization construct in ME is that of the methodfragrnent. It was first proposed and elaborated by Brinkkemper and colleagues [1] [2] [3] [4] and has since been widely adopted in ME research. Essentially, method fragments are standardized building blocks based on a coherent part of a method [ 1] : '... a description of an IS engineering method, or any coherent part thereof'. A complete method, such as 'OMT', is a method fragment and so is any single concept used within that method, such as 'object'. A method fragment thus resides on a certain so-called layer of granularity, of which five are possible: method, stage, model, diagram, or concept [4] . Consequently, 'object' resides on the concept layer while 'OMT' resides on the method layer. Furthermore, a method fragment is either a process fragment or a product fragment. Process fragments represent the activities, stages etc that are to be carried out and product fragments represent deliverables, diagrams etc that are to be produced, or that are required, during development. Method fragments are stored in a method base from which they can be retrieved using a query language, such as the Method Engineering Language (MEL) [5] . This way, a situational method can be constructed by combining a number of method fragments into a situational method. To be meaningful and useful, such a combination must follow certain assembly rules that adhere to the construction principles in the process perspective on the one hand and in the product perspective on the other hand. This has been explored by Brinkkemper et al. [4] .
Currently the team of Brinkkemper at Utrecht University is focussing on the methodological support for product software companies, i.e. companies that develop and market softwareproducts for a particular market. About 10% of the total ICT spending is spend on software products and examples of such companies are Microsoft, SAP, Oracle, and Business Objects [6] . As these companies keep the ownership of the software code and all auxiliary materials belonging to the software product, these companies create and maintain a proprietary software development method. From the start-up phase where they begin with bug tracing to a more consolidated company with all kinds of quality engineering processes in place. The gradual growth of the product software company calls for a more incremental growth from simple method fragments to more complex fragments at a later stage [7, 8] . The evolution from simple to complex processes properly supported with development tools while keeping the historical documentation and the methodological context in place are a significant scientific challenge for the coming years.
Method Chunks
The method chunk concept was proposed by Rolland and colleagues [9] [10] [11] [12] [13] as a way to capture more of the situational aspects in ME and to appropriately support the retrieval process. The concept was introduced together with a contextual ME approach using scenarios [10] and suggests an organization of the method base in two levels, one method knowledge level and one method recta-knowledge level [9] . The former level is represented by the method chunk body and the latter captures the situational and intentional aspect of method chunks in the method chunk descriptor. In [9] the method knowledge level is operationalized in a three level abstraction model and method chunks are classified into component, pattern or framework. A method component is a complete method description. A pattern is, for example, a set of generic guidelines for writing test scripts. Finally, a framework is a meta-method that guides the construction of a way-of-working within a specific method.
In the latest work [11] [12] [13] the concept of method chunk is defined as autonomous, cohesive and coherent part of a method providing guidelines and related concepts to support the realisation of some specific system engineering activity (e.g. business modelling, requirements specification, design etc). In fact, the method knowledge is captured in the method chunk body and interface. The interface defines pre and post conditions of chunk application formalised by a couple <situation, intention>. The situation specifies the required input product part(s) while the intention defines the goal that the chunk helps to achieve. For example, the interface of the method chunk supporting identification of Business Actors and Use Cases within the RUP could be modelled as <(Business knowledge, problem description, interview results), Identify and describe business actor(s) and use case(s)>.
The body of the method chunk includes two kinds of knowledge: product and process. The product knowledge defines the work products (input and output) used by the method chunk (e.g. the definitions of the concept "actor" and "use case and their relationships). This knowledge is generally expressed in terms of meta-models.
The process knowledge captured in a method chunk provides guidelines how to obtain target product(s) from input product(s) (e.g. the guidelines how to identify system actors and their business use cases). The guideline can be represented as an informal description or expressed by using different process modelling formalisms such as NATURE context trees [14] or MAP graphs [15] depending on how rich and complex it is. The fact that a guideline can be complex (i.e. composed of a set of sub-guidelines) means that the corresponding method chunk can be an aggregate of a collection of smaller chunks.
The descriptor (i.e. method meta-knowledge) of the method chunk extends the contextual knowledge defined in the interface with a set of criteria that help to better locate the engineering situation in which the method chunk is useful. A detailed classification of these criteria related to the information systems development, named Reuse Frame, is proposed in [13] .
A method chunk is selected for a specific situation based on the characterization of that situation and how relevant it is to achieve the intention of the method chunk. Hence, the intention of a method chunk, the goal that can be achieved through application of the way of working prescribed by the method chunk, is central.
Method chunks are retrieved from the method base through the use of metaknowledge. Based on the structure of the method base, where method chunks have been clustered and described using interfaces and descriptors, it is possible to query the method base using a query language. For example, it is possible to select a chunk from the RUP if it has a representation in the method base. Hence, a method chunk query language has similarities with MEL when using method fragments.
Some initial comparisons of method fragments and method chunks are to be found in [ 13] and [ 16] .
Method Components
First introduced by Goldkuhl and colleagues [17, 18] , the method component concept has recently been further developed by Karlsson and others [19] [20] [21] [22] . The basic idea is to view methods as constituted by exchangeable and reusable components. Fundamentally, each component consists of descriptions for ways of working (a process), notations, and concepts [17] . A process describes rules and recommendations for and informs the method (component) user what actions to perform and in what order. Notation means semantic, syntactic and symbolic rules for documentation. Concepts are categories included in the process and the notation. Concepts and notation together constitute what is sometimes referred to as a modelling language, such as the UML. A method component can also be used separately and independently from other components. Each method component addresses a certain aspect of the problem at hand.
Building further on this original method component concept, Karlsson [21] defines it as 'a self-contained part of a method expressing the transformation of one or several artifacts into a defined target artifact and the rationale for such a transformation.' The method component construct thus draws significantly on the idea of method rationale -the systematic treatment of the arguments and reasons behind a particular method [20, 23, 24, 25] . While the intention of a method chunk is typically expressed in terms of the action that immediately satisfies the intention, method rationale aims to direct method engineers' attention to the underlying assumptions of those actions and promote a critical attitude towards the different parts of a method.
A method component consists of two parts: its content and the rationale expressing why the content is designed as it is and what it can bring about. The content of a method component is an aggregate of method elements [21 ] : A method element is a part of a method that manifests a method component's target state or facilitates the transformation from one defined state to another. The concept of method element can be specialized into five categories. Firstly, there are three interrelated parts of prescribed action, concept and notation. These categories are complemented with artefact and actor role as two further sub-types of method element. Artefacts act as deliverables from the transformation process as well as input to this process. Methods are here viewed as heuristic procedures (heurithms) and consequently specified inputs are considered to be recommended inputs. However, a method component needs to have at least one input. Otherwise the method component will not have any meaningful support in the method. One exception to this is method components that initiate new activities that are later integrated with the result from other method components. The selection of actor roles are determined by the prescribed actions that need to be part of the transformation process. Actor roles are played either as drivers of the prescribed actions in the method component or as participants.
The rationale part of the method component concept consists of two parts: goals and values. Method elements exist for reasons, which are made explicit by means of associating method elements to the goals. These goals are anchored in values of the method creator [18, 25] . Taken together, goals and values are often considered important constituents of a methods underlying perspective [18] or 'philosophy' [26] . In method engineering, method rationale is more important than the deliverable as such. Through the method rationale it is possible to address the goals that are essential in order to fulfil the overall goal of a specific project. Prescribed actions and artefacts are only means to achieve something and method rationale can thus help developers not to lose sight of that ultimate result, and also help them find alternative ways forward.
it is important to point out that in our current understanding, method components always reside on the 'artefact layer of granularity' and represent a non-hierarchal concept. This is to reflect the notion that method components are the smallest coherent parts of a method that are practically useful. This design choice is based on two empirical observations [21] : The first, and most important, is that systems developers' tend to focus on the artefacts (a.k.a. deliverables) when discussing situational methods, and these are viewed as non-hierarchal patterns. Second, it has proven difficult to balance precision and cost with hierarchal concepts in situational method engineering.
OPFMethod/Process Components
The OPEN Process Framework [27, 28] also utilizes the concept of a method fragment but stresses that each fragment needs to be generated from an element in a prescribed underpinning metamodel. This metamodel has recently been upgraded with the recent availability of the International Standard ISO/IEC 24744 'Software Engineering Metamodel for Development Methodologies' [29] . While many of the OPF fragments focus on 'process' there are also significant numbers for products and producers (people and tools involved in software development). These are the three acknowledged top-level meta-elements for methodologies leading to: processfocussed fragments (e.g. a kind of task or technique), product-focussed fragments (a kind of diagram, document or other work product) and producer-focussed fragments (e.g. a role played by a member of the software development team, a testing tool)the last of which (producers) is not represented in other SME approaches. In the OPF, these method fragments are defined separately and then linked together using instances of metamodel classes such as ActionKind, representing a single usage event that a given process fragment exerts upon a given product fragment. This class contains an attribute, Type, that specifies what kind of action the process part is exerting on the product part. For example, imagine a methodology that contains a requirements validation task. This task takes a draft requirements document as input and modifies it accordingly through the validation process, creating, as well, a requirements defect list. Modelling this task plus the two involved products (one of which is both an input and an output) can be easily modelled by using two actions: one action would map the requirements validation task to the requirements document, specifying a type 'modify', and a second action would map the same requirements validation task to the requirements defect list, specifying the type as 'create'. The relationships between process-and product-oriented fragments are thus clearly specified. (It must be noted that the actions are lightweight entities in the methodology that act as mappings between heavyweight process-and productoriented fragments. Actions are not containers, as are chunks.).
The MetaEdit Experience
Research in the MetaPHOR project, object-oriented ideas in the implementation of MetaEdit+, and experience with customers, led MetaCase largely to avoid the question of the size or definition of 'chunks' or 'fragments'. Rather they are able to reuse anything, from a single Property type (e.g. the 'Actor Name' field of the Actor type in UML Use Case diagrams) through Object types (e.g. Actor) to Graph types (e.g. Use Case Diagram) and interlinked sets of Graph types (e.g. UML). Accompanying these central and clearly identifiable elements go various rules that map to the 'harder' end of the process scale, generators that form the operational semantics, along with 'softer' parts of processes and things like problem domain semantics. Mainly, though, the focus has been on support for creating entirely new modelling languages, and how reuse and linking of types in the metamodel allows reuse and linking on the model level. Prof. Sjaak Brinkkemper is professor of Organisation and Information at the Institute of Information and Computing Sciences of the Utrecht University, the Netherlands. Before he was a consultant at the Vanenburg Group and a Chief Architect at Baan. Before Baan he held academic positions at the University of Twente and the University of Nijmegen, both in the Netherlands. He holds a MSc and a PhD in of the University of Nijmegen. He has published five books and more than hundred papers on his research interests: software product development, information systems methodology, meta-modelling, and method engineering.
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