problem statement. In other words, the problem definition was taken for granted and only the solution was described.
The study performed by Engström and Runeson (2011) also showed that research papers published between 2001 and 2008 with a focus on software product line testing mainly present the details of the proposed solution as opposed to reporting on the experience in deploying the solution or evaluating it. The study reported that 58 % of the papers focused on discussions of the conceptual proposal or descriptions of the solution, while 17 % of the studies were geared towards experience reports or evaluation research. The evidence from systematic literature reviews in software product lines indicate that more in-depth evidence needs to be gathered in order to allow for successful replication studies and perform knowledge and expertise transfer to industrial settings.
The main objective of this special issue is to add to the available body of knowledge consisting of systematic and in-depth studies on software product line research. The special issue consists of eight highly relevant papers, each of which went through a rigorous peerreview process. We believe that this special issue contains some exemplary work that include extensive empirical studies and can serve as a foundation for further advancing the field.
The first paper in this special issue entitled BAssessing Software Product Line Potential: An Exploratory Industrial Case Study^by Koziolek et al. provides valuable insight from the experiences of conducting a domain analysis on 20 industry-scale software systems in ABB, one of the largest corporations in Automation and Power Technologies. An interesting finding of this paper, among others, is that a lack of flexibility is often seen as a hindrance for the adoption of a product line approach and therefore its adoption is likely if long-term product stability is envisioned. This was shown in two cases where positive return on investment was only observed after 3 and 5 years, respectively. This article can be found in Issue 21:2, Pages 411-448 or http://link.springer.com/article/10.1007/s10664-014-9358-0.
In the next paper, Wang et al. provide the details of their software product line test case selection strategy in BA Systematic Test Case Selection Methodology for Product Lines: Results and Insights from an Industrial Case Study^. The work is motivated by the authors' practical experience in working with Cisco's Video Conference System (Saturn). The paper clearly outlines how the different features of the seven variations of Saturn were modeled through the use of feature models and how test cases are automatically selected based on traceability between features and the existing test cases. An interesting lesson learnt from the experience was that very few people in the industrial setting of the study were familiar with the feature modeling terminology and notation; therefore, this indicates that more training and technology transfer activities could promote the use of product line techniques (DOI: 10.1007/s10664-014-9345-5).
The paper titled BPreprocessor-Based Variability in Open-Source and Industrial Software Systems: An Empirical Study^by Hunsen et al. focuses on the differences between the adoption of conditional compilation methods within open source and proprietary software applications. The authors have empirically studied whether the adoption pattern of the C preprocessor, one of the widely used conditional compilation methods, is any different between the two communities. To this end, the authors have collected the values of a set of structural metrics for 20 open-source and 7 industrial systems. The key finding of the study was that the adoption of C preprocessor is comparable in both communities and therefore, experiences already reported based on open-source software could be applicable to industrial software systems as well. This article can be found in Issue 21:2, Pages 449-482 or http://link. springer.com/article/10.1007/s10664-015-9360-1.
Myllärniemi et al. have studied purposeful performance variability in their work titled BPerformance Variability in Software Product Lines: Proposing Theories from a Case Study^. In their work, the authors employ grounded theory to iteratively collect and analyze data from a case study performed on Nokia's product line for the base station in the 3G radio access network. In order to be able to generalize the findings, the outcomes of the case study and the existing literature were contrasted and combined. An interesting observation reported in the paper is that performance variability does not necessarily need to be the outcome of resolving trade-offs or other forms of variability such as functional variability that are mainly solution domain causes. Other problem domain explanations such as customer requirements and the need for future upgrades can be reasons that can directly affect performance variability (DOI: DOI 10.1007/s10664-014-9359-z).
Sobernig et al. present their work on BQuantifying Structural Attributes of System Decompositions in 28 Feature-oriented Software Product Lines -An Exploratory Study^whereby they study a set of 28 feature-intensive applications developed in the Fuji programming language. The main objective of their work is to study whether the widely promoted idea that feature decomposition leads to increase in cohesion and decrease in coupling is empirically supported or not. The main finding of the authors is that in contrast to the general perception, feature decomposition can lead to feature units that have high coupling and at the same time they do not necessarily represent highly cohesive units of functionality (DOI: 10.1007/s10664-014-9336-6).
The paper by Asadi et al., BThe effects of visualization and interaction techniques on feature model configuration^, focuses on providing support for facilitating the feature model configuration process. The authors present and incorporate visualization as well as interaction interventions to assist application engineers in going through a staged configuration process. The interventions were empirically validated through controlled experiments with 20 graduate students. The results of the study show that visualization and interaction interventions have a statistically significant impact on application engineers' comprehension and change tasks. In addition, task time to completion also showed to be smaller when the visualization interventions were applied. The authors believe that feature model and configuration visualization techniques can improve application engineers' cognition and hence subsequently improve their performance (DOI: 10.1007/s10664-014-9353-5).
In their paper BCoevolution of Variability Models and Related Software Artifacts: A Fresh Look at Evolution Patterns in the Linux Kernel^Passos et al. focus on the co-evolution of variability models and other software artifacts to explore whether specific evolution patterns are observable that are correlated between variability models and software artifacts. The authors have explored the Linux Kernel, which consists of many configuration options to see whether the evolution of the kernel variability model has any correlation with changes on C and Makefiles. The findings are reported in the form of a coevolution pattern catalog that shows how and with what frequency certain changes impact different software artifacts (DOI: 10.1007/s10664-015-9364-x).
The final paper of this collection entitled BBreathing Ontological Knowledge Into Feature Model Synthesis: An Empirical Study^is by Bécan et al. The authors focus on developing an extractive technique that would identify and model software features from existing software repositories in the form a feature model. The challenging aspect of the work presented by the authors is to accurately identify hierarchical and group relationships between the identified features. To this end, six heuristics are presented that considered all logical, syntactical and semantic relationships between features' names. The finding is that the fully automated generation of a feature model from source code can be highly inaccurate; therefore, the authors provide insight into a hybrid approach for using various collection of heuristics for improving certain performance measures such as accuracy and completeness (DOI: 10.1007/s10664-014-9357-1). Table 1 offers a feature-based description of the selected papers in this collection. Each paper is described using four features adopted from (Alvin et al. 2013 ). The first column describes the specific aspect of software product lines that is addressed by the paper. The second and third columns specify the research method that was used in the paper and whether the study was performed in an academic or industrial setting. The last column shows the scale of the subjects/objects that were employed during experimentation.
Finally, we would like to graciously acknowledge the rigor and dedication of the reviewers of this special issue, without whom this valuable collection would not be completed. We are also thankful to the Empirical Software Engineering Editors in Chief, Lionel Briand and Thomas Zimmermann, for their support, help and insight throughout the process of preparing this special issue.
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