The Web is moving to a new generation in which machine-understandable 
Introduction
In the last few years, application development has used Web browsers as the default interface. In these applications, the Web has been used for human communication. However, the new wave is to provide machine communication without human interference. For instance, e-commerce applications are examples of this new demand, which has been called semantic Web [1] .
In the semantic Web it is fundamental to model different knowledge domains. Hence, ontologies are used with this aim [2, 3] . In a simple view, an ontology can be defined as a vocabulary with terms and relationships which enable modeling the universe of discourse, or more precisely a specific domain. Ontologies help to achieve semantic interoperability, which is essential in machine understanding. An ontology is typically a graph of concepts and their relationships and properties.
Due to the complexity involved in the creation and manipulation of ontologies, it is necessary to develop software tools to deal with them in an agile and easy way. Several tools have been proposed so far, such as Protégé, OilEd e KAON [4, 5, 6] , we discuss them in section 2. In this paper we propose a new tool, called OntoEditor, which uses a graph data structure to visualize the ontologies and provides persistence and query capabilities using a database server.
The rest of this paper is structured as follows: section 2 presents related work; section 3 highlights the OntoEditor conceptual model; section 4 focuses on the OntoEditor architecture and design issues; section 5 presents na example using the OntoEditor; and finally, section 6 concludes the paper and discusses further work to be undertaken.
Related Work
Several tools for manipulating ontologies have been proposed recently. In this section we discuss three of them: Protegé, OntoEdit e OilEd. We will detail the main capabilities of each tool and at the end of this section we present the capabilities provided by the OntoEditor which are not supported by these tools.
Protégé: It has been developed by a research team at the University of Stanford, USA, for more than 15 years. The Protégé Project is one of the precursors as a tool for modeling and building knowledge bases. The Protégé knowledge acquisition model uses a tree for representing term hierarchy. Protégé enables the building of colaborative ontologies with migration, integration and version control capabilities. However, it does not provide capabilities for storing and retrieving these ontologies, as only a file system is used for storing the ontologies [4] .
KAON:
The KAON (Karlsruhe Ontology and Semantic Web infrastructure) is an editor which has similarities with Protégé such as ontology building using tree data structure; and many representation languages such RDF and DAML+OIL; although it does not have a flexible user interface as Protégé [6] . Again, there is no support for database persistency on KAON, although there is a tool called REVERSE which enables the mapping of relational database into ontologies OILED: This editor was the first to enable the representation of ontologies using the DAML+OIL language. Although it is based on Protégé, OILED is very simple and does not cope with large ontologies. It can export ontologies in several formats including OIL, OIL-RDFS, DAML-OIL e HTML [5] . The OntoEditor has some interesting features that are not provided by the mentioned tools. For example, the three tools (Protégé, KAON e OILED) have a tree interface to represent ontologies, even though a graph structure is the natural representation for them. In this sense, with OntoEditor, an ontology is defined and presented as a graph. Another important feature allowed by OntoEditor is the use of a database system for ontology persistence and retrieval. This feature is not provided by the others tools. Hence, the OntoEditor supports querying the ontologies using metadata and the own ontology description, since it queries RDF using XMLQL query language [11] . For instance, a user is looking for ontologies, which have a specific term or property (e.g. red wine), and then she can use the query facility to obtain the ontologies that satisfy her requirements.
OntoEditor: Conceptual Model
The main aim of OntoEditor is to create and manipulate ontologies with persistence provided by a database system. Ontologies are defined using an abstract model which is based on RDF (Resource Description Framework) [7] . As mentioned before the structure is a graph.
In the OntoEditor, an ontology is composed by the following elements: Terms, Properties and Relationships. Moreover, an ontology contains metadata which describe some properties including:
Name, which contains the name given to an ontology. For example: "Genome"; Author, which contains the author or responsible for the ontology. 
OntoEditor: Design and Implementation Issues
The design of the OntoEditor tool aims to build a simple and useful ontology editor. Figure 2 presents the overall architecture of the OntoEditor.
Figure 2. OntoEditor Architecture
The OntoEditor was implemented as a Java Applet using the client-server model. It has a Web graphical interface using Swing components. This enables graphical manipulation of the ontologies, so that, the user can build and visualize a given ontology as a graph. After creating an ontology, the user can save it in a relational database system or export it as a text file.
By using a Java Applet it is possible to execute the editor from any browser, without requiring any installation process on the client machine. However, it is important to mention that Java Applets have security restrictions, as for example, saving files in the host machine. Fortunately, signatures can be used to give a Java Applet permission to execute, including permission to write on local disk.
The communication with the database server is done using the JDBC API. The database schema has a table called Ontologies with the following attributes: code, name, author, domain, date of creation, and URL. The code represents a surrogate, which identifies uniquely an ontology, the attributes name, author, domain and date of creation are metadata attributes as explained previously. Finally, the URL attribute contains the URL of a RDF file, which contains the ontology contents. This RDF document is generated by the OntoEditor from the graph created by the user.
As it was mentioned previously, the user builds its ontology graphically and this ontology is saved in a database or exported to a file. In order to achieve that, it is necessary to establish a translation process between a graph and RDF and vice-versa.
OntoEditor uses two languages to represent an ontology: RDF and RDF Schema [9] . From now on, when we mention RDF, it means RDF/RDF Schema. There exists an intermediary process, which is responsible for translating the graphs into an RDF specification. Figure 3 illustrates this translation process.
During this translation process OntoEditor uses the Jena API for parsing an RDF document [10] . The translation process is bi-directional:
Figure 3. Graph -RDF translation process
Graph-RDF translation -when a Save or Export or View RDF menu options is chosen, the graph representing an ontology is translated into an RDF document. RDF-Graph Translation -occurs when either Open or Import options are chosen. Hence, a graph is displayed from a RDF document.
Querying Ontologies
One of the main capabilities of the OntoEditor is its query system. The OntoEditor provides a query menu in which users may either query or edit stored ontologies. Different queries can be submitted including:
1 -Queries on the ontology properties. For instance author, domain, date of creation, and so on.
Example1: a user would like to query ontologies in which "John Smith" is one of the authors.
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Example2: a user would like to query ontologies that contain the "University" concept.
In this case, a query is mounted using the XMLQL language and submitted to a XMLQL processor [11] .
The ontology query process consists basically of: First, the system mounts a XMLQL query using user data; Second, the XMLQL processor is called; Third, for each ontology that contains the searched element, a value is returned for that ontology. Last, it accesses the database looking for more information about the retrieved term. For example, let us suppose that a user would like to search an element called library. The query mounted by the system using XMLQL would be:
As a result, we would have:
This result means that in the University Ontology there is an element library.
An Example
In this section we present an example of building an ontology for the University domain.
The ontology will be composed by a set of terms semantically related, with its attributes, properties and relationships. In this example the University ontology should have A place name, such as city, state, country;
A set of courses. These courses allocate many people, which could be University employees or students. Moreover, these people may have publications such as thesis, papers, and books; Professors and assistants as employees; Undergraduates and graduates. PhD students may be assistants. Figure 4 presents the specified University ontology. The user may translate this graph to a RDF file, which can be stored in a database server. 
Conclusion
In this paper we have presented a software tool called OntoEditor, which enables the creation, edition, update, storing and querying of ontologies. The OntoEditor enables the representation of an ontology as a graph, which increases its usability. Moreover, it uses the capabilities provided by a database server to store and query ontologies using both metadata and the ontology terms.
As further work, we intend to incorporate OWL as an alternative for representing the ontologies and make use of XQuery as the query language. Moreover, we intend to translate ontologies from RDF to OWL and vice-versa.
Since ontologies are conceptually related together by means of sub-ontologies, overlapping, and so on, these relationships between ontologies must be considered in a really powerful tool for the complexity of the Semantic Web. 
