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Περίληψη 
Η παροφςα διπλωματικι εργαςία πραγματεφεται τθν ανάπτυξθ ενόσ 
προγράμματοσ ανάλυςθσ κυκλωμάτων ςτθ ςυχνότθτα και υπολογιςμοφ 
ευαιςκθςιϊν, ςε περιβάλλον MATLAB. Αυτό που το διακρίνει ςε ςχζςθ με άλλα 
προγράμματα ανάλυςθσ κυκλωμάτων είναι ότι δίνει τθ δυνατότθτα ςτο χριςτθ 
να ειςάγει καινοφριεσ τιμζσ ςε επιλεγμζνα ςτοιχεία μζςα ςε ζνα κφκλωμα που 
τον ενδιαφζρει, χωρίσ να χρειάηεται να επαναλαμβάνει όλα τα χαρακτθριςτικά 
του κυκλϊματοσ. Σο πρόγραμμα αυτό ονομάηεται Driplomatiki και μπορεί να 
αποτελζςει ζνα ιδιαίτερα χριςιμο εργαλείο ςτα χζρια ζνοσ αναλυτι ι/και 
ςχεδιαςτι κυκλωμάτων, αφοφ αλλάηοντασ τιμζσ ςε ςυγκεκριμζνα ςτοιχεία του 
κυκλϊματοσ, ο χριςτθσ, ζχει τθ δυνατότθτα να εφαρμόςει επαναλθπτικοφσ 
αλγόρικμουσ ςε αυτά ϊςτε να βελτιςτοποιιςει τθν απόκριςθ ενόσ κυκλϊματοσ 
ςτθ ςυχνότθτα, ι/και να μετριάςει τθν ευαιςκθςία κάποιων τάςεων ι ρευμάτων 
ςε ςυγκεκριμζνα ςτοιχεία. 
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Abstract 
This paper presents a program that performs frequency analysis and sensitivity 
computations in circuits. It is distinguishable from other circuit analyzing 
programs because it gives the user the ability to input new values for some 
chosen elements of a circuit without calling for a restatment of the features of the 
circuit (topology, values of the invariable elements etc). This program is 
developed in MATLAB environment and is called Driplomatiki. It could be a useful 
tool in the hands of a circuit analyser or/and designer since, having the capability 
of changing the values of specific elements, he can optimize the frequency 
response of a circuit, or/and moderate the sensitivity of specific voltages or 
currents with respect to some given elements. 
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Κεφάλαιο 1 
Ειςαγωγή 
Η ανάλυςθ κυκλωμάτων είναι ζνασ τομζασ που ζχει απαςχολιςει και ςυνεχίηει 
να απαςχολεί τθν βιομθχανικι, επιςτθμονικι και πανεπιςτθμιακι κοινότθτα. Με 
τθν ανάπτυξθ των θλεκτρονικϊν υπολογιςτϊν αρκετά εργαλεία ανάλυςθσ 
κυκλωμάτων, όπωσ για παράδειγμα το SPICE, ζχουν ςχεδιαςτεί ϊςτε να μπορεί 
να γίνεται με γριγορο και αυτόματο τρόπο θ ανάλυςθ των τάςεων, των 
ρευμάτων και άλλων μεγεκϊν ςε ζνα κφκλωμα. Παράλλθλα, πολλά πακζτα 
λογιςμικοφ που παρζχουν ιςχυρά μακθματικά εργαλεία, όπωσ το MATLAB, 
Simulink κ.α. ζχουν παραχκεί και αναπτυχκεί με ςκοπό να ζχουν ευρεία 
εφαρμογι ςε ερευνθτικά και μι ηθτιματα.  
Σο MATLAB είναι ζνα λογιςμικό αρικμθτικϊν μεκόδων που γίνεται αυξανόμενα 
δθμοφιλζσ ςτθν επιςτθμονικι και τθν πανεπιςτθμιακι κοινότθτα αφοφ παρζχει 
εφχρθςτεσ ςυναρτιςεισ, απλι αναπαράςταςθ διαφόρων μακθματικϊν 
ποςοτιτων (μθτρϊν, διανυςμάτων κ.λ.π.), απλι προγραμματιςτικι λογικι, 
δυνατότθτα γραφισ επιπρόςκετων ςυναρτιςεων και εκτεταμζνεσ εργαλειοκικεσ 
για πλθκϊρα χριςεων ςε διάφορουσ επιςτθμονικοφσ τομείσ. Ασ ςθμειωκεί όμωσ 
ότι το MATLAB δεν περιζχει, όπωσ είναι ςιμερα, εργαλειοκικθ για ανάλυςθ 
κυκλωμάτων. 
Η παροφςα διπλωματικι εργαςία πραγματεφεται τθν ανάπτυξθ ενόσ 
προγράμματοσ ανάλυςθσ κυκλωμάτων ςτθ ςυχνότθτα και υπολογιςμοφ 
ευαιςκθςιϊν των εξόδων, ςε περιβάλλον MATLAB. Σο πρόγραμμα αυτό, εν 
ονόματι Driplomatiki, όχι μόνο ζχει ςκοπό να βοθκιςει ζναν αναλυτι, ι εναν 
ςχεδιαςτι κυκλωμάτων να μάκει πλθροφορίεσ για ζνα κφκλωμα που τον 
ενδιαφζρει, αλλά δίνει και τθ δυνατότθτα ςε κάποιον χριςτθ να αλλάηει τισ τιμζσ 
ςε ςυγκεκριμζνα ςτοιχεία του κυκλϊματοσ, (τα οποία κα ονομάηονται 
ςχεδιάςιμα) ενϊ άλλα να τα διατθρεί ςτακερά (μθ-ςχεδιάςιμα). Αυτό 
διευκολφνει τθν περιγραφι ενόσ κυκλϊματοσ, πλεονεκτεί ςτθν περίπτωςθ που το 
κφκλωμα χρειάηεται να αναλυκεί επανειλλθμζνα με διαφορετικζσ κάκε φορά 
τιμζσ ςτοιχειϊν, αλλά δίνει και τθ δυνατότθτα ςε ζναν προγραμματιςτι και 
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ταυτόχρονα ςχεδιαςτι/αναλυτι κυκλωμάτων να υλοποιιςει κάποιον 
επαναλθπτικό αλγόρικμο βελτιςτοποίθςθσ ωσ προσ τισ τιμζσ επιλεγμζνων 
ςτοιχείων του κυκλϊματοσ. 
΢το ςυγκεκριμζνο πρόγραμμα θ τοπολογία του κυκλϊματοσ, υπό ανάλυςθ, 
κεωρείται γνωςτι και δίνεται ωσ είςοδοσ από τον χριςτθ, μζςω τθσ γραφισ ενόσ 
απλοφ αρχείου εν ονόματι InputPart.m το οποίο αποτελεί κομβικό ςθμείο για το 
πρόγραμμα. Είςοδοι του προγράμματοσ Driplomatiki κεωροφνται και οι τιμζσ των 
ςχεδιάςιμων ςτοιχείων, τα οποία ζχει κεωριςει ο χριςτθσ, αλλά και οι 
ςυχνότθτεσ ςτισ οποίεσ ηθτείται να γίνει θ ανάλυςθ.  
Η κατάςτρωςθ των απαραίτθτων εξιςϊςεων του κυκλϊματοσ και θ τελικι 
ανάλυςθ ςτθ ςυχνότθτα γίνεται με τθν Σροποποιθμζνθ Μζκοδου των Κόμβων 
κάνοντασ τθ χριςθ Δφο Γράφων (Modified Nodal Analysis using Two Graphs). Η 
κεωρθτικι ανάπτυξθ τθσ ςυγκεκριμζνθσ μεκόδου αναλφεται ςτο Κεφάλαιο 2. Σο 
πρόγραμμα που αναπτφχκθκε υπολογίηει επίςθσ τισ ευαιςκθςίεσ των εξόδων ωσ 
προσ τα ςχεδιάςιμα ςτοιχεία κάνοντασ χριςθ τθσ μεκόδου του ΢υηυγοφσ 
΢υςτιματοσ, όπωσ αυτι αναλφεται ςτο Κεφάλαιο 3.  
H ζξοδοσ του προγράμματοσ είναι 2 μιτρεσ που περιζχουν τισ τιμζσ των εξόδων 
του κυκλϊματοσ και των ευαιςκθςιϊν τουσ, ωσ προσ τα ςχεδιάςιμα ςτοιχεία  
κακϊσ και τα διαγράμματα Bode των εξόδων του κυκλϊματοσ, για τισ τιμζσ 
ςυχνοτιτων που ζλαβε το πρόγραμμα Driplomatiki από τον χριςτθ. Ζξοδοι, 
επίςθσ, μποροφν να κεωρθκοφν και άλλα ενδιαφζροντα διανφςματα που 
περιγράφονται αναλυτικά ςτο Κεφάλαιο 4 μαηί με τισ οδθγίεσ χριςθσ του 
προγράμματοσ. 
΢το Κεφάλαιο 5 γίνεται χριςθ του προγράμματοσ Driplomatiki ϊςτε να 
επαλθκευτεί θ ορκι του εκτζλεςθ. Σζλοσ, ςτο Παράρτθμα παρατίκεται ο κϊδικασ 
του ςυγκεκριμζνου προγράμματοσ. 
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Κεφάλαιο 2 
Ανάλυςη γραμμικϊν κυκλωμάτων με την 
τροποποιημζνη μζθοδο των κόμβων με δφο 
γράφουσ (ΣΜΚ2Γ). 
Πριν προχωριςουμε ςτον τρόπο που λειτουργεί το πρόγραμμα Driplomatiki, το 
οποίο χρθςιμοποιεί τθν τροποποιθμζνθ μζκοδο των κόμβων με δφο  γράφουσ 
ςτο MATLAB, κα ιταν χριςιμο και βολικό να αναφζρουμε κάποιεσ βαςικζσ 
ζννοιεσ τθσ τροποποιθμζνθσ μεκόδου των κόμβων με δφο γράφουσ ϊςτε να 
εξοικειωκεί ο αναγνϊςτθσ με το κεωρθτικκό υπόβακρο που χρθςιμοποιεί θ 
παροφςα διπλωματικι εργαςία.  
 
Α) Η απλι μζκοδοσ των κόμβων 
Ασ κεωριςουμε πρϊτα ζνα κφκλωμα με n+1 κόμβουσ και b κλάδουσ κακϊσ 
επίςθσ ζνα γράφο G να είναι ο προςανατολιςμζνοσ γράφοσ του κυκλϊματοσ. 
 
Οριςμόσ 1.1 
Μιτρα προςπτϊςεωσ Αα του γράφου G είναι θ μιτρα (n+1)xb διαςτάςεων τθσ 
οποίασ τα ςτοιχεία ςυμπλθρϊνονται ωσ εξισ: 
αij = 1, αν ο κλάδοσ j αναχωρεί από τον κόμβο i 
αij = -1, αν ο κλάδοσ j προςπίπτει ςτον κόμβο i 
αij = 0, αν ο κλάδοσ j δεν ενϊνεται με τον κόμβο j 
Οι γραμμζσ τθσ Αα αντιςτοιχοφν ςτουσ κόμβουσ τθσ G και οι ςτιλεσ ςτουσ 
κλάδουσ. Κάκε ςτιλθ τθσ Αα ζχει ακριβϊσ δφο μθ-μθδενικά ςτοιχεία, όπου το ζνα 
ιςοφται με 1 και το άλλο με -1. 
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Οριςμόσ 1.2 
Ελαττωμζνθ μιτρα προςπτϊτςεωσ Α του γράφου G είναι θ μιτρα nxb 
διαςτάςεων που προκφπτει από τθν Αα με αφαίρεςθ τθσ γραμμισ που 
αντιςτοιχεί ςτον κόμβο αναφοράσ (ςυμβατικϊσ αναφερόμενοσ ωσ "γι"). 
 
Με βάςθ τουσ παραπάνω οριςμοφσ, αν κεωριςουμε διάνυςμα ρευμάτων ςτουσ 
κλάδουσ I = [iα , iβ , ... , ib ] 
T , επαλθκεφεται ότι ο νόμοσ ρευμάτων Kirchoff μπορεί 
να γραφτεί ςε μθτρικι μορφι ωσ n+1 γραμμικά εξαρτθμζνεσ εξιςϊςεισ  
     Αα Ι = 0 
ι ςε n γραμμικά ανεξάρτθτεσ εξιςϊςεισ (αν αφαιρεκεί ο κόμβοσ "γθ" και ο 
γράφοσ G είναι ςυνεκτικόσ) 
     Α Ι = 0 
Πζραν του διανφςματοσ ρευμάτων, είναι χριςιμο να κεωριςουμε και τα 
διανφςματα τάςεων κλάδων Vb=[Vα , Vβ , ... , Vb ] 
T και τάςεων κόμβων Vn=[Vα , Vβ , 
... , Vn ] 
T . 
Είναι εφκολο να διαπιςτωκεί ότι μεταξφ των τάςεων κόμβων και των τάςεων 
κλάδων ιςχφει θ ςχζςθ : 
        Vb = A
T Vn   (1) 
θ οποία εκφράηει ςε μθτρικι μορφι το γεγονόσ ότι θ τάςθ ενόσ κλάδου ιςοφται 
με τθ διαφορά των τάςεων-προσ-γι των κόμβων με τουσ οποίουσ ςυνδζεται ο 
κλάδοσ. 
΢τθ μζκοδο των κόμβων είναι βαςικι θ υπόκεςθ ότι κάκε κλάδοσ του γράφου G 
περιζχει: είτε μια ανεξάρτθτθ πθγι ρεφματοσ, είτε ζνα γραμμικό ςτοιχείο που 
ζχει περιγραφι αγωγιμότθτασ (δθλαδι που περιγράφεται από τθ ςχζςθ 
).  
Περιγραφι αγωγιμότθτασ μπορεί να ζχουν τα κάτωκι κυκλωματικά ςτοιχεία: 
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Ονομαςία Περιγραφικι 
Σχζςθ 
Τφποσ Αγωγιμότθτα 
Αντίςταςθ iκ =  vk Πακθτικό  yk =   
Πθνίο iκ =  vk , iκ =  vk Πακθτικό yk =  ή yk =  
Πυκνωτισ iκ = jωCvk, iκ = sCvk Πακθτικό yk = jωC ή yk = sC 
Ανεξάρτθτθ Πθγι 
Ρεφματοσ 
ik = J   
Εξαρτθμζνθ πθγι 
ρεφματοσ απο 
τάςθ (VCT) 
ik = gvλ Ενεργθτικό  
 
Πακθτικά λζγονται τα ςτοιχεία που περιγράφονται από τθ γενικι ςχζςθ i = y v 
και y ονομάηεται θ αγωγιμότθτα του ςτοιχείου.  
΢θμαντικι παρατιρθςθ : Οι ανεξάρτθτεσ και εξαρτθμζνεσ πθγζσ τάςεωσ που 
ενδεχομζνωσ υπάρχουν ςτο κφκλωμα είναι δυνατό να μετατραποφν ςε 
ιςοδφναμεσ ανεξάρτθτεσ πθγζσ ρεφματοσ με χριςθ των κεωρθμάτων Thevenin-
Norton. 
Σελικϊσ, για τθν κατάςτρωςθ των εξιςϊςεων των κόμβων υπάρχει μια βαςικι 
προχπόκεςθ που ςχετίηεται με τον τρόπο αρίκμθςθσ των κλάδων του 
κυκλϊματοσ: αρικμοφνται πρϊτα οι κλάδοι που αντιςτοιχοφν ςε πακθτικά 
ςτοιχεία ι ενεργθτικά ςτοιχεία και τελευταίοι οι κλάδοι που αντιςτοιχοφν ςε 
ανεξάρτθτεσ πθγζσ ρεφματοσ. Ζτςι τόςο θ μιτρα Α και τα διανφςματα Ι και Vb 
χωρίηονται με τον κάτωκι τρόπο: 
A =  ,  I = , Vb =  
ο δείκτθσ p αναφζρεται ςτουσ κλάδουσ πακθτικϊν ςτοιχείων ι εξαρτθμζνων 
πθγϊν και ο δείκτθσ J ςτουσ κλάδουσ ανεξάρτθτων πθγϊν ρεφματοσ. 
Με βάςθ τα παραπάνω ο Νόμοσ Ρευμάτων Kirchoff γράφεται : 
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Με τα νζα δεδομζνα θ ςχζςθ (1) γράφεται ωσ εξισ : 
 
 
και οι ςχζςεισ των (επιτρεπόμενων) ςτοιχείων γράφονται ςε μθτρικι μορφι : 
 
όπου θ μιτρα αγωγιμότθτασ κλάδων Τb καταςκευάηεται με το κάκε ςτοιχείο να 
ακολουκεί τθ ςχζςθ yκκ = yκ και τα υπόλοιπα τθσ ςειράσ μθδενικά αν ο κλάδοσ 
που αντιςτοιχεί ςτθν ςειρά αποτελείται από πακθτικό ςτοιχείο ενϊ αν είναι 
ενεργθτικόσ ςυμπλθρϊνεται  yκλ = g με τα υπόλοιπα τθσ ςειράσ μθδενικά αν 
κεωριςουμε ότι εξαρτάται από τθν τάςθ του κλάδου λ, με κζρδοσ g.  
Καταλθκτικά, οι εξιςϊςεισ των κόμβων λαμβάνονται με απαλοιφι του Ip από τισ 
ςχζςεισ (2) και (3) παίρνοντασ : 
 
όπου    είναι θ μιτρα αγωγιμότθτοσ κόμβων (διαςτάςεωσ nxn) και   
 το διάνυςμα ανεξαρτιτων πθγϊν εντάςεωσ κόμβων (μικουσ n). 
Για ανάλυςθ ςυνεχοφσ ρεφματοσ θ μιτρα αγωγιμότθτοσ κόμβων και τα 
διανφςματα Vn και   είναι πραγματικοί αρικμοί, ενϊ για ανάλυςθ Ημιτονικισ 
Μόνιμθσ Κατάςταςθσ είναι μιγαδικοί αρικμοί που εξαρτϊνται από τθν 
ςυχνότθτα ω. 
Β) Η τροποιθμζνθ μζκοδοσ των κόμβων με χριςθ δφο γράφων 
Η Σροποποιθμζνθ Μζκοδοσ των Κόμβων με Δφο Γράφουσ (ΣΜΚ2Γ) είναι μια 
επζκταςθ τθσ μεκόδου των κόμβων με ςκοπό να ζχει πιο γενικι εφαρμογι. Για 
να γίνει κάτι τζτοιο θ ΣΜΚ2Γ περιλαμβάνει άμεςα ςτθ διατφπωςθ τθσ τα εξισ 
ςτοιχεία: 
 ανεξάρτθτεσ πθγζσ τάςθσ  
 ςτοιχεία που ζχουν περιγραφικι ςχζςθ ςε μορφι αντιςτάςεωσ V= Zi 
 εξαρτθμζνεσ πθγζσ τάςθσ ελεγχόμενεσ από τάςθ ι ρεφμα v=μv',v=ri' 
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 γενικά δίκυρα ςτοιχεία με περιγραφικι ςχζςθ: YV + ZI = W 
Με τθν προθγοφμενθ νοοτροπία και ςυμπεριλαμβάνοντασ τα παραπάνω 
ςτοιχεία, θ ΣΜΚ2Γ καλφπτει τισ παραπάνω απαιτιςεισ που μπορεί να ζχουν 
κάποιεσ εφαρμογζσ, διατθρϊντασ ςυγχρόνωσ ςε μεγάλο βακμό τθν απλότθτα τθσ 
μεκόδου των κόμβων.  
Για τθν διατφπωςθ τθσ κεωροφμε, αρχικά, όλεσ τισ άγνωςτεσ τάςεισ και τα 
ρεφματα και τισ μεταξφ τουσ ςχζςεισ, μζςω των εξιςϊςεων Kirchoff ι μζςα από 
τισ περιγραφικζσ ςχζςεισ των ςτοιχείων. Ασ είναι Ιb και Vb οι άγνωςτεσ μεταβλθτζσ 
του κυκλϊματοσ. Από τισ προαναφερκείςεσ ςχζςεισ παίρνουμε ζνα ςφςτθμα 
εξιςϊςεων τθσ μορφισ: 
 
όπου I είναι θ μοναδιαία μιτρα bxb διαςτάςεων και Wb = 0 για περιγραφζσ 
αντιςτάςεων και αγωγιμοτιτων. 
Η ΣΜΚ2Γ εφορμεί απο τρείσ απαλοιφζσ που μποροφν να γίνουν ςε αυτό το 
ςφςτθμα.  
 
1) Αντικατάςταςθ των Vb = Α
Σ Vn  
2) Χωριςμόσ των περιγραφικϊν ςχζςεων των ςτοιχείων  
i) Γενικά δίκυρα ςτοιχεία : Y1V1+Z1I1 = W1 
ii) ΢τοιχεία με περιγραφι αγωγιμότθτασ Y2V2 = I2 
iii) ανεξάρτθτεσ πθγζσ ρευμάτων : Ι3 = J  
και με αντίςτοιχο χωριςμό τθσ μιτρασ πρόςπτωςθσ Α οδθγοφμαςτε ςτθν 
απαλoιφι των ρευμάτων I2 και ςτθν μεταφορά των Ι3 ςτο δεξιό μζλοσ του 
ςυςτιματοσ. Καταλιγουμε ςε ςχζςεισ τθσ μορφισ: 
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3) Πολλά από τα ρεφματα του διανφςματοσ Ι1 και πολλζσ από τισ τάςεισ κλάδων 
που εμπεριζχονται ςτο Vb και άρα ςτο Vn είναι ίςεσ με μθδζν ι δεν ενδιαφζρει θ 
γνϊςθ τουσ. Αυτζσ οι "αδιάφορεσ" τάςεισ και ρεφματα μποροφν να απαλειφκοφν 
με τθ βοικεια δφο γράφων. ΢τον ζναν κα προκφψουν οι άγνωςτεσ τάςεισ (V-
γράφοσ) και ςτον άλλον κα προκφψουν τα άγνωςτα ρεφματα (I-γράφοσ). Ο νόμοσ 
ρευμάτων Kirchoff μπορεί να εκφραςκεί με βάςθ τον Ι-γράφο και ο νόμοσ 
τάςεων με βάςθ τον V-γράφο. 
Για τθ ςχεδίαςθ του Ι-γράφου οι κλάδοι οι οποίοι διαρρζονται από ρεφμα που 
δεν υπεςζρχεται ςτθν περιγραφικι ςχζςθ του ςτοιχείου που περιζχουν και δεν 
ενδιαφζρει θ γνϊςθ τουσ βραχυκυκλϊνονται. Οι κλάδοι που διαρρζονται από 
μθδενικό ρεφμα ανοιχτοκυκλϊνονται. 
Για τθ ςχεδίαςθ του V-γράφου, ζνασ κλάδοσ βραχυκυκλϊνεται εαν θ τάςθ ςτα 
άκρα του είναι μθδζν και ανοιχτοκυκλϊνεται όταν θ τάςθ ςτα άκρα του δεν 
ςυμπεριλαμβάνεται ςτθν περιγραφικι ςχζςθ που περιζχει ο κλάδοσ και δεν 
ενδιαφζρει θ γνϊςθ τθσ. 
Αφοφ ςχεδιαςτοφν οι δφο γράφοι του κυκλϊματοσ χωρίηουμε τουσ κλάδουσ του 
κυκλϊματοσ ανάλογα με τισ περιγραφικζσ ςχζςεισ των ςτοιχείων που περιζχουν: 
 ΢τοιχεία με περιγραφι αγωγιμότθτασ : I1 = Y1V1 
 ΢τοιχεία με περιγραφι αντιςτάςεωσ : V2 = Z2I2 
 Ανεξάρτθτεσ πθγζσ ρεφματοσ I3 = J 
 Ανεξάρτθτεσ πθγζσ τάςεωσ V3 = E 
 Εξαρτθμζνεσ πθγζσ ρεφματοσ από ρεφμα I4 = αI5 
 Εξαρτθμζνεσ πθγζσ τάςεωσ από τάςθ V4 = μV5 
 Γενικά δίκυρα ςτοιχεία Y6V6 + Z6I6 = W 
Με αντίςτοιχο τρόπο χωρίηονται οι μιτρεσ προςπτϊςεωσ ςτον κάκε γράφο. Αν 
πριν είχαμε τθ μιτρα ΑI του Ι-γράφου και τθν AV του V-γράφου τϊρα κεωροφμε 
αντίςτοιχα τισ  και   για κ = 1,2,...,6.  
Για τισ ανάγκεσ του κεφαλαίου αυτοφ, κα ςυμβολίςουμε τισ τάςεισ των κόμβων 
του V-γράφου ωσ προσ γι ωσ .  
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Οι εξιςϊςεισ τθσ ΣΜΚ2Γ προκφπτουν με αντικατάςταςθ των I1, I3, I4 και τθσ 
 ςτουσ νόμουσ ρευμάτων Kirchoff (  ) και των Vκ από 
τουσ νόμουσ τάςεων Kirchoff ςτισ περιγραφικζσ ςχζςεισ των ςτοιχείων. 
Σελικϊσ καταλιγουμε ςτθν επίςθμθ ςχζςθ τθσ ΣΜΚ2Γ ςε μθτρικι μορφι : 
 
 
Αξίηει να ςθμειϊςουμε εδϊ ότι οι εξιςϊςεισ τθσ ΣΜΚ2Γ δεν είναι απαραίτθτο να 
καταςτρωκοφν από εκτζλεςθ πολλαπλαςιαςμϊν μθτρϊν και εφρεςθ των μθτρϊν 
προςπτϊςεωσ του κάκε γράφου. Η μιτρα αυτι μπορεί απλοφςτερα να 
ςυμπλθρωκεί με επαναλθπτικι προςκικθ τθσ ςυμβολισ του κάκε κλάδου 
κάνοντασ απλι χριςθ των δφο γράφων ςφμφωνα με τον Πίνακα 1. Σο 
πρόγραμμα Driplomatiki χρθςιμοποιεί αυτι τθ μζκοδο ςυμπλιρωςθσ των 
εξιςϊςεων αφοφ προςφζρει ευνοϊκότερο τρόπο για τθν προγραμματιςτικι 
υλοποίθςθ. 
Ζτςι, θ καταςκευι των I και V γράφων γίνεται επαναλθπτικά, από τον γράφο του 
κυκλϊματοσ, κεωρϊντασ τθν επίδραςθ του κάκε κλάδου ξεχωριςτά. Οι ςυμβολζσ 
των πακθτικϊν ςτοιχείων με περιγραφικζσ ςχζςεισ αγωγιμότθτασκακϊσ και των 
εξαρτθμζνων πθγϊν ρεφματοσ από τάςθ γράφονται επαναλθπτικά, όπωσ ςτθ 
μζκοδο των κόμβων, ςε μια μιτρα διαςτάςεων nI x nV όπου nI είναι ο αρικμόσ 
των κόμβων του Ι-γράφου και nV ο αρικμόσ των κόμβων του V-γράφου. Η μιτρα 
αυτι είναι το τμιμα  των παραπάνω εξιςϊςεων. Σο τμιμα  
ςυμπλθρϊνεται από τθ ςυμβολι των ανεξάρτθτων πθγϊν ρεφματοσ αφοφ 
τοποκετθκοφν ςτο ςτακερό διάνυςμα του δεξιοφ μζλουσ. 
Οι ςυμβολζσ όλων των ςτοιχείων φαίνονται ςτον Πίνακα 1. Κακζνα από τα 
υπόλοιπα ςτοιχεία προςκζτει είτε μια γραμμι είτε μια ςτιλθ (μεταβλθτι Ι) είτε 
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μια γραμμι και μια ςτιλθ (μια εξίςωςθ και μια μεταβλθτι Ι) ςτθν επαναλθπτικά 
καταςκευαηόμενθ μιτρα ι/και ςτο ςτακερό διάνυςμα του δεξιοφ μζλουσ. 
΢το τζλοσ τθσ διαδικαςίασ προκφπτει θ μιτρα και το ςτακερό διάνυςμα τθσ 
ΣΜΚ2Γ.  
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Πίνακασ 1. Ιδεατά ςτοιχεία ςτθν τροποποιθμζνθ μζκοδο των κόμβων με δφο 
γράφουσ. 
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Κεφάλαιο 3 
Δομή και ςυνοπτική περιγραφή του 
προγράμματοσ Driplomatiki 
Αφοφ ςυνοψίςαμε τθ κεωρία που αποτελεί τθ βάςθ για να πραγματοποιθκεί 
αυτι θ διπλωματικι εργαςία, κα εξθγιςουμε ςε αφτο το κεφάλαιο ποιόσ είναι ο 
τρόποσ λειτουργίασ του προγράμματοσ και πωσ καταλιγει ςτον ςτόχο του να 
αναλφςει ζνα κφκλωμα ςτθ ςυχνότθτα, να υπολογίςει τισ ευαιςκθςίεσ ωσ προσ 
ςυγκεκριμζνα ςτοιχεία του κυκλϊματοσ και να αποτελζςει ζνα πρόςκετο 
εργαλείο ςτα χζρια ενόσ ςχεδιαςτι κυκλωμάτων. 
Α) Η Δομι και ο τρόποσ λειτουργίασ του προγράμματοσ 
Driplomatiki 
Σο πρόγραμμα Driplomatiki είναι ζνα πρόγραμμα ανάλυςθσ κυκλωμάτων ςτθ 
ςυχνότθτα και υπολογιςμοφ ευαιςκθςιϊν εξόδου ωσ προσ ςυγκεκριμζνα 
ςτοιχεία, τα οποία επικυμεί ο χριςτθσ. Σα ςτοιχεία του κυκλϊματοσ διακρίνονται 
ςε ςχεδιάςιμα και μθ-ςχεδιάςιμα. Οι τιμζσ των μθ-ςχεδιάςιμων ςτοιχείων 
διατθροφνται ςτακερζσ, ςε διαδοχικζσ εκτελζςεισ του προγράμματοσ, ενϊ οι 
τιμζσ των ςχεδιάςιμων ςτοιχείων είναι δυνατό να αλλάηουν μεταξφ διαδοχικϊν 
εκτελζςεων. 
Αρχικά, για τθν εκτζλεςθ του προγράμματοσ, απαιτοφνται από τον χριςτθ τα 
ςυγκεκριμζνα ςτοιχεία: 
 Σοπολογία του κυκλϊματοσ που ηθτείται να αναλυκεί. 
 Διάκριςθ ςτοιχείων ςε ςχεδιάςιμα και μθ-ςχεδιάςιμα. 
 Σιμζσ των μθ-ςχεδιάςιμων ςτοιχείων και ονόματα των ςχεδιάςιμων. 
 Σιμζσ των ςυχνοτιτων ςτισ οποίεσ κζλει ο χριςτθσ να γίνει ανάλυςθ. 
Μόλισ ςυλλζξει αυτά τα ςτοιχεία, το ςυγκεκριμζνο πρόγραμμα πραγματοποιεί τα 
παρακάτω: 
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 Παράγει τουσ I-V Γράφουσ του δεδομζνου κυκλϊματοσ. 
 Καταςτρϊνονται οι εξιςϊςεισ τθσ ΣΜΚ2Γ. 
 Γίνεται ανάλυςθ ςυχνότθτασ του κυκλϊματοσ και υπολογίηονται οι ζξοδοι. 
 Καταςκευάηονται τα διαγράμματα Bode. 
 Τπολογίηει τισ ευαιςκθςίεσ των εξόδων, ωσ προσ τα ςχεδιάςιμα ςτοιχεία 
που ζχει δϊςει ο χριςτθσ. 
Σο πρόγραμμα Driplomatiki παίρνει ωσ είςοδο τθν τοπολογία ενόσ κυκλϊματοσ, θ 
οποία λειτουργεί και ωσ γράφοσ του κυκλϊματοσ, και αρχικά παράγει τουσ Ι και 
V γράφουσ του κυκλϊματοσ με τον τρόπο που περιγράφει ο Πίνακασ 1. Γίνεται 
διαχωριςμόσ των ςτοιχείων του κυκλϊματοσ ςε ςχεδιάςιμα και μι ςχεδιάςιμα, 
ϊςτε να μπορεί ο χριςτθσ του προγράμματοσ να αλλάηει τιμζσ ςε κάποια 
ςτοιχεία ενϊ άλλα να παραμζνουν ςτακερά. Ο χριςτθσ καλείται να 
πλθκτρολογιςει ςτο πρόγραμμα τισ αρχικζσ τιμζσ των ςχεδιάςιμων ςτοιχείων 
που ζχει ορίςει, ζτςι ϊςτε να γίνουν οι κατάλλθλοι υπολογιςμοί. Ζτςι, χωρίσ να 
επανειςάγει κάκε φορά όλεσ τισ τιμζσ των ςτοιχείων του κυκλϊματοσ ελζγχει τθν 
ευαιςκθςία μόνο για ςυγκεκριμζνα ςτοιχεία που τον ενδιαφζρουν.  
΢το πρόγραμμα Driplomatiki κεωρείται ότι οι είςοδοι του κυκλϊματοσ που 
αναλφει είναι ανεξάρτθτεσ πθγζσ ρεφματοσ ι τάςθσ ενϊ θ ζξοδοσ ι οι ζξοδοι του 
κυκλϊματοσ είναι τάςεισ ανοιχτοκφκλωςεωσ ι ρεφματα βραχυκυκλϊςεωσ.  
΢τθ ςυνζχεια, καταςκευάηεται θ μιτρα Σ και το πρόγραμμα παίρνει ωσ είςοδο τισ 
μπάντεσ ςυχνοτιτων ςτισ οποίεσ ο χριςτθσ κζλει να γίνει ανάλυςθ. Από τουσ Ι 
και V γράφουσ, που ζλαβε από το πρϊτο κομμάτι κϊδικα, με τρόπο που κα 
αναλυκεί πλιρωσ ςτισ παραγράφουσ Β και Γ, ευρίςκεται θ κακυςτζρθςθ ομάδασ 
τθσ κάκε εξόδου κακϊσ και θ ευαιςκθςία τθσ ςε ςχζςθ με κάκε ςχεδιάςιμο 
ςτοιχείο. Ο υπολογιςμόσ ευαιςκθςιϊν γίνεται επαναλθπτικά για τθν κάκε 
ςυχνότθτα. 
Σζλοσ, γίνονται τα διαγράμματα Bode και απεικονίηονται τα αποτελζςματα τθσ 
ανάλυςθσ ευαιςκθςιϊν. 
Β) Ειςαγωγι τοπολογίασ και ςτοιχείων του κυκλώματοσ 
25 
 
Η τοπολογία του κυκλϊματοσ ςτο πρόγραμμα είςαγεται με χριςθ του αρχείου 
InputPart.m. Αυτό γίνεται με τρόπο απλό, αφοφ ο χριςτθσ όταν κελιςει να 
ειςάγει κάποιο καινοφριο ςτοιχείο ςτο κφκλωμα (οποιοδιποτε ςτοιχείο που 
αναφζρει ο Πίνακασ 1) πλθκτρολογεί μια καινοφρια ςειρά ςτο αρχείο 
InputPart.m με το όνομα του είδουσ του ςτοιχείου, τουσ κόμβουσ ςτουσ οποίουσ 
βρίςκεται και τθν τιμι του, αν κζλει να είναι μι-ςχεδιάςιμο, ι το όνομα του 
μζςα ςε ειςαγωγικά, αν κζλει να είναι ςχεδιάςιμο.  
Σα ςτοιχεία που υποςτθρίηει το πρόγραμμα με τα ονόματα τουσ είναι τα εξισ: 
 e               για ανεξάρτθτθ πθγι τάςθσ 
 cs             για ανεξάρτθτθ πθγι ρεφματοσ 
 vtov         για εξαρτθμζνθ πθγι τάςθσ από τάςθ 
 jtov           για εξαρτθμζνθ πθγι τάςθσ από ρεφμα 
 jtoj            για εξαρτθμζνθ πθγι ρεφματοσ από ρεφμα 
 vtoj           για εξαρτθμζνθ πθγι ρεφματοσ από τάςθ 
 opamp     για τελεςτικό ενιςχυτι 
 g                για γενικευμζνθ αγωγιμότθτα 
 z                για γενικευμζνθ αντίςταςθ 
 c                για πυκνωτι 
 r                για αντίςταςθ  
 l  για πθνίο 
 oc    για ανοιχτοκφκλωμα 
 sc   για βραχυκφκλωμα 
Ζτςι, για παράδειγμα αν κζλει ο χριςτθσ να περιγράψει ζνα κφκλωμα που 
περιζχει μια αγωγιμότθτα από τον κόμβο 1 ςτον κόμβο 0, με τιμι 100 Ω-1 , ζναν 
πυκνωτι με τιμι 10 μF από τον 1 ςτον 2 και μια ανεξάρτθτθ πθγι τάςθσ από τον 
κόμβο 1 ςτον κόμβο 0, ςχεδιάςιμθ, το αρχείο InputPart.m κα πρζπει να είναι το  
function InputPart(~) 
 
g(0,1,100); 
c(1,2,0.00001); 
e(1,2,'e1'); 
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end 
 
Ωσ είςοδοι του κυκλϊματοσ κεωροφνται οι ανεξάρτθτεσ πθγζσ τάςθσ ι ζνταςθσ 
που δίνει ο χριςτθσ. Δθλαδι, αν ο χριςτθσ κζλει να ειςάγει μια είςοδο π.χ. 
τάςεωσ ςε ζνα κφκλωμα, απλά προςκζτει μια ανεξάρτθτθ πθγι τάςεωσ ςτουσ 
επικυμθτοφσ κόμβουσ. Αν, τϊρα, κελιςει να λάβει ωσ ζξοδο μια τάςθ μεταξφ 
δφο κόμβων, (π.χ. πάνω ςε μια αντίςταςθ) αρκεί να κεωριςει μια τάςθ 
ανοιχτοκφκλωςθσ ςε αυτοφσ τουσ κόμβουσ και να τθσ δϊςει ζνα όνομα. ΢ε άλλθ 
περίπτωςθ, αν χρειαςτεί να μετράται το ρεφμα που διαρζει ζναν κλάδο, τότε ο 
χριςτθσ πρζπει να κεωριςει δφο κόμβουσ βραχυκυκλωμζνουσ ςτθ μια άκρθ του 
κλαδου, αντί για ζναν, και να δϊςει ζνα όνομα ςτο ρεφμα που τουσ διαρζει. 
Για να δϊςουμε ποια ζξοδο κζλουμε να ζχει το κφκλωμα ι, γενικότερα, αν 
κζλουμε να μετριςουμε κάπου τθν τάςθ ι το ρεφμα, αρκεί να τοποκετιςουμε 
ζνα βραχυκφκλωμα (για ρεφματα) ι ενα ανοιχτοκφκλωμα (για τάςεισ) ςτθν 
περιοχι κϊδικα του InputPart.m μαηί με το επικυμθτό όνομα ςε ειςαγωγικά. 
Ζτςι, αν κζλει ο χριςτθσ ςτο παραπάνω κφκλωμα να μετριςει τθν τάςθ από τον 
κόμβο 2 ςτθ γι, αρκεί να τροποιιςει τον παραπάνω κϊδικα ωσ εξισ: 
 
function InputPart(~) 
 
g(0,1,100); 
c(1,2,0.00001); 
e(1,0,'e1'); 
οc(2,0,'Vout'); 
 
end 
 
Η λογικι με τθν οποία το πρόγραμμα καταςκευάηει και αντιλαμβάνεται τον 
γράφο του κυκλϊματοσ, κάκε φορά που ο χριςτθσ τοποκετεί ζνα ςτοιχείο ςτο 
κφκλωμα, είναι θ λογικι του Πίνακα Πρόςπτωςθσ (Incidence matrix). Κατ'αυτιν 
τθ νοοτροπία θ τοπολογία ενόσ κυκλϊματοσ αναπαρίςταται ςτον Η/Τ ςαν ζνασ 
πίνακασ 4xb, όπου b ο αρικμόσ των κλάδων, του οποίου οι ςτιλεσ αντιςτοιχοφν 
ςτουσ κλάδουσ του κυκλϊματοσ και οι γραμμζσ περιζχουν τισ εξισ πλθροφορίεσ 
για τουσ κλάδουσ: 
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1. Είδοσ του ςτοιχείου που περιζχεται ςτον κλάδο (π.χ. 'G' για αγωγιμότθτα) 
2. Είτε θ τιμι του ςτοιχείου, είτε το όνομα του, αν είναι ςχεδιάςιμο  
3. Κόμβοσ αναχωριςεωσ κλάδου 
4. Κόμβοσ προςπτϊςεωσ κλάδου 
5. Αφξων αρικμόσ ταυτότθτασ που ενθμερϊνει αν είναι ςτακερό ι 
ςχεδιάςιμο το ςτοιχείο (0 για ςτακερά, ζνασ αφξων αρικμόσ για 
ςχεδιάςιμα) 
 
Ζτςι, αν δϊςουμε τθν παραπάνω τοπολογία ςτο κφκλωμα και πλθκτρολογιςουμε 
ςτο terminal του MATLAB τθ λζξθ MyGraph, για να μάκουμε τον γράφο του 
κυκλϊματοσ, κα πάρουμε τον πίνακα Προςπτϊςεωσ: 
 
MyGraph =  
 
    'Type'     'G'         'C'                        'V'       'OC'   
    'Value'    [100]    [1.0000e-05]    [10]    'Vout' 
    'K1'          [  0]       [         1]              [ 1]     [   2] 
    'K2'          [  1]       [         2]              [ 0]     [   0] 
    'ID'           [  0]       [         0]              [ 1]     [   0] 
 
Αξίηει να ςθμειωκεί ότι ςε περίπτωςθ που ο χριςτθσ δϊςει κάποιουσ αρικμοφσ 
κόμβων και, τελικά, οι αρικμοί δεν ακολουκοφν τθν ςειρά των φυςικϊν αρικμϊν 
(δθλ. 0,1,2,3,...) το πρόγραμμα αυτόματα επανονομάηει τουσ κόμβουσ ϊςτε να 
υπάρχει, ςτο κφκλωμα, θ ςωςτι αρίκμθςθ κόμβων για τθν περαιτζρω ςωςτι 
ανάλυςθ του. 
Επιπλζον, είναι αξιοςθμείωτθ θ διαχείριςθ του προγράμματοσ ςχετικά με τουσ 
κόμβουσ του κανονικοφ γράφου οι οποίοι αντιςτοιχίηονται κατάλλθλα με τουσ 
κόμβουσ του Ι και V γράφου ϊςτε να παραχκοφν οι τελευταίοι με ςωςτό τρόπο. 
Για το παραπάνω κφκλωμα, για παράδειγμα, πρζπει να γίνουν οι ςωςτζσ 
αντιςτοιχιςεισ όπωσ δείχνουν οι παρακατω "χάρτεσ" αντιςτοίχθςθσ του 
προγράμματοσ: 
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ϊςτε να παραχκοφν επιτυχϊσ οι παρακάτω Ι και V-γράφοι του κυκλϊματοσ: 
 
Γ) Ανάλυςθ του κυκλώματοσ και υπολογιςμόσ των εξόδων 
i) Η ζξοδοσ  
Οι εξιςϊςεισ που ζχουμε τελικά, φςτερα από τθν ανάλυςθ που ζγινε ςτο 
Κεφάλαιο 2, αφοροφν τισ τάςεισ και τα ρεφματα όλων των κλάδων ενόσ 
γραμμικοφ κυκλϊματοσ. Σα μεγζκθ αυτά ευρίςκονται από τθν επίλυςθ του 
παρακάτω ςυςτιματοσ γραμμικϊν εξιςϊςεων: 
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Σο διάνυςμα  περιζχει τισ τάςεισ των κόμβων του V-γράφου και ενδεχομζνωσ 
ρεφματα κλάδων τα οποία λαμβάνουν ςθμαντικό ρόλο ςτισ εξιςϊςεισ του 
κυκλϊματοσ. Σο δίανυςμα , διαςτάςεων bx1, περιλαμβάνει τισ ανεξάρτθτεσ 
πθγζσ του κυκλϊματοσ. 
Η ζξοδοσ φ του κυκλϊματοσ είναι, ςυνικωσ, μια τάςθ ι ζνα ρεφμα κλάδου του 
κυκλϊματοσ. Επομζνωσ, θ φ ιςοφται με ζνα ςτοιχείο του διανφςματοσ  ι με τθ 
διαφορά δφο ςτοιχείων του διανφςματοσ , αφοφ αυτό περιζχει τάςεισ κόμβων 
και, ενδεχομζνωσ, ρεφματα κλάδων. Μπορεί, λοιπόν, να γραφεί ςτθ μορφι: 
 
όπου  είναι ζνα ςτακερό διάνυςμα ek τθσ μοναδιαίασ μιτρασ ι ίςο με τθ 
διαφορά ek - ek' δφο ςτθλϊν τθσ μοναδιαίασ μιτρασ. Εάν ζχουμε παραπάνω από 
μια ζξοδουσ φi, i = 1,2,...,n , το δίανυςμα  μετατρζπεται ςε μιτρα D μεγζκουσ 
nxb (όπου b ο αρικμόσ των κλάδων) τθσ οποίασ θ κάκε ςτιλθ είναι το διάνυςμα 
i, μικουσ b, που αντιςτοιχεί ςτθν ζξοδο φi. Προφανϊσ ιςχφει 
 
Αξίηει να αναφζρουμε εδϊ ότι θ μιτρα  και το διάνυςμα  (κατ'επζκταςθ και θ 
φ) είναι μιγαδικζσ ςυναρτιςεισ τθσ ςυχνότθτασ s ι jω.  
Η εφρεςθ των εξόδων πραγματοποιείται, από τισ παραπάνω ςχζςεισ, με χριςθ 
των μακθματικϊν εργαλείων του MATLAB για ςυςτιματα γραμμικϊν εξιςϊςεων. 
Πρϊτα ευρίςκεται το διάνυςμα  και φςτερα το διάνυςμα φ. 
ii) Διαγράμματα Bode 
Για τθν ανάλυςθ ςτθ ςυχνότθτα, ο χριςτθσ καλείται να φτιάξει το διάνυςμα των 
τιμϊν των ςυχνοτιτων ςτισ οποίεσ κα γίνει θ ανάλυςθ. Αυτό γίνεται 
πλθκτρολογϊντασ τα δφο άκρα ενόσ εφρουσ ςυχνοτιτων (αφοφ προφανϊσ 
ερωτθκεί από το πρόγραμμα) και τον αρικμό των δειγμάτων που κζλει να πάρει 
από αυτό το εφροσ, αφοφ του ηθτθκεί από το πρόγραμμα. Η διαδικαςία τθσ 
ειςαγωγισ επαναλαμβάνεται, και αν ο χριςτθσ ειςάγει παραπάνω από ζνα 
εφροσ, τότε καταςκευάηεται ζνα κοινό διάνυςμα με όλεσ τισ τιμζσ ςυχνοτιτων, 
ςτισ οποίεσ γίνεται θ ανάλυςθ. 
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Από τθν ζξοδο φ, και αφοφ υπάρχει πρόςκετο εςωτερικό διάνυςμα του 
προγράμματοσ που περιζχει τισ πλθροφορίεσ για τισ ειςόδουσ, παίρνουμε το 
διάγραμμα Bode τθσ κάκε εξόδου ωσ προσ τθν κάκε είςοδο. Προφανϊσ για να 
καταςκευαςτζι το διάγραμμα Bode μιασ εξόδου φi ωσ προσ μια είςοδο  
λαμβάνουμε ςτον ζναν άξονα τισ ςυχνότθτεσ, ςε λογαρικμικι κλίμακα, ενϊ ςτον 
άλλο τισ τιμζσ τθσ ςυνάρτθςθσ: 
 
Δ) Ανάλυςθ ευαιςκθςιών με τθ μζκοδο του ςυηυγοφσ ι 
ανάςτροφου ςυςτιματοσ 
Η μζκοδοσ με τθν οποία το πρόγραμμα Driplomatikh βρίςκει τισ ευαιςκθςίεσ, 
ονομάηεται μζκοδοσ του ςυηυγοφσ ςυςτιματοσ. Για να εξθγιςουμε ςτον 
αναγνϊςτθ πωσ προκφπτουν οι ευαιςκθςίεσ των εξόδων φi, (i = 1,2,...,n) ωσ προσ 
ςυγκεκριμζνα ςτοιχεία, πρζπει να αναλυκεί ο τρόποσ που προκφπτει θ μζκοδοσ 
του ςυηυγοφσ ςυςτιματοσ. 
Η ευαιςκθςία τθσ εξόδου , ωσ προσ κάποιο ςτοιχείο xi, i = 1,2,...,m του 
κυκλϊματοσ, είναι θ μερικι παράγωγοσ   . Με παραγϊγιςθ τθσ εξίςωςθσ (4) 
ωσ πρόσ xi μασ δίνει: 
 
Από τθν εξίςωςθ (5) προκφπτει:  
 
Ζςτω ότι 
                   (7) 
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Σο τελευταίο ςφςτθμα γραμμικϊν εξιςϊςεων αποτελεί το ςυηυγζσ ςφςτθμα 
εξιςϊςεων και για τθν κάκε ζξοδο ιςχφει:  
 
Είναι ςθμαντικό να αναφζρουμε ότι θ επίλυςθ των ςυςτθμάτων (4) και (7) 
πραγματοποιείται με τθ βοικεια τθσ παραγοντοποίθςθσ LU που παρζχει το 
πρόγραμμα MATLAB. 
Αντικακιςτϊντασ τθν (7) ςτθν (6) λαμβάνουμε τθν τελικι μορφι: 
 
Βλζπουμε τϊρα ότι μζςω τθσ επίλυςθσ του ςυηυγοφσ ςυςτιματοσ απλοποιείται θ 
εφρεςθ των ευαιςκθςιϊν του κυκλϊματοσ..  Η αναπαράςταςθ του ςυςτιματοσ  
(8) δίνει ςθμαντικά πλεονεκτιματα, όπωσ το γεγονόσ ότι  το διάνυςμα W είναι 
αραιό, αφοφ γνωρίηουμε ότι ςυνικωσ τα κυκλϊματα δεν περιλαμβάνουν πάνω 
από μία με δφο διεγζρςεισ. Άρα γνωρίηουμε εξαρχισ ότι κάποιοι υπολογιςμοί κα 
μειωκοφν. Σα δφο πιο ςθμαντικά χαρακτθριςτικά του ςυςτιματοσ (8) είναι ότι: 
 Για υπολογιςμοφσ ευαιςκθςιϊν ωσ προσ πθγι τάςθσ ι ρεφματοσ το 
κομμάτι που αντιςτοιχεί ςτο  είναι 0, ενϊ θ μερικι παράγωγοσ  
είναι τθσ μορφισ  και θ εξίςωςθ (8) απλοποιείται ςτθν εξίςωςθ : 
 
 Σο διάνυςμα , ςυνικωσ, δεν εξαρτάται από τα ςτοιχεία  ωσ προσ τα 
οποία υπολογίηουμε ευαιςκθςίεσ, επομζνωσ θ μερικι παράγωγοσ    
είναι 0. Επιπλζον, ςτθν ΣΜΚ2Γ κάκε ςτοιχείο κάνει  μζχρι 4 καταχωριςεισ 
ςτθν μιτρα  . Αν κεωριςουμε οτι i,j είναι οι δείκτεσ που αφοροφν τον 
κλάδο ελζγχου και τα k,l  αφοροφν τον κλάδο πθγισ τότε οι καταχωριςεισ 
αυτζσ μποροφν να γραφοφν ςτθ μορφι: 
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όπου  = 0 για αντιςτάςεισ και  = 1 για πυκνωτζσ και πθνία. Η μερικι 
παραγϊγιςθ τουσ ωσ προσ  δίνει 
 
Επομζνωσ, θ ευαιςκθςία μιασ εξόδου φi ωσ προσ ζνα ςτοιχείο  δίνεται 
από τθν απλοποιθμζνθ μορφι: 
 
 
 
Σα δφο αυτά χαρακτθριςτικά ςυμπλθρϊνουν τθ μζκοδο του ςυηυγοφσ 
ςυςτιματοσ, θ οποία αρχικά, ςυνιςτά τθν εφρεςθ των διανυςμάτων  και  και 
φςτερα κακιςτά τουσ υπολογιςμοφσ των ευαιςκθςιϊν ιδιαίτερα απλοφσ, 
χρθςιμοποιϊντασ τισ εξιςϊςεισ (9) και (10).  
Για την εύρεςη τησ ευαιςθηςίασ ωσ προσ τη ςυχνότητα κάνουμε την 
παρατήρηςη ότι το διάνυςμα  είναι ανεξάρτητο τησ ςυχνότητασ και άρα η 
μερική παράγωγοσ  έχει αμιγώσ φανταςτικό μέροσ. Επομένωσ, εάν 
θεωρήςουμε ότι η μήτρα T γράφεται ςτη μορφή :  η  ευαιςθηςία 
τησ εξόδου ωσ προσ τη ςυχνότητα δίνεται από την εξίςωςη: 
 
Αυτόσ ο τύποσ για την ευαιςθηςία ωσ προσ τη ςυχνότητα έχει χρηςιμοποιηθεί 
από το πρόγραμμα Driplomatiki για την εύρεςη των ευαιςθηςιών τησ εξόδου 
ωσ προσ τη ςυχνότητα. Μια άλλη μορφή του ίδιου τύπου, που ενδείκνυται για 
υπολογιςμούσ με το χέρι, είναι η παρακάτω: 
 
Τέλοσ η καθυςτέρηςη ομάδασ, που είναι ένα μέγεθοσ που μασ δίνει αρκετή 
πληροφορία για ένα κύκλωμα, δίνεται από τη ςχέςη: 
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Κεφάλαιο 4 
Οδηγίεσ χρήςησ για το πρόγραμμα 
Driplomatiki 
Για να ανοίξει ζνα οποιοδιποτε αρχείο κϊδικα (όπωσ το πρόγραμμα 
Driplomatiki) ςτο πρόγραμμα MATLAB αρκεί να κάνουμε κλίκ ςτθν επιλογι Open 
και να το ανοίξουμε, αφοφ προφανϊσ εντοπίςουμε ςε ποία διεφκυνςθ 
(directory) είναι αποκθκευμζνο ςτον υπολογιςτι. Υςτερα κάνουμε κλίκ ςτθν 
επιλογι "Run" και το πρόγραμμα τρζχει. 
Αρχικά, ο χριςτθσ πρζπει να ειςάγει ςτο πρόγραμμα τθν τοπολογία του 
κυκλϊματοσ το οποίο κζλει να εξετάςει. Όπωσ εξθγικθκε και πριν, κάτι τζτοιο κα 
γίνει με τθν τροποποίθςθ του αρχείου InputPart.m πλθκτρολογϊντασ ςειρά - 
ςειρά τα ςτοιχεία που κζλουμε να ζχει το πρόγραμμα. Για παράδειγμα αν 
ηθτιςει ο χριςτθσ να κάνει ανάλυςθ ςτο παρακάτω κφκλωμα:  
 
 
 
 κα πρζπει να αρικμιςει τουσ κόμβουσ, με όποια ςειρά κζλει. Παρακάτω 
παρακζτουμε ζνα παράδειγμα αρίκμθςθσ κόμβων: 
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΢τθ ςυνζχεια, κα πρζπει να ειςάγει τα ςτοιχεία ζνα-ζνα, γράφοντασ πρϊτα τον 
τφπο του ςτοιχείου που κζλει (ςτο Κεφάλαιο 2 παρ. Β κατονομάηονται οι 
επιτρεπόμενοι τφποι ςτοιχείων με τα ονόματα τουσ ) και φςτερα τον κόμβο 
αναχωριςεωσ και προςπτϊςεωσ. Επίςθσ, πρζπει να δϊςει τθν τιμι του (αν κζλει 
να είναι ςτακερό) ι το όνομα του, μζςα ςε ειςαγωγικά (αν κζλει να είναι 
ςχεδιάςιμο). Σζλοσ, για να πάρει ζξοδο ι εξόδουσ από το κυκλϊμα κα πρζπει να 
κεωριςει ανοιχτοκφκλωμα (για μζτρθςθ τάςθσ) ι βραχυκφκλωμα (για μζτρθςθ 
ρεφματοσ) και φςτερα να δϊςει όνομα. Για τθν παραπάνω τοπολογία 
κυκλϊματοσ το αρχείο InputPart.m κα πρζπει να μοιάηει με το παρακάτω: 
function InputPart(~) 
  
e(1,0, 'e1'); 
g(1,2,20); 
g(2,0,0.5); 
g(2,3,10); 
c(3,0,0.0001); 
c(2,4,0.001); 
opamp(3,5,4,0); 
g(5,0,30); 
g(5,4,25); 
oc(4,0,'Vout'); 
 
end 
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Οι τιμζσ που δόκθκαν ςτο κφκλωμα είναι τυχαίεσ. Παρατθροφμε ότι μόνο θ τάςθ 
ειςόδου είναι ςχεδιάςιμο ςτοιχείο ςτο κφκλωμα. 
 
Σο πρόγραμμα Driplomatiki ηθτάει δφο πλθροφορίεσ από το χριςτθ για να κάνει 
τθν ανάλυςθ του: 
 α)Σισ τιμζσ των ςχεδιάςιμων ςτοιχείων και  
 β)Σισ μπάντεσ ςυχνοτιτων για τισ οποίεσ κα γίνει θ ανάλυςθ. 
 
Αυτό πραγματοποιείται με εφκολο τρόπο αφοφ το πρόγραμμα, όταν ξεκινιςει με 
πίεςθ τθσ επιλογισ "Run", ηθτείται από το χριςτθ να δϊςει τιμζσ για το κάκε 
ςτοιχείο το οποίο του υποδεικνφει, γραπτϊσ.  
Αφοφ πλθκτρολογθκοφν οι τιμζσ για τα ςχεδιάςιμα ςτοιχεία και αποκθκευτεί το 
αρχείο ωσ InputPart.m, αρχίηει μια επαναλθπτικι διαδικαςία ειςαγωγισ τιμϊν 
ςυχνοτιτων ςτθ μορφι εφρουσ τιμϊν. Αν ο χριςτθσ κελει να ειςάγει ζνα 
καινοφριο εφροσ ςυχνοτιτων πλθκτρολογεί πρϊτα μια ελάχιςτθ ςυχνότθτα 
Wmin, μια μζγιςτθ ςυχνότθτα του εφρουσ Wmax, και τον αρικμό των δειγμάτων, 
Nsamples, για τα οποία κζλει να γίνουν υπολογιςμοί, μζςα ςε αυτό το εφροσ. 
Αυτό γίνεται επαναλθπτικά, για όλεσ τισ μπάντεσ ςυχνοτιτων που επικυμεί ο 
χριςτθσ, μζςω ενόσ μενοφ επιλογϊν. Ζτςι, το πρόγραμμα αντιλαμβάνεται ζνα 
εφροσ ςυχνοτιτων (Wmin,Wmax,Nsamples) με διακριτό τρόπο. Αν π.χ. δϊςουμε 
το εφροσ (10,20) hz και πλθκτρολογιςουμε ότι κζλουμε 5 δείγματα, 
καταςκευάηεται, από το ςφςτθμα, ζνα διάνυςμα με τιμζσ  *10 , 12.5, 15, 17.5,20+ 
και ειςάγεται ςτο ολικό διάνυςμα τιμϊν των ςυχνοτιτων. Σζλοσ ταξινομείται το 
διάνυςμα και πραγματοποιείται θ ανάλυςθ.  
 
Σα αποτελζςματα που δίνει το πρόγραμμα ςτον χριςτθ είναι τα διαγράμματα 
Bode όλων των ζξόδων φi ωσ προσ τισ ειςόδουσ wi και μια εικόνα με όλεσ τισ 
ευαιςκθςιζσ που υπολογίςτθκαν, για τθν κάκε τιμι ςυχνότθτασ που βρίςκεται 
ςτο διάνυςμα ςυχνοτιτων. Αν κελιςει ο χριςτθσ να μάκει περιςςότερεσ 
πλθροφορίεσ για το κφκλωμα του (αυτζσ που μπορεί τελικά να δϊςει θ ΣΜΚ2Γ) 
μπορεί απλά να πλθκτρολογιςει, ςτο terminal του MATLAB, τα ονόματα των 
μεταβλθτϊν που τον ενδιαφζρουν. Παρακάτω αναφζρονται κάποιεσ χριςιμεσ 
μεταβλθτζσ, με τα ονόματα τουσ: 
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 T_freq, θ μιτρα  τθσ ΣΜΚ2Γ με μεταβλθτι τθ ςυχνότθτα ω 
 WhoZ και z για πλθροφορίεσ ςχετικά με το διάνυςμα  
 W για το διάνυςμα   
 WhoFi και Fi για πλθροφορίεσ ςχετικά με τισ εξόδουσ 
 D για τθ μιτρα  
 MyGraph, ο γράφοσ του κυκλϊματοσ 
 IGraph, VGraph, οι γράφοι που καταςκευάςτθκαν ςφμφωνα με τθν ΣΜΚ2Γ 
 DesignVector, πλθροφορίεσ για τα ςχεδιάςιμα ςτοιχεία και τισ τιμζσ τουσ 
 Table1 για τισ αποκρίςεισ των εξόδων ωσ προσ τισ ειςόδουσ (από αυτό 
καταςκευάηονται τα διαγράμματα Bode 
 Table2 για τισ ευαιςκθςίεσ ωσ προσ τα ςχεδιάςιμα ςτοιχεία και τθν 
ευαιςκθςία ωσ προσ τθν ςυχνότθτα 
 
 
 
 
 
 
 
 
 
 
 
 
 
37 
 
Κεφάλαιο 5 
Πειραματική εκτζλεςη του προγράμματοσ 
Driplomatiki και αποτελζςματα 
΢τθ ςυνζχεια, κα χρθςιμοποιιςουμε το πρόγραμμα Driplomatiki, με ςκοπό να 
επιδείξουμε τθν χρθςιμότθτα του, για τθν επίλυςθ ενόσ πρόβλθματοσ ανάλυςθσ 
ςυχνότθτασ και υπολογιςμοφ ευαιςκθςιϊν. Θα παρουςιάηεται πρϊτα θ 
επιςκοπικι λφςθ του κάκε βιματοσ ανάλυςθσ με τα εργαλεία που μασ παρζχει θ 
ΣΜΚ2Γ και φςτερα κα αναγράφονται τα αποτελζςματα ςτο MATLAB, όπωσ αυτά 
υπολογίηονται και παρουςιάηονται από το πρόγραμμα Driplomatiki. 
Α) Σο κφκλωμα υπό ανάλυςη 
Η τοπολογιά του κφκλωματοσ που κα καλεςτεί να αναλφςει το πρόγραμμα 
Driplomatiki, ςτο παρόν κεφάλαιο, φαίνεται ςτο παρακάτω ςχιμα: 
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Για να ειςαχκεί θ τοπολογία του κυκλϊματοσ ςτο πρόγραμμα πρζπει το αρχείο 
ειςαγωγισ InputPart.m να μοιάηει με το παρακάτω : 
 
Τπενκυμίηουμε ότι αφοφ δϊςαμε τα ονόματα των εξαρτθμζνων πθγϊν, των 
αντιςτάςεων και των πυκνωτϊν, τα κεωριςαμε ςχεδιάςιμα ςτοιχεία, υπό τθν 
ζννοια ότι κάκε φορά που εκτελείται το πρόγραμμα, μποροφμε να τουσ δίνουμε 
διαφορετικζσ τιμζσ. Η ανεξάρτθτθ πθγι κεωρικθκε ςτακερι και ίςθ με 10 
V.Επίςθσ, με αυτόν τον τρόπο, δθλϊςαμε ότι κζλουμε να ευρεκοφν οι 
ευαιςκθςίεσ τθσ εξόδου, ωσ προσ αυτά τα ςτοιχεία. 
Β) Ειςαγωγή τιμϊν για τα ςχεδιάςιμα ςτοιχεία και επιλογή ςυχνοτήτων 
ανάλυςησ 
Παρακάτω φαίνονται τα αντίςτοιχα μθνφματα που δείχνει το terminal του 
MATLAB κάκε φορά που χρειάηεται είςοδο ςε τιμζσ, κατά τθ διάρκεια τθσ 
εκτζλεςθσ. Χάριν διευκόλυνςθσ ςτουσ υπολογιςμοφσ κα δϊςουμε μοναδιαίεσ 
τιμζσ ςτισ αγωγιμότθτεσ και τουσ πυκνωτζσ:  
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επίςθσ, για να είναι ευανάγνωςτθ θ μιτρα μιτρα Σ, κα ειςάγουμε τθ ςυχνότθτα 
1 . Παρακάτω φαίνεται πωσ δείχνει το τερματικό του MATLAB ςτθ 
ςυγκεκριμζνθ φάςθ εκτζλεςθσ: 
 
 
Γ) I-V γράφοι του κυκλϊματοσ, ςφμφωνα με την ΣΜΚ2Γ και τον Πίνακα 1 
Ο I και V γράφοσ το κυκλϊματοσ που προαναφζρκθκε μπορεί να εξαχκεί 
επιςκοπικά και με χριςθ του Πίνακα 1: 
40 
 
 
 
Για να δοφμε τα αντίςτοιχα αποτελζςματα του προγράμματοσ Driplomatiki και 
για να επιβεβαιϊςουμε ότι είναι ςωςτά παρακζτουμε τθν εικόνα του 
τερματικοφ, ηθτϊντασ να μάκουμε τισ τιμζσ των αντίςτοιχων μεταβλθτϊν: 
 
 
 
Τπενκυμίηουμε ότι ςτθν αναπαράςταςθ ενόσ γράφου του κυκλϊματοσ ςτο 
πρόγραμμα Driplomatiki θ τελευταία ςειρά 'ID' αντιςτοιχεί ςε ζναν αρικμό του 
ςτοιχείου, ο οποίοσ  
 αν είναι 0 τότε το ςτοιχείο είναι μθ-ςχεδιάςιμο 
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 αν είναι φυςικόσ τότε το ςτοιχείο είναι ςχεδιάςιμο και ο αρικμόσ αυτόσ 
είναι ο αφξων αρικμόσ που του αντιςτοιχεί. 
 
Γ) Οι εξιςϊςεισ τησ ΣΜΚ2Γ ςε μητρική μορφή και οι ευαιςθηςίεσ τισ εξόδου 
΢φμφωνα με τθν ΣΜΚ2Γ και τον Πίνακα 1 μποροφν να καταςτρωκοφν, με το χζρι, 
οι γραμμικζσ εξιςϊςεισ του κυκλϊματοσ ςε μθτρικι μορφι: 
 
Η ορκι εκτζλεςθ των υπολογιςμϊν ςτο πρόγραμμα, για τισ τιμζσ των ςτοιχείων 
που δϊςαμε προθγουμζνωσ, επαλθκεφεται, πλθκτρολογϊντασ ςτο terminal του 
MATLAB τα ονόματα των μεταβλθτϊν: 
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Ζπειτα, για να ελζγξουμε τουσ υπολογιςμοφσ του προγράμματοσ επιλφουμε το 
ςφςτθμα με το χζρι (με τθ βοικεια τθσ μεκόδου Cramer) και λαμβάνουμε τισ 
παρακάτω τιμζσ για τα z: 
 
 
 
 
 
 
Επομζνωσ: 
 
 
 
 
 
 
Ενϊ για τθν επίλυςθ του ανάςτροφου ςυςτιματοσ κα χρθςιμοποιιςουμε τθν 
εξίςωςθ (7) : 
 
Σο παραπάνω ςφςτθμα γραμμικϊν εξιςϊςεων κα επιλυκεί επίςθσ με Cramer: 
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Άρα : 
 
 
 
 
 
 
Επαλθκεφουμε ότι το πρόγραμμα Driplomatiki δίνει τα ίδια αποτελζςματα: 
 
 
 
Ζχουμε επίςθσ για τθν ζξοδο:  
Οι πλθροφορίεσ που ζχει αρχικϊσ το MATLAB για τθν ζξοδο είναι το όνομα και το 
διάνυςμα d ςτθν παρακάτω μορφι: 
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Οι ευαιςκθςίεσ ωσ προσ το κάκε ςτοιχείο, ωσ προσ τθ ςυχνότθτα και θ 
κακυςτζρθςθ ομάδασ, κα υπολογιςτοφν αρχικά με το χζρι (για λόγουσ ελζγχου 
του προγράμματοσ) με τθ βοικεια των εξιςϊςεων (9),(10),(11) και (12) του 
Κεφαλαίου 3. 
 
 
 
 
 
 
 
 
Από τισ εξιςϊςεισ (11) και (12) κα πάρουμε τθν ευαιςκθςία τθσ εξόδου ωσ προσ 
τθ ςυχνότθτα: 
 
και τθν κακυςτζρθςθ ομάδασ: 
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Παρακάτω είναι οι ευαιςκθςίεσ που δίνει το MATLAB ςτον χριςτθ, αφοφ 
εκτελεςτεί το πρόγραμμα Driplomatiki: 
 
Παρατθροφμε ότι οι τιμζσ ςυμφωνοφν. 
Δ) Διαγράμματα Bode 
Παρακάτω δίδονται τα διαγράμματα Bode, του κυκλϊματοσ που αναλφεται, ςτθν 
περιοχι (  . Λαμβάνονται 100 δείγματα ςε αυτιν τθν περιοχι: 
Προφανϊσ φαίνεται ότι το κφκλωμα υπο ανάλυςθ ιταν ζνα βακυπερατό φίλτρο. 
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Εκτοσ από το παραπάνω παράδειγμα, το πρόγραμμα Driplomatiki ζχει 
δοκιμαςκεί επιτυχϊσ ςε πιο πολφπλοκα αλλά και ςε πιο μεγάλα κυκλϊματα. Ζνα 
απο αυτά είναι το βακυπερατό φίλτρο του ςχιματοσ: 
 
το οποίο ειςάγεται ςτο πρόγραμμα ωσ ζτςι: 
 
Παρατθροφμε ότι το ςυγκεκριμζνο κφκλωμα είναι πολφπλοκο ςτθν ανάλυςθ 
αφοφ θ μιτρα Σ (δθλαδι οι εξιςϊςεισ που το διζπουν) είναι θ παρακάτω: 
47 
 
 
Παρόλαυτά το πρόγραμμα Driplwmatiki για το εφροσ ςυχνοτιτων (0.1,3)  μασ 
δίνει τα παρακάτω, ςωςτά, διάγραμματα Bode . 
Διάγραμμα 1. Επιλεγμζνο εφροσ: (0.1,1)  . 500 δείγματα. 
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Διάγραμμα 2. Επιλεγμζνο εφροσ: (1,3)  . 500 δείγματα. 
 
Διάγραμμα 3. Επιλεγμζνο εφροσ: (0.1,3)  . 500 δείγματα
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΢υμπεράςματα 
 
Όπωσ παρουςιάςτθκε και ςτα προθγοφμενα Κεφάλαια και ιδιαίτερα ςτο 
Κεφάλαιο 5 το πρόγραμμα Driplomatiki που αναπτφχκθκε ςε περιβάλλον 
MATLAB μπορεί να δϊςει πολλζσ πλθροφορίεσ για ζνα κφκλωμα. Είναι ιδιαίτερα 
χριςιμο και ιςχυρό ςε ζμπειρα χζρια και μπορεί να αναλφςει επαρκϊσ 
κυκλϊματα που ποικίλλουν ςε μζγεκοσ και πολυπλοκότθτα. Κάποιοσ που κζλει 
να αναλφςει ςτθ ςυχνότθτα ι/και να υπολογίςει ευαιςκθςίεσ κάποιου μεγζκουσ 
ωσ προσ ζνα άλλο, ςε ζνα κφκλωμα, μπορεί να το κάνει απλοφςτατα παίρνοντασ 
τον κϊδικα που βρίςκεται ςτο Παράρτθμα. Με τον ίδιο τρόπο, ζνασ ςχεδιάςτθσ 
κυκλωμάτων μπορεί να ειςάγει ζνα κφκλωμα ςτο MATLAB και να 
βελτιςτοποιιςει τθν απόκριςθ του κυκλϊματοσ ςτθ ςυχνότθτα και τθν 
ευαιςκθςία των εξόδων ωσ προσ τισ τιμζσ επιλεγμζνων ςχεδιάςιμων ςτοιχείων. 
Αυτό γίνεται, επαναλθπτικά, με ειςαγωγι τιμϊν ςτα ςχεδιάςιμα ςτοιχεία και 
εξαγωγι των επικυμθτϊν αποκρίςεων ι/και ευαιςκθςιϊν. 
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ΠΑΡΑΡΣΗΜΑ : Κϊδικασ MATLAB 
Παρακάτω αναφζρεται ο κϊδικασ MATLAB του προγράμματοσ Driplomatiki τισ 
ςυναρτιςεισ και τα ςχόλια που περιζχει. 
 
%Driplwmatiki 
  
clear all; 
global InitialGraph DesignVector DesIdx; 
InitialGraph = {'Type';'Value';'K1';'K2';'ID'}; 
DesignVector = {'Name'; 'ID'; 'Value'; 'Type'}; 
DesIdx = 1; 
%Input part serves as the input of the program  
InputPart(); 
Frequencies = GiveFreqVals(); 
%InitialGraph now is an incidence matrix of the circuit 
InitialGraph 
DesignVector 
%We make nodes a 2-by-Length matrix that has the mappings of the nodes from 
%which we can take useful information 
Length = size(InitialGraph,2); 
Nodes = cell2mat(InitialGraph(3:4,2:Length)); 
FindMaxNode = max(Nodes(:)); 
%We find and clear unused nodes in a way so names of nodes have the right 
%order (0,1,2,3,...No_Of_Nodes) and make new graph with correct node names 
FirstUnused = FindUnusedNodes(Nodes); 
if ~(isempty(FirstUnused)) 
    [Changes,Nodes]= ClearUnused(Nodes,FirstUnused); 
end 
MyGraph = MakeMyGraph(Nodes, InitialGraph, Length) 
  
size1 = 0; 
if size(DesignVector,2)>1 
    Ids = cell2mat(MyGraph(5,2:Length)); 
    [MyGraph(2,2:Length),MyDesignVector]= 
GiveDesignVals(MyGraph(2,2:Length),DesignVector,Ids); 
    size1 =  size(MyDesignVector(1,2:size(MyDesignVector,2)),2); 
else  
    MyDesignVector = DesignVector; 
end 
  
%We make the I and V Graphs of the circuit using the modified nodal 
%equations using two graphs 
[IGraph,VGraph,IMap,VMap] = MakeI_VGraphs( MyGraph ,Nodes ); 
ILength = size(IGraph,2); 
INodes = cell2mat(IGraph(3:4,2:ILength)); 
FirstUnusedI = FindUnusedNodes(INodes); 
if ~(isempty(FirstUnusedI)) 
    [ChangesI,INodes]= ClearUnused(INodes,FirstUnusedI); 
    IGraph = MakeMyGraph(INodes, IGraph, ILength); 
end 
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VLength = size(VGraph,2); 
VNodes = cell2mat(VGraph(3:4,2:VLength)); 
FirstUnusedV = FindUnusedNodes(VNodes); 
if ~(isempty(FirstUnusedV)) 
    [ChangesV,VNodes]= ClearUnused(VNodes,FirstUnusedV); 
    VGraph = MakeMyGraph(VNodes, VGraph, VLength); 
end 
%--------I and V Graphs constructed-------------% 
[SensitivityVector, W, WhoFi, WhoZ, D, Adm,Cap] = 
MakeTea(MyGraph,IMap,VMap,Nodes); 
  
size2 = 0; 
if ~isempty(SensitivityVector) 
    size2 = size(SensitivityVector,2); 
end 
assert(size1==size2,'SensitivityVector and MyDesignVector size mismatch') 
  
NFreqs = size(Frequencies,2); 
z = zeros(size(WhoZ,1),1); 
z_Adj = zeros(size(WhoZ,1),1); 
Fi = zeros(NFreqs,size(WhoFi,1)); 
Sensitivities = zeros(NFreqs,(size(MyDesignVector,2)-1)); 
FrequencySensitivity = zeros(NFreqs,size(D,1)); 
  
w = sym('w'); 
T_freq = Adm + 1i*w*Cap  
  
for k=1:NFreqs 
    freq = Frequencies(k); 
    T = Adm + 1i*freq*Cap; 
    Tt = T.'; 
    z = T\W; 
    z_Adj = Tt \ D.'; 
    Sensitivities(k,1:size(Sensitivities,2)) = CalcSens( z, z_Adj, 
SensitivityVector, MyDesignVector, freq ); 
    FrequencySensitivity(k,1:size(D,1)) = (1i*(z_Adj.')*Cap*z).'; 
    Fi(k,1:size(Fi,2)) = D*z; 
end 
  
  
%-----------System solved and sensitivities found - > Now we show the 
%results------------------------------------------------------------- 
  
Frequencies = Frequencies.'; %to match the table's needs 
  
%We will show the bode plots of each output divided by each input 
  
SourceVector = FindSources(MyGraph); 
[GainVector, GainNames, PhaseVector, PhaseNames] = MakeTF(SourceVector,Fi, 
WhoFi); 
BodeNames = {GainNames PhaseNames}; 
BodeNames = cell2mat(BodeNames); 
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%Here the table of sensitivities is constructed 
  
%First we find Group Delay of the outputs 
  
OutputNames = cell(1,size(WhoFi,1)); 
GroupDelayN = OutputNames; 
for k = 1:size(WhoFi,1) 
    OutputNames{1,k} = char(WhoFi(k)); 
    GroupDelayN{1,k}=strcat(char(WhoFi(k)),' GrpDelay'); 
end 
  
%Then we match the table needs so it can be shown correctly as columns 
NewBodeNames = {}; 
for k = 1:size(BodeNames,1) 
    IND = size(BodeNames,2); 
    if mode(IND,2) 
        %IND is odd 
        ind = round(IND/2); 
    else 
        %IND is even 
        ind = IND/2+1; 
    end 
    new_cell = {BodeNames(k,1:ind) BodeNames(k,(ind+1):size(BodeNames,2))}; 
    NewBodeNames = [NewBodeNames new_cell]; 
end 
  
Names = ['Frequencies' NewBodeNames OutputNames];  
Values = [Frequencies GainVector PhaseVector Fi]; 
Table1 = [num2cell(Names); num2cell(Values)]; 
figure 
cellplot(Table1) 
title('Vout - Gain - Phase') 
Names = ['Frequencies' GroupDelayN 
MyDesignVector(1,2:size(MyDesignVector,2))]; 
Values = [Frequencies FrequencySensitivity Sensitivities]; 
Table2 = [num2cell(Names); num2cell(Values)]; 
figure 
cellplot(Table2) 
title('Sensitivities') 
  
NBodePlots = size(NewBodeNames,2)/2; 
figure 
l=1; 
for k = 1:2:(2*NBodePlots -1) 
    assert(l<=NBodePlots,'Error in Bode Diagrams'); 
    subplot(NBodePlots,2,k) 
    semilogx(Frequencies,GainVector(:,l)); 
    title(NewBodeNames(k)) 
    subplot(NBodePlots,2,k+1) 
    semilogx(Frequencies,PhaseVector(:,l)); 
    title(NewBodeNames(k+1)) 
    l=l+1; 
end 
  
%-------------------------------------------------------------------------% 
%InputPart takes input from the user all the passive elements from the 
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%desired circuit so it does all the calculations  
  
function InputPart(~) 
  
end 
  
%-------------------------------------------------------------------------% 
%GiveFreqVals asks the user to give the vector of frequencies in which the  
%analysis will take place 
  
function Frequencies = GiveFreqVals() 
END = -1; 
UserInp = -1; 
Fidx = 1; 
disp('Give frequency ranges\n'); 
StandardMsg1 = 'Input (Wmin,Wmax,Nsamples)\n'; 
StandardMsg2 = 'I have finished with input'; 
Frequencies = []; 
while END == -1 
    disp('You have two choices: \n'); 
    disp('1.'); 
    disp(StandardMsg1); 
    disp('2.'); 
    disp(StandardMsg2); 
    prompt = 'Your choice:'; 
    while (UserInp~=1) && (UserInp~=2) 
        UserInp = input(prompt); 
    end 
    switch UserInp 
        case 1 
            Wmin = ParseVal('Wmin:'); 
            Wmax = ParseVal('Wmax:'); 
            N = ParseVal('Number of samples:'); 
            AddedFrequencies = linspace(Wmin,Wmax,N); 
            Frequencies = [Frequencies AddedFrequencies]; 
            Fidx = Fidx + N; 
        case 2 
            END = 1; 
    end 
    UserInp = -1; 
end 
Frequencies = unique(Frequencies); 
end 
  
function Out = ParseVal(InpMsg) 
    Out = -1; 
    while Out<0 || ~(isa(Out,'double')) || isempty(Out) 
        Out = input(InpMsg); 
        if ~(isa(Out,'double')) 
            disp('Only doubles please'); 
        elseif Out<0 
            disp('Only positive values for this please'); 
        end 
     end 
end 
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%-------------------------------------------------------------------------% 
%FindUnusedNodes finds which of the nodes hasn't been used by the user. The 
%names of the nodes that user inputs must follow the sequence of the 
%Natural numbers. 
  
function FirstUnused = FindUnusedNodes( Nodes ) 
FindMaxNode = max(Nodes(:)); 
k = 0;  
FirstUnused= -1; 
while k<=FindMaxNode && FirstUnused==-1 %determine whether the element k 
exist in Nodes 
    if any(Nodes(:) == k) 
        k = k+1; 
    else  
        FirstUnused = k; 
    end 
end 
if FirstUnused == -1 
    FirstUnused =[]; 
end 
end 
  
%-------------------------------------------------------------------------% 
%[UnusedMap,MyNodes] = ClearUnused(Nodes,FirstUnused) 
%This function takes a matrix of integers(Nodes) and return the same matrix 
%but with some elements changed in a way that if the output matrix(MyNodes) 
%had it's elements lie in a single row and sorted out with no repetitions 
%then every element would satisfy the condition 
%(SortedUniqueRow(i) == SortedUniqueRow(i+1) - 1) 
%Nodes -> The input matrix 
%FirstUnused -> The smallest integer that Nodes needs so it could be the 
%desired matrix 
%UnusedMap -> The mapping of changes that were done 
%MyNodes   -> The desired matrix 
  
  
function [UnusedMap,MyNodes] = ClearUnused( Nodes,FirstUnused ) 
  
MyNodes = Nodes; 
  
NumToChange = FirstUnused; 
NumsToBeChanged = (MyNodes(MyNodes>NumToChange));%All the elements in input 
matrix that are larger than FirstUnused 
NumsToBeChanged = unique(NumsToBeChanged);       %are sorted out in a row 
(NumsToBeChanged) with no repetitions 
Length = length(NumsToBeChanged); 
  
UnusedMap(1:Length,1:2)=-1; 
idx=1; 
  
for k = 1:Length 
    MyNodes(MyNodes==NumsToBeChanged(k))=NumToChange; %Every element of the 
intersection of input matrix and NumsToBeChanged 
    UnusedMap(idx,1:2) = [NumsToBeChanged(k) NumToChange]; % and the history 
of changes are kept in UnusedMap 
    idx=idx+1; 
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    NumToChange=NumToChange+1; 
end 
ClearMinus = UnusedMap(:,1)==-1; 
UnusedMap(ClearMinus,:) =[]; 
end 
  
      
%-------------------------------------------------------------------------% 
%Finds the max number that the names of nodes have 
function MaxNode = FindMaxNode(Cell_array) 
Matrix = cell2mat(Cell_array); 
MaxNode = max(Matrix(:)); 
end 
  
%-------------------------------------------------------------------------% 
  
function MyGraph = MakeMyGraph( InputNodes, Init, InitLength ) 
MyGraph = Init; 
MyGraph(3:4,2:InitLength) = num2cell(InputNodes); 
end 
  
%-------------------------------------------------------------------------% 
%Give Design Vals asks the user to give the desired values that the deisgn 
%elements will have 
  
function [ NewVals, MyDesVec ] = GiveDesignVals( MyInput, DesignVector,Ids ) 
NewVals = MyInput; 
MyDesVec = DesignVector; 
Inp = ''; 
StandardMsg = 'Give Input for :\n'; 
for k = 2:size(DesignVector,2); 
    Name = DesignVector{1,k}; 
    ID = DesignVector{2,k}; 
    prompt = strcat(StandardMsg,Name); 
    prompt = strcat(prompt,'\n'); 
    while isempty(Inp) || ~(isa(Inp,'double')) 
        Inp = input(prompt); 
        if ~(isa(Inp,'double')) 
            disp('Only doubles please'); 
        else 
            assert(isa(Inp,'double'),'I would like only doubles') 
            CorrectCol = Ids==ID; 
            NewVals{CorrectCol} = Inp; 
            MyDesVec{3,k} = Inp; 
        end 
    end 
    Inp = ''; 
end 
end 
  
%-------------------------------------------------------------------------% 
%[IGraph,VGraph,IChanges,VChanges] = MakeI_VGraphs( Graph , Nodes) 
%This function takes a matrix of integers(Nodes) and a cell array of cells 
%(Graph) and gives two matrices (IGraph,VGraph) that corresponds to the I 
%and V Graph of the circuit. It also outputs 2 maps to let us know where 
%the node of Graph is currently in I and V graphs respectively 
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%Nodes - > 2xNo_Of_Edges matrix 
%Graph - > 4x(No_Of_Edges+1) cell array, graph of circuit 
%IGraph- > 4x(No_Of_Edges_In_I_Graph+1) cell array 
%VGraph- > 4x(No_Of_Edges_In_V_Graph+1) cell array 
%IMap - > (No_Of_Edges_In_I_Graph+1)x2 Mapping of nodes of Graph to IGraph 
%VMap - > (No_Of_Edges_In_I_Graph+1)x2 Mapping of nodes of Graph in VGraph  
function [IGraph,VGraph,IMap,VMap] = MakeI_VGraphs( Graph , Nodes) 
  
NodeLength = size(Nodes,2); 
GraphLength = size(Graph,2); 
  
DeleteICols(1,1:NodeLength) = -1; 
DeleteVCols(1,1:NodeLength) = -1; 
  
MaxNode = max(max(Nodes)); 
InOrder = 0:MaxNode; 
IMap = cell(MaxNode+1,2); 
VMap = cell(MaxNode+1,2); 
  
InOrdCell = num2cell(InOrder); 
IMap(:,1) = InOrdCell; 
IMap(:,2) = InOrdCell; 
VMap(:,1) = InOrdCell; 
VMap(:,2) = InOrdCell; 
  
Types = Graph(1,2:GraphLength); 
IGraphNodes = Nodes; 
VGraphNodes = Nodes; 
  
idxI = 1; 
idxV = 1; 
  
for k = 1:NodeLength 
   switch Types{k} 
       case {'J', 'aOut','gOut'} 
           DeleteVCols(idxV) = k+1; 
           idxV = idxV +1; 
       case {'V','mOut','rOut'} 
           ICollapsed= max(IGraphNodes(1,k),IGraphNodes(2,k)); 
           ICollapsedTo = min(IGraphNodes(1,k),IGraphNodes(2,k)); 
           B = IGraphNodes == ICollapsed; 
           IGraphNodes(B) = ICollapsedTo; 
           assert(size(IMap{ICollapsedTo+1,1},2)==1) 
           IMap{ICollapsed+1,1}=cat(2, ICollapsed, ICollapsedTo); 
           if ~(isempty(IMap{ICollapsed+1,2}))  
               IMap{ICollapsedTo+1,2} = cat(2, IMap{ICollapsedTo+1,2}, 
IMap{ICollapsed+1,2} ); 
           end 
       case {'OC', 'gIn','mIn'} 
           DeleteICols(idxI) = k+1; 
           idxI = idxI +1; 
       case {'SC','aIn','rIn'} 
           VCollapsed= max(VGraphNodes(1,k),VGraphNodes(2,k)); 
           VCollapsedTo = min(VGraphNodes(1,k),VGraphNodes(2,k)); 
           B = VGraphNodes == VCollapsed; 
           VGraphNodes(B) = VCollapsedTo; 
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           assert(size(VMap{VCollapsedTo+1,1},2)==1) 
           VMap{VCollapsed+1,1}=cat(2, VCollapsed, VCollapsedTo); 
           if ~(isempty(VMap{VCollapsed+1,2}))  
                VMap{VCollapsedTo+1,2} = cat(2, VMap{VCollapsedTo+1,2}, 
VMap{VCollapsed+1,2} ); 
           end 
       case {'Null', 'OpIn'} 
           DeleteICols(idxI) = k+1; 
           idxI = idxI +1; 
           VCollapsed= max(VGraphNodes(1,k),VGraphNodes(2,k)); 
           VCollapsedTo = min(VGraphNodes(1,k),VGraphNodes(2,k)); 
           B = VGraphNodes == VCollapsed; 
           VGraphNodes(B) = VCollapsedTo; 
           assert(size(VMap{VCollapsedTo+1,1},2)==1) 
           VMap{VCollapsed+1,1}=cat(2, VCollapsed, VCollapsedTo); 
           if ~(isempty(VMap{VCollapsed+1,2}))  
               VMap{VCollapsedTo+1,2} = cat(2, VMap{VCollapsedTo+1,2}, 
VMap{VCollapsed+1,2} ); 
           end 
       case {'Nora', 'OpOut'} 
           DeleteVCols(idxV) = k+1; 
           idxV = idxV +1; 
           ICollapsed= max(IGraphNodes(1,k),IGraphNodes(2,k)); 
           ICollapsedTo = min(IGraphNodes(1,k),IGraphNodes(2,k)); 
           B = IGraphNodes == ICollapsed; 
           IGraphNodes(B) = ICollapsedTo; 
           assert(size(IMap{ICollapsedTo+1,1},2)==1) 
           IMap{ICollapsed+1,1}=cat(2, ICollapsed, ICollapsedTo); 
           if ~(isempty(IMap{ICollapsed+1,2}))  
               IMap{ICollapsedTo+1,2} = cat(2, IMap{ICollapsedTo+1,2}, 
IMap{ICollapsed+1,2} ); 
           end 
   end 
end 
  
IGraph = MakeMyGraph( IGraphNodes, Graph, GraphLength) ; 
VGraph = MakeMyGraph( VGraphNodes, Graph, GraphLength) ; 
  
%Now we have full I and V Graphs and we need to delete the columns asserted 
%by DeleteICols (cause of OpenCircuits) either the ones that 
%form Self loops (e.g. the branch that went from node 0 to 1 and was the  
%only branch in the node now makes a self loop from 0 to 0 and is 
%implicitly deleted from the I Graph) 
  
%First we clear the rows DeleteICols and DeleteVCols from their -1's 
ClearMinus = DeleteICols==-1; 
DeleteICols(ClearMinus) =[]; 
ClearMinus = DeleteVCols==-1; 
DeleteVCols(ClearMinus) =[]; 
  
%Now we input a logic of or's to 2 logical rows for either graphs 
  
%For the I Graph we make a row of 0's and we fill with 1's the positions 
%indicated by DeleteICols 
indexI = false(1,GraphLength); 
indexI(DeleteICols) = true; 
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%Afterwards we make a row that finds the columns in IGraph that form self 
%loops in a sense that destination node is identical to arrival node 
%This is also a logical row that we pad it with one 0 at the beginning so 
%it has the correct dimension (dimension of previous logical row) 
INewNodes = cell2mat(IGraph(3:4,2:size(IGraph,2))); 
DeleteSelfILoops = INewNodes(1,:) == INewNodes(2,:); 
DeleteSelfILoops = cat(2,0,DeleteSelfILoops); 
  
  
%Implement or and have the inverse show us the columns that shouldn't exist 
%in IGraph 
DeleteI = or(indexI,DeleteSelfILoops); 
DeleteI = ~DeleteI; 
  
%If a change has to be made (The result of OR gave us some columns to be 
%deleted) make IGraph the desired one 
if ~(all(DeleteI == true)) 
    IGraph = IGraph(:,DeleteI); 
end 
%Do the same for V Graph 
  
%Make a row of 0's and we fill with 1's the positions indicated by  
%DeleteVCols 
indexV = false(1,GraphLength); 
indexV(DeleteVCols) = true; 
  
%Make a row that finds the columns in VGraph that form self loops and make 
%the correct padding again 
VNewNodes = cell2mat(VGraph(3:4,2:size(VGraph,2))); 
DeleteSelfVLoops = VNewNodes(1,:) == VNewNodes(2,:); 
DeleteSelfVLoops = cat(2,0,DeleteSelfVLoops); 
  
  
%Implement same or as before for VGraph 
DeleteV = or(indexV,DeleteSelfVLoops); 
DeleteV = ~DeleteV; 
if ~(all(DeleteV == true)) 
    VGraph = VGraph(:,DeleteV); 
end 
  
%Clean IMaps and VMaps from unused nodes 
index = true(1,size(IMap,1)); 
for k = 1:size(IMap,1) 
    if size(IMap{k,1},2) > 1 
        index(k) = false; 
    end 
end 
IMap = IMap(index,:); 
  
index = true(1,size(VMap,1)); 
for k = 1:size(VMap,1) 
    if size(VMap{k,1},2) > 1 
        index(k) = false; 
    end 
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end 
VMap = VMap(index,:); 
  
FirstCol = 0:(size(IMap,1)-1); 
IMap(:,1) = num2cell(FirstCol); 
FirstCol = 0:(size(VMap,1)-1); 
VMap(:,1) = num2cell(FirstCol); 
end 
  
  
%-------------------------------------------------------------------------% 
%Makes the T matrix of the circuit which is equivalent in developping the 
%equations that are essential for analyzing the circuit 
function [SensitivityVector, W, Fi, z, D, Adm,Cap] = 
MakeTea(Graph,IMap,VMap,Nodes) 
ISize = size(IMap,1)-1; 
VSize = size(VMap,1)-1; 
Adm = zeros(ISize,VSize); 
Cap = Adm; 
W = zeros(ISize,1); 
D = zeros(1,VSize); 
z = sym('V',[VSize 1]); 
Fi = sym(zeros(1,1)); 
  
NodeLength = size(Nodes,2); 
GraphLength = size(Graph,2); 
  
Type = Graph(1,2:GraphLength); 
Value = Graph(2,2:GraphLength); 
Ids = cell2mat(Graph(5,2:GraphLength)); 
SensitivityVector = zeros(4,0); 
  
Widx=ISize+1; 
DRows = 1; 
DCols = size(D,2) + 1; 
Zidx = 1 + size(z,1); 
TRows=ISize+1; 
TCols=VSize+1; 
Fidx=1; 
Sidx=1; 
  
k=1; 
while k <=NodeLength 
    Val =Value{k}; 
    switch Type{k} 
        case 'G' 
            [ji1,ji2] = FindPos(IMap,Nodes(1,k),Nodes(2,k)); 
            [jv1,jv2] = FindPos(VMap,Nodes(1,k),Nodes(2,k)); 
             
            if ji1 ~=0  
                if jv1 ~=0 
                    Adm(ji1,jv1) = Adm(ji1,jv1) + Val; 
                end 
                if jv2 ~=0 
                    Adm(ji1,jv2) = Adm(ji1,jv2) - Val; 
                end 
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            end 
            if ji2 ~=0  
                if jv1 ~=0 
                    Adm(ji2,jv1) = Adm(ji2,jv1) - Val; 
                end 
                if jv2 ~=0 
                    Adm(ji2,jv2) = Adm(ji2,jv2) + Val; 
                end 
            end 
        case 'C' 
            [ji1,ji2] = FindPos(IMap,Nodes(1,k),Nodes(2,k)); 
            [jv1,jv2] = FindPos(VMap,Nodes(1,k),Nodes(2,k)); 
            if ji1 ~=0  
                if jv1 ~=0 
                    Cap(ji1,jv1) = Cap(ji1,jv1) + Val; 
                end 
                if jv2 ~=0 
                    Cap(ji1,jv2) = Cap(ji1,jv2) - Val; 
                end 
            end 
            if ji2 ~=0  
                if jv1 ~=0 
                    Cap(ji2,jv1) = Cap(ji2,jv1) - Val; 
                end 
                if jv2 ~=0 
                    Cap(ji2,jv2) = Cap(ji2,jv2) + Val; 
                end 
            end 
        case 'gIn' 
            [jv1,jv2] = FindPos(VMap,Nodes(1,k),Nodes(2,k)); 
            k=k+1;  
            [ki1,ki2] = FindPos(IMap,Nodes(1,k),Nodes(2,k)); 
            Val =Value{k}; 
            if ki1 ~=0  
                if jv1 ~=0 
                    Adm(ki1,jv1) = Adm(ki1,jv1) + Val; 
                end 
                if jv2 ~=0 
                    Adm(ki1,jv2) = Adm(ki1,jv2) - Val; 
                end 
            end 
            if ki2 ~=0  
                if jv1 ~=0 
                    Adm(ki2,jv1) = Adm(ki2,jv1) - Val; 
                end 
                if jv2 ~=0 
                    Adm(ji2,jv2) = Adm(ji2,jv2) + Val; 
                end 
            end 
        case 'J' 
            [ji1,ji2] = FindPos(IMap,Nodes(1,k),Nodes(2,k)); 
            if ji1~=0 
                W(ji1) = W(ji1) - Val; 
            end 
            if ji2~=0 
                W(ji2) = W(ji2) + Val; 
            end 
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            [jv1, jv2] = deal(0,0); 
        case 'V' 
            [jv1,jv2] = FindPos(VMap,Nodes(1,k),Nodes(2,k)); 
            W(Widx,1) = Val; 
            Widx=Widx+1; 
            NewHorVec = zeros(1,size(Adm,2)); 
            Cap(TRows,:) = NewHorVec; 
            if jv1~=0 
                NewHorVec(jv1) = 1; 
            end 
            if jv2~=0 
                NewHorVec(jv2) = -1; 
            end 
            Adm(TRows,:) = NewHorVec; 
            [ji1, ji2] = deal(TRows,0); 
            TRows=TRows+1; 
        case 'Z' 
            W(Widx,1) = Val; 
            Widx=Widx+1; 
             
            NewD = zeros(size(D,1),1); 
            D(:,DCols) = NewD; 
            DCols = DCols +1; 
             
            [ji1,ji2] = FindPos(IMap,Nodes(1,k),Nodes(2,k)); 
            [jv1,jv2] = FindPos(VMap,Nodes(1,k),Nodes(2,k)); 
             
            PrevSize = size(Adm,2); 
            NewHorVec = zeros(1,PrevSize); 
            Cap(TRows,:) = NewHorVec; 
            if jv1~=0 
                NewHorVec(jv1) = 1; 
            end 
            if jv2~=0 
                NewHorVec(jv2) = -1; 
            end  
            Adm(TRows,:) = NewHorVec; 
            TRows = TRows+1; 
             
            NewSize = size(Adm,1); 
            AdmVerVec = zeros(NewSize,1); 
            if ji1~=0 
                AdmVerVec(ji1) = 1; 
            end 
            if ji2~=0 
                AdmVerVec(ji2) = -1; 
            end  
            Adm(:,TCols) = AdmVerVec; 
             
            CapVerVec = zeros(NewSize,1); 
            [ji1,ji2,jv1,jv2] = deal(NewSize,0,TCols,0); 
            CapVerVec(NewSize) = -Val; 
            Cap(:,TCols) = CapVerVec; 
            TCols = TCols + 1; 
        case 'mIn' 
            W(Widx,1) = 0; 
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            Widx=Widx+1; 
             
            [jv1,jv2] = FindPos(VMap,Nodes(1,k),Nodes(2,k)); 
            k=k+1; 
            [kv1,kv2] = FindPos(VMap,Nodes(1,k),Nodes(2,k)); 
            Val =Value{k}; 
            NewHorVec = zeros(1,size(Adm,2)); 
            Cap(TRows,:) = NewHorVec; 
            if jv1~=0 
                NewHorVec(jv1) = -Val; 
            end 
            if jv2~=0 
                NewHorVec(jv2) = Val; 
            end 
            if kv1~=0 
                NewHorVec(kv1) = 1; 
            end 
            if kv2~=0 
                NewHorVec(kv2) = -1; 
            end 
            Adm(TRows,:) = NewHorVec; 
            [ji1,ji2] = deal(TRows,0); 
            TRows = TRows +1; 
        case 'aIn' 
            NewD = zeros(size(D,1),1); 
            D(:,DCols) = NewD; 
            DCols = DCols +1; 
             
            [ji1,ji2] = FindPos(IMap,Nodes(1,k),Nodes(2,k)); 
            j1 = num2str(Nodes(1,k)); 
            j2 = num2str(Nodes(2,k)); 
            k=k+1; 
            [ki1,ki2] = FindPos(VMap,Nodes(1,k),Nodes(2,k)); 
            Val =Value{k}; 
            NewVerVec = zeros(size(Adm,1),1); 
            Cap(:,TCols) = NewVerVec; 
            if ji1~=0 
                NewVerVec(ji1) = 1; 
            end 
            if ji2~=0 
                NewVerVec(ji2) = -1; 
            end  
            if ki1~=0 
                NewVerVec(ki1) = Val; 
            end 
            if ki2~=0 
                NewVerVec(ki2) = -Val; 
            end 
            Adm(:,TCols) = NewVerVec; 
            [ji1,ji2,jv1,jv2] = deal(ki1,ki2,TCols,0); 
            TCols = TCols + 1; 
             
            Name = strcat('I',j1,'_',j2); 
            z(Zidx,1) = sym(Name); 
            Zidx = Zidx+1; 
       case 'rIn' 
            W(Widx,1) = Val; 
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            Widx=Widx+1; 
             
            NewD = zeros(size(D,1),1); 
            D(:,DCols) = NewD; 
            DCols = DCols +1; 
             
            [ji1,ji2] = FindPos(IMap,Nodes(1,k),Nodes(2,k)); 
            j1 = num2str(Nodes(1,k)); 
            j2 = num2str(Nodes(2,k)); 
            k=k+1; 
            [kv1,kv2] = FindPos(VMap,Nodes(1,k),Nodes(2,k)); 
            Val =Value{k}; 
            NewHorVec = zeros(1,size(Adm,2)); 
            Cap(TRows,:) = NewHorVec; 
            if kv1~=0 
                NewHorVec(kv1) = 1; 
            end 
            if kv2~=0 
                NewHorVec(kv2) = -1; 
            end  
             
             
            NewVerVec = zeros(size(Adm,1)+1,1); 
            Cap(:,TCols) = NewVerVec; 
            if ji1~=0 
                NewVerVec(ji1) = 1; 
            end 
            if ji2~=0 
                NewVerVec(ji2) = -1; 
            end  
            NewVerVec(size(Adm,1)+1) = -Val; 
            Adm(:,TCols) = NewVerVec; 
            Adm(TRows,:) = NewHorVec; 
             
            TRows = TRows+1; 
            TCols = TCols + 1; 
            [ji1,ji2,jv1,jv2] = deal(TRows,0,TCols,0); 
             
            Name = strcat('I',j1,'_',j2); 
            z(Zidx,1) = sym(Name); 
            Zidx = Zidx+1; 
        case 'SC' 
            [ji1,ji2] = FindPos(IMap,Nodes(1,k),Nodes(2,k)); 
             
            NewVerVec = zeros(size(Adm,1),1); 
            Cap(:,TCols) = NewVerVec; 
            if ji1~=0 
                NewVerVec(ji1) = 1; 
            end 
            if ji2~=0 
                NewVerVec(ji2) = -1; 
            end  
            Adm(:,TCols) = NewVerVec; 
            TCols = TCols + 1; 
             
            if Val == '-' 
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                j1 = num2str(Zidx); 
                Name = strcat('I',j1); 
                z(Zidx,1) = sym(Name); 
                NewD = zeros(size(D,1),1); 
                D(:,DCols) = NewD; 
                DCols = DCols +1; 
                Zidx = Zidx + 1; 
            else 
                assert(ischar(Val),'Error : Name of Output must be char' ) 
                z(Zidx,1) = sym(Val); 
                Zidx = Zidx + 1; 
                Fi(Fidx)= sym(Val); 
                Fidx = Fidx + 1; 
                D(DRows,:) = zeros(1,size(D,2)); 
                DRows = DRows + 1; 
                NewD = zeros(size(D,1),1); 
                NewD(size(D,1)) = 1; 
                D(:,DCols) = NewD; 
                DCols = DCols + 1; 
            end 
         case 'OC' 
            [jv1,jv2] = FindPos(VMap,Nodes(1,k),Nodes(2,k)); 
            if Val ~= '-' 
                assert(ischar(Val),'Error : Name of Output must be char' ) 
                Fi(Fidx) = sym(Val); 
                Fidx = Fidx +1; 
                 
                D(DRows,:) = zeros(1,size(D,2)); 
                if jv1~=0 
                    D(DRows,jv1) = 1; 
                end 
                if jv2~=0 
                    D(DRows,jv2) = -1; 
                end 
                DRows = DRows +1; 
            end 
    end 
    if Ids(k)~=0  
        SensitivityVector(:,Sidx) = zeros(4,1); 
        if ji1~=0 
            SensitivityVector(1,Sidx) = ji1; 
        end 
        if ji2~=0 
            SensitivityVector(2,Sidx) = ji2; 
        end 
        if jv1~=0 
            SensitivityVector(3,Sidx) = jv1; 
        end 
        if jv2~=0 
            SensitivityVector(4,Sidx) = jv2; 
        end 
        Sidx = Sidx+1; 
    end 
    k=k+1; 
end 
Fi = Fi.'; 
end 
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function [Out1, Out2] = FindPos(Map , K1, K2) 
idx1 = cellfun(@(x) nnz(x==K1) > 0 ,Map(:,2)); 
idx2 = cellfun(@(x) nnz(x==K2) > 0 ,Map(:,2)); 
idx1 = idx1(:) == true; 
idx2 = idx2(:) == true; 
Out1 = Map{idx1,1}; 
Out2 = Map{idx2,1}; 
end 
  
  
%-------------------------------------------------------------------------% 
%Calculates the sensitivities of the outputs with respect to the design 
%elements 
function Sensitivities = CalcSens( Z, Za, SensVec, DesignVec, freq ) 
Length = size(DesignVec,2)-1; 
Types = DesignVec(4,2:(Length+1)); 
Sensitivities = zeros(1,Length); 
for k = 1:Length 
    Name = Types{k}; 
    idxI = SensVec(1,k); 
    idxJ = SensVec(2,k); 
    idxK = SensVec(3,k); 
    idxL = SensVec(4,k); 
    if idxI~=0 
        Zi = Za(idxI); 
    else  
        Zi = 0; 
    end 
    if idxJ~=0 
        Zj = Za(idxJ); 
    else 
        Zj = 0; 
    end 
    if idxK~=0 
        Zk = Z(idxK); 
    else 
        Zk = 0; 
    end 
    if idxL~=0 
        Zl = Z(idxL); 
    else  
        Zl = 0; 
    end 
    switch Name 
        case {'V', 'J'} 
            Sensitivities(k) = Zj - Zi; 
        case {'C', 'L'} 
            Sensitivities(k) = freq*1i*(Zi - Zj)*(Zk - Zl); 
        otherwise 
            Sensitivities(k) = (Zi - Zj)*(Zk - Zl); 
    end 
     
end 
end 
  
67 
 
%-------------------------------------------------------------------------% 
%Finds which are the sources of the circuit so it can calculate the 
%transfer function of each output with respect to each input 
function SourceV = FindSources( Graph ) 
SourceV = {'Names'; 'Values'}; 
Types = Graph(1,2:size(Graph,2)); 
Values= Graph(2,2:size(Graph,2)); 
for k = 1:size(Types,2) 
    switch Types{k} 
        case {'J' ,'V'} 
            NewCell = {Types{k}; Values{k}}; 
            SourceV = [SourceV NewCell]; 
    end 
end 
assert(size(SourceV,2)>1,'SourceV Empty') 
end 
  
%-------------------------------------------------------------------------% 
%Calculates the transfer functions of the circuit 
function [GainV, GainN, PhaseV, PhaseN] = MakeTF( SourceV, Fis, WhoFis ) 
GainV = zeros(size(Fis,1),1); 
PhaseV= zeros(size(Fis,1),1); 
Gidx = 1; 
Pidx = 1; 
Bidx = 1; 
GainN = char(0); 
PhaseN = char(0); 
for k = 2:size(SourceV,2) 
    In = SourceV{2,k}; 
    for l = 1:size(Fis,2) 
        Out=Fis(:,l); 
        OutN = char(WhoFis(l)); 
        InN  = num2str(SourceV{2,k}); 
        GainN(Bidx,1:(size(OutN,2) + size(InN,2) + 8)) 
=strcat(OutN,'/',InN,'-> Gain'); 
        PhaseN(Bidx,1:(size(OutN,2) + size(InN,2) + 
8))=strcat(OutN,'/',InN,'->Phase'); 
        Tf = Out/In; 
        GainV(1:size(Fis,1),Gidx) = 20*log(abs(Tf)); 
        PhaseV(1:size(Fis,1),Pidx)= atan(-(imag(Tf)./real(Tf))); 
        Gidx = Gidx +1; 
        Pidx = Pidx +1; 
        Bidx = Bidx +1; 
    end 
         
end 
end 
  
%-------------------------------------------------------------------------% 
 %Below is the code for all the elements that can be put in a circuit 
%according to the program Driplomatiki 
function c( K1,K2,val ) 
global InitialGraph DesignVector DesIdx; 
Type = 'C'; 
if ischar(val) 
    NewDesEl = {val; DesIdx; 0; Type}; 
    DesignVector = [DesignVector NewDesEl]; 
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    new_cell = {Type; val; K1; K2; DesIdx}; 
    DesIdx = DesIdx+1; 
else 
    new_cell = {Type; val; K1; K2; 0}; 
end 
InitialGraph = [InitialGraph new_cell]; 
end 
  
% 
function cs(K1, K2, val) 
global InitialGraph DesignVector DesIdx; 
Type = 'J'; 
if ischar(val) 
    NewDesEl = {val; DesIdx; 0; Type}; 
    DesignVector = [DesignVector NewDesEl]; 
     
    new_cell = {Type; val; K1; K2; DesIdx}; 
    DesIdx = DesIdx+1; 
else 
    new_cell = {Type; val; K1; K2; 0}; 
end 
InitialGraph = [InitialGraph new_cell]; 
end 
  
% 
function e(K1, K2, val) 
global InitialGraph DesignVector DesIdx; 
Type = 'V'; 
if ischar(val) 
    NewDesEl = {val; DesIdx; 0; Type}; 
    DesignVector = [DesignVector NewDesEl]; 
     
    new_cell = {Type; val; K1; K2; DesIdx}; 
    DesIdx = DesIdx+1; 
else 
    new_cell = {Type; val; K1; K2; 0}; 
end 
InitialGraph = [InitialGraph new_cell]; 
end 
  
% 
function g( K1,K2,val ) 
global InitialGraph DesignVector DesIdx; 
Type = 'G'; 
if ischar(val) 
    NewDesEl = {val; DesIdx; 0; Type}; 
    DesignVector = [DesignVector NewDesEl]; 
     
    new_cell = {Type; val; K1; K2; DesIdx}; 
    DesIdx = DesIdx+1; 
else 
    new_cell = {Type; val; K1; K2; 0}; 
end 
  
InitialGraph = [InitialGraph new_cell]; 
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end 
  
% 
function jtoj(K1, K2, K3, K4, val) 
global InitialGraph DesignVector DesIdx; 
Type1 = 'aIn'; 
Type2 = 'aOut'; 
if ischar(val) 
    NewDesEl = {val; DesIdx; 0; Type2}; 
    DesignVector = [DesignVector NewDesEl]; 
     
    new_cell1 = {Type1; '-'; K1; K2; 0}; 
    new_cell2 = {Type2; val; K3; K4; DesIdx}; 
    DesIdx = DesIdx+1; 
else 
    new_cell1 = {Type1; '-'; K1; K2; 0}; 
    new_cell2 = {Type2; val; K3; K4; 0}; 
end 
InitialGraph = [InitialGraph new_cell1 new_cell2]; 
end 
  
% 
function jtov(K1, K2, K3, K4, val) 
global InitialGraph DesignVector DesIdx; 
Type1 = 'rIn'; 
Type2 = 'rOut'; 
if ischar(val) 
    NewDesEl = {val; DesIdx; 0; Type2}; 
    DesignVector = [DesignVector NewDesEl]; 
     
    new_cell1 = {Type1; '-'; K1; K2; 0}; 
    new_cell2 = {Type2; val; K3; K4; DesIdx}; 
    DesIdx = DesIdx+1; 
else 
    new_cell1 = {Type1; '-'; K1; K2; 0}; 
    new_cell2 = {Type2; val; K3; K4; 0}; 
end 
InitialGraph = [InitialGraph new_cell1 new_cell2]; 
end 
  
% 
function l(K1, K2, val) 
global InitialGraph DesignVector DesIdx; 
Type = 'Z'; 
if ischar(val) 
    NewDesEl = {val; DesIdx; 0; Type}; 
    DesignVector = [DesignVector NewDesEl]; 
     
    new_cell = {Type; val; K1; K2; DesIdx}; 
    DesIdx = DesIdx+1; 
else 
    new_cell = {Type; val; K1; K2; 0}; 
end 
InitialGraph = [InitialGraph new_cell]; 
end 
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% 
function oc(K1, K2, val) 
global InitialGraph; 
Type = 'OC'; 
new_cell = {Type; val; K1; K2; 0}; 
InitialGraph = [InitialGraph new_cell]; 
end 
  
% 
function opamp(K1, K2, K3, K4) 
global InitialGraph; 
Type1 = 'OpIn'; 
Type2 = 'OpOut'; 
new_cell1 = {Type1; '+-'; K1; K2; 0}; 
new_cell2 = {Type2; 'O'; K3; K4; 0}; 
InitialGraph = [InitialGraph new_cell1 new_cell2]; 
end 
  
% 
function r(K1, K2, val) 
global InitialGraph DesignVector DesIdx; 
Type = 'Z'; 
if ischar(val) 
    NewDesEl = {val; DesIdx; 0; Type}; 
    DesignVector = [DesignVector NewDesEl]; 
     
    new_cell = {Type; val; K1; K2; DesIdx}; 
    DesIdx = DesIdx+1; 
else 
    new_cell = {Type; val; K1; K2; 0}; 
end 
InitialGraph = [InitialGraph new_cell]; 
end 
  
% 
function sc(K1, K2, val) 
global InitialGraph; 
Type = 'SC'; 
new_cell = {Type; val; K1; K2; 0}; 
InitialGraph = [InitialGraph new_cell]; 
end 
  
% 
function vtoj(K1, K2, K3, K4, val) 
global InitialGraph DesignVector DesIdx; 
Type1 = 'gIn'; 
Type2 = 'gOut'; 
if ischar(val) 
    NewDesEl = {val; DesIdx; 0; Type2}; 
    DesignVector = [DesignVector NewDesEl]; 
     
    new_cell1 = {Type1; '-'; K1; K2; 0}; 
    new_cell2 = {Type2; val; K3; K4; DesIdx}; 
    DesIdx = DesIdx+1; 
else 
    new_cell1 = {Type1; '-'; K1; K2; 0}; 
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    new_cell2 = {Type2; val; K3; K4; 0}; 
end 
InitialGraph = [InitialGraph new_cell1 new_cell2]; 
end 
  
% 
function vtov(K1, K2, K3, K4, val) 
global InitialGraph DesignVector DesIdx; 
Type1 = 'mIn'; 
Type2 = 'mOut'; 
if ischar(val) 
    NewDesEl = {val; DesIdx; 0; Type2}; 
    DesignVector = [DesignVector NewDesEl]; 
     
    new_cell1 = {Type1; '-'; K1; K2; 0}; 
    new_cell2 = {Type2; val; K3; K4; DesIdx}; 
    DesIdx = DesIdx+1; 
else 
    new_cell1 = {Type1; '-'; K1; K2; 0}; 
    new_cell2 = {Type2; val; K3; K4; 0}; 
end 
InitialGraph = [InitialGraph new_cell1 new_cell2]; 
end 
  
% 
function z(K1, K2, val) 
global InitialGraph DesignVector DesIdx; 
Type = 'Z'; 
if ischar(val) 
    NewDesEl = {val; DesIdx; 0; Type}; 
    DesignVector = [DesignVector NewDesEl]; 
     
    new_cell = {Type; val; K1; K2; DesIdx}; 
    DesIdx = DesIdx+1; 
else 
    new_cell = {Type; val; K1; K2; 0}; 
end 
InitialGraph = [InitialGraph new_cell]; 
end 
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