Developer turnover in open source software projects is a critical and insufficiently researched problem. Previous research has focused on understanding the developer motivations to contribute using either the individual developer perspective or the project perspective. In this exploratory study we argue that because the developers are embedded in projects it is imperative to include both perspectives. We analyze turnover in open source software projects by including both individual developer level factors, as well as project specific factors. Using the Logistic Hierarchical Linear Modeling approach allows us to empirically examine the factors influencing developer turnover and also how these factors differ among developers and projects.
Introduction
Developer turnover in open source software (OSS) projects is a nontrivial issue because of the frequency with which it occurs and the difficulties new developers face in contributing to a project. Robles and Gonzales-Barahona [8] analyzed the evolution of some popular OSS projects (such as GIMP, Mozilla etc.) over a period of 7 years and found that these projects suffered from yearly turnover in core development teams and had to rely heavily on regeneration. Turnover is a critical problem in software development projects because it can lead to schedule overruns [1] and regenerating teams is a complicated issue [7] . A majority of the OSS research concerns itself with a developer's motivation to contribute to OSS development [2; 3] .
Prior studies have tended to focus on the explanation of developer activity levels using either the individual perspective [2; 3] or the project perspective [10] . However, since OSS participants are embedded in projects it is important to relate characteristics of individuals and the characteristics of projects in which they function. Disaggregating all project level variables in an individual level analysis may lead to the violation of the assumption of independence of observations, since all developers will have the same value on each of the project variables. On the other hand, aggregating developer level variables to a project level analysis may lead to unused within group information [6] . None of the research studies have attempted to model turnover behavior in OSS in a comprehensive fashion taking into account 
Methodology
To explore and explain the nature and impact of a developer and project variables on turnover, we used archival data. The sample of projects and participants was drawn from SourceForge (www.SourceForge.net). The sample contained data for 40 currently active projects on SourceForge and 201 developers.
Developer Level Variables
The following five developer level (level 1) variables, including the outcome variable, turnover, were collected -· Turnover -Turnover was operationalized as a binary outcome variable. A developer was deemed active, coded as 0, if at least one CVS/SVN commit was made by him/her in a 2 month period; otherwise coded as 1. Joyce and Kraut [10] also followed a similar approach in their study of turnover from online newsgroups, however they chose an observation period of six months to determine turnover. · Number of Projects -The number of OSS projects undergoing active development that the developer was involved in.
· Past Activity Level -Past activity was operationalized as a binary variable 3 . A developer was deemed active in the past, coded as 0, if at least one CVS/SVN commit was made by him/her in the previous 10 month period; otherwise, we coded it as 1.
· Tenure -We approximate the tenure of a developer in months by using the date of joining SourceForge.net.
Project Level Variables
The following project level variables (level 2) were collected -· Project Age -The date the project was registered is available on SourceForge.
We calculate the age in number of months since its registration on SourceForge.
1 Some examples of roles developers may perform in the project are as administrators, developers, document writers, project managers, packagers, web designers, etc. 2 Roughly 25% roles belonged to the Other category. Since Developer and Admin dummies are correlated we also analyzed the data by merging Other and Admin categories to create a single Developer dummy variable. In doing so we found that the HLM results did not change appreciably. 3 Using a binary dummy variable for measuring turnover and past activity results in loss of variance information and right censoring of data in developer activity levels. Please see the limitations section for how we intend to remedy this problem in the future.
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· Size of Project -The number of developers with commit access to the project's CVS/SVN code repository.
Statistical Models and Results
The Hierarchical Linear Modeling (HLM) technique allows researchers to model developer level outcomes within projects and model any between project differences that arise. The study was carried out in two parts and follows the approach recommended by Rumberger [9] . In the first part a developer model of turnover was developed and tested with logistic regression using only developer level variables. This allows an analysis focused only on developer level variables. However, this not only ignores project level variables but also assumes that the effects of developer level variables on turnover do not vary from project to project. This assumption was tested in the second part of the study using logistic HLM analysis. The developer level model used in this part of the study was based on the results of the first part. It allowed us to focus the analysis on explaining between project differences in the predicted mean turnover rates (turnover characteristics adjusted for differences in developer characteristics between projects) and between project differences in the effects of developer level variables on turnover rates.
Logistic Models
A series of linear logistic models were developed and tested to measure the effect of developer level variables on turnover behavior. Turnover is a binary dependent variable that can be expressed as a probability p i , which takes on the value of unity if the developer i becomes inactive in the project, zero otherwise. The probability p is transformed into log of odds (or logit) which is expressed as: Table 1 presents the exponentiated logistic coefficients, which represent the ratio of predicted odds of turnover with a one unit increase in the independent variable to the predicted odds without one unit increase. Thus, a value of one signifies no change in the odds of turnover. A value greater than (less than) one indicates that the odds of turnover increase (decrease) due to a unit change in independent variable. 
HLM Models
HLM analysis requires two types of models: a level 1 model to estimate the effects of developer level variables on turnover and a level 2 model to estimate the effect of project level variables on the coefficients of the level 1 analysis. We begin the analysis by modeling the unconditional model (base model) with no predictors at either level.
Unconditional Model

Log [p ij / (1-p ij )] = β 0j β 0j = γ 00 + u 0j
This model allows us to ascertain the variability in the outcome variable at each of the two levels i.e. within project and between project variability. The results are shown in Table 2 . The Null hypothesis H 0 : τ 00 = 0 is rejected (p = .028). This suggests that significant variation exists among projects in their turnover rates. The intraclass correlation coefficient (ICC) measures the proportion of variance in the outcome that is between projects [11] . ICC values for our analysis suggest that 8.71% variation in turnover that can be explained by level 2 predictors resides between projects. Further, for a project with a typical turnover rate (with u 0j = 0), the expected log odds of turnover is .484. This corresponds to a probability of 1/ (1 + e (.484)) = .38. This means that for a typical developer in a typical project there is a 38% chance of turnover in a 2 month period.
Conditional Model
This model allows part of the variation in the intercept β 0 (mean turnover rates) to be explained by project level variables (project age and size), All the variables were grand mean centered to reduce multicollinearity concerns in group level estimation [5] . Table 3 presents the results of the conditional model. The Null hypothesis H 0 : τ 00 = 0 fails to be rejected (p > .500). This means that after controlling for project size and age no significant variation remains to be explained. 
Limitations & Future Directions
Like all empirical work this study is limited in many ways. First, the sample is biased toward more active projects. Such projects may have well developed infrastructures allowing retention of active members and/or a constant inflow of newer active members. Including less active projects in the future should allow for more robust and generalizable results. Second, the use of binary variables for turnover and past activity leads to loss of variance information and right censoring of the data. To address this critical issue in the future, we will rely on techniques such as survival modeling that allows inference from right censored data. Finally, we will seek a conceptual integration of developer and project level factors in modeling turnover rather than just an empirical integration.
Conclusion
In this preliminary study, we argued that taking both the developer and the project level factors into account will lead to a richer understanding of the issue of turnover in open source projects. Our analysis suggests that past activity, developer role, project size and project age are important predictors of turnover. We find that there exists a significant variation in mean turnover rates among projects on SourceForge a nd t hat p ro j e c t age and p ro j e c t s ize ac c o unt f o r a s i z ab le pro po rt io n o f this variation.
