Abstract. We can break symmetry by eliminating solutions within each symmetry class. For instance, the Lex-Leader method eliminates all but the smallest solution in the lexicographical ordering. Unfortunately, the Lex-Leader method is intractable in general. We prove that, under modest assumptions, we cannot reduce the worst case complexity of breaking symmetry by using other orderings on solutions. We also prove that a common type of symmetry, where rows and columns in a matrix of decision variables are interchangeable, is intractable to break when we use two promising alternatives to the lexicographical ordering: the Gray code ordering (which uses a different ordering on solutions), and the Snake-Lex ordering (which is a variant of the lexicographical ordering that re-orders the variables). Nevertheless, we show experimentally that using other orderings like the Gray code to break symmetry can be beneficial in practice as they may better align with the objective function and branching heuristic.
Introduction
Symmetry occurs in many combinatorial problems. For example, when coloring a graph, we can permute the colors in any proper coloring. Symmetry can also be introduced by modelling decisions (e.g. using a set of finite domain variables to model a set of objects will introduce the symmetries that permute these variables). A common method to deal with symmetry is to add constraints which eliminate symmetric solutions (e.g. [1, 2, 3, 4, 5, 6, 7, 8, 9, 10, 11, 12, 13] ). Unfortunately, breaking symmetry by adding constraints to eliminate symmetric solutions is intractable in general [2] . More specifically, deciding if an assignment is the smallest in its symmetry class for a matrix with row and column symmetries is NP-hard, supposing rows are appended together and compared lexicographically. There is, however, nothing special about appending rows together or comparing solutions lexicographically. We could use any total ordering over assignments. For example, we could break symmetry with the Gray code ordering. That is, we add constraints that eliminate symmetric solutions within each symmetry class that are not smallest in the Gray code ordering. This is a total ordering over assignments used in error correcting codes. Such an ordering may pick out different solutions in each symmetry class, reducing the conflict between symmetry breaking, problem constraints, objective function and the branching heuristic. The Gray code ordering has some properties that may be useful for symmetry breaking. In particular, neighbouring assignments in the ordering only differ at one position, and flipping one bit reverses the ordering of the subsequent bits.
As a second example, we can break row and column symmetry with the Snake-Lex ordering [14] . This orders assignments by lexicographically comparing vectors constructed by appending the variables in the matrix in a "snake like" manner. The first row is appended to the reverse of the second row, and this is then appended to the third row, and then the reverse of the fourth row and so on. As a third example, we can break row and column symmetry by ordering the rows lexicographically and the columns with a multiset ordering [15] . This is incomparable to the Lex-Leader method.
We will argue theoretically that breaking symmetry with a different ordering over assignments cannot improve the worst case complexity. However, we also show that other orderings can be useful in practice as they pick out different solutions in each symmetry class. Our argument has two parts. We first argue that, under modest assumptions which are satisfied by the Gray code and Snake-Lex orderings, we cannot reduce the computational complexity from that of breaking symmetry with the lexicographical ordering which considers variables in a matrix row-wise. We then prove that for the particular case of row and column symmetries, breaking symmetry with the Gray code or Snake-Lex ordering is intractable (as it was with the lexicographical ordering). Many dynamic methods for dealing with symmetry are equivalent to posting symmetry breaking constraints "on the fly" (e.g. [16, 17, 18, 19, 20, 21, 22, 23, 24] ).
Hence, our results have implications for such dynamic methods too.
Background
A symmetry of a set of constraints S is a bijection σ on complete assignments that maps solutions of S onto other solutions of S. Many of our results apply to the more restrictive definition of symmetry which considers just those bijections which map individual variable-value pairs [25] . However, this more general definition captures also conditional symmetries [26] . In addition, a few of our results require this more general definition. In particular, Theorem 3 only holds for this more general definition 1 . The set of symmetries form a group under composition. Given a symmetry group Σ, a subset Π generates Σ iff any σ ∈ Σ is a composition of elements from Π. A symmetry group Σ partitions the solutions into symmetry classes (or orbits). We write [A] Σ for the symmetry class of solutions symmetric to the solution A. Where Σ is clear from the context, we write [A] . A set of symmetry breaking constraints is sound iff it leaves at least one solution in each symmetry class, and complete iff it leaves at most one solution in each symmetry class.
We will study what happens to symmetries when problems are reformulated onto equivalent problems. For example, we might consider the Boolean form of a problem in which X i = j maps onto Z ij = 1. Two sets of constraints, S and T over possibly different variables are equivalent iff there is a bijection between their solutions. Suppose U i and V i for i ∈ [1, k] are partitions of the sets U and V into k subsets. Then the two partitions are isomorphic iff there are bijections π : U → V and τ : [ 
Two symmetry groups Σ and Π of constraints S and T respectively are isomorphic iff S and T are equivalent, and their symmetry classes of solutions are isomorphic.
Using Other Orderings
The Lex-Leader method [2] picks out the lexicographically smallest solution in each symmetry class. For every symmetry σ, it posts a lexicographical ordering constraint: X 1 , . . . , X n ≤ lex σ( X 1 , . . . , X n ) where X 1 to X n is some ordering on the variables in the problem. Many static symmetry breaking constraints can be derived from such Lex-Leader constraints. For example, DOUBLELEX constraints to break row and column symmetry can be derived from them [27] . As a second example, PRECEDENCE constraints to break the symmetry due to interchangeable values can also be derived from them [5, 8] . Efficient algorithms exist to propagate such lexicographical constraints (e.g. [28, 29, 30] ).
We could, however, break symmetry by using another ordering on assignments like the Gray code ordering. We define the Gray code ordering on Boolean variables. For each symmetry σ, we could post an ordering constraint:
Where the k-bit Gray code ordering is defined recursively as follows: 0 is before 1, and to construct the k + 1-bit ordering, we append 0 to the front of the k-bit ordering, and concatenate it with the reversed k-bit ordering with 1 appended to the front. For instance, the 4-bit Gray code orders assignments as follows: 0000, 0001, 0011, 0010, 0110, 0111, 0101, 0100, 1100, 1101, 1111, 1110, 1010, 1011, 1001, 1000
The Gray code ordering is well founded. Hence, every set of complete assignments will have a smallest member under this ordering. This is the unique complete assignment in each symmetry class selected by posting such Gray code ordering constraints. Thus breaking symmetry with Gray code ordering constraints is sound and complete.
Proposition 1 Breaking symmetry with Gray code ordering constraints is sound and complete.
In Section 6, we propose a propagator for the Gray code ordering constraint. We cannot enforce the Gray code ordering by ordering variables and values, and using a lexicographical ordering constraint. For example, we cannot map the 2-bit Gray code onto the lexicographical ordering by simply re-ordering variables and values. To put it another way, no reversal and/or inversion of the bits in the 2-bit Gray code will map it onto the lexicographical ordering. The 2-bit Gray code orders 00, 01, 11 and then 10. We can invert the first bit to give: 10, 11, 01 and then 00. Or we can invert the second bit to give: 01, 00, 10, and then 11. Or we can invert both bits to give: 11, 10, 00, and then 01. We can also reverse the bits to give: 00, 10, 11, and then 01. And we can then invert one or both bits to give: 10, 00, 01, and then 10; or 01, 11, 10, and then 00; or 11, 01, 00, and then 10. Note that none of these re-orderings and inversions is the 2-bit lexicographical ordering: 00, 01, 10, and then 11.
We will show that, under some modest assumptions, we cannot make breaking symmetry computationally easier by using a new ordering like the Gray code ordering. Our argument breaks into two parts. First, we observe how the symmetry of a problem changes when we reformulate onto an equivalent problem. Second, we argue that we can map onto an equivalent problem on which symmetry breaking is easier.
Proposition 2 If a set of constraints S has a symmetry group Σ, S and T are equivalent sets of constraints, π is any bijection between solutions of S and T , and Π ⊆ Σ then:
(a) πΣπ −1 is a symmetry group of T ; (b) Σ and πΣπ −1 are isomorphic symmetry groups; (c) if Π generates Σ then πΠπ −1 generates πΣπ −1 .
We will use this proposition to argue that symmetry breaking with any ordering besides the lexicographical ordering is intractable. We consider only simple orderings. In a simple ordering, we can compute the position of any assignment in the ordering in polynomial time, and given any position in the ordering we can compute the assignment at this position in polynomial time. We now give our main result.
Proposition 3 Given any simple ordering , there exists a symmetry group such that deciding if an assignment is smallest in its symmetry class according to is NP-hard.
Proof: Deciding if an assignment is smallest in its symmetry class according to ≤ lex is NP-hard [2] . Since and ≤ lex are both simple orderings, there exist polynomial functions f to map assignments onto positions in the ≤ lex ordering, and g to map positions in the ordering to assignments. Consider the mapping π defined by π(A) = g(f (A)). Now π is a permutation that is polynomial to compute which maps the total ordering of assignments of ≤ lex onto that for . Similarly, π −1 is a permutation that is polynomial to compute which maps the total ordering of assignments of onto that for ≤ lex . Let Σ rc be the row and column symmetry group. By Theorem 2, the problem of finding the lexicographical least element of each symmetry class for Σ rc is equivalent to the problem of finding the least element of each symmetry class according to for πΣ rc π −1 . Thus, for the symmetry group πΣ rc π −1 deciding if an assignment is smallest in its symmetry class according to is NP-hard. 2 It follows that there exists an infinite family of symmetry groups such that checking a constraint which is only satisfied by the smallest member of each symmetry class is NP-hard. Note that the Gray code and Snake-Lex orderings are simple. Hence, breaking symmetry with either ordering is NP-hard for some symmetry groups. Note that we are not claiming that deciding if an assignment is smallest in its symmetry class is NP-complete. First, we would need to worry about the size of the input (since we are considering the much larger class of symmetries that act on complete assignments rather than on literals). Second, to decide that an assignment is the smallest, we are also answering a complement problem (there is no smaller symmetric assignment). This will take us to DP-completeness or above.
We next consider a common type of symmetry. In many models, we have a matrix of decision variables in which the rows and columns are interchangeable [31, 32, 33] . We will show that breaking row and column symmetry specifically is intractable with the Gray code and the Snake-Lex orderings, as it is with the lexicographical ordering that considers the variables in a row-wise order.
Proposition 4 Finding the smallest solution up to row and column symmetry for the Snake-Lex ordering is NP-hard.
Proof: We reduce from the problem of finding the Lex-Leader solution of a matrix B. Let B be an n × m matrix of Boolean values. W.l.o.g. we assume B does not contain a row of only ones since any such row can be placed at the bottom of the matrix. We embed B in the matrix M such that finding σ(M ), denoted M , the smallest row and column symmetry of M in the Snake-Lex ordering is equivalent to finding the LexLeader of B. We ensure that even rows in the Snake-Lex smallest symmetric solution of M are taken by dummy identical rows. Then in odd rows, where Snake-Lex moves from the left to the right along a row like Lex does, we embed the Lex-Leader solution of B. Let z be the maximum number of zeros in any row of B. We construct M with 2n + 1 rows and (z + 2) + (z + 1) + m columns so that it contains three sets of rows. The first set consists of a single row that contains z + 2 zeros followed by (z + 1) + m ones. The second set contains n identical rows with z + 2 + m ones followed by z + 1 zeros in each row. The third set of rows contains n rows such that at the ith row the first (z + 2) positions are ones, the next m positions are the ith row from B and the last z + 1 positions are ones again. Schematic representation of M is shown at Figure 1 
(a).
We determine positions of rows and columns that must be fixed in M up to permutation of identical rows and columns. The first row of M has to be the first row of M as no other row contains z + 2 zeros. Note that this also fixes the position of columns from 1 to z + 2 in M to be the first columns in the M . Note also that these columns are identical and each of them contains the zero in the first row only.
One of the rows in the second set has to be the second row of M , as none of the rows that embed rows from B contains z + 1 zeros. As we move from the right to the left on even rows, this also makes sure that last z + 1 columns from M must be the last columns in M . We summarise that at this point the first two rows are fixed and the first z + 2 columns and the last z + 1 columns in M must be equal to a permutation of the first z + 2 identical columns and the last z + 1 identical columns in M , respectively.
By assumption, B does not contain rows with all ones. Moreover, only rows that embed rows from B can have the value zero at columns from (z + 2) + 1 to (z + 2) + m in M . Hence, a row from the third set that embeds a row from B has to be the third row in M . We do not specify which row it is at this point. The fourth row has to be again a row from the second set as any of remaining rows from the second set has z + 1 zeros in the last z + 1 columns in M while any row that embeds B has at most z zeros. We can repeat this argument for the remaining rows. A schematic representation of the positions of rows from the first and second sets are shown in Figure 1 (b). Note that the first and all even rows in M are fixed. The only part of M not yet specified is the ordering of odd rows of m columns from (z + 2) + 1 to (z + 2) + m. These are exactly all rows from B. Hence, finding M is reduced to ordering of this set of rows and columns that embed B. Now, all columns from (z + 2) + 1 to (z + 2) + m are interchangeable, all odd rows except the first are interchangeable, and all elements of M except elements of B are fixed by construction. As the Snake-Lex ordering goes from the left to the right on odd rows like the Lex ordering, finding M is equivalent to finding the Lex-Leader of B 2
To show that finding the smallest row and column symmetry in the Gray code ordering is NP-hard, we need a technical lemma about cloning columns in a matrix. We use rowwise ordering in a matrix. Suppose we clone each column in a n × m Boolean matrix B to give the matrix B c . Let B gl in its row-wise linearization. We ignore the rows from j + 1 to n at this point as they are not relevant to this discrepancy.
Each pair of columns coincide on the first j rows for the first i − 1 columns and on the first j − 1 rows for the columns from i to m. We conclude that (1) i is odd and i + 1 is even; (2) the number of ones between the first and the (k − 2)th positions in the linearization of B c gl is even as each value is duplicated; (3) the clone of the ith column cannot be among the first i − 1 columns as each such column is followed by its clone by assumption. Hence, the clone of the ith column is among columns from i + 2 to m.
Suppose the clone of the ith column is the pth column. Note that the pth column must coincide with the i + 1th column at the first j − 1 rows. We consider two cases. In the first case, B gl . This will not change the first k − 1 elements in the linearization as the pth column must coincide with the i + 1th column at the first j − 1 rows. Moreover, this swap puts 1 in position k. As the number of ones up to the (k − 1)th position is odd then 1 goes before 0 at position k in the Gray code ordering. Hence, by swapping the (i + 1)th and pth columns we obtain a matrix that is smaller than B 
We conjecture that row and column symmetry will be intractable to break for other simple orderings. However, each such ordering may require a new proof.
Other Symmetry Breaking Constraints
Despite these negative theoretical results, there is still the possibility for other orderings on assignments to be useful when breaking symmetry in practice. It is interesting therefore to develop propagation algorithms for different orderings. Propagation algorithms are used to prune the search space by enforcing properties like domain consistency. A constraint is domain consistent (DC) iff when a variable is assigned any value in its domain, there exist compatible values in the domains of the other variables.
Gray Code Constraint
We give an efficient encoding for the new global constraint Gray([X 1 , . . . , X n ], [Y 1 , . . . , Y n ]) that ensures X 1 , . . . , X n is before or equal in position to Y 1 , . . . , Y n in the Gray code ordering where X i and Y j are 0/1 variables. We encode the transition relation of an automaton with 0/1/-1 state variables, Q 1 to Q n+1 that reads a sequence X 1 , Y 1 , . . . , X n , Y n and ensures that the two sequences are ordered appropriately. We consider the following decomposition where 1 ≤ i ≤ n:
We can show that this decomposition not only preserves the semantics of the constraint but also does not hinder propagation. (Completeness) This follows from the completeness of CNF encoding of the corresponding automaton [34] and the fact that unit propagation on this set of constraints enforces DC on a table constraint that encodes the transition relation.
Proposition 6 Unit propagation on this decomposition enforces domain consistency on
(Complexity) There are O(n) disjuncts in the decomposition. Hence unit propagation takes O(n) time. In fact, it is possible to show that the total time to enforce DC down a branch of the search tree is O(n). 2
Note that this decomposition can be used to break symmetry with the Gray code ordering in a SAT solver.
Snake-Lex Constraint
For row and column symmetry, we can break symmetry with the DOUBLELEX constraint that lexicographically orders rows and columns, or the SNAKELEX constraint. This is based on the smallest row and column permutation of the matrix according to an ordering on assignments that linearizes the matrix in a snake-like manner [14] . The (columnwise) SNAKELEX constraint can be enforced by a conjunction of 2m − 1 lexicographical ordering constraints on pairs of columns and n − 1 lexicographical constraints on pairs of intertwined rows. To obtain the rowwise SNAKELEX constraint, we transpose the matrix and then order as in the columnwise SNAKELEX. Note that DOUBLELEX and SNAKELEX only break a subset of the row and colum symmetries. However, they are very useful in practice. It was shown in [12] , that enforcing DC on the DOUBLELEX constraint is NP-hard. Hence we typically decompose it into separate row and column constraints. Here, we show that enforcing DC on the SNAKELEX constraint is also NP-hard. It is therefore also reasonable to propagate SNAKELEX by decomposition.
Proposition 7 Enforcing DC on the SNAKELEX constraint is NP-hard.
Proof: Let B be a n by m matrix of Boolean variables, B n×m = {X i,j }. The main idea is to embed B in to a specially constructed matrix M in such a way that enforcing DC on the DOUBLELEX constraint on B (which we already know is NP-hard) is equivalent to enforcing DC on the SNAKELEX constraint on M . We transform the matrix of variables B into a new matrix of variables M with n + 2 rows, v = 1, . . . , n + 2 and 2m columns, k = 1, . . . , 2m.
and k is even 0 if v = 1 and k is odd or if v = n + 2 and k is even 1 if v = 1 and k is even or if v = n + 2 and k is odd Figure 2 shows the transformation for a matrix B with n = 6 and m = 6. Row constraints on M . The first constraint r 1 in M is 0, 1, 0, . . . , 0 ≤ X 1,1 , 1, X 1,2 , . . . , X 1,m which can be simplified to an entailed constraint 0, . . . , 0 ≤ X 1,1 , X 1,2 , X 2,3 . . . , X 1,m . Similarly, the constraint r n+2 is entailed. Consider the
As all even elements coincide we can simplify the constraint to
Hence, all row constraints are simplified to the row ordering constraints of the DOUBLELEX constraint.
Column constraints on M . The constraints c k,k+1 , k ∈ {1, 3, . . . , 2m − 1}, are entailed as 0, X 1,(k+1)/2 , X 2,(k+1)/2 , . . . , X n,(k+1)/2 , 1 ≤ 1, 1, . . . , 0. The constraints c k,k+1 and c k,k+2 , k ∈ {2, 4, . . . , 2m}, are entailed as c k,k+1 is 0, 1, . . . , 1 ≤ 1, X n,k/2+1 , X n−1,k/2+1 , . . . , X 1,k/2+1 , 1 and c k,k+2 is 0, 1, . . . , 1 ≤ 0, 1, . . . , 1. Therefore, the only not entailed constraints are c k,k+2 , k ∈ {1, 3, . . . , 2m − 1}: 0, X 1,(k+1)/2 , X 2,(k+1)/2 , . . . , X n,(k+1)/2 , 1 ≤ 1, X 1,(k+1)/2+1 , X 2,(k+1)/2+1 , . . . , X n,(k+1)/2+1 , 1. These constraints can be simplified to X 1,j , X 2,j , . . . , X n,j ≤ X 1,j+1 , X 2,j+1 , . . . , X n,j+1 , j = (k + 1)/2 so that j ∈ {1, 2, . . . , m − 1} which gives the column ordering of the DOUBLELEX constraint. Hence, enforcing DC on the SNAKELEX constraint on M enforces DC on the DOUBLELEX constraint on B. 2
Experimental Results
We tested two hypotheses that provide advice to the modeller when breaking symmetry.
1. other orderings besides the lexicographical ordered can be effective when breaking symmetry in practice; 2. symmetry breaking should align with the branching heuristic, and with the objective function.
All our experiments report the time to find an optimal solution and prove it optimal. We believe that optimisation is often a more realistic setting in which to illustrate the practical benefits of symmetry breaking, than satisfaction experiments which either find one or all solutions. Breaking symmetry in optimisation problems is important as we must traverse the whole search space when proving optimality. All our experiments used the BProlog 7.7 constraint solver. This solver took second place in the ASP 2011 solver competition. The three sets of experiments took around one CPU month on a MacBook Pro with an Intel Core i5 2 core 2.53 GHz processor, with 4GB of memory. The three domains were chosen as representative of optimisation problems previously studied in symmetry breaking. We observed similar results in these as well as other domains.
Maximum density still life problem
This is prob032 in CSPLib [35] . This problem arises in Conway's Game of Life, and was popularized by Martin Gardner. Given a n by n submatrix of the infinite plane, we want to find and prove optimal the pattern of maximum density which does not change from generation to generation. For example, an optimal solution for n = 3 is:
This is a still life as every live square has between 2 and 3 live neighbours, and every dead square does not have 3 live neighbours. We use the simple 0/1 constraint model from [36] . This problem has the 8 symmetries of the square as we can rotate or reflect any still life to obtain a new one. Bosch and Trick argued that ". . . The symmetry embedded in this problem is very strong, leading both to algorithmic insights and algorithmic difficulties. . . ".
Our first experiment used the default search strategy to find and prove optimal the still life of maximum density for a given n. The default strategy instantiates variables row-wise across the matrix. Our goal here is to compare the different symmetry breaking methods with an "out of the box" solver. We then compare the impact of the branching heuristic on symmetry breaking. We broke symmetry with either the lexicographical or Gray code orderings, finding the smallest (lex, gray) or largest (anti-lex, anti-gray) solution in each symmetry class. In addition, we linearized the matrix either row-wise (row), column-wise (col), snake-wise along rows (snake), snake-wise along columns (col-snake), or in a clockwise spiral (spiral). Table 1 . Backtracks required to find and prove optimal the maximum density still life of size n by n using the default branching heuristic. Column winner is in emphasis.
We make some observations about these results. First, the Lex-Leader method (lex row) is beaten by many methods. For example, the top three methods all use the antiGray code ordering. Second, lex tends to work better than anti-lex, but anti-gray better than gray. We conjecture this is because anti-gray tends to align better with the maximization objective than gray, but anti-lex is too aggressive as the maximum density still life can have more dead cells than alive cells. Third, although we eliminate all 7 nonidentity symmetries, the best method is only about a factor 6 faster than not breaking symmetry at all.
To explore the interaction between symmetry breaking and the branching heuristic, we report results in Table 2 using branching heuristics besides the default row-wise variable ordering. We used the best symmetry breaking method for the default rowwise branching heuristic (anti-gray snake), the worst symmetry breaking method for the default branching heuristic (gray row), a standard method (lex row), as well as no symmetry breaking (none). We compared the default branching heuristic (row heuristic) with branching heuristics that instantiate variables column-wise (col heuristic), snakewise along rows (snake heuristic), snake-wise along columns (col-snake heuristic), in a clockwise spiral from top left towards the middle (spiral-in heuristic), in an anticlockwise spiral from the middle out to the top left (spiral-out heuristic), by order of degree (degree heuristic), and by order of the number of attached constraints (constr heuristic). Note that there is no value in reporting results for domain ordering heuristics like fail-first as domains sizes are all binary. Table 2 . Backtracks required to find the 8 by 8 still life of maximum density and prove optimality for different branching heuristics and symmetry breaking constraints. Overall winner is in bold.
We make some observations about these results. First, the symmetry breaking method with the best overall performance (anti-gray snake + row heuristic) had the worst performance with a different branching heuristic (anti-gray snake + spiral-out heuristic). Second, we observed good performance when the branching heuristic aligned with the symmetry breaking (e.g. anti-gray snake + snake heuristic). Third, a bad combination of branching heuristic and symmetry breaking constraints (e.g. anti-gray snake + spiral-out heuristic) was worse than all of the branching heuristics with no symmetry breaking constraints. Fourth, the default row heuristic was competitive. It was best or not far from best in every column.
Low autocorrelation binary sequences
This is prob005 in CSPLib [35] . The goal is to find the binary sequence of length n with the lowest autocorrelation. We used a standard model from one of the first studies into symmetry breaking [19] . This model contains a triangular matrix of 0/1 decision variables, in which the sum of the kth row equals the kth autocorrelation. Table 3 reports results to find the sequence of lowest autocorrelation and prove it optimal. We used the default variable ordering heuristic (left2right) that instantiates variables left to right from the beginning of the sequence to the end. The model has 7 non-identity symmetries which leave the autocorrelation unchanged. We can reverse the sequence, we can invert the bits, we can invert just the even bits, or we can do some combination of these operations. We broke all 7 symmetries by posting the constraints that, within its symmetry class, the sequence is smallest in the lexicographical or Gray code orderings (lex, gray) or largest (anti-lex, anti-gray). In addition, we also considered symmetry breaking constraints that took the variables in reverse order from right to left (rev), alternated the variables from both ends inwards to the middle (outside-in), and from the middle out to both ends (inside-out).
We make some observations about these results. First, the best two symmetry breaking methods both look at variables starting from the middle and moving outwards to both ends (inside-out). By comparison, symmetry breaking constraints that reverse this ordering of variables (outside-in) perform poorly. We conjecture this is because the middle bits in the sequence are more constrained, appearing in more autocorrelations, and so are more important to decide early in search. Second, although we only eliminate 7 symmetries, the best method offers a factor of 8 improvement in search over not breaking symmetry. Table 3 . Backtracks required to find the n bit binary sequence of lowest autocorrelation and prove optimality with the default branching heuristic.
To explore the interaction between symmetry breaking and branching heuristics, we report results in Table 4 to find the optimal solution and prove optimality using different branching heuristics. We used the best two symmetry breaking methods for the default left to right branching heuristic (anti-gray inside-out, and anti-lex insideout), the worst symmetry breaking method for the default branching heuristic (antigray outside-in), a standard symmetry breaking method (lex), the Gray code alternative (gray), as well as no symmetry breaking (none). We compared the default branching heuristic (left2right heuristic) with branching heuristics that instantiate variables right to left (right2left heuristic), alternating from both ends inwards to the middle (outside-in heuristic), from the middle alternating outwards to both ends (inside-out heuristic), by order of degree (degree heuristic), and by order of the number of attached constraints (constr heuristic). Note that all domains are binary so there is again no value for a heuristic like ff that considers domain size. Table 4 . Backtracks required to find the 22 bit sequence of lowest autocorrelation and prove optimality with different branching heuristics and symmetry breaking constraints.
We make some observations about these results. First, the best overall performance is observed when we break symmetry with the anti-Gray code ordering (anti-gray inside-out + right2left heuristic). Second, we observe better performance when the symmetry breaking constraint aligns with the branching heuristic than when it goes against it (e.g. anti-gray outside-in + outside-in heuristic is much better than anti-gray outsidein + inside-out heuristic). Third, the default heuristic (left2right) is again competitive. Table 5 . Backtracks required to solve the n by n peaceable armies of queens problem to optimality with the default branching heuristic.
We make some observations about these results. First, finding the largest solution in each symmetry class (anti-gray and anti-lex) is always better than finding the smallest (gray and lex). We conjecture that this is because symmetry breaking lines up better with the objective of maximizing the number of queens on the board. Second, symmetry breaking in a "conventional" way (lex, row) is beaten by half of the symmetry breaking methods. In particular, all 10 methods which find the largest solution up to symmetry in the Gray order (anti-gray) or lexicographical ordering (anti-lex) beat the "conventional" method (lex row). Third, ordering the variables row-wise in the symmetry breaking constraint is best for lex, but for every other ordering (anti-lex, gray, anti-gray) ordering variables row-wise is never best. In particular, anti-lex spiral beats anti-lex row and all other anti-lex methods, gray snake beats gray row and all other gray methods, and anti-gray col beats anti-gray row and all other anti-gray methods. Fourth, a good symmetry breaking method (e.g. anti-gray col) offers up to a 12-fold improvement over not breaking the 15 non-identity symmetries.
To explore the interaction between symmetry breaking and branching heuristics, we report results in Table 6 using different branching heuristics. We used the best symmetry breaking method for the default row-wise branching heuristic (anti-gray col), the worst symmetry breaking method for the default branching heuristic (lex col-snake), a standard method (lex row), the Gray code alternative (gray row), as well as no symmetry breaking (none). We compared the same branching heuristics as with the maximum density still life problem. As domains are now not necessarily binary, we also included the ff heuristic that order variables by their domain size tie-breaking with the row heuristic (ff heuristic). Given the good performance of the spiral and ff heuristics individually, we also tried a novel heuristic that combines them together, branching on variables by order of the domain size and tie-breaking with the spiral-in heuristic (ff-spiral heuristic). Table 6 . Backtracks required to solve the 8 by 8 peaceable armies of queens problem to optimality for different branching heuristics and symmetry breaking constraints.
We make some observations about these results. First, the best symmetry breaking constraint with the default branching heuristic (anti-gray col + row heuristic) was either very good or very bad with the other branching heuristics. It offers the best overall performance in this experiment (viz. anti-gray col + spiral-in heuristic), and is the best of all the symmetry breaking methods for 5 other heuristics. However, it also the worst of all the symmetry breaking methods with 4 other heuristics. Second, aligning the branching heuristic with the symmetry breaking constraint at best offers middle of the road performance (e.g. lex row + row heuristic) but can also be counter-productive (e.g. anti-gray col + col heuristic). Third, the spiral-in heuristic offer some of the best performance. This heuristic provided the best overall result, and was always in the top 2 for every symmetry breaking method. Recall that the spiral-in heuristic was one of the worst heuristics on the maximum density still life problem. We conjecture that this is because it delays constraint propagation on the still life problem constraints but not on the constraints in the peaceable armies of queens problem. Fourth, a bad combination of branching heuristic and symmetry breaking constraints is worse than not breaking symmetry if we have a good branching heuristic (e.g. none + constr heuristic beats anti-gray col + col-snake heuristic).
These results support both our hypotheses. Other orderings besides the simple lexicographical ordering can be effective for breaking symmetry, and symmetry breaking should align with both the branching heuristic and the objective function. Unfortunately, as the last example demonstrated, the interaction between problem constraints, symmetry breaking and branching heuristic can be complex and difficult to predict. Overall, the Gray code ordering appears useful. Whilst it is conceptually similar to the lexicographical ordering, it looks at more than one bit at a time. This is reflected in the automaton for the Gray code ordering which has more states than that required for the lexicographical ordering.
Conclusions
We have argued that in general breaking symmetry with a different ordering over assignments than the usual lexicographical ordering does not improve the computational complexity of breaking with symmetry. Our argument had two parts. First, we argued that under modest assumptions we cannot reduce the worst case complexity from that of breaking symmetry with a lexicographical ordering. These assumptions are satisfied by the Gray code and Snake-Lex orderings. Second, we proved that for the particular case of row and column symmetries, breaking symmetry with the Gray code or Snake-Lex ordering is intractable (as it was with the lexicographical ordering). We then explored algorithms to break symmetry with other orderings. In particular, we gave a linear time propagator for the Gray code ordering constraint, and proved that enforcing domain consistency on the SNAKELEX constraint, like on the DOUBLELEX constraint, is NPhard. Finally, we demonstrated that other orderings have promise in practice. We ran experiments on three standard benchmark domains where breaking symmetry with the Gray code ordering was often better than with the Lex-Leader or Snake-Lex methods.
