This paper presents an optimization ontology and its implementation into a prototype computational knowledge-based tool dubbed ONTOP (ontology for optimization). Salient feature of ONTOP include a knowledge base that incorporates both standardized optimization terminology, formal method definitions, and often unrecorded optimization details, such as any idealizations and assumptions that may be made when creating an optimization model, as well as the model developer's rationale and justification behind these idealizations and assumptions. ONTOP was developed using Protégé, a Java-based, free open-source ontology development environment created by Stanford University. Two engineering design optimization case studies are presented. The first case study consists of the optimization of a structural beam element and demonstrates ONTOP 's ability to address the variations in an optimal solution that may arise when different techniques and approaches are used. A second case study, a more complex design problem that deals with the optimization of an impeller of a pediatric left ventricular heart assist device, demonstrates the wealth of knowledge ONTOP is able to capture. Together, these test beds help illustrate the potential value of an ontology in representing application-specific knowledge while facilitating both the sharing and exchanging of this knowledge in engineering design optimization. 
Introduction
Optimization, most noticeably design optimization, has established itself as a mainstay in the field of engineering, becoming an integral part of engineering design process. The application of the field of optimization to engineering design has grown to involve a substantial number of terms, methods, and software programs. Consequently, an immense amount of knowledge is associated with optimization within engineering. The organization and availability of this knowledge can play a significant role when interpreting outcomes of a design optimization problem.
Solutions to optimization problems, as with results obtained in many other fields of engineering, depend heavily on initial assumptions and conditions. Optimization results, especially in complex problems such as nonlinear multivariate engineering problems, can vary widely depending on the type of approach or technique used when solving of a problem. A situation of multiple solutions is commonly encountered, as demonstrated later in the paper when optimizing a relatively simple cantilever I-beam. A reliable mechanism is needed for ensuring the integrity of a problem, the optimization process, and the resulting optimized solutions. This paper introduces the design and development of such an approach, using the instantiation of an ontology to serve as a formal method for capturing and retaining domain-specific knowledge in an explicit, easy-to-follow, and comprehensive manner. The ontology implementation ONTOP ͑ontology for optimization͒ will address the critical information gap in the engineering design optimization process. This information gap includes the complications created through inconsistent optimization lexicons, the large number of optimization methods that have been created, and the lack of communication between existing optimization tools.
A substantial, yet widely overlooked problem in engineering, the absence of an ability to represent abstract design-related knowledge, will be one of the main focuses of the ontology for optimization. The ontology will provide methods for both capturing and sharing this often neglected higher-level knowledge.
Optimization Lexicons, Methods, and Tools
One barrier consistently encountered when facilitating the sharing of knowledge within the field of optimization has become inconsistent terminology, or lexicons. Weihe ͓1͔ concedes the use of inconsistent terminology in optimization, noting "Unfortunately, the terminology found in the literature is not at all standardized. Therefore, if a piece of terminology is not underlined, this only means that a substantial number of textbooks and original papers has adopted it and uses it in the same way as here." A similar problem of inconsistent lexicons also exists within the engineering design community, as recognized by Messac and Chen ͓2͔. The authors refer to the wide variety of lexicons as "practices that may hinder intelligible discourse within the engineering design literature." As an example of vagueness in terminology, Messac and Chen discuss the failure of engineering design lexicons to distinguish between the terms design metric and objective function, noting multiple variations of the application of this terminology. The authors then detail the current faults of the use of widespread lexicons within the design community.
The widespread terminology used in both optimization and design, as well as the large assortment of techniques that may be used during design optimization, can easily lead to confusion and poor knowledge sharing and distribution. The creation of formal, widely accepted definitions of design optimization lexicons would prevent many miscommunications among the engineering community, providing a much needed consensual understanding of the terminology. Although we acknowledge that such a large undertaking will also require the consent and recognition of the community, we believe a consensus can be achieved for specific sections of the design optimization community.
The amount of methods used in optimization has greatly increased during the maturation of the field of optimization ͓3͔. Through the development of new mathematical approaches on optimization, or slightly altering existing ones, new optimization methods are created. New methods require unique knowledge to be successfully applied to an optimization problem. A diagram of many of the existing optimization types is shown in Fig. 1 . The ability to classify and store these methods, as well as the necessary knowledge for operating on these methods, may significantly simplify creating and solving design optimization problems, reducing costly trial and error iterations.
In addition to the multitude of existing optimization methods, there exists an overabundance of tools used for applying these methods to optimization problems. The large number of distinct software programs that have been created to formulate and solve optimization problems, including MATLAB ͓4͔, MATHCAD ͓5͔, and AMPL ͓6,7͔, reflect this overabundance. When applied to a single problem, these software tools may approach the problem in different manners, many times achieving alternate solutions. Some popular CAD tools, such as ANSYS ͓8͔ and PRO/ENGINEER ͓9͔, have integrated optimization software into their programs. Such tools are based primarily on a design analysis approach. Other, more versatile, tools, such as FIPER ͓10͔, have also enveloped optimization software within a larger web-based environment.
Recognizing that it may not be possible to standardize the language used by each of these tools, it is possible to create an interoperable base on which enough knowledge is stored to facilitate the usage of these tools. This knowledge base would allow for a more efficient flow of information when operating between systems and programs. Through the establishment of such a system, along with workflow programs, such as FIPER, designed to operate as an infrastructure for software programs, the design optimization process may be greatly expedited.
The current market of optimization knowledge modeling software is very limited. Available software in this market includes the OPTIMIZATION MODELING ASSISTANT ͑OMA͒. This software was developed by Knowledge Based Systems, Inc. in cooperation with NASA as a tool to "help overcome the difficulties by utilizing knowledge-based-systems techniques to automate much of the model-design process." ͓11͔ OMA was developed to accommodate two distinct processes, acquisition of knowledge and optimization modeling. This software, however, was developed mainly to assist in scheduling, logistics, and financial management, as with many other developed optimization programs. Design optimization requires a more abstract knowledge base than programs such as OMA provide.
Addressing Abstract Knowledge
Addressing the need to capture the abstract, or meta, knowledge used by engineers in the development of an engineering optimization model is a focal point of our tool. This abstract knowledge may include the rationale behind an engineer's decisions in the creation of a model, such as why a particular optimization technique was chosen, why a constraint exists, any existing model limitations, or any model justifications and objectives. The terms abstract and higher-level knowledge are both used in this paper in an interchangeable manner. Although the storing of sharing of lower-level knowledge, such as parameter values, may be accomplished by current software programs, through either third-party programs or interoperability between programs, higher-level knowledge remains unaddressed. With this knowledge readily available, it becomes easier to understand a model and decisions made during its creation.
In current design systems, a modification to a design model may cause the optimization model associated with the design to lose its applicability, requiring it to be replaced by a new model. Without knowing and understanding the higher-level knowledge used to validate the applicability of a model, modifications on a current model may be done incorrectly. By capturing higher-level knowledge, the engineer will be provided a better understanding of the model, knowing what modifications may breach its limitations. If the limitations of a model are exceeded, possessing abstract knowledge may allow an engineer ͑or a software system͒ to simplify an existing model ͑or identify if a new model is needed͒, thereby expanding its application to comply with its new domain.
Methods for capturing the abstract knowledge associated with design optimization are needed. A widely accepted formal method for the capturing of this knowledge has yet to be developed. In the following sections, a method for knowledge modeling using ontology will be introduced that will highlight the advantages of efficiently capturing both abstract and optimization knowledge.
Ontology-Related Works
As the necessity for capturing and sharing information has increased in accordance with the growth of computers and storage capacity, new methods are being developed to manage knowledge.
Fig. 1 Diagram of optimization types
Most of this development is being brought about by the artificial intelligence ͑AI͒ community ͓12͔. Many knowledge systems, such as PORTBLUE ͓13͔, have been created with an emphasis on sharing management and decision knowledge. Other systems have been created on the basis of emphasizing the abilities to operate on the knowledge, such as the technique created by the University of Paisley combining case-based reasoning and data mining ͓14͔, two popular techniques used in knowledge management. Enterprise search platforms ͑ESP͒ ͓15͔ have also been developed to provide the ability to store data and retrieve the most relevant result possible through a query search.
Ontologies are a popular knowledge modeling technique used in AI ͓16͔. Ontologies have become a very popular form of knowledge storing and sharing within the last 20 years due to its broad application and many advantages over other forms of knowledge sharing. The ability to create and operate on domain specific vocabulary and knowledge has been of interest to the scientific community. Ontology has been previously suggested as a method for guidance in design engineering by the University of Toronto ͓34͔. The University of Cambridge has also adopted the use of ontology in engineering in the development of EDIT ͓17͔ ͑Engineering Design Integrated Taxonomy͒. EDIT, similar to ON-TOP, addresses engineering design, though each tool takes a different development approach, and ONTOP was developed specifically for optimization within design.
An ontology provides a formal method for identifying and classifying knowledge, while also providing a potential solution to the aforementioned problems. As defined ͓18͔, ontology is a branch of metaphysics concerned with the nature and relations of being. In the knowledge-sharing community, an ontology is a description ͑like a formal specification of a program͒ of the concepts and relationships that can exist for an agent or a community of agents ͓19͔. The primary benefit of ontology to engineers is the ability to classify, organize, and share design-related knowledge. This same principal may be used when applied to knowledge of optimization problems. Integrating design knowledge, along with the knowledge of an optimization structure, has the potential to provide substantial benefits in design optimization.
The concept of using ontology for knowledge storing and sharing was first made widely accepted through the published works of T. R. Gruber ͓16͔, a Stanford professor. Others continued to build on his work, including colleagues Musen and Noy, also of Stanford. Together they were able to establish a widely accepted definition of an ontology, as well as lay the framework for the novel approach to knowledge representation and sharing ͓19͔.
Building on this framework, Grosse and associates have developed an ontology to represent knowledge involved in engineering analysis models ͑EAM͒ ͓20͔. The EAM ontology has been implemented into a formal computational base called ON-TEAM. This prototype engineering analysis modeling knowledge base built on ontologies was founded on the "concept that engineering analysis models are knowledge-based abstractions of physical systems, and therefore, knowledge sharing is the key to exchanging, adapting, and interoperating Engineering Analysis Models, or EAMs, within or across organizations" ͓20͔. ON-TEAM used an industrial application provided by United Technologies Research Center to illustrate how an ontological system can efficiently store engineering knowledge in a computer-based engineering environment. In subsequent research, the authors have designed and developed an ontological tool to assist in decision-based design ͓21͔. Here, an ontology for an automobile selection process was developed to demonstrate how ontologies can be employed in an e-design environment to facilitate decision making in engineering. The automobile ontology was used to demonstrate the improvement of decision making on discrete values through graphical user interfaces and relaxation methods incorporated into an ontological environment. This paper further extends the previous works of ontological approaches to engineering design by focusing on the complex field of design optimization.
Similar ontology works are currently being pursued by Georgia Tech. A Georgia Tech team is exploring product knowledge interoperability and life-cycle management through ontology-based methods ͓22͔. In their paper, they discuss the beginnings of a formalizing a process of creating a product view federation from component federates to enable to reuse of knowledge. Previous ontology works have recognized the advantages of using an ontology for interoperability, specifically a "port ontology," which "formalizes the conceptualization of ports such that engineers and computer-aided design applications can reason about component connections and interactions in system configuration" ͓23͔. The University of Maryland has also proposed the use of ontologies as a way to address a need for a common knowledge base that will facilitate interoperability between software applications. Ciocoiu et al. recognize the ability of ontologies to "make explicit the semantics for the concepts used, rather than just relying on the syntax used to encode these concepts" ͓24͔. They then propose to exploit this attribute to create a well-defined knowledge base by giving unambiguous definitions of product and process capabilities, similar to the approach taken at the University of Massachusetts.
Optimization Ontology
An optimization problem can be a complex process. Figure 2 illustrates a simplified workflow of a design optimization problem. ONTOP will attempt to assist the engineer step by step through this workflow.
ONTOP was created as a way to provide a firm formal knowledge base for optimization knowledge while simultaneously providing a flexible base for the formulating and solving of engineering design optimization problems. To create this ontology, we first define a formal taxonomy for representing the optimization tech- niques such as the one shown in Fig. 1 . This taxonomy was based on the compilation and organization of accepted optimization terms gathered from literature research. It is important that the language used in this technique taxonomy is widely accepted and understood, as it lays the foundation of ONTOP. To insure its acceptance into the optimization community, the main source of optimization knowledge was taken from the NEOS Guide ͓25͔. NEOS, or network-enabled optimization system, is an optimization system operated by the Optimization Technology Center, a joint venture between Argonne National Laboratory and Northwestern University. The development of this NEOS server has been supported by several different reputable foundations, including the Mathematical, Information, and Computational Sciences Division subprogram of the Office of Advanced Scientific Computing, the U.S. Department of Energy, and the National Science Foundation, which has supported the project with several different grants. Additional references were also used to validate the comprehensiveness of the acquired optimization knowledge ͓1,26͔. The advantages of storing optimization knowledge within an ontological structure are accentuated by the hierarchal structure possessed by the taxonomy of optimization types. The classes within the taxonomy are defined by the specific properties associated with the optimization types. At the taxonomy's highest levels, it distinguishes between method types, such as continuous or discrete, constrained or unconstrained. These are types are separated by creating subclasses within the optimization type taxonomy. At its lower levels, the taxonomy distinguishes between specific method types, such as linear programing and topological optimization. Finally, at its lowest level, the taxonomy identifies specific methods, such as the Hooke-Jeeves or large-scale generalized reduced gradient ͑LSGRG͒ methods. This taxonomy allows for the number of methods to then be increased or reduced as the field of optimization changes. Specific optimization models will fall under their respective optimization method within the class hierarchy.
The specific properties of the optimization model class, the root class of the optimization type taxonomy, are shown in Table 1 . The terms in the first column represent the names of the property used when defining an optimization model. The second column details the type of information contained in the property, and the third represents the cardinality of the property. Together, each row in Table 1 defines an attribute of the optimization model class.
The properties shown in Table 1 allow for a detailed knowledge base to be created for each individual design optimization model.
The class was organized in such a way as to allow an ontology user to access and view relevant information to the model in an organized and efficient manner. The properties used in defining optimization models can be classified into three different groups: "generic" properties, optimization-specific properties, and technique-specific properties. Generic model properties may include properties such as the "Author" property, which identifies the individual responsible for its original creation, or the "Name" property, which allows the creator of the model to assign it a label. Other properties, such as "Intended for" and "Recipient," are used to distinguish who, such as a particular person, or what, such as software or people; for whom these models are intended.
Optimization-specific properties may include properties such as "input parameters," "output parameters," "constraints," or "objective." These properties are used to define the optimization trait of the model and will eventually be used in determining the allowable optimization methods for the model. Once these methods have been determined, the model may then be defined by technique-specific properties, such as the "termination accuracy" or "convergence criteria" properties used in the LSGRG method.
The abstract knowledge, or metaknowledge, essential in fully defining the model is captured within the ontology using the properties "description," "idealizations," and "assumptions." This knowledge is not constrained within one of the groups mentioned in the above paragraph, but covers a much broader knowledge space as a higher-level knowledge. The description property was created as an abstract property to allow the user to describe in fullest the optimization problem at hand. The idealization and assumption properties allow the engineer to identify any idealizations or assumptions that may have been made during the creation of the model.
In design optimization, an example of an idealization would be representing a design contour defined by a continuous quadratic equation with discrete piecewise linear equations. This idealization would play a significant role in applicable optimization techniques. An example of a design optimization assumption would include assuming a particular number of iterations were acceptable when solving an optimization problem.
The metaknowledge captured by ONTOP includes not only any idealizations or assumptions made and how the model was created, but also why these idealizations could be made or why a model can be solved by one method as opposed to another. This knowledge is captured within the "model justification" property. This knowledge is important because it allows engineers to understand why a model may be created in a certain fashion and what must be changed in order for the model to no longer be acceptable. This additional abstract knowledge addresses the inadequacies of other optimization modeling software, such as OMA.
Optimization Ontology Implementation (ONTOP)
The Stanford-created, Java-based program Protégé ͓27-30͔ was chosen as the implementation mechanism for ONTOP. The Protégé software provides a development environment for the creation of an ontology through GUIs. Protégé has become a widely accepted program used for implementing ontologies into a computational environment. As a free, open-source, JAVA tool, users may easily modify the software if needed. As a result of its widespread popularity, many subsidiary programs, or "plug-ins" have also been created to work within Protégé. These plug-ins may be used to expand the capabilities of Protégé and will be later explored as ways of operating on and sharing the knowledge base.
At the highest level, each class will be distinguished from other classes through their "name" property, assigning each class an individual label. Each class will possess many of its own unique traits. For example, in ONTOP, classes at the highest level will include "optimization models," "people," and "materials." While they may share some of the same properties, such as "name," they differ many other ways, and therefore are created as independent classes. As the taxonomy is created, instances of one class may become properties of another, and the knowledge base will be intertwined. In the Protégé framework, these properties are assigned to ontological classes through slots. Slots are inherited by each subclass from its respective superclass. Figure 3 demonstrates a set of general slots created to represent the knowledge presented in Table 1 . The taxonomy of the "optimization model class" implemented in Protégé is partially seen in Fig. 4 . It is important to recognize that each class represents specific optimization methods or groups of methods. For instance, "topological optimization" could not fall under the class "bound constrained" because they are completely different types of optimization, with only general similarities. However, under the class bound constrained both the "gradient projection methods" and "exploratory methods" classes may be found, as these are both types of methods that may be categorized as bound constrained. At a lower level below gradient projection methods, methods such as LSGRG or the Newton method may be found. These classes represent actual methods that may be used to solve an optimization problem with the following criteria: It must be continuous, constrained, and bound constrained. From its classification, it can also be automatically inferred that both optimization techniques are gradient based.
The design optimization model parameters are created within the taxonomy as instances of parameter classes, defined by their respective classes and subclasses. Instances of optimization models are subsequently created under the class identifying with the optimization method that was used in the creation of the model. Each instance represents a specific optimization model. This will enable the most appropriate optimization method to be chosen from among the allowable methods for optimizing particular variable types, using the parameter taxonomy as a guide.
ONTOP allows the engineer to utilize multiple different optimization methods for solving a single problem while simultaneously identifying the advantages and disadvantages of each. Although certain variable types may only allow certain optimization types, several different methods may be classified under the allowable type of optimization. ONTOP provides the ability to recognize all of these applicable methods while defining the advantages and disadvantages of each one.
Although ONTOP was developed specifically as a tool to assist in the capturing and storing of optimization knowledge, the development of this ontology includes relevant taxonomies that are integral to the optimization model as well. These taxonomies, created as supporting classes, include people, product, and software taxonomies. These provide information such as who created the model, what, if any, software was used in the creation of the model, or what product this model was based on. Such classes are essential in providing a complete understanding of a problem at hand.
Engineering Design Optimization Case Study: I-Beam
An I-beam design optimization case study ͑Fig. 5͒ is presented here as an example to demonstrate the basics of the design optimization process within ONTOP and the ability of the ontology, once instantiated in Protégé, to capture and retain the relevant design model information.
The objective of this I-beam problem is to minimize the total volume of a cantilever I-beam, having a fixed length of 12 in. ͑30.5 cm͒, subject to strength and deflection constraints. The I-beam has one static load applied to it, P = 80 lbs ͑360 N͒. This load is illustrated in Fig. 5 . The maximum bending stress of the I-beam is 40,000 psi ͑275 MPa͒ while the maximum deflection of the beam is 0.10 in. ͑2.5 mm͒. The Young's modulus of this beam is 30,000 ksi ͑200 GPa͒. The design variables x 1 , x 2 , x 3 , and x 4 are defined in Fig. 5 , as well as their constraints.
When using ONTOP, the instantiation of knowledge within Protégé is a fairly straight-forward process. The first step when instantiating knowledge of the I-beam problem is to introduce the I-beam as a product inside the ontology. Once the I-beam is introduced within the ontology, the optimization problem was identified. The ontology was able to lead to the classification of the I-beam as a constrained nonlinear continuous optimization problem using its optimization taxonomy. The methods used in solving the problem, however, remained undecided. The methods used, however, were dictated by the software available to solve the problem. After creating the optimization problem model as a continuous constrained model instance within ONTOP, the objective, parameters, and constraints were identified. The objective was introduced in the problem model as a string. New instances were created for all associated input parameters and constraints on the model. A method for optimization could now be chosen, and the initial model was copied and recreated in its respective method class. Once the optimization was completed, the output parameter values were also added to the model, completing the instantiation of a single optimization pass of the I-beam. The above design optimization problem has a clear objective, as well as clearly defined constraints and parameters. The solution to this problem, however, may not be so straight forward, as seen in Table 2 . This optimization problem was solved using two different software programs and three different techniques. Though sharing identical initial conditions, each technique returned a different solution, a common occurrence in optimization.
In this example, different solutions are obtained for the same design optimization problem, due to the different techniques and software programs used. One solver, MINOS, failed to reach an optimal solution before achieving the maximum number of allowable iterations of the software used, a sample copy of AMPL. ON-TOP is able to operate as a tool for the user to track, store, and view the information gathered from each of these design optimizations. The ontology is able to identify the existence of three different solutions through the creation of three separate instances, to a single I-beam optimization problem. Figure 6 shows the ability of ONTOP to sort the information, showing three different solutions to the same problem cascaded next to each other as individual instances. Looking closer at these solutions, it is seen that each solution is accompanied by all the necessary information to repeat an identical optimization if necessary. Each individual model is accompanied by specifics, such as the software used to create the model, the initial conditions of the model, model convergence criteria, as well as the solutions to the optimization problem.
Vital information also exists in the solution of this problem that is not currently represented by existing software programs, including why the I-beam must fall within certain dimensions, where a load or loads originate, or whether or not these loads are subject to change. Many questions also remained unanswered by available optimization software, such as: Why were these dimensional constraints given? These are abstract decisions made by the engineer who designed the problem. The answer to these questions may be known only to the engineer, unless this information is captured and shared in a formal knowledge base, using the abstract properties discussed in previous sections. The abstract information provided by ONTOP provides the answer to the posed question, namely, that these constraints were provided by the manufacturer and are needed to insure the I-beam's manufacturability. The abstract knowledge captured in ONTOP allows the engineer to extract useful information from a current optimization model and simply adapt the model to create a new optimization model for a similar application. Providing a better understanding of the design optimization models will eventually lead to a more complete and refined solution while minimizing repetitiveness.
Engineering Design Optimization Case Study: A Pediatric Left Ventricular Assist Device
The ONTOP knowledge base has been applied to the solving of a complex medical device optimization problem. This problem involved minimizing the mass of an impeller within a pediatric left ventricular assist device ͑PVAD͒ ͑Fig. 7͒ while adhering to a set of given design constraints. The input models of the PVAD impeller will illustrate the ability of ONTOP to store multiple similar optimization models as well as demonstrate the immense amount of information that may be stored within ONTOP. Currently, young children with heart problems have limited options. This PVAD is a device created to assist the heart in pumping blood through small children with heart problems. This temporary device can assist a weak heart until it is able to function fully on its own or a suitable replacement can be found.
The objective of the problem was to increase the normal operating speeds of the impeller inside the PVAD, resulting in an increase in the pump capacitance. In order to increase operating speeds, the rotating mass of the impeller was minimized by removing material from the impeller spindle and outer casing from designated axisymetric areas. These areas were defined in a twodimensional schematic of the impeller provided by LaunchPoint, LLC. Other information provided by LaunchPoint was also en- tered into ONTOP, as seen in Fig. 8 . Clearly, a problem of this nature requires a holistic understanding of the system and the associated design rationale. Application of state-of-the-art optimization without capturing the related critical information can lead to erroneous and incomplete solutions. The ontology was able to organize the knowledge while maintaining its easy accessibility. The Protégé-based tool also provided an organizational framework to display images where the variable may be defined, as well as areas to define it through text. The vast amount of knowledge that may be stored in this format has the ability to provide a much greater understanding of optimization problems.
The objective of this problem was well defined with given constraints and variables; therefore this information was easily input into the ONTOP knowledge base. The model constraints were as follows:
1. Natural Frequency must be Ͼ2 kHz 2. Maximum deflection must be less than the distance to housing 3. Axial deflection between impeller housing and spindle must equal zero 4. Model degree of freedoms constrained on axis in radial directions 5. Maximum fatigue stresses of material must not be exceeded
The natural frequency constraint was necessary in order to insure the structural integrity of the impeller during operation. The deflection constraint was used to insure the impeller will hold its shape, which was important to insure proper operation. The deflection constraint also ensures that a gap between the impeller spindle and outer housing was not created. The structural constraints were also necessary to insure the integrity of the impeller. The degree-of-freedom constraints were used in the creation of the two-dimensional impeller model.
The impeller was optimized using topological optimization provided by ANSYS. Because of the varying shape of the impeller, topological optimization was chosen over any continuous parametric optimization. The use of topological optimization required discrete variables, unlike the problem defined in Fig. 5 . These variables were discrete areas that could be removed from within the impeller. The topological optimization function in ANSYS was able to identify areas with low stress distribution. These areas were then manually removed a few at a time until constraints were reached.
After running multiple optimization passes over the impeller, an optimal design was found. Each pass required the creation of a new model within ONTOP. This was easily accomplished by copying the existing similar one and then making necessary changes to accurately describe the updated model. The final optimized design was bounded when all of the allowable areas were removed without exceeding the strength or natural frequency constraints. The limiting constraint was then documented within ONTOP, for use in future design modifications. Figure 9 illustrates the completed knowledge base of an optimization pass that may be captured within an optimization model instance. The smaller figures toward the top represent five separate solutions, each at a different time period, for a single problem. The exploded instance of an optimization model shows how ONTOP was able to capture all of the parameters associated with the model, any constraints the model may be subject to, as well as the overall objective of the optimization model. Each instance of a parameter or constraint is defined separately and may be viewed by simply opening the instance in a new window. All parameters and constraints that are associated with the model are identified in their respective slots. Each model provides enough information to successfully replicate the optimization.
ONTOP was able to capture all of the knowledge used in the creation of an optimized impeller, including any abstract knowledge created during its optimization. The text field properties "description," "idealizations," and "assumptions" provided by the optimization model instance allow the engineer the opportunity to capture any abstract knowledge that otherwise may have been lost. The description property allows for a brief description stating the purpose of the model, as well as any other pertinent information. In the case of the PVAD impeller, it outlines why this optimization is being performed and what it hoped to be achieved through this optimization.
The idealizations and assumptions properties allow the engineer to state any idealizations or assumptions made when applying an optimization method to the model. In the case of the impeller, it was assumed that the sizes of the topological areas used in the optimization could be arbitrary. The "model justifications" allow others to see how the author of the model was able to validate the creation of the model, as well how any conclusions on techniques and other optimization properties were reached. The capturing of this abstract knowledge in its entirety will allow other engineers to further understand how and why the impeller was optimized. This understanding could lead to further improvement on the optimized model or the acknowledgement of a successful solution with sufficient reasoning validating it.
Discussion
While ample work has been done on ONTOP, there is still room for further advancement. As Gruber states, "In short, a commitment to a common ontology is a guarantee of consistency, but not completeness, with respect to queries and assertions using the vocabulary defined in the ontology" ͓31͔. This statement acknowledges that while ontologies can guarantee consistency, they cannot guarantee completeness. The optimization knowledge stored within the ontology still has considerable room for additional methods and techniques, though there does exist a trade-off between ontology complexity and ease of use. The slots used to define the ontology may still be refined to capture further information that may be important for other optimization models. As additional properties are added within Protégé, the amount of the knowledge stored increases, as does its complexity. However, it must be recognized that there is a limit to the practicality of ON-TOP, and that there is a price to pay as the complexity of the ontology increases. This price is reflected in the time taken in storing and sharing the knowledge.
Methods for sharing the knowledge must still be explored, as there is no "best" way to share the knowledge, and many options are available. The Protégé program incorporates the ability to share knowledge through commonly accepted methods. Protégé provides the ability to generate HTML files from the knowledge stored within the ontology. Protégé also provides the option to export the knowledge into OWL ͑web ontology language͒ ͓32͔ and XML ͓33͔ formats. OWL is based on XML and has become a web standard as well as a widely accepted language in the computer programing field.
The ability to export the knowledge stored in Protégé into standard formats is a major advantage to using the program as an ontological tool, along with its easy-to-use graphical interface. It is recognized that there alternate methods for creating and sharing ontologies, and ONTOP implementation will not be restricted to Protégé. Using its open source code and plug-in capabilities, methods are currently being created with the ability to extract knowledge from a Protégé ontology and automatically create a technical report. This ability will allow an engineer to recapture time once used in creating technical report and apply it to the instantiation of an optimization model in the ontological knowledge base. The ability to automatically create a technical report will justify the time spent in instantiation of a knowledge instance within ONTOP. This technical report method is in its final stages of development, and is currently capable of creating a rough report from the knowledge instances contained in the ONTOP knowledge base. When completed, the technical-report generator will be available as a method that operates on the ONTOP knowledge base to create a well-detailed, easy-to-read technical report.
Currently OTNOP provides the ability to capture abstract knowledge in "string" format as well as more specific optimization knowledge. Through this knowledge, others are able to better understand a problem, and what changes may have been made from earlier versions. As the ONTOP continues to be developed, domain knowledge is becoming more explicit when capturing both higherand lower-level knowledge. This explicitness will eventually lead to the ability to operate on the captured knowledge base using logical reasoning. This logical reasoning could then be used to guide and facilitate the knowledge-capturing process.
ONTOP was successfully employed during the optimization of the PVAD impeller. It was able to capture and store all the knowledge used in the optimization of the PVAD impeller, as well as successfully share it with others. ONTOP allowed the number of optimization runs to be tracked, as well as the solution of each run. The abstract knowledge involved in the optimization of the PVAD was successfully passed as well. The images and details stored in the ontology proved very useful in understanding the optimization problem at hand.
Although the ONTOP test beds demonstrated its ability to capture significant amounts of model information, it also revealed a major shortcoming, its inability to distinguish between optimization, analysis, and geometric properties. This shortcoming can be addressed by expanding the scope of ONTOP beyond optimization. A new, revised, ontology is currently in the process of being created through its incorporation with ON-TEAM. Incorporation of ONTOP with the existing ON-TEAM structure will provide a more complete ontology for engineering design. The new ontology has incorporated and linked optimization models, analysis models, and geometric models. Links created between these models will lead to a much greater understanding of the individual models as well as their properties. Eventually, full product design knowledge and development knowledge with be easily stored and readily accessible using ontologies.
Summary
The capturing of abstract knowledge is also the next step in improving design optimization techniques and one of the major tasks accomplished in ONTOP. The representation of this abstract engineering design optimization modeling knowledge by ONTOP will greatly facilitate the development of robust design optimization models for modified and similar products. As industry continues to redesign and optimize products and processes, optimization knowledge becomes ever more valuable. This process will reduce time once spent in recreating models from scratch as well as facilitate the elimination of costly trial and error approaches. ONTOP will overall improve the ability to manage optimization knowledge.
ONTOP is able to identify multiple design optimization models created under a single optimization type as well as multiple model revisions created using a single method. This detailed compilation of knowledge allows engineers to track the progression of solutions to a single design optimization model. ONTOP also affords engineers the ability to approach design optimization problems within an established optimization knowledge base using welldefined techniques. The knowledge from a specific optimization problem can then be stored through a class instance, each instance specifically defined by the attributes of the design being optimized. ONTOP can provide an engineer a method for quickly identifying feasible optimization techniques for a given design optimization problem while capturing the knowledge within the problem and help ensure the integrity and quality of the optimization process.
