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ABSTRACT 
Cuando una situación de emergencia sucede y es necesario evacuar, existen una serie de factores imposibles 
de predecir que pueden complicar el éxito de la operación. En este trabajo se propone la utilización de un 
sistema multiagente con el que ayudar a solventar las complicaciones que puedan suceder.  
La principal tarea de los agentes deberá ser hacer un seguimiento de la situación, sobre todo del peligro y 
mantener informados a los equipos humanos de rescate o a los evacuados. Con esta información, las 
personas involucradas deberías ser capaces de tomar decisiones más acertadas. 
Además, se va a contemplar la utilización de estos mismos agentes para la propia evacuación, sustituyendo 
así a los equipos humanos. 
Este trabajo ha implementado sobre la plataforma Jadex 2.0  
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INTRODUCTION 
In emergency situations unforeseen threats for the health of people involved inevitably occurs. In order to 
try to avoid these threats several actuations must be done including appropriate maintenance policies to 
keep the facilities and the equipment in good conditions. 
Even so, emergency situations happen and in such cases, the efforts should focus on stopping the threat and, 
above all, the priority should be to avoid as much as possible the negative consequences for people involved. 
That means evacuating everyone out the affected area using an efficient evacuation process, in the shortest 
possible time and preventing any damage. This is the main purpose of the facilities evacuation plans.  
The problem of these plans is that they are very static and could result in a waste of time or, even, in the 
worst case, in a risky situation as, for example, when a group of persons goes to an unavailable exit due to a 
building collapse or flames. These could be solved with a good informative system that knows in every 
moment what’s going on in the whole area and communicate it to the personal involved in the evacuation, 
so they can make better decisions. 
The purpose of this work is to analyze the use of robotic agents for disaster monitoring and evacuation 
control. 
Firstly, the whole project will be outlined. Secondly, the scope and objectives will be established. And thirdly, 
the type of agents that will be used will be decided. After that, the system will be designed and 
implemented. Next, a short user guide will be presented. And, finally, the conclusions will be presented and 
future lines of work will be proposed. 
EVACUATION 
For a good evacuation operation, it would be necessary to follow the following steps: 
First of all, it is highly recommended to get some a priori information of the disaster as could be the type of 
building and its distribution map, the predefined evacuation plan, the type of the emergency, the exact or 
approximate location where it has been originated, the extension of the disaster area, the estimated number 
of persons inside the building, the type of person involved, etc. With all this information, the adequate type 
of agents can be selected and mobilized to the disaster area. 
The next step is related with the communication infrastructure. In a disaster situation, the building 
communication network could be unavailable due, for example, a power outage. In these cases, it would be 
necessary to deploy a new communication network or reactivate the existing one. This is imperative because 
the information flow is the most important fact for a better evacuation. There are some works about the 
utilization of drones to build communication networks during a disaster (Wan, 2015) (Pal, 2010). In this 
work, it is assumed this disaster communication network has already been deployed.  
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After the communication infrastructure is guaranteed, the agents could be outspread. The main activity for 
the agents would to monitor the disaster evolution localizing the dangerous areas, the perimeter advance 
and the location and movement of group of persons. In order to do that, it would be necessary to assume 
the correct operation of a lot of components. For example, the appropriate processing and understanding of 
the data recorded by the agent's sensor, a good localization algorithm, hardware resistance to the disaster 
environment, etc. 
If the agents are going to help with the direct evacuation of people, it would be necessary to consider the 
psychological aspects of the agents-person interaction in this kind of situation. This means comprehension of 
natural communication, detecting and handle emotional alterations or speech recognition in noisy and 
uncontrolled situations. Also, it would be important that agents could attend physical injuries or special 
cases such as handicapped persons. 
At the end of the evacuation process, when everyone is assumed to be out of the facilities, it would be 
recommended a final exploration of the whole area to ensure the operation satisfactory end. 
SCOPE AND GOALS 
This work will focus on the agent-based system solution. The multi-agent systems are based in the 
communications between the agents, their goals and beliefs and in their plans. Because this work will use a 
platform already implemented, it is not necessary to desingn and implement the low-level interaction and 
performance of the system.  
This type of systems and platforms, what they allow is a heterogeneous group of agents. This means that 
each agent could be designed and implemented by a different person. It is only imperative a common 
communication, and, for that reason, it is necessary to standardize the communications available in the 
system by protcols. These protocols must be understood by all agents in the system. This is the reason why 
in this work the protocols are the main element to design.  
And, in this type of system (agent-based systems), through the communications the agents could cooperate 
and organize. So, in this work, the cooperation and the organization will be designed using the 
communication protocols.  
Also, it would be discussed the type of the agents: what would their specialization level would be.  
At last, a simulator will be implementing with all the design done.   
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LOS AGENTES 
“Un agente es una entidad capaz de percibir su entorno, procesar tales percepciones y responder o actuar 
en su entorno de manera correcta y tendiendo a maximizar un resultado esperado.” 
Cualquiera de las situaciones de emergencia que impliquen evacuar un edificio, conllevan un gran riesgo. 
Mediante la utilización de agentes robotizados se pretende disminuir el riesgo que asumen los equipos 
humanos de rescate. Y la función principal de los agentes utilizados deberá ser hacer un seguimiento de la 
situación. (Casbeer, Kingston, Beard, McLain, Li, & Mehra, 2005) (DeBusk, 2009). La idea es que se disponga 
de un conocimiento lo más real y actualizado posible de la situación, de forma que se puedan evitar en la 
medida de lo posible pérdidas tanto de personal como de material, así como optimizar y agilizar toda la 
operación. El sistema que se va a considerar, diseñar e implementar consistirá en una red de comunicación 
distribuida y un conjunto de agentes robotizados. 
LAS CAPACIDADES DE LOS AGENTES 
Para que los agentes robotizados puedan llevar a cabo su función deben tener una gran movilidad. Deberán 
ser capaces de subir y bajar escaleras, esquivar obstáculos, etc. Debido a esta restricción, parece que los 
vehículos aéreos no tripulados, drones, sean la solución más apropiada. 
La comunicación es el pilar central de un sistema de agentes, por lo que los agentes deberán ser capaces de 
comunicarse entre ellos. Además, al ser la función principal del sistema el seguimiento de la situación para 
informar a las partes involucradas y, debido a la importancia de la información en la operación, esta 
comunicación deberá ser rápida y eficiente. 
Los agentes deberán tener un conjunto adecuado de sensores suficientes para detectar todos los detalles 
que la operación requiere. Estos sensores deberán ser altamente fiables debido a la importancia de sus 
lecturas para el conjunto. Además, la información recopilada deberá ser adecuadamente procesada. Este 
procesado podrían llevarlo a cabo los agentes o los nodos de la red de comunicación. Que el procesado lo 
lleven a cabo los agentes, implica que estos deben disponer de una capacidad computacional que puede 
obstaculizar su movilidad. En cambio, los nodos, como van a estar en su mayoría establecidos, pueden 
soportar las consecuencias de una mayor capacidad de cómputo. Pero que los agentes transfieran toda la 
información captada a los nodos, cargaría mucho el proceso de comunicación. Por lo tanto, posiblemente la 
mejor solución al problema del procesado sea que los agentes hagan un procesado muy liviano sobre los 
datos obtenidos de tal forma que éstos se resuman y se minimice la transferencia, y, posteriormente, que los 
nodos realicen un procesado más complejo. 
Por último, puede ser útil aunque difícilmente viable que los propios agentes se encarguen de la evacuación. 
De esta forma, no se pondrían en riesgo las vidas de un equipo humano de rescate. El problema de esta 
función es que para que pueda ser llevada a cabo, los agentes deberán estar preparados para tratar tanto 
física como psicológicamente con personas ( Talayero & Aragonés, 1997). Esto significa que deben ser 
capaces de cargar con personas de movilidad reducida (debido a heridas o minusvalías); deberán ser capaces 
de detectar y tratar con estados disparados por la situación (problemas respiratorios, alteraciones 
psicológicas como la histeria, fobias); deberán ser capaces de entender y hacerse entender con las personas 
afectadas (análisis conversacional y de contexto, reconocimiento de voz en entornos complicados con ruido). 
En este trabajo se asumirán todas estas capacidades para los agentes que realicen esta tarea. 
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LA ORGANIZACIÓN 
Para llevar a cabo el seguimiento de la situación es necesario que los agentes colaboren debido a la 
extensión a cubrir, es decir, unos agentes deberán hacer el seguimiento de una zona, mientras que otros 
tendrán que hacerlo de otra. Además, el modelo de procesado de la información establecido se basa en la 
colaboración entre los agentes y la red de comunicación, o, más específicamente, sus nodos distribuidos. 
Y dado que los agentes no pueden soportar grandes cargas computacionales, la red de comunicaciones 
deberá proveerles de ciertos servicios como es la elaboración de la mejor ruta. Además, debido a delicadeza 
de la operación que se va a llevar a cabo, no se puede permitir dejar a la decisión de los agentes en qué zona 
actuarán. Por lo tanto, es necesarios un elemento coordinador centralizado. 
El problema del elemento centralizado es que la red se caiga, situación en la que el sistema se quedaría sin 
coordinador. Para ello, el elemento coodinador centralizado será en realidad un agente abstracto situado en 
la red de comunicación, por lo que en realidad sería un agente distribuido. Cada nodo se comunicaría con los 
agentes en su rango, haciendo las funciones anteriormente mencionadas (procesado de datos, proveedor de 
servicios y elemento coodinador) y se comunicará con el resto de nodos para obtener la información 
necesaria para coordinar a sus agentes adecuadamente. Esta solución, para asegurar la homogeneidad de las 
ordenes del elemento coodinador, implica una mayor lógica de comunicación entre nodos con respecto a la 
información compartida, pero permite una gran robusted a la hora de enfrentar caídas de parte de la red 
(solo se perdería esas partes y no todo el sistema) y a la vez, el sistema se puede organizar de una forma 
ordenada.  
LA ESPECIALIZACIÓN DE LOS AGENTES 
Se han establecido dos funciones bien diferenciadas: hacer el seguimiento de la situación y tratar con las 
personas a evacuar. Por lo tanto deberán existir dos especializaciones dentro del sistema: los encargados del 
seguimiento o exploradores y los encargados de las personas o guías. 
Esta especialización puede ser estática (los agentes tienen siempre la misma especialidad) o dinámica (los 
agentes mutan de especialidad según las necesidades). 
ESPECIALIZACIÓN DINÁMICA 
Para que la especialización sea dinámica, todos los agentes deberán disponer de todos los tipos de sensores 
y todas las lógicas. Que un mismo agente fuese capaz de realizar todas las lógicas implicaría una mayor 
capacidad computacional. Y que todos dispusiesen de todos los tipos de sensores elevaría el precio de la 
solución. 
A cambio, todos los agentes podrían hacer todas las tareas, incluso simultáneamente (evacuar personas a la 
vez que comunica la situación de las zonas por las que pasa. Y, la mayor ventaja: los agentes dedicados a una 
u otra tarea pueden cambiar de tarea, poniendo la mayor carga del sistema en las tareas inmediatamente 
necesarias. 
ESPECIALIZACIÓN ESTÁTICA 
Con la especialización estática, el número de agentes de cada tipo se establecería desde el principio de la 
operación. Los costes de los agentes disminuirían debido a que cada gente dispondría sólo de un conjunto 
limitado de sensores propios a su función. La capacidad computacional también disminuiría al acotarse el 
número de lógicas que deberá tener cada tipo. 
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LA ESPECIALIZACIÓN ADECUADA 
Si el coste de los agentes no fuese un factor a tener en cuenta y se pudiese aumentar la capacidad 
computacional de los agentes sin disminuir así ninguna de sus otras capacidades, indudablemente la mejor 
opción sería una especialización dinámica en la que el tipo de los agentes se estableciese en función de las 
necesidades y solo se reflejase en la tareas que llevan a cabo. Desgraciadamente, ninguno de esos dos 
aspectos es despreciable, por lo que la solución viable es la especialización estática. 
ESPECIALIZACIÓN SEGÚN LA CATÁSTROFE 
Otro factor a tener en cuenta es el tipo de desastre al que se enfrenta el sistema: distintos desastres 
imponen distintos sensores para un seguimiento apropiado. Y no solo cambian los sensores, sino las lógicas 
del seguimiento así como cualquier intento de predicción. Al igual que con la especialización dinámica o 
estática, se pueden incluir en los agentes todos los tipos de sensores y lógicas para todos los posibles 
desastres, o bien tener agentes especializados en el seguimiento de un tipo característico de desastre 
(incendios, inundaciones, terremotos, etc). Y al igual que con las especializaciones anteriores, la mejor 
solución sería que un único agente dispusiese de todo lo necesario para todas las situaciones. Pero la 
viabilidad de la solución impone una especialización según el desastre. 
Como consecuencia, el sistema, antes de comenzar la operación debería conocer a qué tipo de desastre se 
enfrenta y deberá utilizar los agentes apropiados para ello. 
SOBRE LA REDUNDANCIA 
Si se pudiese llevar a cabo una especialización dinámica, tanto para las tareas como para los desastres, la 
redundancia en el sistema sería absoluta. Esto implica que si un agente deja de funcionar, la operación 
puede completarse, debido a que el resto de agentes pueden todos hacer el trabajo del agente perdido.  
En cambio, si se elige una especialización estática, la redundancia disminuye y, por lo tanto, aumenta el 
peligro de que una determinada tarea no pueda complirse. Utilizando un número suficientemente grande de 
agentes, se puede disminuir ese aumento de peligro.  
Indudablemente, para que la operación tenga éxito, se necesita redundancia. El no incluir en la operación 
agentes capaces de realizar las misma tareas y detectar los mismos desastres, no solo pone en peligro la 
operación de evacuación si un agente queda inhabilidado, sino que, además, la operación sería mucho más 
lenta dado que solo se podría cubrir un lugar a la vez para esa tarea o detección concreta. 
EN ESTE TRABAJO 
En este trabajo se va a realizar una simulación preparada para los dos tipos de especialización (estática y 
dinámica) y agentes preparados para todos los posibles desastres. 
  
 
 
  
     
TRABAJO DE FIN DE GRADO [8] Cristina Pantoja Iniesta 
SISTEMA MULTIAGENTE PARA 
EVACUACIÓN DE EDIFICIOS 
DISEÑO 
La situación en la que el sistema va a operar se compone de un edificio, dentro del cual habrá personas 
distribuidas y situaciones de peligro para ellas. El edificio se representará mediante secciones, que pueden 
representar desde plantas enteras, hasta pequeños agrupamientos de habitaciones. Las personas y los 
peligros están en las habitaciones e inicialmente se desconoce su paradero.  
El objetivo de los agentes drones será moverse entre las habitaciones, identificando los peligros y las 
personas. Tanto los peligros como las personas, al detectarlos, el agente deberá informar de su existencia y 
localización. Esta comunicación se hará con el nodo de la red más cercano y la red se encargará de expandir 
el conocimiento. Además, en el caso de que su especialización lo permita, el agente deberá conseguir que las 
personas le sigan hasta una salida. En este trabajo, se simplificará todo lo relacionado con las personas, por 
lo que los agentes solo las recogerán. En la realidad, deberían convencerlas o, incluso, atenderlas. 
Un ejemplo de edificio sería uno de varias plantas, en el cual la primera planta desde abajo fuese un 
aparcamiento subterráneo; en la segunda, la que está a nivel de la calle, estaría un pequeño vestíbulo con un 
puesto de seguridad del edificio y un restaurante; el resto de plantas habría un pequeño vestíbulo por planta 
y una gran habitación que puede o no tener despachos a lo largo de todo el perímetro de la habitación, al 
igual que tabiques de media altura para dividir el espacio; y para subir y bajar entre plantas, el edificio 
dispone de dos ascensores y unas escaleras que en todas las plantas dan a los vestíbulos, los ascensores 
directamente y las escaleras a través de una puerta de seguridad contra incendios. Para este caso, lo 
apropiado sería dividir el edificio en secciones que comprendiesen más o menos cada planta, además de uno 
extra para las escaleras y otro para el restaurante.  
Los agentes se distribuirían para intentar abarca  lo máximo posible. Como consecuencia, un pequeño grupo 
de agentes entra en uno de los vestíbulos de una de las plantas superiores desde las escaleras. Primero 
explorarían el vestíbulo y después pasarían a la oficina. En la oficina escanearían toda la habitación y después 
pasarían a los despachos. En el caso de que hubiese personas en habitación, deberían, al menos uno de ellos, 
conducir al grupo de personas hacia la salida, que podría encontrarse en una escalera de incendios en el 
extremo de la oficina o bajando por las escaleras hacia el vestíbulo. Una vez explorada toda la sección, 
deberían preguntar al sistema coordinador distribuido mediante los nodos de la red de comunicaciones qué 
deberían hacer a continuación. El sistema les respondería otra sección que explorar y después ellos le 
preguntarían cómo llegar y el sistema les elaboraría una ruta. 
Para este trabajo, se van a diseñar e implementar un conjunto de agentes, las comunicaciones entre ellos y 
sus comportamientos. Además, se considerará que trabajarán individualmente, aunque en la realidad 
deberían trabajar en equipos para cubrir más eficazmente las habitaciones.  
AGENTES 
El sistema se compondrá de tres tipos principales de agentes: 
EL AGENTE ENTORNO 
Este agente se encargará principalmente de simular el entorno, modelando el avance de las situaciones de 
peligro, así como lo detectado por los sensores. 
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EL AGENTE SISTEMA CENTRAL 
Este agente representa, en parte, al conjunto de la red de comunicaciones. Con más exactitud, este agente 
se encargará de los servicios extras que aporta la red (procesado de datos, planificación de rutas, 
coordinación de agentes) y del almacenamiento y servicio de la información obtenida tanto a agentes del 
sistema como a terceros, por ejemplo, a los equipos humanos de rescate o las personas a evacuar. 
LOS AGENTES DRONES 
Agentes móviles que se encargarán de hacer un seguimiento y notificación de la situación, así como de 
evacuar a las personas pertinentes. A la vez, este tipo de agentes podrán tener sus especializaciones tal 
como se ha explicado en el apartado anterior. 
PROTOCOLOS 
Debido a que el sistema a desarrollar es un sistema basado en agentes, el eje central a diseñar serán las 
comunicaciones entre agentes. Para ellos, se han establecido los siguientes protocolos. 
PROTOCOLO CONECTADO 
Este protocolo tiene como función que todos los agentes drones implicados comuniquen su conexión al 
sistema. Se ha decidido utilizar un protocolo para ello en vez de una búsqueda en el directorio para facilitar 
la conexión de nuevos drones a mitad de la operación de evacuación. 
?
Figura 1: Diagrama del protocolo conectado?
 
Inform conectado(quien) 
Descripción Un agente dron informa al sistema central y al entorno que se ha conectado al sistema. 
Tipo INFORM 
Emisor Agente Dron 
Receptores Agente Sistema Central Agente Entorno 
Predicado conectado() 
Argumento Objeto agente dron que identifique al conectado 
Concepto Dron 
Figura 2: Mensaje conectado() 
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PROTOCOLO DIRECCIÓN 
Cuando un dron se encuentre sin objetivo, deberá pedir uno al sistema central. 
?
Figura 3: Diagrama del protocolo dirección?
 
Request a_donde_voy() 
Descripción Un agente dron lanza una petición al sistema central para que se le asigne una dirección que explorar. 
Tipo REQUEST 
Emisor Agente Dron 
Receptor Agente Sistema Central 
Predicado a_donde_voy() 
Figura 4: Mensaje a_donde_voy() 
Inform ve(tipo_de_destino,a_donde) 
Descripción 
El sistema central responde al agente que lanzó el protocolo con la dirección de 
una sección o sala. La elección de esta dirección se hará en función de lo poco 
explorada que se encuentre, mayor concentración de riesgo, etc. 
Tipo INFORM 
Emisor Agente Sistema Central 
Receptor Agente Dron 
Predicado ve() 
Argumento Tipo de lugar (sección o sala) al que quiere que vaya 
Concepto Lugar.Tipo 
Argumento Lugar de destino a donde quiere que vaya 
Concepto Sala o Sección 
Figura 5: Mensaje ve() 
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PROTOCOLO RUTA 
Este protocolo tiene como objetivo que el sistema central compute la mejor ruta que debe seguir el agente 
dron para llegar de la sala en la que se encuentra actualmente a su destino. El destino puede ser una sala o 
una sección. 
 
Figura 6: Diagrama del protocolo ruta 
 
Request peticion_de_ruta(tipo_de_destino,a_donde) 
Descripción Un agente dron lanza una petición al sistema central para que se le elabore la mejor ruta que debe seguir. 
Tipo REQUEST 
Emisor Agente Dron 
Receptor Agente Sistema Central 
Predicado peticion_de_ruta() 
Argumento Tipo de lugar (sección o sala) al que quiere ir 
Concepto Lugar.Tipo 
Argumento Lugar de destino a dónde quiere ir 
Concepto Sala o Sección 
Figura 7: Mensaje peticion_de_ruta() 
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Inform ruta_resultante(lista_de_salas) 
Descripción 
El sistema central responde al agente que lanzó el protocolo con la lista 
ordenada de sala que componen la mejor ruta que debe seguir. Para elaborar 
esta ruta se utilizarán criterios como la menor distancia o la mayor seguridad. 
Tipo INFORM 
Emisor Agente Sistema Central 
Receptor Agente Dron 
Predicado ruta_resultante() 
Argumento 
Lista ordenada de salas, siendo la primera la sala en la que se encuentra el dron 
y la última el destino. En el caso de que sea una sección el destino, la última sala 
será una cualquiera de dicha sección (la más cercana). 
Concepto Ruta 
Figura 8: Mensaje ruta_resultante() 
PROTOCOLO PEDIR ACTUALIZACIÓN 
Mediante este protocolo, los agentes drones le piden al agente sistema central que les facilite información 
sobre una sala, de tal forma que los drones sin ciertos sensores dispongan de información sobre la sala 
destino que de otra forma no podrían obtener. 
En principio, este protocolo solo lo lanzarán agentes drones del tipo “Guía”. 
?
Figura 9: Diagrama del protocolo pedir actualización?
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Request pedir_actualizacion(de_donde) 
Descripción 
Un agente dron lanza una petición al sistema central para recibir la información 
más actualizada sobre la sala deseada. 
Tipo REQUEST 
Emisor Agente Dron 
Receptor Agente Sistema Central 
Predicado pedir_actualizacion() 
Argumento Sala de la que quiere saber 
Concepto Sala 
Figura 10: Mensaje pedir_actualización() 
Inform informar(informe) 
Descripción 
El sistema central responde al agente que lanzó el protocolo un informe con 
toda la información que se considera relevante y se ha recogido. 
Tipo INFORM 
Emisor Agente Sistema Central 
Receptor Agente Dron 
Predicado informar() 
Argumento Informe sobre la sala deseada 
Concepto Informe 
Figura 11: Mensaje informar() 
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PROTOCOLO MOVER 
Para moverse de habitación, los drones deberán lanzar una petición al entorno para que se lleve a cabo el 
movimiento, y, una vez recibido el resultado, deberán informárselo al sistema central. El sistema central, 
ante cada informe de movimiento, deberá informar al resto de drones interesados. 
 
Figura 12: Diagrama del protocolo mover 
 
Request mover(a_donde) 
Descripción Un agente dron lanza una petición al entorno para moverse a otra habitación. 
Tipo REQUEST 
Emisor Agente Dron 
Receptor Entorno 
Predicado mover() 
Argumento Habitación de destino 
Concepto Habitación 
Figura 13: Mensaje mover() 
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Inform te_has_movido(a_donde) 
Descripción El entorno informa al agente que ha pedido moverse que se ha movido. 
Tipo INFORM 
Emisor Entorno 
Receptor Agente que pidió moverse 
Predicado te_has_movido() 
Argumento Habitación a la que se ha movido 
Concepto Habitación 
Figura 14: Mensaje te_has_movido() 
Inform me_he_movido(a_donde) 
Descripción El agente dron informa al sistema central que se ha movido. 
Tipo INFORM 
Emisor Agente dron 
Receptor Agente Sistema Central 
Predicado me_he_movido() 
Argumento Habitación a la que se ha movido 
Concepto Habitación 
Figura 15: Mensaje me_he_movido() 
Inform sale(quien, a_donde) 
Descripción 
El sistema central informa que un agente se va a todos los agentes drones en la 
habitación de origen del agente que ha lanzado el protocolo. 
Tipo INFORM 
Emisor Agente Sistema Central 
Receptor Todos los agentes drones de la habitación origen. 
Predicado sale() 
Argumento Agente que se va de la habitación, el que lanzó la petición. 
Concepto Agente 
Argumento Habitación de destino 
Concepto Habitación 
Figura 16: Mensaje sale() 
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Inform entra(quien, de_donde) 
Descripción El sistema central informa que un agente ha entrado a todos los agentes drones en la habitación de destino del movimiento. 
Tipo INFORM 
Emisor Agente Sistema Central 
Receptor Todos los agentes drones de la habitación destino. 
Predicado entra() 
Argumento Agente que entra en la habitación, el que lanzó la petición. 
Concepto Agente 
Argumento Habitación de destino 
Concepto Habitación 
Figura 17: Mensaje entra() 
PROTOCOLO DETECTAR 
Los agentes drones envían peticiones al entorno simulando para utilizar sus sensores en la labor de detectar 
personas, peligros y cualquier otra información útil en la habitación. Si la diferenciación de los agentes 
drones es estática (debido a que las diferencias se deben a dispositivos que unos tienen y otros no), el 
entorno sólo podrá responderle la información que el dron pueda detectar. En el caso de que la 
especialización sea dinámica, el entorno devolverá toda la información. 
Para devolver la información, el entorno devuelve un mensaje por detectable. Se puede simular fallos en los 
sensores no devolviendo toda la información o devolviendo información de más. 
 
Figura 18: Diagrama protocolo detectar 
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Request detectar() 
Descripción 
Un agente dron lanza al entorno una petición de reconocimiento de la 
habitación. El entorno conoce las limitaciones de cada dron, por lo que no es 
necesario ningún argumento. 
Tipo REQUEST 
Emisor Agente 
Receptor Entorno 
Predicado detectar() 
Figura 19: Mensaje detectar() 
Inform detectado(el_que) 
Descripción El entorno informa al agente de algo que está en la habitación. 
Tipo INFORM 
Emisor Entorno 
Receptor Agente que pidió escáner la habitación. 
Predicado detectado() 
Argumento Detectable en la habitación (personas, peligro, útiles) 
Concepto Detectable 
Figura 20: Mensaje detectado() 
Inform fin_deteccion() 
Descripción El entorno comunica al dron que ha terminado de escanear la habitación. 
Tipo INFORM 
Emisor Entorno 
Receptor Agente 
Predicado fin_deteccion() 
Figura 21: Mensaje fin_deteccion() 
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PROTOCOLO MANDAR ACTUALIZACIÓN 
Mediante este protocolo, los agentes drones se encargan de mantener informado al agente Sistema Central 
en la mayor medida posible sobre la situación. 
 
Figura 22: Diagrama del protocolo mandar actualización 
 
Inform actualizar(informe) 
Descripción Un agente dron le manda al agente sistema central una actualización sobre la situación en un determinado lugar. 
Tipo INFORM 
Emisor Agente Dron 
Receptor Agente Sistema Central 
Predicado actualizar() 
Argumento Informe sobre la sala explorada 
Concepto Informe 
Figura 23: Mensaje actualizar() 
PROTOCOLO PERSONAS 
Mediante este protocolo, se simulará que los drones recojan o guíen a las personas hacia las salidas. 
 
Figura 24: Diagrama del protocolo personas 
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Request coger_personas() 
Descripción Un agente dron lanza una petición al entorno para recoger las personas en una sala. 
Tipo REQUEST 
Emisor Agente Dron 
Receptor Entorno 
Predicado coger_personas() 
Figura 25: Mensaje coger_personas() 
Inform personas_recogidas(numero) 
Descripción El entorno informa al agente del número de personas recogidas. 
Tipo INFORM 
Emisor Entorno 
Receptor Agente Dron 
Predicado personas_recogidas() 
Argumento Número de personas recogidas 
Concepto Entero 
Figura 26: Mensaje personas_recogidas() 
PROTOCOLO CONCURRENCIA 
El objetivo de este protocolo es evitar la concurrencia de drones guía a lo largo del mismo camino. Con este 
protocolo, los drones se pondrán de acuerdo para que solo uno de los concurrentes se lleve a todas las 
personas. Mediante este protocolo se asume que los drones pueden manejar un número infinito de 
personas. 
 
Figura 27: Diagrama del protocolo concurrencia 
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Inform te_doy_mis_personas(numero) 
Descripción Un agente le informa a otro que le cede las personas que guía. 
Tipo INFORM 
Emisor Agente Dron donante 
Receptor Agente Dron receptor 
Predicado te_doy_mis_personas() 
Argumento Número de personas 
Concepto Entero 
Figura 28: Mensaje te_doy_mis_personas() 
Inform acepto_tus_personas(respuesta) 
Descripción Un agente le informa a otro si acepta o no las nuevas personas. 
Tipo INFORM 
Emisor Agente Dron receptor 
Receptor Agente Dron donante 
Predicado acepto_tus_personas() 
Argumento Respuesta (sí o no) 
Concepto Booleano 
Figura 29: Mensaje acepto_tus_personas() 
PROTOCOLO SACAR 
Mediante este protocolo, se simulará que los drones con personas a su cargo, una vez llegan a las salidas, 
dejan estas personas fuera del edificio. 
 
Figura 30: Diagrama del protocolo sacar 
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Request sacar(numero) 
Descripción 
Un agente dron lanza una petición al entorno sacar del edificio un número 
determinado de personas. Generalmente este número se corresponderá con 
todas las personas de las cuales está a cargo. 
Tipo REQUEST 
Emisor Agente Dron 
Receptor Entorno 
Predicado sacar() 
Argumento Número de personas a sacar 
Concepto Entero 
Figura 31: Mensaje sacas() 
Inform sacados(numero) 
Descripción El entorno informa al agente del número de personas que ha podido sacar. 
Tipo INFORM 
Emisor Entorno 
Receptor Agente Dron 
Predicado sacados() 
Argumento Número de personas que han conseguido salir 
Concepto Entero 
Figura 32: Primer mensaje sacados() 
Inform sacados(numero) 
Descripción 
El agente dron informa al sistema central del número de personas que ha podido 
sacar. 
Tipo INFORM 
Emisor Agente Dron 
Receptor Sistema Central 
Predicado sacados() 
Argumento Número de personas que han conseguido salir 
Concepto Entero 
Figura 33: Segundo mensaje sacados() 
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ONTOLOGÍA 
Para almacenar y facilitar la transferencia de la información en las comunicaciones, son necesarias una serie 
de estructuras que todos los agentes comprendan. Al conjunto de estas estructuras se le denomina 
ontología. 
La ontología para este sistema podría resumirse en dos grandes grupos: la localización y lo detectado. 
Para referenciar a las localizaciones, deberán existir estructuras que representen las dos diferenciaciones 
que se han hecho de las localizaciones: secciones y habitaciones y todas las relaciones establecidas entre 
ellas. Además será necesaria una estructura abstracta que represente a cualquiera de las dos anteriores. 
-Secciones adyacentes : Seccion
-Salas contenidas : Sala
Seccion
-Seccion : Seccion
-Salas adyacentes : Sala
Sala
-Tipo
«metaclass»
Lugar
 
Figura 34: Ontología para localización 
Además, relacionado con la localización, deberá existir otra estructura en la que se pueda almacenar las 
rutas construidas por el sistema central para los agentes drones. Esta estructura no será más que una 
sucesión de salas. 
-Camino : Sala
Ruta
 
Figura 35: Ontología para ruta 
El otro gran conjunto de estructuras aglomera los objetos detectables: personas, peligros, agentes drones y 
otros objetos tales como cajas, mangueras, etc. 
-Tipo
«metaclass»
Detectable
-Tipo
-Identificador
-Número de personas que está guiando
Dron Persona
-Tipo
-Nivel
Peligro
-Nombre
-Nivel
Otro
 
Figura 36: Ontología para los objetos detectados 
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Por último, deberá existir una estructura en la que se almacene la información detectada por los agentes en 
las distintas habitaciones. Esta estructura será el Informe: 
-Sala : Sala
-Número de personas allí
-El principal peligro : Peligro
-Detectado allí : Detectable
Informe
 
Figura 37: Ontología para los informes 
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IMPLEMENTACIÓN 
El sistema se implementó para la plataforma de agentes Jadex 2.0 en los lenguajes java y XML. 
Jadex es una plataforma preparada para la ejecución de sistemas de agentes. Una de las ventajas de utilizar 
Jadex es que permite la conexión de agentes que se encuentren ejecutándose en distintos dispositivos. La 
plataforma proporciona todo un sistema de agentes abstracto que se encarga de su funcionamiento interno 
(cómo lanzar un plan, cómo hacer llegar un mensaje a un agente, etc). Como consecuencia, los 
desarrolladores pueden centrarse en el sistema que quieren implementar de forma abstracta a su 
funcionamiento interno.  
Para trabajar con esta plataforma, se deben principalmente diseñar las comunicaciones. Diseñando cómo se 
comunican los agentes se puede modelar la mayoría del sistema. Los agentes se componen de objetivos, 
creencias y planes, y son capaces de enviar y recibir ciertos mensajes. Todos estos elementos se deben 
especificar en un archivo XML y relacionar entre ellos, es decir, “al recibir este mensaje, lanza ese plan” o 
“cuando tengas este objetivo, lanza ese plan”. Además, los planes deberán estar programados en java, y en 
ellos se pueden enviar mensajes a otros agentes, acceder a las creencias y modificarlas, establecer objetivos 
y cualquier otro cómputo que necesiten los agentes en ese momento.  
CONSIDERACIONES INICIALES 
A la hora de implementar el sistema diseñado, resultó que la plataforma no aceptaba era realmente capaz 
de trabajar con objetos como argumentos de los mensajes como la documentación estipulaba. El único tipo 
que los cuerpos de los mensajes aceptan es el tipo String, por lo que fue necesario modificar ligeramente los 
contenidos. Además, para intercambiar los identificadores de los agentes terceros, fue necesario utilizar 
campos inicialmente ideados para otros efectos: el emisor del mensaje. 
También surgieron problemas con la identificación de los mensajes desde los archivos XML, por lo que se 
ideó la siguiente solución: 
Cada agente tiene un plan que se activa con cada mensaje que le llega al agente. Este plan identifica el tipo 
del mensaje y genera un objetivo que activa el plan correspondiente. Además, en este mensaje se introduce 
un objeto como parámetro en el cual se almacena el cuerpo y el emisor del mensaje. 
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El siguiente código se corresponde con el objeto que almacena el cuerpo y el emisor de los mensajes: 
public class Mensaje { 
 IComponentIdentifier emisor; 
 String cuerpo; 
  
 public Mensaje(IComponentIdentifier emisor, String cuerpo) { 
  this.emisor = emisor; 
  this.cuerpo = cuerpo; 
 } 
 
 public IComponentIdentifier getEmisor() { 
  return emisor; 
 } 
 
 public String getCuerpo() { 
  return cuerpo; 
 } 
} 
Figura 38: Objeto Mensaje 
Como ejemplo de esta solución, a continuación se presenta parte del plan correspondiente al agente 
entorno: 
public class PlanMensaje extends Plan { 
 public void body() { 
  IMessageEvent m = (IMessageEvent) getReason(); 
  IComponentIdentifier emisor = (IComponentIdentifier) 
m.getParameter(SFipa.SENDER).getValue(); 
  String tipo = (String) m.getParameter(SFipa.PERFORMATIVE).getValue(); 
  if (tipo.equals("conectado")) { 
   Mensaje msg = new Mensaje(emisor, (String) 
m.getParameter(SFipa.CONTENT).getValue()); 
   IGoal g = createGoal("conectado"); 
   g.getParameter(SFipa.CONTENT).setValue(msg); 
   dispatchTopLevelGoal(g); 
  } 
  else if (tipo.equals("mover")) { 
   Mensaje msg = new Mensaje(emisor, (String) 
m.getParameter(SFipa.CONTENT).getValue()); 
   IGoal g = createGoal("mover"); 
   g.getParameter(SFipa.CONTENT).setValue(msg); 
   dispatchTopLevelGoal(g); 
  } 
  (...) 
 } 
} 
Figura 39: Extracto de un PlanMensaje 
Como se puede observar, no se sigue completamente el estándar de Fipa para los mensajes. Esto se debe al 
problema con los objetos como cuerpo del mensaje y al problema del filtrado de mensajes desde el XML que 
representa al agente. Lo único que no se sigue del estándar es el valor del parámetro “performative”: los 
valores originales (inform, request, etc) han sido sustituidos por otros que representan al mensaje dentro del 
sistema. 
IMPLEMENTACIÓN DE LA ONTOLOGIA 
La ontología se compone de los objetos determinados para almacenar y transferir la información necesaria 
de tal forma que puede ser entendida por todos los agentes; y los contenedores de los mensajes que se 
intercambian en el sistema. 
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OBJETOS 
De entre los objetos generados para la normalización de las comunicaciones en el sistema, se destacan dos 
grupos principales: los relacionados con la localización y los relacionados con lo detectado. 
Para representar las localizaciones dentro del problema, existe un objeto abstracto Lugar. 
public abstract class Lugar { 
  
 public enum Tipo{ 
  SALA, 
  SECCION, 
 } 
  
 Tipo tipo; 
 String nombre; 
 
 public Lugar(Tipo tipo, String nombre) { 
  this.tipo = tipo; 
  this.nombre = nombre; 
 } 
 
 public Tipo getTipo() { 
  return tipo; 
 } 
  
 public String getNombre() { 
  return nombre; 
 } 
} 
Figura 40: Objeto Lugar 
De este objeto, se derivan otros dos, cuya función es representar y relacionar los distintos espacios físicos 
del problema (habitaciones, áreas, pasillos, plantas, etc). 
public class Seccion extends Lugar {  
 private ArrayList<Seccion> adyacentes; 
 private ArrayList<Sala> contenidas; 
  
 public Seccion(String nombre) { 
  super(Tipo.SECCION, nombre); 
  this.nombre = nombre; 
  this.adyacentes = new ArrayList<Seccion>(); 
  this.contenidas = new ArrayList<Sala>(); 
 } 
  
 public void adyacente(Seccion adyacente) { 
  if (!this.adyacentes.contains(adyacente)) { 
   this.adyacentes.add(adyacente); 
   adyacente.adyacente(this); 
  } 
 } 
  
 public void contenida(Sala contenida) { 
  if (!this.contenidas.contains(contenida)) this.contenidas.add(contenida); 
 } 
 
 public ArrayList<Seccion> getAdyacentes() { 
  return adyacentes; 
 } 
  
 public ArrayList<Sala> getContenidas() { 
  return contenidas; 
 } 
} 
Figura 41: Objeto Seccion 
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public class Sala extends Lugar{ 
 private ArrayList<Sala> adyacentes; 
 private Seccion seccion; 
  
 public Sala(String nombre, Seccion seccion) { 
  super(Tipo.SALA,nombre); 
  this.nombre = nombre; 
  this.adyacentes = new ArrayList<Sala>(); 
  this.seccion = seccion; 
  this.seccion.contenida(this); 
 } 
  
 public void adyacente(Sala adyacente) { 
  if (!this.adyacentes.contains(adyacente)) { 
   this.adyacentes.add(adyacente); 
   adyacente.adyacente(this); 
  } 
 } 
 
 public ArrayList<Sala> getAdyacentes() { 
  return adyacentes; 
 } 
 
 public Seccion getSeccion() { 
  return seccion; 
 } 
} 
Figura 42: Objeto Sala 
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Además, mediante una sucesión ordenada de objetos de tipo “Sala”, se construye una ruta: 
public class Ruta { 
 ArrayList<Sala> ruta; 
  
 public Ruta() { 
  ruta = new ArrayList<Sala>(); 
 } 
  
 public Ruta(String s, Mapa m) { 
  ruta = new ArrayList<Sala>(); 
   
  String s1, s2 = s; Sala nueva; 
   
  while (s2.indexOf(' ') > 0) { 
   s1 = s2.substring(0, s2.indexOf(' ')); 
   s2 = s2.substring(s2.indexOf(' ')+1, s2.length()); 
   nueva = m.buscar_Sala(s1); 
   construir(nueva); 
  } 
  nueva = m.buscar_Sala(s2); 
  construir(nueva); 
 } 
  
 public void construir(Sala nueva) { 
  ruta.add(nueva); 
 } 
  
 public void avanzado() { 
  ruta.remove(0); 
 } 
  
 public Sala siguiente() { 
  return ruta.get(0); 
 } 
  
 public Sala ultimo() { 
  return ruta.get(ruta.size()-1); 
 } 
  
 public Sala destino() { 
  return ruta.get(ruta.size()-1); 
 } 
 
 public String toString() { 
  String s = ""; 
  for (int i=0; i<ruta.size(); i++) { 
   s = s + ruta.get(i).getNombre() + " "; 
  } 
  s = s.substring(0, s.length()-1); 
  return s; 
 } 
  
 public int size() { 
  return ruta.size(); 
 } 
  
 public Ruta invertir() { 
  Ruta invertida = new Ruta(); 
  for (int i=ruta.size()-1; i>=0; i--) { 
   invertida.construir(ruta.get(i)); 
  } 
  return invertida; 
 } 
} 
Figura 43: Objeto Ruta 
 
 
  
     
TRABAJO DE FIN DE GRADO [29] Cristina Pantoja Iniesta 
SISTEMA MULTIAGENTE PARA 
EVACUACIÓN DE EDIFICIOS 
El otro gran grupo, el relacionado con lo detectado se compone de una clase abstracta “Detectable” de la 
que se derivan todas las posibilidades consideradas para el problema. 
public abstract class Detectable { 
 public enum Tipo{ 
  PELIGRO, 
  OTRO, 
  PERSONA, 
  AGENTE, 
 } 
 Tipo tipo; 
  
 public Detectable(Tipo tipo) { 
  this.tipo = tipo; 
 } 
 
 public Tipo getTipo() { 
  return tipo; 
 } 
 
 public String toString() { 
  return ""+tipo; 
 } 
} 
Figura 44: Objeto Detectable 
De este objeto heredan otros cuatro que representan las cuatro posibilidades de interés en el problema: los 
otros agentes (clase Dron), los peligros, las personas, y una última categoría en la que se pueden incluir todo 
aquello que no entra en las tres anteriores, pero que puede ser útil informar sobre ello (clase Otros). 
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public class Dron extends Detectable { 
 public enum Tipo_Dron{ 
  EXPLORADOR, 
  GUIA, 
  DINAMICO, 
 } 
 
 private Tipo_Dron tipo; 
 private IComponentIdentifier id; 
 int numero_de_personas_que_lleva; 
 
 public Dron(IComponentIdentifier id, Tipo_Dron tipo) { 
  super(Tipo.AGENTE); 
  this.id = id; 
  this.tipo = tipo; 
 } 
 
 public Tipo_Dron getTipoDron() { 
  return tipo; 
 } 
  
 public IComponentIdentifier getId() { 
  return id; 
 } 
 
 public void setTipo(Tipo_Dron tipo) { 
  this.tipo = tipo; 
 } 
 
 public String toString() { 
  return super.toString() + " " + tipo+" "+numero_de_personas_que_lleva; 
 } 
 
 public int getNumero_de_personas_que_lleva() { 
  return numero_de_personas_que_lleva; 
 } 
 
 public void setNumero_de_personas_que_lleva(int numero_de_personas_que_lleva) { 
  this.numero_de_personas_que_lleva = numero_de_personas_que_lleva; 
 } 
} 
Figura 45: Objeto Dron 
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public class Peligro extends Detectable{ 
 public enum Tipo_Peligro { 
  FUEGO, 
  INUNDACION, 
  TERRORISTAS, 
  NINGUNO, 
 } 
 private Tipo_Peligro tipo; 
 private int nivel; 
  
 public Peligro(Tipo_Peligro tipo, int nivel) { 
  super(Tipo.PELIGRO); 
  this.tipo = tipo; 
  this.nivel = nivel; 
 } 
 
 public Tipo_Peligro getTipoPeligro() { 
  return tipo; 
 } 
 
 public int getNivel() { 
  return nivel; 
 } 
 
 public String toString() { 
  return super.toString() + " " + tipo + " " + nivel; 
 } 
} 
Figura 46: Objeto Peligro 
public class Persona extends Detectable { 
 public Persona() { 
  super(Tipo.PERSONA); 
 } 
} 
Figura 47: Objeto Persona 
public class Otro extends Detectable{ 
 public enum Estado { 
  UTILIZABLE, 
  ESTROPEADO, 
  NO_DEFINIDO, 
 } 
 String nombre; 
 Estado estado; 
  
 public Otro(String nombre, Estado estado) { 
  super(Tipo.OTRO); 
  this.nombre = nombre; 
  this.estado = estado; 
 } 
 
 public String getNombre() { 
  return nombre; 
 } 
 
 public Estado getEstado() { 
  return estado; 
 } 
 
 public String toString() { 
  return super.toString() + " " + nombre +  " " + estado; 
 } 
} 
Figura 48: Objeto Otro 
 
 
 
  
     
TRABAJO DE FIN DE GRADO [32] Cristina Pantoja Iniesta 
SISTEMA MULTIAGENTE PARA 
EVACUACIÓN DE EDIFICIOS 
Como se puede observar, la clase Persona no añade ninguna información actualmente, pero, utilizando esta 
representación, se facilita la labor de incluir más información relevante a dichos objetos. 
Y por último, existe un objeto que no encaja en ninguno de los dos conjuntos anteriores, si no que se nutre 
de ambos. Este objeto es el Informe, el eje central de comunicación del sistema: 
public class Informe { 
 private Sala sala; 
 private int personas; 
 private Peligro peligro; 
 private ArrayList<Otro> otros; 
  
 public Informe(Sala sala) { 
  this.sala = sala; 
  this.personas = 0; 
  this.peligro = null; 
  this.otros = new ArrayList<Otro>(); 
 } 
  
 public Informe(String s, Mapa m) { 
  this.otros = new ArrayList<Otro>(); 
  String s1 = s.substring(0,s.indexOf(' ')); 
  this.sala = m.buscar_Sala(s1); 
  String s2 = s.substring(s.indexOf(' ')+1, s.length()); 
   
  s1 = s2.substring(0, s2.indexOf(' ')); 
  this.personas = Integer.parseInt(s1); 
  s2 = s2.substring(s2.indexOf(' ')+1, s2.length()); 
   
  s1 = s2.substring(0, s2.indexOf(' ')); 
  Tipo_Peligro tipo; 
  if (s1.equals("FUEGO")) tipo = Tipo_Peligro.FUEGO; 
  else if (s1.equals("INUNDACION")) tipo = Tipo_Peligro.INUNDACION; 
  else if (s1.equals("TERRORISTAS")) tipo = Tipo_Peligro.TERRORISTAS; 
  else tipo = Tipo_Peligro.NINGUNO; 
  s2 = s2.substring(s2.indexOf(' ')+1, s2.length()); 
  s1 = s2.substring(0, s2.indexOf('\n')); 
  this.peligro = new Peligro(tipo, Integer.parseInt(s1)); 
  s2 = s2.substring(s2.indexOf('\n')+1, s2.length()); 
   
  while (s2.indexOf('\n')>1) { 
   s1 = s2.substring(0, s2.indexOf(' ')); 
   s2 = s2.substring(s2.indexOf(' ')+1, s2.length()); 
   String s3 = s2.substring(0, s2.indexOf('\n')); 
   Estado estado; 
   if (s3.equals("ESTROPEADO")) estado = Estado.ESTROPEADO; 
   else if (s3.equals("UTILIZABLE")) estado = Estado.UTILIZABLE; 
   else estado = Estado.NO_DEFINIDO; 
   Otro o = new Otro(s1, estado); 
   otros.add(o); 
   s2 = s2.substring(s2.indexOf('\n')+1, s2.length()); 
  } 
 } 
  
 public Informe(Sala sala, int personas, Peligro peligro, ArrayList<Otro> otros) { 
  this.sala = sala; 
  this.personas = personas; 
  this.peligro = peligro; 
  this.otros = otros; 
 } 
  
 public Informe(Sala sala, int personas, Peligro peligro, Otro... otros) { 
  this.sala = sala; 
  this.personas = personas; 
  this.peligro = peligro; 
  for(Otro d: otros) { 
   this.otros.add(d); 
  } 
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 } 
  
  
 
 public Sala getSala() { 
  return sala; 
 } 
 
 public int getPersonas() { 
  return personas; 
 } 
 
 public void setPersonas(int personas) { 
  this.personas = personas; 
 } 
 
 public Peligro getPeligro() { 
  return peligro; 
 } 
 
 public ArrayList<Otro> getOtros() { 
  return otros; 
 } 
 
 public void masPersonas() { 
  this.personas ++; 
 } 
 
 public void setPeligro(Peligro peligro) { 
  this.peligro = peligro; 
 } 
 
 public void setOtros(Otro otro) { 
  this.otros.add(otro); 
 } 
 
 public String toString() { 
  String s = sala.getNombre()+" "+personas+" "+peligro.getTipoPeligro()+" 
"+peligro.getNivel()+"\n"; 
  for (int i=0; i<otros.size(); i++) { 
   s+= otros.get(i).getNombre()+" "+otros.get(i).getEstado()+"\n"; 
  } 
  return s; 
 } 
} 
Figura 49: Objeto Informe 
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MENSAJES 
Para el protocolo conectado, se utiliza el siguiente cuerpo de mensaje: 
public class conectado { 
 Dron quien; 
  
 public conectado(Dron quien) { 
  this.quien = quien; 
 } 
 
 public Dron getQuien() { 
  return quien; 
 } 
 
 public String toString() { 
  return quien.getTipoDron()+ "\n"; 
 } 
  
 public conectado (String s, IComponentIdentifier id) { 
  String s1 = s.substring(0, s.indexOf('\n')); 
  Tipo_Dron tipo; 
  if (s1.equals("DINAMICO")) tipo = Tipo_Dron.DINAMICO; 
  else if (s1.equals("EXPLORADOR")) tipo = Tipo_Dron.EXPLORADOR; 
  else if (s1.equals("GUIA")) tipo = Tipo_Dron.GUIA; 
  else tipo = null; 
  this.quien = new Dron(id, tipo); 
 } 
} 
Figura 50: Mensaje conectado 
Para el protocolo dirección tan solo se utiliza el mensaje “ve” a pesar de que en el diseño también se ideó el 
mensaje “a_donde_voy”. Esto se debe a que este mensaje no tiene argumentos y por lo tanto no aporte 
nada que no se haya incluido ya de otra forma (en el parámetro performative del mensaje, por ejemplo). 
public class ve { 
 Seccion destino; 
 
 public ve(Seccion destino) { 
  this.destino = destino; 
 } 
  
 public ve(String nombre, Mapa mapa) { 
  this.destino = mapa.buscar_Seccion(nombre); 
 } 
 
 public Seccion getDestino() { 
  return destino; 
 } 
 
 public String toString() { 
  return destino.getNombre(); 
 } 
} 
Figura 51: Mensaje ve 
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Para el protocolo ruta, se utilizan los mensajes peticion_de_ruta y ruta_resultante: 
public class peticion_de_ruta{ 
 private Lugar a_donde; 
  
 public peticion_de_ruta(Lugar a_donde) { 
  this.a_donde = a_donde; 
 } 
  
 public peticion_de_ruta(String s, Mapa mapa) { 
  String s1 = s.substring(0, s.indexOf(' ')); 
  String s2 = s.substring(s.indexOf(' ')+1, s.length()); 
  if (s1.equals("SALA")) this.a_donde = mapa.buscar_Sala(s2); 
  else this.a_donde = mapa.buscar_Seccion(s2); 
 } 
 
 public Lugar getA_donde() { 
  return a_donde; 
 } 
 
 public String toString() { 
  return a_donde.getTipo() + " " + a_donde.getNombre(); 
 } 
} 
Figura 52: Mensaje peticion_de_ruta 
public class ruta_resultante{ 
 Ruta ruta_resultante; 
 
 public ruta_resultante(Ruta ruta_resultante) { 
  this.ruta_resultante = ruta_resultante; 
 } 
  
 public ruta_resultante(String s, Mapa m) { 
  this.ruta_resultante = new Ruta(s, m);//error 
 } 
 
 public Ruta getRuta_resultante() { 
  return ruta_resultante; 
 } 
 
 public String toString() { 
  return ruta_resultante.toString(); 
 } 
} 
Figura 53: Mensaje ruta_resultante 
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Para el protocolo pedir actualización, se utilizan los mensajes pedir_actualizacion e informar. Este último es 
exactamente igual que el que se utiliza en el protocolo mandar actualización. 
public class pedir_actualizacion { 
 Sala de_donde; 
 
 public pedir_actualizacion(Sala sala) { 
  this.de_donde = sala; 
 } 
  
 public pedir_actualizacion(String nombre, Mapa mapa) { 
  this.de_donde = mapa.buscar_Sala(nombre); 
 } 
 
 public Sala getDe_donde() { 
  return de_donde; 
 } 
 
 public String toString() { 
  return de_donde.getNombre(); 
 } 
} 
Figura 54: Mensaje pedir_actualizacion 
public class informar{ 
 Informe informe; 
 
 public informar(Informe informe) { 
  this.informe = informe; 
 } 
  
 public informar(String s, Mapa m) { 
  this.informe = new Informe(s, m); 
 } 
 
 public Informe getInforme() { 
  return informe; 
 } 
 
 public String toString() { 
  return informe.toString(); 
 }  
} 
Figura 55: Mensaje informar 
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El protocolo mover se compone por los mensajes “mover”, “te_has_movido”, “me_he_movido”, “sale” y 
“entra”: 
public class mover{ 
 Sala a_donde; 
 
 public mover(Sala a_donde) { 
  this.a_donde = a_donde; 
 } 
  
 public mover(String s, Entorno e) { 
  this.a_donde = e.buscar_Sala(s); 
 } 
 
 public Sala getA_donde() { 
  return a_donde; 
 } 
 
 public String toString() { 
  return a_donde.getNombre(); 
 } 
} 
Figura 56: Mensaje mover 
public class te_has_movido{ 
 Sala a_donde; 
 
 public te_has_movido(Sala a_donde) { 
  this.a_donde = a_donde; 
 } 
  
 public te_has_movido(String s, Mapa m) { 
  this.a_donde = m.buscar_Sala(s); 
 } 
 
 public Sala getA_donde() { 
  return a_donde; 
 } 
 
 public String toString() { 
  return a_donde.getNombre(); 
 } 
} 
Figura 57: Mensaje te_has_movido 
public class me_he_movido{ 
 Sala a_donde; 
 
 public me_he_movido(Sala a_donde) { 
  this.a_donde = a_donde; 
 } 
  
 public me_he_movido(String s, Mapa m) { 
  this.a_donde = m.buscar_Sala(s); 
 } 
 
 public Sala getA_donde() { 
  return a_donde; 
 } 
 
 public String toString() { 
  return a_donde.getNombre(); 
 } 
} 
Figura 58: Mensaje me_he_movido 
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public class sale{ 
 Dron quien; 
 Sala a_donde; 
  
 public sale(Dron quien, Sala a_donde) { 
  this.quien = quien; 
  this.a_donde = a_donde; 
 } 
  
 public sale(IComponentIdentifier id,String s, Mapa m) { 
  String s1 = s.substring(0, s.indexOf(' ')); 
  String s2 = s.substring(s.indexOf(' ')+1, s.length()); 
   
  Tipo_Dron tipo; 
  if (s1.equals("DINAMICO")) tipo = Tipo_Dron.DINAMICO; 
  else if (s1.equals("EXPLORADOR")) tipo = Tipo_Dron.EXPLORADOR; 
  else if (s1.equals("GUIA")) tipo = Tipo_Dron.GUIA; 
  else tipo = null; 
  this.quien = new Dron(id, tipo); 
   
  this.a_donde = m.buscar_Sala(s2);   
 } 
 
 public Dron getQuien() { 
  return quien; 
 } 
 
 public Sala getA_donde() { 
  return a_donde; 
 } 
 
 public String toString() { 
  return quien.getTipoDron().toString() + ' ' + a_donde.getNombre(); 
 } 
} 
Figura 59: Mensaje sale 
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public class entra{ 
 Dron quien; 
 Sala de_donde; 
  
 public entra(Dron quien, Sala a_donde) { 
  this.quien = quien; 
  this.de_donde = a_donde; 
 } 
  
 public entra(IComponentIdentifier id,String s, Mapa m) { 
  String s1 = s.substring(0, s.indexOf(' ')); 
  String s2 = s.substring(s.indexOf(' ')+1, s.length()); 
   
  Tipo_Dron tipo; 
  if (s1.equals("DINAMICO")) tipo = Tipo_Dron.DINAMICO; 
  else if (s1.equals("EXPLORADOR")) tipo = Tipo_Dron.EXPLORADOR; 
  else if (s1.equals("GUIA")) tipo = Tipo_Dron.GUIA; 
  else tipo = null; 
  this.quien = new Dron(id, tipo); 
   
  this.de_donde = m.buscar_Sala(s2);   
 } 
 
 public Dron getQuien() { 
  return quien; 
 } 
 
 public Sala getA_donde() { 
  return de_donde; 
 } 
 
 public String toString() { 
  return quien.getTipoDron().toString() + ' ' + de_donde.getNombre(); 
 } 
} 
Figura 60: Mensaje entra 
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Para el protocolo detectar se han utilizado solo el mensaje “detectado”. Al igual que en el protocolo 
dirección, los mensajes “detectar” y “fin_de_deteccion” no tienen argumentos y por lo tanto no aportan 
nada a la comunicación. 
public class detectado{ 
 Detectable el_que; 
 
 public detectado(Detectable el_que) { 
  this.el_que = el_que; 
 } 
  
 public detectado(String s, IComponentIdentifier id) { 
  if (s.indexOf(' ')>0) { 
   String s1 = s.substring(0, s.indexOf(' ')); 
   String s2 = s.substring(s.indexOf(' ')+1); 
   if (s1.equals("AGENTE")) { 
    String s3 = s2.substring(s.indexOf(' ')+1); 
    s2 = s2.substring(0,s.indexOf(' ')); 
    Tipo_Dron tipo; 
    if (s2.equals("DINAMICO")) tipo = Tipo_Dron.DINAMICO; 
    else if (s2.equals("EXPLORADOR")) tipo = Tipo_Dron.EXPLORADOR; 
    else if (s2.equals("GUIA")) tipo = Tipo_Dron.GUIA; 
    else tipo = null; 
    this.el_que = new Dron(id, tipo); 
    ((Dron) 
this.el_que).setNumero_de_personas_que_lleva(Integer.parseInt(s3)); 
   } 
   else if (s1.equals("PELIGRO")) { 
    String s3 = s2.substring(s2.indexOf(' ')+1); 
    s2 = s2.substring(0, s2.indexOf(' ')); 
    Tipo_Peligro tipo; 
    if (s2.equals("FUEGO")) tipo = Tipo_Peligro.FUEGO; 
    else if (s2.equals("INUNDACION")) tipo = 
Tipo_Peligro.INUNDACION; 
    else if (s2.equals("TERRORISTAS")) tipo = 
Tipo_Peligro.TERRORISTAS; 
    else tipo = Tipo_Peligro.NINGUNO; 
    int nivel = Integer.parseInt(s3); 
    this.el_que = new Peligro(tipo,nivel); 
   } 
   else if (s1.equals("OTRO")) { 
    String s3 = s2.substring(s2.indexOf(' ')+1); 
    s2 = s2.substring(0, s2.indexOf(' ')); 
    Estado estado; 
    if (s3.equals("ESTROPEADO")) estado = Estado.ESTROPEADO; 
    else if (s3.equals("UTILIZABLE")) estado = Estado.UTILIZABLE; 
    else estado = Estado.NO_DEFINIDO; 
    this.el_que = new Otro(s2, estado); 
   } 
  } 
  else { 
   el_que = new Persona(); 
  } 
 } 
 
 public Detectable getEl_que() { 
  return el_que; 
 } 
 
 public String toString() { 
  return el_que.toString(); 
 } 
} 
Figura 61: Mensaje detectado 
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En el protocolo personas también se ha ignorado uno de los mensajes debido a la inexistencia de 
argumentos en él (mensaje “coger_personas”). El otro mensaje de este protocolo, “personas_recogidas”, es 
el siguiente: 
public class personas_recogidas { 
 int numero; 
 
 public personas_recogidas(int numero) { 
  this.numero = numero; 
 } 
  
 public personas_recogidas(String s) { 
  this.numero = Integer.parseInt(s); 
 } 
 
 public int getNumero() { 
  return numero; 
 } 
} 
Figura 62: Mensaje personas_recogidas 
Para el protocolo concurrencia se utilizan dos mensajes, “te_doy_mis_personas” y “personas_aceptadas”: 
public class te_doy_mis_personas { 
 int numero; 
 
 public te_doy_mis_personas(int numero) { 
  this.numero = numero; 
 } 
  
 public te_doy_mis_personas(String s) { 
  this.numero = Integer.parseInt(s); 
 } 
 
 public int getNumero() { 
  return numero; 
 } 
} 
Figura 63: Mensaje te_doy_mis_personas 
public class personas_aceptadas { 
 public boolean isRespuesta() { 
  return respuesta; 
 } 
 
 boolean respuesta; 
 
 public personas_aceptadas(boolean respuesta) { 
  this.respuesta = respuesta; 
 } 
  
 public personas_aceptadas(String s) { 
  this.respuesta = Boolean.parseBoolean(s); 
 } 
 
 public String toString() { 
  return ""+respuesta; 
 } 
} 
Figura 64: Mensaje personas_aceptadas 
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Por último, para el protocolo sacar, se utilizan los mensajes “sacar” y “sacadas”, utilizándose este último 
para dos comunicaciones distintas dentro del protocolo: cuando el entorno le responde al agente cuantas 
personas han salido y cuando el agente se lo comunica al sistema central. 
public class sacar { 
 int numero; 
 
 public sacar(int numero) { 
  this.numero = numero; 
 } 
  
 public sacar(String s) { 
  this.numero = Integer.parseInt(s); 
 } 
 
 public int getNumero() { 
  return numero; 
 } 
} 
Figura 65: Mensaje sacar 
public class sacadas { 
 int numero; 
 
 public sacadas(int numero) { 
  this.numero = numero; 
 } 
  
 public sacadas(String s) { 
  this.numero = Integer.parseInt(s); 
 } 
 
 public int getNumero() { 
  return numero; 
 } 
} 
Figura 66: Mensaje sacadas 
Como ya se ha explicado antes, los cuerpos de los mensajes, al final, deben ser de tipo String, por lo que 
todos los mensajes tienen, de una forma u otra, la capacidad de traducir su contenido a String y construirse a 
partir de uno. 
PROTOCOLOS 
PROTOCOLO CONECTADO 
Para realizar la conexión al sistema y entre agentes, cada agente debe conectarse primero al directorio de la 
plataforma al inicio de la operación. Para ello, y para inicializar todas las creencias del agente, cada uno tiene 
un plan inicial (PlanInicio). 
Una vez se han registrado, existen dos agentes que deberán siempre existir en el sistema (el entorno y el 
sistema central), por lo que los agentes lo buscarán en el directorio. El entorno no buscará ningún otro 
agente, pero el sistema central sí buscará al agente entorno. 
Y, por último, los agentes drones deberán comunicar su conexión al sistema tanto al agente entorno como al 
agente sistema central. Éstos agentes, mediante un plan conectado, procesarán el mensaje recibido y 
guardarán la referencia del nuevo agente entre sus creencias. 
Se ha elegido esta forma de conexión para que el número de agentes drones pueda ser variable entre  
operaciones y a lo largo de cada operación. 
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El siguiente extracto es un ejemplo del PlanInicio de del Dron, que es el más completo dado que se registra, 
busca en el directorio y envía el mensaje conectado. Los otros dos agentes tan solo  hacen el primer punto 
los dos y el segundo uno de ellos. 
public class PlanInicioDinamico extends Plan { 
 public void body() { 
  // Registrar al agente en el directorio 
  IDF df = (IDF)SServiceProvider.getService(getServiceContainer(), IDF.class, 
RequiredServiceInfo.SCOPE_PLATFORM).get(this); 
  DFComponentDescription descripcion = new 
DFComponentDescription(getComponentIdentifier()); 
  descripcion.addService(new DFServiceDescription("DRON", "DRON", "DRON")); 
  df.register(descripcion); 
  Dron yo = new Dron(getComponentIdentifier(), Tipo_Dron.DINAMICO); 
  getBeliefbase().getBelief("yo").setFact(yo); 
   
  // Iniciar creencias 
  (...) 
   
  // Conecta con entorno 
  DFServiceDescription Eservicio = new DFServiceDescription("ENTORNO", 
"ENTORNO", "ENTORNO"); 
  IDFComponentDescription ad = df.createDFComponentDescription(null, 
Eservicio); 
  ISearchConstraints sc = df.createSearchConstraints(-1, 0); 
  IGoalbase goalbase = getGoalbase(); 
  IGoal ft = goalbase.createGoal("df_search"); 
  ft.getParameter("description").setValue(ad); 
  ft.getParameter("constraints").setValue(sc); 
  dispatchSubgoalAndWait(ft); 
  IDFComponentDescription[] result = 
(IDFComponentDescription[])ft.getParameterSet("result").getValues(); 
  if(result==null || result.length==0) { 
   System.out.println("\tD: Error en la busqueda del agente entorno."); 
  } 
  else { 
   IComponentIdentifier entorno = result[0].getName(); 
   getBeliefbase().getBelief("entorno").setFact(entorno); 
   System.out.println(getComponentIdentifier().getLocalName() + " ha 
conectado con " + entorno.getLocalName() + "."); 
  } 
   
  // Conecta con sistema central 
  DFServiceDescription SCservicio = new 
DFServiceDescription("SISTEMA_CENTRAL", "SISTEMA_CENTRAL", "SISTEMA_CENTRAL"); 
  ad = df.createDFComponentDescription(null, SCservicio); 
  ft = goalbase.createGoal("df_search"); 
  ft.getParameter("description").setValue(ad); 
  ft.getParameter("constraints").setValue(sc); 
  dispatchSubgoalAndWait(ft); 
  result = 
(IDFComponentDescription[])ft.getParameterSet("result").getValues(); 
  if(result==null || result.length==0) { 
   System.out.println("\tD: Error en la busqueda del agente sistema 
central."); 
  } 
  else { 
   IComponentIdentifier sistema = result[0].getName(); 
   getBeliefbase().getBelief("sistema_central").setFact(sistema); 
   System.out.println(getComponentIdentifier().getLocalName() + " ha 
conectado con " + sistema.getLocalName() + "."); 
  } 
   
  // Mensaje conectado 
  IMessageEvent m = createMessageEvent("mensaje"); 
  m.getParameter(SFipa.PERFORMATIVE).setValue("conectado"); 
  conectado c = new conectado(yo); 
  m.getParameter(SFipa.CONTENT).setValue(c.toString()); 
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  m.getParameter(SFipa.SENDER).setValue(getComponentIdentifier()); 
  IComponentIdentifier entorno = (IComponentIdentifier) 
getBeliefbase().getBelief("entorno").getFact(); 
  m.getParameterSet(SFipa.RECEIVERS).addValue(entorno); 
  IComponentIdentifier sistema = (IComponentIdentifier) 
getBeliefbase().getBelief("sistema_central").getFact(); 
  m.getParameterSet(SFipa.RECEIVERS).addValue(sistema); 
  sendMessage(m); 
 } 
} 
Figura 67: PlanInicio 
Después, los agentes sistema central y entorno, reciben el mensaje y almacenan el nuevo agente en su 
directorio interno. Ambos agentes tienen el mismo plan y creencia, por lo que el siguiente plan sirve para los 
dos: 
public class PlanConectar extends Plan{ 
 public void body() { 
  IGoal g = (IGoal) getReason(); 
  Mensaje m = (Mensaje) g.getParameter(SFipa.CONTENT).getValue(); 
  conectado c = new conectado(m.getCuerpo(), m.getEmisor()); 
  Directorio directorio = (Directorio) 
getBeliefbase().getBelief("directorio").getFact(); 
  directorio.conectado((Dron)c.getQuien(), (Sala) 
getBeliefbase().getBelief("inicial").getFact()); 
 } 
} 
Figura 68: PlanConectar 
PROTOCOLO DIRECCIÓN 
El protocolo dirección se compone solo de tres fases: el agente dron le pide al sistema central que le dirija 
(PlanPedirDireccion); el sistema central responde con una sección elegida mediante cierto criterio 
(PlanDarDireccion); y el agente procesa la respuesta y actúa en consecuencia (PlanFijarDireccion). 
El PlanPedirDirección se activa mediante un objetivo “dirección” y envía un mensaje al sistema central con la 
petición: 
public class PlanPedirDireccion extends Plan{ 
 public void body() { 
  IMessageEvent m = createMessageEvent("mensaje"); 
  m.getParameter(SFipa.PERFORMATIVE).setValue("pedir_direccion"); 
  m.getParameter(SFipa.SENDER).setValue(getComponentIdentifier()); 
  IComponentIdentifier sistema = (IComponentIdentifier) 
getBeliefbase().getBelief("sistema_central").getFact(); 
  m.getParameterSet(SFipa.RECEIVERS).addValue(sistema); 
  sendMessage(m); 
  System.out.println(getComponentIdentifier().getLocalName() + " ha pedido 
una direccion."); 
 } 
} 
Figura 69: PlanPedirDireccion 
En el PlanDarDireccion, el agente sistema central responde con una sección en la que no haya agentes o no 
se hayan dirimido hacia allí o, en el caso de que no exista una sección bajo esas condiciones, responde con 
cualquier sección adyacente a la actual del agente que ha pedido que se le dirija. Este criterio podría 
complicarse, por ejemplo, añadiendo que elija la sección menos ocupada o en la que se haya detectado más 
peligro, para ayudar en el seguimiento. 
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public class PlanDarDireccion extends Plan { 
 public void body() { 
  IGoal g = (IGoal) getReason(); 
  Mensaje m = (Mensaje) g.getParameter(SFipa.CONTENT).getValue(); 
  Directorio directorio = (Directorio) 
getBeliefbase().getBelief("directorio").getFact(); 
  Nodo emisor = directorio.buscar_por_ID(m.getEmisor()); 
   
  Mapa mapa = (Mapa) getBeliefbase().getBelief("mapa").getFact(); 
  Mandatos mandatos = (Mandatos) 
getBeliefbase().getBelief("mandatos").getFact(); 
  ArrayList<Seccion> posibilidades = mapa.sin_explorar(directorio.ocupadas(), 
mandatos.objetivos()); 
  Seccion objetivo; 
  if (!posibilidades.isEmpty()) { 
   objetivo = posibilidades.get(0); 
  } 
  else { 
   objetivo = 
emisor.getLocalizacion().getSeccion().getAdyacentes().get(0); 
  } 
   
  IMessageEvent respuesta = createMessageEvent("mensaje"); 
  respuesta.getParameter(SFipa.PERFORMATIVE).setValue("direccion"); 
  ve orden = new ve(objetivo); 
  respuesta.getParameter(SFipa.CONTENT).setValue(orden.toString()); 
 
 respuesta.getParameterSet(SFipa.RECEIVERS).addValue(emisor.getAgente().getId()); 
  respuesta.getParameter(SFipa.SENDER).setValue(getComponentIdentifier()); 
  sendMessage(respuesta); 
   
  mandatos.nuevo(emisor.getAgente(), objetivo); 
  getBeliefbase().getBelief("mandatos").setFact(mandatos); 
 } 
} 
Figura 70: PlanDarDireccion 
Por último, el agente dron procesa la respuesta. En este caso, establece un objetivo para pedir una ruta 
hasta esa dirección. 
public class PlanFijarDireccion extends Plan { 
 public void body() { 
  IGoal g = (IGoal) getReason(); 
  Mensaje m = (Mensaje) g.getParameter(SFipa.CONTENT).getValue(); 
  Mapa mapa = (Mapa) getBeliefbase().getBelief("mapa").getFact(); 
  ve v = new ve(m.getCuerpo(),mapa); 
   
  IGoal objetivo = (IGoal) getGoalbase().createGoal("explorar"); 
  objetivo.getParameter(SFipa.CONTENT).setValue(v.getDestino()); 
  dispatchTopLevelGoal(objetivo); 
 } 
} 
Figura 71: PlanFijarDireccion 
PROTOCOLO RUTA 
En el protocolo ruta, al igual que en el protocolo dirección, intervienen tres planes: el PlanPedirRuta en los 
agentes drones, encargado de enviar la petición; el PlanDarRuta en el agente sistema central, encargado de 
calcular la mejor ruta desde la situación actual del agente que inició el protocolo hasta el destino deseado; y, 
finalmente, el PlanFijarRuta, con el que los agente drones procesan la respuesta obtenida. 
El  PlanPedirRuta se activa con el objetivo “explorar”, en el cual se almacena el destino al que se desea llegar. 
Este plan enviará un mensaje al sistema central con la petición. 
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public class PlanPedirRuta extends Plan { 
 public void body() { 
  IGoal g = (IGoal) getReason(); 
  Lugar s = (Lugar) g.getParameter(SFipa.CONTENT).getValue(); 
   
  IMessageEvent m = createMessageEvent("mensaje"); 
  m.getParameter(SFipa.PERFORMATIVE).setValue("pedir_ruta"); 
  peticion_de_ruta p = new peticion_de_ruta(s); 
  m.getParameter(SFipa.CONTENT).setValue(p.toString()); 
  m.getParameter(SFipa.SENDER).setValue(getComponentIdentifier()); 
  IComponentIdentifier sistema = (IComponentIdentifier) 
getBeliefbase().getBelief("sistema_central").getFact(); 
  m.getParameterSet(SFipa.RECEIVERS).addValue(sistema); 
  sendMessage(m); 
 } 
} 
Figura 72: PlanPedirRuta 
Con este mensaje se activa el PlanDarRuta en el agente sistema central. En este plan, el agente buscará o 
construirá el camino más adecuado entre el origen y el destino deseado. Actualmente, existe una lista de 
posibles caminos y el agente busca entre esa lista el más adecuado. Con la estructura actual, se podría 
modificar esta búsqueda en una lista de caminos predefinidos por la construcción de las rutas. 
public class PlanDarRuta extends Plan {  
 public void body() { 
  IGoal g = (IGoal) getReason(); 
  Mensaje m = (Mensaje) g.getParameter(SFipa.CONTENT).getValue(); 
  Directorio directorio = (Directorio) 
getBeliefbase().getBelief("directorio").getFact(); 
  Directorio.Nodo emisor = directorio.buscar_por_ID(m.getEmisor()); 
  Mapa mapa = (Mapa) getBeliefbase().getBelief("mapa").getFact(); 
  peticion_de_ruta p = new peticion_de_ruta(m.getCuerpo(), mapa); 
  Lugar destino = (Lugar) p.getA_donde(); 
   
  Caminos c = (Caminos) getBeliefbase().getBelief("caminos").getFact(); 
    
  Ruta resultado = c.buscar(emisor.getLocalizacion(), destino); 
   
  IMessageEvent respuesta = createMessageEvent("mensaje"); 
  respuesta.getParameter(SFipa.PERFORMATIVE).setValue("ruta"); 
  ruta_resultante r = new ruta_resultante(resultado); 
  respuesta.getParameter(SFipa.CONTENT).setValue(r.toString()); 
 
 respuesta.getParameterSet(SFipa.RECEIVERS).addValue(emisor.getAgente().getId()); 
  respuesta.getParameter(SFipa.SENDER).setValue(getComponentIdentifier()); 
  sendMessage(respuesta); 
 } 
} 
Figura 73: PlanDarRuta 
Por último, esta respuesta activará el PlanFijarRuta en el agente dron correspondiente. En este plan, el 
agente almacena la ruta como una creencia y establece el siguiente paso de la ruta como objetivo para 
moverse en el caso de agentes drones de tipo dinámicos o exploradores, y como objetivo para informarse 
para agentes guía. 
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public class PlanFijarRuta extends Plan { 
 public void body() { 
  IGoal g = (IGoal) getReason(); 
  Mensaje m = (Mensaje) g.getParameter(SFipa.CONTENT).getValue(); 
  Mapa mapa = (Mapa) getBeliefbase().getBelief("mapa").getFact(); 
  ruta_resultante r = new ruta_resultante(m.getCuerpo(), mapa); 
  Ruta ruta = r.getRuta_resultante(); 
  ruta.avanzado(); 
   
  getBeliefbase().getBelief("camino").setFact(ruta); 
   
  IGoal o; 
  if (((Dron) 
getBeliefbase().getBelief("yo").getFact()).getTipo().equals(Dron.Tipo_Dron.GUIA)) { 
   o = createGoal("actualizacion"); 
  } 
  else { 
   o = createGoal("mover"); 
  } 
  o.getParameter(SFipa.CONTENT).setValue(ruta.siguiente()); 
  dispatchTopLevelGoal(o); 
 } 
} 
Figura 74: PlanFijarRuta 
PROTOCOLO PEDIR ACTUALIZACIÓN 
Mediante este protocolo, los agentes guías son capaces de conocer qué sucede en las habitaciones y ellos no 
son capaces de captar mediante sus sensores. Este protocolo se compone de tres planes: 
El PlanPedirActualizacion del agente dron se encarga de enviar la petición correspondiente al sistema 
central. 
public class PlanPedirActualizacion extends Plan { 
 public void body() { 
  IGoal g = (IGoal) getReason(); 
  Sala s = (Sala) g.getParameter(SFipa.CONTENT).getValue(); 
   
  IMessageEvent m = createMessageEvent("mensaje"); 
  m.getParameter(SFipa.PERFORMATIVE).setValue("pedir_actualizacion"); 
  pedir_actualizacion p = new pedir_actualizacion(s); 
  m.getParameter(SFipa.CONTENT).setValue(p.toString()); 
  m.getParameter(SFipa.SENDER).setValue(getComponentIdentifier()); 
  IComponentIdentifier sistema = (IComponentIdentifier) 
getBeliefbase().getBelief("sistema_central").getFact(); 
  m.getParameterSet(SFipa.RECEIVERS).addValue(sistema); 
  sendMessage(m); 
 } 
} 
Figura 75: PlanPedirActualizacion 
Una vez enviada la petición, el sistema central obtiene el último informe almacenado sobre la localización 
deseada, y se la envía al agente dron. En el caso de que no exista ningún informe al respecto, se le envía uno 
vacío. 
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public class PlanDarActualizacion extends Plan { 
 public void body() { 
  IGoal g = (IGoal) getReason(); 
  Mensaje msg = (Mensaje) g.getParameter(SFipa.CONTENT).getValue(); 
  Mapa mapa = (Mapa) getBeliefbase().getBelief("mapa").getFact(); 
  pedir_actualizacion p = new pedir_actualizacion(msg.getCuerpo(), mapa); 
   
  Informes inf = (Informes) getBeliefbase().getBelief("informes").getFact(); 
  Informe i = inf.obtener(p.getDe_donde()); 
   
  IMessageEvent m = createMessageEvent("mensaje"); 
  m.getParameter(SFipa.PERFORMATIVE).setValue("actualizacion"); 
  informar ifm = new informar(i); 
  m.getParameter(SFipa.CONTENT).setValue(ifm.toString()); 
  m.getParameter(SFipa.SENDER).setValue(getComponentIdentifier()); 
  m.getParameterSet(SFipa.RECEIVERS).addValue(msg.getEmisor()); 
  sendMessage(m); 
 } 
} 
Figura 76: PlanDarActualizacion 
Por último, el agente dron recibe el informe y lo procesa: 
public class PlanFijarActualizacion extends Plan { 
 public void body() { 
  IGoal g = (IGoal) getReason(); 
  Mensaje m = (Mensaje) g.getParameter(SFipa.CONTENT).getValue(); 
  Mapa mapa = (Mapa) getBeliefbase().getBelief("mapa").getFact(); 
  informar i = new informar(m.getCuerpo(), mapa); 
   
  getBeliefbase().getBelief("detectado").setFact(i.getInforme()); 
 } 
} 
Figura 77: PlanFijarActualizacion 
PROTOCOLO MOVER 
El protocolo mover se compone de cinco mensajes, como ya se ha expuesto anteriormente, y seis planes. 
El plan desde el que se inicia el protocolo es el PlanMover de los agentes drones. Este plan se activa 
mediante el objetivo mover, que almacena como parámetro el destino deseado. El plan, como muchos otros 
planes que inician protocolos, tan solo envía un mensaje con la petición pero, esta vez al entorno. Mediante 
esta petición se simula el movimiento real. 
public class PlanMover extends Plan { 
 public void body() { 
  IGoal g = (IGoal) getReason(); 
  Sala o = (Sala) g.getParameter(SFipa.CONTENT).getValue(); 
   
  IMessageEvent m = createMessageEvent("mensaje"); 
  m.getParameter(SFipa.PERFORMATIVE).setValue("mover"); 
  mover mov = new mover(o); 
  m.getParameter(SFipa.CONTENT).setValue(mov.toString()); 
  m.getParameter(SFipa.SENDER).setValue(getComponentIdentifier()); 
  IComponentIdentifier entorno = (IComponentIdentifier) 
getBeliefbase().getBelief("entorno").getFact(); 
  m.getParameterSet(SFipa.RECEIVERS).addValue(entorno); 
  sendMessage(m); 
 } 
} 
Figura 78: PlanMover Dron 
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El agente entorno recibe la petición y procesa si es posible o no llevarla a cabo. Esta comprobación consta de 
identificar si la sala origen, en la que se encuentra actualmente el agente dron, y la sala de destino son 
adyacentes. En el caso de que no lo sean, el agente entorno no ejecutará el movimiento. El resultado del 
movimiento se le comunica al agente dron mediante un mensaje: se ha sido capaz de moverse, en el cuerpo 
del mensaje se incluye la sala a la que se ha movido; y si no ha sido capaz, en el mensaje se incluye la sala en 
la que se encontraba y de la cual no se ha movido. Además, sería en este plan donde se podrían introducir 
errores de movimiento (por ejemplo, debido a que los agentes no estén bien localizados). 
public class PlanMover extends Plan { 
 public void body() { 
  IGoal g = (IGoal) getReason(); 
  Mensaje m = (Mensaje) g.getParameter(SFipa.CONTENT).getValue(); 
  Entorno entorno = (Entorno)getBeliefbase().getBelief("entorno").getFact(); 
  mover mov = new mover(m.getCuerpo(), entorno); 
  Sala objetivo = mov.getA_donde(); 
  Directorio directorio = (Directorio) 
getBeliefbase().getBelief("directorio").getFact(); 
  Nodo emisor = directorio.buscar_por_ID(m.getEmisor()); 
   
  boolean puede = false; 
  Sala origen = emisor.getLocalizacion(); 
  ArrayList<Sala> adyacentes = origen.getAdyacentes(); 
  for (int i=0; i<adyacentes.size(); i++) { 
   if (adyacentes.get(i).equals(objetivo)) { 
    puede = true; 
    break; 
   } 
  } 
  te_has_movido comunicado; 
  if (puede) { 
   directorio.se_movio(emisor.getAgente().getId(), objetivo); 
   comunicado = new te_has_movido(objetivo); 
  } 
  else { 
   comunicado = new te_has_movido(origen); 
  } 
   
  IMessageEvent respuesta = createMessageEvent("mensaje"); 
  respuesta.getParameter(SFipa.PERFORMATIVE).setValue("te_has_movido"); 
  respuesta.getParameter(SFipa.CONTENT).setValue(comunicado.toString()); 
 
 respuesta.getParameterSet(SFipa.RECEIVERS).addValue(emisor.getAgente().getId()); 
  respuesta.getParameter(SFipa.SENDER).setValue(getComponentIdentifier()); 
  sendMessage(respuesta); 
 } 
} 
Figura 79: PlanMover Entorno 
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El agente entorno envía un mensaje al agente dron con el resultado del movimiento y ésta respuesta activa 
el PlanMeMovi en el agente que lanzó el protocolo. Este plan actualiza las creencias necesarias, establece el 
siguiente objetivo (en este caso escanear la habitación) y, comunica al sistema central de que se ha movido. 
En el caso de que se haya perdido, el agente volverá a pedir que se le dirija. 
public class PlanMeMovi extends Plan { 
 public void body() { 
  IGoal g = (IGoal) getReason(); 
  Mensaje m = (Mensaje) g.getParameter(SFipa.CONTENT).getValue(); 
  Mapa mapa = (Mapa) getBeliefbase().getBelief("mapa").getFact(); 
  me_he_movido mov = new me_he_movido(m.getCuerpo(), mapa); 
  Sala act = mov.getA_donde(); 
  Sala ant = (Sala) getBeliefbase().getBelief("situacion").getFact(); 
   
  if (!ant.equals(act)) {    
   IMessageEvent comunicado = createMessageEvent("mensaje"); 
  
 comunicado.getParameter(SFipa.PERFORMATIVE).setValue("me_he_movido"); 
   me_he_movido hmov = new me_he_movido(act); 
   comunicado.getParameter(SFipa.CONTENT).setValue(hmov.toString()); 
  
 comunicado.getParameter(SFipa.SENDER).setValue(getComponentIdentifier()); 
   IComponentIdentifier sistema = (IComponentIdentifier) 
getBeliefbase().getBelief("sistema_central").getFact(); 
   comunicado.getParameterSet(SFipa.RECEIVERS).addValue(sistema); 
   sendMessage(comunicado); 
    
   getBeliefbase().getBelief("situacion").setFact(act); 
    
   IGoal g2 = createGoal("escanear"); 
   dispatchTopLevelGoal(g2); 
  } 
  else { 
   IGoal g2 = createGoal("pedir_direccion"); 
   dispatchTopLevelGoal(g2); 
  } 
 } 
} 
Figura 80: PlanMeMovi 
Mediante el mensaje al sistema central comunicando que se ha movido, se activa el PlanSeMovio, que 
procesa el movimiento e informa a los agentes interesados de ello. Es decir, informa a los agentes en la sala 
en la que se encontraba antes el agente que éste sale de la sala, y a los agentes de la nueva sala a la que se 
ha movido, que ha entrado. En estos dos mensajes, se incluye a donde y de donde se ha movido el agente en 
cuestión para facilitar futuras mejoras relacionadas con una mayor autonomía de los agentes respecto al 
agente central. 
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public class PlanSeMovio extends Plan { 
 public void body() { 
  IGoal g = (IGoal) getReason(); 
  Mensaje m = (Mensaje) g.getParameter(SFipa.CONTENT).getValue(); 
   
  Mapa mapa = (Mapa) getBeliefbase().getBelief("mapa").getFact(); 
  me_he_movido hmov = new me_he_movido(m.getCuerpo(), mapa); 
  Sala nueva = hmov.getA_donde(); 
   
  Directorio directorio = (Directorio) 
getBeliefbase().getBelief("directorio").getFact(); 
  Nodo emisor = directorio.buscar_por_ID(m.getEmisor()); 
  ArrayList<Dron> otrosAnt = 
directorio.buscar_por_localizacion(emisor.getLocalizacion()); 
  ArrayList<Dron> otrosAho = directorio.buscar_por_localizacion(nueva); 
   
  if (otrosAnt.size()>1) { 
   IMessageEvent sale = createMessageEvent("mensaje"); 
   sale.getParameter(SFipa.PERFORMATIVE).setValue("sale"); 
   sale s = new sale(emisor.getAgente(), nueva); 
   sale.getParameter(SFipa.CONTENT).setValue(s.toString()); 
  
 sale.getParameter(SFipa.SENDER).setValue(emisor.getAgente().getId()); 
   for (int i=0; i<otrosAnt.size(); i++) 
    if (!otrosAnt.get(i).equals(emisor.getAgente())) 
    
 sale.getParameterSet(SFipa.RECEIVERS).addValue(otrosAnt.get(i).getId()); 
   sendMessage(sale); 
  } 
   
  IMessageEvent entra = createMessageEvent("mensaje"); 
  entra.getParameter(SFipa.PERFORMATIVE).setValue("entra"); 
  entra e = new entra(emisor.getAgente(), emisor.getLocalizacion()); 
  entra.getParameter(SFipa.CONTENT).setValue(e.toString()); 
  entra.getParameter(SFipa.SENDER).setValue(emisor.getAgente().getId()); 
  for (int i=0; i<otrosAho.size(); i++) 
   if (!otrosAho.get(i).equals(emisor.getAgente())) 
   
 entra.getParameterSet(SFipa.RECEIVERS).addValue(otrosAho.get(i).getId()); 
  sendMessage(entra); 
   
  directorio.se_movio(emisor.getAgente().getId(), nueva); 
 } 
} 
Figura 81: PlanSeMovio 
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Estos dos mensajes que envía el sistema central activan el PlanSalio y el PlanEntro respectivamente en todos 
los agentes considerados. En estos planes, los agentes actualizan sus creencias. 
public class PlanSalio extends Plan { 
 public void body() { 
  IGoal g = (IGoal) getReason(); 
  Mensaje m = (Mensaje) g.getParameter(SFipa.CONTENT).getValue(); 
  Mapa mapa = (Mapa) getBeliefbase().getBelief("mapa").getFact(); 
  sale s = new sale(m.getEmisor(), m.getCuerpo(), mapa); 
   
  ArrayList<Dron> conmigo = ((Conmigo) 
getBeliefbase().getBelief("conmigo").getFact()).getConmigo(); 
  conmigo.remove(s.getQuien()); 
  getBeliefbase().getBelief("conmigo").setFact(new Conmigo(conmigo)); 
 } 
} 
Figura 82: PlanSalio 
public class PlanEntro extends Plan { 
 public void body() { 
  IGoal g = (IGoal) getReason(); 
  Mensaje m = (Mensaje) g.getParameter(SFipa.CONTENT).getValue(); 
  Mapa mapa = (Mapa) getBeliefbase().getBelief("mapa").getFact(); 
  entra e = new entra(m.getEmisor(), m.getCuerpo(), mapa); 
   
  ArrayList<Dron> conmigo = ((Conmigo) 
getBeliefbase().getBelief("conmigo").getFact()).getConmigo(); 
  conmigo.add(e.getQuien()); 
  getBeliefbase().getBelief("conmigo").setFact(new Conmigo(conmigo)); 
 } 
} 
Figura 83: PlanEntro 
PROTOCOLO DETECTAR 
En este protocolo interactúan el entorno y un agente dron. El agente dron, mediante el objetivo “escanear”, 
activa el PlanDetectar con el que envía un mensaje al entorno con la petición correspondiente. 
public class PlanDetectar extends Plan { 
 public void body() { 
  IMessageEvent m = createMessageEvent("mensaje"); 
  m.getParameter(SFipa.PERFORMATIVE).setValue("detectar"); 
  m.getParameter(SFipa.SENDER).setValue(getComponentIdentifier()); 
  IComponentIdentifier entorno = (IComponentIdentifier) 
getBeliefbase().getBelief("entorno").getFact(); 
  m.getParameterSet(SFipa.RECEIVERS).addValue(entorno); 
  sendMessage(m); 
   
  getBeliefbase().getBelief("detectado").setFact(new Informe((Sala) 
getBeliefbase().getBelief("situacion").getFact())); 
 } 
} 
Figura 84: PlanDetectar Dron 
Mediante el mensaje enviado, el agente entorno activa el PlanDetectar. En este plan, el agente obtiene la 
localización del agente que inició el protocolo y todos los detectables de dicha localización y se los envía uno 
a uno. Es en este plan dónde se pueden introducir errores en el escaneo. Además, el entorno identifica el 
tipo de agente que ha enviado la petición y responde en consecuencia (los drones guía solo detectan 
personas). 
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public class PlanDetectar extends Plan { 
 public void body() { 
  IGoal g = (IGoal) getReason(); 
  Mensaje m = (Mensaje) g.getParameter(SFipa.CONTENT).getValue(); 
  Directorio directorio = (Directorio) 
getBeliefbase().getBelief("directorio").getFact(); 
  Nodo emisor = directorio.buscar_por_ID(m.getEmisor()); 
   
  Entorno entorno = (Entorno) getBeliefbase().getBelief("entorno").getFact(); 
  Entorno.Nodo nodo = entorno.buscar(emisor.getLocalizacion()); 
  ArrayList<Detectable> detectables = nodo.getDetectables(); 
  if (emisor.getAgente().getTipoDron().equals(Dron.Tipo_Dron.DINAMICO) || 
emisor.getAgente().getTipoDron().equals(Dron.Tipo_Dron.EXPLORADOR)) { 
   for (int i=0; i<detectables.size(); i++) { 
    IMessageEvent respuesta = createMessageEvent("mensaje"); 
   
 respuesta.getParameter(SFipa.PERFORMATIVE).setValue("detectado"); 
    detectado d = new detectado(detectables.get(i)); 
    respuesta.getParameter(SFipa.CONTENT).setValue(d.toString()); 
    if (detectables.get(i).getTipo().equals(Tipo.AGENTE)) 
    
 respuesta.getParameterSet(SFipa.RECEIVERS).addValue(((Dron)detectables.get(i)).ge
tId()); 
    else 
    
 respuesta.getParameterSet(SFipa.RECEIVERS).addValue(emisor.getAgente().getId()); 
   
 respuesta.getParameter(SFipa.SENDER).setValue(getComponentIdentifier()); 
    sendMessage(respuesta); 
   } 
  } 
  else { 
   for (int i=0; i<detectables.size(); i++) { 
    if 
(detectables.get(i).getTipo().equals(Detectable.Tipo.PERSONA)) { 
     IMessageEvent respuesta = 
createMessageEvent("mensaje"); 
    
 respuesta.getParameter(SFipa.PERFORMATIVE).setValue("detectado"); 
     detectado d = new detectado(detectables.get(i)); 
    
 respuesta.getParameter(SFipa.CONTENT).setValue(d.toString()); 
    
 respuesta.getParameterSet(SFipa.RECEIVERS).addValue(emisor.getAgente().getId()); 
    
 respuesta.getParameter(SFipa.SENDER).setValue(getComponentIdentifier()); 
     sendMessage(respuesta); 
    } 
   } 
  } 
   
  waitFor(1000); 
  IMessageEvent respuesta = createMessageEvent("mensaje"); 
  respuesta.getParameter(SFipa.PERFORMATIVE).setValue("fin_deteccion"); 
 
 respuesta.getParameterSet(SFipa.RECEIVERS).addValue(emisor.getAgente().getId()); 
  respuesta.getParameter(SFipa.SENDER).setValue(getComponentIdentifier()); 
  sendMessage(respuesta); 
 } 
} 
Figura 85: PlanDetectar Entorno 
Como se puede observar en el plan anterior, primero envía varios mensajes con lo detectado y finalmente 
envía un mensaje informando del fin del escaneo. Cada mensaje con un detectado activa un plan que 
procesa dicha información y la almacena, y, finalmente, el mensaje de fin activa un plan con el que se 
establece el siguiente objetivo. 
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public class PlanProcesarDetectado extends Plan { 
 public void body() { 
  IGoal g = (IGoal) getReason(); 
  Mensaje m = (Mensaje) g.getParameter(SFipa.CONTENT).getValue(); 
  detectado d = new detectado(m.getCuerpo(), m.getEmisor()); 
   
  if (d.getEl_que().getTipo().equals(Detectable.Tipo.AGENTE)) { 
   ArrayList<Dron> conmigo = ((Conmigo) 
getBeliefbase().getBelief("conmigo").getFact()).getConmigo(); 
   conmigo.add((Dron) d.getEl_que()); 
   getBeliefbase().getBelief("conmigo").setFact(new Conmigo(conmigo)); 
    
   if (((Dron)d.getEl_que()).getNumero_de_personas_que_lleva()>0) { 
    IGoal g2 = createGoal("concurrencia"); 
   
 g2.getParameter(SFipa.CONTENT).setValue(((Dron)d.getEl_que()).getId()); 
    dispatchTopLevelGoal(g2); 
   } 
  } 
  else if (d.getEl_que().getTipo().equals(Detectable.Tipo.PELIGRO)) { 
   Informe informe = (Informe) 
getBeliefbase().getBelief("detectado").getFact(); 
   informe.setPeligro((Peligro)d.getEl_que()); 
   getBeliefbase().getBelief("detectado").setFact(informe); 
  } 
  else if (d.getEl_que().getTipo().equals(Detectable.Tipo.OTRO)) { 
   Informe informe = (Informe) 
getBeliefbase().getBelief("detectado").getFact(); 
   informe.setOtros((Otro) d.getEl_que()); 
   getBeliefbase().getBelief("detectado").setFact(informe); 
  } 
  else { 
   Informe informe = (Informe) 
getBeliefbase().getBelief("detectado").getFact(); 
   informe.masPersonas(); 
   getBeliefbase().getBelief("detectado").setFact(informe); 
  } 
 } 
} 
Figura 86: PlanProcesarDetectado 
public class PlanFinDetectar extends Plan { 
 public void body() { 
  IGoal g = createGoal("informar"); 
  dispatchTopLevelGoal(g); 
 } 
} 
Figura 87: PlanFinDetectar 
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PROTOCOLO MANDAR ACTUALIZACIÓN 
Una vez escaneada la habitación, el dron debe enviarle la información obtenida al sistema central. Para ellos 
utiliza el PlanActualizar. 
public class PlanActualizar extends Plan { 
 public void body() { 
  IMessageEvent m = createMessageEvent("mensaje"); 
  m.getParameter(SFipa.PERFORMATIVE).setValue("actualizar"); 
  Informe informe = (Informe) 
getBeliefbase().getBelief("detectado").getFact(); 
  informar i = new informar(informe); 
  m.getParameter(SFipa.CONTENT).setValue(i.toString()); 
  m.getParameter(SFipa.SENDER).setValue(getComponentIdentifier()); 
  IComponentIdentifier sistema = (IComponentIdentifier) 
getBeliefbase().getBelief("sistema_central").getFact(); 
  m.getParameterSet(SFipa.RECEIVERS).addValue(sistema); 
  sendMessage(m); 
 } 
} 
Figura 88: PlanActualizar Dron 
Con este mensaje, el sistema central activa un plan con el que procesa la información recibida: 
public class PlanActualizar extends Plan { 
 public void body() { 
  IGoal g = (IGoal) getReason(); 
  Mensaje m = (Mensaje) g.getParameter(SFipa.CONTENT).getValue(); 
  Mapa mapa = (Mapa) getBeliefbase().getBelief("mapa").getFact(); 
  informar i = new informar(m.getCuerpo(), mapa); 
   
  Informes inf = (Informes) getBeliefbase().getBelief("informes").getFact(); 
  inf.nuevo(i.getInforme()); 
  getBeliefbase().getBelief("informes").setFact(inf); 
 } 
} 
Figura 89: PlanDetectar Sistema Central 
PROTOCOLO PERSONAS 
En este protocolo, un agente dron lanza una petición al entorno para recoger las personas de una sala 
mediante el PlanRecoger: 
public class PlanRecoger extends Plan { 
 public void body() { 
  IMessageEvent m = createMessageEvent("mensaje"); 
  m.getParameter(SFipa.PERFORMATIVE).setValue("recoger"); 
  m.getParameter(SFipa.SENDER).setValue(getComponentIdentifier()); 
  IComponentIdentifier entorno = (IComponentIdentifier) 
getBeliefbase().getBelief("entorno").getFact(); 
  m.getParameterSet(SFipa.RECEIVERS).addValue(entorno); 
  sendMessage(m); 
 } 
} 
Figura 90: PlanRecoger 
Esta petición activa el PlanRecogio del agente entorno, en el cual se procesa la petición. Es decir, todos los 
detectables de tipos persona en la sala pasan al agente dron, por lo que el agente entorno le envía una 
respuesta al agente dron con el número de agentes que ha recogido. 
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public class PlanRecogio extends Plan { 
 public void body() { 
  IGoal g = (IGoal) getReason(); 
  Mensaje m = (Mensaje) g.getParameter(SFipa.CONTENT).getValue(); 
  Directorio directorio = (Directorio) 
getBeliefbase().getBelief("directorio").getFact(); 
  Nodo emisor = directorio.buscar_por_ID(m.getEmisor()); 
  Entorno entorno = (Entorno)getBeliefbase().getBelief("entorno").getFact(); 
  ontologia.Entorno.Nodo n = entorno.buscar(emisor.getLocalizacion()); 
  int num = n.numero_personas(); 
  personas_recogidas r = new personas_recogidas(num); 
  n.recogio(); 
  entorno.modificar(emisor.getLocalizacion(), n.getDetectables()); 
  directorio.recogio(emisor.getAgente().getId(), num); 
   
  IMessageEvent respuesta = createMessageEvent("mensaje"); 
  respuesta.getParameter(SFipa.PERFORMATIVE).setValue("recogiste"); 
  respuesta.getParameter(SFipa.CONTENT).setValue(r.toString()); 
 
 respuesta.getParameterSet(SFipa.RECEIVERS).addValue(emisor.getAgente().getId()); 
  respuesta.getParameter(SFipa.SENDER).setValue(getComponentIdentifier()); 
  sendMessage(respuesta); 
 } 
} 
Figura 91: PlanRecogio 
Ante esta respuesta, el agente dron almacena el número de agente recogidos y almacena el siguiente 
objetivo, buscar la ruta para la salida. 
public class PlanRecogi extends Plan { 
 public void body() { 
  IGoal g = (IGoal) getReason(); 
  Mensaje m = (Mensaje) g.getParameter(SFipa.CONTENT).getValue(); 
  personas_recogidas r = new personas_recogidas(m.getCuerpo()); 
   
  Dron yo = (Dron) getBeliefbase().getBelief("yo").getFact(); 
  yo.setNumero_de_personas_que_lleva(r.getNumero()); 
  getBeliefbase().getBelief("yo").setFact(yo); 
   
  Sala salida = (Sala) getBeliefbase().getBelief("salida").getFact(); 
  IGoal objetivo = (IGoal) getGoalbase().createGoal("explorar"); 
  objetivo.getParameter(SFipa.CONTENT).setValue(salida); 
  dispatchTopLevelGoal(objetivo); 
 } 
} 
Figura 92: PlanRecogi 
PROTOCOLO CONCURRENCIA 
El objetivo de este protocolo es disminuir el número de drones que se encuentran guiando personas 
recorriendo el mismo camino y así aumentar los drones que buscan personas que evacuar. Este protocolo se 
compone de tres planes: 
Cuando un agente detecta que en la misma sala ya existe un dron con personas, activa el 
PlanOfrecerPersonas con el cual le ofrece al otro agente el total de las personas que lleva. 
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public class PlanOfrecerPersonas extends Plan { 
 public void body() { 
  IGoal g = (IGoal) getReason(); 
  IComponentIdentifier id = (IComponentIdentifier) 
g.getParameter(SFipa.CONTENT).getValue(); 
   
  Dron yo = (Dron) getBeliefbase().getBelief("yo").getFact(); 
  IMessageEvent m = createMessageEvent("mensaje"); 
  m.getParameter(SFipa.PERFORMATIVE).setValue("concurencia"); 
  te_doy_mis_personas t = new 
te_doy_mis_personas(yo.getNumero_de_personas_que_lleva()); 
  m.getParameter(SFipa.CONTENT).setValue(t.toString()); 
  m.getParameter(SFipa.SENDER).setValue(getComponentIdentifier()); 
  m.getParameterSet(SFipa.RECEIVERS).addValue(id); 
  sendMessage(m); 
   
  getBeliefbase().getBelief("traspaso").setFact(true); 
 } 
} 
Figura 93: PlanOfrecerPersonas 
El otro agente recibe la petición y la procesa. Excepto en el caso de que él ya se encuentre traspasando sus 
personas a otro agente, siempre aceptará el traspaso. 
public class PlanPersonasTraspasadas extends Plan { 
 public void body() { 
  IGoal g = (IGoal) getReason(); 
  Mensaje m = (Mensaje) g.getParameter(SFipa.CONTENT).getValue(); 
  te_doy_mis_personas t = new te_doy_mis_personas(m.getCuerpo()); 
   
  boolean traspaso = (boolean) 
getBeliefbase().getBelief("traspaso").getFact(); 
  boolean aceptado = false; 
  if (!traspaso){ 
   Dron yo = (Dron) getBeliefbase().getBelief("yo").getFact(); 
   int num = yo.getNumero_de_personas_que_lleva(); 
   num+=t.getNumero(); 
   yo.setNumero_de_personas_que_lleva(num); 
   getBeliefbase().getBelief("yo").setFact(yo); 
   aceptado = true; 
  } 
   
  IMessageEvent msg = createMessageEvent("mensaje"); 
  msg.getParameter(SFipa.PERFORMATIVE).setValue("concurrido"); 
  personas_aceptadas p = new personas_aceptadas(aceptado); 
  msg.getParameter(SFipa.CONTENT).setValue(p.toString()); 
  msg.getParameter(SFipa.SENDER).setValue(getComponentIdentifier()); 
  msg.getParameterSet(SFipa.RECEIVERS).addValue(m.getEmisor()); 
  sendMessage(msg); 
 } 
} 
Figura 94: PlanPersonasTraspasadas 
El dron al que se le ha traspasado las personas envía una respuesta afirmativa o negativa al dron que ofreció 
el traspaso. En caso afirmativo, el agente borra de entre sus creencias a todas esas personas y pide una 
nueva dirección. En caso negativo, sigue su camino. 
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public class PlanTraspaso extends Plan { 
 public void body() { 
  IGoal g = (IGoal) getReason(); 
  Mensaje m = (Mensaje) g.getParameter(SFipa.CONTENT).getValue(); 
  personas_aceptadas p = new personas_aceptadas(m.getCuerpo()); 
  if (p.isRespuesta()) { 
   Dron yo = (Dron) getBeliefbase().getBelief("yo").getFact(); 
   yo.setNumero_de_personas_que_lleva(0); 
   getBeliefbase().getBelief("yo").setFact(yo); 
  } 
  getBeliefbase().getBelief("traspaso").setFact(false); 
 } 
} 
Figura 95: PlanTraspaso 
PROTOCOLO SACAR 
Mediante el protocolo sacar, los agentes que llevan personas consiguen que estas salgan del edificio. 
El primer plan que compone este protocolo es el PlanSacar de un agente dron con personas. Este plan 
debería activarse cuando el dron se encuentra en una salida y tiene personas.  El plan tan solo envía una 
petición al agente entorno para sacar a las personas que lleva del edificio. 
public class PlanSacar extends Plan { 
 public void body() { 
  IMessageEvent m = createMessageEvent("mensaje"); 
  m.getParameter(SFipa.PERFORMATIVE).setValue("sacar"); 
  Dron yo = (Dron) getBeliefbase().getBelief("yo").getFact(); 
  sacar s = new sacar(yo.getNumero_de_personas_que_lleva()); 
  m.getParameter(SFipa.CONTENT).setValue(s.toString()); 
  m.getParameter(SFipa.SENDER).setValue(getComponentIdentifier()); 
  IComponentIdentifier entorno = (IComponentIdentifier) 
getBeliefbase().getBelief("entorno").getFact(); 
  m.getParameterSet(SFipa.RECEIVERS).addValue(entorno); 
  sendMessage(m); 
 } 
} 
Figura 96: PlanSacar Dron  
Mediante esta petición, en el agente entorno se activa otro PlanSacar en el cual se computa si esas personas 
pueden salir (por ejemplo, porque estén o no en una salida), y responde al agente dron con el número de 
personas que ha sacado. 
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public class PlanSacar extends Plan { 
 public void body() { 
  IGoal g = (IGoal) getReason(); 
  Mensaje m = (Mensaje) g.getParameter(SFipa.CONTENT).getValue(); 
  sacar s = new sacar(m.getCuerpo()); 
  Entorno entorno = (Entorno)getBeliefbase().getBelief("entorno").getFact(); 
  Directorio directorio = (Directorio) 
getBeliefbase().getBelief("directorio").getFact(); 
  Nodo emisor = directorio.buscar_por_ID(m.getEmisor()); 
  Sala[] salidas = (Sala[]) 
getBeliefbase().getBeliefSet("salidas").getFacts(); 
   
  boolean salir = false; 
  for (int i=0; i<salidas.length; i++) 
   if (salidas[i].equals(emisor.getLocalizacion())) 
    salir = true; 
   
  int num = 0; 
  if (salir) 
   num = s.getNumero(); 
  IMessageEvent respuesta = createMessageEvent("mensaje"); 
  respuesta.getParameter(SFipa.PERFORMATIVE).setValue("sacados"); 
  sacadas sac = new sacadas(num); 
  respuesta.getParameter(SFipa.CONTENT).setValue(sac.toString()); 
 
 respuesta.getParameterSet(SFipa.RECEIVERS).addValue(emisor.getAgente().getId()); 
  respuesta.getParameter(SFipa.SENDER).setValue(getComponentIdentifier()); 
  sendMessage(respuesta); 
 } 
} 
Figura 97: PlanSacar Entorno 
Esta respuesta activa otro plan en el agente dron, el PlanSacados, que se encarga de comunicar al sistema 
central las personas que han salido de la situación de emergencia y de establecer el siguiente objetivo del 
agente. 
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public class PlanSacados extends Plan { 
 public void body() { 
  IGoal g = (IGoal) getReason(); 
  Mensaje m = (Mensaje) g.getParameter(SFipa.CONTENT).getValue(); 
  sacadas s = new sacadas(m.getCuerpo()); 
   
  if (s.getNumero()==0) { 
   Sala salida = (Sala) getBeliefbase().getBelief("salida").getFact(); 
   IGoal objetivo = (IGoal) getGoalbase().createGoal("explorar"); 
   objetivo.getParameter(SFipa.CONTENT).setValue(salida); 
   dispatchTopLevelGoal(objetivo); 
  } 
  else { 
   Dron yo = (Dron) getBeliefbase().getBelief("yo").getFact(); 
   yo.setNumero_de_personas_que_lleva(0); 
   getBeliefbase().getBelief("yo").setFact(yo); 
    
   IGoal pd = createGoal("pedir_direccion"); 
   dispatchTopLevelGoal(pd); 
    
   IMessageEvent respuesta = createMessageEvent("mensaje"); 
   respuesta.getParameter(SFipa.PERFORMATIVE).setValue("sacados"); 
   respuesta.getParameter(SFipa.CONTENT).setValue(s.toString()); 
   IComponentIdentifier sistema = (IComponentIdentifier) 
getBeliefbase().getBelief("sistema_central").getFact(); 
   respuesta.getParameterSet(SFipa.RECEIVERS).addValue(sistema); 
  
 respuesta.getParameter(SFipa.SENDER).setValue(getComponentIdentifier()); 
   sendMessage(respuesta); 
  } 
 } 
} 
Figura 98: PlanSacados Dron 
Por último, el sistema central recibe el informe de personas sacadas y lo procesa en un cómputo total. 
public class PlanSacados extends Plan { 
 public void body() { 
  IGoal g = (IGoal) getReason(); 
  Mensaje m = (Mensaje) g.getParameter(SFipa.CONTENT).getValue(); 
  sacadas s = new sacadas(m.getCuerpo()); 
   
  int sacados = (int) getBeliefbase().getBelief("sacados").getFact(); 
  sacados += s.getNumero(); 
  getBeliefbase().getBelief("sacados").setFact(sacados); 
 } 
} 
Figura 99: PlanSacados Sistema Central 
LOS AGENTES 
A continuación se exponen los XML que recogen los planes, creencias, objetivos y eventos que componen el 
funcionamiento del dron. 
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DRON 
<?xml version="1.0" encoding="UTF-8"?> 
<!--<H3>DRON DINAMICO</H3>--> 
<agent xmlns="http://jadex.sourceforge.net/jadex" 
  xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" 
  xsi:schemaLocation="http://jadex.sourceforge.net/jadex 
                     http://jadex.sourceforge.net/jadex-bdi-2.0.xsd" 
     name="DronDinamico" 
     package="dron"> 
 
 <configurations> 
  <configuration name="default"> 
   <plans> 
    <initialplan ref="PlanInicio"/> 
   </plans> 
  </configuration> 
 </configurations> 
 
 <imports> 
  <import>ontologia.*</import> 
  <import>jadex.bridge.IComponentIdentifier</import> 
 </imports> 
 
 <capabilities> 
  <capability name="dfcap" file="jadex.bdi.planlib.df.DF"/> 
 </capabilities> 
 
 <properties> 
  <property name="debugging">true</property> 
 </properties> 
 
 <events> 
  <messageevent name="mensaje" type="fipa"></messageevent> 
 </events> 
 
 <goals> 
  <achievegoalref name="df_search"> 
   <concrete ref="dfcap.df_search" /> 
  </achievegoalref> 
  <achievegoal name="pedir_direccion"></achievegoal> 
  <achievegoal name="fijar_direccion"></achievegoal> 
  <achievegoal name="explorar"></achievegoal> 
  <achievegoal name="fijar_ruta"></achievegoal> 
  <achievegoal name="actualizacion"></achievegoal> 
  <achievegoal name="mover"></achievegoal> 
  <achievegoal name="movido"></achievegoal> 
  <achievegoal name="escanear"></achievegoal> 
  <achievegoal name="entro"></achievegoal> 
  <achievegoal name="salio"></achievegoal> 
  <achievegoal name="detectado"></achievegoal> 
  <achievegoal name="fin_detectar"></achievegoal> 
  <achievegoal name="informar"></achievegoal> 
  <achievegoal name="recoger"></achievegoal> 
  <achievegoal name="recogi"></achievegoal> 
  <achievegoal name="concurrencia"></achievegoal> 
  <achievegoal name="concurrido"></achievegoal> 
  <achievegoal name="concurrio"></achievegoal> 
  <achievegoal name="sacar"></achievegoal> 
  <achievegoal name="sacados"></achievegoal> 
  <achievegoal name="actualizado"></achievegoal> 
 </goals> 
En este apartado se 
encuentran todos los 
mensajes que el agente 
puede enviar y recibir. 
Debido a cómo se ha 
implementado el 
sistema, solo existe un 
tipo de mensaje y en el 
cuerpo y en los 
parámetros dónde se 
diferencian las distintas 
comunicaciones. 
En este apartado se 
encuentran los 
objetivos que el agente 
puede tener. 
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 <beliefs> 
  <belief name="yo" class="Dron"></belief> 
  <belief name="entorno" class="IComponentIdentifier"></belief> 
  <belief name="sistema_central" class="IComponentIdentifier"></belief> 
  <belief name="mapa" class="Mapa"></belief> 
  <belief name="camino" class="Ruta"></belief> 
  <belief name="situacion" class="Sala"></belief> 
  <belief name="conmigo" class="Conmigo"></belief> 
  <belief name="detectado" class="Informe"></belief> 
  <belief name="exploradas" class="Exploradas"></belief> 
  <belief name="salida" class="Sala"></belief> 
  <belief name="traspaso" class="boolean"></belief> 
 </beliefs> 
 
 <plans> 
  <plan name="PlanInicio"> 
   <body class="PlanInicioDinamico"/> 
  </plan> 
  <plan name="PlanPedirDireccion"> 
   <body class="PlanPedirDireccion"></body> 
   <trigger> 
    <goal ref="pedir_direccion"></goal> 
   </trigger> 
  </plan> 
  <plan name="PlanMensaje"> 
   <body class="PlanMensaje"></body> 
   <trigger> 
    <messageevent ref="mensaje"></messageevent> 
   </trigger> 
  </plan> 
  (…) 
 </plans> 
</agent> 
Figura 100: Agente Dron 
  
En este apartado 
se especifican las 
creencias del 
agente y las 
estructura 
mediante la que 
se almacenan. 
Y a partir se 
especifican los 
planes que 
componen el 
comportamiento 
del agente y 
cómo se activan. 
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<?xml version="1.0" encoding="UTF-8"?> 
<!--<H3>ENTORNO</H3>--> 
<agent xmlns="http://jadex.sourceforge.net/jadex" 
  xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" 
  xsi:schemaLocation="http://jadex.sourceforge.net/jadex 
                     http://jadex.sourceforge.net/jadex-bdi-2.0.xsd" 
     name="Entorno" 
     package="entorno"> 
 
 <configurations> 
  <configuration name="default"> 
   <plans> 
    <initialplan ref="PlanInicio"/> 
   </plans> 
  </configuration> 
 </configurations> 
 
 <imports> 
  <import>ontologia.*</import> 
 </imports> 
 
 <capabilities> 
  <capability name="dfcap" file="jadex.bdi.planlib.df.DF"/> 
 </capabilities> 
 
 <properties> 
  <property name="debugging">true</property> 
 </properties> 
 
 <events> 
  <messageevent name="mensaje" type="fipa"></messageevent> 
 </events> 
 <goals> 
  <achievegoal name="conectado"></achievegoal> 
  <achievegoal name="mover"></achievegoal> 
  <achievegoal name="detectar"></achievegoal> 
  <achievegoal name="recoger"></achievegoal> 
  <achievegoal name="sacar"></achievegoal> 
 </goals> 
 <beliefs> 
  <belief name="entorno" class="Entorno"></belief> 
  <belief name="inicial" class="Sala"></belief> 
  <belief name="directorio" class="Directorio"></belief> 
  <beliefset name="salidas" class="Sala"></beliefset> 
 </beliefs> 
 
 <plans> 
  <plan name="PlanInicio"> 
   <body class="PlanInicio"/> 
  </plan> 
  <plan name="PlanMensaje"> 
   <body class="PlanMensaje"></body> 
   <trigger> 
    <messageevent ref="mensaje"></messageevent> 
   </trigger> 
  </plan> 
  (…) 
 </plans> 
</agent> 
Figura 101: Agente Entorno 
En este apartado se 
encuentran todos los 
mensajes que el agente 
puede enviar y recibir. 
Debido a cómo se ha 
implementado el 
sistema, solo existe un 
tipo de mensaje y en el 
cuerpo y en los 
parámetros dónde se 
diferencian las distintas 
comunicaciones. 
En este apartado se 
encuentran los 
objetivos que el agente 
puede tener. 
En este apartado 
se especifican las 
creencias del 
agente y las 
estructura 
mediante la que 
se almacenan. 
Y a partir se 
especifican los 
planes que 
componen el 
comportamiento 
del agente y 
cómo se activan. 
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<?xml version="1.0" encoding="UTF-8"?> 
<!--<H3>SISTEMA CENTRAL</H3>--> 
<agent xmlns="http://jadex.sourceforge.net/jadex" 
  xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" 
  xsi:schemaLocation="http://jadex.sourceforge.net/jadex 
                     http://jadex.sourceforge.net/jadex-bdi-2.0.xsd" 
     name="Sistema_Central" 
     package="sistema_central"> 
 
 <configurations> 
  <configuration name="default"> 
   <plans> 
    <initialplan ref="PlanInicio"/> 
   </plans> 
  </configuration> 
 </configurations> 
 
 <imports> 
  <import>ontologia.*</import> 
  <import>jadex.bridge.IComponentIdentifier</import> 
 </imports> 
 
 <capabilities> 
  <capability name="dfcap" file="jadex.bdi.planlib.df.DF"/> 
 </capabilities> 
 
 <properties> 
  <property name="debugging">true</property> 
 </properties> 
 
 <events> 
  <messageevent name="mensaje" type="fipa"></messageevent> 
 </events> 
 
 <goals> 
  <achievegoalref name="df_search"> 
   <concrete ref="dfcap.df_search" /> 
  </achievegoalref> 
  <achievegoal name="conectado"></achievegoal> 
  <achievegoal name="direccion"></achievegoal> 
  <achievegoal name="ruta"></achievegoal> 
  <achievegoal name="comunicar_movimiento"></achievegoal> 
  <achievegoal name="actualizar"></achievegoal> 
  <achievegoal name="sacadas"></achievegoal> 
  <achievegoal name="actualizacion"></achievegoal> 
 </goals> 
 
 <beliefs> 
  <belief name="entorno" class="IComponentIdentifier"></belief> 
  <belief name="directorio" class="Directorio"></belief> 
  <belief name='mapa' class="Mapa"></belief> 
  <belief name="mandatos" class="Mandatos"></belief> 
  <belief name="inicial" class="Sala"></belief> 
  <belief name="informes" class="Informes"></belief> 
  <belief name="caminos" class="Caminos"></belief> 
  <belief name="sacados" class="int"></belief> 
 </beliefs> 
 
 
 
En este apartado se 
encuentran todos los 
mensajes que el agente 
puede enviar y recibir. 
Debido a cómo se ha 
implementado el 
sistema, solo existe un 
tipo de mensaje y en el 
cuerpo y en los 
parámetros dónde se 
diferencian las distintas 
comunicaciones. 
En este apartado se 
encuentran los 
objetivos que el agente 
puede tener. 
En este apartado 
se especifican las 
creencias del 
agente y las 
estructura 
mediante la que 
se almacenan. 
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 <plans> 
  <plan name="PlanInicio"> 
   <body class="PlanInicio"/> 
  </plan> 
  <plan name="PlanMensaje"> 
   <body class="PlanMensaje"></body> 
   <trigger> 
    <messageevent ref="mensaje"></messageevent> 
   </trigger> 
  </plan> 
  <plan name="PlanConectar"> 
   <body class="PlanConectar"/> 
    <trigger> 
     <goal ref="conectado"></goal> 
    </trigger> 
  </plan> 
  (…) 
 </plans> 
</agent> 
Figura 102: Agente Sistema Central 
  
Y a partir se 
especifican los 
planes que 
componen el 
comportamiento 
del agente y 
cómo se activan. 
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EJECUCIÓN 
Actualmente la ejecución del sistema se recoge mediante mensajes en la consola. Cada agente va 
comunicando qué va haciendo y, para saber quién lo comunica, se incluye el nombre local de los agentes 
involucrados.  
Como ejemplo de la ejecución, se utilizarán extractos de la ejecución con el edificio que se ha descrito al 
principio del apartado de diseño. Al iniciarse la prueba, todos los agentes empiezan en el vestíbulo principal 
Cuando sucede el protocolo dirección, se imprime lo siguiente por consola: 
Dron_Dinamico1 ha pedido que se le dirija. 
Sistema_Central ha dirigido al agente Dron_Dinamico1 a la sección Segunda_Planta. 
Figura 103: Ejemplo protocolo dirección 
Como consecuencia, el agente almacenará dicha sección como objetivo y preguntará cómo llegar. 
Dron_Dinamico1 ha preguntado cómo llegar a la SECCION Segunda_Planta. 
Sistema_Central ha respondido al agente Dron_Dinamico1 con la ruta Vestíbulo_Principal 
Segundo_Tramo_Escaleras Vestíbulo_Segundo_Piso. 
Figura 104: Ejemplo protocolo ruta 
Después, el agente pediría moverse a la siguiente ubicación: Segundo_Tramo_Escaleras. Al ser un dron de 
tipo dinámico, no necesita pedir información sobre la situación. 
Dron_Dinamico1 ha pedido moverse a Segundo_Tramo_Escaleras. 
Entorno: Dron_Dinamico1 puede moverse a Segundo_Tramo_Escaleras. 
Dron_Dinamico1 ha movido a Segundo_Tramo_Escaleras. 
Sistema_Central comunica que Dron_Dinamico1 se ha movido a Segundo_Tramo_Escaleras. 
Dron_Dinamico4: Dron_Dinamico1 ha salido hacia Segundo_Tramo_Escaleras. 
Dron_Dinamico0: Dron_Dinamico1 ha entrado desde Vestíbulo_Principal. 
Figura 105: Ejemplo protocolo mover 
En cambio, drones guía preguntan antes de moverse sobre la sala destino. 
Dron_Guia0 ha preguntado por Cocinas. 
Sistema_Central ha respondido al agente Dron_Guia0 con el último informe sobre Cocinas. 
Dron_Guia0 ha pedido moverse a Cocinas. 
Figura 106: Ejemplo protocolo pedir actualización 
 Una vez el dron ha entrado en la habitación, empieza a escanearla. 
Dron_Dinamico1 ha pedido escanear Despacho_2_4. 
Entorno: Dron_Dinamico1 está escaneando Despacho_2_4. 
Dron_Dinamico1 ha detectado OTRO [mesa UTILIZABLE]. 
Dron_Dinamico1 ha detectado OTRO [estantería UTILIZABLE]. 
Dron_Dinamico1 ha detectado OTRO [ordenador ESTROPEADO]. 
Dron_Dinamico1 ha detectado OTRO [bolígrafo UTILIZABLE]. 
Dron_Dinamico1 ha detectado PERSONA. 
Dron_Dinamico1 ha detectado OTRO [papelera NO_DEFINIDO]. 
Dron_Dinamico1 ha detectado PELIGRO [FUEGO de nivel 2]. 
Entorno: Dron_Dinamico1 ha terminado de escanear Despacho_2_4. 
Figura 107: Ejemplo protocolo detectar 
Después de escanear, el agente le envía la información al sistema central. 
Dron_Dinamico1 ha enviado el informe sobre Despacho_2_4. 
Sistema_Central ha procesado el informe enviado Dron_Dinamico1 sobre Despacho_2_4. 
Figura 108: Ejemplo protocolo enviar actualización 
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En las cocinas había cinco personas y el agente que estaba allí las recogió: 
Dron_Guia0 ha pedido recoger a las personas en Cocinas. 
Entorno: Dron_Guia0 ha recogido a 5 personas en Cocinas. 
Figura 109: Ejemplo protocolo personas 
Cuando dos agentes se encuentran en la misma habitación y ambos guían personas, interactúan para que 
solo lleve personas. 
Dron_Dinamico4 ha ofrecido sus 3 personas a Dron_Dinamico2. 
Dron_Dinamico2 SI ha aceptado las personas de Dron_Dinamico4. Ahora lleva 5 personas. 
Figura 110: Ejemplo protocolo concurrencia 
Por último, cuando un agente que guía personas llega a una salida, pide que salgan. 
Dron_Dinamico2 ha pedido sacar a sus 5 personas. 
Entorno: Dron_Dinamico2 ha sacado a 5 personas por Vestibulo_Principal. 
Sistema_Central: se han sacado 5 personas más. Hacen un total de 16 personas que han 
salido. 
Figura 111: Ejemplo protocolo sacar 
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POSIBLES MEJORAS Y LÍNEAS FUTURAS DE TRABAJO 
A continuación se expondrán una serie de mejoras que se pueden aplicar al simulador: 
 En primer lugar, el comportamiento del entorno. En este simulador, aunque está preparado para 
que el entorno tenga comportamiento por sí mismo, actualmente la situación simulada es estática. 
La mejora más obvia es añadirle al entorno que éste vaya modificando la situación, por ejemplo, con 
el movimiento de personas o con el avance del desastre. 
 
 Además, con la actualización del movimiento de las personas, se podría incluir comportamientos 
individuales. Para ello, se podría simular mediante el entorno, o se podrían convertir en agentes 
dentro de la simulación. Este comportamiento podría ir desde el simple movimiento entre salas, 
hasta comportamientos psicológicos complejos. 
 
 Además, como se ha ido comentando a lo largo del apartado de la implementación, existen una serie 
de puntos en los que se podrían simular errores en el funcionamiento de los drones (por ejemplo, en 
el movimiento o en el escaneo). Introducir estos errores sería tan sencillo como incluir un factor 
aleatorio según el cual se introdujesen datos erróneos o movimientos distintos a los deseados. 
 
 Por último, podría considerarse introducir equipos humano de rescate en el sistema, para lo cual 
debería considerarse como estos pueden interactuar con los agentes ya existentes. 
Otro punto, aunque bastante más complejo, que se podría introducir en esta simulación y que apenas se ha 
tratado en este trabajo es la distribución de los nodos de la red de comunicaciones. 
Por otro lado, existen una serie de temas relacionados con este trabajo que deberían ser perfeccionados 
ante de poder llevar a cabo este sistema en una situación real: 
 La localización. Aunque existen múltiples algoritmos de localización, también existen errores en 
estos algoritmos. Al existir errores para el tema de la localización en entornos conocidos y estáticos, 
se hace complicado confiar de ellos en entornos dinámicos y desconocidos. 
 
 El vuelo autónomo. Actualmente la mayoría de los drones utilizados son teledirigidos, pero para esta 
implantación, lo apropiado es que fuesen autónomos. Para ello, habría que desarrollar un buen 
sistema de auto-piloto que evite situaciones peligrosas y cumpla con los objetivos. 
 
 También es muy importante desarrollar la interacción entre drones y personas: que los drones se 
comuniquen de la forma más natural posible, que sean capaces de comprender conversaciones, etc. 
Además, para tratar ciertas situaciones psicológicamente delicadas, primero deben ser capaces de 
detectarlas e identificarlas adecuadamente y, después, deben ser capaces de saber qué hacer. 
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PRESUPUESTO 
Este apartado no pretende dar una estimación monetaria de cuánto costaría poner en marcha un sistema 
como este ni cuántas horas y personas serían necesarias para programar una solución real. Este apartado tan 
solo es un resumen del trabajo aplicado para este desarrollo. 
HORAS 
Este proyecto se empezó a considerar en enero del 2015, pero, por falta de tiempo, hasta mediados de mayo 
del 2015 no se empezó a trabajar en él de forma apropiada. En total se estima que se han utilizado 350 horas 
en él. 
ORGANIZACIÓN 
Inicialmente se estableció el siguiente plan de acción: 
Fecha de inicio Fecha de fin Actividad 
15/01/2015 15/05/2015 Documentación de referencia. Valoración informal de las alternativas. 
15/05/2015 15/06/2015 Diseño del sistema. 
15/06/2015 15/07/2015 Implementación y prueba del sistema. 
15/07/2015 15/08/2015 Documentación del trabajo.  
15/08/2015 15/09/2015 Correcciones, mejoras. 
Figura 112: Organización inicial del trabajo 
Después, por temas personales y problemas encontrados a la hora de programar, la organización final 
resultó de la siguiente forma: 
Fecha de inicio Fecha de fin Actividad 
15/01/2015 15/05/2015 Documentación de referencia. Valoración informal de las alternativas. 
01/06/2015 01/07/2015 Diseño del sistema. 
01/07/2015 20/08/2015 Implementación y prueba del sistema. 
20/08/2015 10/09/2015 Documentación del trabajo.  
05/09/2015 20/09/2015 Correcciones, mejoras. 
Figura 113: Organización final del trabajo 
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CONCLUSIONES 
Utilizar un sistema automatizado de apoyo en una evacuación tiene muchas ventajas entre las que destaca la 
adaptación de las decisiones a la verdadera situación que acontece. Y al utilizar un sistema de agentes, se 
pueden atender múltiples  puntos conflictivos. Pero, debido a que es una situación tan delicada, no se puede 
permitir total autonomía a los agentes, sino que es necesario un elemento  organizador, el sistema central. 
Ya que la información es el eje central de la solución propuesta, es necesario establecer una red de 
comunicaciones en el caso de que la original haya desaparecido. Será en esta red dónde se encontrará el 
agente sistema central. 
La decisión de utilizar drones responde a todas las condiciones físicas del entorno que deberán salvarse 
(escombros, escaleras, etc). Al utilizar agentes robotizados con la capacidad de volar, se facilita el tratar con 
todos esos elementos físicos conflictivos.  
A la hora de especializar los agentes, aunque sería más apropiado que todos los agentes pudiesen realizar 
todas las tareas, la realidad es que es poco viable. Por ejemplo, para detectar distintos desastres, son más 
apropiados distintos tipos de sensores; que un dron disponga de todos los sensores para detectar todos los 
tipos de peligros, eleva enormemente su precio y el cómputo que éste debe realizar para procesar lo 
detectado. En la simulación diseñada e implementada se ha optado por programar drones que sean capaces 
de hacer todo o especializados con respecto a las tareas (explorar y guiar personas), pero capaces de 
detectar todo tipo de desastre.  
Para el sistema de agentes se ha diseñado especialmente las comunicaciones entre ellos, dado que es la 
parte que debe estandarizarse entre agentes. Y la implementación de ha realizado para la plataforma Jadex 
2.0. En total, se han diseñado e implementado diez protocolos, nueve objetos para la ontología, diecisiete 
cuerpos de mensajes y treinta y nueve planes entre los tres tipos de agentes. Para probar el funcionamiento 
del sistema se han utilizado cinco escenarios distintos en los cuales se ha realizado un breve estudio sobre el 
número de agentes necesario. De este estudio se puede extraer: 
 Aunque se utilicen pocos agentes, la operación se consigue llevar a cabo. Pero, debido a que la 
situación simulada es estática, es decir, que el peligro no avanza y que las personas no se ven 
afectadas por él, no parece una consideración a tomar en cuenta. 
 
 Y cuando hay muchos agentes a la vez, no interfieren entre ellos. El único problema es que pueden 
sobrecargar al sistema central si muchos agentes mandan informes que, además, tienen la misma 
información. 
 
 Si solo se utilizan drones guía, la operación se lleva a cabo, pero no se recoge información sobre el 
peligro, y, por lo tanto, los drones guían a las personas por zonas peligrosas. 
 
 Y en el caso de que solo se utilicen drones exploradores, la operación no se consigue llevar a cabo, 
dado que ninguno puede guiar a las personas. 
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SUMMARY 
When a disaster occurs, it’s necessary to solve the situation as efficient as possible and the evacuation of 
people from the disaster area is the first issue. For that reason facilities evacuation plans exists but the 
problem with these kind of plans is that they are composed by a standard well known set of rules and 
procedures and so, are very static and do not adapt dynamically to the specific conditions of the disaster. 
The purpose of this work is to analyze the use of a robotic agent-based system to monitor the disaster area 
and its evolution in time and space and to cooperate with the rescue teams during the evacuation process. 
Dynamic monitoring of the disaster area and the on time communication of the evolution is the most 
important activity during the evacuation process. With an accurate monitoring of the whole area risky 
situations could be avoided as, for example, when a group of persons is conveniently alerted to not follow 
the way to the nearest exit because the environment nearby this exit is dangerous. The success of the 
operation could be highly accelerated with this model and also, the risk assumed by the rescue teams could 
be lowered. 
Due to the fact that the information flow is the key point of this solution a proper communication 
infrastructure is needed. In a disaster situation, the communication network of the facilities could be 
unavailable and so, the system should be capable to deploy a new communication network adapted to the 
specific disaster conditions and evolution. The setting-up of the network could be done with robotic mobile 
nodes. 
THE AGENTS 
Due to environmental facts, the agents should sidestep a lot of obstacles. For that reason, it appears to be a 
good decision to use unmanned air vehicles (UAV’s) as agents.  
These agents should be capable to detect as much information as possible of the environment and so, it 
should be necessary to use a large set of different sensors. The decision of what sensors should carry each 
agent results in the specialization. 
The first specialization decision classifies the agents based on their main role: guides and explorers. The 
explorers’ goal is to motorize the disaster area evolution and the guides’ goal is to localize people to be 
evacuated and guide them to the exits through the safest way. For that reason, the explorers should be rich 
in sensors and the guides should distinguish by their social and psychological skills. The explorers should be 
specialized too because different situations requires different types of sensors and loading one agents with 
all type of sensors should make it very expensive economically and computationally.  
To accomplish efficiently the information collecting and diffusion activities previously identified, the system 
architecture is designed around a central system attending the arrival of agents’ communications about the 
disaster status and evolution and serving this information to other agents and the human team. In addition 
to this central information service, another service is created to organize the agents in order to avoid the 
failure of the operation due to technical failures and agent bad distribution through the area. 
To simulate the scenario three types of agents are used: the environmental agent, the central system and 
the UAVs. The environmental agent simulates the environmental behavior and all the physical interactions, 
the central system organize the UAVs transport of information and the UAVs explore the area and guide 
people. 
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This work focuses on the interactions between the agents, how they cooperate and organize to control de 
evacuation process, and the agent’s type and specialization.  A simulator is proposed about a simple agent-
based system. 
THE COMUNICATIONS 
An agent-based system more important component to be designed is the commutation protocols and 
interfaces because when they are standardized, each agent could be provided by different companies or 
services and supports different internal architectures and behaviors.  
The communication protocols designed are: 
CONNECTED PROTOCOL 
The goal of this protocol is to broadcast to everyone in the system the identifier of the others. Firstly, every 
agent should register itself in the platform directory and looks for the two main agents, the environment and 
the central system. After that, it should identify itself sending a message to them.  
With this protocol it is guaranteed that everyone is connected and the UAV agents could register in any 
moment of the operation and in any number. 
DIRECTION PROTOCOL 
When a UAV agent has no goal, it should ask the central system a place for going.  And the central system 
should answer a place where there is a low concentration of UAV agents, it had been explored a long time 
ago or there is a huge amount of dangerous issues detected. 
RUTE PROTOCOL 
With this protocol, the UAV agents could access the route service of the central system to obtain a path 
between the current situation and the desired destination.  
UPGRADE ASKING PROTOCOL 
Guide agents could not be able to detect some of the important aspects of the environment and for that 
reason, this protocol provides them a way to learn about unknown facts. With this protocol, the guide agent 
send a message to the central system with the request and the central system answers with the last report 
collected about the desired place or a void one if there is no information available.  
MOVE PROTOCOL 
To move from room to room, UAV agents should send to the environment a request with that movement. 
Once the environment process the movement and answer the agent, it should communicate the result to 
the central system. And the central system communicates the movement to the interested agents. 
DETECT PROTOCOL 
This protocol simulates when agents scans a room with their sensors. With the protocol, the agent send a 
request to the environment and it answer with a large number of detected objects. 
UPGRADE SENDING PROTOCOL 
When the agents have obtained the whole information of a place, it should communicate it to the central 
system. 
PERSON PROTOCOL 
This protocol simulates when agents collects people and guide them to the exit. The UAV agent should send 
the request to the environment and it would answer with the number of persons it has collected. 
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CONCURRENCE PROTOCOL 
When two agents arrive to the same room and both are guiding people, they optimize the process organizing 
them so that one continues guiding both groups of persons. The other should ask the central system a new 
direction.  
EXIT PROTOCOL 
Finally, this protocol simulates the exit of the persons from the building. The UAV agent should request the 
environment the exit and it would answer with the number of persons who have left. Then, the agent should 
inform the central system with the fact. 
IMPLEMENTION 
 The system was implemented for the Jadex 2.0 platform in java and xml.  
During the implementation two different problems were faced: 
 First, the Jadex platform does not accept objects as content of messages despite the documentation 
assured it. The only type of content allowed was the String and it was necessary to serialize all the 
messages to strings. 
 
 Second, a problem with the message detection from the xml happened. To solution this, every agent 
was provided with an extra plan where the messages were differentiated and the correspondent 
plans ware activated through goals. To pass the content and the sender of the message, it was 
implemented an extra objet that stores them.   
