Abstract. The Quantified CSP (QCSP) is a generalization of the CSP which allows for universally quantified variables. For each possible sequence of assignments to such variables, we have to find a way to set the values of the remaining, existentially quantified, variables so that all the constraints are satisfied. Such problems arise in areas such as planning under uncertainty, model checking, and adversary game playing. QCSPs are starting to attract interest following the development of numerous efficient solvers for the closely related area of QBF. Two approaches have been studied so far; the encoding of QCSPs into QBF, and the generalization of well-known search procedures for CSPs, like FC and MAC, to the quantified case. In this paper we introduce a new approach which utilizes repair-based techniques. We describe a framework for a QCSP solver in which complete and incomplete repair-based methods can be incorporated. We also evaluate such a solver that applies backtracking and local search methods based on the min-conflicts heuristic. Experimental results demonstrate that even simple repair-based techniques can outperform the state-of-the-art solver QCSP-Solve.
Introduction
The standard CSP framework has been extended in many ways to deal with problems that contain uncertainty. The Quantified Constraint Satisfaction Problem (QCSP) is such an extension in which some of the variables may be universally quantified. Universal variables are used to model actions or events for which we are uncertain. For example, user choices in a configuration problem, or opponent moves in an adversary game. In a QCSP we try to find a strategy, defining the values of the existential variables for all possible sequences of instantiations for the universal variables, so that all the constraints in the problem are satisfied. The QCSP can be used to model PSPACE-complete decision problems from areas such as planning under uncertainty, design, adversary game playing, and model checking. For example, in game playing we may want to find a winning strategy for all possible moves of the opponent. In a design problem it may be required that a configuration must be possible for all possible sequences of user choices. As a final example, when planning in a safety critical environment, such as a nuclear station, we require that an action is possible for every eventuality.
Although there is a significant body of work on quantified problems with continuous domains (e.g. [1, 9] ), little work has been done on QCSPs with discrete finite domains. Interest in such problems has very recently started to grow, following the development of numerous efficient solvers in the closely related area of Quantified Boolean Formulae (QBF or QSAT). Currently, there are two general approaches to solving QCSPs: 1) The direct approach where techniques from CSPs are extended to deal with quantification [2, 7, 5] , and 2) the approach based on encoding QCSPs as QBFs and solving the encoded problem using a QBF solver [4] . Gent et.al. [5] showed that QCSP-Solve, an advanced solver that follows the first approach, significantly outperforms the second approach of [4] .
In this paper we introduce an alternative approach to QCSP solving, based on techniques for repairing variable assignments. Repair-based methods, such as min-conflicts and WSAT, have been successfully applied in CSPs and SAT to solve large hard problems. Many variations have been proposed, either coupled with local search (incomplete ones), or with backtracking (complete ones). An incomplete repair-based method, called WalkQSAT, has also been developed and applied in QBF [3] . As explained in [3] , a search state in QBF (and QCSP) is not merely an assignment of values to variables, in which case the application of standard repair methods would be straightforward. A search state is best described as a strategy where we try to set the existential variables so that for all values of the universals there is a solution. At a first glance, this makes the use of repair-based methods (and especially incomplete ones) counterintuitive. However, as we will explain, the process of solving a QCSP (or a QBF) involves many searches (in the standard sense) for consistent assignments of closely related CSP instances. This property was exploited in [3] to obtain a QBF solver based on local search. This paper describes a framework for the implementation of repair-based techniques for QCSPs. Following [3] , this framework is built on top of a standard backtracking algorithm. We demonstrate how complete and incomplete variations of a simple repair-based technique that utilizes the min-conflicts heuristic can be implemented within the proposed framework, resulting in an efficient QCSP solver. After giving some preliminary background about QCSPs and repair-based methods for CSPs, we present a framework that combines standard backtracking search with a repair-based procedure. Then we discuss various implementations of the framework. Finally, we present an experimental evaluation of the introduced techniques. Results demonstrate that repair-based methods display promising performance, they can be competitive, and often better, than QCSP-Solve.
Preliminaries
In standard CSPs all variables are existentially quantified. QCSPs are more expressive than CSPs in that they allow universally quantified variables. They enable the formulation of problems where all contingencies must be allowed for. Definition 1. A Quantified Constraint Satisfaction Problem (QCSP) is a formula of the form QC where Q is a sequence of quantifiers Q 1 x 1 . . . Q n x n , where each Q i quantifies (∃ or ∀) a variable x i and each variable occurs exactly once in the sequence. C is a conjunction of constraints (c 1 ∧ . . . ∧ c m ) where each c i involves some variables among x 1 , . . . , x n .
The semantics of a QCSP QC can be defined recursively as follows. If C is empty then the problem is true. If Q is of the form ∃x 1 Q 2 x 2 . . . Q n x n then QC is true iff there exists some value a ∈ D(x 1 ) such that Q 2 x 2 . . . a) ] is true. In a binary QCSP, each constraint, denoted by c(x i , x j ), involves two variables (x i and x j ) which may be universally or existentially quantified. As an example of a realistic problem that can be modelled as a QCSP consider the following. Example 1. Imagine an interactive configuration problem (for example, in PC or car configuration) where a system is built step by step. There are various components, some of which are selected by the user while others must be filled in by the configurator based on various constraints regarding the connections between components. Each time the user selects a specific component, the system must complement the selected part with any extra components required by the specifications. There are 3 components, x 1 , x 2 , x 3 , which the user must specify. Each of them can be implemented in 3 different ways, denoted by x 11 , x 12 , and x 13 for x 1 , and accordingly for the other components. For instance, the 3 components might correspond to hard disk, RAM, and motherboard in PC configuration. There are also 3 extra components, y 1 , y 2 , y 3 , required. The implementation of these components depends on the choices of implementation for components x 1 , x 2 , and x 3 . Again each of them can be implemented in 3 different ways. Assume that y 1 and y 2 must be placed adjacent to x 1 according to the system's specification, y 2 must also be adjacent to x 2 , and y 3 must be placed adjacent to x 2 and x 3 . Also, there are constraints with respect to the compatibility between adjacent components. For example, "if x 11 is selected for x 1 then y 12 must be selected for y 2 ".
Initially the user must select one of the 3 possible implementations of x 1 . Now the configurator must specify the implementation of component y 1 according to the constraint on the connection between x 1 and y 1 . Then the user must specify the implementation of x 2 and the system will add component y 2 according to the restrictions on the connections of y 2 to x 1 and x 2 . Finally, the user must specify the implementation of x 3 and the system will add the appropriate implementation of y 3 .
An interesting question for the system provider is whether a configuration exists for all possible sequences of user choices. This question can be modelled as QCSP where components chosen by the user correspond to universal variables and the extra components correspond to existential variables. The domain of a variable consists of the possible implementations of the corresponding component. Each compatibility restriction on the connection between components is modelled as a constraint between the corresponding variables. The above problem can be modelled by the following QCSP:
The QCSP is a problem that only recently started to attract interest, and as a result very few solution methods have been proposed. In [2] Bordeaux and Monfroy introduced ways to implement arc consistency in QCSPs. Algorithms for arc consistency, forward checking and MAC in binary QCSPs were described in [7] . A solution method based on encoding QCSPs as QBFs was proposed and evaluated in [4] . Finally, an advanced solver for QCSPs that incorporates various look-ahead and look-back methods was presented in [5] .
In the rest of the paper we will sometimes refer to universally and existentially quantified variables as universals and existentials respectively.
Repair-based Methods
Many repair-methods for CSPs have been proposed in the literature. Typically, these methods begin by giving tentative values to all variables resulting in a complete, but inconsistent, assignment. Then they try to repair the initial assignment either by using it to guide a backtracking-based search, or by making local moves (i.e. changes of some variable assignments). The former methods are typically complete while the latter are incomplete.
Incomplete repair-based methods, such as min-conflicts [8] and WSAT [11] , have been widely used in CSPs and SAT to tackle large hard problems where standard backtracking-based methods are inefficient. Such a method, called WalkQSAT, has also been developed and applied in QBF [3] . Although the application of incomplete local search in QBF looks counterintuitive at a first glance, WalkQSAT was found to be competitive with state-of-the-art QBF solvers on some hard instances. However, local search methods suffer from their inherent incompleteness. That is, they cannot guarantee that a solution will be returned, if one exists, or that a proof of insolubility will be provided when no solution exists.
To overcome this, some repair strategies have been combined with backtracking search to achieve completeness and at the same time yield the benefits that search in the space of repairs may offer (for example [8, 13, 12] ). Also, many methods that combine local and backtracking search and utilize repairs have been proposed (for example [10, 6] ).
A Framework for Repair-based Methods in QCSPs
In this section we describe a general framework that can be used to implement repair-based methods for QCSPs. First, we briefly discuss how a direct backtracking-based solver works. Then we show how repair-based methods can be implemented on top of such a solver.
Backtracking Search in QCSPs
A basic backtracking algorithm for QCSPs works as follows: Variables are instantiated one by one in the order they appear in Q 2 . If a consistent leaf node is reached then the algorithm backtracks to the last universal and assigns it its next available value. If the current variable is universal and paths to consistent leaf nodes have been found for all of its values, then the algorithm backtracks to the last universal to check its next value. Whenever a dead-end occurs the algorithm backtracks to the previously instantiated existential and tries another assignment. The algorithm terminates successfully if paths to consistent leaf nodes have been found for all the values of the first universal in Q. The algorithm terminates unsuccessfully if there is a backtrack from the first existential. In this case there is no way to set the values of the existentials so that for all values of the universals there is a consistent assignment.
All direct algorithms for QCSPs are based on the above scheme to systematically traverse the search space. QCSP-Solve significantly enhances the basic algorithm with various look-ahead and look-back features. QCSP-Solve's main features are the following: Arc consistency is applied during preprocessing to remove all constraints of the form ∃ x i ∀ x j , c(x i , x j ) and ∀ x i ∀ x j , c(x i , x j ) and also prune the domains of existentials. Forward checking (or arc consistency) is applied after each variable instantiation to prune the domains of future existential variables and discover dead-ends early. Before assigning a value to a universal variable, QCSP-Solve performs forward checking (or arc consistency) for all the available values of the variable. These variations of FC and MAC, called FC1 and MAC1 in [5] , can discover dead-ends earlier than the standard versions. The pure value rule, which is the equivalent of the pure literal rule for QBF, is also applied during search. According to this rule, if a value of an existential has no conflicts with values of future variables then the existential is immediately assigned with that value. If a value of a universal has no conflicts with values of future variables then it is removed from the domain of the universal.
When encountering a dead-end, QCSP-Solve applies conflict-based backjumping (CBJ) to backjump to a variable that is responsible for the dead-end. After reaching a consistent leaf node, solution-directed pruning (SDP) is applied to the last universal (and possibly others further back) to avoid redundant search. SDP identifies the values of the last universal that are compatible with all the assignments of the future existentials in the previous path to a consistent leaf node, and avoids running a search for them. If there are no more values for the last universal, SDP is applied for the universal immediately before the last in Q. This is repeated recursively until a universal is found with at least one value for which SDP does not apply. QCSP-Solve then backjumps to this universal.
Motivation
Before describing the framework for repair-based search, let us first discuss the motivation behind the application of such methods. As mentioned in the Intro-duction, solving a QCSP involves solving a large number of similar standard CSPs. What does this mean? Consider a QCSP QC where there are k existentials after the last universal x i in Q. When variable x i is reached for the first time by a backtracking algorithm, it will be assigned its first value, say a, and then essentially a standard search will commence in the CSP comprising of the remaining k existentials. Assuming a solution is found, the algorithm will backtrack to x i , assign it its next value, say b, and start another search in the CSP comprising of the k existentials. These two searches will be performed in two CSPs that are very similar. The only difference is that x i takes value a in the first, and value b in the second. Now, since we already have a solution for the first CSP, the only way that this not a solution for the second CSP as well, is if assignment (x i , b) is in conflict with a subset of the assignments that the k existentials have in the first solution. If this subset is small, it is reasonable to try to repair it (i.e. change the assignments of the variables involved in it so that they become consistent), instead of starting search from scratch.
The following example illustrates the above point, and shows how search effort can be saved using repair-based techniques.
Example 2. Consider a QCSP QC where Q = ∀x 1 ∃x 2 ∃x 3 ∃x 4 , and
. Assume that after instantiating x 1 to 0, a solution is found with x 2 = x 3 = x 4 = 2. A standard search algorithm like QCSP-Solve will now backtrack to x 1 , assign it value 1 and try to find a consistent instantiation of the existentials. Assuming that the only consistent instantiation is (x 2 = 2, x 3 = 2, x 4 = 1), QCSP-Solve will exhaustively search the subtrees rooted at the circled nodes in Figure 1 before discovering this. On the other hand, a repair-based method will use the previous solution (x 2 = x 3 = x 4 = 2) to guide a (complete or incomplete) search in the space of repairs. Assume that value 1 of x 1 is consistent with value 2 of both x 2 and x 3 . Also, it is in conflict with values 0 and 2 of x 4 , but consistent with value 1. Finally, value 1 of x 4 is consistent with value 2 of both x 2 and x 3 . A repair-based method can proceed as follows: Since the assignments in the guiding previous solution of both x 2 and x 3 are consistent with the new assignment of x 1 , it will try to repair the inconsistent assignment of x 4 . The only consistent value of x 4 is 1, which will be assigned to it and the algorithm will terminate avoiding fruitless search. Note that the SDP feature of QCSP-Solve cannot detect this since value 1 of x 1 is not consistent with the previous assignments of all existentials after x 1 .
It is important to point out that the applicability of repair-based methods is not restricted to the last universal in Q, or to universals only. Consider an arbitrary universal x i that has been assigned its first value a. If the algorithm determines that the future problem is consistent then it will backtrack to x i and assign it its next value b. A repair-based method can use the assignments of the variables after x i , along the previously discovered path to a consistent leaf node, as a tentative initial assignment for these variables. This assignment will guide search, in the space of repairs, for a path to a consistent leaf node, which will now include assignment (x i , b). The process can work in a similar way for existentials. This is similar to the way WalkQSAT operates in QBF. These issues will be clarified below, after the framework for repair-based search is presented.
Repair-based Search
A high level description of a framework for repair-based search in QCSPs, called RB-Schema (from Repair-Based-Schema), is shown in Figure 2 . It takes a QCSP QC and returns TRUE if the problem is satisfiable, and FALSE otherwise. Note that if the repair-based method used is incomplete then FALSE will not necessarily mean that the problem is unsatisfiable. RB-Schema is based on a standard backtracking search procedure as described above. The main difference with the existing algorithms, such as QCSP-Solve, is that whenever a backtrack to a universal or existential variable is performed, RB-Schema tries to reach a consistent leaf node by repairing the assignments of the variables in the previously discovered solution. In Figure 2 , -c var is the current variable and prev var is the variable that was visited by the algorithm immediately before c var. That is, if the algorithm is moving forward, prev var is c var − 1. If the algorithm backtracks from a variable x i to c var then prev var is x i . -Propagate() is a function that propagates the current variable assignment to the future (unassigned) variables (f uture vars). It can be instantiated to forward checking, arc consistency, or any other propagation method. -Repair() is a function that implements a repair-based method for CSPs. It takes as input the set of future variables and the previously found solution (prev sol), and it tries to repair prev sol so that it is consistent with the new assignment of c var (and all assignments of variables before c var).
For reasons of simplicity we do not include the updates of prev sol in the pseudocode. The actual implementation of function Repair() depends on the repair-based method used.
Boolean RB-Schema (Q,
if there is no domain wipe-out 10:
if c var is the last variable in Q 11:
c var ← previously assigned universal variable 12:
else if c var > prev var or no consistent leaf node has been found 13:
c var ← next unassigned variable 14:
else RB-Schema operates in exactly the same way as a standard backtracking algorithm until it reaches the first consistent leaf node. Lines 12 and 26 ensure this by preventing calls to Repair() unless a consistent leaf node has been found. Thereafter, RB-Schema works as follows.
After Note that when Repair() is called (line 15 or 29) there are two alternative ways in which the future subproblem (i.e. the problem defined by variables after c var in Q) can be viewed by the repair-based method:
1. All variables in the future subproblem, including universals, can be viewed as existentials. In this case, the repair-based method will be free to change the assignment of any variable while trying to repair the previous solution. This is the approach followed in [3] . 2. All universals in the future subproblem can be can be viewed as fixed to the assignment they had in the previous solution. In this case, the repair-based method will only be able to change the assignments of existential variables while repairing the previous solution.
The only practical difference between the two approaches is that they may iterate through the domains of some universals in different orders.
The currently implemented instantiations of RB-Schema incorporate FC1 look-ahead and the pure value rule. In order to keep the pseudocode simple, these features are not shown in Figure 2 , but we should note that embedding them into RB-Schema is straightforward. Also, SDP is subsumed by any repair-based technique. However, CBJ has not yet been implemented within RB-Schema.
Example 3. Consider a QCSP QC, where Q = ∀x 1 ∃x 2 ∃x 3 ∀x 4 ∃x 5 ∃x 6 and all variables have {0, 1} domains. Assume that there are some constraints, which we do not mention for simplicity reasons. Figure 3 depicts a series of states during search that illustrate the way SB-Schema operates.
Starting with x 1 , SB-Schema will proceed to assign values to variables, just like a standard backtracking algorithm, until the first consistent leaf node is found. The path to this node includes the gray nodes of Figure 3a . Now the algorithm will backtrack to the last universal (x 4 ), assign it its next value, propagate the assignment, and call function Repair() to search for a consistent assignment of the future variables x 5 and x 6 . The repair-based method implemented by function Repair() will use the values that x 5 and x 6 had in the previous solution as a tentative assignment that will be repaired. The repaired assignment is depicted in Figure 3b . The numbers beside nodes (x 5 , 1) and (x 6 , 1)
give the values of the variables in the initial tentative assignment.
Since there are no more values in D(x 4 ), SB-Schema will backtrack further back to x 1 , assign it its next value, propagate the assignment, and call function Repair() to search for a consistent assignment of the future variables based on the previous solution. The repaired assignment is depicted in Figure 3c . Since SB-Schema has reached a consistent leaf node, it will backtrack to the previous universal (x 4 ) and assign it its next value (0). Let us assume that the propagation of this assignment results in a fail (i.e. a domain wipe-out of some future variable), as depicted in Figure 3d . SB-Schema will backtrack to the previous existential (x 3 ), assign it its next value, propagate the assignment, and call Repair() to search for a consistent assignment of the future variables. The repaired assignment is depicted in Figure 3e . Note that the assignment of x 4 has changed compared to the initial tentative assignment. This is because we assume that Repair() views all variables in the future subproblem as existentials when trying to repair the previous solution. Therefore, such a change is possible. Finally, SB-Schema will backtrack to x 4 , assign it its next value, propagate the assignment, and call Repair() to search for a consistent assignment of the future variables. The resulting assignment is depicted in Figure 3f. 
Instantiations of the Framework
In this section we show how the framework described above can be instantiated to yield complete or incomplete repair-based methods for QCSPs. We first describe a complete backtracking-based method and then an incomplete local search one. Both utilize the min-conflicts heuristic to guide the selection of variable assignment repairs. Finally, we discuss how the application of repair techniques can be modified to yield a more efficient algorithm. A Backtracking-based Method Various complete repair-based methods for CSPs have been proposed ( [8, 13, 12] ). Any of them can be used in the context of RB-Schema by implementing it as function Repair(). We have experimented with one the simplest methods; min-conflicts backtracking (originally called informed backtrack in [8] ). We now describe how it operates within RB-Schema. Assume that function Repair() is called after a backtrack to some universal or existential variable x i . The assignments of the variables after x i on the previously discovered path to a consistent leaf node are passed to Repair(). These comprise the initial tentative assignment that will be used to guide search in the space of repairs. Initially, all variables are in list VARS-LEFT, and as they are repaired, they are placed in list VARS-DONE. The values of all variables are ordered according to the min-conflicts heuristic. That is, in ascending order according to the number of conflicts with the assignments of variables in VARS-LEFT. If there is no way to repair the assignment of a variable without conflicting with the assignment of a variable in VARS-DONE, the algorithm backtracks to the previously repaired variable and undoes its assignment. Min-conflicts backtracking is essentially a complete backtracking algorithm that uses the min-conflicts heuristic for value ordering. In our implementation, we augmented the simple backtracking algorithm with forward checking and the pure value rule.
A Local Search Method Local search methods for CSPs have been widely studied and applied on large hard problems (for example, [8, 11] ). Any of them can be used in the context of RB-Schema by implementing it as function Repair(). We have experimented with one the simplest methods; min-conflicts hill-climbing [8] ). This algorithm tries to repair the initial tentative assignment by making a series of local moves. At each such move a variable that is in conflict is randomly selected and it is given the value which minimizes the number of conflicts with other variables. This process repeats until a consistent total assignment is found, or a local optimum is reached (i.e. no change in variable assignments can decrease the number of conflicts). In the former case, Repair() returns TRUE, and in the latter FALSE. Although many techniques for escaping local optima have been proposed, for the purposes of this paper we only implemented the basic minconflicts procedure. Since min-conflicts hill-climbing is incomplete, RB-Schema instantiated with this method is also incomplete.
Min-conflicts hill-climbing can be easily modified to return UNKNOWN instead of FALSE when it gets stuck in a local optimum. This will help determine if the QCSP is actually unsatisfiable or the result is unspecified due to the solver's incompleteness. Like WalkQSAT for the case of QBF, an incomplete instantiation of RB-Schema can sometimes determine unsatisfiability because it performs constraint propagation. The most trivial case is the one where the first variable in Q is universal and, when propagated, all its possible assignments result in a domain-wipeout.
Modifying the Repair-based Approach RB-Schema calls function Repair() each time a backtrack is performed. However, as we discovered empirically, this is not always efficient. One of the reasons is that the interplay between the underlying backtracking algorithm and function Repair() adds a lot of cpu time overhead, due to various data structures that need to be maintained. We discovered that RB-Schema, instantiated in any of the above ways, becomes much more efficient when restricted in the following way: For any block of consecutive universals ∀x i . . . ∀x j , Repair() is called only for the last one (x j ). Universals x i , . . . , x j−1 are assigned one by one as usual. Apart from avoiding the overheads explained above, this can result in earlier domain wipe-out detection. Assume that the propagation of all possible assignments of variable x i+1 results in a domain wipe-out. Standard RB-Schema will discover this when the first backtrack to x i+1 occurs and FC1 is applied. This means that all assignments of variables x i+2 , . . . , x j will be tried first. On the other hand, the restricted version of RBSchema will first instantiate x i and then move on to x i+1 . At this point FC1 will be applied and the dead end will be discovered. All the experiments reported in the following section were performed with this version of RB-Schema.
Apart from its inherent incompleteness, RB-Schema instantiated with an incomplete repair-based method suffers from another drawback. Consider the case where c var is universal and Repair() returns FALSE (or UNKNOWN) while there actually exists a solution in the future subproblem. This will force a backtrack to the previous existential which may cause the exploration of a large portion of the search space. On the other hand, it is possible that a complete method, which identified the solution, could proceed to prove the satisfiability of the QCSP in a few steps. To avoid such phenomena, we experimented with a simple variation of RB-Schema where a call to Repair() initiates a min-conflicts hill climbing search, and in case of failure, min-conflicts backtracking is then called. This ensures that the algorithm is complete.
In this section we present indicative results from an experimental comparison between repair-based techniques and QCSP-Solve on randomly generated problems. We only experimented with random problems because, currently, QCSPSolve can only deal with binary and ternary constraints. This limitation, which is unrelated to the approach presented in this paper, prohibits us, for the time being, from using realistic QCSPs from areas such as configuration and game playing, where non-binary constraints of high arities are present.
Random problems were created using the generation model proposed in [5] . In this model variables are quantified in three blocks, a block of existentials followed by a block of universals, then another block of existentials. The generator takes 7 parameters: < n, n ∀ , n pos , d, p, q ∀∃ , q ∃∃ > where n is the total number of variables, n ∀ is the number of universals, n pos is the position of the first universal in Q, d is the uniform domain size, and p is the number of binary constraints as a fraction of all possible constraints. All constraints are of type
and ∀ x i ∀ x j , c(x i , x j ) can be removed by applying arc consistency as a preprocessing step [7] , and therefore, no such constraints are generated. q ∃∃ specifies the number of allowed tuples in ∃ x i ∃ x j , c(x i , x j ) constraints as a fraction of all possible tuples. For ∀ x i ∃ x j , c(x i , x j ) constraints, a random total bijection from D(x i ) to D(x j ) is generated and q ∀∃ specifies the fraction of allowed tuples from the d tuples in the bijection. All tuples not in the bijection are allowed. This feature of the generation model ensures that, under certain parameter settings, the generated instances are free from a flaw of the generation model used in [7] .
Apart from problems where variables are quantified in three blocks, we also experimented with problems where there are five blocks of variables with alternating quantification, starting with a block of existentials. Such problems were generated in a way similar to the one described above. -SB-Schema-MCback is constantly slower (around 2-3 times) than QCSPSolve. SB-Schema-MCback reduces slightly the numbers of node visits compared to QCSP-Solve, but the reduction is not enough to overcome the overheads caused by the interaction between the underlying backtracking procedure and the repair-based method. However, we have to keep in mind that min-conflicts backtracking is a rather simplistic algorithm. Other, more advanced, complete methods can potentially be competitive with QCSP-Solve. -SB-Schema-MChc is constantly faster than QCSP-Solve. For high values of q ∃∃ (≥ 0.75), where all problems are satisfiable, SB-Schema-MChc successfully solves all instances. However, for low values of q ∃∃ (≤ 0.60), where all problems are unsatisfiable, SB-Schema-MChc returns UNKNOWN (i.e. it is unable to determine unsatisfiability) for the majority of instances. Similarly, at the phase transition region there are many unsatisfiable instances for which SB-Schema-MChc returns UNKNOWN. Around the phase transition there are also a few instances for which SB-Schema-MChc displays the problematic behavior explained in Section 4. Because of them the average run times of SB-Schema-MChc are not much better than QCSP-Solve, despite the fact that for the majority of instances SB-Schema-MChc is much faster.
-SB-Schema-MCcomb is slower than QCSP-Solve in the insoluble region and faster in the soluble one and at the phase transition. This can be explained if we consider that for insoluble problems SB-Schema-MCcomb makes a lot of calls to the min-conflicts backtracking procedure because min-conflicts hill climbing fails very often. For soluble ones the calls to min-conflicts hill climbing find a solution fast most of the times, avoiding calls to min-conflicts backtracking. Also, at the phase transition the call to min-conflicts backtracking after a failed min-conflicts hill climbing ensures that the problematic behavior of SB-Schema-MChc is alleviated.
Overall, we can see that simple repair-based methods can outperform (though not significantly) the state-of-the-art solver QCSP-Solve, especially for satisfiable instances. We conjecture that the performance of SB-Schema can be significantly enhanced by applying more advanced repair-based techniques and augmenting the underlying backtracking algorithm with capabilities such as CBJ.
In this paper we studied repair-based methods for QCSPs. We demonstrated that such methods are promising because QCSPs involve many searches in very similar CSPs. We showed how a flexible framework, within which any repair-based method can be implemented, can be built on top of a standard backtracking algorithm. Preliminary experiments showed that simple implementations of the framework based on the min-conflicts heuristic can outperform QCSP-Solve, a state-of-the-art QCSP solver. As future work we intend to consider more advanced backtracking and local search instantiations of the repair-based framework. Also, we plan to investigate hybrid algorithms that, depending on the problem properties, either apply standard search or repair-based methods.
