Abstract-In this paper we describe an implementation of a method for blurred pictures restoring. We consider uniform, linear photo-camera shift (movement) while picture is taken. In this case, a picture, formed on a chip of a camera, is not static, but moving along some straight line, and as a result photo is blurred. Blurred picture can be seen as a convolution of two functionsone describes initial picture, another is point-spread (or blurring) function (PSF) [1]- [3] . "Deblurred" picture can be found as a deconvolution of the given picture with known PSF [1], [2] . To do this it is convenient to use Fourier transform and apply the convolution theorem. But it leads to division by 0, and thus the method is unstable. We suggest two heuristics to avoid division by 0 and compare them with the known one [2] .
I. INTRODUCTION
Rapid development of computers brings lots of new possibilities into the world of picture processing. Some operations become easier with a computer -like colour correction, or appliqué creation etc -some become possible by themselves. One of such operation, which has no "manual" implementation, is picture deblurring [1] - [3] .
In this paper we tell about our program which restores blurred pictures, taken by a digital camera. We use wellknown method of deconvolution of two signals [1] , [2] . The idea of the method is to describe blurring as a convolution of two functions and then to use Fourier transform to solve corresponding equation. However, this equation does not have a solution in general, since at some points it requires division by 0. To overtake this hardship there are several approaches.
One is known as Wiener deconvolution [4] . It relies on the fact, that in practice there is no measurement of a signal which can be done without noise. So the noise-to-signal ratio is never 0 and being added to the denominator of the deconvolution fraction it helps to avoid division by 0.
Another one is suggested by the authors of [2] and actually is application of the regularizing theory by Tikhonov [5] . They also modify the denominator of the deconvolution fraction in such a way, that it never turns 0. The idea comes from the fact, that we can tolerate the solution to be not exact but approximate.
Also we should mention Richardson-Lucy deconvolution [6] . It does not use Fourier transformation and being an iterative method it is considered to be very slow. Its implementation is used, for example, in ASTRA IMAGE software [7] .
All mentioned methods assume the point-spread (or blurring) function (PSF) to be known. However there are bunch of works, devoted to automatic PSF reconstruction [3] , [8], [9] .
In our work we assume PSF to be known and to be one of the simplest type: uniform, linear shift of a camera. We use Fourier transform based deconvolution and suggest two new heuristics to avoid division by 0, which prove to work well according to our experiments, and which, we believer, are a bit simpler then Wiener or Tikhonov deconvolution. The idea is to modify denominator of the deconvolution fraction only when there is a need in division by 0. Then we replace denominator with 1, so there is no any division (first heuristics) or with the value which was used in divison at previous point (second heuristics).
The rest paper is structured as follows. In section II brief description of the method is given. Section III tells about the application itself. In section IV we show some experimental results, and section V concludes the paper.
II. METHOD DESCRIPTION

A. Picture and its blurring
A picture may be defined as a function ( , ), where and are coordinates on a plane of the camera sensor [4] . The value of at a point ( , ) is intensity of the light beam which has reached this point.
If the camera or the picturing object is moving while shutter is open, then a light point, formed on the sensor by the camera lens, will travel along some line and as a resulting in a blurred picture ( Figure 1 ).
In our work we assume, that the camera (or object) motion is straight-line and uniform (without acceleration). In this case the travelling line of light points will be rectilinear segment of a length , and the light intensity of the point will be uniformly distributed along this line. Without loss of generality we can assume, that the movement occurs along the axis . Then intensity of light ( , ), measured by the sensor at the point ( , ), can be counted by the following formula . . .
where ( , ) -picture which would be got, if there were no movement (and blurring),
The expression (1) is a convolution-like equation for function ( , ), which is a original unblurred picture. Applying Fourier transform to the both sides of the equation (1) and keeping in mind convolution theorem [10] we shall get algebraic equation for Fourier image ( , ) of the function ( , ): ( , ) = ( ) ( , ). Unfortunately, | ( )| turns 0 (or, with no difference, very small) for some values of and in this points solution could not be found as
B. Different approaches to avoid division by 0
There are several approaches to avoid division on 0 in expression (2) . The historically first approach should be considered deconvolution, based on Wiener's filter [?]:
where NSR( ) > 0 is noise-to-signal ratio, and since it is hard to have a measurement without noise, this function in practice is never 0. In most application it can be replaced with some a priory known constant. In [2] it is suggested to find solution in the form
where and are heuristics parameters. This formula comes from the regularizing theory by Tikhonov [5] . It is easy to see, that in certain cases Tikhonov deconvolution turns into Wiener deconvolution, for example, when = 0 and = NSR = const.
We use a little bit different approach. We suggest to keep formula (2) intact while there is no division by 0 and only in cases of such , that | ( )| 2 < replace | ( )| 2 with 1 (then there is no division), or with the value which was used obtained for previous . Here is a priory specified (by user) threshold.
C. Digital case
Since all pictures we deal with are taken by digital camera, function ( , ) (as well as ( , ) and ( )) and its arguments and will take discrete values within certain limits. Usually, for 24-bit .bmp files, which we shall use for our application, value of intensity of a channel (red, green or blue) lies within 0 and 255, 0 stands for the lowest intensity (no light), 255 -the highest. Intensity, which is less then the lowest is considered to be 0, and which is more then the highest -255.
Values are measured equidistantly all over camera's sensor, which is usually rectangular. Points of the measurement are called pixels. Upper left pixel has coordinates (0, 0), next right to it -(1, 0) etc; next bottom to the pixel (0, 0) is pixel (0, 1) etc. Thus, digital picture is a matrix u, where u( , ) is intensity, measured at pixel ( , ), ∈ {0, 1, . . . − 1}, ∈ {0, 1, . . . − 1}, -width of the picture in pixels, -its height. Note, that we consider first index of the matrix to be its column, and second -row.
In the digital case, the integral in (1) should be replaced by the sum:
and Fourier transform becomes the discrete Fourier transform, when we try to find a solution for (3):
Here V -is the Fourier image of the unblurred digital picture v, U -is the Fourier image of the blurred digital picture u, taken by the camera, K -is the Fourier image of the blurring vector k. Again, for some |K( )| 2 may turn 0 or become small enough to make division in (4) invalid. If that happens, our program replaces |K( )| 2 with 1 or replaces K( ) with the value K( − 1), depending on what heuristics was chosen by a user.
We measure blurring distance in pixels, which, we think, is the most convenient way. So, the value of is integer and has the following meaning. Suppose = 5. Then a light point, which in other circumstances would result as a pixel ( , ) with intensity v( , ), "spreads" its intensity among pixels ( , ), ( + 1, ), ( + 2, ), . . . ( + 4, ) and each gets 1/ = 1/5 part of the original intensity v( , ), and thus k = ⟨ 
III. METHOD IMPLEMENTATION
For implementation of the method, described in section II, we have chosen JAVA and NETBEANS [11] as IDE. For the discrete Fourier transform we decided to use THE APACHE SOFTWARE FOUNDATION implementation [12] of Fast Fourier Transform algorithm [10] . This fact implies some restrictions for the width of a picture: it should be of an integral extent of 2. We decided to be 2 10 = 1024.
The application works with files of 24-bit .bmp pictures of width 1024 pixels. Due to our assumption, that blurring is happening along axis , each line of the picture (the row in terms of matrix) is processed separately (and the line has three independent channels: red, blue and green).
Interface of the program you can see in Figure 2 . On the left 
IV. SOME EXPERIMENTS WITH THE PROGRAM
Here we present some examples of pictures, restored by our program. First we use artificially blurred picture (Figure 3 b) ), blurring distance is 80 pixels. Restored picture is shown in Figure 4 . There we used first heuristics: replacement of values of |K( )| 2 < with 1, where = 0.01.
Then we took a picture of a sheet of paper with Figure 3a while moving the camera (see Figure 5 ). Result of restore is shown in Figure 6 . V. CONCLUSION In this paper we have presented our implementation of the picture deblurring method, based on deconvolution. Blurring process in most cases is a process with loss of data: at some points value of Fourier image ( ) of PSF ( ) becomes 0, causing loss of data. This means, that equation (1) has no solution for ( , ) (deblurred picture). To get some function, close enough to the solution of (1) authors of [2] suggested to use Tikhonov deconvolution, replacing 1/ ( ) with * ( )/(| ( )| 2 + 2 ), where and are parameters of their heuristics. Another well-known approach is to use Wiener's deconvolution [4] Here we have developed our own heuristics: replace ( ) with 1 or replace ( ) with the value from previous point whenever | ( )| 2 becomes less then some predefined by a user threshold. Experiments have shown, that our approach is capable to work with artificially created blurred pictures as well as with blurred pictures taken by real camera.
