Comparison of text synchronization algorithms in collaborative editing by Bregant, Marko
Univerza v Ljubljani
Fakulteta za racˇunalnisˇtvo in informatiko
Marko Bregant
Primerjava algoritmov za usklajevanje
besedil pri skupinskem urejanju
DIPLOMSKO DELO
UNIVERZITETNI SˇTUDIJSKI PROGRAM PRVE STOPNJE
RACˇUNALNISˇTVO IN INFORMATIKA
Mentor: izr. prof. dr. Zoran Bosnic´
Ljubljana, 2014

Rezultati diplomskega dela so intelektualna lastnina avtorja in Fakultete za racˇunalnisˇtvo in
informatiko Univerze v Ljubljani. Za objavljanje ali izkorisˇcˇanje rezultatov diplomskega dela
je potrebno pisno soglasje avtorja, Fakultete za racˇunalnisˇtvo in informatiko ter mentorja.

Fakulteta za racˇunalnisˇtvo in informatiko izdaja naslednjo nalogo:
Tematika naloge:
S porastom interneta je porasel tudi nabor spletnih aplikacij, ki omogocˇajo hkratno
skupinsko delo vecˇ uporabnikov. Primer taksˇne aplikacije so urejevalniki besedil v
realnem cˇasu. Kandidat naj v diplomski nalogi opisˇe in primerja najbolj pogoste
algoritme, ki se uporabljajo za usklajevanje (sinhronizacijo) besedil pri skupinskem
urejanju besedil v stvarnem cˇasu (kot ga npr. ponujata Google Documents in Microsoft
OneDrive). Od primerjanih pristopov naj po lastni presoji izbere najbolj primernega in
ga implementira v obliki skupinskega spletnega urejevalnika.

Izjava o avtorstvu diplomskega dela
Spodaj podpisani Marko Bregant, z vpisno sˇtevilko 63080011, sem avtor diplomskega
dela z naslovom:
Primerjava algoritmov za usklajevanje besedil pri skupinskem urejanju
S svojim podpisom zagotavljam, da:
• sem diplomsko delo izdelal samostojno pod mentorstvom izr. prof. dr. Zorana
Bosnic´a,
• so elektronska oblika diplomskega dela, naslov (slov., angl.), povzetek (slov.,
angl.) ter kljucˇne besede (slov., angl.) identicˇni s tiskano obliko diplomskega
dela,
• soglasˇam z javno objavo elektronske oblike diplomskega dela v zbirki “Dela FRI”.
V Ljubljani, dne 23. aprila 2014. Podpis avtorja:

Za vso pomocˇ in nasvete pri izdelavi diplomske naloge se zahvaljujem mentorju, izr. prof.
dr. Zoranu Bosnic´u. Zahvala gre tudi vsem sosˇolcem in prijateljem, ki so me tekom sˇtudija







2 Sodelovanje v realnem cˇasu 3
2.1 Socˇasnost in konsistentnost . . . . . . . . . . . . . . . . . . . . . . . . . . 4
3 Protokoli in algoritmi 7
3.1 Diferencˇna sinhronizacija . . . . . . . . . . . . . . . . . . . . . . . . . . . 7
3.1.1 Osnovna topologija . . . . . . . . . . . . . . . . . . . . . . . . . . . 8
3.1.2 Metoda dveh senc . . . . . . . . . . . . . . . . . . . . . . . . . . . 9
3.1.3 Metoda zagotovljene dostave . . . . . . . . . . . . . . . . . . . . . 11
3.2 Operativna transformacija . . . . . . . . . . . . . . . . . . . . . . . . . . . 16
3.2.1 Osnovno delovanje . . . . . . . . . . . . . . . . . . . . . . . . . . . 16
3.2.2 Protokol za sodelovanje . . . . . . . . . . . . . . . . . . . . . . . . 19
3.3 Brez operativne transformacije . . . . . . . . . . . . . . . . . . . . . . . . 26
3.3.1 Podatkovni model . . . . . . . . . . . . . . . . . . . . . . . . . . . 26
3.3.2 Operacije . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 27
3.3.3 Odjemalec-odjemalec sodelovanje . . . . . . . . . . . . . . . . . . 29
4 Primerjava protokolov za skupinsko urejanje 33
4.1 Hranjenje dokumenta . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 33
4.2 Struktura porazdelitve . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 35
4.3 Pocˇasna povezava . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 36
4.4 Zaznavanje sprememb . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 37
KAZALO
4.5 Problem socˇasnosti . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 39
4.6 Zahtevnost protokola . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 41
5 Iskanje razlik 43
5.1 Najdaljsˇe skupno zaporedje . . . . . . . . . . . . . . . . . . . . . . . . . . 44
5.2 Najmanjsˇa razdalja urejanja . . . . . . . . . . . . . . . . . . . . . . . . . . 47
5.3 Scenarij najkrajsˇega urejanja . . . . . . . . . . . . . . . . . . . . . . . . . . 50
6 Implementacija urejevalnika 57
6.1 Zasnova in prijava . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 57
6.2 Iskanje razlik . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 58
6.3 Operativna transformacija . . . . . . . . . . . . . . . . . . . . . . . . . . . 59
6.4 Uporabnisˇki vmesnik aplikacije . . . . . . . . . . . . . . . . . . . . . . . . 66




Diferencˇna sinhronizacija, vecˇ v Poglavju 3.1.
OT (Operational Transformation)
Operativna transformacija, vecˇ v Poglavju 3.2.
WOOT (WithOut Operational Transformation)
Brez operativne transformacije, vecˇ v Poglavju 3.3.
AJAX (Asynchronous JavaScript and XML)
Asinhroni JavaScript in XML.
API (Application Programming Interface)
Vmesnik za programiranje aplikacij.
JS (JavaScript)
Programski jezik, ki omogocˇa izdelavo in prikaz dinamicˇnih spletnih strani. Z
nastankom platforme node.js se ga vedno vecˇ uporablja tudi na strezˇnisˇkem delu.
XML (Extensible Markup Language)
Razsˇirljiv oznacˇevalni jezik. Njegovo popularnost izpodriva JSON.
JSON (JavaScript Object Notation)
Oblika zapisa podatkov, ki se vecˇinoma uporablja za posˇiljanje podatkov med
odjemalcem in strezˇnikom.
SIGCE (The Special Interest Group on Collaborative Computing)
Skupina, ki promovira raziskovalce na podrocˇju skupinskega urejanja.
CE (Collaborative Editing)
Sodelovalno urejanje ali skupinsko urejanje.

Povzetek
Le malokdo si je v zacˇetku razvoja interneta predstavljal, da bomo ljudje na oddalje-
nih lokacijah komunicirali takojsˇnje. Danes obstaja na spletu mnogo razlicˇnih orodij,
ki omogocˇajo sodelovanje uporabnikov. Primer je urejanje golega besedila v real-
nem cˇasu. V diplomski nalogi smo analizirali in primerjali tri algoritme, na katerih
temeljijo omenjena orodja, to so: Diferencˇna sinhronizacija, Operativna transforma-
cija in pristop Brez operativne transformacije. Pri primerjavi njihovih lastnosti se
je Operativna transformacija izkazala za najboljsˇo. V prakticˇnemu delu diplomske
naloge smo tako implementirali enostaven spletni urejevalnik na osnovi Operativne
transformacije. Urejevalnik je mocˇno odvisen od majhnih sprememb, ki jih naredijo
uporabniki in se razposˇljejo drugim uporabnikom. Zaradi tega smo morali imple-
mentirati tudi algoritem za iskanje razlik v besedilu. Koncˇni produkt je dosegljiv na
http://diploma.marek.si/.




Hardly anyone in the early development of the internet imagined that people on re-
mote locations will communicate instantly. Today there are various online tools that
provide users collaboration. An example is editing plain text in real time. In this thesis
we analyzed and compared three algorithms underlying these tools: Differential Syn-
chronization, Operational Transformation and WithOut Operational Transformation.
After comparing the characteristics the Operational Transformation has proved to be
one of the most efficient. In the practical part of the thesis we implemented a simple
web editor based on the Operational Transformation. Editor considers the small chan-
ges made by a user and sent to other users. Because of this reason we have needed
to implement the algorithm used to find differences in the text. The final product is
available on http://diploma.marek.si/.





Sˇe ne dolgo nazaj se nam je zdel internet pocˇasen. Vse skupaj je delovalo zelo staticˇno.
Lahko bi rekli, da smo dve desetletji nazaj splet uporabljali le za brskanje. Nato
so se pocˇasi pojavile spletne strani, ki so omogocˇale nekaj malega interaktivnosti.
To so bile funkcionalnosti, kot so vpisovanje komentarjev, iskalniki, spletne galerije,
forumi, ... Danes se nam zdijo te funkcionalnosti zˇe skoraj integrirane v spletnih apli-
kacijah. Lahko se ozremo nazaj in recˇemo, da so bili to prvi zametki, ki so uporabnikom
omogocˇili, da ustvarjajo splet, kot ga poznamo danes. Z nadgrajevanjem internetne
infrastrukture so se povecˇale hitrosti prenosa podatkov. Z razvojem spletnih tehnologij
se je izboljsˇala celotna uporabnisˇka izkusˇnja. V zadnjih dvajsetih letih smo bili pricˇa
napredku tako na programski kot tudi na strojni opremi. Na tem mestu se je smiselno
vprasˇati, kaj je bilo tisto bistveno, ki je celotno zadevo izboljsˇalo, in kako se bo iz-
boljsˇevala v prihodnosti. Komunikacija med odjemalcem (angl. client) na eni strani in
strezˇnikom (angl. server) na drugi strani sˇe vedno deluje po istem principu kot dvajset
let nazaj. Odjemalec vzpostavi komunikacijo s strezˇnikom. Od njega zahteva neko
akcijo in slednji jo izvrsˇi. Razlika je v mediju po katerem poteka komunikacija. Po
opticˇnih vlaknih je le-ta omejena s svetlobno hitrostjo. Govorimo o prenosu podatkov
v realnem cˇasu.
V okviru diplomske naloge bi radi preucˇili algoritme in raziskali celoten sistem,
ki na spletu omogocˇa urejanje golega besedila v realnem cˇasu. Tega se bomo lotili
tako, da bomo pregledali raziskave, ki so bile objavljene v akademski sferi. Leta
1989 so se pojavili prvi zapisi [1] o zagotavljanju vmesnika za deljno okolje (angl.
shared environment). V naslednjih nekaj letih so bile na tej podlagi predlagane nekatere
izboljsˇave. Kasneje je pri raziskavah precej pripomogla tudi ustanovitev SIGCE [3],
ki promovira raziskovalce na tem podrocˇju. Skratka, preleteli bomo nekaj raziskav s
tega podrocˇja. Po pridobljenem teoreticˇnem znanju bomo poiskali cˇlanke, ki so bili
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napisani s strani industrije. Radi bi izvedeli, kaj od teorije se lahko uporabi v praksi.
Nekateri algoritmi, ki so bili na akademskem podrocˇju uspesˇni, so se implementirali
v koncˇnih ali v pol produktih. Najvecˇ uporabnih informacij bomo dobili od protokola
Google Wave [4]. Ne smemo pa pozabiti, da obstaja mnogo drugih uporabnih orodij,
od katerih se lahko naucˇimo prakticˇnega dela. Za zgled lahko vzamemo share.js [6].
Cilj diplomske naloge je, da zasnujemo enega izmed algoritmov na plaformi node.js
[7]. Ker hocˇemo dosecˇi, da je algoritem na strezˇnisˇkem delu kar se da neodvisen od
odjemalcev, mora delovati kot API. Kot smo omenili, je uporabnost take izvedbe ravno
v tem, da je neodvisen od odjemalcev, ki se nanj povezujejo, naj si bo spletna aplikacija
ali mobilna naprava. Poleg tega tak nacˇin izvedbe spodbuja nadaljnji razvoj celotnega
sistema na razlicˇnih odjemalcih.
Po uvodu bomo v drugem poglavju najprej predstavili problem in izzive sodelo-
vanja v realnem cˇasu. V tretjem poglavju bomo preucˇili protokole in algoritme za
sodelovanje v realnem cˇasu. V cˇetrem poglavju jih bomo primerjali po njihovih lastno-
stih. V petem poglavju bomo poiskali algoritem za iskanje razlik v besedilu. V sˇestem
poglavju bomo opisali nasˇo implementacijo zasnove urejevalnikov v realnem cˇasu. Na
koncu, v sedmem poglavju, sledijo sˇe sklepne ugotovitve.
Poglavje 2
Sodelovanje v realnem cˇasu
Leta 2005 se je zacˇela uveljavljati tehnologija AJAX. Njen glavni namen je, da odjemalcu
omogocˇa posˇiljanje asinhronih zahtev na strezˇnik. V praksi je bila razlika vidna v
osvezˇevanju spletnih strani. V preteklosti je brskalnik osvezˇil celotno spletno stran za
vsako zahtevo, ki jo je naredil na strezˇnik. Uporaba AJAX-a pa omogocˇa, da so zahteve
na strezˇnik manjsˇe, bolj dinamicˇne in najpomembnejsˇe, asinhrone. Namesto celotne
strani lahko osvezˇimo le manjsˇi del. Od strezˇnika lahko zahtevamo ali mu posˇljemo le
nekaj podatkov. Kako pogosto delamo asinhrone zahtevke, ni pomemebno - naj si bo
za vsako uporabnikovo interakcijo ali ponavljajocˇe z metodo pozivanja (angl. polling)
[10] ali dolgega pozivanja (angl. long polling).
Naslednja pomembna stvar na spletu so spletni vticˇi (angl. WebSockets), ki so
trenutno sˇe v povojih. Danes naj bi jih podpirali zˇe vsi najnovejsˇi brskalniki, vendar jih
uporabljajo le redke spletne aplikacije. Sprememba, ki jih prinasˇajo spleti vticˇi, je nacˇin
komunikacije med odjemalcem in strezˇnikom. Omogocˇajo dvosmerno komunikacijo
[5]. Po novem lahko tudi strezˇnik posˇilja zahtevo odjemalcu.
Ti dve tehnologiji omenjamo zato, ker sta in bosta najvecˇ prispevali k izboljsˇanju
uporabnisˇke izkusˇnje na spletu. Interakcija med odjemalcem in strezˇnikom je postala
bolj tekocˇa, kot je bila v preteklosti. Z njo nam je bila dana mozˇnost za razvoj orodij za
sodelovanje v realnem cˇasu (angl. real-time collaboration tools). Obstaja zˇe mnogo orodij,
ki preko sodelovanja (angl. collaboration) resˇujejo nek specificˇen problem. Na podoben
problem smo naleteli tudi sami, in sicer urejanje besedila v realnem cˇasu. Z urejanjem
besedila nimamo v mislih oznacˇevanje besedila s krepko, lezˇecˇo, podcˇrtano pisavo
in tako naprej, ampak za urejanje golega besedila kot takega. Uporabnik lahko doda
ali pobrisˇe cˇrko, se pravi operira z manjsˇimi enotami (cˇrke, besede), ki se zdruzˇujejo
v vecˇje enote (stavki, povedi, sporocˇilo, besedilo, dokument). Sistem mora skrbeti za
izmenjevanje nastalega besedila med udelezˇenci [12]. Na tak nacˇin delujejo spletna kle-
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petalnica. Udelezˇenci v pogovoru si izmenjujo sporocˇila, naj bodo to vecˇja ali manjsˇe
enote. Sistem mora le skrbeti, da se le-te pravilno prenesejo med udelezˇence pogovora.
Vendar zadeva ni niti priblizˇno tako enostavna. Bistvena razlika urejevalnika v real-
nem cˇasu v primerjavi s spletno klepetalnico je v obliki hranjenja in operiranja nastalih
podatkov. Pri spletnih klepetalnicah se vsako posamezno sporocˇilo na strezˇniku hrani
kot samostojno enoto, ki se jo v celoti razposˇlje med udelezˇence. Pri urejevalnikih be-
sedila v realnem cˇasu pa je besedilo, ki ga udelezˇenci urejajo, enotno za vse udelezˇence
hkrati. Zaradi razumljivosti bomo v nadaljevanju besedilo, ki ga urejajo uporabniki,
poimenovali dokument. Lahko bi rekli, da vsak udelezˇenec ureja svoj lokalni doku-
ment, preko katerega nastaja skupni dokument. Posamezne manjsˇe enote besedila, ki
se izmenjujejo med udelezˇenci, so le kosˇcˇki celotnega dokumenta. Pred tako nastalim
dokumentom mora delovati algoritem, ki zna te manjsˇa enote besedila zdruzˇevati v
dokument [11].
2.1 Socˇasnost in konsistentnost
Da bo problem razumljiv tudi najmanj vesˇcˇemu poznavalcu tehnologij, bomo problem
predstavili na konkretnem primeru [8] med dvema udelezˇencema (angl. participants)
oziroma uporabnikoma. Predstavljajmo si uporabnika Aljo in Bineta, ki za nakupovanje
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Slika 2.1: Diagram socˇasnega urejanja nakupovalnega listka, pri cˇemer mora Alja dvakrat vpisati svojo
zˇeljo po sadju. Njena prva sprememba ni dosegla pravilnega ucˇinka ali povedano drugacˇe, namen prve
spremembe (angl. intention preservation) ni bil ohranjen [3].
Trenutno imata na seznamu mleko, kosmicˇe in pisˇkote. To so stvari, ki jih obicˇajano
kupita vsako soboto. Alja se odlocˇi, da bo ta vikend namesto pisˇkotov kupila sadje,
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zato uredi seznam tako, da pisˇkote zamenja s sadjem. Aplikacija spremembe posˇlje
tudi Binetu, ki nato vidi pisˇkote zamenjane s sadjem. Bine se odlocˇi, da bi tokrat
raje kupil cˇokolado, zato temu primerno spremeni seznam. Aplikacija posˇlje Binetove
spremembe Alji, ki sedaj vidi sadje, zamenjano s cˇokolado. Nezadovoljna Alja se z
Binetom dogovori za kompromis in doda sadje na seznam, tako da Binetova cˇokolada
sˇe vedno ostane na seznamu. Alja kot Bine imata sedaj na seznamu mleko, kosmicˇe,
cˇokolado in sadje, kot je prikazano na koncu Slike 2.1.
Pri tako fleksibilni interakciji lahko nastane konflikt. Alja bi lahko spremenila
pisˇkote v sadje socˇasno, kot bi Bine spremenil pisˇkote v cˇokolado. V primeru optimi-
sticˇnega nazdora socˇasnosti (angl. optimistic concurrency control) bi oba svoje spremembe
videla takoj [2]. Vendar Aljine spremembe potrebujejo nekaj cˇasa, da pridejo do Bineta.
Tudi Binetove spremembe potrebujejo nekaj cˇasa, da pridejo do Alje. Ta zamuda lahko
spremeni vrstni red Aljine in Binetove spremembe, kar povzrocˇi nakonsistentnost, kot
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Slika 2.2: Diagram socˇasnega urejanja nakupovalnega listka. Vprasˇaji v zadnjem koraku pomenijo, da
je seznam v konfliktu in mora biti razresˇen.
Predstavljajmo si enostavno resˇitev za posodabljanja nakupovalnega listka, ki Alji
in Binetu vedno pokazˇe zadnjo spremembo, ki je bila narejena na seznamu. Alja bi
pisˇkote spremenila v sadje, nato pa bi prisˇla Binetova sprememba v cˇokolado. Na
drugi strani je Bine pisˇkote spremenil v cˇokolado, nato pa bi sprejel Aljino sadje. V tem
primeru bi imela Alja in Bine na koncu dva razlicˇna seznama, cˇesar sploh ne bi opazila.
Primer slabega resˇevanja konfliktov je prikazan na Sliki 2.3.
Osnovna ideja vzdrzˇevanja konsistentnosti je v konvergenci (angl. convergence), ki
zagotavlja, da so replicirane kopije dokumentov identicˇne na vseh lokacijah, ko so v
mirovanju [9].
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Slika 2.3: Diagram socˇasnega urejanja nakupovalnega listka. Konflikt v zadnjem koraku je resˇen na nacˇin,
da Alja in Bine sprejmeta zadnjo narejeno spremembo. Resˇitev je slaba, saj ne zagotavlja konsistentnosti.
Med drugim sta znacˇilnosti sistemov za skupinsko delo v realnem cˇasu [1] tudi
nestanovitnost (angl. volatile) in visoka stopnja interaktivnosti (angl. highly interactive).
Prvo pomeni, da se lahko uporabnik urejanju kadarkoli pridruzˇi ali ga zapusti. Druga
znacˇilnost pa narekuje kratke odzivne cˇase. Sˇe vecˇji problem tako nastane pri sodelova-
nju vecˇih uporabnikov in s sˇe vecˇjo zamudo pri dostavi sprememb na nakupovalnem
listku. Recimo, da se Alji in Binetu pridruzˇi sˇe Cene. Bine ima pocˇasen internet. Alja
in Cene na seznam dodata in odstranita deset novih artiklov, sˇe preden Bine dobi eno
spremembo. Medtem ko Bine ureja svoj seznam, so spremembe Alje in Ceneta sˇe na
poti k njemu. Za zagotovitev konsistentnosti bi morala aplikacija uposˇtevati zakasnjene
oddaljene spremembe na osnovi prvotne verzije nakupovalnega listka.
Poglavje 3
Protokoli in algoritmi
Kako zagotoviti konsistentnost med oddaljenimi uporabniki pri socˇasnem urejanju, je
eden izmed glavnih izzivov nasˇe diplomske naloge. V tem poglavju bomo raziskali
protokole, ki omogocˇajo sodelovanje uporabnikov v realnem cˇasu in teoreticˇno resˇujejo
omenjena problema. Najbolj razsˇirjeni so Diferencˇna sinhronizacija (angl. Differential
Synchronization), Operativna transformacija (angl. Operational Transformation) in pro-
tokol Brez operativne transformacije (angl. WithOut Operational Transformation), bolj
znan pod kratico WOOT.
3.1 Diferencˇna sinhronizacija
Diferencˇna sinhronizacija (v nadaljevanju DS) je metoda, s katero ohranjamo doku-
mente sinhronizirane. Z njo se je ukvarjal Neil Fraser [10]. Kot opisuje, so konceptualno
enostavni nacˇini sinhronizacije zaklepanje (angl. locking), prenasˇanje dogodkov (angl.
event passing) in trosmerno zdruzˇevanje (angl. three way merge).
Zaklepanje je najenostavnejsˇi nacˇin. Ko uporabnik odpre skupni dokument, se mu
dodeli pravica lastnika (angl. ownership). Le on ga lahko ureja. Vsi ostali upo-
rabniki lahko v tistem cˇasu dokument gledajo (angl. read-only access). Cilj je
delno dosezˇen. Vsi uporabniki imajo sinhroniziran dokument, vendar se njegovo
urejanje ne izvaja v realnem cˇasu. Izboljsˇava zaklepanja je delno zaklepenje, pri
katerem se uporabniku dodeli pravica lastnika le za majhen del dokumenta. Ta
nacˇin ni najboljsˇi, kadar imajo uporabniki slabo povezavo. Paket z informacijo
o zaklepanju in odklepanju se lahko izgubi. V dokumentu lahko nastanejo deli,
nad katerimi ima lahko vecˇ uporabnikov pravico lastnika. Pojavijo se tudi druge
anomalije.
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Prenasˇanje dogodkov temelji na zaznavanju vseh interakacij, ki jih naredi uporabnik
z urejevalnikom, ter njihovo posˇiljanje drugim uporabnikom. V teoriji je to eno-
stavno, saj vsak sistem omogocˇa zaznavanje tipkanja. V praksi je tezˇko izvedljivo.
Poleg tipkanja lahko uporabnik naredi tudi operacije, kot so: izrezˇi besedilo, pri-
lepi besedilo, povleci in spusti besedilo, zamenjava besedila, ... Operaciji, kot sta
samodokoncˇanje in pravopisni popravek, lahko naredi tudi sam urejevalnik. Kaj
narediti v teh primerih? Tezˇava je tudi v tem, da lahko pride zaradi neke napake
ali zamude v komunkaciji do dveh popolnoma razlicˇnih dokumenetov, ki jih ne
moremo poenotiti. Takega nacˇin sinhronizacije ne moremo implementirati brez
algoritma, ki bi resˇeval tezˇavo pri zamudi prenasˇanja dogodkov.
Trosmerno zdruzˇevanje uporabljajo programerji pri delu na skupnem projektu. Je
zelo robusten sistem, sestavljen iz treh korakov. Uporabnik najprej svojo vsebino
posˇlje na strezˇnik, ki izvzame narejene spremembe in jih zdruzˇi s spremembami
drugih uporabnikov. Nova kopija dokumenta se sinhronizira vsem uporabni-
kom. Sistem trosmernega zdruzˇevanja ima nekaj slabosti. Cˇe naredi uporabnik
spremembo na dokumentu, medtem ko je sinhronizacija v teku, mora zavrecˇi vse
na novo narejene spremembe. Slabost je, da uporabnik ne dobi nobene povratne
informacije (angl. feedback) med tipkanjem. Nacˇin trosmernega zdruzˇevanja bi
pri urejanju v realnem cˇasu deloval le v dveh primerih. Cˇe bi si lahko privosˇcˇili,
da bi uporabnika blokirali in sinhronizirali z novo verzijo na strezˇniku ali pa v
primeru, da bi uporabnika sinhronizirali, ko neha tipkati. Ampak nobena od teh
dveh variant ni urejanje dokumenta v realnem cˇasu.
Ker nobena izmed nasˇtetih resˇitev sinhronizacije ni zadovoljiva, si oglejmo DS
bolj podrobno. DS je simetricˇen algoritem, ki uporablja neskoncˇno ciklov razlik na
dokumentih in z njimi popravlja ostale dokumente v ciklu. Najprej bomo preucˇili
osnovno topologijo DS, ki je teoreticˇna podlaga za izboljsˇave z metodo dveh senc in z
metodo zagotovljene dostave.
3.1.1 Osnovna topologija
Na Sliki 3.1 je z diagramom prikazana DS. V osnovni topologiji obstajata dokument
uporabnika in dokument racˇunalnika. Oba sta locirana na istem sistemu brez internetne
povezave. Med njima se nahaja dokument, imenovan skupna senca (angl. common
shadow). Predvidimo, da imajo na zacˇetku vsi trije dokumenti isto vsebino. Cilj je,
da so dokumenti vseskozi cˇim bolj enaki. Ostale entitete so sˇe razlika, sprememba in
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popravek. Razlika je signal, ki pove, da se dokument uporabnika razlikuje od skupne
sence. Na ta nacˇin vemo, da je uporabnik naredil spremembo na svojem dokumentu. Ni
nam potrebno spremljati vsake uporabnikove operacije. Ko se ve, kaksˇne spremembe
so bile narejene, se mora dokument prekopirati v senco. Sprememba se posˇlje v smeri
racˇunalnika. Na dokumentu racˇunalnika se naredi popravek. Proces se ponovi sˇe v
smeri racˇunalnika proti uporabniku. Vsi trije dokumenti so sinhronizirani.
Sistem je zanesljiv. Tezˇava je, da taka zasnova ne omogocˇa sodelovanja oddaljenih













Slika 3.1: Osnovna topologija Diferencˇne sinhronizacije.
3.1.2 Metoda dveh senc
Konceptualno sˇe vedno ostajamo pri istem algoritmu. Razlika je v topologiji. Name-
sto skupne sence uporabimo senco uporabnika in senco strezˇnika, ki se s popravki
posodabljata locˇeno. Taka zasnova DS omogocˇa sodelovanje oddaljenih uporabnikov.
Vsak uporabnik je na svojem sistemu. Uporabnike povezuje centralni strezˇnik. Zaradi
enostavnosti razlage je na Sliki 3.2 prikazan le en uporabnik in strezˇnik, ki sta locˇena s
cˇrtkano cˇrto. Po vsakem ciklu morata biti dokument uporabnika in dokument strezˇnika
identicˇna.
Predvidimo, da so na zacˇetku vsi dokumenti v konsistentnem stanju. Uporabnik
zacˇne tipkati. Vkljucˇi se signal, da je med dokumentom in senco uporabnika razlika.
Ko je znano, kaksˇne spremembe so bile narejene, se mora dokument prekopirati v
senco. Sprememba se posˇlje strezˇniku. Na strezˇniku se naredita dva popravka, na
senci in na dokumentu. Pomembno je, da se popravek na senci izvede brez problemov.
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Na dokumentu se naredi nejasen (angl. fuzzy) popravek, ki izvira iz sodelovanja med
uporabniki. Cˇe naredi eden izmed uporabnikov korenito spremembo na dokumentu,
povzrocˇi, da se popravek prvega uporabnika ne umesti v dokument tako, kot bi si
on zˇelel. Nepredvideno stanje se resˇi v naslednji polovici cikla. Senca in dokument
strezˇnika sta v tem trenutku razlicˇna. Ko je znano, kaksˇne so spremembe med senco in
nepredvidenim dokumentom strezˇnika, se mora dokument prekopirati v senco. Spre-
memba se posˇlje uporabniku. Ker je bila sprememba dokumenta strezˇnika narejena na
podlagi sence strezˇnika, ki je bila ista kot senca in dokument uporabnika, se brez tezˇav
naredi popravek na senci in na dokumentu uporabnika. Dokumenti so sinhronizirani.
Kot vidimo, se med uporabnikom in strezˇnikom posˇiljajo le spremembe. Vprasˇamo
se lahko, zakaj je tako. Zakaj se sploh uporablja senca kot vmesni korak in zakaj se
dokument uporabnika direktno ne posˇilja na strezˇnik? Razlog je v velikosti podatkov
za prenos. Cˇe bi uporabnik urejal zelo velik dokument in bi se moral ta po vsaki nastali
razliki v dokumentu v celoti poslati na strezˇnik, bi bilo to neucˇinkovito. Z uporabo
sence se poskrbi, da se ne glede na velikost dokumenta strezˇniku posˇiljajo le majhni
paketki. Enaka razlaga velja tudi v obratni smeri.
Sistem omogocˇa sodelovanje oddaljenih uporabnikov, vendar ni zanesljiv. Lahko se
zgodi, da uporabnik na nezanesljivi povezavi od strezˇnika ne dobi nobenega odgovora.
Do izgube spremembe lahko pride v prvem ali v drugem delu cikla. Senca uporabnika
in senca strezˇnika nista vecˇ sinhronizirani. Edina resˇitev za povrnitev nastalega stanje














Slika 3.2: Diferencˇna sinhronizacija z metodo dveh senc.
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3.1.3 Metoda zagotovljene dostave
DS z metodo zagotovljene dostave je nadgradnja metode dveh senc. Iz Slike 3.3 lahko
razberemo, da se je topologija razsˇirila sˇe z varnostnima kopijama sence uporabnika in
sence strezˇnika. Tudi tokrat mora biti vseh sˇest dokumentov v konsistentnem stanju.
Namesto ene same spremembe se lahko posˇlje vecˇ sprememb hkrati. V topologiji so































Slika 3.3: Diferencˇna sinhronizacija z metodo zagotovljene dostave. S cˇrko n je oznacˇena sˇtevilka verzije
uporabnika, s cˇrko m pa sˇtevilka verzije strezˇnika. Na zacˇetku sta obe sˇtevilki verzij enaki 0, tekom
algoritma pa se konstatno povecˇujta. Z njimi na enostaven nacˇin oznacˇimo trenutno stanje dokumentov.
Uporabljajo se, ko se na dokumentih delajo popravki, saj se preko sˇtevilk verzije identificira stanje
dokumentov.
Delovanje DS z metodo zagotovljene dostave bomo razlozˇili na primeru. V vseh
dokumentih se nahaja beseda “avto”. Alja v svoj dokument dopisˇe “mobil”. Posledica






































Slika 3.4: Alja v svojem dokumentu vidi besedo avtomobil.
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K sami spremembi se shrani sˇtevilka verzije uporabnika, na podlagi katere je bila
sprememba osnovana. V seznam sprememb se torej shrani { +mobil;n=0 }. V tem
trenutku se Aljin dokument prekopira v njeno senco, povecˇa se sˇtevilka verzije upo-
rabnika na n=1. Sprememba se posˇlje strezˇniku. Poleg spremembe se strezˇniku posˇlje
tudi sˇtevilka zadnje sinhronizirane verzije strezˇnika m=0. Stanje je vidno na Sliki 3.4.
Strezˇnik primerja sˇtevilki verzije uporabnika in strezˇnika spremembe s sˇtevilkami
verzije uporabnika in strezˇnika v senci strezˇnika (glej Sliko 3.4). Sˇtevilki n in m sta v obeh
primerih 0, kar dovoljuje, da se naredi popravek na senci strezˇnika. Sˇtevilka verzije
uporabnika v senci strezˇnika se povecˇa na n=1. Senca strezˇnika in senca uporabnika
imata enako besedilo in enaki sˇtevilki n in m, kar pomeni, da sta sinhronizirani. To se






































Slika 3.5: Polovica cikla je koncˇanega. Senci sta konsistentni.
Popravek se naredi tudi na dokumentu strezˇnika, kar povzrocˇi, da se senca strezˇnika
prekopira v varnostno kopijo sence strezˇnika. Zakaj je to potrebno, bomo videli v
nadaljevanju.
Recimo, da uporabnik Bine na zacˇetek dokumenta vpisˇe besedo “Moj”. Na isti nacˇin
kot Aljina sprememba se tudi njegova sprememba sinhronizira v dokument strezˇnika.
Vsebina dokumenta strezˇnika je tako “Moj avtomobil”.
Razlika med dokumentom strezˇnika in senco strezˇnika je sprememba “Moj” osno-
vana na sˇtevilki verzije strezˇnika 0. Sprememba { +Moj;m=0 } se mora poslati Alji.
Poleg nje se mora poslati tudi n=1, s katerim strezˇnik potrjuje, da je sprejel zadnjo
Aljino spremembo. Pred tem je potrebno dokument strezˇnika prekopirati v senco
strezˇnika. Sˇtevilka verzije strezˇnika m v senci strezˇnika se povecˇa na 1, Slika 3.6.








































Slika 3.6: Strezˇnik prejme Binetovo spremembo, ki jo mora poslati Alji.
Sedaj lahko nadaljujemo z drugim delom cikla iz smeri strezˇnika proti Alji. Zaradi
slabe povezave Alja ne prejme spremembe { +Moj;m=0 } iz strezˇnika. Tega niti ne
opazi, ampak tipka naprej. V svoj dokument doda klicaj. Ponovi se postopek, podoben
prvemu ciklu. K seznamu sprememb se doda { +!;n=1 }. Aljin dokument se prekopira
v njeno senco, n se povecˇa na 2. Obe spremembi se posˇljeta strezˇniku. Spomnimo se, da
za prvo spremembo Alja ni dobila nobenega odgovora. Sˇtevilka zadnje sinhronizirane









































Slika 3.7: Alja ni sprejela strezˇnikovih sprememb. V svojem dokumentu je naredila novo spremembo.
Strezˇnik sprejme Aljini spremembi. Najprej poskusˇa sprocesirati prvo spremembo
{ +mobil;n=0 }. Ker se sˇtevilka zadnje sinhronizirane verzije strezˇnika m=0 ne ujema
s sˇtevilko verzije strezˇnika v senci strezˇnika, se senca strezˇnika povrne iz kopije sence
strezˇnika (s sˇtevilko m=0), v katerem se nahaja “avtomobil”. Strezˇnik poskusi ponovno
sprocesirati prvo spremembo. Sˇtevilki verzije strezˇnika m=0 se ujemata. Sˇtevilka verzije
uporabnika je v prvi spremembi n=0, v senci strezˇnika pa n=1. To pomeni, da je strezˇnik
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v enem izmed prejsˇnjih ciklov zˇe obdelal to spremembo, zato jo lahko ignorira. Strezˇnik
nato poskusi sprocesirati drugo spremembo { +!;n=1 }. Sˇtevilki n=1 in m=0 se tokrat
ujemata. Strezˇnik lahko naredi popravek na senci strezˇnika. Sˇtevilka n se povecˇa za 1
na n=2. Popravek se nato naredi tudi na dokumentu strezˇnika, naredi pa se tudi kopija
sence strezˇnika. Senca uporabnika in senca strezˇnika sta sinhronizirani.
Opomba: Ko se je naredila povrnitev kopije sence strezˇnika, se je seznam strezˇnisˇkih








































Slika 3.8: Alja je strezˇniku poslala zˇe dve spremembi.
Dokument strezˇnika in senca strezˇnika se na Sliki 3.8 razlikujeta. Strezˇnik pogleda,
kaksˇne so spremembe na dokumentu. Tako kot v prvem ciklu najde spremembo
{ +Moj;m=0 }. Sprememba se ponovno posˇlje Alji. Tokrat je sˇtevilka verzije uporabnika
v senci dnevnika enaka 2, zato se Alji poleg spremembe posˇlje tudi n=2. Sˇe prej se
dokument prekopira v senco in v senci strezˇnika se povecˇa sˇtevilka verzije strezˇnika iz









































Slika 3.9: Strezˇnik posˇilja Alji potrditev njenih sprememb in spremembo Bineta.
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Cˇe bi bil strezˇnik spet neuspesˇen pri posˇiljanju svojih sprememb, bi se seznam
Aljinih sprememb povecˇeval, vse dokler ne bi dobila odgovora od strezˇnika. Recimo,
da tokrat strezˇniku uspe in Alja prejme spremembo { +Moj;m=0 }.
Tokrat Alja primerja sˇtevilke verzij. Sˇtevilka verzije uporabnika v spremembi in
v senci uporabnika je n=2. Sˇtevilka verzije strezˇnika v spremembi in v senci je m=0.
Sprememba je primerna za popravek na senci uporabnika. Naredijo se naslednje
akcije. Na senci uporabnika se naredi popravek. Sˇtevilka verzije zadnje sinhronizacije
s strezˇnikom se v senci uporabnika povecˇa na m=1. Popravek se naredi na dokumentu
strezˇnika. Naredi se kopija sence uporabnika. Sˇtevilka verzije uporabnika v kopiji
sence uporabnika se povecˇa na n=2. Ker je Alja uspesˇno sprejela potrditev strezˇnika, da
je sprejel vse Aljine spremembe do sˇtevilke verzije uporabnika n=2, se s seznama Aljinih












































Slika 3.10: Konsistentno stanje dokumentov.
Kjub temu da je med sodelovanjem uporabnikov in strezˇnika prisˇlo do izpada v
povezavi, so se dokumenti posinhronizirali. Na Sliki 3.10 vidimo, da v njih na koncu
pisˇe “Moj avtomobil!”. Razen v varnostni kopiji sence strezˇnika, ki je vedno en korak
za sinhronizacijo, kar je tudi njen namen, pisˇe “avtomobil!”.
Pri razlagi postopka DS nismo omenjali konkretnih lokacij sprememb, ampak le
kaksˇne so bile spremembe. Zavedati se moramo, da so pri implementaciji algo-
ritma tudi te pomembne. O spremembah in iskanju razlik v besedilu bomo govorili v
Poglavju 5.
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3.2 Operativna transformacija
Operativna transformacija (v nadaljevanju OT) se je prvicˇ omenjala v cˇlanku Concur-
rency Control in Groupware Systems [1]. Pri Googlu so Operativno transformacijo
vzeli za osnovno pri nacˇrtovanju protokola Wave [4], ki se uporablja v Google Docs-ih,
kar nakazuje na njeno uporabnost.
3.2.1 Osnovno delovanje
Pri OT je dokument shranjen kot vrsta kronolosˇkih sprememb (vcˇasih poimenovanih
tudi operacij), narejenih na dokumentu. Primer spremembe je { Vstavi ‘M’ @11 },
ki pomeni “v dokumentu na lokacijo 11 vstavi cˇrko M” ali { Pobrisˇi @3-7 }, ki po-
meni “v dokumentu pobrisˇi vse znake med lokacijo 3 in 7”. Obstajajo sˇe druge vrste
sprememb, kot so oblikovanje besedila, zaklep odstavka, razveljevitev spremembe, ...
Zaradi enostavnosti razlage se bomo osredotocˇili le na omenjena dva tipa sprememb.
Ko uporabnik ureja besedilo, se njegove spremembe shranjujejo v revizijski dnevnik.
Seveda hranimo tudi dokument kot zakljucˇeno celoto znakov, vendar so pomembne
spremembe, ki so bile narejene na tem dokumentu. Cˇe se urejanju skupnega doku-
menta pridruzˇi nov uporabnik, mu iz revizijskega dnevnika ponovimo vse (od prve do
zadnje) spremembe in zˇe lahko sodeluje pri urejanju tako kot ostali uporabniki.
Glede na to, da poznamo revizijo vseh sprememb, narejenih na dokumentu, lahko
preverimo, kaj je uporabnik imel v svojem urejevalniku, preden je naredil novo spre-
membo. Na ta nacˇin njegovo spremembo pravilno umestimo v skupno besedilo skupaj
z ostalimi spremembami, ki so bile narejene medtem. Algoritem, ki skrbi za umesˇcˇanje
ali zdruzˇevanje (angl. merging) sprememb, se imenuje OT.
Poglejmo delovanje OT na primeru [11]. Predpostavimo, da imamo dokument, v
katerem se trenutno nahaja stavek “ENOSTAVNO KOT PASULJ”, ki zasede dvajset lokacij
(ali mest). Urejanju tega dokumenta se pridruzˇita Alja in Bine.
BINE
E N O S T A V N O _ K O T _{ Pobriši @15-20 }
E N O S T A V N O _ K O T _ K{ Vstavi ‘K’ @15 }
E N O S T A V N O _ K O T _ K E{ Vstavi ‘E’ @16 }
E N O S T A V N O _ K O T _ K E K{ Vstavi ‘K’ @17 }
E N O S T A V N O _ K O T _ K E K S{ Vstavi ‘S’ @18 }
E N O S T A V N O _ K O T _ P A S U L Jdokument
1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25lokacije
Slika 3.11: Bine naredi pet sprememb.
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Cˇe zˇeli Bine spremeniti stavek v “ENOSTAVNO KOT KEKS”, mora za to narediti pet
sprememb, ki jih prikazuje Slika 3.11. Naj pripomnimo, da bi Bine lahko stavek spre-
menil tudi samo z dvema spremembama, in sicer { Pobrisˇi @15-20 } in { Vstavi
‘KEKS’ @15 }. Lahko bi pobrisal tudi vsako cˇrko posebej. Tako bi bilo sprememb sˇe
vecˇ, kot jih je prikazanih na Sliki 3.11. Vecˇ o spremembah in iskanju razlik v besedilu
bomo govorili v Poglavju 5. Zaradi enostavnosti razlage recimo, da je Bine naredil pet
sprememb.
Predpostavimo, da, medtem ko Bine tipka, zacˇne spreminjati stavek tudi Alja, in
sicer v “TAKO ENOSTAVNO KOT PASULJ”. Tudi Alja je naredila pet sprememb.
ALJA
E N O S T A V N O _ K O T _ P A S U L Jdokument
ET N O S T A V N O _ K O T _ P A S U L J{ Vstavi ‘T’ @1 }
E NT A O S T A V N O _ K O T _ P A S U L J{ Vstavi ‘A’ @2 }
E N OT A K S T A V N O _ K O T _ P A S U L J{ Vstavi ‘K’ @3 }
E N O ST A K O T A V N O _ K O T _ P A S U L J{ Vstavi ‘O’ @4 }
E N O S TT A K O _ A V N O _ K O T _ P A S U L J{ Vstavi ‘_’ @5 }
1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25lokacije
Slika 3.12: Alja naredi pet sprememb.
Cˇe bi Alja v naslednjem koraku naivno sprejela in izvrsˇila Binetovo prvo spre-
membo, bi v stavku pobrisala napacˇne cˇrke, kot je prikazano na Sliki 3.13.
ALJA
E N O S TT A K O _ A V N O _ K O T _ P A S U L Jdokument
E N O S TT A K O _ A V N O A S U L J{ Pobriši @15-20 }
1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25lokacije
Slika 3.13: Brez transformacije pride do nekonsistentnosti.
Alja je na zacˇeteku stavka dopisala pet znakov, o katerih Bine sˇe ni bil seznanjen.
Lokacija Binetove spremembe je zato napacˇna glede na Aljino verzijo dokumenta.
Da bi se izognili temu problemu, mora narediti Alja uveljavitev Binetovih sprememb
relativno na svoj lokalni dokument. V nasˇem primeru mora Alja, ko sprejme Binetove
spremembe, zamakniti lokacijo spremembe za pet znakov, kolikor jih je vpisala na
zacˇetku stavka. Sprememba { Pobrisˇi @15-20 } se preoblikuje v { Pobrisˇi @20-25
}, kot je pravilno prikazano na sliki 3.14.
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Ko naredi Alja transformacijo in izvrsˇi Binetovo prvo spremembo, dobi pravilen
stavek.
ALJA
E N O S TT A K O _ A V N O _ K O T _ P A S U L Jdokument
E N O S TT A K O _ A V N O _ K O T _{ Pobriši @20-25 }
1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25lokacije
Slika 3.14: Z uporabo OT dobimo pravilen rezultat.
Ko transformira in izvede sˇe ostale sˇtiri spremembe, dobi koncˇno verzijo doku-
menta.
ALJA
E N O S TT A K O _ A V N O _ K O T _dokument
E N O S TT A K O _ A V N O _ K O T K_{ Vstavi ‘K’ @20 }
E N O S TT A K O _ A V N O _ K O T K E_{ Vstavi ‘E’ @21 }
E N O S TT A K O _ A V N O _ K O T K E K_{ Vstavi ‘K’ @22 }
E N O S TT A K O _ A V N O _ K O T K E K S_{ Vstavi ‘S’ @23 }
1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25lokacije
Slika 3.15: Koncˇna verzija dokumenta, ki ga vidi Alja.
Vcˇasih spremembe ne povzrocˇajo konfliktov in ni potrebe po transformaciji. Ko
prejme Bine Aljine spremembe, ni potrebe po zamikanju lokacij. Bine mora izvesti
Aljine spremembe tocˇno tako, kot jih je ona izvedla na svojem lokalnem dokumentu.
BINE
E N O S T A V N O _ K O T _ K E K Sdokument
ET N O S T A V N O _ K O T _ K E K S{ Vstavi ‘T’ @1 }
E NT A O S T A V N O _ K O T _ K E K S{ Vstavi ‘A’ @2 }
E N OT A K S T A V N O _ K O T _ K E K S{ Vstavi ‘K’ @3 }
E N O ST A K O T A V N O _ K O T _ K E K S{ Vstavi ‘O’ @4 }
E N O S TT A K O _ A V N O _ K O T _ K E K S{ Vstavi ‘_’ @5 }
1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25lokacije
Slika 3.16: Koncˇna verzija dokumenta, ki ga vidi Bine.
Tako Alja kot Bine v svojem lokalnem dokumentu na koncu vidita stavek “TAKO
ENOSTAVNO KOT KEKS”. To ne bi bilo mogocˇe, cˇe ne bi uporabili algoritma za zami-
kanje sprememb. Pravilno implementiran algoritem OT nam zagotavlja, da imajo vsi
uporabniki, ko prejmejo vse spremembe, isto vsebino dokumenta.
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3.2.2 Protokol za sodelovanje
Z uporabo OT smo se naucˇili, kako z zamikanjem lokacij sprememb dopustiti vecˇ
uporabnikom urejanje istega dokumenta brez konflikov. Sˇe vedno pa obstaja tezˇava,
kako vsako spremembo pravilno zdruzˇiti z drugimi spremembami, cˇe se le-te zgodijo
istocˇasno. Zagotoviti moramo, da vsak oddaljeni uporabnik ve, da obstajajo spre-
membe, ki morajo biti zdruzˇene. Za to skrbi Protokol za sodelovanje (angl. Collabo-
artion protocol). Tehnologiji OT in Protokol za sodelovanje skupaj, znak za znakom,
skrbita za sodelovanja v realnem cˇasu [12].
Zavedati se moramo, da za urejanje dokumenta v realnem cˇasu skrbijo tako strezˇnik
kot odjemalci. Obicˇajno so to spletni brskalniki uporabnikov. Pri urejanju dokumenta
mora odjemalec sprocesirati vse spremembe, ki jih naredi uporabnik, in jih poslati na
strezˇnik. Sprocesirati mora tudi vse spremembe drugih uporabnikov, ki mu jih posˇlje
strezˇnik. Seveda brez sodelovanja strezˇnika ne gre. Oglejmo si, katere podatke si
morajo belezˇiti odjemalci in katere strezˇnik.
Vsak odjemalec si mora belezˇiti naslednje podatke:
Sˇtevilko zadnje sinhronizirane revizije smo na Sliki 3.17 oznacˇili s sivim krogcem in
sˇtevilko v njem.
Cˇakajocˇe spremembe so spremembe, ki so bile narejene v odjemalcu in niso sˇe bile
poslane na strezˇnik.
Poslane spremembe so spremembe, ki so bile poslane na strezˇnik, vendar jih strezˇnik
sˇe ni potrdil.
Trenutno stanje dokumenta kot ga vidi uporabnik.
Na strezˇniku se shranjujejo tri stvari:
Cˇakajocˇe spremembe so spremembe, ki jih je strezˇnik sprejel, a jih sˇe ni sprocesiral.
Revizijski dnevnik je dnevnik, v katerem je celotna zgodovina sprememb.
Trenutno stanje dokumenta kot bi ga morali v najkrajsˇem mozˇnem cˇasu videti vsi
uporabniki.
S hranjenjem in uporabo teh podatkov je mogocˇe zasnovati komunikacijo med
strezˇnikom in odjemalci tako, da so oddaljeni urejevalniki sposobni drug od drugega
naglo sprocesirati spremembe.
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Na vzorcˇnem dokumentu bomo predstavili, kako je poskrbljeno za komunikacijo
med strezˇnikom in odjemalcem. Na Sliki 3.17 predstavljata zunanja stolpce uporabnika
Aljo in Bineta, ki urejata skupni dokument. Srednji stolpec je strezˇnik. Spremembe, ki
jih naredita Alja in Bine in se posˇljejo na strezˇnik, so oznacˇene v ovalni obliki. Transfor-
macije, ki smo jih zˇe spoznali, bodo na naslednjih slikah oznacˇene s peterokotnikom.
Alja zacˇne tipkati “V” na zacˇetku dokumenta.
V MIROVANJUV MIROVANJU
{ Vstavi ‘V’ @1,
  Revizija 0, Uporabnik Alja }
POŠLJI SPREMEMBO






















{ Vstavi ‘V’ @1,




Slika 3.17: Alja zacˇne tipkati. Bine je v mirovanju.
Aljin urejevalnik si spremembo { Vstavi ‘V’ @1 } shrani med cˇakajocˇe spremembe.
V naslednjem trenutku se ta posˇlje na strezˇnik ter se prestavi na seznam poslanih spre-
memb. Poleg same spremembe se strezˇniku posˇlje tudi sˇtevilka revizije in avtorja
spremembe (uporabnika). Podatek o uporabniku je pomemben z vidika avtentikacije.
O sˇtevilki revizije bomo vecˇ povedali v naslednjih korakih. Na Sliki 3.17 vidimo, kako
strezˇnik sprejme Aljino prvo spremembo in jo doda med cˇakajocˇe spremembe.
Odjemalec lahko strezˇniku v enem posˇiljanju posˇlje tudi vecˇ cˇrk za vstavljanje v
dokument. Koliko cˇrk hkrati bo poslanih, je odvisno od implementacije urejevalnika
in algoritma za zaznavanje sprememb. Vecˇ o tem v poglavju 5.
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Na Sliki 3.18 vidimo, da Alja nadaljuje s tipkanjem in doda “ slogi ” v svoj ureje-
valnik. Alja v svojem trenutnem dokumentu vidi “V slogi ”. V istem cˇasu Bine vpisˇe
“je mocˇ!” v svoj prazen dokument. Ne pozabimo, da Bine sˇe vedno ni prejel Aljinih
sprememb.
Aljin { Vstavi ‘ slogi ’ @2 } je bil dodan med cˇakajocˇe spremembe in sˇe ni
poslan na strezˇnik. Pravilo je, da strezˇniku nikoli ne posˇiljamo vecˇ kot ene cˇakajocˇe
spremembe naenkrat. Dokler Alja od strezˇnika ne dobi potrditve prve spremembe, bo
njen urejevalnik vse nove spremembe hranil med cˇakajocˇimi spremembami. Na Sliki
3.18 lahko opazimo, da si je strezˇnik Aljino prvo spremembo zˇe shranil v revizijski
dnevnik.
{ Vstavi ‘ slogi ’ @2 }
SPREMEMBA






{ Vstavi ‘V’ @1 }










{ Vstavi ‘V’ @1,





{ Vstavi ‘V’ @1,









Slika 3.18: Alja nadaljuje s tipkanjem. Bine na drugi strani tudi zacˇne pisati na zacˇetku svojega doku-
menta. Strezˇnik o tem sˇe ni obvesˇcˇen.
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V naslednjem koraku, kot je to prikazano na Sliki 3.19, posˇlje strezˇnik Binetu Aljino
prvo spremembo ter Alji odgovori s potrditvijo, da si je zabelezˇil njeno spremembo v
revizijski dnevnik.






{ Vstavi ‘V’ @1 }










{ Vstavi ‘V’ @1,










{ Vstavi ‘je moč!’ @2 }
Vje moč!












{ Vstavi ‘V’ @1,
  Revizija 1, Uporabnik Alja }
POŠLJI SPREMEMBO
Slika 3.19: Strezˇnik procesira Aljino prvo spremembo.
Bine sprejme Aljino spremembo od strezˇnika. Z uporabo OT mora transformirati
svojo cˇakajocˇo spremembo { Vstavi ‘je mocˇ!’ @1 }. Ker je Alja na zacˇetek doku-
menta zˇe vpisala “V”, Binetov urejevalnik zamakne njegovo spremembo za eno lokacijo.
Po tem procesu vstavi Binetov urejevalnik v trenutni dokument Aljino spremembo “V”
in posodobi sˇtevilko zadnje sinhronizirane revizije na 1. Alja je medtem sprejela po-
trditev iz strezˇnika. Tudi ona posodobi sˇtevilko zadnje sinhronizirane revizije na 1.
Svojo spremembo odstrani s seznama poslanih sprememb.
V Aljinem trenutnem dokumentu se nahaja “V slogi ”, v Binetovem pa “Vje
mocˇ!”, kar nakazuje, da sˇe ni prejel vseh sprememb. Sledi posˇiljanje cˇakajocˇih spre-
memb.
Na Sliki 3.20 se vidi, da oba uporabnika hkrati posˇljeta spremembo, vendar spre-
jem strezˇnik Aljino pred Binetovo in jo zato tudi prej sprocesira. Njeno spremembo
s seznama cˇakajocˇih sprememb prestavi v revizijski dnevnik. Pri tem mora le popra-
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viti sˇtevilko revizije, ki enolicˇno oznacˇuje spremembo. Spomnimo se, da je Alja pri
posˇiljanju svoje spremembe poslala sˇtevilko zadnje sinhronizirane revizije, sˇtevilko 1.
Strezˇnik na ta nacˇin ve, da je njena sprememba narejena na podlagi prve revizije. Ker
se v revizijskem dnevniku pricˇakuje sprememba, ki je naslednja po vrsti, lahko njeno















{ Vstavi ‘V’ @1,





{ Vstavi ‘V’ @1,
  Revizija 1, Uporabnik Alja }
{ Vstavi ‘je moč!’ @2,
  Revizija 1, Uporabnik Bine }
{ Vstavi ‘ slogi ’ @2,





{ Vstavi ‘V’ @1,
  Revizija 1, Uporabnik Alja }
{ Vstavi ‘je moč!’ @2,
  Revizija 1, Uporabnik Bine }
{ Vstavi ‘ slogi ’ @2,










{ Vstavi ‘je moč!’ @2 }
Vje moč!
V MIROVANJU V MIROVANJU
V MIROVANJU{ Vstavi ‘ slogi ’ @2,  Revizija 1, Uporabnik Alja }
POŠLJI SPREMEMBO
{ Vstavi ‘je moč!’ @2,
  Revizija 1, Uporabnik Bine }
POŠLJI SPREMEMBO
Slika 3.20: Istocˇasno sodelovanje Aljinega in Binetovega urejevalnika preko strezˇnika.
Sledi potrditev spremembe Alji s sˇtevilko revizije 2. Binetu se posˇlje novo spre-
membo. Kot na Sliki 3.19 se zacˇne tudi v primeru na Sliki 3.21 izvajati OT v Binetovem
urejevalniku. Ker nima nobene cˇakajocˇe spremembe, ni potrebe po uporabi OT. Aljina
sprememba se vstavi v njegov dokument brez transformacije. Sˇtevilka zadnje sinhro-
nizirane revizije se Binetu povecˇa na 2. Ker strezˇnik Alji odgovori s potrditvijo, se tudi
njej povecˇa sˇtevilka zadnje sinhronizirane revizije na 2.
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OT se ne dogaja samo pri odjemalcih, ampak je nujna tudi na strezˇniku. Zakaj
je temu tako, bomo ugotovi kmalu. Medtem ko se odjemalca ukvarjata z zahtevami
strezˇnika (potrditev pri Alji in sprememba pri Binetu), je strezˇnik zacˇel procesirati
Binetovo cˇakajocˇo spremembo { Vstavi ‘je mocˇ!’ @2, Revizija 1, Uporabnik
Bine }. Bine je v cˇasu posˇiljanja spremembe (Slika 3.20) verjel, da bo njegova spre-
memba nosila zapredno sˇtevilko revizije 2. Vendar je strezˇnik zˇe obdelal Aljino spre-
membo, ki jo je zapisal v revizijski dnevnik kot drugo spremembo. Strezˇnik mora z










{ Vstavi ‘V’ @1,
  Revizija 1, Uporabnik Alja }
{ Vstavi ‘je moč!’ @2,
  Revizija 1, Uporabnik Bine }
{ Vstavi ‘ slogi ’ @2,





{ Vstavi ‘V’ @1,
  Revizija 1, Uporabnik Alja }
{ Vstavi ‘je moč!’ @9,
  Revizija 3, Uporabnik Bine }
{ Vstavi ‘ slogi ’ @2,
  Revizija 2, Uporabnik Alja }




{ Vstavi ‘je moč!’ @2 }
Vje moč!
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POSLANE SPREMEMBE
TRENUTNI DOKUMENT 2
{ Vstavi ‘je moč!’ @2 }
V slogi je moč!











glede na vse spre-








{ Vstavi ‘ slogi ’ @2,
  Revizija 2, Uporabnik Alja }
POŠLJI SPREMEMBO
Slika 3.21: Strezˇnik uporabi OT pri obdelovanju Binetove spremembe.
Binetovo spremembo transformira glede na spremembe, ki so bile storjene, odkar
je Bine zadnjicˇ naredil sinhronizacijo s strezˇnikom. V nasˇem primeru je bila narejena
le Aljina sprememba { Vstavi ‘ slogi ’ @2 }, ki je povzrocˇila zamik Binetove spre-
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membe za 7 lokacij. Koncˇna sprememba v revizijskem dnevniku izgleda kot { Vstavi
‘je mocˇ!’ @9, Revizija 3, Uporabnik Bine }.
Na koncu dobi Bine potrditev svoje spremembe in Alja prejme Binetovo spremembo.
Sˇtevilka zadnje sinhronizirane revizije se obema povecˇa na 3. V revizijskem dnevniku
so 3 revizije. V tem trenutku imajo strezˇnik in oba urejevalnika isti dokument z vsebino
“V slogi je mocˇ!”. Glede na to, da uporabnika nimata vecˇ cˇakajocˇih sprememb je to





{ Vstavi ‘V’ @1,
  Revizija 1, Uporabnik Alja }
{ Vstavi ‘je moč!’ @9,
  Revizija 3, Uporabnik Bine }
{ Vstavi ‘ slogi ’ @2,
  Revizija 2, Uporabnik Alja }
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{ Revizija 3 }
POŠLJI POTRDITEV









{ Vstavi ‘je moč!’ @9,
  Revizija 3, Uporabnik Bine }
POŠLJI SPREMEMBO
Slika 3.22: Uporabnika imata na koncu dokument z isto vsebino.
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3.3 Brez operativne transformacije
V tem poglavju bomo opisali protokol Brez operativne transformacije [13], bolj znan
pod kratico WOOT. Bil je narejen kot odgovor na kompleksnost OT. Rekli smo, da se
pri OT med uporabnike posˇiljajo spremembe in lokacija sprememb, primer
{ Vstavi ‘M’ @11 }. OT skrbi za pravilno transformacijo lokacij sprememb. Pri-
stop WOOT je drugacˇen in ga je lazˇje razumeti. WOOT skrbi za pravilno razvrsˇcˇanje
sprememb oziroma operacij, kot se jih obicˇajno poimenuje. Glavna razlika je v podaja-
nju informacij. Lahko si predstavljamo, da kazˇe na vsak znak v dokumentu unikatni
kazalec, to je identifikacijska sˇtevilka. Med oddaljene uporabnike, ki sodelujejo pri
urejanju dokumenta, se posˇiljajo informacije, med katerima znakoma oziroma na kate-
remu znaku je bila narejena sprememba. Posebnost protokola WOOT je, da se znakov
v dokumentu nikoli ne brisˇe, le oznacˇi se jih kot nevidne.
3.3.1 Podatkovni model
Dokument pri protokolu WOOT je shranjen kot zaporedje znakov, predstavljenih z
identifikacijskimi sˇtevilkami (angl. identifier order). Zaporedje znakov besedila “Ubogi
mucek!” se prikazˇe kot na Sliki 3.23.
Ubogi
mucek! U   b   o   g   i       m   u   c   e   k   !<id <id <id <id <id <id <id <id <id <id <id
Slika 3.23: Prikaz zaporedja znakov v dokumentu.
Za vsak znak v dokumentu hranimo peterko podatkov: identifikacijsko sˇtevilko
(angl. ID), vidnost, vsebino znaka, prejsˇnji znak in naslednji znak. Identifikacijska
sˇtevilka je kazalec na znak in je sestavljena iz unikatne oznake dokumenta in lokalne
ure oziroma sˇtevca. Primer identifikacijske sˇtevilka je (558,3). Unikatna oznaka
dokumenta je sˇtevilka, ki predstavlja uporabnika. Ko uporabnik zacˇne prvicˇ urejati
dokument, se mu ta sˇtevilka dodeli ali si jo izbere sam na podlagi predhodnega pre-
verjanja unikatnostni. Lokalna ura je sˇtevec, ki se uporabniku povecˇuje za vsak vpisan
znak. Na ta nacˇin je vsak znak v dokumentu oznacˇen z unikatnim kazalcem. Vidnost
nam pove, ali uporabnik vidi dolocˇen znak. Pri brisanju se vidnost postavi na 0, sicer pa
je vidnost pozitivna. Vsebina znaka je cˇrka ali sˇtevilka, ki jo znak predstavlja. Prejsˇnji
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znak je identifikacijska sˇtevilka levega soseda, naslednji pa identifikacijska sˇtevilka
desnega.
Poznamo tudi dva posebna znaka, ki oznacˇujeta konec in zacˇetek dokumenta. Upo-
rabljata se zato, da lahko prvemu znaku nastavimo prejsˇnjega in zadnjemu znaku
naslednjega soseda. Alja in Bine na Sliki 3.24 urejata dokument, v katerem se trenu-
tno nahaja besedilo “Ubogi mucek!”. Dokument bi bil pri Alji in Binetu shranjen kot








(217,0)  1     U    (00000) (217,1)
(217,1)  1     b    (217,0) (217,2)
(217,2)  1     o    (217,1) (217,3)
(217,3)  1     g    (217,2) (217,4)
(217,4)  1     i    (217,3) (217,5)
(217,5)  1          (217,4) (558,0)
(558,0)  1     m    (217,5) (558,1)
(558,1)  1     u    (558,0) (558,2)
(558,2)  1     c    (558,1) (558,3)
(558,3)  1     e    (558,2) (558,4)
(558,4)  1     k    (558,3) (558,5)
(558,5)  1     !    (558,4) (11111)
Slika 3.24: Dokument, shranjen po protokolu WOOT.
Znaka (00000) in (11111) oznacˇujeta zacˇetek oziroma konec dokumenta. Za vse
ostale znake se v stolpcih od leve proti desni hranijo identifikacijska sˇtevilka, vidnost,
vsebina, prejsˇnji ter naslednji sosed. Iz identifikacijskih sˇtevilk vidimo, da je prvo
besedo skupaj s presledkom napisala Alja z unikatno sˇtevilko 217. Drugo besedo
skupaj s klicajem je napisal Bine. Njegov dokument je oznacˇen z unikatno sˇtevliko 558.
Vsak uporabnik bi si lahko shranjeval, katera unikatna sˇtevilka predstavlja katerega
uporabnika, vendar ni potrebno. Vse cˇrke so vidne. Nobena cˇrka do sedaj sˇe ni bila
pobrisana. Glede na oznake sosedov so cˇrke pravilno razvrsˇcˇene.
3.3.2 Operacije
Osredotocˇili se bomo na operaciji “Vstavi” in “Pobrisˇi”. Ko uporabnik generira
operacijo, se operacija najprej integrira lokalno, nato se razposˇlje vsem oddaljenim
uporabnikom, ki sodelujejo pri urejanju. Ko jo sprejmejo, se integrira tudi njim v
dokument.
Potreba po vnaprejsˇnji lokalni integracija izvira iz razvrsˇcˇanja znakov. Na primer,
ko uporabnik generira spremembo { Vstavi ‘a’ @10 }, se le-ta v uporabnisˇkem vme-
sniku prikazˇe kot cˇrka a na lokaciji 10. Sprememba se mora pretvoriti v
{ Vstavi ‘c’≺‘a’≺‘e’ }, ki pomeni, vstavi cˇrko a med cˇrko c in e. Lokacija spre-
membe je tako definirana s svojima sosedoma in ne s konkretno sˇtevilko lokacije.
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Pretvorba je prikazana poenostavljeno. V dejanskem algoritmu bi sosednja dva znaka
oznacˇlil z njunima identifikacijskama sˇtevikama. Podobno kot vstavljanje se mora tudi
brisanje pretvoriti WOOT protokolu primerno. Sprememba { Pobrisˇi @5 } pobrisˇe
znak na lokaciji 5. V primeru Alje in Bineta imamo na lokaciji 5 cˇrko i, zato moramo
spremembo pretvoriti v { Pobrisˇi ‘i’ }. Seveda je tudi ta primer poenostavljen, saj
je tudi operacija brisanja vezana na identifikacijsko sˇtevilko in ne na konkretno cˇrko ali
sˇtevilko. Pomembno je poudariti, da znakov pri protokolu WOOT nikoli ne brisˇemo,
ampak jih le skrivamo. Dokument je shranjen kot zaporedje uporabniku vidnih in
uporabniku nevidinih znakov. Na ta nacˇin je razvrsˇcˇanje spremembe vedno pravilno,
saj je odvisno tudi od nevidnih znakov.
Prikazˇimo delovanje na primeru. Alja in Bine zˇelita stavek “Ubogi mucek!” urediti
v “Uboga muca!”. Alja zacˇne urejati drugo besedo in vstavi cˇrko a. Bine zacˇne urejati








{ Vstavi ‘a’ @10 }
{ Vstavi ‘c’≺‘a’≺‘e’ }
{ Vstavi (558,2)≺(217,6)≺(558,3) }
Slika 3.25: Generiranje in integracija vstavljanja cˇrke. Zadnji znak (presledek), ki ga je Alja vstavila (na
Sliki 3.24), ima identifikacijska sˇtevilka (217,5). Cˇrka a zatorej dobi sˇtevilko (217,6). Vstaviti jo zˇelimo








{ Pobriši @5 }
{ Pobriši ‘i’ }
{ Pobriši (217,4) }
Slika 3.26: Generiranje in integracija brisanja cˇrke. Na Sliki 3.24 vidimo, da je identifikacijska sˇtevilka
cˇrke i enaka (217,4). Operacija se posˇlje Alji.
V naslednjem koraku Bine vstavi cˇrko a z identifikacijsko sˇtevilko (558,6) na
podoben nacˇin, kot je to naredila Alja na Sliki 3.25. Alja pa pobrisˇe cˇrki e (558,3)
in k (558,4) v drugi besedi. Operacija je podobna kot na Sliki 3.26, ko je to storil Bine.
Koncˇni stavek v dokumentu lahko vidimo na Sliki 3.27.
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Cˇeprav so v dokumentu shranjene vse cˇrke, ki sta jih napisala Alja in Bine, se jima
v urejevalniku kazˇejo le cˇrke, ki so oznacˇene kot vidne. Na Sliki 3.27 opazimo sˇe eno
zanimivost. Cˇrka c (558,2) ima kot naslednjega soseda shranjeno cˇrko e (558,3).
Pravi naslednji sosed pa je v bistvu cˇrka a (217,6). Ta pojav je obicˇajen, ni napaka, je








(217,0)  1     U    (00000) (217,1)
(217,1)  1     b    (217,0) (217,2)
(217,2)  1     o    (217,1) (217,3)
(217,3)  1     g    (217,2) (217,4)
(217,4)  0     i    (217,3) (217,5)
(558,6)  1     a    (217,4) (217,5)
(217,5)  1          (217,4) (558,0)
(558,0)  1     m    (217,5) (558,1)
(558,1)  1     u    (558,0) (558,2)
(558,2)  1     c    (558,1) (558,3)
(217,6)  1     a    (558,2) (558,3)
(558,3)  0     e    (558,2) (558,4)
(558,4)  0     k    (558,3) (558,5)
(558,5)  1     !    (558,4) (11111)
Slika 3.27: Nekaj cˇrk v dokumentu je skritih in jih Alja in Bine ne vidita.
V nasˇem enostvanem primeru nismo omenjali cˇakalne vrste. Ko uporabnik sprejme
operacijo, mora iti ta najprej preko preverjanje predpogojev za izvrsˇitev. Cˇe predpogoj
ni izpolnjen, se itegracija operacije zacˇasno prestavi nazaj med cˇakajocˇe operacije.
Primer, da pogoj ni izpolnjen, je, ko uporabnik sprejme operacijo { Pobrisˇi ‘M’ },
cˇrka M pa v njegovem dokumentu sˇe ne obstaja. Operacija brisanja cˇrke M je prehitela
vstavljanje cˇrke M. Operacija brisanja bo integrirana v naslednji iteraciji.
3.3.3 Odjemalec-odjemalec sodelovanje
Protokola DS in OT, omenjena v prejsˇnjih podpoglavjih, temeljita na arhitekturi
odjemalec-strezˇnik in sta od njih odvisna. Za destribucijo vsebine je bolj ucˇinkovita
arhitektura odjemalec-odjemalec (angl. peer-to-peer, kratica P2P). Ta potencial zˇelimo
izkoristiti tudi pri sodelovanju urejanja vsebine. Protokol WOOT je lahko implementi-
ran popolnoma decentralizirano. Na primeru bomo videli, da ni odvisen od centralnih
strezˇnikov. Razlika v arhitekturi omrezˇja je prikazana na Sliki 3.28.
Integracija brisanja pri oddaljenih uporabnikih je enostavna operacija. Pri njej se
le postavlja vidnost na 0 ali 1. Pri integraciji vstavljanja pri oddaljenih uporabnikih
lahko pride do problemov. Znak, ki se ga integrira, se mora postaviti direktno med
dva sosednja znaka. Cˇe so se na to mesto pred sprejemom operacije vrinili tudi znaki
drugih uporabnikov, so potrebne primerjave z vrinjenimi znaki. Pomembno je, da se
vedno izvede enaka strategija, ki zagotovi konsistentnost med uporabniki.












Slika 3.28: Na levi je model odjemalec-strezˇnik, na desni je model odjemalec-odjemalec.
Nasˇima dvema uporabnikoma se je pridruzˇil uporabnik Cene. Vsi trije imajo v
svojem urejevalniku dokument, v katerem pisˇe “Uboga muca!”. Vmes (za presledkom)
bodo dopisali besedo “mala”. Ker se zˇelijo pri urejanju dokumenta tudi zabavati, se
dogovorijo sledecˇe. Uporabnik Cene, ki se je urejanju pridruzˇil zadnji, lahko vpisˇe dve
cˇrki, Alja in Bine pa vsak po eno cˇrko. Vprasˇanje je, ali lahko na koncu dobimo pravilno
oblikovan stavek “Uboga mala muca!”.
Vsi hkrati zacˇnejo urejati. Alja se odlocˇi, da bo vpisala cˇrko a, ker je to zacˇetnica
njenega imena. Bine je skoraj prepricˇan, da bo Alja vpisala cˇrko a, zato sam raje vpisˇe
cˇrko l. Cene zase ve, da bo vpisal cˇrko a, saj sta v besedi dve in je manj verjetnosti, da
bo zamocˇil. Ko prejme Aljino cˇrko a, se odlocˇi, da bo pred njo vpisal cˇrko m v upanju,
da je ni vpisal zˇe Bine. Na konec dopisˇe sˇe cˇrko a, za katero je bil zˇe prej odlocˇen, da jo
bo vpisal.
Poglejmo na Sliko 3.29, kaj se je zgodilo. Alja in Bine sta hkrati vpisala cˇrki a in
l pred zacˇetek besede “muca”. Nato se je aktiviral Cene in dodal sˇe njegov prispevek
s cˇrkami m in a. Da je stavek brez pravopisnih napak, je na koncu Bine vpisal sˇe
presledek. Ker zadnja sprememba ni nicˇ posebnega, jo pri razmisˇljanju odmislimo.
Operacije, oznacˇene v pravokotnikih, so se integrirale najprej lokalno, nato pa so bile
poslane naprej po omrezˇju. Pusˇcˇice prikazujejo posˇljanje operacije sˇe drugima dvema
uporabnikoma. Uporabniki so skupno naredili sˇtiri vstavljanja cˇrk m, a, l in a. Kljub
temu, da se pri nobenem uporabniku cˇrke niso vstavljale v tem zaporedju, vsi na koncu
vidijo isti pravilen rezultat.
Za sˇtudijo primera vzemimo Ceneta. Najprej je od Alje prejel, da mora med presle-
dek in cˇrko m vpisati cˇrko a. Ker sam ni sˇe nicˇesar urejal, je to operacijo integriral brez
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{ Vstavi ‘a’≺‘ ’≺‘m’ }
Uboga malamuca!
{ Vstavi ‘a’≺‘a’≺‘m’ }
Uboga malmuca!
{ Vstavi ‘ ’≺‘l’≺‘m’ }
Uboga mamuca!
{ Vstavi ‘ ’≺‘m’≺‘a’ }
Uboga amuca!
{ Vstavi ‘ ’≺‘a’≺‘m’ }
Uboga mala muca!
{ Vstavi ‘a’≺‘ ’≺‘m’ }
Uboga malamuca!
{ Vstavi ‘a’≺‘a’≺‘m’ }
Uboga malmuca!
{ Vstavi ‘ ’≺‘m’≺‘a’ }
Uboga almuca!
{ Vstavi ‘ ’≺‘a’≺‘m’ }
Uboga lmuca!
{ Vstavi ‘ ’≺‘l’≺‘m’ }
Uboga mala muca!
{ Vstavi ‘a’≺‘ ’≺‘m’ }
Uboga malamuca!
{ Vstavi ‘ ’≺‘l’≺‘m’ }
Uboga maamuca!
{ Vstavi ‘a’≺‘a’≺‘m’ }
Uboga mamuca!
{ Vstavi ‘ ’≺‘m’≺‘a’ }
Uboga amuca!
{ Vstavi ‘ ’≺‘a’≺‘m’ }
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Slika3.29: Prikazsodelovanjasprotokolom WOOTprekoomreˇzjaodjemalec-odjemalec. Vsakod
uporabnikovjevpisalsvojoizbranocˇrkooziromaˇcrki.
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tezˇav. Nato je naredil dve lokalni integraciji. Pred prej od Alje vpisani a je vpisal cˇrko m,
za njim pa cˇrko a. Ker je sˇlo za lokalno integracijo, jo je lahko izvedel brez tezˇav. Cene je
imel v tem trenutku v svojem dokumentu nesmiseln stavek “Uboga maamuca!”. Nato je
prejel Binetovo spremembo { Vstavi ‘ ’≺‘l’≺‘m’ }. Zmeden bralec bi lahko mislil,
da je pravilna integracija cˇrke l na lokacijo 7. Nastal bi stavek “Uboga lmaamuca!”. Res
je, da Cene sprejme informacijo, da mora locirati cˇrko l med presledek in m, vendar
je ta informacija podana z identifikaciskimi sˇtevilkami in ne z alfanumericˇnimi znaki,
kot smo zˇe omenili. Po premisleku nam je jasno, da mora biti cˇrka l integrirana med
presledek in drugi m v stavku, torej { Vstavi (217,5)≺(558,7)≺(558,0) }. Potemta-
kem so kar sˇtiri mozˇnosti, kam se lahko integrira l. Nastanejo lahko variante: “Uboga
lmaamuca!”, “Uboga mlaamuca!”, “Uboga malamuca!” ali “Uboga maalmuca!”. Kako
urejevalnik ve, kam ga mora postaviti? Da bomo lazˇje razresˇili ta problem, si poglejmo
Sliko 3.30.
(             ...                 )   
(217,5)  1          (217,4) (558,0)
(609,0)  1     m    (217,5) (217,7)
(217,7)  1     a    (217,5) (558,0)
(609,1)  1     a    (217,7) (558,0)
(558,0)  1     m    (217,5) (558,1)





Slika 3.30: Del Cenetovega dokumenta pred integracijo cˇrke l.
Prikazane so konfliktne cˇrke v Cenetovem dokumentu tik pred integracijo cˇrke l
(558,7). Postopek je sledecˇ. Vzamemo seznam cˇrk, ki so znotraj meje, med katere bi se
moral integrirati l. Dobimo cˇrke m (609,0), a (217,7) in a (609,1). Iz tega seznama
odstranimo cˇrke, ki imajo prejsˇnjega ali naslednjega soseda znotraj meje, med katere bi
se moral integrirati l. Ostane nam samo cˇrka a (217,7). Primerjamo identifikacijski
sˇtevilki cˇrke a in cˇrke l. Ker je 217 manjsˇe od 558, se bo cˇrka l (558,7) postavila
desno od cˇrke a (217,7). Primerjavo moramo nadaljevati z vsemi cˇrkami do meje.
Naslednja po vrsti je cˇrka a (609,1). Ker je 558 manjsˇe od 609, se bo cˇrka l (558,7)
postavila levo od cˇrke a (609,1). Primerjanje je zakljucˇeno. Pravilna oblika stavka je
“Uboga malamuca!”.
Ko se integrira sˇe Binetov presledek, dobimo “Uboga mala muca!”. Po podobnem
postopku dobita tudi ostala dva uporabnika dokument z isto vsebino.
Poglavje 4
Primerjava protokolov za skupinsko
urejanje
V Poglavju 3 smo spoznali glavne tri protokole in njihove algoritme za sodelovanje pri
urejanju besedila v realnem cˇasu. Pozoren bralec je lahko ugotovil, da smo nekatere
pomanjkljivosti dolocˇenega algoritma namenoma izpustili. Na drugi strani pa bi lahko
nekatere prednosti bolje poudarili. Namen tega poglavja je, da jih primerjamo po
njihovih lastnostih in predstavimo tako njihovo negativno kot pozitivno plat.
4.1 Hranjenje dokumenta
V vseh treh primerih vsak uporabnik ureja svoj lokalni dokument. Vendar je ta doku-
ment skupen vsem uporabnikom. Ko uporabniki obmirujejo (nehajo tipkati ali kako
drugacˇe delati spremembe na dokumentu), bi se morali vsi dokumenti v najkrajsˇem
mozˇnem cˇasu poenotiti. Najsibo to preko centralnega strezˇnika v primeru DS in OT ali
preko ostalih uporabnikov pri WOOT. Vsi uporabniki bi morali videti isti dokument,
ne glede na to, kateri algoritem za sodelovanje v realnem cˇasu se uporablja. Obstaja
pa bistvena razlika, kako je ta dokument v osnovi shranjen. Vprasˇamo se lahko, kaj se
zgodi, ko se urejanju pridruzˇi nov uporabnik. Na kaksˇen nacˇin se dokument, shranjen
v svoji primarni obliki, prikazˇe v uporabniku berljivi (angl. human readable) obliki?
Pri DS se posamezen dokument za vse uporabnike hrani kot dokument strezˇnika. Za
vsakega uporabnika, posebej pa na strezˇniku, obstajata sˇe senca dokumenta strezˇnika
in varnostna kopija sence strezˇnika. Na strani uporabnika imamo podobne tri do-
kumente, vendar so to lokalni dokumenti, ki se nahajajo pri uporabniku. Zanimivo
je, da je dokument strezˇnika zˇe v uporabniku berljivi obliki. Ko se urejanju pridruzˇi
33
34 POGLAVJE 4. PRIMERJAVA PROTOKOLOV ZA SKUPINSKO UREJANJE
nov uporabnik, mu v njegovem graficˇnem vmesniku takoj prikazˇemo vsebino doku-
menta. V ozadju je potrebno poskrbeti, da se pravilno inicializirata senca in kopija
sence strezˇnika. Pri uporabniku pa se morajo postaviti vsi trije dokumenti.
Pri OT smo v Poglavju 3.2.2 zapisali, da morata za posamezen dokument tako
strezˇnik kot uporabnik hraniti trenutno stanje dokumenta. Kar je shranjeno v trenu-
tnem stanju dokumenta v odjemalcu, je to, kar uporabnik dejansko vidi. Vendar je
pri OT poudarek na spremembah. Najpomembnejsˇa stvar na strezˇniku je revizijski
dnevnik dokumenta in je enoten za vse uporabnike. V njem so kronolosˇko shranjene
vse spremembe, ki so jih naredili uporabniki. Da dokument prikazˇemo novemu upo-
rabniku, le ponovimo revizijski dnevnik od zacˇetka do konca [11]. Seveda se mora v
uporabnikovem odjemalcu pripraviti, da si bo belezˇil spremembe in sˇtevilko zadnje
sinhronizirane revizije.
Pri primerjavi DS in OT lahko ugotovimo, da je hranjenje dokumenta v obeh pri-
merih z nekaj modifikacijami precej podobno. Cˇe bi dopolnili algoritem DS, da bi
belezˇil spremembe, ki jih naredijo uporabniki, bi imeli tudi pri DS revizijski dnevnik
dokumenta. Tudi na OT bi lahko naredili nekaj modifikacij. Novemu uporabniku bi
kar takoj prikazali trenutno stanje dokumenta, kot ga hrani strezˇnik. Sˇtevilko zadnje
sinhronizirane revizije bi odjemalcu poslali posebej. Z omenjenima modifikacijama bi
bilo hranjene dokumenta precej podobno.
WOOT deluje v arhitekturi odjemalec-odjemalec in ne uporablja centralnega strezˇnika.
Da bi se urejanju pridruzˇil nov uporabnik, mora biti za to poskrbljeno preko kakega
drugega sistema ali preko souporabnika v obliki povabila (angl. request). Posebnost
WOOT je tudi to, kako se uporabniku prikazˇe dokument. Kot smo omenili v Poglavju
3.3.1, za vsak znak v dokumentu hranimo peterko podatkov. Ko zˇelimo novemu upo-
rabniku prikazati dokument v uporabniku berljivi obliki, se naredi ena iteracija preko
vseh znakov. Pobrisanih znakov (oznacˇenih kot skritih) se uporabniku ne prikazˇe. Vse
ostale znake se prikazˇe glede na to, katero cˇrko ali sˇtevilko predstavljajo. V bistvu se ta
iteracija naredi vedno, ko uporabnik naredi ali prejme spremembo v dokumentu. Le
tako je lahko dokument vedno v pravi obliki.
Slabost WOOT v primerjavi z DS in OT je, da se znaki v dokumentu nikoli ne brisˇejo,
le skrivajo se. V primeru, da se pri urejanju dokumenta med uporabniki veliko tudi
brisˇe, velikost dokumenta hitro raste.
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4.2 Struktura porazdelitve
Ko govorimo o strukturi porazdelitve, govorimo o arhitekturi omrezˇja. Poznamo model
odjemalec-strezˇnik (angl. client-server) in model odjemalec-odjemalec (angl. P2P).
Pri modelu odjemalec-strezˇnik vsak posamezen odjemalec (uporabnik) centralnemu
strezˇniku posˇilja zahteve, medtem ko si pri modelu odjemalec-odjemalec med seboj
povezane tocˇke (uporabniki) izmenjujejo vire brez uporabe centraliziranega strezˇnika
[14, 15]. Njuna aritektura je prikazana na Sliki 3.28.
Oba modela smo zˇe omenili, ko smo opisovali izbrane tri protokole ter algoritme.
Avtorji algoritma WOOT so se naslanjali na dejstvo, da je model odjemalec-odjemalec
boljsˇi za porazdeljevanje vsebine. Ta potencial so zˇeleli izkoristiti in tako WOOT v
osnovi deluje na modelu odjemalec-odjemalec, cˇeprav bi ga bilo mozˇno realizirati
tudi na modelu odjemalec-strezˇnik. Za DS in OT smo rekli, da temeljila na modelu
odjemalec-strezˇnik. Pri OT to ni cˇisto res. Hipotezo ovrzˇe prvi cˇlanek o OT [1], saj pravi:
“Za sisteme za skupinsko delo v realnem cˇasu je znacˇilno, da so porazdeljeni (angl.
distributed). Na splosˇno ni mogocˇe domnevati, da so vsi udelezˇenci povezani z istim
strojem ali da so v istem lokalnem omrezˇju.“ Glede na potrebe po resˇitvi zapletenih
stanj, ki lahko nastanejo, cˇe poleg “Vstavi” in “Pobrisˇi” dodamo sˇe bolj zapletene
spremembe, so se v naslednjih raziskavah OT [2] zacˇele pojavljati resˇitve, zasnovane
na modelu odjemalec-strezˇnik. Izkazale so se za boljsˇe, saj zmanjsˇujejo verjetnost napak
pri zapletenih spremembah na dokumentu.
Torej imamo DS na modelu odjemalec-strezˇnik, OT na modelu odjemalec-strezˇnik
pri zapletenih spremembah oziroma na modelu odjemalec-odjemalec pri enostavnih
spremembah ter WOOT na modelu odjemalec-odjemalec ali na modelu odjemalec-
strezˇnik. Vprasˇanje je, kaj je boljsˇe. Od cˇesa je sploh odvisno, kateri model je boljsˇi? Cˇe
med sabo primerjamo modela po zanesljivosti (angl. reliability) in skalabilnosti (angl.
scalability), je model odjemalec-odjemalec zmagovalec. Pri skalabilnosti je neomejen.
Zanesljivost pa je zelo visoka. Cˇe en souporabnik odpove, so na voljo sˇe vsi ostali
souporabniki, na katere se uporabnik lahko priklopi. Pri modelu odjemalec-strezˇnik je
zgodba drugacˇna. Skalabilnosti je slaba, saj je sˇtevilo povezav na en strezˇnik omejeno.
Tudi z zanesljivostjo ni drugacˇe. Ko odpove strezˇnik, odpovejo vsi souporabniki.
Ker sta DS in OT mocˇno odvisni od modela odjemalec-strezˇnik, obstajajo raziskave
[10] na temo izboljsˇanja zanesljivosti in skalabilnosti. Ideja je, da med sabo povezˇemo
vecˇ strezˇnikov, ki si izmenjujejo spremembe v dokumentu ravno tako, kot si jih izme-
njujeta odjemalec in strezˇnik. Tako hkrati izboljsˇamo skalabilnost in zanesljivost. Vecˇ
uporabnikov se lahko pridruzˇi urejanju. V primeru izpada enega strezˇnika, se lahko
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prevezˇejo na drugega.
Koncˇna ugotovitev je, da so DS, OT in WOOT enakovredne po strukturi porazde-
litve, saj sta model odjemalec-strezˇnik in model odjemalec-odjemalec primerljiva po
zanesljivosti in skalabilnosti.
4.3 Pocˇasna povezava
Vsi trije algoritmi zagotavljajo sodelovanje v realnem cˇasu. Nismo pa omenili, kaj se
dogaja pri visoki zakasnitvi prenosa (angl. latency). Na primer, ko imajo uporabniki
pocˇasno povezavo ali ko je oddaljenost med uporabniki ekstremno velika.
DS je omejena na najvecˇ en sinhronizacijski paket v enem sinhronizacijskem ciklu
v danem trenutku [10]. Uporabnik lahko v sinhronizacijskem paketu posˇlje vecˇ spre-
memb. Vendar to problema ne resˇi. V primeru, da se uporabnik nahaja na Marsu,
strezˇnik pa na Zemlji, je cˇas enega sinhronizacijskega cikla pol ure. To pomeni, da upo-
rabnik posˇlje svoje spremembe, potem pa kar pol ure ne dobi odgovora od strezˇnika.
V tem cˇasu sicer lahko tipka v svoj dokument, vendar od strezˇnika ne dobi ne povratne
informacije o uspsˇnem prejemu sprememb ne novih sprememb od drugih uporabni-
kov, kar je problem. Cˇe naredijo ostali uporabniki korenite spremembe na skupnem
dokumentu, se lahko zgodi, da se spremembe uporabnika na Marsu v zadnje pol ure
pobrisˇejo brez mozˇnosti povrnitve.
Podobno kot pri DS je tudi pri OT pravilo, da se na strezˇnik ne posˇlje vecˇ kot
ene cˇakajocˇe spremembe. Na sezamu poslanih sprememb je najvecˇ ena sprememba,
ki sˇe ni potrjena s strani strezˇnika. Algoritem za posˇiljanje sprememb bi sicer lahko
prilagodili, da bi poslal vecˇ sprememb v paketu, tako kot je to predvideno pri DS s
sinhronizacijskim paketom. Prilagoditev bi bilo potrebno narediti tudi na strezˇniku,
vendar ne resˇi problema pri pocˇasni povezavi. Uporabnik na Marsu, ki bi posˇiljal
spremembe na Zemljo vsake pol ure, bi lahko dokument izmalicˇil za vse uporabnike.
Kljub transformacijam se lahko v pol ure naredi prevecˇ sprememb. Cˇe uporabnik na
Marsu naredi spremembo “Vstavi” na isti lokaciji kot drug uporabnik na Zemlji, se bo
zˇelena lokacija spremembe transformirala v nezazˇeleno. Nastalo napako uporabnika
hitro resˇita, vendar uporabnik na Marsu potrebuje nadaljnje pol ure za popravek.
Ponovno lahko pride do napake, cˇe zˇelita napako popraviti oba uporabnika. Skratka,
pri pocˇasni povezavi, bi bilo prevecˇ napak.
Cˇe sta DS in OT zelo odvisni od potrditev sprememb s strani strezˇnika, je pri
WOOT precej drugacˇe. Zˇe v osnovi WOOT ne temelji na centralnem strezˇniku in se
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potrditev ne predvideva. Komunikcija je resˇena kot stalen tok posodobitev med vsemi
uporabniki. Poleg tega so spremembe vezane na identifikacijske sˇtevilke, integracija
sprememb pri oddaljenih uporanbikih pa ni odvisna od cˇasa dostave. Cˇe pa se zˇe
zgodi, da brisanje znaka prehiti vstavljanje znaka, potem se sprememba “Pobrisˇi”
postavi v cˇakalno vrsto. Integrira se v enem od naslednjih integracij. V primeru enega
uporabnika na Marsu in drugega uporabnika na Zemlji bo protokol vse spremembe
brez tezˇav pravilno integriral.
Pri visoki zakasnitvi prenosa je torej protokol WOOT boljsˇi kot DS in OT. Po drugi
strani pa se lahko vprasˇamo v cˇem je smisel implementirati sodelovanje v realnem cˇasu
med uporabnikom na Marsu in uporabnikom na Zemlji. Zaradi velike oddaljenosti
lahko dostava in odgovor paketa trajata pol ure. Nekako se zdi, da je nesmiselno
uporabljati urejevalnik v realnem cˇasu, cˇe je uporabnik na Marsu pol ure v zaostanku
v primerjavi z ostalimi uporabniki na Zemlji. Teoreticˇno je WOOT res boljsˇi kot DS in
OT, vendar je na Marsu ravno tako neuporaben kot ostala dva. Cˇe bi zˇe hoteli izboljsˇati
uporabnisˇko izkusˇnjo na Marsu, bi morali iskati resˇitev v izboljsˇanju infrastrukture, ne
pa v izboljsˇanju algoritma.
Na Zemlji so vsi trije algoritmi nekako enakovredni. Bolj problematicˇen od pocˇasne
povezave je izpad povezave, kar se ne zgodi redko. Uporabnik je o nedostavljenih
spremembah obvesˇcˇen preko cˇasovne omejitve (angl. timeout). Kako to zgleda v praksi?
Pri DS in OT se spremembe, ki po dolocˇenem cˇasu niso potrjene s strani strezˇnika,
obravnavajo kot nedostavljene in se jih posˇlje sˇe enkrat. Pri WOOT pa je nekoliko
drugacˇe. Ker temelji na omrezˇju odjemalec-odjemalec, potrjevanje ni potrebno. Cˇe se
zgodi, da sprememba ni dostavljena, ni tezˇav, sej korenito ne vpliva na vse nadaljnje
spremembe. Vsi uporabniki imajo sˇe vedno podoben dokument, le da nekomu kaksˇen
del manjka. To pa se lahko resˇi s posebnim preverjanjem, ki preveri, ali je uporabnikov
dokument konsistenten z dokumentom drugega uporabnika.
4.4 Zaznavanje sprememb
Pri razlagi protokolov za urejanje besedila v realnem cˇasu smo zapisali, da delajo
uporabniki spremembe v besedilu. Osredotocˇili smo se na spremembi “Vstavi” in
“Pobrisˇi”, vendar obstajajo sˇe druge, ki jih v diplomski nalogi nismo zajeli. Dejstvo
pa je, da pojma “sprememba” nismo nikoli natancˇno definirali. Govorili smo le o tem,
da uporabnik naredi spremembo. Razlog je, da uporabljajo razlicˇni akademski cˇlanki
razlicˇno terminologijo za poimenovanje uporabnikove interakcije z urejevalnikom be-
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sedila. Druga tezˇava pa je, da predvidevajo razlicˇni protokoli razlicˇno zaznavanje
sprememb in jih tudi razlicˇno obravnavajo.
Ko uporabnik ureja besedilo v svojem dokumentu, sta dve mozˇnosti, ali zaznavamo
vse njegove operacije preko poslusˇalcev dogodka (angl. event listeners) ali pa isˇcˇemo v
besedilu nastale spremembe. Pri primitivnih implementacijah so bili poslusˇalci dogod-
kov precej popularni. Zaznavanje pisanja in brisanja golega besedila je precej enostavno
na katerikoli platformi. Poleg tipkanja lahko uporabnik naredi tudi operacije, kot so:
izrezˇi besedilo, prilepi besedilo, povleci in spusti besedilo, zamenjava besedila, povrni
besedilo, ... Operaciji, kot sta samodokoncˇanje in pravopisni popravek, lahko naredi
tudi sam urejevalnik. Ko dodamo osnovnima dvema operacijama sˇe bolj zapletene, po-
stanejo poslusˇalci dogodkov prevecˇ zapleteni. Vcˇasih se jih niti ne da implementirati.
Tako so se vedno bolj zacˇeli uveljavljati algoritmi za iskanje razlik med besediloma.
Kako delujejo, bomo opisali v Poglavju 5. Na tem mestu povejmo le to, da je njihov
glavni namen iskanje sprememb v besedilu. Spremembe, ki jih algoritmi najdejo, so
posledica uporabnikove interakcije z urejevalnikom. Njihova dobra lastnost je, da so v
osnovi implementirani povsem neodvisno od uporabnika. Vseeno pa najdejo vse spre-
membe, ki nastanejo ob uporabnikovih operacijah v besedilu, in tudi vse spremembe,
ki nastanejo ob operacijah samega urejevalnika.
Poglejmo si, kako je z obravnavanimi protokoli. Pri DS smo zˇe v osnovni topologiji
na Sliki 3.1 omenili tri entitete, in sicer razliko, spremembo in popravek. To nakazuje,
da predvideva DS uporabo algoritma za iskanje razlik v besedilu. Najdene spremembe
se kot popravki uveljavijo na oddaljenem racˇunalniku. Pri OT o nastanku sprememb
nismo kaj dosti govorili, smo pa poudarili, da so spremembe njen pomemben del,
saj je dokument shranjen kot revizijski dnevnik sprememb. Kako implementirati za-
znavanje spremembe v praksi, je programerjeva odlocˇitev. Potrebno je biti le pazljiv,
da se zˇe poslanih sprememb ne posˇlje sˇe enkrat. Pri WOOT se spremembe obicˇajno
imenujejo operacije, ker to v bistvu tudi so. Cˇe se uporabnikove operacije zaznava
preko poslusˇalcev dogodkov, je posamezna operacija tudi zˇe sprememba. Na tak nacˇin
pa naj bi WOOT tudi delovale. Urejevalnik mora biti sposoben zaznavati uporabni-
kove operacije kot spremembe, jih integrirati v lokalni dokument in jih poslati ostalim
uporabnikom za integracijo v njihovih dokumentih.
Seveda bi se dalo tudi WOOT implementirati z algoritmom za iskanje razlik v
besedilu. Vendar obstaja bistvena razlika v primerjavi z DS in OT. Pri DS in OT so
spremembe, ki vkljucˇujejo vecˇ znakov skupaj, nekaj povsem obicˇajnega. Pri WOOT pa
je vsaka sprememba vezana na posamezen znak. Vecˇznakovne spremembe bi vodile v
napake pri delovanju. Recimo, da zˇelimo besedo “pot” spremeniti v besedo “pilot”.
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Pri DS in OT bi strezˇniku poslali le eno spremembo, in sicer { Vstavi ‘il’ @2 }.
Pri WOOT bi morali ostalim uporabnikom poslati dve spremembi, in sicer { Vstavi
‘p’≺‘i’≺‘o’ } in nato { Vstavi ‘i’≺‘l’≺‘o’ }. Drobljenje sprememb sˇe dodatno
zakomplicira implementacijo urejavalnika, zato se zdi, da je za WOOT bolj primerno
uporabiti poslusˇalce dogodkov.
Ponovno ni konkretnega zmagovalca med protokoli glede zaznavanja sprememb.
Po nasˇem mnenju je pri DS in OT najbolj primerno uporabiti algoritme za iskanje
razlik med besedilom, pri WOOT pa je bolj primerno uporabiti poslusˇalce dogodkov.
Katerega je bolj smiselno implementirati, je odvisno od platforme in od predvidene
dolzˇine besedila.
4.5 Problem socˇasnosti
O problemu socˇasnosti smo govorili na zacˇetku nasˇe diplomske naloge v Poglavju 2.1.
Do tezˇave pride, ko vecˇ uporabnikov v istem cˇasu na isti lokaciji naredi neko spre-
membo. Za vzdrzˇevanje konsistentnosti potrebujemo algoritme za nadzor socˇasnosti,
kot so DS, OT in WOOT. Algoritme za nadzor socˇasnosti lahko klasificiramo kot pesi-
misticˇne ali optimisticˇne [2]. Pesimisticˇni algoritem potrebuje vnaprej komunikacijo s
centralnim strezˇnikom ali s souporabnikom. Ko uporabnik naredi spremembo, mora
pocˇakati na povratno informacijo ali je s spremembo vse v redu ali ni. Cˇe ni tezˇav,
se uveljavi nova sprememba na dokumentu. Sicer mora uporabnik popraviti svojo
spremembo in poskusiti ponovno. Optimisticˇni algoritem deluje ravno nasprotno. V
tem primeru uporabnik naredi spremembo in jo posˇlje na strezˇnik ali souporabniku.
Naloga strezˇnika oziroma souporabnika je, da to spremembo umesti v dokument na
nacˇin, da se med souporabniki ohrani konsistentnost. Pesimisticˇni nadzor pri urejanju
golega besedila v realnem cˇasu ne pride v posˇtev. V praksi ga po navadi najdemo
v kombinaciji z zaklepanjem dokumenta. Vsi trije nasˇi protokoli temeljijo na optimi-
sticˇnem nadzoru socˇasnosti. Kljub ucˇinkovitosti protokolov se vseeno najde kaksˇna
nezazˇeljena zadeva.
Poglejemo si specificˇen primer socˇasnega brisanja istega znaka v dokumentu pri
uporabi OT. Recimo, da imamo dokument z nekaj deset znaki. Urejata ga uporab-
nika Alja in Bine. Oba naenkrat pobrisˇeta cˇetrti znak in v istem cˇasu odposˇljeta svoji
spremembi { Pobrisˇi @4 }. Na strezˇnik bosta obe spremembi prisˇli hkrati, vendar
se bosta sprocesirali ena za drugo. Recimo, da se bo najprej sprocesirala Aljina spre-
memba. Pobrisala bo cˇetrti znak. Alji bo nazaj poslana potrditev o uspesˇnem izbrisu,
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Binetu pa zahteva za brisanje cˇetrtega znaka. Nato zacˇne strezˇnik procesirati Binetovo
spremembo, v kateri pisˇe, naj se pobrisˇe cˇetrti znak. Res se pobrisˇe trenutno cˇetrti
znak, ampak to ni isti znak, ki ga je izbrisal Bine v svojem lokalnem dokumentu. Ne
strezˇniku se dejansko pobrisˇe znak, ki ga ima Bine v svojem lokalnem dokumentu na
petem mestu. Potrditev o uspesˇnem izbrisu se posˇlje Binetu, Alji pa zahteva za brisanje
cˇetrega znaka. Podobno kot na strezˇniku se tudi tako v Aljinem kot Binetovem lokal-
nem dokumentu sˇe enkrat pobrisˇe cˇetrti znak. Koncˇni rezultat v vseh dokumentih sta
pobrisana cˇetrti in peti znak, cˇeprav sta Alja in Bine zˇelela pobrisati le cˇetrti znak.
Sˇe en primer ne najboljsˇe resˇitve algoritma je pri protkolu WOOT. Predstavljajmo
si uporabnike Aljo (217), Bineta (558) in Ceneta (609), ki urejajo dokument. Sˇtevilka
v oklepaju predstavlja posameznega uporabnika. Alja in Bine istocˇasno na isto mesto
vpisˇeta vsak svojo zacˇetnico imena. Alja naredi spremembo { Vstavi ‘t’≺‘a’≺‘d’
}, Bine pa { Vstavi ‘t’≺‘b’≺‘d’ }. Ne pozabimo, da nosi sprememba informacijo,
med katerima dvema znakoma se mora vstaviti uporabnikov znak. Kot vidimo, se
vstavljanje integrira med cˇrki “t” in “d”. Vsak posˇlje svojo spremembo Cenetu. On
obe spremembi sprejme. Najprej zacˇne procesirati Binetovo spremembo, vstavljanje
cˇrke “b”. Le-ta se integrira brez tezˇav. Nato zacˇne procesirati Aljino spremembo,
vstavljanje cˇrke “a”. Vstaviti se mora med cˇrki “t” in “d”, med katerima dvema se zˇe
nahaja “b”. Cˇrka “a” bi se lahko vstavila pred “b” ali za “b”. Ker je Aljina sˇtevilka 217
manjsˇa od Binetove 557, se cˇrka “a” vstavi pred cˇrko “b”. Resˇitev je sicer enostavna,
vendar daje ta nacˇin vedno prednost uporabnikom z nizˇjo sˇtevilko pred tistim z visˇjo.
Priviligiranost enega uporabnika pred drugimi bi lahko resˇili z uro oziroma s cˇasovnimi
zˇigi. Pri integraciji sprememb pri odaljenem uporabiku bi lahko istolezˇecˇe spremembe
razvrsˇcˇali glede na vrstni red procesiranja. Kasneje sprocesirani znak bi moral lezˇati
bolj desno. To je sicer resˇitev z enakopravnim razvsˇcˇanjem sprememb, vendar nam
podre konsistentnost pri drugih uporabnikih, zato je resˇitev neuporabna. Druga resˇitev
je, da uporabnik sam posˇlje, kdaj je naredil spremembo. Skupaj s spremembo se torej
posˇlje tudi cˇasovni zˇig spremembe. Istolezˇecˇe spremembe se bi tako razvrsˇcˇale glede
na cˇasovni zˇig. To zahteva natancˇno usklajenost ure pri vseh oddaljenih uporabnikih.
Zˇe to je precej tezˇko dosecˇi, poleg tega pa lahko uporabnik tudi goljufa, kdaj je naredil
spremembo. Tako si ustvari priviligiran polozˇaj.
Kot vidimo, ima OT tezˇave s socˇasnostjo istolezˇecˇih sprememb pri kombinaciji
“Pobrisˇi-Pobrisˇi”, WOOT pa pri kombinaciji “Vstavi-Vstavi”. DS nima izrazitih
tezˇav.
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4.6 Zahtevnost protokola
Zahtevnost protokola oziroma algoritma je sˇirok pojem. Objektivno gledano bi lahko
ta pojem zajel, koliko procesorske mocˇi porabi posamezen algoritem. Eden izmed
nacˇinov merjenja zahtevnosti je, koliko cˇasa bi potrebovali za njegovo implementacijo.
Veliko bolj subjektivna ocena je, kako lahko oziroma kako tezˇko je algoritem razumeti.
Ljudje imamo razlicˇno predznanje. Nek algoritem je za nekoga lazˇje razumljiv, med-
tem ko je isti algoritem za drugega tezˇje razumljiv. Cˇe pa imamo statisticˇne podatke
dovolj velikega vzorca anketirancev, lahko iz njega povzamemo objektivne podatke.
Naredil sem manjsˇo raziskavo med prijatelji, ki imajo podobno racˇunalnisˇko znanje,
kot ga imam jaz. Navodila so bila sledecˇa: “V tretjem poglavju moje diplomske naloge
na primeru opisujem protokole oziroma algortime za sodelovanje v realnem cˇasu. To
so Diferencˇna sinhronizacija, Operativna transformacija in Brez operativne transfor-
macije. Potreboval bi tvojo pomocˇ. Cilj je, da si preberesˇ tretje poglavje in na koncu
primerjasˇ protokole po zahtevnosti (razumljivosti). Najtezˇjemu daj 3 tocˇke, srednje
tezˇkemu 2 tocˇki in najlazˇjemu 1 tocˇko.” Dobil sem 14 razporeditev 14 ljudi. Tocˇke,
ki so jih prejeli posamezni protokoli, si sledijo: DS 37 tocˇk, OT 29 tocˇk in WOOT 18
tocˇk. To nam pove, da je algoritem DS najbolj zahteven za razumevanje, OT lazˇji in
WOOT najlazˇje razumljiv. Uposˇtevati moramo, da so dobljene tocˇke mocˇno odvisne
od kakovosti besedila v Poglavju 3. Tudi vzorec 14 anketirancev je res zalo majhen,
verjetno statisticˇno sˇe neznacˇilen, vendar kazˇe razlike glede zahtevnosti. Tudi moje
subjektivno mnenje je, da je vrstni red zahtevnosti protokolov isti, kot sem ga dobil v
moji raziskavi.
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Poglavje 5
Iskanje razlik
Algoritmi za iskanje razlik v besedilu se uporabljajo za zaznavanje sprememb, ki na-
stanejo, ko uporabnik ureja besedilo. Preprost primer razlike med dvema besediloma




Slika 5.1: Primer razlike. Precˇrtane cˇrke so cˇrke, ki so bile v izvirnem besedilu izbrisane, podcˇrtane cˇrke
pa dodane.
Raziskave na tem podrocˇju so se zacˇele zˇe pred pojavom sodelovanja v realnem cˇasu
na spletu in so jih obsˇirno proucˇevali [16, 17, 18] (kasneje [19]). Namen vseh raziskav
je bil, da se izboljsˇa cˇasovna zahtevnost algoritma za iskanje razlik. V cˇem je problem?
Medtem ko uporabnik tipka, se morajo spremembe v najkrajsˇem mozˇnem cˇasu poslati
na strezˇnik. Cˇe bi bil algoritem pocˇasen in bi zamujal vecˇ sekund ali celo minut, bi
bila uporabnisˇka izkusˇnja zelo slaba. Pri vecˇminutni zamudi zˇe tezˇko govorimo o
sodelovanju uporabnikov v realnem cˇasu.
Besedilo, ki je skupno tako izvirnemu kot tudi spremenjenemu besedilu, imenujemo
najdaljsˇe skupno zaporedje (angl. the longest common subsequence). V nasˇem primeru to
zaporedje sestavljajo cˇrke “Leloil”. Na Sliki 5.1 so to cˇrke v razliki, ki niso ne precˇrtane
ne podcˇrtane. Med izvirnim in spremenjenim besedilom lahko izracˇunamo tudi naj-
manjsˇo razdaljo urejanja (angl. minimum edit distance), poimenovano tudi Levenshte-
inova razdalja (angl. Levenshtein distance). To je sˇtevilka, ki pove, koliko sprememb
bi morali narediti na izvirnem besedilu, da dobimo spremenjeno besedilo. Najmanjsˇa
razdalja urejanja nasˇega primera je 12. Na Sliki 5.1 lahko vidimo pet precˇrtanih in
sedem podcˇrtanih cˇrk. Skupaj torej 12 sprememb, petkrat brisanje in sedemkrat vsta-
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vljanje. Na podlagi najdaljsˇega skupnega zaporedja in najmanjsˇe razdalje urejanja
lahko predvidimo scenarij najkrajsˇega urejanja (angl. shortest edit script). To bi bili
{ Pobrisˇi ‘do’ }, { Vstavi ‘ta’ }, { Pobrisˇi ‘m’ }, { Vstavi ‘nos’ }, { Pobrisˇi
‘ec’ }, { Vstavi ‘ka’ }. Ali so to res operacije, kot jih je naredil uporabnik, ne vemo.
Dejstvo pa je, da so to spremembe v besedilu. Uporabnik bi lahko v celoti pobrisal
besedo “Ledolomilec” in na novo napisal “Letalonosilka”. Problem, ki ga resˇujemo,
je zagotavljanje konsistentnosti med uporabniki. Ne zanima nas, katere operacije so se
zgodile v urejevalniku. Ni pomembno, kako je uporabnik uredil besedilo, pomembna
je njegova vsebina. Zato je dovolj, da ugotavljamo le, kaksˇne so spremembe v besedilu
in ne, kako smo prisˇli do njih.
V nadaljevanju bomo na primeru prikazali, kako poisakati nadaljsˇe skupno za-
poredje, kako izracˇunati najmanjsˇo razdaljo urejanja in kako priti do scenarija naj-
krajsˇega urejanja.
5.1 Najdaljsˇe skupno zaporedje
Iskanje najdaljsˇega skupnega zaporedja bomo prikazali tabelaricˇno [20], kot je prika-
zano na Sliki 5.2.
L e t a l o n o s i l k a




































Slika 5.2: Priprava na iskanje najdaljsˇega skupnega zaporedja.
Horizontalno na vrh tabele vpisˇemo daljsˇega od besedil, ki ju primerjamo. V nasˇem
primeru je to spremenjeno besedilo “Letalonosilka”. Ima n=13 znakov. Vsak znak je
oznacˇen s sˇtevilko od 1 do 13. Vertikalno ob tabeli vpisˇemo krajsˇega od besedil, to je
izvirno besedilo “Ledolomilec”. Ima m=11 znakov. Vsak znak je oznacˇen s sˇtevilko od 1
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do 11. Zgornjo nicˇto vrstico in levi nicˇti stolpec zapolnimo z nicˇlami. To lahko naredimo
zaradi logicˇnega razloga. Cˇe katerokoli besedilo primerjamo s praznim besedilom, ti
dve besedili nimata skupnega zaporedja.
Postopek za iskanje najdaljsˇega skupnega zaporedja se pricˇne v zgornjem levem
polju (1,1) in se nadaljuje do konca vrstice. Nato gre v naslednjo vrstico, se ponovi
za vse vrstice in se koncˇa v spodnjem desnem polju (11,13). V vsakem polju v tabeli
se primerja cˇrki, ki pokrivata to polje. Cˇe sta cˇrki enaki, se v polje vpisˇe za eno vecˇje
sˇtevilo, kot je v zgornje-levo lezˇecˇem polju. Med ta dva polja se vrisˇe sˇe tako imenovani
mosticˇek (angl. bridge). Cˇe sta cˇrki razlicˇni, se v polje vpisˇe vecˇjega od zgornje ali levo
lezˇecˇega polja.
Vsa polja (i,j) v tabeli bomo zapolnili s sˇtevilkami od 0 do sˇtevila znakov, ki se
ujemajo v obeh besedilih. Zacˇnimo v polju (1,1). Primerjamo cˇrki “L” in “L”. Ker sta
cˇrki enaki in je v zgornje-levo lezˇecˇem polju (0,0) nicˇla, se v polje (1,1) vpisˇe 1. Med
polja (0,0) in (1,1) vrisˇemo mosticˇek. Nadaljujemo s poljem (1,2). Cˇrki “L” in “e”
sta razlicˇni. Vrednost levo lezˇecˇega polja (1,1) je 1, kar je vecˇ od zgornje lezˇecˇega polja
(0,2), ki je 0. V polje (1,2) se torej vpisˇe vrednost 1. Slika 5.3 prikazuje izpolnjeni
prvi dve polji.
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Slika 5.3: Izgled tabele po prvih dveh korakih.
Ker se cˇrka “L” v besedi “Letalonosilka” ne ponovi vecˇ, je v vseh poljih v prvi
vrstici vrednost 1. Nadaljujemo v drugi vrstici. Pricˇnemo v polju (2,1). Ker sta cˇrki
“e” in “L” razlicˇni, se v polje (2,1) vpisˇe vecˇja od vrednosti levo lezˇecˇega polja (2,0)
0 in zgornje lezˇecˇega polja (1,1) 1, torej 1. Postopek se nadaljuje v polju (2,2). Cˇrki
“e” in “e” sta enaki. Vrednost zgornje-levo lezˇecˇega polja (1,1) je 1. V polje (2,2) se
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vpisˇe za 1 vecˇja vrednost, torej 2. Dorisˇe se mosticˇek. Glej Sliko 5.4.
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Slika 5.4: Pri primerjavi besedil smo nasˇli zˇe dve skupni cˇrki.
Po opisanem postopku nadaljujemo cˇez vse vrstice. Pazljivi moramo biti pri cˇrkah,
ki se v besedi ponovijo dvakrat, kot recimo cˇrka “o”. Izpolnjena tabela je na koncu
taka, kot je prikazano na Sliki 5.5.
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0 0 0 0 0 0 0 0 0 0 0 0 0 0
0 1 1 1 1 1 1 1 1 1 1 1 1 1
0 1 2 2 2 2 2 2 2 2 2 2 2 2
0 1 2 2 2 2 2 2 2 2 2 2 2 2
0 1 2 2 2 2 3 3 3 3 3 3 3 3
0 1 2 2 2 3 3 3 3 3 3 4 4 4
0 1 2 2 2 3 4 4 4 4 4 4 4 4
0 1 2 2 2 3 4 4 4 4 4 4 4 4
0 1 2 2 2 3 4 4 4 4 5 5 5 5
0 1 2 2 2 3 4 4 4 4 5 6 6 6
0 1 2 2 2 3 4 4 4 4 5 6 6 6
0 1 2 2 2 3 4 4 4 4 5 6 6 6
Slika 5.5: Izpolnjena tabela po postopku za iskanje najdaljsˇega skupnega zaporedja.
V spodanjem desnem polju (m,n), to je (11,13), se nahaja vrednost 6. To pomeni,
da je v besedah, ki smo ju primerjali, najdaljsˇe skupno zaporedje dolgo 6 znakov.
Vprasˇanje je, kateri znaki ga sestavljajo. Opazimo nekaj zanimivega. Ustvarili smo
otocˇke (angl. islands) sˇtevilk od 1 do 6. Na Sliki 5.6 smo jih poudarili z debelejsˇo cˇrto,
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ki predstavlja mejo otocˇkov. Ti otocˇki so povezani v mosticˇki. Da bo bomo izvedeli,
kateri znaki sestavljajo najdaljsˇe skupno zaporedje, bomo morali potovati od spodnjega
desnega polja vse do zgornjega levega polja. Premikamo se v levo vse do leve meje
otocˇka, nato navzgor vse do zgornje meje otocˇka. Pri mosticˇku prestopimo mejo in
ponovimo postopek. Na ta nacˇin pridemo vse do zgornjega levega polja. Glej Sliko 5.6.
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0 0 0 0 0 0 0 0 0 0 0 0 0 0
0 1 1 1 1 1 1 1 1 1 1 1 1 1
0 1 2 2 2 2 2 2 2 2 2 2 2 2
0 1 2 2 2 2 2 2 2 2 2 2 2 2
0 1 2 2 2 2 3 3 3 3 3 3 3 3
0 1 2 2 2 3 3 3 3 3 3 4 4 4
0 1 2 2 2 3 4 4 4 4 4 4 4 4
0 1 2 2 2 3 4 4 4 4 4 4 4 4
0 1 2 2 2 3 4 4 4 4 5 5 5 5
0 1 2 2 2 3 4 4 4 4 5 6 6 6
0 1 2 2 2 3 4 4 4 4 5 6 6 6
0 1 2 2 2 3 4 4 4 4 5 6 6 6
Slika 5.6: Oznacˇena pot je razlika med izvirnim in spremenjenim besedilom.
Oznacˇena pot od polja (0,0) do (11,13) predstavlja razliko, ki smo jo omenili v
Sliki 5.1. Diagonalne cˇrtice (mosticˇki) nam povedo, da se tiste cˇrke v besedilu niso
spremenile in predstavljajo najdaljsˇe skupno zaporedje “Leloil”.
5.2 Najmanjsˇa razdalja urejanja
Iskanje najmanjsˇe razdalje urejanja D(i,j) bomo prikazali po korakih. Pripravimo si
tabelo, kot je prikazano na Sliki 5.7.
Horizontalno na vrh tabele vpisˇemo daljsˇega od besedil, ki ju primerjamo. Verti-
kalno ob tabeli vpisˇemo krajsˇega od besedil. V prvem koraku je tabela zelo podobna
tabeli na Sliki 5.2. Razlika je v nicˇti vrstici in v nicˇtem stolpcu. Zgornjo nicˇto vrstico
zapolnimo z vrednostmi od 0 do n. Vrednost n=13 predstavlja daljsˇe od obeh besedil.
Levi nicˇti stolpec zapolnimo z vrednostmi od 1 do m. Vrednost m=11 predstavlja krajsˇe
od obeh besedil. To lahko naredimo iz logicˇnega razloga. Cˇe katerokoli besedilo pri-
merjamo s praznim besedilom, je sˇtevilo operacij enako sˇtevilu vseh vstavljanj oziroma
vseh brisanj, da besedili poenotimo.
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Slika 5.7: Priprava na iskanje najmanjsˇe razdalje urejanja.
Postopek za iskanje najmanjsˇe razdalje urejanja se pricˇne v zgornjem levem polju
(1,1) in se nadaljuje do konca vrstice. Nato gre v naslednjo vrstico, se ponovi za vse
vrstice in se koncˇa v spodnjem desnem polju (11,13). Vrednost vsakega polja v tabeli
je odvisna od vrednosti sosednjih treh polj. V posamezno polje se vpisˇe minimum od
treh vrednosti. To so vrednost levo lezˇecˇega polja +1, vrednost zgornje lezˇecˇega polja
+1 ali vrednost zgornje-levo lezˇecˇega polja +2, cˇe sta polji razlicˇni, ali +0, cˇe sta polji
enaki. Matematicˇno to zapisˇemo, kot je prikazano na Sliki 5.8.
D(i,j) = min 
D(i-1,j) + 1
D(i,j-1) + 1
D(i-1,j-1) + 2; if X(i) ≠ Y(j)0; if X(i) = Y(j)
Slika 5.8: Izracˇun najmanjsˇe razdalje urejanja [21], pri cˇemer X(i) predstavlja i-ti znak v krajsˇem (izvir-
nem) besedilu in Y(j) predstavlja j-ti znak v daljsˇem (spremenjenem) besedilu. Opomba: Pri iskanju
vrednosti D(i,j) nad diagonalo z oznako ∆ (glej Sliko 5.11) lahko uposˇtevamo le vrednosti levo lezˇecˇega
polja in zgornje-levo lezˇecˇega polja. Zgornje lezˇecˇe polje bistveno ne vpliva na izracˇun. Pri iskanju
vrednosti D(i,j) pod diagonalo z oznako 0 lahko uposˇtevamo le vrednosti zgornje lezˇecˇega polja in
zgornje-levo lezˇecˇega polja. Levo lezˇecˇe polje bistveno ne vpliva na izracˇun.
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Zacˇnimo v polju (1,1). Primerjamo cˇrki “L” in “L”. Ker so vrednosti, ki jih
pridobimo iz sosednjih treh polj, enake 2 in 0 in 2, se v polje (1,1) vpisˇe najmanjsˇa
od vrednosti, to je 0. Nadaljujemo s poljem (1,2). Vrednosti, ki jih dajo sosednja tri
polja, so enake 1 in 3 in 3. Na mesto (1,2) vpisˇemo 1. Izgled tabele po dveh korakih
je prikazan na Sliki 5.9.
L e t a l o n o s i l k a




































Slika 5.9: Izgled tabele po prvih dveh korakih.
Postopek nadaljujemo do konca prve vrstice. Ker se cˇrka “L” v besedilu “Letalonosika”
ne ponovi vecˇ, je vrednost vsakega nadaljnjega polja za eno vecˇja od levo lezˇecˇega polja.
Postopek ponovimo sˇe cˇez vse vrstice. Slika 5.10 prikazuje v celoti izpolnjeno tabelo.
L e t a l o n o s i l k a
























0 1 2 3 4 5 6 7 8 9 10 11 12 13
1 0 1 2 3 4 5 6 7 8 9 10 11 12
2 1 0 1 2 3 4 5 6 7 8 9 10 11
3 2 1 2 3 4 5 6 7 8 9 10 11 12
4 3 2 3 4 5 4 5 6 7 8 9 10 11
5 4 3 4 5 4 5 6 7 8 9 8 9 10
6 5 4 5 6 5 4 5 6 7 8 9 10 11
7 6 5 6 7 6 5 6 7 8 9 10 11 12
8 7 6 7 8 7 6 7 8 9 8 9 10 11
9 8 7 8 9 8 7 8 9 10 9 8 9 10
10 9 8 9 10 9 8 9 10 11 10 9 10 11
11 10 9 10 11 10 9 10 11 12 11 10 11 12
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.
Slika5.11:Pripravanaiskanjescenarijanajkrajˇsegaurejanjazoznaˇcenimidiagonalami.
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Oznacˇimo diagonalna polja k z oznako od -m do n, kot je prikazano s krogci na Sliki
5.11. Oznacˇili smo pas med diagonalo k=0 in k=∆=n-m=2. Prva diagonala poteka skozi
izvir, druga pa skozi ponor. Cˇe bi bili besedili identicˇni, bi se ti dve diagonali prekrivali.
Po tej diagonali pa bi potekala tudi pot, ki smo jo nasˇli v Sliki 5.6. Glede na to, da sta v
nasˇem primeru besedili razlicˇni, to pomeni, da bo pot potekala po oznacˇenem pasu in v
njegovi blizˇini. Koliko se bo pot oddaljila od oznacˇenega pasa, je odvisno od vrednosti
p. Ker vrednosti p v zacˇetku algorima ne poznamo, jo moramo racˇunati za vsako polje
sproti. Na zacˇetku tega poglavja smo rekli, da je vrednost p=d/2-∆/2. To drzˇi, vendar
le za spodnje desno polje (n,m). Posamezno polje znotraj tabele se racˇuna na nacˇin, ki
je prikazan na Sliki 5.12.
P(i,j) = V(i,j)  ; če se (i,j) nahaja pod diagonalo ΔV(i,j) + (k-Δ) ; če se (i,j) nahaja nad diagonalo Δ
V(i,j) = D(i,j) - k     2
Slika 5.12: Racˇunanje vrednosti p med postopkom.
Levi nicˇti stolpec zapolnimo z vrednostimi od 1 do m. Vrednost m=11 predstavlja
krajsˇega od obeh besedil. Pri zgornji nicˇti vrstici imamo manjsˇo posebnost. Polja
znotraj obarvanega pasu (glej Sliko 5.11) zapolnimo z vrednostimi 0. Vrednost vsakega
nadaljnjega polja v nicˇti vrstici pa je za eno vecˇja od levo lezˇecˇega polja. Zadnje polje v
nicˇti vrstici mora imeti vrednost m=11.
Podobno kot v Poglavjih 5.1 in 5.2 se isˇcˇe vrednosti polj v tabeli od leve proti desni
in od zgoraj navzdol. Bistvena razlika je, da ne isˇcˇemo vedno do konca vrstice in ne
zacˇnemo vedno iskati na zacˇetku vrstice. Iskanje poti bomo torej optimizirali tako,
da bomo namesto vseh polj v tabeli raziskali samo tiste, ki so mozˇni kandidati za pot
(scenarij najkrajsˇega urejanja). Pricˇne se v zgornjem levem polju (1,1) z vrednostjo p=0.
Ko najdemo v tabeli vsa polja z vrednostjo 0, zacˇnemo iskati polja z vrednostjo 1. Ko
najdemo v tabeli vsa polja z vrednostjo 1, zacˇnemo iskati polja z naslednjo vrednostjo.
Postopek ponavljamo, dokler ne dosezˇemo spodnjega desnega polja (n,m).
Smiselno se je vprasˇati, kako ve algoritem, da v tabeli ne obstaja nobeno polje s
trenutno vrednostjo p, ne da bi preiskali celotno tabelo. Kot bomo na koncu videli, so
vrednosti polj na posamezni diagonali vedno narasˇcˇajocˇe. V praksi v nasˇem primeru
to pomeni (glej Sliko 5.11), da bodo imele polja na diagonalah z oznakami 0,1 in 2
vrednosti 0 ali vecˇ. Polja na diagonalah z oznakami -1 in 3 bodo imela vrednosti 1 ali
vecˇ. Polja na diagonalah z oznakami -2 in 4 pa vrednost 2 ali vecˇ itd. Na podlagi tega
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0 0 0 1 2 3 4 5 6 7 8 91011
1 0 0 0
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0 0 0 1 2 3 4 5 6 7 8 91011
1 0 0 0 1
2 1 0 0 0 1
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0 0 0 1 2 3 4 5 6 7 8 91011
1 0 0 0 1 2
2 1 0 0 0 1 2
3 2 1 1 1 1 2
4 2 2 2 2 1 2
5 2 2 2
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0 0 0 1 2 3 4 5 6 7 8 91011
1 0 0 0 1 2 3
2 1 0 0 0 1 2 3
3 2 1 1 1 1 2 3
4 3 2 2 2 2 1 2 3
5 3 3 3 2 2 2 3
6 3 2 2 2 3
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0 0 0 1 2 3 4 5 6 7 8 91011
1 0 0 0 1 2 3 4
2 1 0 0 0 1 2 3 4
3 2 1 1 1 1 2 3 4
4 3 2 2 2 2 1 2 3 4
5 4 3 3 3 2 2 2 3 4
6 4 4 4 3 2 2 2 3 4
7 4 3 3 3 3 4
8 4 4 4 4 3 4
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0 0 0 1 2 3 4 5 6 7 8 91011
1 0 0 0 1 2 3 4 5
2 1 0 0 0 1 2 3 4 5
3 2 1 1 1 1 2 3 4 5
4 3 2 2 2 2 1 2 3 4 5
5 4 3 3 3 2 2 2 3 4 5 5
6 5 4 4 4 3 2 2 2 3 4 5
7 5 5 5 4 3 3 3 3 4 5
8 5 4 4 4 4 3 4 5
9 5 5 5 5 4 3 4 5
10 5 4 4 5
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0 0 0 0 0 0 0 0 0 0 0 0 0 0
0 1 1 1 1 1 1 1 1
0 1 2 2 2 2 2 2 2 2
0 1 2 2 2 2 2 2 2 2
0 1 2 2 2 2 3 3 3 3 3
0 1 2 2 2 3 3 3 3 3 3 4
0 1 2 2 2 3 4 4 4 4 4 4
0 2 2 2 3 4 4 4 4 4 4
0 3 4 4 4 4 5 5 5
0 4 4 4 4 5 6 6 6
0 5 6 6 6





















Odlocˇili smo se, da bomo urejevalnik v realnem cˇasu zasnovali kot enostavno spletno
aplikacijo. Dostop do urejevalnika smo omejili le na dodeljene uporabnisˇke racˇune. Ko
se uporabnik prijavi v spletno aplikacijo, ga na osrednjem delu zaslona pricˇaka polje za
vnos besedila, ki ga lahko ureja vecˇ uporabnikov. Na desni strani zaslona pa si lahko
ogleda zgodovino vseh sprememb, ki so bile narejene na besedilu.
Na strani strezˇnika smo uporabili platformo node.js. To je platforma za enostavno
izdelavo hitrih in skalabilnih spletnih aplikacij. Uporablja dogodkovno-gnan model, ki
je ustrezen za podatkovno intenzivne aplikacije v realnem cˇasu. Uporabnisˇke racˇune
hranimo v podatkovni bazi RethinkDB. Sama prijava je v brskalniku realizirana s
knjizˇnico AngularJS. Sicer pa smo na strani odjemalca (v brskalniku) uporabili standar-
dne tehnologije, to so HTML, CSS in JS. Za manipulacijo drevesa DOM in urejevalnika
smo se posluzˇevali sˇe knjizˇnice jQuery.
Implementacija urejevalnika je potekala v treh korakih. V prvem koraku smo za-
snovali aplikacijo in naredili prijavo. V drugem koraku smo se lotili iskanja razlik
v besedilu. Na koncu smo realizirali sˇe Operativno transformacijo. V opisu teh treh
korakov se bomo sklicevali na nekatere datoteke. Bralca naprosˇamo, da si jih podrobno
ogleda na GitHub-u (https://github.com/eMarek/Revision), kjer je dosegljiva celo-
tna koda aplikacije.
6.1 Zasnova in prijava
Aplikacijo smo zˇeleli zasnovati kot enostavno modularno ogrodje (angl. framework).
Uporabnost modularne zasnove je, da se jo lahko enostavno razsˇiri za uporabo sode-
lovanja, ki ga bomo opisali v Poglavju 6.3. Glavni funkcionalnosti, ki ju nasˇ modul
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omogocˇa, sta serviranje staticˇnih datotek ter zagotavljanje podatkov preko API-ja.
V datoteki “server.js” v vrstici 91, se za vsak zahtevek na strezˇnik najprej pogleda
ime poti.1 V primeru, da je prvih pet znakov enakih “/api/”, zadnjih pet znakov
enakih “.json” in je metoda zahtevka “POST”, potem modul zagotovi gole podatke.
V nasprotnem primeru poskusˇa odjemalcu vrniti staticˇno datoteko iz javnega (angl.
public) direktorija.
Za potrebo prijave smo implementirali sˇe konfiguracijsko datoteko (angl. config) in
krmilnik (angl. controller). Razlika med njima je, da se konfiguracijska datoteka pozˇene
le enkrat ob zagonu aplikacije, krmilnik pa se izvede ob vsakem zahtevku na strezˇniku.
Iz tega razloga je konfiguracijska datoteka primerna za ustvarjanje povezave na bazo,
krmilnik pa lahko uporabimo za preverjanje avtentikacije.
V konfiguracijski datoteki “example/config.js” se v vrstici 17 naredi povezavo
na bazo. Po uspesˇno ustvarjeni povezavi do baze se poklicˇe funkcija “starter”, ki
pozˇene spletni strezˇnik. V krmilniku v datoteki “example/controller.js” v vrstici 34
se sejo poskusˇa dekriptirati in nato pretvoriti v JSON obliko. V vrstici 71 se naredi
poizvedba iz podatkovne baze in preveri, ali obstaja uporabik z ID-jem iz seje. V
primeru, da je vse v redu, se na koncu poklicˇe sˇe funkcija “handler”, ki glede na ime
poti vrne podatke.
Da si lahko uporabnik sploh ustvari sejo, smo naredili rokovalnik API (angl.
handler) v datoteki “example/api/default.js” v vrstici 58. Uporabnik posˇlje na
strezˇnik svoje uporabnisˇko ime in geslo. Geslo se pretvori v zgosˇcˇeno obliko. V
podatkovni bazi se preveri, ali obstaja uporabnik s prispelim uporabnisˇkim imenom
in zgosˇcˇeno obliko gesla. V primeru, da obstaja, se uporabniku vrne zakriptirana
seja, v kateri je med drugim shranjen uporabnikov ID. Uporabnikov brskalnik si
sejo in uporabnikov ID shrani v skladisˇcˇe seje (angl. session storage). Glej datoteko
“example/public/js/application.js” v vrsticah 85 in 86.
Na tak nacˇin je zasnovana nasˇa aplikacija in realizirana prijava vanjo.
6.2 Iskanje razlik
Iskanje razlik v besedilu smo implementirali po algoritmu, ki smo ga zˇe opisali v
Poglavju 5. Celotna koda se nahaja v datoteki “changes.js”. Na tem mestu omenimo
le, na kaksˇen nacˇin se vrnejo razlike. Funkcija za iskanje razlik vrne seznam (angl.
array) objektov JSON.
1Glej prilozˇeno programsko kodo na zgosˇcˇenki.
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Vsak objekt predstavlja eno razliko v besedilu in vsak objekt ima lastnost “a”, ki
pomeni akcijo (angl. action). Akcija je lahko vrednosti “+” (dodajanje besedila) ali “-”
(brisanje besedila). Vsak objekt ima sˇe lastnosti “s”, ki predstavlja niz (angl. string)
znakov, in “l”, ki predstavlja dolzˇino (angl. length) niza znakov. V primeru, da gre
za brisanje besedila, ima objekt sˇe lastnosti “f” in “t”, ki pomenita od (angl. from)
katere in do (angl. to) katere lokacije je potrebno pobrisati znake. V primeru, da gre
za dodajanje besedila, pa ima objekt sˇe lastnost “p”, ki pomeni pozicijo (angl. position),
na katero je potrebno dodati besedilo. Primer razlike med besedama “Ledolomilec”
in “Letalonosilka” je prikazan v Primeru 6.1.
[ { a: ’-’, s: ’do’, l: 2, f: 3, t: 4 },
{ a: ’+’, s: ’ta’, l: 2, p: 5 },
{ a: ’-’, s: ’m’, l: 1, f: 7, t: 7 },
{ a: ’+’, s: ’nos’, l: 3, p: 8 },
{ a: ’-’, s: ’ec’, l: 2, f: 10, t: 11 },
{ a: ’+’, s: ’ka’, l: 2, p: 12 } ]
Primer 6.1: Razlike med besedama “Ledolomilec” in “Letalonosilka”.
6.3 Operativna transformacija
Kot smo omenili zˇe v Poglavju 3.2.2, se Operativna tranformacija izvaja tako na strani
strezˇnika kot na strani odjemalca. Koda za strezˇnisˇki del Operativne transformacije se
nahaja v datoteki “collaboration.js”, koda Operativne transformacije pri odjemalcu
pa v datoteki “example/public/js/collaboration.js”. Algoritem je podoben (ma-
lenkost poenostavljen) tistemu, ki smo ga opisali v Poglavju 3.2. Ker je strezˇnisˇki del
enostavnejsˇi, ga bomo opisali najprej.
Na strani strezˇnika si belezˇimo revizijski dnevnik (angl. revision diary), trenutni
dokument (angl. current document) in uporabnike (angl. users), kot je prikazano v
Kodi 6.2. Strezˇnik od odjemalca pricˇakuje, da bo vedno dobil sˇtevilko zadnje potrjene
revizije (req.payload.revision). V primeru, da odjemalec posˇlje sˇtevilko zadnje revi-
zije -2, se celotni urejevalnik resetira. V primeru, da odjemalec posˇlje sˇtevilko zadnje
revizije -1, ali v primeru, da uporabnik sˇe ne obstaja, strezˇnik vrne odjemalcu podatke
za inicializacijo urejevalnika. To so trenutni dokument, revizijski dnevnik in sˇtevilka
zadnje revizije.
var revisionDiary = [];
var currentDocument = "";
var users = {};
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/* collaboration
-------------------------------------------------- */
module.exports = function collaboration(req, rsp, data) {
// reset editor





// forced initialization or new user















Koda 6.2: Strezˇnik odjemalcu vrne podatke za inicializacijo urejevalnika.
Ko odjemalec posˇlje strezˇniku novo spremembo oziroma natancˇneje popravek spre-
membe (req.payload.patch), se mora ta pravilno umestiti v trenutni dokument. V
Kodi 6.3. lahko vidimo, kako se to izvede. Naredi se zanka preko vseh sprememb v re-
vizijskem dnevniku. Osredotocˇiti se moramo na spremembe, ki imajo sˇtevilko revizije
vecˇje ali enako sˇtevilki zadnje revizije, ki jo posˇilja odjemalec. Le te spremembe lahko
povzrocˇijo potrebo po uporabi Operativne transformacije. Spremembe tipa dodaja-
nje besedila kvecˇjemu povecˇajo odmik, medtem ko spremembe tipa brisanje besedila
kvecˇjemu pomanjsˇajo odmik. Po koncˇani zanki se izracˇunani odmik prisˇteje k po-
pravku, ki ga posˇilja odjemalec. S popravkom, ki ima pravilne pozicije, posodobimo
trenutni dokument in popravek shranimo v revizijski dnevnik. Ker tudi odjemalec od
strezˇnika pricˇakuje, da bo vedno dobil sˇtevilko zadnje revizije v revizijskem dnevniku,
se mora le-ta poslati odjemalcu. V primeru, da so v revizijskem dnevniku nove spre-
membe, o katerih uporabnik sˇe ni obvesˇcˇen, se morajo poslati tudi te.
// new incoming patches from current user
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if (req.payload.patch) {
// prepare bundle
bundle = {..., "patch": req.payload.patch, ...};
// calculate offset for incoming patch - OPERATIONAL TRANSFORMATION
offset = 0;
for (var rd in revisionDiary) {
if (rd >= req.payload.revision) {
// single revision diary patch
patch = revisionDiary[rd].patch;
// some characteres were added in previous revision
if (patch.a === "+") {
if (bundle.patch.a === "+" && bundle.patch.p >= patch.p) {
offset = offset + patch.s.length;
}
if (bundle.patch.a === "-" && bundle.patch.f >= patch.p) {
offset = offset + patch.s.length;
}
}
// some characteres were deleted in previous revision
if (patch.a === "-") {
if (bundle.patch.a === "+" && bundle.patch.p >= patch.f) {
offset = offset - patch.s.length;
}
if (bundle.patch.a === "-" && bundle.patch.f >= patch.f) {






if (bundle.patch.a === "+") {
// take offset into account
bundle.patch.p = bundle.patch.p + offset;
// update current document
currentDocument = currentDocument.substr(0, bundle.patch.p - 1) +
bundle.patch.s + currentDocument.substr(bundle.patch.p - 1);
}
// deleting characters
if (bundle.patch.a === "-") {
// take offset into account
bundle.patch.f = bundle.patch.f + offset;
bundle.patch.t = bundle.patch.t + offset;
// update patch string just in case
bundle.patch.s = currentDocument.substring(bundle.patch.f - 1,
bundle.patch.t);
// update current document
currentDocument = currentDocument.substr(0, bundle.patch.f - 1) +
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currentDocument.substr(bundle.patch.t);
}
// push bundle to revision diary
revisionDiary.push(bundle);
}
// do we have new patches in revision diary










Koda 6.3: Izvajanje Operativne transformacije na strani strezˇnika.
Na strani odjemalca se Operativna transformacija izvaja podobno kot na strani
strezˇnika. Razlika je le v nekaj dodatnih opravilih, ki jih mora opraviti odjemalec.
Najprej mora poskrbeti, da se sodelovanje izvaja periodicˇno na vsako desetinko. Po
odgovoru strezˇnika pa mora poskrbeti, da se uporabnikova utripalka (angl. caret) po
Operativni transformaciji postavi na pravo mesto. Uporabnik ne sme imeti obcˇutka,
da skacˇe utripalka levo in desno po besedilu. Zagotviti mu moramo tekocˇe tipkanje.
Sodelovanje se dejansko izvedele le v primeru, da urejevalnik obstaja v drevesu
DOM in ni cˇakajocˇih sprememb. Interval s preverjanjem je prikazan v Kodi 6.4.
setInterval(function() {
// does editor exist on page
if ($(editor).length) {








// some more declarations here...
}
}, 100);
Koda 6.4: Periodicˇno izvajanja sodelovanja.
Tekom sodelovanja se v Kodi 6.5 ponovno preveri, ali obstajajo cˇakajocˇe spremembe.
6.3. OPERATIVNA TRANSFORMACIJA 63
Cˇe jih ni, se poskusˇa s funkcijo za iskanje razlik v besedilu poiskati nove spremembe. V
nadaljevanju algoritma se iz cˇakajocˇih sprememb vzame prvo in se jo posˇlje na strezˇnik
skupaj z revizijsko sˇtevilko. Cˇe ni cˇakajocˇih sprememb, se na strezˇnik posˇlje le sˇtevilko
zadnje revizije, saj se tako preveri, ali je kaksˇno spremembo naredil kdo drug od upo-
rabnikov. Klic na strezˇnik se naredi s klicem AJAX.
function collaboration() {
// calculate waiting patches with changes function if there is non
if (!waitingPatches[0]) {
newDocument = $(editor).val();
waitingPatches = changes(oldDocument , newDocument);
}
// sent patch to server if there is any
if (waitingPatches[0]) {
// take on patch from waiting patches and


























Koda 6.5: Iskanje sprememb v besedilu in AJAX klic na strezˇnik.
Po tem, ko odjemalec uspesˇno (angl. success) prejme strezˇnikov odgovor, mora
sprocesirati revizijski dnevnik (server.revisionDiary). V njem se nahajajo le nove
spremembe od zadnje revizijske sˇtevilke. Razlago Operativne transformacije na strani
odjemalca bomo izpustili, saj je podobna, kot smo jo opisali na strani strezˇnika. Nekaj
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vecˇ besed pa lahko namenimo pozicioniranju utripalke. Izvedba je prikazana v Kodi
6.6. Uposˇtevati je potrebno, da ima lahko uporabnik v urejevalniku del besedila kar
oznacˇen (angl. highlighted). V tem primeru sta zacˇetek in konec oznacˇbe (angl. selection
start and end) razlicˇna, sicer pa enaka. Algoritem naredi zanko preko vseh potrjenih
sprememb. Cˇe avtor spremembe ni uporabnik sam, je potrebno izracˇunati odmik
utripalke.
Pri dodajanju besedila sta torej dve mozˇnosti, pri katerih je potrebno popravljati
pozicijo oznacˇenega dela. Besedilo se dodaja pred oznacˇen ali pa med oznacˇen del. V
prvem primeru je potrebno popravljati tako zacˇetek kot konec oznacˇbe, v drugem pa
le konec oznacˇbe.
Pri brisanju besedila so sˇtiri mozˇnosti. Poleg omenjenih dveh se lahko besedilo
brisˇe ravno na mestu, kjer je zacˇetek ali konec oznacˇbe. V primeru, da se besedilo brisˇe
na zacˇetku oznacˇbe, se spremenita tako zacˇetek kot konec. V primeru, da se besedilo
brisˇe na koncu oznacˇbe, se spremeni le konec.







for (var lp in acknowledgedPatches) {
patch = acknowledgedPatches[lp].patch;
// if not my patch
if (acknowledgedPatches[lp].author !== window.sessionStorage.userID) {
// do OPERATIONAL TRANSFORMATION and correct waiting
// patches position or from/to values here...
// characteres were added in previous revision
if (patch.a === "+") {
if (...++++...[..........]..........) {
caretOffsetStart = caretOffsetStart + patch.s.length;




caretOffsetEnd = caretOffsetEnd + patch.s.length;
}
}
// characteres were deleted in previous revision
if (patch.a === "-") {
if (...----...[..........]..........) {
caretOffsetStart = caretOffsetStart - patch.s.length;
caretOffsetEnd = caretOffsetEnd - patch.s.length;
}
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if (........--[--........]..........) {
caretOffsetStart = caretOffsetStart - (caretStart - patch.f
);













// update current document here...
// put current document into the editor
$(editor).val(currentDocument);
// correct caret position with offset
$(editor)[0].selectionStart = caretStart + caretOffsetStart;
$(editor)[0].selectionEnd = caretEnd + caretOffsetEnd;
// revision
revision = server.revision;
Koda 6.6: Popravljanje pozicije utripalke na strani odjemalca.
Na koncu se trenutni dokument vpisˇe v urejevalnik in nastavi se pozicija utripalke
oziroma oznacˇbe. Popravi se sˇe sˇtevilka zadnje revizije in kolaboracija se zakljucˇi.
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6.4 Uporabnisˇki vmesnik aplikacije
Cilj diplomske naloge je bil implementirati enega izmed algoritmov za urejenje besedila
v realnem cˇasu in tako zasnovati urejevalnik. Na Sliki 6.1 se vidi uporabnisˇki vmesnik
za prijavo v aplikacijo, na Sliki 6.2 pa uporabnisˇki vmesnik po prijavi. Urejevalnik je
enostaven za uporabo in prikazuje, kako napredna tehnologija omogocˇa in spodbuja
sodelovanje oddaljenih uporabnikov. Vecˇino testiranja smo naredili v brskalniku Goo-
gle Chrome verzije 34.0, vendar aplikacija zelo dobro dela tudi na pametnih mobilnih
telefonih in na tablicˇnih racˇunalnikih.
Slika 6.1: Prijava v aplikacijo, ki smo jo poimenovali “Revision”.
6.4. UPORABNISˇKI VMESNIK APLIKACIJE 67
Slika 6.2: Urejevalnik in prikaz urejanja dveh uporabnikov.
V primerjavi z ostalimi podobnimi orodji (share.js) je nasˇ urejevalnik bolj prilago-
dljiv. Le z malo spremembami lahko zamenjamo podatkovno bazo. To pomeni, da je
nasˇe orodje enostavno prikljucˇiti na zˇe obstojecˇe projekte. Prednost nasˇega orodja je
tudi v vgrajeni avtentikaciji. Vsak uporabnik se mora za uporabo urejevalnika prijaviti.
Razvijalcem, ki bi zˇeleli nasˇe orodje uporabiti in nadgraditi v koncˇni produkt, ne bi
bilo potrebno skrbeti sˇe za avtentikacijo uporabnikov, saj je to zˇe narejeno. Kot lahko
vidimo na Sliki 6.2, smo v aplikacijo vgradili tudi prikaz sprememb, ki jih naredijo
uporabniki v besedilu.
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Poglavje 7
Sklepne ugotovitve
V diplomski nalogi smo raziskali razlicˇne algoritme za skupinsko urejanje besedila,
to so: Diferencˇna sinhronizacija, Operativna transformacija in pristop Brez operativne
transformacije. Pri DS smo ugotovili, da sta na osnovni topologiji zgrajeni metoda dveh
senc in metoda zagotovljene dostave. Osnovnega delovanja OT ni bilo tezˇko razumeti.
Smo pa ugotovili, da je OT neuporabna brez uporabe protokola za sodelovanje. Cˇe sta
si DS in OT v nekaterih pogledih podobna, je WOOT zgodba zase tako v podatkovnem
modelu, v nacˇinu podajanja operacij, kot tudi v arhitekturi. Vsi trije pristopi se med
seboj mocˇno razlikujejo, zato smo jih podrobneje primerjali po njihovih lastnostih.
Pogledali smo si, na kaksˇen nacˇin hranijo dokumente, arhitekturo omrezˇja, na katerem
delujejo, kaj se dogaja pri pocˇasni povezavi, kako zaznavajo spremembe v besedilu,
kaksˇni problemi lahko nastanejo pri socˇasnosti. Naredili smo tudi manjsˇo raziskavo
glede zahtevnosti algoritma. Odlocˇili smo se, da bomo uporabili OT in implementirali
enostaven urejevalnik. Pred tem smo morali raziskati sˇe algoritem za iskanje razlik v
besedilu. Tu smo se spoznali s pojmi, kot so: najdaljsˇe skupno zaporedje, najmanjsˇa
razdalja urejanja in scenarij najkrajsˇega urejanja. V nadaljevanju smo se lotili izvedbe
aplikacije. Razdelili smo jo v tri korake. Najprej smo postavili zasnovo skupaj s prijavo.
Sledil je algoritem za iskanje razlik v besedilu. Na koncu smo implementirali sˇe OT ter
protokol za sodelovanje. Nastal je produkt, ki smo ga poimenovali “Revision”.
Kot cilj smo si zadali, da bomo enega izmed algoritmov implementirali. Namen in
cilj sta bila dosezˇena. Naj omenimo, da poleg raziskanih treh pristopov za sodelovanje
v realnem cˇasu obstajajo tudi sˇe drugi pristopi oziroma razlicˇice raziskanih pristopov, ki
jih nismo obravnavali. Tudi algoritmov za iskanje razlik v besedilu je mnogo. Raziskali
in implementirali smo takega, ki ima trenutno znano najboljsˇo cˇasovno zahtevnost. Te-
kom pisanja diplomske naloge pa smo naleteli tudi na slabsˇe plati raziskave. Predvideli
smo, da bomo algoritem implementirali neodvisno od odjemalcev. Na ta nacˇin bi na
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enostaven nacˇin omogocˇili nadaljni razvoj mobilnih in namiznih aplikacij. Delno nam
je uspelo, saj se lahko na API povezˇejo razlicˇne naprave. Tezˇava je v protokolu za sode-
lovanje, ki se v veliki meri izvaja pri odjemalcu. Cˇe platforma omogocˇa izvajanje kode
JavaScript, je implementacija enostavna. Sicer bi bilo potrebno protokol za sodelovanje
programirati sˇe v drugih programskih jezikih.
Tako kot vsako tehnologijo je mogocˇe tudi nasˇo sˇe izboljsˇati. Skoraj nujna potreba
po izboljsˇavi je uporaba spletnih vticˇev (angl. WebSockets), ki bi nadomestili periodicˇne
klice AJAX. Privarcˇevali bi kar nekaj procesorske mocˇi tako na strani odjemalca kot
na strani strezˇnika. Danes podpirajo spletne vticˇe zˇe vsi novejsˇi brskalniki, vendar
smo zaradi zˇelje po kompatibilnosti s starejsˇimi brskalniki uporabili klice AJAX. Kodo,
ki smo jo razvili v diplomski nalogi, bi lahko v nadalje uporabili in preoblikovali
v splosˇno knjizˇnico. Dalo bi se jo prilagoditi tudi v plaformo za grajenje spletnih
aplikacij, ki omogocˇa prenos podatkov v realnem cˇasu. Nekaj podobnega je meteor.js,
pri cˇemer bi bila nasˇa platforma neodvisna od podatkovne baze.
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