Many discrete event simulation models utilize a single random number sequence, regardless of the number of random variables included in the model. This paper illustrates the advantages of utilizing a unique random number sequence for each random variable. An example is included to demonstrate the resulting effects.
Introduction
Most simulation studies are concerned with systems that contain random phenomena; interarrival times, service times, demand values, time to failure, etc. In order to produce useable results, a model of such a system must provide a mechanism for representing these random phenomena.
Considerable effort has been directed toward the development of random variate generators. Most of the generators in use today make use of uniformly distributed random numbers. For examples, see Naylor, et.al. (1966) , Mize and Cox (1968) , and Schmidt and Taylor (1970) . These random numbers, in turn, are converted to a random deviate from an appropriate probability distribution. Thus, simulation modeling requires the availability of a random number generator that wi II produce numbers uniformly distributed on the interval zero to unity.
The most widely used method for generating such numbers is the "congruential method," first proposed by Lehmer (1959) . Almost every computer center has a random number function or subroutine on its system library. Most of these generators create a single sequence of random numbers, beginning with a user provided "seed" value.
The purpose of this paper is to demonstrate that in many simulation models a single sequence of random numbers is inadequate. This rather crucial feature of simulation modeling has not been explained sufficiently in most texts and other literature related to simulation. The two most widely used simulation languages, GPSS (see Gordon, 1969) and SIMSCRIPT (see Kiviat, et.al., 1968) provide a limited number of random number streams, however, the reasons for using multiple streams are not made clear.
Most random number generators based on the congruential method can be modified easily to produce as many parallel sequences as the user desires.
One of the prime advantages of using simulation as a means of studying complex systems is that it offers the analyst a means of comparing one system configuration to any number of other configurations.
Furthermore, it is possible to construct the model such that the alternatives are evaluated using the identical sequences of event occurrences for each a Iternative.
Special care must be exercised in the construction of such a model, however. This is not always a straightforward process. A common pitfall of an inexperienced analyst is to believe that his simulation model compares competing alternatives against identical event occurrences, when in fact it does not. The example in the next section illustrates the nature of the problem.
Demonstrative E xamp./e
Consider the simulation of a simple queueing system in which customers arrive at random times and the length of time required for service is also random. Specifically, suppose that the time between customer arrivals is a uniformly distributed random variable over the interval 0 to 4 minutes. Service time is also uniformly distributed over the interval 1 to 6 minutes.
It is desired to simulate the performance of this system, first with one service facility and then with two. If the model is constructed properly, the performance of the system can be simulated for the two configurations such that the exact same patterns of arrivals and service times will occur. In this way, the two system configurations will be compared under identical conditions. Any differences in performance may then be attributed to the difference in system configuration (one service facility versus two) and not to "experimental error." This removes from consideration a source Of variation which would be impossible to eliminate if the experiment were to be conducted in the real world.
Denote the time between customer arrivals as X, and service time as Y. It can be shown that the following process generators will produce random deviates for the two random variables, according to the probability functions specified above:
RN is a uniformly distributed random variable on the unit interval. If our model were computerized, RN could be obtained by calling the system random number generator each time a new value of X and Y is needed.
We shall observe the performance of this model for ten arrivals to the system, first with one service facility and then with two. We will need a random number to determine the time of arrival of each customer and another to determine the service time of each customer. We will use single digit random numbers to simplify computations, although in an actual experiment we would use much greater accuracy. We will use the following sequence of random numbers:
.3, . 6, .5, .5, .0, .8, .9, .7, .9, .6, .6, .5, .9, .8, .3, .3, .4 We will perform our simulation in an "eventoriented" manner. In such a simulation, process generators are used to determine when particular events will occur and all events are allowed to occur in their natural sequence.
The simulation results using a single random number sequence and one server, are shown in Table ] . The random numbers used were taken in consecutive order from the source included above. The arrival time of customer two is determined by using the third random number in the manner described previously. It is found that customer two arrives at 3 . 2 . This is prior to the End Service time of customer one. Thus, the service time for customer two cannot be determined at this point in the simulation. The next-event orientation of our model requires that we place customer two in a holding pattern and go on to determine the arrival time of customer three, using the fourth random number from the basic source. This results in an arrival time of 5.2 for customer three, the exact same time that customer one completes service. We now use the fifth Table 1 are determined by following this same procedure.
We now wish to observe the performance of this model when two service facilities are provided.
Again using the event oriented simulation procedure, the results shown in Table 2 are obtained. The first three events are the same as in Table 1 . However, when customer two arrives at time .3.2, he may go immediately into service at server number two. Thus, the fourth random number in this case is used to determine the service time of customer two, whereas in Table 1 Most random number generators can be modified in a similar way. Such modifications would be especially useful when using GASP or FORTRAN as the simulation language. GPSS provides the capability of generating up to eight parallel sequences, while SIMSCRIPT permits up to ten sequences.
An Application in GASP*
To illustrate the usefulness of the multiple sequence generator, the results of an application are included. The model was written in GASP (see Pritsker and Kiviat, 1969) . In Figure 1 , the cost curves are very erratic and do not appear to be converging to any kind of optimum. In Figure 2 , both component cost curves and the total cost curve behave very nicely, displaying *The author gratefully acknowledges the assistance of Glenn C. Dunlap, Arizona State University, in the programming of this example and in the development of the multiple sequence generator, MRAND. It is clear from Figure 2 that the total cost curve will eventually converge to an optimum value, which it does at N = 32. 
