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       Le attività d‘interesse che si svolgono in rete, comunemente dette e-business, hanno 
fatto sì che l‘attenzione degli ingegneri del software si spostasse da un‘architettura 
basata su componenti verso un architettura orientata ai servizi conosciuta come SOA 
(Service Oriented Architeture). La  SOA è una filosofia recente, evoluzione della 
programmazione a oggetti e a componenti, il cui intento è quello di creare 
un‘architettura che permetta a servizi indipendenti di comunicare tra loro mediante 
l‘utilizzo d‘interfacce dando origine a un complesso sistema software. I concetti basilari 
su cui si fonda sono puramente teorici e come tali necessitano di adeguate tecnologie, in 
grado di curare gli aspetti realizzativi, che hanno portato all‘introduzione dei Web 
Service come soluzione tecnologica più diffusa per l‘attuazione della SOA.  
Un Web Service (cioè un servizio fruibile attraverso la rete) è un sistema software 
progettato per supportare l‘interoperabilità tra sistemi diversi attraverso lo scambio di 
messaggi basati su XML e l‘utilizzo di protocolli Internet. In particolare i Web Service 
permettono di costruire sistemi distribuiti che sono indipendenti dalla piattaforma 
tecnologica e dal linguaggio di programmazione utilizzato, il che fa si che essi svolgano 
un ruolo principale nello sviluppo e nella realizzazione di architetture B2B, dove i 
servizi forniti da fornitori diversi vengono aggregati per la realizzazione di un nuovo 
servizio a valore aggiunto.   
Per  modellare le interazioni tra i servizi è però necessario conoscere gli standard su cui 
il mondo dei Web Service si basa quali l‘eXtensible Markup Language (XML), il 
Simple Object Access Protocol (SOAP), l‘Universal Description Discovery and 
Integration (UDDI), il Web Services Description Language (WSDL) e il Business 
Process Execution Language (BPEL).  
L‘intento della tesi ha come obiettivo quello di fornire una guida utile per tutti quelli 
che vogliono prendere confidenza con il meraviglioso mondo dei Web Service, dove gli 
strumenti teorici analizzati sono applicati a un esempio pratico ed esaustivo che mette in 
luce le potenzialità da essi offerte in maniera semplice ed efficace, attraverso l‘utilizzo 





L‘elaborato si articola in tre parti. 
La prima parte fornisce una panoramica dettagliata sul mondo dei Web Service e in 
particolare   sulle tecnologie ivi utilizzate, sulla loro storia e implicazione negli scenari 
di commercio elettronico. 
La seconda parte fornisce un quadro completo del prodotto software, realizzato 
attraverso l‘uso dei WS e della tecnologia Java, che ha lo scopo di creare un  sistema in 
grado di sopperire alle carenze degli attuali sistemi di gestione delle promozioni 
commerciali della McArthurGlen, una delle più grandi catene di Outlet Village al 
mondo. In particolare tale progetto fornisce uno strumento capace di gestire in maniera 
automatizzata e centralizzata le promozioni commerciali dei negozi diretti dalla 
McArthurGlen. Nello specifico, il prodotto realizzato ha lo scopo di creare un portale, 
chiamato S.I.P.C, utilizzabile sia dai negozi degli Outlet Village della McArthurGlen 
per inserire le proprie offerte promozionali che dagli stessi utenti  per prendere visione 
delle promozioni presenti nei vari Outlet Village, tramite l‘uso di un semplice browser 
collegato a Internet.  
La terza parte dell‘elaborato fornisce un diverso utilizzo del sistema software (creato 
nella seconda parte), basato sullo sviluppo di componenti che permettono all‘utente, che 
si trova all‘interno dell‘Outlet Village, di ricercare e ricevere le promozioni direttamente 
sul dispositivo mobile dotato di connessione Bluetooth. 
 
I capitoli della tesi hanno la seguente struttura: 
Parte I: il mondo dei Web Service 
Nel capitolo 1 vengono esaminate le tecnologie, su cui si basa il Web,  fondamentali 
per comprendere il funzionamento dei Web Service.  
Nel capitolo 2  viene esaminato l‘eXtensible Markup Language (XML), il linguaggio 
principe dei Web Service. Tale capitolo descrive la struttura di un documento XML, i 
linguaggi utilizzati per la definizione degli schemi, per il parsing e mostra le differenze 
con l‘HTML.  
Nel capitolo 3 viene presentato l'e-commerce e il B2B, che hanno contribuito alla 
nascita dei Web Service. 
Nel capitolo 4 viene introdotta l'architettura SOA, spiegando in dettaglio i termini e i 
concetti su cui si basa.  
Nel capitolo 5 vengono analizzati i Web Service che rappresentano la soluzione 
tecnologia più diffusa per l'attuazione della SOA.  
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Nei capitoli 6, 7,  8 e  9 vengono esaminate le tecnologie SOAP, WSDL, UDDI e 
BPEL.  
Parte II: il sistema S.I.P.C 
Nel capitolo 10 viene descritto il prodotto software, realizzato per risolvere il problema 
relativo al caso McArthurGlen, nel quale sono analizzati gli aspetti riguardanti il 
contesto applicativo, la soluzione proposta e il funzionamento generale 
dell‘applicazione S.I.P.C. 
Nei capitoli 11, 12 e 13 vengono mostrati rispettivamente i diagrammi dei casi d‘uso, 
l‘interfaccia utente e i vincoli di progetto del sistema realizzato.  
Nel capitolo 14 vengono analizzate le tecnologie Java Web Services quali JAXB, 
SAAJ, e JAX-WS. 
Nei capitoli 15 e  16 vengono riportati rispettivamente i diagrammi di sequenza e la 
composizione strutturale dell‘intero sistema. 
Nel capitolo 17 viene analizzata l‘implementazione di ognuno dei componenti 
esaminati nel capitolo 16.  
Parte III: il sistema S.I.P.Cmobile 
Nel capitolo 18 viene presentato il secondo utilizzo dell‘applicazione relativo alla 
visualizzazione delle promozioni sul dispositivo mobile dotato di tecnologia Bluetooth. 
Inoltre, in questo capitolo, viene discussa la tecnologia Bluetooth, la piattaforma J2ME, 
lo scenario di utilizzo del sistema mobile e l‘implementazione dei componenti 
progettati. 
  




Capitolo 1- Le colonne portanti del Web 
 
a nascita del web risale al 6 agosto 1991 quando Tim Berners Lee mise online 
il primo sito web. Tim Berners Lee è il co-inventore insieme a Robert Cailliau 
1
 
del World Wide Web.  
Tim Berners Lee nasce a Londra l‘8 giugno 1955, nel 1976 si  laurea in fisica al 
Queen‘s College dell‘Università di Oxford. Lavora per dieci anni come consulente nel 
campo d‘ingegneria del software al Cern (Conseil Européen pour la Recherche 
Nucléaire) di Ginevra il più importante laboratorio di fisica europeo.  Nel marzo 1989 
per risolvere problemi di divulgazione delle informazioni all‘interno del Cern  Berners-
Lee  presentò il documento Information Management alla cui base vi era il progetto di 
elaborare un software per la condivisione d‘informazione scientifica in formato 
elettronico indipendente dalla piattaforma informatica utilizzata, con il fine di 
migliorare la comunicazione, e quindi la cooperazione tra i ricercatori dell'istituto. Il 
progetto, in seguito implementato da Berners fu chiamato dallo stesso ideatore  World 
Wide Web .   
Internet in quegli anni era già una realtà (dal 1969), ma ben diversa da come siamo 
abituati a conoscerla noi. Non erano presenti immagini, niente collegamenti 
ipertestuali
2
e niente mouse. Il Web ha fatto sì che Internet passasse da strumento 
riservato agli scienziati a uno strumento utilizzabile dall‘intero mass media. Prima del 
World Wide Web (in breve WWW o web), l‘aspetto riguardante la codifica dei dati 
mancava e  il meccanismo per identificare le risorse non era efficace (si consultava un 
elenco per accedere all‘informazione che si stava cercando). Internet era una rete  
                                                 
1 Nato a Tongeren il 26 gennaio 1947 è un informatico belga. Nel dicembre 1974 iniziò a lavorare al 
CERN, dove si occupava del sistema di controllo dell'acceleratore di particelle. Nell'aprile 1987 lasciò il 
sistema di controllo dell'acceleratore per dedicarsi, sempre al CERN, alla divisione Elaborazione Dati, 
diventando capogruppo dei Sistemi Informatici. Nel 1989 indipendentemente da Tim Berners-lee,  
propose un sistema di ipertesti per accedere più velocemente alla documetazione del CERN. Così nel 
1990 iniziò a interessarsi al progetto dello sviluppo del World Wide Web (WWW), assieme a Berners-
Lee . 
2 E’ un insieme di documenti messi in relazione tra loro tramite parole chiave. La "navigazione" 
(termine comunemente utilizzato in informatica) è il passaggio da una pagina web a un'altra tramite 
i "link". 
L 




riservata a ricercatori e informatici, e serviva esclusivamente a inviare e ricevere posta 
elettronica e a recuperare file su computer remoti tramite il protocollo FTP
3
. 
Il Web è stato inizialmente implementato da Tim Berners-Lee e oggi gli standard su cui 
è basato, in continuo sviluppo, sono mantenuti dal World Wide Web Consortium
4
 
(W3C). Il World Wide Web si basa su tre componenti: HTTP, URI e HTML. 
L‘ Hypertext Transfer Protocol (HTTP) è un protocollo di trasmissione di documenti 
ipertestuali. L‘Uniform Resource Identifier (URI) è un meccanismo d‘identificazione 
delle risorse, l‘ HyperText Markup Language (HTML) è un linguaggio di marcatura 
ipertestuale utilizzato per specificare la struttura del documento ai fini della 
―pubblicazione‖ sul web. 
 
1.1- Cenni sull’ HTTP 
 
     Ogni giorno miliardi d‘immagini JPEG, di pagine HTML, di file di testo, di file 
audio/video ecc… vengono trasportati  con velocità e affidabilità dal protocollo di 
trasporto HTTP. Esistono attualmente 3 specifiche del protocollo HTTP: 
- HTTP/0.9 - non più utilizzata  
- HTTP/1.0 - ancora utilizzata e supportata da ogni browser e web server 
- HTTP/1.1 – è attualmente la versione più utilizzata. 
La prima versione del protocollo HTTP (versione 0.9), implementata da Berners, risale 
alla fine degli anni 80. La versione 0.9 era destinata unicamente al trasferimento di dati 
su Internet, in particolare pagine web scritte in HTML. La versione successiva, 
l‘HTTP/1.0 implementata da Berners nel 1991 e proposta come RFC5 1945, permette di 
                                                 
3  E’ un protocollo di trasferimento file per la trasmissione di dati tra host basato su TCP. 
4 Fondata nell’ottobre del 1994 da  Tim Berners Lee  in collaborazione con il CERN è un'associazione 
con lo scopo di migliorare gli esistenti protocolli e linguaggi per il WWW e di aiutare il Web a 
sviluppare tutte le sue potenzialità.  
5 E’ un documento che riporta informazioni o specifiche riguardanti nuove ricerche, innovazioni e 
metodologie dell'ambito informatico o, più nello specifico, di Internet. Gli esperti informatici possono 
pubblicare dei memorandum, sottoforma di RFC, per esporre nuove idee o semplicemente delle 
informazioni che una volta vagliati dall'IETF (Internet Engineering Task Force è una comunità aperta 
di tecnici, specialisti e ricercatori interessati all'evoluzione tecnica e tecnologica di Internet)possono 
diventare degli standard Internet.  




trasferire dei messaggi con delle intestazioni che descrivono il contenuto del messaggio 




A causa di evidenti limiti della versione 1.0, in particolare: l‘impossibilità di riferire più 
siti web sullo stesso server, il mancato utilizzo di connessioni TCP permanenti e 
l‘insufficienza dei meccanismi di sicurezza, il protocollo HTTP fu esteso nella versione 
HTTP/1.1, presentato come RFC 2068 nel 1997 e poi aggiornato nel 1999 come 
descritto dal RFC 2616. Il protocollo HTTP si basa sul paradigma richiesta–risposta  tra 
un client e un server web: il client esegue una richiesta e il server restituisce la relativa 
risposta. Nell'uso comune il client corrisponde al browser
7
 e il server al sito web. Quindi 
quando l‘utente specifica l‘indirizzo della risorsa interessata attraverso la URI (ad 
esempio: http://www.prova.it/index.html),il browser invia una richiesta HTTP al server  
www.prova.it  che  tenta di recuperare  la risorsa indicata nella richiesta.  
Il server, in caso di successo, invia la risorsa al client in un messaggio di risposta HTTP 
contenente anche il tipo di risorsa, la dimensione e altre informazioni. La risorsa 
richiesta da parte del client può essere un oggetto qualsiasi, come un file di testo, una 
pagina  HTML, un file di Word, un file musicale/video ecc... ma anche l‘esecuzione di 
un‘applicazione che genera il risultato in tempo reale in base ad esempio a informazioni 
contenute nella richiesta. Poiché Internet contiene migliaia di tipi di dati diversi, chi 
trasmette una risposta HTTP dovrebbe indicare il tipo di contenuto. 
La richiesta HTTP inviata dal client al server e la relativa risposta HTTP inviata dal 
server al client viene comunemente definita come transazione HTTP. 
 
                                                 
6  E’ uno standard che è stato proposto dai laboratori Bell Communications nel 1991 per permettere di 
inserire dei documenti (immagini, suoni, testo,ecc…) in un messaggio. Il tipo MIME è usato per tipare i 
documenti trasferiti con il protocollo HTTP.  
7 E’ un programma che consente agli utenti di visualizzare e interagire con testi, immagini e altre 
informazioni, tipicamente contenute in una pagina web . Berners ideò il primo browser della storia,il 
worldwideweb, ribattezzato successivamente Nexus. Esso supportava sia il protocollo HTTP che l’FTP 
e fu realizzato con un NEXTcube su cui girava il sistema operativo NEXTStep, sviluppato dalla NeXT 
Computer fondata da Steve Jobs nel 1985. Berners usò il NEXTcube anche come server web, il primo 
server web della storia. 





Il messaggio HTTP di 
richiesta contiene il metodo 
invocato sulla risorsa 
interessata e l’URI della 
risorsa
Il messaggio di 






Figura 1- Transazione http 
 
1.1.1- Composizione dei messaggi di richiesta/risposta HTTP 
 
     Analizziamo la struttura dei messaggi di richiesta/risposta HTTP. Tali messaggi sono 
codificati attraverso la codifica ASCII
8
 . I messaggi di richiesta e risposta hanno una 
struttura quasi identica, ad eccezione della prima parte, chiamata request line nel 
messaggio di richiesta e status line nel messaggio di risposta.  
 


































Figura 3- Composizione del messaggio di risposta HTTP 
                                                 
8  E’ un sistema di codifica dei caratteri a 7 bit  comunemente utilizzato nei calcolatori, proposto 
dall'ingegnere dell'IBM Bob Bemer nel 1961, e successivamente accettato come standard dall'ISO (ISO 
646).  




Ogni messaggio HTTP è costituito da una riga di richiesta request line o da una riga di 
risposta status line (entrambe di tipo testuale), da  zero o più linee che contengono 
informazioni aggiuntive (header lines, di tipo testuale) ed eventualmente da un corpo 
(body, sequenza qualunque di stringhe di 8 bit). La request line è formata dai campi 
method, request-uri e version. Il campo method indica il metodo da applicare alla 
risorsa, la request-uri
9
 indica l‘indirizzo della risorsa web interessata e il campo version 
specifica la versione del protocollo HTTP attraverso la quale la richiesta è stata 
confezionata (HTTP 1.0 o 1.1).  
HTTP supporta diversi comandi di richiesta, comunemente chiamati metodi. Tali 
metodi specificano al server il tipo di operazione da effettuare sulla risorsa.  
Nome Descrizione 
GET Utilizzato per recuperare l‘informazione identificata dalla request-uri 
specificata. 
POST Utilizzato per inviare alla risorsa specificata dalla request-uri  i dati 
contenuti nel corpo del messaggio. 
PUT Utilizzato per memorizzare i dati presenti nel corpo del messaggio nella 
risorsa identificata dalla request-uri. 
DELETE Utilizzato per richiedere al server l‘eliminazione della risorsa specificata 
dalla request-uri. 
HEAD Utilizzato per recuperare l‘intestazione del messaggio di risposta HTTP. 
OPTIONS Utilizzato per richiedere informazioni sulle opzioni di comunicazione 
disponibili nella catena richiesta/risposta. 
TRACE Utilizzato per verificare l‘integrità del messaggio ricevuto dal server, 
richiede al server di ritrasmettere al client il messaggio ricevuto. 
Tabella 1- Metodi http 
 
Nella versione HTTP/0.9 era presente il solo metodo GET. Nella versione HTTP /1.0 
sono stati introdotti i metodi POST ed HEAD. Nella versione HTTP /1.1 sono presenti 
tutti i metodi riportati nella suddetta tabella. La status line è formata dai campi version, 
status code e phrase. Il campo version specifica la versione del protocollo HTTP 
                                                 
9 La request-uri può essere : un uri assoluta (ad esempio http://www.prova.it/index.html)oppure un 
abs_path (/index.html). Nel secondo caso deve essere specificato, nelle linee di intestazione (header 
lines), l’host. (Host: www.unipi.it). Questo garantisce il supporto di host vistuali. 
 




utilizzato, il campo status code è un intero di tre cifre che codifica il risultato della 
richiesta  e  infine il campo phrase fornisce  una breve spiegazione del risultato in 
formato testuale. 
Status 
code           
Descrizione 
 1xx Classe di status code che rappresenta messaggi informativi. Non è presente 
nessuno status code 1xx in http/1.0. 
 2xx Classe di status code che indica che la richiesta è stata ricevuta con successo, 
compresa e accettata. 
 3xx Classe di status code che  indica che è necessaria un‘ ulteriore azione per far sì 
che la richiesta sia correttamente effettuata. 
 4xx Classe di status code che indica che la richiesta contiene una sintassi errata e 
quindi non può essere soddisfatta. 
 5xx Classe di status code che indica che il server ha fallito nel soddisfare una 
richiesta. 
Tabella 2- Classi degli status code 
 
Status     
code 
Phrase Descrizione 
  200    OK Il server ha fornito il contenuto della risorsa richiesta nella sezione 
body della risposta. 
  401 unauthorized 
 
Per accedere alla risorsa è necessario autenticarsi. Il client deve 
riformulare la sua richiesta con i dati d'autorizzazione. 
  404 Not Found 
 
Il server non ha trovato la risorsa specificata dall‘URI della 
richiesta. 
  500 Internal 
Server Error 
Una condizione inattesa ha impedito al server di soddisfare la 
richiesta.  
Tabella 3- Comuni status code 
 
Le header lines sono un insieme di linee facoltative che forniscono informazioni 
aggiuntive. Ognuna di queste linee è composta da un nome che qualifica il tipo 
d‘intestazione, seguito da due punti (:) e dal valore dell'intestazione. Esistono diverse 
categorie di header. L‘ordine con cui gli headers  si presentano nei messaggi di richiesta 




e risposta non è rilevante. Le header lines si dividono in : general headers, request 
headers, response headers e entity headers. I general headers contengono informazioni 
generali. Possono essere presenti  nei messaggi di richiesta/risposta. I request headers 
contengono informazioni riguardanti la richiesta fatta dal client oppure informazioni  
relative allo stesso client. Possono trovarsi solo nei messaggi di richiesta. I response 
headers contengono informazioni riguardanti il server o la risorsa richiesta. Gli entity 
headers contengono  una meta informazione riguardante il corpo del messaggio. 
Possono trovarsi sia nel messaggio di richiesta, sia in quello di risposta. 
 
Nome Descrizione 
 Date Contiene la data e l‘ora in cui il messaggio è stato generato. 








Permette di specificare la versione di MIME che il trasmettitore sta 
utilizzando. 
Tabella 4- Comuni general headers 
 
Nome Descrizione 
Host Permette di indicare il nome del server e la porta alla quale la 
richiesta viene inviata. È obbligatorio nelle richieste conformi a 
HTTP/1.1 perché permette l'uso dei virtual host basati sui nomi. 
Client-IP Permette di indicare l‘indirizzo IP del client. 
Accept Indica quali tipi di file (in formato MIME) sono accettati dal client.  
If-modified-Since Permette di indicare al server di inviare la risorsa richiesta solo se è 
stata modificata dopo la data e l‘ora specificata nel campo 
d‘intestazione. 
Range Permette di indicare una o più sequenze di byte della risorsa 
richiesta. 
Authorization Contiene i dati che il client fornisce al server per l‘autenticazione. 
Cookie È usato dal client per passare informazioni al server in modo da  
supportare la sessione. 
Tabella 5- Comuni request headers 
 





Server Contiene il nome e la versione del server 
Age Contiene il tempo da quando è stata generata la risposta sul server. 
Set-Cookie 
 
Permette di settare i cookie per il supporto della sessione. 
WWWAuthenticate 
 
Specifica il tipo di autenticazione richiesta per accedere alla risorsa. 





Contiene la dimensione in byte del corpo del messaggio. 
Content-
Range 
Indica quale parte (sottosequenza di byte) dell‘oggetto originale è stata 
inclusa nel corpo del messaggio.  
Content-
Type 
Indica il tipo dell‘oggetto inserito nel corpo del messaggio 
Location 
  
Utilizzato per re-direzionare il client a una locazione diversa dall‘URI 
indicata nella linea di richiesta. 
Expires Indica la data di validità della risorsa ricevuta.  
Last- 
Modified 
Indica la data dell‘ultima modifica effettuata sulla risorsa. 
Tabella 7- Comuni entity headers 
 
Il body, o corpo del messaggio, può contenere ogni tipo di dati. A differenza delle linee 
d‘intestazione , della request line e delle  status line che sono in formato testuale, il 
corpo del messaggio può contenere dati binari e quindi ad esempio, immagini, video, 
tracce audio, applicazioni software ecc... 
Naturalmente, il corpo può contenere anche testo. Il body, in un messaggio di richiesta, 
è presente solo se il metodo invocato è POST o PUT. La struttura dei messaggi  di 
richiesta/risposta HTTP analizzata sopra, è relativa alla versione del protocollo HTTP 
1.0/1.1. Nella prima versione del protocollo HTTP (la 0.9) la struttura dei messaggi di 
richiesta/risposta era molto più semplice. Il messaggio di richiesta conteneva solamente 
il campo method e la request-uri, mentre il messaggio di risposta conteneva solo la 
risorsa richiesta. Inoltre nel messaggio di richiesta/risposta mancava lo status code, la 
phrase e l‘headers. 






     HTTP è un protocollo di livello applicativo del modello OSI
10
.  HTTP delega  i 
dettagli di rete all‘architettura TCP/IP. Il Transmission Control Protocol (TCP) è un 
protocollo di livello trasporto che fornisce un servizio di comunicazione punto a punto
11
 
affidabile, orientato alla connessione e garantisce che
 
i dati trasmessi siano in ordine, 
integri e non contengano duplicati. 
L‘ Internet Protocol  (IP) è un protocollo del livello network dello standard OSI e viene 
utilizzato per la comunicazione su una rete a commutazione di pacchetto
12
. 
Il protocollo HTTP è stratificato su TCP. HTTP utilizza TCP per trasportare i messaggi 
di richiesta /risposta. Allo stesso modo, TCP è stratificato su IP. 
 
Al livello di trasporto il TCP mette in coda i messaggi delle applicazioni e li trasmette 
sotto forma di pacchetti (flusso di byte). Al livello di rete il protocollo IP decide quale 
strada seguire per trasmettere effettivamente i messaggi da un computer all‘altro.  
Prima che un messaggio di richiesta HTTP possa essere inviato dal client al server è 
necessaria l‘apertura di una connessione TCP/IP.   
La connessione è identificata da due coppie (indirizzo IP
13
,  porta) relative al 
trasmettitore e ricevitore; questi quattro valori identificano univocamente una 
                                                 
10 OSI è uno standard stabilito nel 1978 dall'International Organization for Standardization che 
stabilisce una pila di protocolli per le reti di calcolatori in 7 livelli. I livelli sono (dal basso): fisico, data 
link,network, transport,session, presentation,application. 
11 Per connessione punto a punto (point to point) si intende quella relativa allo scambio di messaggi 
tra due host. 
12 E’ una tecnica di accesso multiplo a ripartizione nel tempo, utilizzata per condividere un canale di 
comunicazione tra più stazioni in modo non deterministico, utilizzata generalmente per realizzare 
reti di calcolatori. 
13 E’ un numero che identifica in modo univoco un dispositivo collegato ad una rete che comunica 
utilizzando lo standard IP .Le due versioni del protocollo conosciute sono IPv4 e Ipv6. In  IPv4 
l’indirizzo è costituito da 32 bit (4 byte). Viene critto con 4 numeri decimali che rappresentano 1 byte 
ciascuno (quindi ogni numero varia tra 0 e 255) separati dal simbolo "punto". Un esempio di indirizzo 
IPv4 è 195.15.5.55. Nella versione 6 del protocollo l’indirizzo è costituito da 128 bit (16 byte),  
descritto da 8 gruppi di 4 numeri esadecimali che rappresentano 2 byte ciascuno (quindi ogni numero 
varia tra 0 e 65535) separati dal simbolo "due punti". 




connessione TCP. Spesso in un messaggio HTTP è omesso il numero di porta, quando 
questo accade viene utilizzata la porta di default, la porta numero 80.  
Vediamo la procedura che permette a un client (browser) di dialogare tramite HTTP con 
un server: 
 
 Il browser estrae il nome dell‘host server dall‘URL specificata dal client. 
 Il browser risolve l‘indirizzo dell‘host tramite DNS 14ottenendo un indirizzo IP. 
 Il browser estrae la porta dall‘URL specificata. 
 Il browser stabilisce una connessione TCP con il server. 
 Il browser manda la richiesta HTTP al server. 
 Il server riceve la richiesta HTTP ed elabora la relativa risposta HTTP. 
 Il server manda il messaggio di risposta HTTP al browser. 
 La connessione TCP viene chiusa. 
 Il browser mostra a video la risorsa oggetto della richiesta. 
 
Questo meccanismo, nel protocollo HTTP/1.0, è il procedimento adottato per soddisfare 
ogni singola richiesta. Questa soluzione provoca una lentezza di comunicazione, basti 
pensare al fatto che per ogni immagine da visualizzare all‘interno di una pagina HTML, 
deve essere fatta una nuova richiesta HTTP. Quindi  un'applicazione che invia una 
richiesta HTTP a un server probabilmente dovrà effettuare più richieste al solito server 
(sempre se le immagini si trovano sullo stesso server web). Invece il protocollo 
HTTP/1.1 utilizza, per aumentare le sue prestazioni, connessioni TCP permanenti. In 
questo modo più richieste HTTP provenienti dallo stesso utente e dirette allo stesso 
server web vengono gestite dalla stessa connessione TCP con un notevole e non 
trascurabile risparmio di tempo e di risorse. 
 
1.2- Uniform Resource Identifier  (URI) 
 
     L‘Uniform Resource Identifier  è una stringa che identifica una risorsa generica, 
fisica o astratta come un indirizzo web, un‘immagine, un documento, un servizio ecc… 
                                                 
14  Il DNS è un sistema utilizzato per la risoluzione di nomi di host in indirizzi IP e viceversa. Il servizio 
è realizzato tramite un database distribuito, costituito dai server DNS. 
 




Questo meccanismo d‘identificazione è indipendente dal modo con il quale si accede 
alla risorsa web, ad esempio si  possono utilizzare protocolli come FTP, MAIL, HTTP 
ecc..  
Data un URI, il protocollo HTTP è in grado di recuperare la risorsa associata. 
La sintassi di un identificatore è la seguente: 
<scheme>:<scheme-specific-part> 
Un URI contiene il nome dello schema usato (<scheme>), che classifica il tipo di URI 
utilizzato, seguito dai due punti (:) e da una stringa (<scheme-specific-part>) che ha 
una sintassi diversa a seconda del valore dello schema (<scheme>). 
Un URI può essere classificato come URL o come URN. Con il primo l‘accesso alla 
risorsa avviene per indirizzo, con il secondo per nome. L‘URL descrive la posizione di 
una risorsa all‘interno di un particolare server web e fornisce le informazioni necessarie 
per prelevarla.  L‘ Uniform Resource Locator  (URL) viene utilizzato comunemente per 
l‘accesso alle risorse web. Ad esempio l‘URL : http://www.prova.it/index.html  
identifica la risorsa index.html che  rappresenta l‘home page del sito web considerato e 
fornisce le informazioni necessarie per accedere alla risorsa quali il nome del protocollo 
da utilizzare (HTTP) e il nome mnemonico dell‘host dove risiede la risorsa 
(www.prova.it). La struttura di un‘URL ha un diverso formato a seconda dello schema 
utilizzato. Gli schemi possibili sono descritti dall‘ RFC 1738,  tra i quali troviamo 





Esempio 1- URL 
 
Analizziamo in dettaglio lo schema utilizzato, dal protocollo HTTP, per identificare le 
risorse: <http:// ><host>”:”<port><abs_path>”?”<query string>. 
Il primo campo <http:// > identifica il protocollo utilizzato,  i campi <host>:<port> 
identificano rispettivamente il nome del server (mnemonico o IP) e la porta TCP su cui 
è attivo il servizio. Se nessuna porta viene specificata, si considera per default la porta 
80.  Il quarto campo <abs_path> indica il percorso per individuare la risorsa all‘interno 
del server. L‘ultimo campo <query string> (opzionale), separato dall‘abs_path 




attraverso il carattere ―?‖ contiene una sequenza di coppie nome-valore separate dal 
carattere ―&‖  utilizzate dal server per identificare o generare la risorsa. 
 




(viene usata la 




Esempio 2- URL HTTP 
 
L‘ Uniform Resource Name (URN) consente di identificare una risorsa attraverso un 
nome appartenente a un particolare dominio di nomi, detto namespace
15
. Questo 
meccanismo è indipendente dall‘attuale locazione fisica della risorsa. In questo modo 
una risorsa può essere riferita sempre con lo stesso URN anche nel caso in cui la sua 
locazione sia cambiata. Tale caratteristica prende il nome di persistenza. Un URN ha il 
seguente formato: <urn::=><urn:> <nid>”:”<nss>  
Il campo <nid> è il Namespace Identifier  usato per specificare il servizio di risoluzione 
dei nomi al quale rivolgersi, <nss> è il Namespace Specific String, passato al servizio 
di risoluzione dei nomi che traduce il NSS in un URL. 
 
1.3- HyperText Markup Language (HTML) 
 
     L‘ HyperText Markup Language (HTML) è stato sviluppato alla fine degli anni '80 
da Tim Berners-Lee. HTML è un  linguaggio di markup per la codifica di pagine web. 
Si basa su un altro linguaggio, avente scopi più generici, chiamato SGML. Lo Standard 
Generalized Markup Language ( SGML) è un metalinguaggio (linguaggio per definire 
linguaggi) di markup che definisce metodi di rappresentazione del testo in forma 
                                                 
15 E’ una collezione di nomi di entit{.  Lo scopo dei namespace è quello di evitare confusione ed 
equivoci nel caso ci siano molte entità aventi nomi identici. 
 




elettronica, indipendenti dall'hardware e dal sistema utilizzato. L'SGML è basato sul 
concetto di Document Type Definition (DTD) che richiede per ogni ―linguaggio 
creato‖, la definizione e la sintassi di marcatori. Altri linguaggi basati su SGML sono ad 
esempio MathML, linguaggio di markup per la descrizione di espressioni matematiche 
o il Virtual Reality Markup Language (VRML), usato per rappresentare la grafica 
vettoriale 3D interattiva. Una pagina web (comunemente pagina HTML) è un file in 
formato testo che consente di scegliere il colore, la posizione delle immagini all'interno 
della pagina, il font da utilizzare, il modo in cui suddividere i capitoli e i paragrafi ecc… 
L‘HTML deve il suo successo all‘idea di Berners di mettere in connessione 
informazioni presenti su computer diversi, grazie ad un particolare meccanismo detto 
link. Un link  ipertestuale (link) non è altro che un collegamento a un documento, a un 
ipertesto o a una sezione di una pagina web. Tale collegamento appare di colore diverso 
rispetto al resto del testo ed è (in genere) sottolineato. Può essere fatto a un termine, a 
un'immagine, a una porzione d‘immagine e, cliccandoci sopra consente di  aprire la 
pagina o l'immagine cui il collegamento fa riferimento. 
 «La comunità dei ricercatori usa da sempre dei collegamenti del genere 
tra documenti cartacei: tavole dei contenuti, indici analitici, bibliografie e 
sezioni di consultazione e rimandi sono tutti quanti link ipertestuali. Però, 
sul web, i link ipertestuali possono essere seguiti in pochi secondi, invece 
che in settimane di telefonate e inoltro della posta. E d'un tratto gli 
scienziati possono sottrarsi all'organizzazione sequenziale di ogni 
pubblicazione e bibliografia, scegliendosi un percorso di riferimenti che 
faccia al caso loro»16 
 
Il codice HTML è interpretato e visualizzato in forma d‘ipertesto da una particolare 
applicazione conosciuta comunemente con il nome di browser.  
Un browser è un programma che consente agli utenti di visualizzare e interagire con 
testi, immagini e altre informazioni, contenute in una pagina web. Il web browser 
consente  la navigazione nel web. La visualizzazione di una pagina HTML da parte del 
browser prende il nome di rendering della pagina. Tim Berners Lee ideò il primo 
browser della storia, il worldwideweb, ribattezzato in seguito Nexus.  
                                                 
16  T. Berners-Lee, L'architettura del nuovo Web, editore Feltrinelli, anno 2001 




Oggi il browser più diffuso a livello mondiale è Internet Explorer, prodotto da 
Microsoft. Oltre ad Internet Explorer esistono altri browser: l‘open source Mozilla, il 
browser Opera e molti altri.  In sintesi l‘HTML può essere definito come un linguaggio 
di contrassegno che permette di indicare come disporre e/o formattare gli elementi 
all'interno di una pagina: le indicazioni vengono date attraverso degli appositi marcatori, 
detti "tag". Un documento HTML è formato da elementi. Un elemento è composto di un 
tag di apertura, un contenuto e un tag di chiusura. Ciascun tag ha un nome diverso a 
seconda della particolare funzione assegnatagli dalle specifiche HTML. Il contenuto 
informativo si trova tra il tag di apertura <nome_tag > e il tag di chiusura </nome_tag >. 
Il nome del tag viene racchiuso tra parentesi angolari ―<‖ ‖>‖. Nel tag di chiusura il 
nome del tag viene preceduto dal carattere ―/‖, comunemente definito ―slash‖. Deve 
essere mantenuta una struttura gerarchica ad albero, ad esempio non si possono trovare 
due tag di chiusura chiusi nello stesso ordine in cui sono stati aperti. 
 
Lo standard definisce la possibilità, per alcuni tag, di specificare degli attributi 
identificati da precise parole chiave. Un attributo viene specificato da una coppia nome-
valore che viene inserita nel tag di apertura. Per alcuni tag non è previsto il tag di 
chiusura, in questo caso il tag viene detto a chiusura implicita. Per questi particolari tag 
è previsto uno slash prima della chiusura della seconda parentesi angolata <nome_tag/>. 
Un documento HTML ha la seguente struttura: 
 
Figura 4- Struttura di un documento HTML 




I tag <html> e </html> delineano i confini del documento HTML. L‘intero contenuto di 
un documento HTML deve trovarsi tra questi due tag. A seguire troviamo la sezione 
header, contenuta tra i tag <head> e </head>. In questa sezione vengono inserite le 
informazioni sul documento HTML. Normalmente queste informazioni, non vengono 
visualizzate dal browser trattandosi di descrizioni della pagina, o di parole chiave che i 
motori di ricerca
17
 possono utilizzare per compiere operazioni di indicizzazione. Il tag  
<title>  si trova tra i  tag <head> e </head> e  rappresenta un‘eccezione perché il suo 
contenuto viene inserito nella finestra di visualizzazione della pagina web. L‘ultima 
sezione che troviamo è la sezione body, contenente la parte informativa vera e propria 
che deve essere visualizzata dal browser rispettando la formattazione data dal markup 
contenuto nel documento. Ricordiamo inoltre che l‘HTML è ―case unsensitive‖, cioè 
indipendente dal formato. Questo significa che non ha importanza scrivere i tag in 
maiuscolo o in minuscolo. Nella tabella seguente vengono riportate brevemente le 
informazioni presenti all‘interno delle sezioni Header e Body tralasciando la definizione 
completa dei tag e degli attributi presenti nello standard HTML. 
Header Descrizione 
Metadata Tag per inserire informazioni utili ad applicazioni esterne (esempio  
motori di ricerca) o al browser.  
informazioni di stile  Tag per inserire markup legato alla formattazione.  
inserimento di 
script 
Tag che contengono codice eseguibile per effettuare generalmente 
piccole elaborazioni.  
Body Descrizione 
Tabelle Tag per inserire attributi per formattare tabelle. 
strutture di testo Tag per specificare paragrafi, liste ecc... 
formattazione testo Attributi per specificare il colore, il font, ecc... 
Controlli Tag per inserire form, campi selezionabili, caselle di testo ecc... 
Link Tag per inserire link, ancore ecc... 
immagini Tag per specificare immagini, la loro posizione, la dimensione ecc... 
contenuti 
multimediali 
Tag per inserire audio, video ecc.. 
Tabella 8- Elementi HTML 
 
                                                 
17 E’ un sistema automatico che analizza un insieme di dati spesso da esso stesso raccolti e restituisce 
un indice dei contenuti disponibili classificandoli in ordine di rilevanza data una determinata chiave di 
ricerca. Google, Yahoo!, Bing e Live sono sicuramente i più famosi. 




1.3.1- Punti di forza ed evoluzione di HTML 
 “Non ho mai previsto che il codice sorgente di HTML (cioè la roba con le 
parentesi angolate) fosse visibile agli utenti. Un browser/editor avrebbe 
fatto vedere o editare all'utente soltanto il linguaggio di una pagina di 
ipertesto, come se stesse usando un word processor. Per me, e credevo 
anche per gli altri, l'idea di chiedere al pubblico di battere a mano le 
parentesi era inaccettabile quanto chiedere a qualcuno di scrivere un 
documento in Microsoft Word stendendo il formato in codice binario. Ma 
la leggibilità dell'HTML si rivelò una manna inaspettata. Con mia grande 
sorpresa molte persone si familiarizzarono alla svelta con i tag, e 
iniziarono a scrivere direttamente propri documenti in HTML18” 
 
Il successo di HTML è stato inaspettato per lo stesso Berners che non pensava di 
suscitare un tale interesse. La possibilità di collegare un documento con un altro tramite 
un link, la possibilità di raggiungere un particolare punto all‘interno di un documento 
tramite un‘ancora e inoltre la possibilità di definire un modo standard, per la creazione 
di pagine web, che fosse alla portata di tutti sono i principali motivi che hanno fatto sì 
che l‘HTML raggiungesse un così grande consenso. 
Infatti chiunque può divertirsi a creare documenti, home page personali e altro con 
l‘ausilio di un manuale o di una guida sull‘HTML. Inoltre per scrivere un documento 
HTML, è necessario un semplice editor di testo e  un browser. 
L‘HTML è nato come linguaggio per formattare i documenti da pubblicare sul Web. 
 Per questo motivo, nelle prime versioni dello standard,  il contenuto informativo e  i tag 
riguardanti lo stile per la visualizzazione non erano separati. La separazione tra struttura 
e presentazione del documento HTML nasce come standard W3C nel 1996 attraverso i 
Cascading Style Sheets (CSS). È  infatti possibile utilizzando un foglio di stile cambiare 
il font, il colore, lo sfondo di centinaia di pagine in pochi semplici passaggi. Il processo 
di creazione delle pagine e la loro manutenzione diventano quindi ancora più potenti e 
facili.  
Lo standard attualmente utilizzato è l‘HTML 4.01 del dicembre 1999.  E‘ attesa entro la 
fine del 2010 la versione HTML 5.0 . 
                                                 
18 T. Berners-Lee, L'architettura del nuovo Web, editore Feltrinelli, anno 2001 




1.4- Il  Web oggi 
 
     Il 30 aprile del 1993 il CERN  decide di rendere pubblica la tecnologia Web. La 
semplicità della tecnologia e il costo
19
, divenuto nel corso degli anni alla portata di 
chiunque, hanno fatto sì che il Web entrasse nella vita di tutti, uomini, donne, anziani e 
adolescenti. Il  web è sempre in continua evoluzione. Sono nati nuovi standard, nuovi  
linguaggi, nuove organizzazioni, nuove terminologie come  l‘e-commerce, nuove 
aziende che operano in rete e molto altro. Il WWW può essere paragonato a una grande 
ragnatela mondiale che ha espanso le sue tele in tutto il mondo cambiando la vita e le 
abitudini dei suoi abitanti. 
Internet è divenuto il mezzo di trasmissione e di ricezione di informazioni più diffuso al 
mondo, estendendo la sua influenza a tutte le aree del pianeta e migliorando di anno in 
anno la  qualità del servizio offerto in termini di efficienza, affidabilità e sicurezza delle 
informazioni scambiate. Per superare il limite iniziale di staticità delle pagine, sono state 
sviluppate tecnologie in grado di generare pagine dinamicamente in base ai dati 
trasmessi dall‘utente o da entità esterne, tecnologie capaci di fornire nuovi scenari di 
business, tecnologie di social network e altro. 
Da un sondaggio effettuato da Netcraft
20
 (azienda che si occupa di effettuare statistiche 
sulla rete)  si stima l‘esistenza di circa 240 milioni di siti web. Di questi dobbiamo 
considerare il numero dei siti ―non attivi‖ che continua ad aumentare: nel 2008 erano 
saliti al 60 % del totale e pare che nel 2009 siano il 70%. Il numero dei siti attivi è 
comunque enorme.  Il numero di host
21
 connessi alla rete, da uno studio effettuato dalla 
ISC Domain Survey
22
 è passato da 376.000 nel 90 agli 720.000.000 nel 2009, 
raggiungendo una cifra esorbitante. Questo processo non è destinato a fermarsi, visto 
che il numero di host  e di conseguenza l‘attività in internet si è intensificata negli ultimi 
quattro anni.  
 
                                                 
19 Per costo si intende la spesa in abbonamento per la connessione ad Internet. 
20 Sito web della società, www.netcraft.com. 
21 Si intende un calcolo del numero di host  internet, cioè di “indirizzi IP” permanenti e attivi, cioè di 
nodi connessi alla rete, suddivisi per paese. Non c’è una correlazione diretta fra il numero di host ed il 
numero di persone; il numero di host  è un indice rilevante del livello di attivit{ nell’uso dell’internet. 
22  Azienda che effettua statistiche sul numero di host in rete (https://www.isc.org/solutions/survey) 
 




Capitolo 2- XML 
 
ella seconda metà degli anni ‘90, con il boom di Internet, le aziende iniziano a 
considerare  il Web come una possibilità di sviluppo e dunque guadagno. 
L‘avvento dell‘e-commerce23 delinea la necessità di uno standard che 
permetta di associare ai dati trasportati sul web, un‘informazione riguardante la struttura 
e la semantica (il significato) dei dati trasmessi. L‘HTML  purtroppo non è in grado di 
soddisfare tale bisogno, essendo un  linguaggio inadeguato  alla gestione di strutture 
dati complesse. L‘XML nasce  come tentativo di fermare il continuo sviluppo delle 
tecnologie e nello specifico, dei linguaggi proprietari dei due maggiori fornitori di 
browser: Netscape e Microsoft che in ogni nuova versione dell‘applicazione, inserivano 
un‘estensione proprietaria alla versione HTML ufficiale, in modo da superare i limiti 
del linguaggio stesso. Questo ha comportato problemi d‘incompatibilità dovuti 
all‘utilizzo, da parte di un sito Web, di certe estensioni proprietarie di un browser non 
sempre accessibili da altri browser. Pertanto si è reso necessario lo sviluppo di un 
linguaggio di markup flessibile, riconosciuto a livello mondiale e accettato come 
standard che offra una maggiore libertà nella definizione dei tag. Il W3C nel febbraio 
del 1998, pubblica le specifiche di eXtensible Markup Language (XML), versione 1.0 
che combina alla flessibilità di SGML la semplicità di HTML. Il successo fu immediato. 
L‘ XML è un metalinguaggio che definisce un insieme di regole per la costruzione di 
linguaggi di markup. L‘XML considerato la tecnologia chiave di W3C, espande le 
potenzialità e le opportunità fornite dal web. I punti di forza del linguaggio sono: 
 la possibilità di memorizzare e di organizzare qualsiasi tipo d‘informazione in 
una forma adattabile alle diverse esigenze. 
 la possibilità di verificare, mediante precisi meccanismi, la validità di un 
documento scritto in XML, rendendolo così utilizzabile anche come documento 
avente valore legale. 
 la possibilità di combinare un particolare documento con fogli di stile diversi 
ottenendo rappresentazioni differenti dello stesso a seconda delle specifiche 
esigenze. 
                                                 
23 Scambio di beni o servizi di valore tra due partecipanti, compratore e venditore, tramite la rete 
Internet. 
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 la capacità di essere leggibile da una macchina e facilmente comprensibile da un 
umano. 
 
XML permette di definire il contenuto e la struttura dei documenti in modo molto 
flessibile e consente lo scambio d‘informazioni in formato elettronico tra applicazioni 
eterogenee
24
. Un documento XML è un file di testo con estensione “.xml”. 
Rispetto all‘HTML, l‘XML non predefinisce il set dei tag utilizzabili, ma consente di 
definire i tag a seconda delle specifiche esigenze applicative. Un documento XML è 
caratterizzato da una struttura gerarchica o ad albero: prevede un nodo radice e un 
numero qualsiasi di nodi intermedi. Ogni nodo intermedio ha a esso associato: un tipo, 
eventualmente  un identificatore univoco, il valore di alcuni attributi specifici per quel 



















    
Figura 5- Struttura logica dei dati in XML 
 
Un documento XML è formato da elementi. Un elemento è composto di un tag di 
apertura (<nome_tag>), un contenuto e un tag di chiusura (</nome_tag>).  
Il contenuto informativo si trova tra il tag di apertura <nome_tag > e il tag di chiusura 
</nome_tag >.  
                                                 
24 Applicazioni che presentano sistemi operativi, protocolli e/o convenzioni di codifica dei dati 
differenti tra di loro. 




XML è case sensitive, uno stesso tag assume significato diverso a seconda che sia 
scritto in maiuscolo o minuscolo. Ogni elemento può contenere altre informazioni 
rappresentate da coppie nome-valore denominate attributi. Gli attributi non trasportano 
un‘informazione ma descrivono  l‘informazione trasportata dall‘elemento. Questi tag 
permettono ad un programma che elabora un documento XML di interpretare ed 
elaborare in maniera corretta il contenuto informativo. Per rispettare la struttura ad 
albero del documento XML (fig. 5) due tag di chiusura devono essere chiusi in ordine 
inverso in cui sono stati aperti.  
Un documento XML è formato da  markup e da dati.  
 
Nome       Sintassi                           Descrizione 
Elementi <Nome_tag>contenuto 
</Nome_tag> 
Un elemento è costituito dai tag e dal contenuto 
informativo che essi identificano. 
Riferimenti a 
entità 
&entità_name; Servono per associare un‘etichetta a 
un‘informazione ripetuta più volte all‘interno del 
documento, in modo da usare l‘etichetta invece 
che l‘informazione stessa. 
Commenti <!—commento -- > Utilizzato per aumentare la leggibilità del codice. 
Istruzioni <? Istruzione ?> Utilizzato per inserire all‘interno del documento 
le informazioni che possono essere utili alle 
applicazioni che leggono il documento. 
Sezioni 
CDATA 
<! [CDATA[…….]]> Utilizzato per inserire informazioni che non 
devono essere elaborate  secondo le regole di 
sintassi XML. 
Tabella 9- Markup principale in XML 
 
 I dati sono tutto ciò che non è markup. 
 XML specifica un insieme di regole sintattiche comuni a qualsiasi istanza XML come, 
ad esempio, la corrispondenza tra il tag di apertura e quello di chiusura, la presenza di 
un solo elemento radice del documento e altre. Se un documento XML rispetta tutte le 
regole sintattiche si dice che il documento è ben formato ("well-formed"), idoneo a 
essere interpretato da un computer e leggibile anche da un essere umano. XML 
definisce inoltre un modo per specificare le regole grammaticali della particolare istanza 
di XML, cioè la struttura del documento.   




L‘insieme delle regole grammaticali viene detto lo schema del documento,‖ XML 
schema‖. Un documento XML si dice "valido" quando è coerente con la struttura 
definita nello schema. Esistono numerosi linguaggi di definizione degli schemi per 
XML, i due più comuni sono il "Document Type Definitions (DTD)" e ― l‘XML 
Schema Definition Language (XSD)". Entrambi permettono una definizione formale 
della struttura richiesta alla particolare istanza XML generata, fornendo  una garanzia di 
correttezza del documento prima di una sua elaborazione. Il DTD stabilisce i tag che  
possono essere utilizzati, il loro annidamento, gli elementi obbligatori e opzionali, il 
loro ordine e le relazioni padre-figlio. È  inoltre possibile specificare, per ogni elemento, 
quali attributi  sono consentiti. I tipi di attributo più comuni sono: le CDATA (qualsiasi 
stringa), il tipo enumerato (elenco di valori possibili per l‘attributo), gli  identificatori,  i 
riferimenti a identificatori. Il DTD è stato il primo strumento disponibile per la 
definizione di schemi XML.  A volte a causa delle complesse regole di validazione e 
dall‘articolata struttura del documento,  il linguaggio DTD risulta insufficiente, pertanto 
è necessario utilizzare un linguaggio di definizione di schemi XML più evoluto e 
potente come l‘ XSD. Rispetto al DTD, l‘XML Schema Definition Language ha una 
sintassi basata su  l‘XML, quindi è a tutti gli effetti un documento XML. Questo 
permette di utilizzare, per l‘XSD, gli stessi validatori e editor  usati per l‘XML.  
XSD è un potente strumento per descrivere la struttura di un documento XML. L‘XSD 
consente  una migliore caratterizzazione dei tipi di dati rispetto al DTD  (ad esempio si 
può definire il contenuto di un attributo come intero,URI,stringa  ecc..) e fornisce un  
supporto per i namespace. È  altamente estendibile grazie alla possibilità di aggregare 
più schemi diversi, ognuno dei quali definisce una porzione del documento.  
L‘ XML Schema versione 1.0 è stato approvato dal W3C  il 2 maggio 2001. 
Il W3C sta attualmente lavorando alla realizzazione di XML Schema versione 1.1. 
                 
Un programma in grado di leggere ed elaborare i documenti XML è conosciuto come 
un XML processor. Sono considerati XML processor anche i browser Web e gli editor 
XML. La maggior parte di questi programmi è in grado anche di svolgere la verifica 
della validità di un documento.  È utile ricordare che se un documento XML è valido, è 
di conseguenza anche ben formato. Non sempre i documenti sono accompagnati dal 
DTD o dall‘XML Schema, in tal caso non si è sicuri della validità del documento . 
 
 




Analizziamo la struttura di un documento XML con DTD interno. 
 
Figura 6- Struttura di un documento XML 
 
Un documento XML è costituito da due sezioni, il prologo e l‘istanza del documento. 
Nel prologo troviamo la dichiarazione XML e la dichiarazione del tipo di documento 
(DTD).  La dichiarazione XML ha il seguente formato: 
<? xml version=”1.0” encoding=”UTF-8” standalone=”yes” ?> 
Il campo version specifica la versione XML, il campo encoding (opzionale) specifica la 
codifica dei caratteri ed il campo standalone  indica la presenza (―yes‖) o l‘assenza 
(―no‖), all‘interno del documento, delle regole di validazione. 
La dichiarazione del tipo di documento può essere interna, esterna oppure in parte 
interna e in parte esterna. Se la dichiarazione è interna  il DTD si trova nel Prologo, 
dopo la dichiarazione XML. Una dichiarazione interna inizia con  ―<!DOCTYPE 
nome_elemento_radice ” e termina con ―]>‖ e contiene  le regole grammaticali necessarie 
alla validazione del documento.  Se la dichiarazione è esterna il DTD viene identificato 
tramite un URI e rappresenta un documento contenente le regole grammaticali. Una 
dichiarazione esterna compare dopo la dichiarazione XML. Una DTD esterna può 
essere dichiarata SYSTEM oppure PUBLIC. Una DTD dichiarata SYSTEM  ha la 
seguente sintassi: <!DOCTYPE nome_elemento_radice SYSTEM "nome_file.dtd"> 




Una DTD di questo tipo viene recuperata dall‘ XML processor mediante  il 
nome_file.dtd e inserita nel documento. Una DTD dichiarata PUBLIC  ha la seguente 
sintassi: <!DOCTYPE nome_elemento_radice PUBLIC "-//W3C//DTD XHTML 1.0 Strict//EN" 
"http://www.w3.org/TR/xhtml1/DTD/xhtml1-strict.dtd""> 
Una DTD di questo tipo è di solito nota, l‘XML processor usa l‘uri solo se non 
disponibile e la inserisce nel documento. L‘istanza del documento contiene il 
documento XML vero e proprio.  
             
2.1- Modelli di elaborazione per XML 
 
     L‘elaborazione di  un documento XML consiste nel prendere in ingresso il 
documento, controllare se è ben formato, verificare la validità, ricercare le informazioni 
utili, mostrare  i risultati a video, inserire/prelevare eventuali report in/da un database, 
costruire un nuovo documento XML o altro. 
I due modelli di elaborazione più importanti sono il Document Object Model (DOM) e 
il Simple API for XML (SAX). Il DOM e il SAX  sono interfacce di programmazione 
(API)
25
 , indipendenti dalla piattaforma e dal linguaggio (per entrambi esistono 
implementazioni in Java, C++, Javascript e altro).  
 
2.1.1- Document Object Model 
 
     DOM è un modello di elaborazione che rappresenta i dati con un modello a oggetti
26
 
ed effettua l‘elaborazione grazie ai metodi messi a disposizione dai diversi oggetti 
dell‘interfaccia. DOM  definisce una serie di oggetti di tipo diverso (elementi, attributi, 
entità ecc..) che sono in corrispondenza uno a uno con gli elementi di markup presenti 
in un documento XML. Tutti questi oggetti ereditano i metodi dall‘oggetto principale 
―Node‖ definito da DOM per: 
 Trovare i nodi figlio.  
                                                 
25 Le application programming interface sono metodi (o procedure) di alto livello(disponibili al 
programmatore) che attivano a loro volta software di basso livello. 
26 L’Object Oriented Programming è un paradigma di programmazione, che prevede di raggruppare 
in un'unica entità (la classe) sia le strutture dati che i metodi che operano su di esse. 




 Avere una lista degli attributi del nodo considerato. 
 Avere informazioni sul tipo e sul nome del nodo. 
 Muoversi nell‘albero 
 ecc... 
Inoltre ogni nodo possiede dei metodi propri a seconda del tipo di appartenenza. 
Fra oggetti Node è definita una relazione padre-figlio, che implica la tipica struttura ad 
albero di un generico documento XML. L‘elaborazione di un documento XML con 
DOM consiste nel leggere il documento XML,  nel riprodurre la struttura ad albero nella 
quale i nodi sono collegati secondo una relazione padre-figlio, e nel fare le elaborazioni 
desiderate mediante i metodi messi a disposizione dagli stessi oggetti. DOM non 
definisce nelle sue specifiche come passare dal documento XML alla struttura dati ad 
albero utile per l‘elaborazione. Date le  molteplici  implementazioni del DOM , ogni 
vendor
27
 sceglie la modalità che preferisce  per la creazione dell‘albero. Il DOM è una 
specifica del W3C. Attualmente l‘ultima versione delle specifiche è la level 3. 
 
2.1.2- Simple API for XML 
 
     SAX è un modello di elaborazione event-driven. L‘elaborazione tramite SAX 
prevede la scansione sequenziale del documento XML, durante la quale l‘interfaccia di 
programmazione, in corrispondenza di ogni evento conosciuto, invoca il relativo 
metodo di callback il cui codice è definito dal programmatore. Alcuni esempi di eventi 
sono: l‘inizio o la fine di un documento, l‘inizio o la fine di un elemento, la presenza di 
spazi bianchi, la presenza d‘istruzioni ecc... 
Il programmatore per la definizione del codice utilizza dei gestori di eventi che offrono 
una serie di metodi predefiniti il cui comportamento può essere ridefinito  o 
semplicemente ereditato. I gestori di eventi quattro sono: il ContentHandler, il 
DTDHandler , l‘ErrorHandler e l‘EntityResolver. Il ContentHandler  gestisce gli eventi 
relativi al contenuto logico del documento (ad esempio: inizio/fine di un documento,  
inizio/fine di un elemento), il DTDHandler  gestisce gli eventi relativi al Document 
Type Definition,  l‘ErrorHandler gestisce gli eventi relativi agli errori e l‘EntityResolver 
gestisce i riferimenti a entità. A differenza di DOM,  SAX non crea nessun albero 
                                                 
27 Azienda che fornisce un servizio o un prodotto software. 




durante l‘elaborazione del documento,   questo comporta che i dati precedentemente 
letti  non possano essere acceduti senza una nuova elaborazione dell‘intero documento. 
Anche SAX, come DOM, ha diverse implementazioni dell‘interfaccia di 
programmazione. SAX è diventato nel corso degli anni uno standard de-facto
28
,  
l‘attuale versione è la SAX  2.0. 
 
2.1.3- SAX  Vs DOM 
 
      SAX e DOM sono due modelli di elaborazione di un documento XML, molto 
diversi:  il primo basato su eventi mentre il secondo su oggetti.  L‘utilizzo dell‘uno o 
dell‘altro dipende dal particolare tipo di elaborazione che si vuole  fare: ad esempio se si 
cerca una determinata  informazione contenuta nel documento conviene usare SAX che 
effettua una scansione sequenziale e interrompe l‘elaborazione non appena recupera il 
dato richiesto, con un notevole risparmio di risorse in quanto le strutture dati necessarie 
all‘elaborazione, definite dallo stesso programmatore, sono le minime indispensabili. Se 
l‘elaborazione, invece, coinvolge l‘intero documento allora è preferibile usare DOM  
che genera e mantiene in memoria la struttura dati  ad albero con un notevole risparmio 
di tempo. Con DOM è possibile navigare nell‘albero dall‘alto verso il basso e viceversa, 
SAX avendo un accesso seriale, non consente una navigazione a ritroso del documento 
XML e una rilettura delle informazioni precedentemente elaborate. 
In sintesi nella tabella seguente sono riportati i tipici casi in cui conviene usare DOM e 
quelli in cui  usare SAX: 
DOM SAX 
Documenti di dimensioni ridotte Documenti di grandi dimensioni 
Documenti soggetti a modifiche Documenti non soggetti a modifiche 
Interrogazioni dipendenti dal contenuto dell‘ 
intero documento 
Interrogazioni semplici 
Molte interrogazioni Interrogazioni limitate 
Memoria risorsa non critica Memoria risorsa critica 
Figura 7- DOM vs SAX 
                                                 
28 Architetture o formati  le cui specifiche sono di pubblico dominio, ma non sono mai state sottoposte 
a norma da un ente preposto. 






     All‘interno di un documento XML è possibile utilizzare parti di grammatiche già 
definite in altri ambiti evitando un notevole e inutile spreco di tempo. È dunque 
possibile trovare in un documento XML differenti  DTD. 
 Questo tuttavia comporta  l‘eventualità di trovare due tag, appartenenti a due distinti 
DTD, con ugual nome ma con significato diverso creando un inevitabile conflitto dei 
nomi. La soluzione messa a disposizione da XML è il namespace (spazio di nomi).  
Uno spazio di nomi è un insieme di nomi di elementi e attributi identificati 
univocamente da un identificatore denominato prefisso. Tale identificatore  individua un 
insieme di nomi distinguendoli da eventuali omonimie presenti in altri namespace. 
L‘appartenenza di un elemento/attributo a un namespace si indica nel seguente modo: 
<namespace-prefix : nome_elemento/attributo> 
Ad esempio: 
<film : codice>  
<utente : codice> 
Entrambi gli elementi si chiamano codice, ma il significato del primo elemento è 
individuato dal namespace film, mentre  il significato del secondo dal namespace utente, 
senza alcuna ambiguità. Uno spazio di nomi deve essere dichiarato prima di un suo 
utilizzo. In un documento XML un namespace si dichiara mediante l‘attributo speciale 
xmlns (xml namespace) associato a un elemento, come nel seguente esempio: 
<nome_elemento xmlns : namespace-prefix = “URL”> 
Il campo nome_elemento indica che l‘elemento in questione ed i suoi sottoelementi 
utilizzano i nomi definiti nel namespace identificato dall'identificatore namespace-
prefix. Se  non si specifica nessun prefisso l‘elemento in questione e dunque anche i 
suoi sottoelementi utilizzano lo spazio di nomi di default. Il campo URL fornisce 
informazioni sul namespace, come ad esempio l‘organizzazione che lo gestisce e la 
versione utilizzata. Vediamo un esempio completo: 
<film xmlns : dvd = “http://www.dvd.com/schema"> 
L‘elemento‖film‖ e i suoi sottoelementi utilizzano il namespace identificato mediante il 
prefisso ―dvd‖ che è associato all‘ URI http://www.dvd.com/schema. 
 




Capitolo 3- L’ e-commerce e il B2B 
 
l commercio è lo scambio di  beni o servizi tra due soggetti, il compratore, colui 
che compra e il venditore, colui che vende. Con il termine venditore e compratore 
s‘intende   una persona fisica (il privato cittadino), o più in generale, un‘azienda29. 
Il compratore e il venditore svolgono una serie di azioni diverse per completare lo 
scambio di valore, chiamato comunemente transazione. La azioni svolte dal compratore 
consistono nell‘identificare il bisogno, nel cercare il prodotto che soddisfi al meglio tale 
bisogno, nell‘individuare il venditore, nel negoziare l‘acquisto (include l‘ accordo sulla 
consegna), nell‘effettuare il pagamento e nell‘usufruire dei servizi post vendita come 
assistenza, garanzia ecc... 
Le azioni svolte dal venditore consistono: nel condurre analisi di mercato per 
individuare i beni/servizi che possano soddisfare i bisogni dei clienti, nel gestire la 
vendita e  la consegna, nel  provvedere all‘assistenza post vendita, ai servizi connessi 
alla garanzia ecc.. 
Quando si parla di commercio elettronico significa che molte delle azioni (in genere non 
tutte)  svolte dal venditore e dal compratore avvengono grazie all‘utilizzo della 
tecnologia Internet. Le aziende hanno  da sempre utilizzato l‘evoluzione tecnologica per 
migliorare i costi, la qualità, i processi di business
30
.  Già negli anni ‘60 e ‘70,  le 
aziende migliorarono i vari processi di business come contabilità, magazzino, personale 
ecc.. grazie all‘ausilio dei calcolatori. La comunicazione tra calcolatori all‘inizio degli 
anni settanta e il boom di Internet verso la metà degli anni novanta hanno contribuito a 
un ulteriore modifica, miglioramento e riduzione dei costi dei processi di business.  
A volte lo stesso business
31
 è stato la spinta all‘evoluzione tecnologica.  
Il commercio, e in particolare quello elettronico, può essere classificato nelle seguenti          
categorie principali: 
Business to Consumer (B2C): l‘azienda vende prodotti o servizi al singolo 
consumatore.  Una volta superate le iniziali diffidenze e i primi timori  dovuti ai metodi 
                                                 
29 Complesso di beni organizzato dall'imprenditore per raggiungere un fine economico attraverso lo 
svolgimento di un'attività. 
30 Insieme di attività correlate che producono un servizio o un prodotto per un determinato cliente. 
31 Nel termine più generale di fare affari. 
I 




di pagamento ritenuti non sicuri, i consumatori iniziano a considerare Internet come un 
mezzo attraverso il quale è possibile accedere ad una moltitudine di servizi e prodotti, 
confrontare le offerte di diversi fornitori contrapponendo i relativi prezzi, verificare 
l‘affidabilità dei servizi accessori ecc. La sua espansione coincide con la capillare 
diffusione di Internet. 
            
Business to Business (B2B): l‘azienda vende prodotti o servizi ad un‘altra azienda. Il 
giro d‘affari è circa venti, trenta volta quello del B2C. Le radici storiche di Internet 
affondano nella scienza e negli affari ed è l'uso business to business che ha continuato a 
trascinare la crescita di Internet. L'uso business to business è esploso proprio mentre i 
consumatori accedevano a Internet a ritmi vertiginosi. Il 70% di tutte le transazioni  
fatte su Internet riguarda questa categoria. Internet viene visto come un luogo gradito, 
potenzialmente preferito ad altri, grazie al quale le imprese possono fare affari, acquisire 
nuovi fornitori e acquirenti, espandere i loro mercati  oppure crearne nuovi. 
L‘espansione del B2B aumenta esponenzialmente con la crescita di Internet. 
 
Consumer to Consumer (C2C): il venditore vende il bene o il servizio al consumatore. 
Questa è la forma più recente di commercio elettronico e sta diventando sempre più 
popolare grazie al successo dei siti di aste online.  
 
Business to Government (B2G): l‘azienda vende beni o servizi allo Stato o a enti 
statali. 
 
Il giro di affari attuale nei diversi tipi di commercio è enorme. L‘e-commerce ha 
permesso alle imprese di abbattere qualsiasi barriera  geografica, la sua tecnologia 
accessibile semplicemente tramite una linea telefonica ha fatto sì che ogni  venditore 
potesse raggiungere ogni consumatore online, dovunque si trovi e a qualsiasi ora, 
eliminando le lunghe e costose catene d‘intermediari. L‘entrata in Internet da parte delle 
imprese presenta moderate barriere d‘ingresso e l‘apertura di un‘attività on-line 
comporta una spesa notevolmente più bassa rispetto all‘avviamento di un‘attività 
tradizionale. Ciò nonostante, per siti di grandi dimensioni, sono necessarie infrastrutture 
tecnologiche adeguate e capacità informatiche competenti e versatili, il che comporta un 
inevitabile investimento in hardware, software e competenze. Inoltre è necessaria 
un‘attenta valutazione del prodotto o servizio offerto, mirata a soddisfare le aspettative e 




attese del cliente finale divenute sempre più esigenti. A metà degli anni ‘90, a fronte di 
una forte espansione del web e della connettività, sono stati fatti numerosi investimenti 
nel commercio elettronico. Le aziende si buttano a capofitto alla ricerca di facili profitti  
in modo da rafforzare e consolidare la propria presenza sul mercato. È così che sono 
nate in quegli anni un' infinità di DotCom
32
, società che attuano la maggior parte del 
proprio business tramite Internet.  
Molti di questi investimenti sono falliti nei primi anni 2000.  Alcuni casi eclatanti sono 
l‘americana living.com, negozio di arredamento e forniture per la casa dichiarato fallito 
per bancarotta il 15 agosto 2000 (275 dipendenti licenziati), l‘europea Boo.com, negozio 
online di alta moda, con un investimento di 135 milioni di dollari che fallì in pochi anni 
(400 dipendenti licenziati), Webvan.com, negozio virtuale per le consegne a domicilio 
(duemila disoccupati), Pets.com , il negozio di accessori per animali domestici (82.5 
milioni di dollari persi) e molti altri. Le ragioni del fallimento nella quasi totalità dei 
casi sono da ricercare nella poca conoscenza del nuovo mercato, nella carenza di un 
background tecnico, nella mancata capacità gestionale. Molti negozi iniziano a vendere 
sottocosto, confidando invano in una grande mole di compratori. Nei siti la presenza di 
una considerevole quantità di animazioni Flash e Javascript rende difficoltoso  o ancor 
peggio impossibile l‘accesso (all‘epoca tramite modem a bassa velocità)  a tutti coloro 
che si mostrano incuriositi. E ancora il ridotto numero di clienti, la lentezza delle 
connessioni e la mancanza di fiducia verso i pagamenti on-line hanno portato a un  
inevitabile collasso del sistema. Ciò nonostante alcune aziende sono riuscite a farsi 
strada nel mondo del Web attraverso l‘impiego d‘idee semplici e funzionanti, 
d‘investimenti mirati e di conoscenze appropriate  e attinenti al nuovo business 
guadagnandosi un posto nel mercato. Tra queste  vanno sicuramente ricordate 
Amazon.com, sito di shopping online di libri, musica, video e altri, ebay.com,il portale 
di aste più famoso al mondo e PayPal.com azienda che ha messo in opera un sistema di 
pagamento utilizzato oggigiorno dalla maggior parte di siti di commercio elettronico. 
All‘inizio del 2000 si registra una stabilizzazione del mercato dovuta alla meticolosità e 
attenzione delle aziende nel valutare le possibilità e i rischi del mercato Web prima di 
effettuare un possibile investimento. Acquista importanza l‘usabilità33 del sito (che era 
stata trascurata nei primi anni dell‘e-commerce) e la segmentazione dell‘offerta in base 
                                                 
32 Il nome deriva dal comune utilizzo da parte dei siti del dominio di primo livello .com. 
33 Termine che indica la semplicità di utilizzo ma anche la piacevolezza. 




ai diversi segmenti di mercato
34
 resa possibile grazie all‘utilizzo di software  Customer 
Relationship Management  (CRM
35
)  più evoluti, utili e meno invasivi rispetto agli  anni 
precedenti. Questo periodo (tuttora in corso) viene chiamato dagli economisti ―seconda 
ondata‖  per differenziarlo dalla ―prima ondata‖, quella del fallimento. 
 
3.1- La nascita dell’e-commerce  –EDI- 
 
     Il commercio elettronico non nasce con il Web negli anni ‘90, come erroneamente si  
potrebbe pensare, ma le sue origini risalgono agli anni ‘70 con la nascita dell‘Electronic  
Data Interchange (EDI). EDI è un complesso software che consente il trasferimento 
d‘informazioni e documenti commerciali in formato elettronico nato per ridurre i costi e 
i tempi necessari alla stampa e alla spedizione di documenti cartacei commerciali e per 
eliminare l‘immissione manuale dei documenti nei sistemi informativi aziendali. I dati 
trasferiti vengono opportunamente strutturati secondo gli standard concordati dall‘ 
ANSI
36
 (American National Standard Institute) e resi disponibili all'interno del sistema 
informativo del ricevente in modo automatico. Ai tempi della nascita di EDI non 
esisteva una rete globale com‘è Internet oggi, quindi il sistema era supportato 
inizialmente da reti di telecomunicazioni private, sicure ma molto costose, utilizzabili 
solo da grandi imprese. Grazie alla nascita e alla diffusione del Web i costi di 
collegamento tra aziende diventano  accessibili anche alle piccole/medie imprese e 
nuovi servizi a pagamento consentono l‘utilizzo di EDI.  L‘acquisto del software, tipico 
del decennio precedente, non è più necessario, in quanto diviene reperibile a costi 
minori direttamente da remoto. Ne consegue  così una diffusione immediata che segna 
l‘inizio della così detta era dell‘e-commerce che dura ancora oggi. Un limite che si 
presenta utilizzando i messaggi EDI è la mancanza di estendibilità, di  descrizione di 
una semantica dei dati personale (diversa da azienda ad azienda) e di un modello di 
namespace. Questo provoca processi lunghi e rigorosi per adattarsi alle nuove esigenze 
                                                 
34 Popolazione omogenea per un certo insieme di parametri (sesso, età, luogo di provenienza ecc..). 
35 Software con il quale è possibile acquisire e memorizzare informazioni sulle abitudini di acquisto di 
un cliente, età, luogo di provenienza ecc.. Utilizzato per stabilire con il cliente relazioni durevoli e 
instaurare con esso  un rapporto individuale al fine di aumentare la sua soddisfazione nei confronti 
dell’azienda. 
36 Organizzazione privata non a fini di lucro che produce standard industriali per gli Stati Uniti. 




di business potendo contare solo sugli elementi definiti dallo standard EDI senza poter 
contare sulla definizione di una semantica di namespace personale. Questi limiti sono 
stati superati nel corso degli anni utilizzando i linguaggi derivanti da XML. 
 
3.2- Il ruolo del XML 
 
     L‘XML è la tecnologia di base per il business online. L‘XML è uno standard per la 
formattazione dei dati e delle informazioni che transitano sul Web, costituisce le 
fondamenta per l‘e-commerce, e in particolare per il B2B. Oggi infatti,  la quasi totalità 
delle transazioni B2B avviene tramite l‘XML. Prima di XML i dati erano codificati in 
formati proprietari (come nel software EDI) e quindi utilizzabili dalle sole applicazioni 
che conoscevano la loro struttura ed il modo in cui     elaborarli. L‘XML ha introdotto  
l‘automatizzazione di processi di business e lo scambio d‘informazioni tra  aziende 
diverse senza l‘impiego di  sistemi fortemente accoppiati. La forza di XML consiste 
nella possibilità di far comunicare aziende che utilizzano piattaforme, architetture, 
applicazioni e tecnologie diverse. Nel corso degli anni le imprese hanno capito il 
vantaggio di utilizzare XML per l'integrazione dei dati sia a livello interno (ad esempio 
tra i vari dipartimenti), sia all'esterno, per condividere i dati con le altre imprese. 
 
3.3- Il Web e il mercato  
 
     Oggi il Web rappresenta lo strumento mediante il quale un‘azienda può migliorare la 
propria catena del valore, le relazioni con il cliente,  aumentare l'efficienza, ridurre i 
costi e di conseguenza  incrementare i profitti. Il mercato odierno è un mercato in rapida 
evoluzione, dinamico e imprevedibile dove i gusti, le aspettative, i bisogni del cliente 
cambiano quotidianamente e dove la concorrenza globale porta a un accorciamento dei 
cicli di produzione, alla produzione di  servizi migliori e innovativi. Le aziende, 
pertanto, devono essere in grado di adattarsi velocemente ai cambiamenti che il mercato 
impone, modificando all‘occorrenza il proprio business.  




Capitolo 4- Service-oriented architecture (SOA) 
 
evoluzione delle tecniche e delle metodologie dell‘ingegneria del software 
hanno permesso di risolvere i problemi legati all‘interoperabilità, 
all‘eterogeneità e alla flessibilità dei sistemi informatici mediante l‘uso di 
una   architettura, detta Service-Oriented Architecture utile per la costruzione di servizi 
debolmente accoppiati, indipendenti dalla posizione e dal protocollo. 
SOA è un‘evoluzione che parte dalla Object oriented Programming (anni ‘80), passando 
dalla  Component-based software engineering (anni ‘90) fino ad arrivare alla Service 
Oriented. Ad esempio molte caratteristiche come la descrizione del servizio, 
l'incapsulamento e il caricamento dinamico di funzionalità in fase di esecuzione sono 
state  introdotte negli anni ‘80 e ‘90 dalle precedenti modalità di sviluppo del software 
ed ereditate dalla SOA. L'orientamento al servizio mantiene i vantaggi di uno sviluppo 
basato su componenti, ma effettua un cambio di paradigma, dall‘ invocazione di metodi 
su oggetti remoti a uno scambio di messaggi tra servizi. Nei paragrafi successivi 
vedremo i vantaggi che questa evoluzione ha portato.  
 
4.1- Object-oriented Programming (OOP) 
 
     La programmazione orientata agli oggetti è una metodologia di programmazione che 
ha, nel corso degli anni, sostituito la vecchia metodologia di programmazione 
procedurale
37
 grazie ai vantaggi che la OOP porta.  
OOP è un paradigma di programmazione che si basa sulla definizione e sull'utilizzo di 
una serie di entità tra loro collegate e interagenti, ciascuna delle quali è caratterizzata da 
un insieme di informazioni di stato e di comportamenti specifici.  
                                                 
37 Paradigma di programmazione che prevede l’utilizzo di blocchi di codice (funzioni o procedure) 
contenenti variabili e operazioni. Queste funzioni possono essere invocae da un punto qualunque del 
programma, un numero illimitato di volte e forniscono generalmente un risultato. Le funzioni vengono 
utilizzate per raggruppare del codice da utilizzare ogni volta che se ne presenti l'esigenza. Ogni 
funzione può essere vista come un sottoprogramma che svolge un determinato compito. 
L‘ 




Queste entità sono denominate oggetti e ciascuna di esse può contenere 
contemporaneamente dati e procedure. Il vantaggio di OOP consiste nell'individuare 
l'insieme degli oggetti che costituiscono e caratterizzano la realtà in esame e, al tempo 
stesso, nel definire il modo con cui essi interagiscono tra loro ed evolvono nel tempo. 
L‘oggetto in questione non deve necessariamente corrispondere alla realtà può  anche 
essere una creazione dello sviluppatore  per uno scopo specifico. La programmazione 
orientata agli oggetti raggruppa in un‘unica entità: la classe, le strutture dati e le azioni 
che modificano tali strutture. Le classi modellano le entità del mondo reale, o meglio, 
del particolare problema. Le strutture dati di una classe vengono chiamate proprietà e le 
azioni sono dette metodi. Un programma che segue il paradigma OOP è costituito da un 
numero variabile di oggetti indipendenti (istanze di classe) che interagiscono gli uni con 
gli altri attraverso lo scambio di messaggi, ovvero mediante una serie di chiamate ai 
metodi che un oggetto espone. In OOP si definisce stato di un oggetto, l'insieme dei 
valori assunti dalle sue proprietà in un determinato istante di tempo. Lo stato di un 











































Figura 8- Interazione tra oggetti 
 
Il vantaggio principale derivante da questo tipo di programmazione è il riuso, uno stesso 
oggetto può  infatti essere riusato in differenti applicazioni evitando l‘inutile perdita di 
tempo dovuta alla riscrittura del codice che implementa la classe. 




La OOP  consente, pertanto, di creare software grazie alla combinazione di classi che 
divengono parti intercambiabili fra diverse applicazioni, e permette la modifica locale di 
una o più classi, apportando indiscussi benefici al processo di manutenzione del 
software. 
 
4.2- Component-based software engineering (CBSE) 
 
     Il Component-based software engineering  (CBSE) è un‘evoluzione, più potente , del 
paradigma OOP. L ‗ingegneria del software basata su componenti (o CBSE) nasce negli 
anni ‘90, il suo compito è quello di permettere il riuso del codice necessario per lo 
sviluppo di  particolari sistemi software. Il riuso basato su oggetti, tipico del paradigma 
OOP, non ha ottenuto il successo sperato a causa della natura intrinseca delle classi 
rappresentata dalla trasposizione in codice di un‘entità del mondo reale. Il loro elevato 
grado di dettaglio non ha consentito  un riuso su larga scala, possibile solo se alla base è 
presente  una profonda conoscenza del codice sorgente talvolta non disponibile dal 
programmatore. La semplicità delle funzioni offerte dagli oggetti ne ha reso difficile la 
vendita in quanto  l‘acquisto del codice comportava un costo maggiore rispetto alla sua 
realizzazione ex-novo. Inoltre in un sistema di grandi dimensioni sono necessari un 
numero elevato di oggetti interconnessi che comportano dipendenze difficili da gestire. 
Per di più i linguaggi OOP richiedono l‘utilizzo di una piattaforma specifica di lavoro 
implicando che un programma scritto  ad esempio in C o  in Java, possa essere 
facilmente utilizzato soltanto dalla corrispondente piattaforma d‘implementazione. Il 
primo esempio d‘integrazione per componenti è stato sviluppato da  Microsoft 
attraverso il Component Object Model (COM) che  ha permesso lo scambio di oggetti  
tra diverse applicazioni software in esecuzione su piattaforme diverse, consentendo così 
a sistemi altrimenti incompatibili di  comunicare. Un oggetto COM  attraverso 
l‘impiego di una particolare interfaccia conosciuta come l‘ Interface Definition 
Language (o più brevemente IDL
38
)  indica ad altri componenti COM il proprio tipo e le 
operazioni da esso offerte. Microsoft capisce che per far sì che due sistemi differenti 
                                                 
38 E’ un linguaggio che permette ad un componente scritto in un certo linguaggio di comunicare con 
componenti scritti in altri linguaggi. L‘ IDL descrive un'interfaccia in una lingua neutra. 
L’IDL viene  comunemente utilizzato nelle tecnologie a oggetti distribuiti.  




possano comunicare tra di loro e dunque possano capirsi senza problemi è necessario 
che entrambi utilizzino un linguaggio comune. 
CBSE è un paradigma mediante il quale è possibile implementare, integrare, comporre 
un sistema software attraverso l‘impiego di singole unità funzionali indipendenti e 
debolmente  accoppiate dette componenti. Un componente in esecuzione si manifesta 
spesso come un insieme di oggetti , trattati come se fossero un unico oggetto in grado di 
svolgere una funzione complessa. 
Per rendere un componente indipendente dagli altri occorre che il suo comportamento 
sia specificato in maniera completa dalla sua interfaccia utilizzando la quale è possibile 
interagire  con il componente attivando i servizi che questa mette a disposizione. 
L‘interfaccia del componente è separata dalla sua implementazione, che può quindi 
essere modificata lasciando invariato il modo con  cui il componente interagisce con il 
sistema ed evitando così di  ricompilare il sistema che lo usa. Affinché i  singoli 
componenti  possano essere integrati tra loro è necessario che questi siano conformi a 
un modello di componente standard che indichi come avviene la comunicazione tra 
































Figura 9- Interazione tra componenti 
 
4.3- Service Oriented Architecure (SOA)   
 
     Le attività d‘interesse economico che si svolgono in rete sono dette e-business. Nel 
corso degli ultimi anni l‘e-business ha fatto sì che l‘attenzione degli ingegneri del 




software si spostasse da un‘architettura basata sui componenti  verso un‘architettura 
orientata ai servizi conosciuta come Service Oriented Architecture o in breve SOA. 
La SOA è una filosofia recente (1996), evoluzione della programmazione a oggetti e a 
componenti.  L‘intento della SOA  è quello di creare un‘architettura che permetta a 
servizi indipendenti di comunicare tra loro mediante l‘utilizzo d' interfacce dando 
origine a un complesso sistema software. La  SOA consente di comporre 
un‘applicazione attraverso l‘aggregazione di servizi fruibili direttamente dalla rete. I 
servizi, come i componenti, sono unità funzionali  indipendenti o meglio sono una 
rappresentazione IT di un‘attività commerciale ripetibile che ha un risultato specifico. 
Un servizio può essere paragonato a una scatola nera (black-box) che a seconda degli 
input ricevuti produce un preciso output e dunque nel nostro caso fornisce un 
determinato valore commerciale. Il reale funzionamento e il contenuto della scatola non 
sono importanti, ciò che conta è l‘output prodotto o meglio il servizio offerto. 
SOA mette a disposizione interfacce di servizi indipendenti dalla loro implementazione. 
Un servizio ― presenta‖ al mondo esterno un'interfaccia che fornisce una descrizione 
dettagliata dei parametri d‘ingresso, dei parametri di uscita e delle possibili eccezioni. 
L‘interfaccia definisce, in altre parole, i parametri richiesti per usufruire del servizio e la 
natura del risultato. Queste informazioni non sono da sole sufficienti all‘utilizzatore per 
usufruire di un particolare servizio. È necessario considerare anche gli aspetti non 
funzionali di un servizio come ad esempio la perdita di pacchetti, eventuali  ritardi, la 
banda passante ecc, attributi questi  relativi alla qualità di un servizio(QoS). Per questo 
motivo  i servizi sono accompagnati da particolari documenti chiamati contratti nei 
quali vengono definiti tutti i parametri sopra enunciati costituenti i vincoli di servizio 
richiesti in base agli impegni presi. Nell‘architettura SOA tutte le funzioni vengono 
classificate come servizi. Tali servizi devono possedere le seguenti caratteristiche: 
 
 Esiste una singola istanza di ogni servizio che interagisce con applicazioni e altri 
servizi attraverso un modello di comunicazione basato sui messaggi. 
 Un servizio deve essere autonomo (indipendente). Ovviamente alcune 
dipendenze sono necessarie. Per esempio, i servizi dovranno condividere alcuni 
tipi di dati fondamentali (come stringhe). L'obiettivo però è quello di 
minimizzare le dipendenze, i componenti esterni non conoscono e non hanno la 




necessità di conoscere il modo in cui tali servizi eseguono le proprie funzioni, 
ma sono interessati solo al fatto che producano i risultati attesi. 
 Chi utilizza il servizio non conosce i dettagli implementativi del medesimo ad 
esempio non sa se il servizio è una composizione di altri servizi o meno . 
 Un servizio deve essere recuperabile e ricercabile dinamicamente. Quindi i 
servizi possono essere sia locali (interne al sistema) o remoti (esterne al 
sistema). 
 Un servizio deve essere riusabile. Lo stesso servizio può essere utilizzato in 
diversi sistemi software.   
 
In sintesi un servizio è composto da un contratto, da una o più  interfacce e da un 
implementazione. L‘ implementazione del servizio fornisce la logica di business 
necessaria e contiene i programmi, i dati e le istruzioni per l‘accesso al o ai database.  
La logica di business di un servizio è disponibile attraverso le sue interfacce.  
Un servizio può implementare un numero qualsiasi d‘interfacce per offrire funzionalità 


















Figura 10-  rappresentazione di un Servizio 
 
4.3.1- Granularità dei Servizi   
 
     Abbiamo visto la struttura di un servizio, le caratteristiche che deve possedere e le 
parti che   lo compongono. La varietà di funzionalità di business che i servizi possono 
implementare è enorme comportando ruoli e scopi molto diversi tra loro. Ad esempio 




alcuni servizi vengono  utilizzati per la scrittura di dati, altri per la lettura di dati, alcuni 
contengono funzioni di basso livello ( granularità
39
 fine), altri funzioni di alto livello 
(granularità grossa). Il tutto porta  inevitabilmente a servizi differenti per  prestazioni, 
flessibilità, gestibilità e possibile riutilizzo. Occorre quindi classificare i servizi in: 
 Servizi  base 
 Servizi composti 
 Processi di servizi 
 
I servizi  base sono quei servizi che offrono funzionalità di base dove  non necessita 
alcuna composizione. Si tratta di servizi che consentono di creare un nuovo cliente nel 
sistema, di modificare l‘indirizzo, di restituire l'indirizzo, di definire cataloghi di 
prodotti e listini prezzi ecc..  
I servizi base possono essere utilizzati sia da normali clienti sia da programmi. 
I servizi composti sono servizi che usano altri servizi per espletare il loro compito.  
Nella terminologia SOA, la composizione di  un nuovo servizio utilizzando servizi 
esistenti è detta orchestrazione dalla definizione di orchestra nella quale strumenti 
diversi si amalgamano per l‘esecuzione di compiti complessi non ottenibili con l‘uso di 
un solo strumento. Questi servizi lavorano generalmente a un livello superiore rispetto a 
quello dei servizi base. La riuscita dell‘intero servizio si ottiene con il successo dei 
singoli sottoservizi, il fallimento di un solo sottoservizio comporta il fallimento di ogni 
servizio. 
I processi di servizi rappresentano processi di business. Da un punto di vista 
commerciale, i processi di servizi rappresentano un macro flusso, ovvero un flusso di 
lunga durata delle attività (servizi) interrompibile a fronte di un intervento umano. A 
differenza dei servizi  visti prima, un processo di servizio possiede uno stato (stateful), 
mantiene cioè informazioni sulle chiamate ricevute. Un esempio tipico di un processo di 
servizio è il servizio di carrello elettronico il cui stato comprende il contenuto del 
carrello assieme ad alcuni dati del cliente che ha fatto l‘ordine, dando la possibilità di 
modificare in sessioni diverse l‘attuale contenuto. All‘interno di una soluzione, basata 
su un architettura SOA, possono coesistere tutte e tre le categorie di servizi viste sopra. 
                                                 
39 E’ un’indicazione delle capacit{ funzionali di un servizio. Più un servizio è a granularit{ grossa, più 
sono numerose  le funzioni offerte dal servizio. 
 
















Figura 11- I vari servizi in una SOA 
 
4.3.2- Concetti chiave della SOA   
 
     La SOA fornisce gli strumenti teorici per gestire l‘interoperabilità tra servizi 
debolmente accoppiati garantendo flessibilità e creando le condizioni necessarie per la 
loro evoluzione. Il problema dell‘interoperabilità non nasce con la SOA, è stato oggetto 
di interesse anche delle precedenti architetture, data la vasta presenza di sistemi 
eterogenei. Tuttavia la SOA considera l‘interoperabilità come la base per la 
realizzazione di funzioni di business sviluppate su sistemi distribuiti. La costruzione di 
un‘applicazione secondo il modello SOA , fin dall‘inizio, permette di ridurre i costi e gli 
sforzi per soddisfare i futuri requisiti d‘integrazione. La rapidità con cui nuovi prodotti 
sono immessi nel mercato talvolta non permette di fare le analisi, la progettazione, 
l‘implementazione e i relativi test con la giusta attenzione, precisione e correttezza, 
essendo inaffidabili e superficiali.  
Se si vuole affrontare un mercato competitivo, è pertanto necessario, nella realizzazione 
di sistemi complessi basati su servizi distribuiti implementati su piattaforme differenti , 
ridurre le dipendenze mediante l‘impiego di servizi debolmente accoppiati consentendo 
all‘intero sistema di funzionare normalmente anche in presenza di guasti di singole parti 
e di aumentare o diminuire il funzionamento dello stesso senza dover modificare tutta  
l‘architettura.  




La SOA non specifica il giusto livello di accoppiamento da utilizzare, in quanto tale 
decisione dipende dalle specifiche circostanze in cui chi sviluppa il nuovo sistema viene 
a trovarsi. Il basso accoppiamento non è né uno strumento né una serie di operazioni da 
svolgere, ma è un principio, ossia una pura idea teorica su cui si deve riflettere prima di 
progettare un architettura SOA.  
Mostriamo nella seguente tabella il possibile livello di accoppiamento da usare a 
seconda di alcune scelte progettuali.  
 Alto accoppiamento Basso accoppiamento 




Tipi di dato Tipi di dato complessi Tipi di dato semplici 
Controllo del 
processo 
Controllo centralizzato Controllo distribuito 
Binding Statico Dinamico 
Piattaforma Dipendente dalla piattaforma Indipendente dalla piattaforma 
Deployment Simultaneo per tutti gli elementi 
del sistema 
In tempi differenti 
Tabella 10- Basso accoppiamento vs alto 
 
È da precisare che l‘impiego di servizi debolmente accoppiati aumenta la complessità 
del sistema comportando un costo non trascurabile dovuto a un maggior sforzo di 
sviluppo e manutenzione. Questo fa sì che il loro utilizzo sia ponderato ed esaminato 
con cura prima che diventi definitivo.  
Questo aspetto non sarà, comunque, trattato in questa sede. 
4.3.3- Enterprise Service Bus (ESB) 
 
     I servizi contenuti nei sistemi eterogenei comunicano tra di loro grazie ad 
un‘infrastruttura sicura e affidabile che permette di effettuare operazioni di 
trasformazione dei dati, servizi di directory, monitoraggio, ecc.. coinvolgendo 
piattaforme hardware e software differenti aventi protocolli diversi. Questa 
infrastruttura prende il nome di  Enterprise Service Bus (ESB) e il suo ruolo principale è 
quello di garantire l'interoperabilità tra piattaforme e  linguaggi di programmazione 
differenti . 




I compiti principali che un ESB deve svolgere sono:  
Traduzione tra diversi protocolli di trasporto: ESB svolge il compito 
d‘intermediazione tra una varietà di protocolli standard. ESB si fa carico della 
traduzione dei protocolli utilizzati sia dal richiedente del servizio sia dal suo fornitore.  
Trasformazione dei messaggi: l‘ESB effettua l‘operazione di trasformazione dei 
messaggi tra richiedente del servizio e fornitore. Tale trasformazione riguarda il 
contenuto del messaggio e consente di inserire, all‘interno dello stesso, informazioni 
aggiuntive (ad esempio metadati).  
Sicurezza: l‘ESB supporta l'autenticazione e l'autorizzazione, grazie alle quali è 
possibile controllare se il soggetto in questione è in possesso dei requisiti per accedere 
al servizio.  
L ‘ESB  garantisce anche la riservatezza e l'integrità del messaggio. 
Affidabilità: L‘ESB assicura una comunicazione affidabile tra il richiedente del 
servizio e il relativo fornitore occupandosi della ritrasmissione dei messaggi persi. 
Gestione: L‘ESB  permette l'installazione, l‘aggiornamento, la gestione, il 
monitoraggio, il controllo delle prestazioni e la messa in disuso del servizio. 
Il livello di servizio concordato tra il consumatore e il produttore del servizio potrà 
essere verificato e gestito dalla stessa ESB. L‘ESB permette inoltre la gestione delle 
transazioni
40
. L‘ESB è un elemento fondamentale dell‘architettura SOA in quanto 
agisce come strato di middleware
41
  rendendo disponibili i servizi fra i vari sistemi.  
Traduzione                    Gestione
Trasformazione           Transazioni






Figura 12- ESB 
                                                 
40 Un transazione è una sequenza di operazioni (servizi), che può concludersi con un successo o un 
insuccesso; in caso di successo il risultato delle operazioni deve essere permanente, mentre in caso di 
insuccesso si deve tornare allo stato precedente l'inizio della transazione. 
41 Software che consiste di un insieme di servizi che permettono a più entità (processi, oggetti 
ecc.),residenti su diversi elaboratori, di interagire attraverso una rete di interconnessione nonostante 
le  differenze nei protocolli di comunicazione, architetture dei sistemi, sistemi operativi ecc.. 




4.3.4- Attori coinvolti in una SOA  e lo stack 
 
     Vediamo quali sono gli attori di un‘architettura SOA.  
Un Service Provider è un sistema che implementa un servizio (una funzionalità di 
business) fruibile da un‘applicazione utente o da un altro servizio.  
Un Consumer è un sistema che usufruisce di un servizio, può essere sia 
un‘applicazione utente sia un altro servizio. Il Consumer si trova in letteratura anche 
con il nome di Service Requestor. Un Service Directory è un Service Provider che 









Figura 13- Attori coinvolti in SOA 
 
La SOA definisce, quindi, ―chi fa che cosa‖ all‘interno di una serie d‘interazioni in cui 
il servizio riveste il ruolo principale.  
È da precisare che gli attori coinvolti possono essere distribuiti ovunque e possono 
utilizzare piattaforme tecnologiche differenti, con l‘unico vincolo di dover usare un 
canale trasmissivo comune.  
Tale approccio ha il vantaggio di potersi integrare con diversi ambienti quali la telefonia 
mobile, il Web ecc... rendendo possibile la realizzazione di applicazioni multi-canale 
usufruibili mediante dispositivi differenti.  
L‘architettura SOA  è composta di elementi suddivisi per funzioni e  per qualità del 
servizio. 










































Figura 14- Stack degli elementi di una SOA 
 
Come si può vedere dalla figura 14, SOA è diviso in due metà. Sul lato sinistro 
compaiono gli elementi che riguardano gli aspetti funzionali dell'architettura (Transport, 
Service, Service Description ecc..), mentre sul lato destro quelli relativi agli aspetti di 
qualità del servizio (QoS). Analizziamo gli aspetti funzionali dell‘architettura: 
Transport è il meccanismo utilizzato per trasportare le richieste di servizio dai  
consumatori di servizi ai fornitori, e le risposte di servizio dai fornitori di servizi ai 
consumatori.  
Service Communication Protocol è il protocollo concordato dal Consumer e dal 
Service Provider per comunicare.  
È il protocollo che codifica i dati di richiesta e di risposta.  
Service Description è uno schema che descrive le funzionalità del servizio (come 
invocare un servizio, quali dati sono necessari per l‘invocazione ecc.. ). 
Lo schema segue un formato specifico concordato tra le due parti.  
Service descrive l‘effettivo servizio reso disponibile per l‘uso.  
Business Process è un insieme di servizi, invocati in una particolare sequenza con 
determinate  regole, per soddisfare una specifica necessità di business. 
Il Service Registry è un registro dove i Service Provider registrano i loro servizi. 








Analizziamo gli aspetti di qualità del servizio (QoS): 
La Policy è un insieme di condizioni o regole in base alle quali un Service Provider 
mette il servizio a disposizione dei consumatori. Ci sono aspetti della policy che sono  
funzionali e altri riguardanti la qualità del servizio.  
La Security è l'insieme di regole utili per l'identificazione e l‘autorizzazione dei 
Consumer a un servizio. 
Transaction è l'insieme di regole da applicare ai servizi che compongono una 
transazione.  
Management  è l'insieme di attributi applicati alla gestione del servizio fornito. 
 
4.3.5- Funzionamento della SOA 
 
     Vediamo ora quali sono le azioni che consentono a un Consumer di usufruire di un 
particolare servizio. Per prima cosa è necessario che i Service Provider, registrino nel 
Service Registry i loro servizi. In realtà quello che i Service Provider registrano è il 
contratto e l‘interfaccia del servizio. Il Consumer interroga dinamicamente il Service 
Registry per localizzare il servizio che soddisfa i requisiti richiesti. Il Service Registry 
fornisce l‘interfaccia e l'indirizzo del servizio richiesto al Consumer che può a questo 


























 Figura 15 Azioni necessarie per l'invocazione di un servizio 




4.4- Considerazioni sulla SOA 
 
La Service Oriented Architecture (SOA) nasce per integrare il Business to Business 
(B2B). Visto che sempre più aziende sviluppano rapporti di partnership diventa 
indispensabile che i rispettivi sistemi informativi riescano a raggiungere un certo livello 
d‘integrazione. Attuando un‘architettura orientata ai servizi, siamo in grado di ottenere 
diversi vantaggi per aiutare le organizzazioni di successo nel panorama imprenditoriale 
dinamico odierno. La SOA fornisce uno strato di astrazione che consente a 
un'organizzazione di continuare a sfruttare i propri investimenti in IT , confezionando le 
attività già esistenti come servizi che forniscono funzioni di business, senza doverli 
ricreare ex-novo. La capacità di comporre nuovi servizi utilizzando servizi già esistenti 
permette di ridurre il tempo e il costo necessari a sviluppare il software. I servizi di 
business possono essere facilmente utilizzati e combinati in base alle esigenze aziendali. 
L'applicazione della SOA è in crescita in ambito commerciale, pensiamo ad esempio 
alla gestione di un ordine di acquisto che viene effettuato via web: viene richiesto 
l'acquisto e la spedizione di un certo bene, dove la gestione comporta l‘impiego di un 
certo numero di sistemi diversi sia interni all‘azienda sia esterni (il database dei clienti, 
il database dei beni richiesti, la gestione del pagamento con carta di credito, la 
spedizione effettiva del bene richiesto, la fatturazione ecc...). 




Capitolo 5- Web Service 
 
a SOA, di cui si è parlato nel capitolo precedente non è altro che una  
metodologia di progettazione per la combinazione di servizi debolmente 
accoppiati in un sistema unificato. È da precisare che i concetti basilari su cui si 
fonda sono puramente teorici e come tali necessitano di adeguate tecnologie in grado di 
curare gli aspetti realizzativi e implementativi, come la ricerca dinamica di un servizio, 
la comunicazione standard tra servizi diversi ecc.. .   
In questo capitolo vengono analizzati i Web Service, che rappresentano la soluzione 
tecnologica più diffusa per l'attuazione della SOA all'interno di un‘impresa e le 
tecnologie responsabili del suo funzionamento. 
 
5.1- Cosa sono i Web-Service 
 
     Microsoft ha coniato il termine Web Service nel 2000, per descrivere un insieme di 
norme che consentono ai computer di comunicare tra loro attraverso una rete.   
Il W3C‘s Web Services Architecture Working Group42 fornisce la seguente definizione 
di Web Service: 
“A Web service is a software application identified by a URI, whose 
interfaces and bindings are capable of being defined, described, and 
discovered as XML artifacts. A Web service supports direct interactions 
with other software agents using XML-based messages exchanged via 
Internet-based protocols.” 
 
Un Web Service è un‘applicazione software, identificata da un URI, le cui interfacce e 
binding possono essere definite, descritte e scoperte attraverso XML. Un Web service 
                                                 
42 Gruppo di lavoro creato dal W3C nel  2002 con l’ obiettivo di definire l' architettura per i Web 
Service e identificare le tecnologie per utilizzare, descrivere, ricercare, definire come interagiscono i 
Web service. Gli altri obiettivi che il gruppo si è posto riguardano la definizione de i singoli componenti 
e delle loro interfacce. Il gruppo di lavoro non si occupa di progettare le tecnologie suggerite. 
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supporta la diretta interazione con altre applicazioni software attraverso lo scambio di 
messaggi basati su XML e l‘utilizzo di protocolli Internet. I Web Service sono stati 
progettati per sfruttare i vantaggi offerti dall‘XML  per creare una  tecnologia in grado 
di gestire le esigenze di una SOA. L‘XML, come detto nel capitolo 2, è indipendente 
dal linguaggio. Un file XML quindi, può essere letto da qualunque programma 
implementato con qualsiasi linguaggio di programmazione.  
L‘uso di XML e delle tecnologie che si fondano su di esso fa sì che il formato di 
trasmissione di un messaggio in rete diventi anch‘esso indipendente dal linguaggio, 
dalla piattaforma, dal sistema operativo utilizzato. Tutti gli standard presenti nei Web 
Service si basano su XML, XSD (XML Schema Definition), e namespace XML. 
I Web Service (in breve WS) e le relative tecnologie sono state standardizzate dal 
gruppo Web Services Architecture Working Group all'interno del World Wide Web 




I WS sono indipendenti dal linguaggio di programmazione, dal sistema operativo e 
dall‘hardware impiegato. Le tecnologie ―aperte‖ utilizzate sono: eXtensible Markup 
Language (XML), Simple Object Access Protocol (SOAP), Universal Description 
Discovery and Integration (UDDI) e Web Services Description Language (WSDL). 
XML è uno standard che fornisce un modello comune per la rappresentazione dei dati; 
il Simple Object Access Protocol (SOAP) fornisce la semantica per lo scambio di dati. 
In particolare, SOAP è un protocollo, indipendente dalla piattaforma e dal sistema 
operativo, basato su XML (eXtensible Markup Language) e HTTP (Hyper Text 
Transfer Protocol), in grado di fare interagire componenti remoti attraverso il Web. 
Nonostante uno dei primi scopi di SOAP sia stato quello di supportare l‘RPC (Remote 
Procedure Call) sul Web, questo protocollo è stato studiato anche per avere usi che 
possono comprendere una interazione di tipo asincrono e, quindi, basata su messaggi 
ovvero sullo scambio di informazioni tra applicazioni in un ambiente distribuito. 
Il Web Service Description Language (WSDL) fornisce un meccanismo per descrivere e 
localizzare i servizi di un WS.  
                                                 
43 Consorzio non profit che promuove lo sviluppo, la convergenza e l'adozione di standard aperti per 
l'IT a livello globale. Fondato nel 1993, il consorzio OASIS conta oltre 5.000 partecipanti 
rappresentanti di oltre 600 organizzazioni e di singoli membri in 100 paesi. 
 




Un documento WSDL descrive le funzionalità di un Web Service e fornisce le 
informazioni necessarie per accedere a esso come l‘endpoint del servizio, il protocollo 
di trasporto da utilizzare, il nome ed il  tipo dei parametri ecc..  
WSDL rappresenta un accordo grazie al quale è possibile gestire i meccanismi di 
interazione con tale servizio. Può essere paragonato a un‘immagine, infatti il suo intento 
è quello di proporre una fotografia del servizio, mostrandone una visione statica. 
L‘ Universal Description Discovery and Integration (UDDI) è un registro online 
utilizzato per ricercare e memorizzare le descrizioni dei Web Service in formato WSDL. 
I fornitori registrano in UDDI i servizi offerti, i richiedenti interrogano il registro per 
trovare i servizi che soddisfano i loro requisiti. 
Gli standard sopra enunciati saranno esaminati separatamente nei capitoli successivi. 
L‘ uso di standard aperti fornisce un'ampia interoperabilità tra soluzioni di fornitori 
diversi, tutti possono adottare queste tecnologie e prendere parte al commercio online.  
Questo ha permesso una rapida diffusione delle architetture basate sui WS in molte 
organizzazioni del pianeta. Le aziende, infatti,  implementano i Web Service 
indipendentemente da chi usufruirà del servizio favorendo così la nascita di nuove 
partnership in modo veloce e dinamico. I Web Service possiedono le solite 
caratteristiche viste per la SOA dal momento che i servizi definiti in essa non sono altro 
che, trasposti nel mondo Internet, i Web Service cioè servizi fruibili attraverso la rete. 
Focalizzando l‘attenzione sul concetto di servizio, gli attori in causa come già detto 
quando si è parlato della SOA, sono il fornitore e il richiedente. Questo tipo di 
paradigma è la tipica interazione di tipo client-server. Attraverso la SOA  questa 
interazione viene arricchita con un ulteriore attore detto Service Directory che funge da 
intermediario all‘interno della comunicazione tra fornitore e fruitore del servizio. 
Rivediamo le principali caratteristiche. I Web Service sono applicazioni debolmente 
accoppiate che utilizzano protocolli in grado di far cooperare moduli diversi mediante le 
interfacce messe a disposizione dagli stessi servizi estranei alla particolare piattaforma, 
al sistema operativo e al linguaggio di implementazione utilizzato. Tali applicazioni, o 
moduli, incapsulano la logica necessaria per espletare un determinato compito, 
chiamato comunemente servizio. L‘interfaccia di un modulo descrive i parametri di 
ingresso, i parametri di uscita, le operazioni disponibili ecc.. . In questo modo il  
richiedente del servizio (umano o macchina) potrà invocare il servizio desiderato  
tramite l‘interfaccia che esso espone. I Web Service sono servizi che possono essere 
pubblicati, trovati e invocati attraverso il Web. L'interazione tra un prestatore di servizi 




e il richiedente è progettata per essere completamente indipendente dal linguaggio e 
dalla piattaforma. Questa interazione necessita di un documento, chiamato WSDL che 
definisce l'interfaccia e descrive il servizio, e di un protocollo di rete (di solito HTTP). 
Grazie all‘impiego di WSDL e di UDDI la descrizione del Web Service e la sua  
scoperta possono essere completamente automatizzate. 
 
5.2- Lo stack dei Web-Service 
 
     Lo stack dei Web Service, illustrato in fig. 16 classifica le tecnologie usate nei WS in 
un modello a strati. Ogni livello successivo si basa sul livello inferiore e fornisce 
astrazioni al  livello superiore. La  pila dei WS ricalca quella della SOA, essendo i WS 














Figura 16 Stack dei Web Service 
 
Al livello di trasporto (Transport Layer)  viene di solito utilizzato il protocollo HTTP, 
ma possono anche essere usati altri protocolli Internet. Al livello superiore c‘è lo strato 
di messaggistica (livello Message Exchange) il cui compito è quello di  descrivere il 
formato dei dati utilizzato in modo che questi possano essere trasmessi dal servizio 
mediante il protocollo di trasporto. I  Web Service utilizzano SOAP per la codifica dei 




dati (livello Message Exchange) e WSDL per la descrizione del servizio (livello Service 
Description). La descrizione del servizio specifica le operazioni messe a disposizione, i 
tipi dei messaggi consentiti e il protocollo da utilizzare per accedere al servizio. La 
pubblicazione e la ricerca dinamica dei  Web Service (livello Publication & Discovery) 
sono affidate allo standard UDDI.  
La ricerca dei servizi avviene tramite messaggi SOAP su HTTP. L‘ultimo livello della 
pila è il livello Composition nel quale (ad esempio attraverso lo standard BPEL) è 
possibile aggregare i servizi in modo da ottenere una funzionalità più complessa. I primi 
tre strati della pila (Transport Layer, Message Exchange e Service Description) sono 
essenziali se si vuole garantire l‘interoperabilità tra WS diversi. Lo strato relativo alla 
sommità della pila semplifica la composizione dei WS e la rappresentazione di  
quest‘ aggregazione come un unico WS.   












































Figura 17 Relazione tra le varie tecnologie 
 
5.3- Terminologia nei Web Service 
 
     A proposito dell‘architettura SOA  si è detto che gli attori coinvolti sono tre: Service 
Provider, Consumer e Service Directory. I servizi possono assumere in istanti diversi 
ruoli diversi a seconda dei differenti scenari d‘interazione in cui si trovano, il che 
significa che uno stesso servizio può assumere il ruolo di Service Provider e in un 




secondo momento quello di Consumer. I ruoli visti sopra non sono gli unici possibili 
infatti esiste un ulteriore ruolo detto Intermediary che funge da intermediario all‘interno 
della comunicazione tra fornitore (Service Provider) e fruitore del servizio (Consumer). 
Il suo compito è quello di inoltrare il messaggio ricevuto dal Consumer al Service 
Provider e viceversa, assumendo così, in tempi diversi, il ruolo di fornitore quando 
riceve il messaggio di richiesta e di richiedente quando inoltra il messaggio al 
successivo Service Provider. L‘intermediario non si occupa solo dell‘operazione di 
instradamento del messaggio a un particolare servizio, ma può anche elaborarlo 
parzialmente mediante l‘inserimento di modifiche relative ai campi di intestazione 
prima del successivo inoltro. A un intermediario, non è consentito accedere al corpo del 
messaggio per preservare l‘integrità dello stesso. È da premettere che nel modello usato 
dai WS occorre fare una precisazione non necessaria in quello SOA, relativa ai ruoli di 
Consumer e di Service Provider. È pertanto indispensabile, per capire meglio il 
funzionamento dei protocolli impiegati dai WS introdurre due concetti chiarificativi: 
l‘Initial Sender e l‘Ultimate Receive. L‘initial sender è il consumer iniziale, ovvero 
colui che riceve il messaggio di risposta conclusivo prodotto dallo stesso fornitore del 
servizio oppure dalla catena di servizi intermedi innescati. Tale termine è stato 
introdotto per differenziare il Consumer iniziale dal Consumer intermediario. A volte le 
due entità coincidono. L‘ultimate receive è il Service Provider finale, ovvero colui a cui 
è destinato il messaggio di richiesta dell‘ initial sender. Questo termine è stato 






Figura 18- Scambio di messaggi fra vari attori 
 
Il messaggio, durante il viaggio che va dall‘Initial sender  all‘Ultimate receive, può 
incontrare una serie di intermediari. Il percorso effettivo di un messaggio può essere 




determinato dinamicamente dai routing intermediari ad esempio a seconda del 
bilanciamento del carico o delle caratteristiche del messaggio ecc..  
 
5.4- Prima dei Web Service 
 
     Prima dell‘avvento e della progressiva evoluzione dei Web Service, diverse 
tecnologie sono state create per la realizzazione di applicazioni in grado di gestire lo 
scambio di dati in ambiente distribuito come CORBA
44
 (Common Object Request 
Broker Architecture), RMI (Remote Method Invocation) e DCOM
45
 (Distributed 
Component Object Model) . Tuttavia tali tecnologie non hanno riscosso il successo 
sperato, a causa di difetti  insiti in loro stesse come la complessità e la dipendenza dalla 
piattaforma. I Web Service sono la soluzione per costruire sistemi distribuiti senza limiti 
di tipologie applicative, piattaforme tecnologiche o linguaggi di programmazione. 
L‘obiettivo principale dei Web service è quello di comporre più servizi forniti da 
fornitori diversi al fine di creare nuovi servizi a valore aggiunto. Le tecnologie basate su 
Web Service consentono un accesso più immediato alle informazioni e l‘interazione 
automatizzata tra i sistemi informativi aziendali, superando le limitazioni dei sistemi 
proprietari. In sintesi i Web Service sono uno strumento per gestire il business 
tradizionale attraverso la rete, per ottimizzare e automatizzare le comunicazioni tra le 







                                                 
44 È uno standard per la creazione,  la distribuzione e la gestione di oggetti distribuiti all’interno di 
una rete. Permette la comunicazione fra componenti (oggetti), indipendentemente dalla loro 
distribuzione sui diversi nodi della rete o dal linguaggio di programmazione con cui sono stati 
sviluppati. 
45 DCOM permette di effettuare chiamate di procedure remote attraverso una rete, occupandosi di 
tutte le mediazioni necessarie, in maniera indipendente dal linguaggio. È  un evoluzione del COM. 




Capitolo 6- SOAP 
 
rima di esaminare in dettaglio il protocollo SOAP è necessario fare un piccolo 
passo indietro allo scopo di valutare le precedenti soluzioni, utilizzate 
dall‘industria del software, in grado di garantire la comunicazione tra 
applicazioni diverse in ambiente distribuito.  
La prima soluzione prevede l‘uso del software EDI per collegare partner di business 
differenti in costose reti private, la seconda si basa sull‘uso di Internet e protocolli di 
comunicazione accettati da entrambe le parti coinvolte. Su quest‘ultimo approccio si 
fondano le tecnologie di CORBA, di RMI e DCOM. Tali tecnologie hanno sviluppato 
rispettivamente i seguenti protocolli proprietari: IIOP, JRMP e ORPC che sono i diretti  
responsabili della comunicazione. I protocolli enunciati risultano ottimi in caso di 
comunicazioni tra applicazioni omogenee (ovvero applicazioni che utilizzano la stessa 
tecnologia e talvolta il solito produttore), il loro utilizzo è  invece sconsigliato in 
presenza di comunicazioni tra applicazioni non omogenee, richiedendo complicati 
bridge per tradurre un protocollo in un altro. Inoltre tali protocolli non sono adatti a 
lavorare in presenza di firewall, è necessario configurare quest‘ultimo in modo apposito, 
sempre che sia possibile. Dai problemi legati all‘utilizzo di queste tecnologie è nata 
l‘esigenza di definire un nuovo protocollo di dialogo tra chiamante e componente 
applicativa che fosse indipendente dal trasporto, semanticamente completo e sicuro. Per 
questo motivo è stato realizzato il protocollo SOAP. 
 
6.1- SOAP 1.2 
 
     SOAP nasce dalla necessità di definire uno standard in grado di supportare chiamate 
di  procedura remota (RPC) sul Web, in particolare questo protocollo è stato studiato 
anche per avere usi che possono comprendere un‘interazione di tipo asincrono e, quindi, 
basata su messaggi. La Userland Software ha avviato il processo nel 1998.  
Nel 1999 Microsoft e altre aziende hanno aderito al progetto e  poco dopo hanno 
pubblicato le specifiche SOAP 0.9 senza peraltro riscuotere il consenso sperato. Il 
successo arrivò con la pubblicazione della specifica SOAP 1.1 e SOAP con Attachment 
P 




(allegati). Da questo momento SOAP diventa di fatto lo standard per la comunicazione 
tra Web Service. SOAP è un protocollo, basato su XML (eXtensible Markup Language) 
che necessita di un protocollo di trasporto: come HTTP, SMTP, FTP o altri. Al 
momento della sua fondazione, SOAP era l‘acronimo di Simple Object Access Protocol. 
Il W3C, che mantiene lo standard, ha deciso che l'acronimo è decaduto con l‘attuale   
versione (la 1.2) nella quale il protocollo sposta la propria attenzione, dapprima 
incentrata sull‘accesso agli oggetti come emerge dal nome stesso (Object Access), verso 
la trasmissione di messaggi XML. All‘interno del W3C è stato da poco aperto un 
dibattito sulla necessità di sviluppare una nuova versione di SOAP, la 1.3. 
La definizione di SOAP 1.2 data dal W3C è la seguente : 
SOAP Version 1.2 (SOAP) is a lightweight protocol intended for 
exchanging structured information in a decentralized, distributed 
environment. It uses XML technologies to define an extensible messaging 
framework providing a message construct that can be exchanged over a 
variety of underlying protocols. The framework has been designed to be 
independent of any particular programming model and other 
implementation specific semantics. 
 
Il protocollo Simple Object Access Protocol (SOAP), è un protocollo pensato per 
facilitare l‘interoperabilità tra applicazioni e piattaforme eterogenee che permette la 
comunicazione e lo scambio di dati, in maniera affidabile ed efficace, tra componenti 
remoti attraverso il Web. Alla base di SOAP sta un‘idea tanto semplice quanto 
intelligente che si può riassumere in questo modo: non inventare nessuna nuova 
tecnologia, ma utilizzare al meglio quelle esistenti. Il protocollo SOAP è adatto a 
supportare un‘architettura client-server, nella quale  il client formalizza la richiesta di 
servizio al server  mediante l‘utilizzo di regole dettate dal protocollo e ottiene la relativa 
risposta che a sua volta rispetta le medesime regole. In  SOAP la specifica delle 
chiamate viene descritta in XML. In effetti, un messaggio SOAP non è altro che un 
documento XML che descrive una richiesta di elaborazione o il risultato di 
un‘elaborazione, dove le informazioni contenute nella richiesta e nella risposta vengono 
serializzate secondo un formato prestabilito, utilizzando XML come strumento che 
garantisce l‘indipendenza dalla piattaforma. La presenza di un protocollo testuale  
facilita il compito dello sviluppatore nel capire il contenuto del messaggio, rendendo più 




semplice il debugging. Grazie  all‘XML schema e alla natura espressiva degli attributi è 
possibile infatti convalidare i dati  prima della loro elaborazione e in più la struttura 
annidata degli elementi in XML rende più semplice la rappresentazione di strutture dati 
complesse rispetto ai formati binari. In ogni caso la natura testuale comporta una ridotta 
performance rispetto al protocollo binario (utilizzato dalle tecnologie precedenti). 
I messaggi SOAP  vengono di solito trasportati attraverso il protocollo HTTP. Quest‘ 
ultima caratteristica pone SOAP in una posizione privilegiata rispetto ai meccanismi di 
invocazione presenti in standard di computazione distribuita quale COM, Java RMI e 
CORBA, in quanto questi ultimi mostrano dei limiti nell‘uso del Web durante la 
comunicazione visto che i loro messaggi vengono spesso bloccati dai firewall a seconda 
dei dati contenuti nei messaggi scambiati e a seconda della porta utilizzata per la 
comunicazione. Infatti  i firewall generalmente bloccano la comunicazione su porte non 
standard, problema questo non presente in HTTP che comunica con TCP/IP usando una 
delle porte standard, la porta 80.  
In conclusione SOAP è  un protocollo estendibile, semplice, facile da  implementare e     
indipendente dalla piattaforma e dal linguaggio di programmazione. A differenza dei 
suoi predecessori, in  SOAP  vengono meno importanti  funzionalità come il supporto 
alla sicurezza, il routing e l‘affidabilità. Tali funzionalità vengono fornite attraverso 
l‘utilizzo di livelli di estensione successivi. 
 
SOAP permette lo scambio di messaggi, in ambiente distribuito, tra due attori chiamati 
SOAP sender e SOAP receiver. Il messaggio XML è incluso in una ―busta‖ SOAP.  
SOAP  consente lo scambio di documenti, il trasferimento di  dati di qualsiasi tipo, il 










Figura 19-Scambio di messaggi SOAP 




6.2- Terminologia in  SOAP 
 
     Prima di proseguire l‘analisi relativa al mondo SOAP  riportiamo la definizione di 
alcuni termini utilizzati in seguito in questo elaborato. Un nodo SOAP  è 
l‘implementazione della logica di trasformazione responsabile della trasmissione, della  
ricezione, della elaborazione e/o dell‘inoltro dei  messaggi SOAP. Ogni nodo SOAP, 
identificato mediante un URI, è  tenuto a osservare determinate regole sulle quali si basa 
lo scambio di messaggi SOAP. SOAP definisce tre tipi di nodi: un SOAP di invio  
( SOAP sender), un destinatario (SOAP receiver) e un intermediario (intermediary) che 
è un nodo che si comporta, allo stesso tempo, sia come modulo di invio che di ricezione. 
Un percorso SOAP è dato dall‘insieme dei nodi attraversati da un messaggio SOAP. 
Il percorso inizia con l‘initial sender, attraversa zero o più intermediary SOAP e  
termina con l‘ultimate receiver. 
 
6.3- Modelli di comunicazione con  SOAP 
 
     Un Message Exchange Pattern (MEP) specifica quanti messaggi sono coinvolti 
durante una determinata interazione e il comportamento degli attori coinvolti.  
SOAP 1.2 definisce due MEP standard : request-response e response. 
Il modello request-response è una breve conversazione tra due nodi SOAP  iniziata 
dalla richiesta contenuta  in un messaggio SOAP e conclusa dalla risposta contenuta in 
un messaggio SOAP. Il modello response è simile al modello request-response  salvo che 











Figura 20- Modello request-response 
 











Figura 21- Modello response 
 
6.4- I ruoli in SOAP 
 
     Nel paragrafo 6.2 si è visto che un messaggio SOAP  può attraversare tre diversi 
nodi SOAP definiti come: SOAP sender, SOAP receiver e SOAP intermediary. 
Ogni nodo SOAP può assumere uno o più ruoli che determinano le modalità di 
comportamento nel processare il messaggio. Ai  ruoli vengono assegnati nomi unici 
(mediante l‘uso di URI) affinché possano essere identificati in modo non ambiguo nel 
corso del processo. Le specifiche definiscono tre ruoli standard, ma lasciano al 
programmatore la possibilità di definire altri ruoli personalizzati in modo da soddisfare 
l‘esigenze dell‘applicazione. I tre ruoli previsti dalle specifiche sono: Next, None e 
UltimateReceiver: 
 
Nome ruolo Destinatario 
Next SOAP intermediary e l‘ultimate receiver  
None nessun nodo ha questo ruolo 
ultimateReceiver l‘ultimate receiver  
Tabella 11- Ruoli dei nodi in SOAP 
 
6.5- Struttura di un messaggio SOAP 
 
     La struttura di messaggistica definisce gli elementi XML necessari per la costruzione 
di un messaggio SOAP.  Un messaggio SOAP è costituito dai seguenti elementi: 
 Envelope (obbligatorio) 




 Header (opzionale) 
 Body (obbligatorio) 
 
Gli elementi elencati sopra possiedono una serie di attributi a cui è assegnato un nome e un    
valore. L‘elemento Envelope rappresenta il contenitore del messaggio e costituisce   
l‘elemento radice del documento XML. All‘interno di Envelope troviamo l‘elemento 
Header, un elemento opzionale che contiene informazioni aggiuntive sul messaggio 
(come dati relativi all‘autenticazione, al tempo di validità del messaggio ecc..). 
L‘Header è costituito da uno o più Header entry (o Header block) ognuno delegato a 
una particolare funzione. L‘elemento Header viene utilizzato per facilitare e individuare 
le elaborazioni richieste ai nodi SOAP intermediary incontrati lungo il percorso 
compiuto dal messaggio dal nodo initial sender al nodo ultimate receiver.  
Proseguendo con l‘analisi della struttura di un messaggio SOAP troviamo l‘elemento 
Body, contenuto anch‘esso all‘interno di Envelope, che rappresenta la richiesta di 
elaborazione o la risposta di una elaborazione. Gli Header entry e il Body non seguono 



















Tabella 12- Struttura di un messaggio SOAP 
 






     L'elemento Envelope è il primo elemento del documento XML e racchiude l‘intero 
messaggio, rappresenta cioè il contenitore del corpo e degli elementi di intestazione.  
Tutto il messaggio SOAP è contenuto tra il tag di apertura <envelope> e il tag di 
chiusura </envelope>. 
L‘elemento Envelope ha: 
 Un nome locale Envelope. 
 Deve essere qualificato con namespace  ―http://www.w3c.org/2003/05/soap-
envelope‖. 
 Può contenere zero o più attribuiti, qualificati attraverso l‘utilizzo dei 
namespace. 
 Può contenere l‘elemento Header. 
 Deve contenere l‘elemento Body. 
 
Vediamo un esempio: 
< ?xml version="1.0" encoding="UTF-8"?>
< soapenv : Envelope xmlns:soapenv=  "http://www.w3.org/2003/05/soap-envelope"
                 xmlns:xsd="http://www.w3.org/2001/XMLSchema"
                 xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"
                 soapenv : encodingStyle="http://www.w3.org/2003/05/soap-encoding"
        < soapenv:Header> 
                 ………..
        < /soapenv:Header> 
                    < soapenv:Body> 
                             ………..
                    < /soapenv:Body> 
< /soapenv:Envelope> 
Identifica l’uso di SOAP 1.2







Esempio 3-Envelope -SOAP- 
 
soapenv : Envelope xmlns:soapenv=  "http://www.w3.org/2003/05/soap-envelope”  
collega il namespace ―http://www.w3.org/2003/05/soap-envelope‖ al prefisso soapenv 
mediante l‘attributo xmlns. Nel resto del documento il prefisso soapenv potrà cosi 
essere utilizzato in sostituzione dell‘URL completo.  




Vengono poi definiti i namespace: xmlns:xsd=http://www.w3.org/2001/XMLSchema e                                 
xmlns:xsi=http://www.w3.org/2001/XMLSchema-instance che permettono l‘uso di 
attributi speciali per trasmettere informazioni relative al tipo del parametro passato. 
 
L‘attributo encodingStyle indica, mediante l‘indirizzo di uno XML schema, le regole di 
serializzazione da utilizzare per deserializzare il messaggio SOAP.  
L‘attributo encodingStyle ha: 
 Un nome locale, encodingStyle 
 Deve essere qualificato con namespace  ‖http://www.w3c.org/2003/05/soap-
envelope‖ 
 
L ‘attributo encodingStyle, specificato a livello di  Envelope, si riferisce all‘intero 
documento. Inoltre tale attributo  può essere ridefinito a livello di Header o di Body, 
sovrascrivendo così la precedente definizione. Questo permette di inserire regole 
diverse in parti diverse del documento. La visibilità dell‘attributo è gerarchica, se il 




     L'elemento Header (opzionale) compare come primo elemento all‘interno di 
Envelope. Le specifiche SOAP definiscono le seguenti regole per la sezione Header: 
 Deve avere un nome locale Header. 
 Deve essere qualificato tramite il namespace 
―http://www.w3c.org/2003/05/soap-envelope‖. 
 Può contenere zero o più attribuiti, qualificati attraverso l‘utilizzo dei 
namespace. 
 Può contenere sottoelementi, qualificati attraverso l‘utilizzo dei namespace. 
 
In SOAP sono previsti due diversi meccanismi che permettono l‘aggiunta di nuove  
funzionalità al protocollo. Tali funzionalità sono, in genere, legate alla risoluzione di 
problemi relativi all‘affidabilità, alla sicurezza, al routing e altri. Il primo meccanismo 
consente ai nodi SOAP di esprimere le funzionalità richieste mediante l‘ausilio di 
blocchi Header  all‘interno della busta SOAP. Tali blocchi saranno elaborati dai nodi 




SOAP  presenti lungo il percorso del messaggio. Inoltre questi nodi possono a loro volta 
aggiungere e rimuovere blocchi Header. Il secondo meccanismo fornisce le funzionalità 
desiderate  mediante l‘utilizzo di protocolli di trasporto sottostanti che sono dotati, 
direttamente o attraverso opportune estensioni, di meccanismi in grado di offrire le 
funzionalità richieste. Ad esempio il protocollo SOAP Binding Framework fornisce uno 
schema per descrivere queste caratteristiche e indica a quali nodi SOAP sono riferite. 
Esaminiamo in dettaglio il primo meccanismo. In esso le funzionalità aggiuntive 
vengono inserite all‘interno del messaggio SOAP e  precisamente all‘interno del blocco 
Header. Le specifiche SOAP definiscono i criteri da seguire per inserire le funzionalità 
in modo che queste risultino comprensibili per qualsiasi nodo SOAP. Il termine Feature  
indica un‘estensione del protocollo SOAP di base; una SOAP  Feature rappresenta 
quindi una nuova funzionalità da inserire nell‘applicazione. Ciascuna SOAP Feature viene 
identificata univocamente da un URI e implementata da un SOAP Modul. Quest‘ultimo è 
identificato da un URI e specifica come deve essere fatto l‘Header Block relativo alla 
feature considerata e il corrispondente comportamento del nodo SOAP che processa tale 
Header Block.  
 
Ogni blocco Header deve: 
 Essere qualificato con namespace ―http://www.w3c.org/2003/05/soap-envelope‖ 
 Può contenere l‘attributo encodingStyle. 
 Può contenere l‘attributo role. 
 Può contenere l‘attributo mustUnderstand. 
 Può contenere l‘attributo relay. 
 
L‘attributo encodingStyle non necessita di ulteriori chiarimenti essendo stato già 
trattato in relazione all‘elemento Envelope. Come detto in precedenza, ogni nodo SOAP 
ha diversi ruoli. L‘attributo role specifica a quali tipi di nodi SOAP  è destinato il 
particolare Header block. Il valore di role è un URI che identifica un ruolo. Ogni nodo 
SOAP intermediario lungo il percorso del messaggio SOAP verifica la possibile 
appartenenza al particolare ruolo specificato nell‘Header block. Se tale valore è presente 
tra i suoi ruoli, allora processerà l‘Header block, altrimenti lo ignorerà. I tre valori 
standard dell‘attributo role sono: Next, UltimateReceiver, None. 
None è usato per propagare l‘informazione che non necessita di essere elaborata.  




Con l‘attributo none il blocco può essere letto ma non può essere elaborato da nessun 
nodo.  Next indica che il nodo ricevente il messaggio può elaborare il block Header, 
cioè il block Header potrà essere elaborato dal primo (o dal successivo) nodo lungo il 
percorso del messaggio. Con l‘attributo next ogni nodo che riceve il messaggio può 
elaborare il blocco. UltimateReceiver indica che il blocco Header può essere 
processato solo dal destinatario finale del messaggio. Se l‘attributo role non è presente, 
le specifiche assumono che il destinatario dell‘Header block sia l‘ultimate receiver. 
L‘attributo mustUnderstand indica se il nodo, che risponde al ruolo definito, è 
obbligato a processare e riconoscere correttamente la semantica di quel particolare 
Header block (valore ―true‖) oppure no (valore “false”). Nel caso in cui il nodo non sia 
in grado di elaborare un Header con mustUnderstand=true deve interrompere tutte le 
elaborazioni successive (si interrompe il percorso del messaggio) e generare un errore. Se 
l‘attributo viene omesso viene considerato dalle specifiche impostato a ―false”. 
 
L‘attributo relay può assumere valore “true” o “false”; se vale “true” allora il nodo 
destinatario del messaggio è obbligato a cancellarlo, a riscriverlo e a inoltrare il blocco 
Header al nodo successivo,  invece se vale ―false‖ può eliminarlo senza nemmeno 
processarlo. Se l‘attributo viene omesso viene considerato dalle specifiche impostato a 
―false”. L‘uso di tale attributo relay=”true” insieme al ruolo next è utile per garantire la 
persistenza dell‘informazione lungo il percorso del messaggio. 
 
     < soapenv:Header> 
        <p:prenotazione xmlns:m="http://agenziaViaggiTamagniniStella.org/prenota"
                       soapenv:role="http://attoriDefinitiDallaNostraSocieta/Info"
                       soapenv:mustUnderstand="true">
                  <p:id>ba5d8fe</m:id>
                  <p:data>18-11-2009</m:data>
        </p:prenotazione>
          
      </soapenv:Header>





















Esempio 4- Header -SOAP- 
 
Nell‘esempio sopra riportato compare l‘elemento opzionale Header costituito da un 
unico figlio e dunque da un unico blocco Header.  




Nel blocco Header è presente l‘elemento  prenotazione definito dal namespace 
“http://agenziaViaggiTamagniniStella.org/prenotazione” . Il significato del contenuto 
dell‘elemento prenotazione è noto solo a chi conosce il namespace sopra riportato. Nel 
caso specifico sono presenti gli elementi ―id‖ e ―data‖ che contengono rispettivamente 
l‘identificatore della prenotazione e la data. Il block Header è destinato al nodo relativo 
all‘URI ―http://attoriDefinitiDallaNostraSocieta/Information”. 
Tale nodo, data la presenza dell‘attributo ―mustUnderstand=true‖, è obbligato a 
processare le informazioni ivi contenute. Nel caso in cui non sia in grado di processare 




     Il Body contiene le informazioni per il destinatario (ultimate receiver) del messaggio 
SOAP. Le specifiche SOAP definiscono le seguenti regole per la sezione Body: 
 Deve avere un nome locale Body. 
 Deve essere qualificato con  namespace  ―http://www.w3c.org/2003/05/soap-
envelope‖. 
 Può contenere zero o più attribuiti, qualificati attraverso l‘utilizzo dei 
namespace. 
 Può contenere sottoelementi, qualificati attraverso l‘utilizzo dei namespace. 
 
Il Body può essere usato sia per trasportare informazioni, che per invocare metodi 
remoti (SOAP-RPC).  Vediamo questo secondo caso. Nel messaggio di richiesta il 
primo elemento, figlio del Body, ha come nome locale il nome della procedura remota 
da invocare e tanti sottoelementi quanti sono i parametri che la procedura chiamata 
richiede. I sottoelementi a loro volta assumono lo stesso nome dei parametri richiesti e 
possiedono  attributi qualificati per indicare il tipo di tali parametri. Nel messaggio di 
risposta, il primo elemento figlio del Body ha come nome locale il nome della 
procedura remota invocata seguito dalla parola ―Response‖, seguito da un elemento che 
rappresenta il valore di ritorno del metodo. Quest‘ultimo ha un attributo che specifica il 
tipo del valore di ritorno. 
 




 < soapenv:Body> 
     <v:transazione xmlns:v="http://agenziaViaggi.org/prenotazione"
               <v:partenza>Pisa</v:partenza>
               <v:arrivo>Alghero</v:arrivo>
               <v:oraPartenza>14:00</v:oraPartenza>
               <v:oraArrivo>14:50</v:oraArrivo>
     </v:transazione>
 
          
  </soapenv:Body> Informazione da 
processare
 
Esempio 5- Body -SOAP- 
 
Il namespace ―http://agenziaViaggiTamagniniStella.org/itinerario‖ definisce il 
contenuto del Body. Body è l‘elemento che racchiude le informazioni da elaborare, 
nell‘esempio sopra riportato le informazioni  riguardano l‘itinerario del viaggio e l‘ora 
di partenza e di arrivo.   
 
6.6- Regole per processare i messaggi 
 
     Le specifiche SOAP definiscono i passi che ogni nodo deve compiere per processare 
i messaggi. Il modello di elaborazione dei messaggi non mantiene nessuno stato o 
alcuna correlazione tra messaggi, il modello viene applicato, separatamente, a ogni 
singolo messaggio. Quando un nodo riceve un messaggio deve: 
 Identificare tutti i suoi ruoli.  
 Identificare tutti i blocchi Header a lui destinati. 
 Verificare che le parti obbligatorie aventi mustUnderstand=true  identificate al 
punto    precedente possano essere interpretate. Se le informazioni possono 
essere interpretate il blocco va processato altrimenti va generato un errore 
SOAP.Durante l‘elaborazione il nodo in questione può inserire nuovi blocchi 
Header. Nel caso in cui tale nodo sia l‘ultimate receiver deve elaborare il Body 
del messaggio. 
 A discrezione elaborare i blocchi Header a lui destinati con valore di attributo 
mustUnderstand=false. L‘elaborazione può comportare l‘inserimento di nuovi 
blocchi Header. 




 Cancellare i blocchi Header a lui destinati  sia nel caso siano stati processati che 
nel caso contrario aventi però relay=false. 
6.7- SOAP Fault 
 
     Durante l‘elaborazione o la comunicazione di messaggi SOAP possono verificarsi 
degli errori. Le specifiche SOAP prevedono, per segnalare dei problemi, un elemento 
speciale Fault che possiede una serie di elementi che forniscono informazioni 
sull‘errore generato.  Se presente, deve essere inserito come primo elemento del Body e 
deve essere unico. Fault compare nel messaggio SOAP di risposta se il destinatario 
(ultimate receive) o il nodo  intermediario non è stato  in grado di elaborare la relativa 
parte del messaggio di richiesta. Il blocco Fault deve: 
 Essere qualificato con namespace ―http://www.w3c.org/2003/05/soap-envelope‖ 
 Deve contenere l‘elemento Code 
 Deve contenere l‘elemento Reason 
 Può contenere l‘elemento Node 
 Può contenere l‘elemento Role 
 Può contenere l‘elemento Detail 
 
Il sottoelemento qualificato Code è obbligatorio e il suo elemento discendente Value  
può contenere uno tra i seguenti valori che indicano il tipo di errore verificatosi. 
Valore Descrizione 
VersionMismatch Le versioni di SOAP utilizzate dal sender e dal receiver non sono 
compatibili. La versione di SOAP utilizzata viene indicata attraverso il 
namespace, in SOAP 1.2 troviamo ―http://www.w3.org/2003/05/soap-
envelope,‖ in SOAP 1.1 ―http://schema.xmlsoap.org/soap/envelope/" 
MustUnderstand Il nodo Soap ha ricevuto il messaggio con un Header block avente 
l‘attributo mustUnderstand = “true” e non è in grado di processarlo 
DataEncodingUnknown Errore generato durante la deserializzazione del messaggio 
Sender L‘errore è stato causato da dati errati o mancanti da parte del    
mittente come ad esempio la mancanza dei dati di autenticazione           
Receiver Il nodo  non ha potuto processare correttamente il messaggio. Questo 
errore non è attribuibile direttamente al contenuto del messaggio ma a 
cause esterne  
Tabella 13- Fault in SOAP 




Inoltre i codici di errore possono  essere definiti dal programmatore per individuare 
particolari situazioni erronee non previste dallo standard. Oltre a Value può essere 
presente l‘elemento Subcode che contiene specifiche informazioni utili alle applicazioni 
per la gestione dell‘errore. L‘altro sottoelemento di Fault obbligatorio è Reason che 
contiene una spiegazione testuale, sulla natura dell‘errore. Tipicamente il testo 
contenuto in Reason viene visualizzato all‘utente tramite una finestra di dialogo. 
A discrezione, l‘elemento Fault può contenere i sottoelementi Node, Role e Detail. 
Node indica il nodo SOAP che ha generato l‘errore, contiene cioè l‘URI corrispondente 
al nodo. Role identifica il ruolo del nodo che ha generato l‘errore, specifica cioè l‘URI 
relativa al ruolo. Detail, che deve essere qualificato con  l‘uso di namespace contiene i 
dati machine-readable utili per la gestione dell‘errore.  
Come ogni messaggio SOAP anche il messaggio di errore può contenere blocchi 
Header utili per inserire informazioni aggiuntive. SOAP 1.2 definisce due  Header block 
utilizzabili nei messaggi di errore: NotUnderstood e Upgrade. 
Quando il fault è di tipo mustUnderstand il messaggio SOAP di errore può includere 
un Header block NotUnderstood per ciascun‘intestazione del messaggio originale non 
processata. Tale elemento ha un attributo ―qname‖ che contiene il nome dell‘Header 
block non processato. Il block Header Upgrade invece specifica quali versioni di SOAP 
sono supportate dal nodo che ha generato il fault di tipo VersionMismatch. 
 
<soapenv:Fault>
          <soapenv:Code>
             <soapenv:Value>soapenv:Sender</soapenv:Value>
          </soapenv:Code>
          <soapenv:Reason>
              <soapenv:Text xml:lang="en-US">Processing error</soapenv:Text>
          </soapenv:Reason>
                                
          <soapenv:Detail>
             <d:dettagliDeiMieiFault xmlns:d=http://agenziaViaggi.org/itinerario/faults">
               <d:messaggio>Password non valida</d:messaggio>
            </d:dettagliDeiMieiFault>
         </soapenv:Detail>
</soapenv:Fault>
Specifica che l’errore è 




Specifica , in forma 
testuale, la ragione 
che ha provocato 
l’errore
 
Esempio 6- Elemento Fault 
 




6.8- HTTP Binding 
 
     SOAP  predilige l‘HTTP come protocollo di trasporto. L‘HTTP binding specifica le 
regole da rispettare per il trasporto di messaggi SOAP attraverso HTTP . Questo legame 
tra SOAP e HTTP non ha come scopo quello di usufruire delle caratteristiche possedute 
dal  noto protocollo di trasporto bensì quello di utilizzare l‘HTTP come strumento di 
comunicazione tra i nodi SOAP. Riguardo al binding di SOAP con HTTP, SOAP può 
usare i metodi GET o POST. Con il metodo GET solo la risposta rappresenta un 
messaggio SOAP, con POST sia la richiesta sia la risposta sono messaggi SOAP. SOAP 
usa gli stessi codici di errore di stato del protocollo HTTP. 
 Il binding è identificato dall‘URI ―http://www.w3.org/2003/05/soap/bindings/HTTP/‖.  
Ci possono essere diversi binding SOAP per un determinato protocollo sottostante. 
L‘uso di un determinato binding HTTP comporta l‘utilizzo del protocollo HTTP per 
l'invio dei messaggi SOAP e il rispetto delle regole da esso impartite. Per eliminare 
ambiguità, viene identificato tramite un URI. Vediamo una ―lista‖ di regole riportate 
dalle specifiche W3C in relazione ad una implementazione del binding SOAP- HTTP. 
Un‘implementazione conforme al binding SOAP-HTTP deve: essere in grado di inviare 
o ricevere messaggi con  Content-Type“application/soap+xml
46
”, supportare i MEPs 
request-response e response e la feature web-method.   
Grazie all‘impiego del protocollo HTTP, la semantica dei Meps request-response e 
response viene automaticamente trasformata nei corrispettivi messaggi HTTP, il 
messaggio di richiesta SOAP viaggia nel pacchetto HTTP di richiesta e il messaggio di 
risposta viaggia nel messaggio HTTP di risposta. I pacchetti SOAP sono incapsulati 
dentro pacchetti HTTP di tipo POST o GET. Tuttavia un‘implementazione conforme al 
binding SOAP- HTTP deve supportare tutti i web-method, ovvero metodi in grado di 
modificare lo stato di una risorsa sul web. Quindi la Web Method Feature è nata 
dall‘esigenza degli sviluppatori di integrare (meglio) la semantica di SOAP con quella 
di HTTP. Questa feature definisce una singola proprietà, 
                                                 
46 La precedente versione del protocollo SOAP 1.1 utilizzava content-type= text/xml che era una 
generica indicazione per delineare la presenza di un  messaggio xml. In SOAP 1.1 per indicare che il 
contenuto era un messaggio SOAP doveva essere utilizzato un header HTTP “SOAPAction” . Dalla 
versione 1.2 del protocollo è stato introdotto il content type = application/soap+xml eliminando così 
qualsiasi ambiguit{. Non è più necessario l’utilizzo dell’header HTTP  SOAPAction.  




―http://www.w3.org/2003/05/soap/features/webmethod/Method‖, contenente uno tra i 
seguenti valori: GET, POST, PUT o DELETE.  Quando viene inviato un messaggio, 
l‘HTTP binding utilizza il valore specificato in questa proprietà. Le specifiche prevedono 
l‘uso di questa feature insieme ai MEPs. SOAP response MEP è compatibile con l‘uso 













Capitolo 7- Web Services Description Language  
 
interazione e la collaborazione tra servizi diversi, secondo il classico 
paradigma richiesta/risposta, è possibile grazie alla condivisione di 
informazioni riguardanti  le interfacce, le operazioni, i parametri, il 
protocollo da utilizzare e  ulteriori indicazioni utili.  
A tale proposito è necessario un criterio formale, machine- processable, in grado di 
fornire una descrizione del servizio, di scoprire dinamicamente i Web Service, di 
garantire l‘interoperabilità tra piattaforme diverse e che rappresenti i termini di un 
contratto tra cliente e fornitore conosciuto e accettato dagli utenti del mondo dei WS. 
Tale criterio è conosciuto  con il nome di Web Services Description Language o in 
breve WSDL. 
WSDL è un linguaggio basato su XML, indipendente dalla piattaforma e dal linguaggio 
di programmazione, usato per descrivere in modo completo, un Web Service. 
Più  precisamente un documento WSDL fornisce informazioni riguardanti l‘interfaccia 
del Web Service in termini di servizi offerti, di parametri d‘ingresso/uscita e di possibili 
eccezioni, l‘URL, il protocollo di trasporto ecc.. In altre parole si può dire che un file 
WSDL fornisce la descrizione relativa a un Web Service in termini di: cosa fa, come 
comunica, dove si trova. Attraverso tale file si possono quindi conoscere tutti i dettagli 
per invocare correttamente un servizio. WSDL ―nasconde‖ dietro ad un formato di 
descrizione comune l‘effettiva implementazione del servizio. Inoltre il protocollo 
WSDL  supporta differenti protocolli  di codifica dei messaggi e di trasporto, anche se 
predilige l‘uso di SOAP e HTTP fornendo  a questi ultimi le specifiche per il binding 
tramite estensioni dello standard.  Ad esempio un client può acquisire dinamicamente, 
mediante l‘utilizzo di un file WSDL, l‘informazione sul protocollo utilizzato e usarla a 
runtime, rendendo in questo modo più semplice l‘adattamento a protocolli diversi. 
Attualmente esistono solo due versioni utilizzate del protocollo WSDL, la 1.1 e la 2.0 
che a breve sostituirà completamente la precedente versione. 
La versione 1.1 è stata redatta dalle aziende IBM, Microsoft e Ariba e inviata nel Marzo 
2001 al W3C che l‘ha definita in qualità di nota. La seconda versione, la 2.0, più 
semplice e flessibile della precedente ha fatto sì che WSDL diventasse  a tutti gli effetti 
uno standard  approvato dal W3C il 26 giugno 2007. Nell‘ultima versione è presente 
L‘ 




una migliore definizione dei componenti e dei linguaggi, un framework concettuale che 
definisce le descrizioni dei componenti e fornisce il supporto per gli standard XML 
Schemas e XML Information Set. Inoltre la versione 2.0 rimuove le caratteristiche non 
interoperabili di WSDL1.1 e rende più efficace il lavoro con HTTP e SOAP. In WSDL 
la descrizione del servizio ha due componenti principali: la descrizione funzionale e  
quella non funzionale.  
La descrizione funzionale del servizio definisce i dettagli relativi ai dati di input /output, 
al luogo in cui si trova, al relativo punto di accesso e alla modalità di connessione. Tale 
descrizione espone cioè le operazioni messe a disposizione dal servizio e la sintassi del 
messaggio di richiesta necessaria per l‘invocazione, attraverso la definizione  
dell‘Interface Definition Language (IDL47)  per i Web Service. La descrizione non 
funzionale fornisce informazioni secondarie rispetto al messaggio, riguardanti le 
politiche di sicurezza richieste, la qualità e l‘affidabilità del servizio. 
Le descrizioni non funzionali in certe circostanze possono influire sulla sintassi del 
messaggio (per esempio possono richiedere l'aggiunta di Header block), lasciando però 
inalterato il nucleo del messaggio (―il body‖) che deriva dalla descrizione funzionale. 
WSDL è considerato lo standard più importante dello stack dei WS in quanto si occupa 
del compito più delicato, ossia quello di fornire uno standard di messaggistica 
utilizzabile per l‘accesso al servizio.  
Difatti mentre è possibile rinunciare all‘utilizzo dei registri UDDI a favore dell‘accesso 
diretto al documento WSDL e trovare un metodo di comunicazione alternativo a SOAP, 
lo standard WSDL risulta invece essenziale per creare un WS. Grazie ai tool di 
sviluppo, attualmente disponibili sul mercato, oggigiorno nessuno scrive direttamente 
―codice WSDL‖,  ma si limita a generare documenti WSDL grazie all‘uso di 
componenti IT esistenti, come oggetti COM, Enterprise JavaBeans (EJB)  e altri.  
La conoscenza dei meccanismi e del linguaggio WSDL è fondamentale e indispensabile 
ai fini della comprensione del funzionamento dei WS e dell‘inserimento di eventuali  
modifiche  o migliorie ai file WSDL creati in automatico dagli strumenti di sviluppo. 
 
 
                                                 
47 Linguaggio per la definizione delle interfacce dei componenti utilizzato in ambiente distribuito. 




7.1- Struttura di un file WSDL 
 
     Lo standard 2.0 definisce quali sono gli elementi XML che compongono un file 
WSDL,il modo in cui sono correlati e quali sono gli attributi che tali elementi hanno o 
possono avere. Un documento WSDL è costituito da un insieme di definizioni.  
Il documento inizia sempre con un elemento radice chiamato description che contiene, 
al suo interno, gli elementi principali nella definizione dei servizi: types definisce i tipi 
dei dati utilizzati nei messaggi che possono essere inviati e ricevuti, interface descrive 
le funzionalità astratte fornite dal WS, binding definisce le informazioni sul protocollo 
e il formato dei dati relativo a un particolare elemento interface e service l‘insieme di 
endpoint relativi al servizio. Ciascuno di questi elementi identifica una distinta sezione 
del documento contenente informazioni relative a uno specifico aspetto. 
Le sezioni possono essere definite direttamente all‘interno del documento WSDL o 
essere importate da altri documenti. Inoltre  le specifiche prevedono un ulteriore sezione 
opzionale documentation che contiene informazioni leggibili da un umano relative alle 










elementi che possono 







Figura 22- Struttura documento WSDL 
 
Oltre agli elementi principali, menzionati sopra, sono presenti i sottoelementi 
operation, message ed endpoint che descrivono  rispettivamente le operazioni, i 
messaggi e gli endpoint del WS. Vediamo ora brevemente le relazioni tra gli elementi 
principali e i sottoelementi  prima di esaminare nel dettaglio il contenuto di ogni 
elemento principale. L‘interfaccia del WS è rappresentata dall‘elemento WSDL 




interface costituito da una serie di operazioni (operation) correlate. Ogni operazione 
viene descritta mediante il sottoelemento chiamato operation. Un operazione è 
equivalente al metodo di un oggetto, rappresenta cioè una singola funzione.  Al suo 
interno sono presenti i messaggi (message) di input e/o di output accettati dal servizio. 
Il sottoelemento  message specifica la struttura dati utilizzata nell‘interazione fra il 
servizio e il cliente tramite gli elementi (element) definiti nella sezione types. Inoltre 
ogni operazione specifica i MEPs, cioè la sequenza in cui i messaggi vengono trasmessi 
tra le parti coinvolte. La sezione binding permette di passare da cosa fa un Web Service 
a come comunica. L‘elemento binding specifica il formato con cui vengono trasportati i 
messaggi e il protocollo di comunicazione utilizzato dall‘interfaccia. L‘indirizzo di rete 
a cui il servizio è disponibile è specificato dal sottoelemento endpoint.  
Un endpoint riferisce un particolare binding.Un Service è costituito da vari endpoint 
che permettono di utilizzare le funzionalità fornite dal WS attraverso l‘interfaccia 

























     Description è la radice del documento WSDL, al suo interno sono presenti tutti gli 
elementi specificati dallo standard. I namespace presenti nel documento,utilizzati per 
riferire estensioni di WSDL o altre specifiche, vengono definiti come attributi 




dell‘elemento radice. L‘ XML namespace che riferisce la versione 2.0 dello standard 
WSDL è ―http://www.w3.org/ns/wsdl‖. 
L‘attributo targetNamespace, il cui valore è un URI, identifica  l‘XML schema relativo 
ai nomi dei servizi, al binding e alle interfacce usate nel corrente documento. Questo 
meccanismo è particolarmente utile per risolvere la possibile ambiguità fra elementi 
diversi identificati con  lo stesso nome, presenti nel documento WSDL in questione, in 
caso di importazione di differenti documenti WSDL o di meccanismi di ereditarietà 
delle interfacce. Infatti  un namespace identifica l‘insieme di tutti gli elementi di un 
documento, semplicemente associando un prefisso ai loro nomi. In questo modo due 
elementi appartenenti a file diversi e aventi lo stesso nome possono essere identificati 
univocamente grazie al fatto che essi appartengono a namespace differenti. 
L‘elemento description ha: 
 Un nome locale description. 
 Essere qualificato con namespace  ―http://www.w3.org/ns/wsdl‖. 
 Deve avere un attributo targetNamespace. 
 Può dichiarare zero o più namespace. 
 Può dichiarare zero o più elementi di informazione documentation. 
 Può contenere l‘elemento types. 
 Può contenere zero o più elementi interface. 
 Può contenere zero o più elementi binding. 
 Può contenere zero o più elementi service. 
 
< ?xml version="1.0" encoding="UTF-8"?>
< description
            xmlns="http://www.w3.org/ns/wsdl"
            targetNamespace="http://www.esempio.com/tamagninistella"
            xmlns : pre="http://www.esempio.com/tamagninistella"
                     ………..
       
                              ………..
                    
< /description> 








Esempio 7- Description -WSDL- 






     L‘elemento documentation contiene la descrizione del servizio in formato testuale, 
il motivo della sua realizzazione, il significato di ogni messaggio scambiato tra servizio 
e fruitore, la sequenza e il modo in cui  le operazioni devono essere invocate.  
Tali informazioni sono leggibili da un umano che può verificare la corrispondenza del 
servizio alla reale necessità di utilizzo. La descrizione (in formato testuale)  è contenuta 




     L‘elemento types  è un elemento opzionale della radice description che contiene la 
definizione dei tipi di dati,  presenti nei messaggi di ingresso e d‘uscita scambiati con il 
WS. Tale definizione può essere realizzata mediante l‘uso di un qualsiasi linguaggio di 
definizione di grammatiche, anche se, per  ottenere la massima interoperabilità e 
neutralità dalla piattaforma è consigliato l‘uso di XML schema.I tipi di dati utilizzati nei 
messaggi scambiati tra il richiedente e il fornitore del servizio devono essere dichiarati 
come singoli elementi (a cui è associato un nome univoco) e possono caratterizzare tipi 
semplici o strutture dati complesse.  
 
Esempio 8- Type element 




Nell‘esempio 8 sono stati definiti due elementi, il primo di tipo complesso, il secondo di 
tipo semplice. L‘elemento complesso ha nome ―Cliente‖ e contiene una sequenza di tre 
sottoelementi con nome id di tipo long, nome e cognome di tipo stringa. L‘elemento 
semplice ha nome errore ed è di tipo stringa. Lo standard  WSDL 2.0 oltre a permettere 
la definizione dei tipi di dati all‘interno dell‘elemento Type del documento WSDL come 
riportato nell‘esempio 8,consente l‘operazione di import di uno schema definito in un 
altro documento.  Questo dà la possibilità di riutilizzare le definizioni comuni a più 
documenti WSDL apportando modifiche o aggiunte solo dove necessario. Se la sezione 
types non è presente significa che il servizio utilizza solo tipi di dati semplici rendendo 




     L‘elemento Interface rappresenta l‘interfaccia astratta (resa successivamente 
concreta grazie al binding)  di un WS contenente la definizione di una serie di 
operazioni astratte che descrivono  l‘interazione tra fruitore e fornitore del servizio. 
Ogni operazione specifica il tipo dei messaggi che possono essere inviati o ricevuti dal 
servizio. Il tipo dei messaggi viene definito mediante l‘impiego di elementi specificati 
nella sezione types del documento WSDL. Ogni operazione specifica anche i MEPs che 
indicano la sequenza nella quale i messaggi vengono trasmessi tra le parti coinvolte. 
Ogni elemento interface ha: 
 Un nome locale interface. 
 Deve essere qualificato con namespace ―http://www.w3.org/ns/wsdl‖. 
 Un attributo name che identifica in modo univoco un‘interfaccia. 
 Può avere un attributo opzionale extends che permette all‘interfaccia di 
ereditare le operazioni definite in una o più interfacce specificate in altri 
documenti WSDL. In questo modo l‘interfaccia possiede  tutte le operazioni 
ereditate dall‘interfaccia che estende più quelle direttamente definite da essa.  
 Può avere un attributo opzionale styleDefault utilizzato per definire un valore di 
default per gli attributi style di tutte le operazioni previste dalla presente 
interfaccia.  
 Può contenere zero o più attribuiti, qualificati attraverso l‘utilizzo dei 
namespace. 




 Può contenere zero o più elementi fault.  
 Può contenere zero o più elementi operation. 
 
Oltre agli elementi operation che rappresentano le operazioni supportate 
dall‘interfaccia, l‘elemento interface possiede un sottoelemento fault, utilizzato per 
dichiarare i fault ―astratti‖ che si possono verificare durante l‘esecuzione delle 
operazioni di un interfaccia. Il fault specifica il formato del messaggio per ogni errore 
che può essere restituito in output dall‘operazione. Situazioni di errore possono 
verificarsi ad esempio quando i parametri di input vengono formattati in modo non 
consono rispetto la signature dell‘operazione, oppure quando  tali parametri non 
vengono inseriti. L‘elemento fault possiede gli attributi name ed element che 
rispettivamente indicano il nome con il quale riferirsi al messaggio di fault e il nome del 
tipo di schema utilizzato per il messaggio di errore definito nella sezione types.  
Vediamo ora la composizione dell‘elemento operation.  
Ogni elemento operation ha: 
 Un nome locale operation. 
 Deve essere qualificato con namespace ―http://www.w3.org/ns/wsdl‖. 
 Un attributo name, che identifica in modo univoco un operazione. 
 Può contenere l‘attributo pattern, il cui valore è un URI che identifica il MEP 
utilizzato dall‘operazione. 
 Può contenere l‘attributo style, il cui valore è un URI che identifica un insieme 
di regole rispettate nel definire l‘operazione. 
 Può contenere l‘attributo safe appartenente al namespace 
―http://www.w3.org/ns/wsdl-extensions ― che può valere ―true‖ o ―false‖. Se vale 
―true‖ indica che l‘operazione specificata non è vincolante per il cliente che può 
richiamare l‘operazione senza il timore che possa incorrere in qualche obbligo 
(esempio un acquisto), se vale ―false‖ non può essere fatta nessuna 
constatazione. 
 Può contenere zero o più elementi input che specificano il formato del 
messaggio di input  in ingresso all‘operazione considerata. L‘elemento input 
possiede gli attributi messageLabel ed element che indicano rispettivamente il 
ruolo che il messaggio ha nel MEP dell‘operazione e il tipo di dati utilizzato dal 
messaggio. 




 Può contenere zero o più elementi ―output‖, ha lo stesso significato 
dell‘elemento ―input‖ ma applicato al messaggio di ―output‖ dell‘operazione. 
 Può contenere zero o più elementi ―outfault‖ e/o ―infault‖ che specificano il 
formato del messaggio di fault in uscita o ingresso all‘operazione considerata. 
Tali elementi possiedono gli attributi ref e messageLabel . L'attributo ref  
riferisce un fault precedentemente definito all‘interno di interface attraverso il 
suo nome.  L‘attributo messageLabel  indica il ruolo che il fault ha nel MEP 
dell‘operazione. 
 
      ……..  
        ………..
                 
<interface name=”prenotazioneInterface”>
   <fault name = "DataFault" 
          element = "prefix:DataError"/> 
   <operation name="Disponibilita" 
              pattern="http://www.w3.org/ns/wsdl/in-out"
              style="http://www.w3.org/ns/wsdl/style/iri" 
              prefix2:safe = "true"> 
       <input messageLabel="In" 
              element="cliente" /> 
       <output messageLabel="Out" 
              element="prefix:clienteResponse" /> 
       <outfault ref="DataFault" messageLabel="Out"/> 





Indica uno scambio di 
messaggi del tipo richiesta-
risposta tra richiedente e 
fornitore del servizio
Input e Output message
 
Esempio 9- Interface 
 
Nell‘esempio 9 l‘elemento interface definisce un operazione, Disponibilita che ha in 
ingresso un elemento di tipo complesso Cliente e restituisce un elemento di tipo 
clienteResponse. Entrambi i tipi di dati utilizzati dall‘operazione devono essere definiti 




     Lo scopo dell‘elemento binding è quello di definire un formato concreto per i 
messaggi scambiati tra cliente e servizio e  un protocollo di trasporto per ogni 




operazione e fault presenti nell‘interfaccia definita nella sezione precedente. È possibile 
che all‘interno del medesimo file WSDL la stessa interface, e quindi il servizio, possa 
essere accessibile, grazie ai binding, da diversi protocolli di trasporto. L‘elemento 
binding contiene due sottoelementi, operation e fault che contengono rispettivamente i 
dettagli di  binding per le operazioni e per i fault. I binding vengono specificati 
utilizzando le estensioni di WSDL 2.0. Per esaminare il binding si fa riferimento al 
protocollo SOAP che definisce il formato da utilizzare nello scambio dei messaggi e al 
protocollo HTTP come protocollo di trasporto.  
L‘elemento binding ha: 
 Un nome locale binding. 
 Deve essere qualificato con namespace ―http://www.w3.org/ns/wsdl‖. 
 Un attributo name, che identifica in modo univoco un binding. 
 Può avere un attributo interface, il cui valore identifica il nome dell‘interfaccia 
di cui l‘elemento binding specifica il formato dei messaggi e il protocollo di 
trasporto. 
 Un attributo type il cui valore è un URI che specifica il formato concreto del 
messaggio da utilizzare, ad esempio SOAP 1.2, SOAP 1.1 ecc.. . 
 Un attributo protocol (specifico di SOAP binding extension per WSDL 2.0) il 
cui valore è un URI che specifica il protocollo di trasporto da utilizzare.  
 Può contenere  zero o più elementi operation. 
 Può contenere  zero o più elementi fault. 
 
Il sottoelemento fault possiede due attributi: “ref” che identifica, attraverso il suo 
nome, un fault definito in precedenza nella sezione Interface e un attributo ―code‖  
(specifico di SOAP binding extension per WSDL 2.0)  che specifica il codice di errore 
previsto da SOAP 1.2 per indicare il tipo di fault. Il binding fault associa un formato di 
messaggio concreto a un formato astratto definito nella sezione Interface. 
Il sottoelemento operation possiede due attributi, “ref” che identifica attraverso il suo 
nome, un operazione definita in precedenza nella sezione Interface e un attributo ―mep‖ 
(specifico di SOAP binding extension per WSDL 2.0)  il cui valore è un URI che 
specifica come implementare il MEP  astratto utilizzato nella definizione 
dell‘operazione. Inoltre tale sottoelemento può contenere zero o più elementi input, 
output, infault e outfault. 





         interface="prefix:prenotazioneInterface" 
         type="http://www.w3.org/ns/wsdl/soap" 
         prefix2:protocol="http://www.w3.org/2003/05/soap/bindings/HTTP/"> 
<operation ref="prefix:Disponibilita" 
           prefix2:mep="http://www.w3.org/2003/05/soap/mep/soap-response"/>
<fault ref="prefix:DataFault" 




per la quale viene 
definito il binding
Specifica il MEP SOAP da usare 
per implementare il MEP astratto 
definito per l’operazione (in-out)
Specifica l’utilizzo SOAP 
1.2 per il formato dei 
messaggi
Nome operazione di cui 
specificare il binding
Specifica il codice di errore 
SOAP  per il fault DataFault 
definito nell’elemento Interface
 




Service specifica l‘interfaccia del servizio e gli endpoint (attraverso un URL e un 
binding definito in precedenza nel documento WSDL) attraverso i quali il servizio è 
disponibile. Ogni endpoint si riferisce a uno specifico binding definito in precedenza 
(sezione binding) nel quale è stato specificato il protocollo di trasporto e  il formato 
concreto dei messaggi utilizzato. 
L‘elemento Service ha: 
 Un nome locale service. 
 Deve essere qualificato con namespace ―http://www.w3.org/ns/wsdl‖. 
 Un attributo name, che specifica il nome del servizio. 
 Un attributo interface che specifica il nome dell‘interfaccia implementata dal 
servizio.  




 Può contenere zero o più attribuiti, qualificati attraverso l‘utilizzo dei 
namespace. 
 Uno o più elementi endpoint. 
 
Il sottoelemento endpoint  possiede gli attributi ―name‖, ―binding‖ e ―address‖. 
L‘attributo ―name‖ definisce il nome dell‘endpoint,  ―binding‖ specifica il nome del 
binding  (definito nella sezione Binding) utilizzato dall‘endpoint e ―address‖ specifica 
l‘indirizzo fisico attraverso il quale è possibile accedere al servizio utilizzando il 
binding descritto dall‘attributo ―binding‖. 
<service name="DisponibilitaService" 
              interface="prefix:prenotazioneInterface"> 
      <endpoint name="prenotazioneEndpoint"
                binding="prefix:prenotazioneSOAPBinding" 






Nome del binding 





Esempio 11- Service 
 
7.8- Message Exchange Patterns 
 
     I MEPs  presenti nella definizione delle operazioni (operation) all‘interno della 
sezione interface descrivono l‘interazione tra cliente e fornitore del servizio a un livello 
astratto (il livello concreto viene fornito nella sezione binding). 
La conoscenza dei MEP utilizzabili nella versione 2.0 consente di gestire scenari di 
comunicazione complessi. I MEPs indicano l‘ordine di trasmissione dei messaggi e i 
messaggi di errore da inviare quando il flusso di messaggi viene interrotto da un evento 
qualsiasi. Inoltre WSDL 2.0 permette al programmatore di definire MEPs personalizzati 
capaci di rispondere alle necessità della particolare applicazione sviluppata, anche se i 
MEPs forniti dalle specifiche sono sufficienti nella maggior parte dei casi. 
 






     Il pattern In-Only, identificato dall‘URI ―http://www.w3.org/ns/wsdl/in-only‖ 
consiste in un  messaggio di richiesta inviato dal client al service. In  caso di errore non 




Figura 24- In-Only 
 
7.8.2- Robust  In-Only 
 
     Il pattern Robust In-Only, identificato dall‘URI  ―http://www.w3.org/ns/wsdl/ 
robust-in-only” consiste in un messaggio di richiesta inviato dal client al service.  









     Il pattern In-Out, identificato dall‘URI ―http://www.w3.org/s/wsdl/in-out‖, è il 
Message Exchange Pattern più utilizzato. Tale pattern specifica il classico modello 
richiesta-risposta dove il messaggio di richiesta viene inviato dal client al service, e la 
relativa risposta viene inviata dal service al client. In caso di errore viene inviato un 
messaggio di fault dal service al client. 
 













     Il pattern In-Optional-Out, identificato dall‘URI "http://www.w3.org/ns/wsdl/in-
opt-out"  è identico al pattern In-Out tranne che per la risposta che non è obbligatoria. 










     Il pattern Out-Only, identificato dall‘URI ―http://www.w3.org/ns/wsdl/out-only‖ 
consiste in un  messaggio inviato dal service al client. In  caso di errore non viene 
propagato nessun fault. Il suo utilizzo è legato a una precedente registrazione del client 
al servizio in questione. Difatti al verificarsi di un evento concordato, il servizio notifica 




Figura 28- Out-Only 




7.8.6- Robust Out-Only 
 
     Il pattern Robust Out-Only, identificato dall‘URI ―http://www.w3.org/ns/wsdl/ 
robust-out-only‖ consiste in un  messaggio inviato dal service al client come nel caso 
Out-Only. A differenza del pattern Out-Only, in caso di errore viene però inviato un 









     Il pattern Out-In, identificato dall‘URI ―http://www.w3.org/ns/wsdl/out-in― 
specifica un modello richiesta-risposta nel quale la comunicazione viene iniziata dal 
service. In caso di errore viene inviato un messaggio di fault dal client al service. 
In questo scenario la risposta è rappresentata da  un ack che notifica al service la 








Figura 30- Out-In 
7.8.8- Out-Optional-In 
 
     Il pattern Out-Optional-In, identificato dall‘URI ―http://www.w3.org/ns/wsdl/out-
opt-in‖  è analogo al pattern Out-In con la differenza che in questo caso la risposta è 
opzionale. In caso di errore viene inviato un messaggio di fault dal client al service. 
            







































Capitolo 8- Universal Description, Discovery and     
                        Integration    
 
ei capitoli precedenti (6 e 7) vengono analizzati i protocolli SOAP e WSDL 
relativi rispettivamente al  livello message exchange  e al livello service 
description dello stack dei Web Service. Tali protocolli consentono di 
utilizzare un Web Service in maniera indipendente dalla particolare piattaforma e dallo 
specifico linguaggio di programmazione adoperati. Si è poi visto che l‘uso di un Web 
Service richiede la conoscenza della sua descrizione e del relativo indirizzo di accesso, 
implica cioè la conoscenza del documento WSDL. È importante precisare come la 
probabilità di successo nella realizzazione di sistemi basati su Web Service dipenda 
fortemente dalla facilità di reperimento dei servizi stessi. Inoltre nel capitolo 4 si è 
esaminata la Service Oriented  Architecture o in breve SOA , un architettura basata 
sull‘interazione tra tre diversi attori: il service provider, il service registry e il service 
requestor che interagiscono attraverso le azioni di ―ricerca‖, ―accesso‖ e 
―pubblicazione‖ del servizio. Il service provider rappresenta un azienda che fornisce 
l‘accesso al Web Service e pubblica la descrizione del servizio (il documento WSDL) 
in un service registry. Il service requestor ricerca la descrizione del servizio in un 
service registry e utilizza le informazioni ivi contenute per accedere al servizio. 
Nell‘ottica SOA il service registry è un concetto logico, che i Web Service rendono 
concreto attraverso l‘uso del registro UDDI. I registri UDDI, oggetto di questo capitolo, 
non sono l‘unico metodo in grado di  permettere la ―scoperta‖ e dunque l‘invocazione di 
Web Service. Ad esempio il documento WSDL di un eventuale servizio può essere 
richiesto direttamente al service provider, dove la richiesta del service requestor e la 
risposta del service provider (il documento WSDL) possono viaggiare attraverso la 
posta elettronica o  mediante un supporto trasferibile, evitando così di utilizzare 
meccanismi di ricerca intermedi. Questo modello, che ha nella semplicità il suo punto di 
forza, non rappresenta però un sistema sufficientemente efficiente e dinamico in quanto 
richiede una preventiva conoscenza del Web Service riguardo alle informazioni di 
contatto del service provider. Un'altra possibile soluzione al problema della ―scoperta‖ 
dei Web Service è data dalle specifiche WS- Inspection (Web Services Inspection 
N 




Language). WS-Inspection è un linguaggio nato nel novembre 2001 dalla 
collaborazione tra IBM e Microsoft con l‘intento  di risolvere il problema della scoperta 
delle informazioni relative ai Web Service. A tal proposito le specifiche di WS-
Inspection definiscono una grammatica XML che permette l'aggregazione di riferimenti 
a descrizioni di Web Service esistenti. Lo scopo di WSIL si basa su una descrizione 
distribuita nei singoli siti, decentralizzata rispetto all‘ottica centralizzata di un registro 
UDDI. Attualmente UDDI, a differenza delle tecnologie viste sopra, rappresenta la 
migliore alternativa disponibile caratterizzata da facilità d‘uso e dinamicità. SOAP, 
WSDL e UDDI costituiscono le tre  tecnologie fondamentali alla base dei Web Service. 
 
8.1- La storia di UDDI 
 
     La prima versione di UDDI ( la 1.0 )  risale al Settembre del 2000, sviluppata da 
uddi.org, un consorzio composto da più di 200 aziende sviluppatrici di software si 
basava su un duplice obiettivo: da un lato creare un registro di Web Service intra-
aziendale che permettesse il riutilizzo e l‘aggregazione di soluzioni esistenti ottenendo 
un unico servizio a valore aggiunto, dall‘altro creare un registro globale attraverso il 
quale le diverse aziende sparse in tutto il mondo potevano ―scoprire‖ e utilizzare i 
servizi offerti dai vari service provider utilizzando la rete Internet. È  bene precisare fin 
da subito che questa visione puramente idilliaca nella quale tutti possono trovare i 
servizi in un unico luogo (in un unico registro) non si è concretizzata a causa delle reali 
possibilità tecniche. Un registro UDDI è costituito da una serie di database distribuiti 
sui server di diverse aziende che contribuiscono allo sviluppo del registro pubblico. Il 
sistema mantiene una centralizzazione virtuale, dove  l‘informazione registrata sul 
database di una particolare azienda viene resa disponibile su tutti gli altri database 
tramite una loro sincronizzazione. Nell‘Aprile 2003 l‘ Organization for the 
Advancement of Structured Information Standards (OASIS) sottopone  a specifica la 
versione 2.0 del protocollo che diviene di fatto lo standard per la ricerca di servizi nel 
mondo dei WS. In questo modo le aziende e gli sviluppatori possono creare elenchi di 
Web service basati sullo standard capaci di interagire con quelli creati da altri. Rispetto 
alla versione precedente ( la 1.0 ) la versione 2.0 supporta la descrizione di strutture 
organizzative complesse, consente di catalogare i servizi in base ad una più dettagliata 
serie di attività aziendali, prodotti e informazioni geografiche, ed è in grado di gestire 




lingue diverse. La versione 3.0 dello standard UDDI nasce nel 2004, rappresenta un 
evoluzione delle precedenti versioni ed è attualmente la versione utilizzata. Fornisce un 
supporto per ambienti multi-registro, un supporto per le firme digitali in modo da 
autenticare chi pubblica il servizio e migliorie nella gestione dei metadati.  
 
8.2- UDDI 3.0 
 
     L‘ Universal Description Discovery & Integration (UDDI) definisce una serie di 
servizi a sostegno della descrizione e ―scoperta‖ dei service provider, dei servizi messi a 
disposizione da essi e delle interfacce utilizzabili per l‘accesso ai servizi. 
Il registro UDDI può essere paragonato a un ―elenco telefonico mondiale‖, adoperato 
dalle imprese per l‘inserimento dei  propri dati identificativi come la localizzazione, i 
prodotti offerti, i protocolli utilizzati ecc.. Tale elenco rappresenta un valido strumento 
per la ricerca di partner di business direttamente consultabile dalle imprese che possono 
così confrontare i termini d‘uso, il costo e le caratteristiche dei servizi offerti in modo 
da individuare la controparte più appropriata con la quale instaurare un rapporto di 
collaborazione immediato e definito grazie alle informazioni presenti nel registro. 
UDDI si basa su standard aperti usati di solito nei WS come HTTP, XML, XML 
Schema e SOAP. UDDI utilizza il protocollo SOAP (su HTTP) per le comunicazioni da 
e verso l‘esterno, cioè da un lato riceve messaggi SOAP dai service provider che 
intendono pubblicare i loro servizi o dai clienti che effettuano ricerche all‘interno del 
registro e  dall‘altro invia la relativa risposta in una busta SOAP. Definisce inoltre un 
meccanismo comune per pubblicare e trovare informazioni sui Web Service, in base alle 
loro descrizioni WSDL. In sintesi ciò che UDDI mette a disposizione è un registro nel 
quale si può accedere, attraverso specifiche funzioni, per: 
 Pubblicare i servizi che un organizzazione rende disponibili. 
 Trovare fornitori di Web Service che sono classificati in base ad un particolare 
sistema di classificazione o identificativo.  
 Ricercare un servizio compatibile con le proprie esigenze. 
 Determinare il livello di sicurezza e i protocolli di trasporto supportati da un 
determinato  Web Service.  
 Effettuare una ricerca di servizi attraverso una parola chiave.  




 Memorizzare le informazioni tecniche su un Web Service a tempo di 
progettazione e quindi aggiornare tali informazioni a run-time.  
 Avere accesso immediato alle informazioni necessarie a interfacciarsi con il 
servizio.  
 
Ogni registro UDDI può contenere tre differenti tipologie di informazioni, catalogate in 
pagine bianche, pagine gialle e pagine verdi.  Le pagine bianche contengono le 
informazioni anagrafiche dell‘azienda come nome, indirizzo, informazioni sui contatti e 
altre informazioni identificative. Nelle pagine gialle le aziende e i loro servizi vengono 
catalogati in base a determinate categorie e classificazioni. Le pagine verdi contengono 
informazioni tecniche sui WS come l‘URL nel quale risiedono e gli eventuali file 
WSDL. Queste ―pagine‖ hanno una corrispondenza diretta con i tag XML utilizzati 
nella struttura di un documento UDDI. Ad esempio un consumer può ricercare 
all‘interno di un registro tutte le aziende che vendono servizi relativi a una determinata 
categoria, oppure ricercare i servizi offerti da una azienda fidata. In sintesi ciò che conta 
è che, al termine di una ricerca completa, siano ottenuti i dettagli tecnici necessari per 
invocare il servizio (per esempio la URL del file WSDL). 
 
8.3- Elementi e relazioni nel registro UDDI 
 
     Le informazioni contenute in un registro UDDI, vengono catalogate in quattro parti 
principali, definite come strutture XML e organizzate in modo gerarchico. Al livello più 
alto della gerarchia UDDI troviamo il concetto di business entity. Una business entity 
è un organizzazione che fornisce Web Service. Ad esempio una business entity può 
essere rappresentata da un azienda che fornisce un servizio a diverse industrie attraverso 
un registro globale oppure da  un dipartimento che attraverso un registro interno 
fornisce servizi ad altri dipartimenti della stessa azienda. A questo punto il cliente 
(consumer) interroga il registro UDDI per  richiedere tutti i servizi pubblicati da una 
particolare business entity. All‘interno di un documento UDDI  l‘elemento XML che 
definisce una business entity è businessEntity. Tale elemento contiene informazioni 
generali sul service provider: come il nome, i contatti, le aree di attività ecc... 
Scendendo nella gerarchia, troviamo l‘elemento business Service, figlio dell‘elemento 
businessEntity. Un businessService descrive il servizio offerto dalla business entity 




attraverso una serie di informazioni descrittive quali il nome del servizio offerto, la 
descrizione del servizio e altre. In particolare un elemento businessEntity contiene una 
collezione di elementi businessService, in quanto una azienda può fornire differenti 
servizi. Ogni elemento businessService possiede uno o più sottoelementi di tipo  
bindingTemplate, contenenti informazioni tecniche necessarie per accedere al servizio. 
Un elemento bindingTemplate mette in relazione un businessService, e quindi le 
generiche informazioni descrittive di un servizio, con la una sua reale implementazione. 
UDDI non memorizza direttamente i documenti WSDL nel registro ma li riferisce 
attraverso   l‘elemento bindingTemplate. Un simile approccio permette al service 
provider di modificare parti del WSDL senza dover ripubblicare il servizio nel registro 
UDDI. Inoltre l‘elemento XML bindingTemplate possiede un riferimento a una 
particolare entità, descritta dall‘elemento XML tModel (tecnical model) che indica un 
―entità riusabile‖ in qualità di  una particolare tipologia di servizio, di un particolare 
protocollo utilizzato dai WS, di un namespaces, di una precisa politica di sicurezza 
adottata e infine come dettagli sul protocollo di trasporto. I  bindingTemplate 
riferiscono uno o più tModel.  
In figura 32 vengono indicate  le relazioni tra gli elementi costituenti un documento 
UDDI. Una businessEntity contiene una o più strutture businessService e allo stesso 
modo una struttura businessService contiene una o più strutture bindingTemplate 
contenente a sua volta riferimenti a istanze di tModel. Ogni istanza di bindingTemplate 
è contenuta in una sola struttura businessService e analogamente ogni businessService è 
contenuto in una sola businessEntity. La relazione di contenimento non vale per i 





una business entity 
contiene uno o più 
business service
una business service 
contiene uno o più 
business template
Tra i  binding 
template e i tModel 
esiste una relazione 
molti a molti 
 
Figura 32- Componenti di un registro UDDI 




Un registro UDDI è un servizio (con file WSDL) che riceve i messaggi SOAP per 
salvare o ottenere le informazioni ivi contenute. La ricerca dei servizi all‘interno dei 
registri UDDI può essere di due tipi: statica o dinamica. La ricerca statica viene 
effettuata dal consumer a tempo di progettazione dell‘applicazione, mentre la ricerca 
dinamica viene effettuata a tempo di esecuzione.  
Un consumer 
48
 che ha la necessità di invocare un determinato servizio, effettua una 
ricerca nel registro UDDI alla scoperta della funzionalità richiesta. Ad esempio la 
ricerca può essere effettuata per business entity (ad esempio per motivi di partneship) 
controllando uno a uno tutti i servizi offerti dall‘azienda oppure per specifico servizio 
(ad esempio ―calcola interesse‖). Una volta trovato il servizio che risponde alle esigenze 
richieste, il service consumer può ottenere il relativo documento WSDL . A questo 
punto il processo di business progettato può utilizzare il servizio desiderato 
interfacciandosi con esso.  
Le operazioni per il binding al servizio vengono effettuate all‘interno del codice 
dell‘applicazione sviluppata. Questo tipo di ricerca prende il nome di ricerca statica. Il 
servizio che soddisfa le funzionalità richieste può essere ricercato anche a tempo di 
esecuzione (ricerca dinamica) attraverso le informazioni tecniche contenute nel registro 
UDDI .  
Difatti UDDI essendo un WS, può essere acceduto da un‘applicazione che può: fare 
richieste al servizio UDDI, trovare dinamicamente il servizio desiderato, localizzare il 
suo punto di accesso, recuperare il WSDL e collegarsi a esso a tempo di esecuzione. 
 
8.4- Strutture dati 
 
     Le informazioni contenute in un registro UDDI sono raggruppate secondo le quattro 
strutture dati: businessEntity, businnessService, bindingTemplate e tModel.  
Le specifiche di UDDI descrivono queste strutture come istanze di uno schema XML 
riportando per ognuna i sottoelementi e gli attributi obbligatori o opzionali.  
Vediamo  in dettaglio la composizione di questi quattro elementi. 
                                                 
48 Inteso come colui (azienda, organizzazione, programmatore) che crea un processo di business 
utilizzando in parte i  servizi offerti. 






Come precedentemente detto ogni elemento businessEntity contiene informazioni 
descrittive su una azienda o su un organizzazione e attraverso i suoi sottoelementi  
businessService, descrive i servizi che essa offre. L‘elemento businessEntity è la 
radice del documento UDDI, le descrizioni relative ai servizi offerti e le informazioni 
tecniche utili per accedere al servizio sono inserite nella businessEntity in una 
relazione di contenimento. L‘elemento businessEntity: 
 Possiede un attributo businessKey, che rappresenta un identificatore univoco 49 
della businessEntity. 
 Può contenere l‘elemento discoveryURLs , contenente uno o più sottoelementi 
discoveryURL. Un discoveryURL è un URL dell‘organizzazione che pubblica 
il servizio (esempio l‘homepage). 
 Deve contenere almeno un elemento name che specifica il nome dell‘azienda o 
ad esempio un abbreviazione del nome dell‘azienda.  
 Può contenere un numero qualunque di elementi description che forniscono 
informazioni descrittive della businessEntity. 
 Può contenere l‘elemento contacts contenente uno o più sottoelementi contact. 
Ogni elemento contact contiene una serie di elementi che permettono di 
specificare i contatti (telefono, mail, address) di persone all‘interno 
dell‘organizzazione.  
 Può contenere l‘elemento businessService contenente uno o più sottoelementi 
business Service. 
 Può contenere l‘elemento identifierBag che contiene uno o più sottoelementi 
keyedReference che rappresentano un identificatore valido in un determinato 
sistema di identificazione per la businessEntity (ad esempio la sua partita IVA) 
al fine di facilitare la ricerca dell‘azienda all‘interno dei registri UDDI. 
                                                 
49 L’identificatore in UDDI  è un indirizzo universalmente unico, chiamato Universally Unique ID 
(UUID). Un registro UDDI assegna questi identificatori unici quando le informazioni sono salvate per 
la prima volta nel registry, e usate successivamente come chiavi per accedere alle informazioni al 
momento della richiesta. Questo sistema di identificazione è utilizzato anche per gli identificatori degli 
altri elementi UDDI come service Key, bindingKey ecc.. . 
 
 




 I sottoelementi di  keyedReference sono: tModelKey, un riferimento al tModel 
che rappresenta il sistema di identificazione utilizzato, keyValue che contiene 
l‘identificatore  associato al sistema di identificazione e keyName che può 
contenere un nome descrittivo per l‘identificatore in modo da essere 
comprensibile da un umano. 
 Può contenere l‘elemento categoryBad che permette, attraverso l‘uso dei suoi 
sottoelementi keyedReference, di classificare le businessEntity in base a sistemi 
di classificazione pubblici. La struttura dell‘elemento keyedReference è stata 
analizzata nel punto precedente. 
 Può contenere un numero qualunque di elementi signature che permettono di 




                 
   <name>Sharan</name>
   <description>UDDI businessEntity for Sharan.</description>
   <contacts>
       <contact>
           <personName>James Vox</personName>
           <phone>1.212.555.0001</phone>
           <email>dean.carroll@SkatesTown.com</email>
       </contact>
   </contacts>
   <businessServices>
       <!-- Lista di elementi businessServices -->
         ...
   </businessServices>
   <identifierBag>
      <keyedReference keyName=‘‘DUNS’’
                      keyValue=‘‘00-111-1111’’
                      tModelKey=‘‘uuid:8609C81E-EE1F-4D5A-B202-3EB13AD01823’’/>
   </identifierBag>
   
   <categoryBag>
      <keyedReference keyName=‘‘Sporting and Athletic Goods Manufacturing’’
                      keyValue=‘‘33992’’
                      tModelKey=‘‘uuid:C0B9FE13-179F-413D-8A5B-5004DB8E5BB2’’/>







keyedReference contiene un 
identificatore dell’azienda in 
un particolare sistema di 
identificazione 
 
Esempio 11- businessEntity 
 




8.4.2- business Service 
 
     Ogni elemento businessService rappresenta un servizio fornito dalla businessEntity 
e contiene informazioni descrittive su di esso. Le informazioni tecniche sul 
businessService sono contenute nel sottoelemento figlio bindingTemplate.  
L‘elemento businessService: 
 
 Può contenere l‘attributo businessKey, che identifica in maniera univoca la 
businessEntity fornitrice del servizio. 
 Può contenere l‘attributo serviceKey, che identifica in maniera univoca il 
business Service. 
 Può contenere un numero qualunque di elementi name.  
 Può contenere un numero qualunque di elementi description.  
 Può contenere l‘elemento bindingTemplates, contenente riferimenti ai record 
contenenti dati tecnici per l‘interfacciamento con il  servizio. 
 Può contenere l‘elemento categoryBag, riferito al business Service. 
 Può contenere un numero qualunque di elementi signature che permettono di 
utilizzare il meccanismo di firma digitale di XML-Signature sull‘elemento 
businessService. 
 
L‘attributo businessKey presente nell‘elemento businessService può differire 
dall‘attributo businessKey dell‘elemento padre businessEntity presente nello stesso 
documento UDDI. Questo consente a un azienda  di inserire come sottoelemento di 
businessEntity un businessService (quindi un servizio) offerto da altre organizzazioni. 
Gli elementi name, description e categoryBag sono stati analizzati in precedenza 
nell‘elemento businessEntity. 





                 businessKey=‘‘55343690-573E-11D8-B555-00DC0A53’’>
    <name>Acquisto</name>
    <description>Sharan ordine di acquisto</description>
    <bindingTemplates>
      <!-- Lista di elementi bindingTemplate  -->
        ...
    </bindingTemplates>
    <categoryBag>
       <keyedReference keyName=‘‘Sports equipment and accessories’’
                       keyValue=‘‘49223300’’
                       tModelKey=‘‘uuid:CD153257-086A-4237-B336- 6BDCBDCC6’’/>






keyedReference permette di 
identificare il servizio 
attraverso un sistema di 
classificazione pubblico 
 




     Le descrizioni tecniche relative ai Web Service sono fornite tramite l‘elemento XML 
bindingTemplate. Ogni elemento bindingTemplate descrive una particolare istanza 
del  Web Service, disponibile a un indirizzo di rete espresso come URL. Inoltre 
l‘elemento bindingTemplate descrive il tipo di servizio offerto, fornisce i parametri e 
le caratteristiche specifiche della singola applicazione utilizzando riferimenti a elementi 
tModel. Uno stesso servizio logico (businessService) può essere associato a più 
bindingTemplate. L‘elemento bindingTemplate: 
 Può contenere l‘attributo bindingKey, che identifica in maniera univoca il 
bindingTemplate. 
 Può contenere l‘attributo serviceKey, che identifica in maniera univoca il 
businessService contenente il bindingTemplate. 
 Può contenere un numero qualunque di elementi description che forniscono 
informazioni descrittive del bindingTemplate. 
 Deve contenere l‘ elemento accessPoint, che permette di identificare l‘indirizzo 
di rete per l‘invocazione del Web Service. L‘attributo useType (opzionale) 
specifica il tipo di accessPoint usato. I possibili valori dell‘attributo definiti 




dallo standard sono: endpoint, bindingTemplate, hostingRedirector, 
wsdlDeployment. Per la descrizione dei valori si può vedere la  tabella 14. 
 Può contenere l‘elemento tModelInstanceDetails contenente uno o più elementi 
di tipo tModelInstanceInfo che, a loro volta,riferiscono uno o più elementi 
tModel.  
 Può contenere l‘elemento categoryBag, riferito al bindingTemplate. 
 Può contenere un numero qualunque di elementi signature che permettono di 
utilizzare il meccanismo di firma digitale di XML-Signature sull‘elemento 
bindingTemplate. 
 
Considerate nel loro insieme all'interno di tModelInstanceDetails, le  
tModelInstanceInfo costituiscono una specie di impronta digitale ―tecnica‖ del Web 
Service. Quando si registra un bindingTemplate vengono memorizzati un certo numero 
di riferimenti a specifiche e descrizioni utilizzate. Questi riferimenti sono le tModelKey  
(che riferiscono le strutture tModel) definite all‘interno di tModelInstanceInfo. 
L‘impronta ―tecnica‖ di un Web Service indica a quali specifiche (individuate dai 
tModel) esso è conforme. Una volta che una specifica è stata definita e registrata come 
tModel gli sviluppatori possono dichiarare che un servizio rispecchia quella particolare 
specifica semplicemente includendo la relativa chiave nel bindingTemplate. Un 
consumer cerca un bindingTemplate che contiene una determinata impronta digitale e 
ottiene un implementazione del servizio compatibile con un certo gruppo di  specifiche.   
  Valore Descrizione 
endpoint Indica che il contenuto di accessPoint è 
l‘indirizzo di rete del Web Service 
bindingTemplate Indica che il contenuto di accessPoint è una 
bindingKey che riferisce un diverso 
bindingTemplate 
hostingRedirector Indica che l‘accessPoint può essere 
determinato interrogando un ulteriore registro 
UDDI 
wsdlDeployment Indica che l‘accessPoint riferisce un 
documento WSDL, contenente i valori tecnici 
per l‘invocazione del servizio 
Tabella 14- Valori attributo useType 





                 serviceKey=‘‘4C222407-2E1E-DC37-B4C7-F66687DA4ADB’’>
  
  <description>Ordine di acquisto, basato su HTTP</description>
  <accessPoint URLType=‘‘endpoint’’>
           http://www.sharan.com/services/ordine
  </accessPoint>
  <tModelInstanceDetails>
       <tModelInstanceInfo
            tModelKey=‘‘uuid:68DE9E22-AD22-422D-8A37-082422BFSS36D’’>






Indica a quali specifiche il 
WS è conforme riferendo un 
tModel
Indica l’indirizzo di 
rete in cui è 
disponibile il servizio
 




     Il tModel è un tipo di dato che descrive le specifiche o gli standard utilizzati 
dall‘entityBusiness o da un certo servizio. I tModel non contengono le descrizioni delle 
informazioni ma rappresentano dei metadati
50
. In UDDI non sono quindi presenti 
strutture per tutte le possibili specifiche tecniche, ma solo i puntatori a risorse tModel 
definite esternamente.  
Gli elementi tModel possono essere usati per determinare la compatibilità dei  Web 
Service a specifiche tecniche fissate a priori nel meccanismo di ricerca all‘interno del 
registro UDDI (come precedentemente discusso) oppure per specificare l‘identità di 
organizzazioni o categorie negli elementi identifierBag e categoryBag. Quest‘ultimo 
aspetto consente a un tModel di essere un sistema di valori utile per l‘identificazione o 
la classificazione delle entità UDDI.  
 
 
                                                 
50 I metadati costituiscono in qualche modo il curriculum vitae dei dati, ovvero raccolgono le 
informazioni relative al dove, al quando, al come e da chi i dati sono stati ottenuti. Si tratta quindi di 
un corredo indispensabile per rendere tali dati fruibili da chiunque, anche a distanza di tempo e di 
spazio. 





 Può contenere l‘attributo tModelKey, che identifica in maniera univoca il 
tModel. 
 Può contenere l‘attributo deleted, che indica attraverso i valori true o false se il 
tModel è valido oppure no.  
 Deve contenere l‘elemento name, che identifica in maniera univoca il nome del 
tModel. Tale nome è costituito da un‘URI. 
 Può contenere un numero qualunque di elementi description che forniscono 
informazioni descrittive  sul tModel. 
 Può contenere un numero qualunque di elementi overviewDoc utilizzati per 
contenere i riferimenti a descrizioni remote del tModel. 
 Può contenere l‘elemento identifierBag, riferito al tModel. 
 Può contenere l‘elemento categoryBag, riferito al tModel. 
 Può contenere un numero qualunque di elementi signature che permettono di 





     Il registro UDDI offre un meccanismo standard per classificare, catalogare e gestire i 
WS consentendone così l‘inserimento e la ricerca. Le specifiche UDDI utilizzano il 
protocollo SOAP come contenitore di messaggi di richiesta/risposta e HTTP come 
protocollo di trasporto e descrivono un set di API  utili per interagire con il registro. 
Le API UDDI sono divise nelle sezioni logiche inquiry, publishing, security, custody 
transfer, subscription e value set. Le API  custody transfer, subscription e value set 
non vengono esaminate in questo elaborato.  
Le inquiry API sono utilizzate per ricercare le informazioni contenute in un registro 
UDDI, mentre le publishing API sono utilizzate per aggiungere, aggiornare ed 
eliminare i dati nel registro. Tutte le operazioni svolte dalle API inquiry e publishing 
sono sincrone, il che significa che il consumer dopo aver fatto una richiesta, attende dal 
registro la relativa risposta. 
 




















Figura 33- Modello di interazione tra consumer e UDDI registry 
 
8.5.1- Inquiry  APIs 
 
     L ‘interfaccia inquiry consente al consumer di ricercare le aziende, i servizi, i 
binding e i tModel contenuti nel registro UDDI. 
L‘UDDI inquiry API supporta due pattern principali: il browse pattern e il drill-down 
pattern. Un consumer utilizza il browse pattern (tramite l‘ operazione "find_xx")  per 
ottenere l‘elenco relativo alle voci che soddisfano il criterio di ricerca e  il pattern drill-
down ( tramite l‘operazione ―get_xx‖) per ottenere informazioni più specifiche su 
ciascuna voce richiesta. Ad esempio la funzione find_business permette di ricercare 
tutte le aziende appartenenti a una determinata categoria e la funzione 
get_businessDetail fornisce tutte le informazioni su una specifica azienda scelta tra 
quelle restituite dalla funzione find_business. 
Il pattern browse è usato dalle operazioni find_binding, find_relatedBusinesses, 
find_service, find_tModel e find_business. L‘operazione find_business restituisce un 
elemento businessList, contenente una serie di informazioni (businessKey, name e 
informazioni sui servizi offerti)  per ogni businessEntity che soddisfa i criteri di 
ricerca. I criteri di ricerca sono espressi in termini di categoria dell‘azienda, di 
discoveryURLs, di nome dell‘azienda, di  impronta tecnica del servizio offerto 




dall‘azienda e altri. L‘operazione find_relatedBusinesses è utilizzata per ricercare le 
aziende collegate, tramite rapporti di business, a una specifica azienda il cui 
identificatore è passato come argomento. L‘operazione  find_service restituisce una lista 
di businessService che soddisfano i criteri di ricerca impostati come argomenti 
dell‘operazione. I criteri di ricerca sono espressi in termini di categoria del servizio, di 
businessKey, di impronta tecnica del servizio e altri.  
L‘ operazione find_binding viene utilizzata per ricercare specifici elementi 
bindingTemplate associati a un dato businessService. L‘operazione restituisce un 
elemento, bindingDetail  contenente zero o più elementi bindingTemplate che 
soddisfano i criteri di ricerca impostati come parametri dell‘operazione. L‘ultima 
operazione del pattern browse è la find_tModel che restituisce una lista di elementi 
tModel che soddisfano i criteri di ricerca espressi in termini di nome, di categoria, di 
identifierBag e  altri, impostati nella richiesta. Il pattern drill-down utilizza uno dei 
seguenti metodi: get_businessDetail, get_serviceDetail, get_bindingDetail, 
get_tModelDetail e  get_operationalInfo. L‘operazione get_businessDetail è utilizzata 
per ottenere l‘intera struttura della businessEntity che ha come businessKey quella 
specificata come parametro dell‘operazione.  
L‘operazione get_serviceDetail è utilizzata per ottenere l‘intera struttura della 
businessService avente come serviceKey quella specificata come parametro 
dell‘operazione. L‘operazione get_bindingDetail è utilizzata per ottenere  l‘intera 
struttura del bindingTemplate avente come bindingKey quella specificata come 
parametro dell‘operazione. L‘operazione get_operationalInfo è utilizzata per 
recuperare informazioni operative (ad esempio la data e l‘ora in cui la struttura è stata 
creata o modificata ecc..) relative a una o più entità specificate come parametro 
dell‘operazione attraverso la loro entityKey (identificatori di elementi di tipo  
businessEntity, businessService, bindingTemplate o tModel).  
L‘operazione restituisce un elemento operationalInfos contenente tanti sottoelementi 
operationalInfo con le informazioni desiderate per ogni entità specificata nella 
richiesta.  
Infine l‘operazione get_tModelDetail è utilizzata per ottenere  l‘intera struttura del 








8.5.2- publishing  APIs 
 
     L‘interfaccia publishing consente al consumer di effettuare operazioni di 
inserimento o di aggiornamento delle informazioni contenute all‘interno del registro 
UDDI. Le publishing APIs permettono di salvare, aggiornare ed eliminare le strutture 
dati presenti nel registro UDDI. Le API messe a disposizione dallo standard sono: 
add_publisherAssertions: utilizzata per aggiungere una publisherAssertion
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all‘insieme di Assertions già esistente, delete_binding: usata per rimuovere dal registro 
un bindindTemplate appartenente a un dato businessService, delete_business: usata per 
rimuovere dal registro tutte le informazioni riguardanti una businessEntity, 
delete_publisherAssertions: usata per eliminare specifiche publisherAssertions 
dall‘insieme di publisherAssertions relative a un publisher52, delete_service: usata per 
rimuovere un  businessService dal registro, delete_tModel: usata per rendere un tModel 
non restituibile da un operazione di ricerca find tModel. Resta tuttavia possibile, dopo 
l‘esecuzione della funzione delete_tModel, riferirsi al tModel e accedervi tramite la 
funzionalità get_tModelDetail. Difatti non è possibile eliminare definitivamente un 
tModel dal registro, get_assertionStatusReport: restituisce un resoconto, relativo alle 
publisherAssertions che coinvolgono la businessEntity controllata dal richiedente, 
get_publisherAssertions: usata per ottenere una lista di publisherAssertions associate a 
un dato publisher, get_registeredInfo: usata per ottenere una lista contenente imprese e 
tModel associate a un dato publisher, save_binding: usata per registrare nuovi 
bindingTemplate o aggiornare i dati di quelli esistenti, save_business: usata per 
registrare una nuova businessEntity o aggiornare i dati di una businessEntity esistente, 
save_service:  usata per registrare una nuova businessService o aggiornare i dati di una 
business Service esistente, save_tModel: usata per registrare un nuovo tModel o 
                                                 
51 Oltre agli elementi principali esaminati nei paragrafi precedenti, nello standard UDDI è presente un 
ulteriore elemento publisherAssertion, per il supporto alle interazioni di business. Questo elemento 
permette infatti di creare delle relazioni tra differenti aziende registrate presso il registro UDDI, in 
modo da realizzare una relazione complessa come società controllate, consorzi industriali e altre non 
rappresentabili attraverso singoli elementi businessEntity. La soluzione prevista dallo standard è di 
pubblicare per ogni azienda un elemento descrittivo businessEntity , poi utilizzare l’elemento 
publisherAssertion per pubblicare le relazioni tra le aziende. 
52 Identifica un soggetto i cui dati sono memorizzati nel registro UDDI, che possiede l’autorizzazione 
per manipolare le informazioni relative ai servizi da lui pubblicati. 
 




aggiornare i dati di un tModel esistente e  set_publisherAssertions: usata per salvare 
l‘insieme completo delle publisherAssertions relative a un publisher sostituendo quelle 
esistenti. 
 
8.5.3- security  policy APIs 
 
     Le security APIs sono utilizzate per permettere l‘autenticazione di un consumer che 
intende effettuare una chiamata ad APIs Inquiry, Publication, Custody and Ownership 
Transfer e Subscription. Le APIs  disponibili sono: discard_authToken, usata per 
informare il nodo UDDI che  il token di autenticazione ottenuto precedentemente è da 
ritenersi invalidato e get_authToken, utilizzata per ottenere un token di autenticazione 
dal nodo UDDI. I token di autenticazione possono essere necessari per invocare le APIs  
UDDI. Il funzionamento è semplice, per l‘invocazione di determinate API sono 
necessari dei gettoni di autorizzazione, rappresentati da stringhe di caratteri il cui 












Capitolo 9- Business Process Execution Language  
 
 Web Service rappresentano la soluzione migliore per la realizzazione di una SOA 
su larga scala. La SOA fornisce gli strumenti teorici per gestire l‘interoperabilità tra 
servizi debolmente  accoppiati garantendo flessibilità e creando le condizioni 
necessarie per la loro evoluzione. Nella visione SOA  tali servizi possono essere 
riutilizzati, attraverso la composizione, in una varietà di processi. I WS, attraverso i suoi 
standard fondamentali, SOAP, WSDL e UDDI rendono concreta la visione SOA 
permettendo la scoperta e l‘interazione tra servizi. La descrizione di un Web Service 
offerta da WSDL permette  di definire l‘interfaccia pubblica dei Web Service, 
mostrando le modalità con cui effettuare operazioni con il servizio stesso anche se, nella 
definizione di questa interfaccia manca il concetto di stato, che porta a definire 
l‘interazione con i Web Service come una semplice interazione Client-Server, che rende 
impossibile la creazione di processi di business complessi. Si è quindi resa evidente la 
necessità di mettere a disposizione uno strumento standardizzato che fornisca la 
possibilità di definire variabili che persistano durante l‘invocazione dei servizi al fine di 
ottenere processi complessi a valore aggiunto. La composizione dei Web Service è un 
paradigma che consente di eseguire un workflow
53
 specificando l'ordine di esecuzione 
dei Web Service coinvolti, la distribuzione dei dati, i partner e le relazioni di 
dipendenza tra i partner. Tale collaborazione viene definita ―business process‖. I 
termini ―Orchestration‖ e ―Choreography”  identificano due attività che si occupano 
di descrivere un business process da punti di vista differenti: 
 Orchestration: orchestrazione o coordinamento, descrive il processo di 
business e in particolare la sua logica in termini di flusso di esecuzione 
controllato da una delle parti coinvolte. Definisce le interazioni, costituite da 
scambi di messaggi fra i Web Service coinvolti e stabilisce il loro ordine di 
esecuzione.  
                                                 
53 Automazione di un processo di business durante la quale le informazioni e il controllo passano da 
un partecipante all’ altro per compiere una determinata azione secondo quanto specificato da un 
insieme di regole procedurali ben definite. Un workflow costituisce quindi un flusso di lavoro composto 
da un insieme di attività correlate tra loro. 
I 




 Choreography: coreografia, definisce la sequenza dei messaggi che coinvolge i  
Web service. In tale sequenza viene identificato il ruolo che ogni partner svolge 
all‘interno del processo. Il processo viene descritto a livello collaborativo, 
rappresentando la cooperazione fra i servizi che ne fanno parte. Il sistema di 
coreografia si occupa esclusivamente di tenere traccia delle interazioni avvenute. 
 
La differenza tra le due attività è data dal punto di vista secondo cui viene osservato il 
processo di business. Nell‘orchestrazione (fig. 34) il punto di vista è quello di un 
singolo partner di business, in particolare, il partner che ne detiene il controllo 
(chiamato anche coordinatore); mentre nella coreografia (fig. 35) il punto di vista è 
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Figura 34- Orchestration                                                      Figura 35-Choreography 
 
Il linguaggio Business Process Execution Language for Web Service  (in breve 
BPEL4WS o BPEL) viene riconosciuto come standard per l‘orchestrazione di  Web 
Service. 
 
9.1-  La storia di BPEL 
 
     Il Business Process Execution Language for Web Services (versione 1.0) nasce nel 
giugno 2002 grazie alla collaborazione di  IBM, Microsoft, and BEA . BPEL non è il 
primo linguaggio creato per l‘interazione tra WS. Infatti Microsoft creò nei primi mesi 




del 2000 lo standard XLANG e IBM propose  nel 2001 il Web Services Flow Language 
(WSFL). Esaminiamo brevemente entrambi. Le specifiche di XLANG offrono 
supporto, durante l‘interazione tra Web Service, per il controllo del flusso e utilizzano 
lo standard WSDL per descrivere l‘interfaccia del processo creato dall‘interazione. 
Utilizzando XLANG è possibile specificare un flusso di controllo ed eseguire servizi in 
sequenza, in parallelo o in maniera condizionale. XLANG permette anche una gestione 
delle eccezioni,e supporta le transazioni di lungo termine attraverso l'utilizzo di azioni 
di compensazione. Il WSFL, invece, viene proposto da IBM per descrivere processi di 
business sia pubblici sia privati. Esso definisce sia la sequenza di esecuzione delle 
singole attività all'interno di un processo che lo scambio di dati tra processi. Ogni 
processo WSFL può essere esportato tramite un interfaccia WSDL, consentendo 
composizioni ricorsive. WSFL ha un meccanismo di gestione delle eccezioni ma non è  
in grado di gestire le transazioni. 
Microsoft, IBM e BEA concentrarono  i loro sforzi nella ricerca di fondere le 
caratteristiche migliori dei linguaggi WSFL e XLANG ottenendo come risultato il 
Business Process Execution Language pubblicato nel giugno 2002. Dalla collaborazione 
delle aziende fondatrici di BPEL con SAP e Siebel System nasce  una seconda versione 
del protocollo, la 1.1 che  viene  rilasciata nel marzo del 2003. L‘ Organization for the 
Advancement of Structured Information Standards (OASIS)  standardizza  il linguaggio 
BPEL (versione 2.0) nell‘ aprile 2007. BPEL4WS, sostenuto dall'organismo normativo 
OASIS, si è imposto come standard nella composizione di Web Service ottenendo il 
supporto delle più importanti industrie al mondo. BPEL4WS utilizza il protocollo 
WSDL 1.1 per definire le funzionalità che espone e le funzionalità richieste ai servizi 
interagenti, XML Schema type definitions  1.0 per specificare le strutture dati utilizzate 
dal processo, XPath 1.0 e XSLT 1.0 per la manipolazione dei dati. 
 
9.2-  BPEL  
 
     BPEL è un linguaggio basato su XML che definisce un modello e una grammatica 
per descrivere il comportamento di un business process basato sulle interazioni tra il 
processo e i suoi partner. Il linguaggio WS-BPEL fornisce dei costrutti che permettono 
l'esecuzione delle attività di un processo in modo concorrente o sequenziale, la 
manipolazione dei dati, la gestione del flusso, la gestione delle eccezioni, permettendo 




alle aziende di descrivere processi complessi che coinvolgono partner diversi. Un 
applicazione BPEL, chiamata comunemente processo, rappresenta un nuovo servizio 
composto da vari servizi di livello inferiore, che per essere eseguito necessita di appositi 
engine. Un engine è un interprete che trasforma il ―codice‖ BPEL in operazioni 
eseguibili da un elaboratore. Quindi in sintesi un processo descritto con BPEL è un Web 
Service, che interagisce con l‘esterno tramite interfaccia WSDL, da cui deriva la natura 
ricorsiva di BPEL. Infatti BPEL consente di modellare le collaborazioni tra servizi 
esterni o interni, dove il processo da lui stesso gestito viene visto dall‘esterno come un 
Web Service, e per questo invocabile da un altro processo di business. Un istanza del 
processo di business descritto con BPEL è creata a runtime dall‘interprete (engine) al 
momento in cui il processo viene invocato attraverso il suo file WSDL, e scatena la 
sequenza delle attività e delle interazioni modellate a livello statico. Tuttavia vista 
l‘astrazione di un processo BPEL, l'engine ha bisogno di documenti che gli permettano 
di configurare tutti i dettagli relativi alle interazioni del processo con il mondo esterno. 
Questa fase, che precede l‘esecuzione, prende il nome di fase di deploy.  
 
I concetti su cui si basa BPEL possono essere applicati sia per la creazione di un 
business process Abstract sia per un business process Executable. Un Executable 
business processes specifica i dettagli del business process secondo il paradigma 
Orchestration e può quindi essere eseguito da un engine. Un Abstract business 
processes specifica solo i messaggi scambiati tra i vari partner in gioco, senza includere 
i dettagli del flusso di esecuzione secondo il paradigma Choreography. Gli Abstract 
business processes non possono essere eseguiti. Sebbene BPEL non specifichi nessun 
meccanismo in grado di legare processi eseguibili a processi astratti, la sostanziale 
similitudine dei due modelli  rende ragionevole pensare ai processi astratti come 
modelli per i processi eseguibili. Nel seguente elaborato concentriamo la nostra 
attenzione sui processi Executables. 
 
9.3-  Struttura di un documento BPEL 
 
     Prima di esaminare in dettaglio la struttura di un documento BPEL è bene necessario 
precisare la stretta dipendenza tra BPEL e lo standard WSDL. Le entità con cui un 
processo di business interagisce (i partner) vengono descritte attraverso WSDL e come 




già detto, anche l‘interfaccia esterna di un processo di business viene modellata come 
un servizio WSDL. Grazie all‘utilizzo e all‘estensione mediante l‘aggiunta di nuovi 
elementi del linguaggio WSDL, BPEL rende stateful le conversazioni fra WS, altrimenti 
apolidi. Ad esempio, in un comune scenario, il processo di business descritto con BPEL 
riceve una richiesta per espletare la funzionalità fornita, invoca i servizi necessari a 
espletare il suo compito attraverso la loro descrizione WSDL e una volta ottenuto il 
risultato desiderato, risponde al chiamante originale. Per lo sviluppo di un processo di 
business tramite il Business Process Execution Language è necessaria una buona 
conoscenza dello standard data la relazione tra BPEL e WSDL. Un processo WS-BPEL 
è definito in un documento le cui sezioni principali sono: process, partner Link, 
variables, faultHandlers e correlationSets. La sezione process contiene tutte le altre 
sezioni e la descrizione del comportamento del processo, partnerLink, definisce i 
partner con cui il processo di business può interagire durante l'esecuzione, variables, 
definisce le variabili usate dal processo, provvedendo alla loro definizione in termini di 
tipi di messaggio WSDL, XML Schema type oppure XML Schema elements. Le 
variabili permettono al processo di mantenere informazioni di stato tra scambi di 
messaggi successivi. La sezione faultHandlers specifica le attività da eseguire nel caso 
in cui si verifichino degli errori. La sezione correlationSets specifica le variabili di 




     L‘elemento process è la radice del documento e contiene al suo interno tutti gli altri 
elementi descritti dalla specifica. Gli attributi più significativi dell‘elemento process 
sono il nome del processo di business e una serie di definizioni di namespace utilizzati 
nel documento. All‘interno di process vengono riportate le attività che definiscono il 
flusso di operazioni svolte dal processo. Le attività sono descritte nel paragrafo 9.3.5.  
 
9.3.2- partnerLink  
 
BPEL, come già detto, permette di descrivere relazioni di business tra partner diversi. 
Un partner può essere sia un consumatore di un servizio fornito dal processo di 
business, sia un fornitore di un servizio offerto al processo. Un applicazione BPEL 




riceve chiamate sincrone o asincrone da parte dei clienti (partner) ed effettua chiamate 
agli altri servizi (chiamati anch‘essi partner) per raggiungere lo scopo per il quale il 
servizio di business è stato invocato. I clienti sono modellati come partner sia per 
permettere al processo di business implementato da BPEL di effettuare chiamate di 
callback su di essi per supportare la comunicazione asincrona: un cliente effettua una 
chiamata a una operazione di un servizio di business e il servizio, dopo un certo tempo, 
può
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 effettuare una chiamata di callback fornendo la risposta al cliente; sia per la 
necessità di distinguere i diversi clienti e di offrire loro solo la funzionalità che possono 
utilizzare. Riepilogando i partner di un processo sono: i servizi invocati dal processo, i 
servizi che invocano il processo di business e i servizi che hanno entrambi i ruoli, infatti 
da una parte possono essere invocati dal processo e dall‘altra possono effettuare una 
chiamate di callback per fornire il risultato. 
La realizzazione di queste comunicazioni viene fatta attraverso la definizione di due 
informazioni codificate negli elementi partner Link e partnerLinkType presenti 
rispettivamente nel processo BPEL (il documento eseguibile) e nei documenti WSDL 
esposti dai servizi partner e dal processo BPEL. L‘estendibilità del linguaggio WSDL 
viene utilizzata per inserire, nel documento del servizio coinvolto, l‘elemento 
partnerLinkType che permette l‘interazione dei partner con il processo BPEL. Questo 
elemento modella, a livello astratto, le interazioni tra un servizio e un partner definendo 
i relativi ruoli nella conversazione e specificando le portType WSDL usate da entrambi 
per ricevere i messaggi nel modello di comunicazione asincrono come mostrato in 
figura 36. I due partner coinvolti devono presentare rispettivamente un‘interfaccia 









Figura 36- comunicazione asincrona tra servizi 
                                                 
54 In un processo asincrono, la risposta non è obbligatoria. 





Se è presente la definizione di un solo servizio all‘interno dell‘elemento 
partnerLinkType significa che il servizio invocato è in grado di completare il suo 
compito senza la necessità di effettuare chiamate di callback. La comunicazione tra i 
due servizi è in questo caso sincrona e il risultato viene  ritornato istantaneamente al 
servizio chiamante senza il bisogno di chiamate di callback.  
Nell‘esempio 14, è stato definito un partnerLinkType di nome BuyerSellerLink che 
definisce due ruoli: Buyer e Seller. Il servizio Buyer è disponibile alla portType 
BuyerPortType con prefisso buy mentre il servizio Seller è disponibile alla portType 
SellerPortTypeCallback con prefisso sell.  L‘ultima portType , come si evince dal nome, 
viene utilizzata per l‘operazione di callback. 
< plnk :partnerLinkType name="BuyerSellerLink">
        <plnk:role name="Buyer" portType="buy:BuyerPortType" />
        <plnk:role name="Seller" portType="sell:SellerPortTypeCallback" />
</plnk:partnerLinkType>
Indica il namespace  http://docs.oasis-open.org/wsbpel/2.0/plnktype
Definizione di ruoli, Buyer e Seller
Nome del partner link type
 
Esempio 14- partnerLinkType in modello asincrono 
 
Nel processo BPEL, invece, vengono definiti gli elementi partnerLink che istanziano 
di fatto la comunicazione con i servizi. Per ogni servizio con cui il processo di business 
interagisce deve essere presente uno specifico elemento partnerLink che riferisce uno 
specifico partnerLinkType. Diversi elementi partnerLink possono comunque riferire 
lo stesso partnerLinkType, ad esempio quando un processo di business ha lo stesso 
―rapporto‖ con diversi suoi partner. Ogni elemento partnerLink è figlio dell‘elemento 
partnerLinks e possiede gli attributi: name, myRole, partnerRole e partnerLinkType. 
L‘attributo name identifica il nome del partnerLink, myRole e partnerRole identificano 
rispettivamente il ruolo del processo di business e il ruolo del partner (service o client). 
Nel caso di comunicazione sincrona sarà presente solo un attributo a scelta tra myRole e 




partnerRole. L‘attributo partnerLinkType identifica  attraverso il suo valore il 
particolare elemento partnerLinkType riferito dall‘elemento partnerLink. 
Una volta definita questa corrispondenza, BPEL si occupa di utilizzare alcuni costrutti 




     Per creare un processo di business complesso, come già detto in precedenza 
l‘interazione tra i servizi invocati deve seguire un modello stateful. Lo stato di un 
business process è definito sia dai messaggi sia esso scambia con i partner, che dalle 
variabili interne usate dal processo.  
Per mantenere lo stato del processo, BPEL utilizza elementi chiamati variable.  
Gli elementi variable, distinti l‘uni dagli altri dall‘attributo name che ne specifica il 
nome,  sono figli dell‘elemento variable e sono usati per contenere i messaggi 
scambiati tra i servizi oppure per contenere i dati interni utili al processo. I tipi di dati 
predefiniti che BPEL permette di assegnare a un elemento variable sono: un WSDL 
message, un element di XML Schema o un tipo di dato semplice di XML Schema. 
Difatti, l‘elemento variable possiede gli attributi  messageType, element e type. 
L‘attributo messageType permette di assegnare a una variabile un message WSDL, 
l‘attributo element permette di riferirsi a un elemento XSD e l‘attributo type può essere 
utilizzato per assegnare alla variabile un tipo semplice di XSD, come ad esempio una 
stringa o un intero. Per ogni variabile definita deve essere presente solo un attributo tra 
quelli discussi sopra. Le variabili vengono utilizzate nelle attività come contenitori per i 
dati inviati o ritornati dai Web Service. Le attività sono descritte nel paragrafo 9.3.5. 
 
9.3.4- Fault Handlers  
 
     Un processo di business creato con BPEL può interagire con i suoi partner attraverso 
l‘invocazione delle operazioni messe a disposizione da essi. L‘invocazione di queste 
operazioni può comportare degli errori (fault) che devono essere gestiti e segnalati dal 
processo creato con BPEL.  Le situazioni in cui possono verificarsi degli errori sono 
molteplici, ad esempio l‘invocazione di un operazione sincrona può restituire un 
messaggio di errore WSDL che si traduce in un errore BPEL, oppure BPEL può 




attraverso l‘elemento throw generare un errore interno oppure altri errori possono 
verificarsi durante la comunicazione tra i servizi ecc.. . 
BPEL gestisce gli errori attraverso i fault handlers (gestori di errore) rappresentati 
dall‘elemento faultHandlers. All‘interno di questo elemento sono presenti le attività da 
compiere in caso di errore. Gli elementi faultHandlers devono essere posti dopo gli 
elementi partnerLink e variable ma prima delle attività (vedi paragrafo 9.3.5). 
All‘interno dell‘elemento faultHandlers possono essere presenti un numero qualunque 
di elementi catch e al più un elemento catchAll. L‘elemento catch è utilizzato per 
gestire un particolare tipo di errore, mentre l‘elemento catchAll gestisce tutti gli errori 
non catturati e non gestiti dagli elementi catch. All‘interno di ogni elemento catch o 
catchAll sono riportate le attività da svolgere per la gestione del particolare errore. 
L‘elemento catch possiede gli attributi faultName e faultVariable (opzionale) che 
rispettivamente indicano il nome dell‘errore da gestire e il riferimento alla variabile che 
può contenere dati associati con il fault.    
          
9.3.5- attività 
 
     All‘interno di process, oltre alle sezioni elencate nei paragrafi precedenti, troviamo 
l‘elemento sequence che contiene il flusso delle operazioni che caratterizzano il 
processo di business. Infatti i processi eseguibili da BPEL altro non sono che 
l‘espressione, sotto forma di diagramma di flusso, di un algoritmo dove ogni passo del 
processo è rappresentato da un elemento XML che caratterizza un‘attività. Le attività 
previste dalle specifiche sono: receive, reply, invoke, assign, throw, exit, wait, empty, 
sequence, if, while, repeatUntil, forEach, pick, flow, scope, compensate, validate, 
compensateScope, rethrow  ed extensionActivity.  
Ogni attività di base possiede attributi e sottoelementi utilizzati per specificare le 
proprietà. In questo elaborato vengono esaminati solo gli elementi principali invoke, 
receive e reply fornendo solo una descrizione degli altri elementi. L‘attività invoke 
permette al processo di business di contattare un Web Service (partner) per 
l‘invocazione di un operazione. L‘operazione invocata può seguire il modello di 
comunicazione one-way (asincrona) o request-response (sincrona). Nel secondo caso il 
client si blocca in attesa della risposta da parte del processo invocato. Invece nel primo 




caso è necessario utilizzare un costrutto (receive, analizzato in seguito) per recuperare 
la risposta.  
In tabella 15 sono riportati gli attributi più significativi dell‘elemento invoke:  
 
Attributo Descrizione 
partnerLink Questo  attributo contiene il nome del partnerLink del servizio, partner su 
cui invocare l‘operazione  
portType Attributo opzionale usato per indicare il portType del servizio partner 
operation Indica l‘operazione del partner service da invocare  
inputVariable Indica il messaggio di input dell‘operazione invocata. Riferisce un elemento 
variable con attributo messageType. 
outputVariable Indica l‘elemento variable utilizzato per il risultato della chiamata 
Tabella 15- attributi di Invoke 
 
Le invocazioni one-way richiedono solo l'utilizzo dell‘attributo inputVariable in quanto 
non è attesa una risposta da parte del Web Service invocato. In caso di invocazione 
request-response, sono richiesti sia l'attributo inputVariable, che l'attributo 
outputVariable. L‘elemento invoke permette inoltre la gestione diretta dei fault, con 
notevoli vantaggi di efficienza, grazie ai sottoelementi catch e catchAll. Il significato di 
tali elementi è stato descritto nel paragrafo 9.3.4. 
L‘attività receive permette a un business process di attendere un messaggio di richiesta 
da parte di un client. In quest‘ottica, il processo di business è visto come un fornitore di 
servizi in attesa di essere invocato. L‘attività si conclude con l‘arrivo della richiesta. 
L‘attività receive ha un ruolo importante nel ciclo di vita del processo di business. Il 
modello di ciclo di vita dei processi è un modello a istanze, cioè un client interagisce 
sempre con una specifica istanza di un processo. Uno dei modi per avviare un‘istanza di 
un processo è quello di definire un‘attività receive (l‘altra è utilizzare l‘attività pick), di 
impostare il suo attributo createInstance a ―yes‖ e di attendere l‘arrivo del messaggio di 
richiesta da parte del client. Il ciclo di vita di un istanza del processo inizia con la 
creazione dell‘istanza e termina con il completamento della sua logica di business o con 
l‘interruzione forzata dell‘istanza del processo a causa di un errore. È possibile avere 
più di una attività receive, con createInstance impostato a ―yes‖. In questo caso, la 
prima attività invocata, crea l‘istanza del processo. In figura 16 sono riportati gli 
attributi più significativi dell‘elemento receive. 





partnerLink Identifica il ruolo da utilizzare per la ricezione del messaggio 
portType Identifica la portType del processo in attesa di ricevere il messaggio di 
richiesta del partner 
operation Identifica l‘operazione delegata alla ricezione della richiesta 
variable Identifica l‘elemento variable utilizzato per memorizzare la richiesta  
createInstance Attributo che può assumere valore ―yes‖ o ―no‖ 
  
messageExchange           
Attributo opzionale utilizzato per associare una attività reply 
(analizzata in seguito) a un attività receive  
Tabella- 16 attributi di receive 
 
L'attività reply è usata dal processo di business per fornire il risultato dell‘elaborazione 
al client in una comunicazione sincrona. Ogni reply quindi deve essere preceduta  dalla 
corrispondente receive.  Quest‘attività non viene utilizzata per rispondere a operazioni 
asincrone dove l‘unico modo per fornire risposte è quello di invocare una funzione 
sull‘interfaccia del partner utilizzando l‘attività invoke.  
In tabella 17 sono riportati gli attributi più significativi dell‘elemento reply 
accompagnati dalla loro descrizione. 
 
Attributo Descrizione 
partnerLink Identifica lo stesso partnerLink usato nell‘elemento receive 
portType Identifica lo stesso portType usato nell‘elemento receive 
operation Identifica la stessa operazione usata nell‘elemento receive 
variable Identifica l‘elemento variable contenente il risultato dell‘operazione 
Tabella 17- attributi di reply 
              
Vediamo brevemente le altre attività messe a disposizione da Bpel. 
L‘attività assign consente di copiare dati di tipo compatibili da una variabile a un‘altra e 
tramite espressioni X-Path è possibile inoltre costruire e inserire nuovi dati. L‘attività 
validate è utilizzata per validare il valore degli elementi variable confrontandoli con il 
documento WSDL o l‘XML schema associato, l‘attività throw è utilizzata per generare 
un‘eccezione interna che necessita di essere gestita da un processo di business, wait 
permette a un processo di specificare un ritardo o di eseguire un attività a un preciso 
istante di tempo, l'attività empty non effettua nessuna operazione, viene utilizzata per 
sincronizzare le attività concorrenti, l'attività exit permette di interrompere il processo 




di business prima che sia terminata l‘esecuzione delle sue attività. L‘attività sequence è 
utilizzata per definire una collezione di attività da eseguire in sequenza; le attività if, 
while, repeatUntil e forEach sono incaricate di regolare il flusso di esecuzione, 
l‘attività pick è utilizzata per attendere l'arrivo di un messaggio tra un insieme di 
messaggi possibili. Se uno di questi viene ricevuto l'attività a esso associata viene 
eseguita. L‘attività flow è utilizzata per eseguire le attività indicate in modo 
concorrente. L‘attività scope permette di definire un contesto che raggruppa le attività 
ivi contenute. In un contesto è possibile definire variabili, gestori di eccezioni, 
partnerLink e altri elementi o sezioni specifiche per quel particolare contesto. Tutti gli 
elementi definiti all‘interno dell‘elemento scope sono visibili solo agli elementi ivi 
contenuti. Utilizzando diversi scope è possibile costruire un processo di business 
complesso in modo gerarchico dove ogni livello è costituito da una serie di attività 
collegate appartenenti a un elemento scope. La suddivisione del processo di business in 
parti separate consente una migliore leggibilità e comprensibilità del codice e offre la 
possibilità di avere gestori di fault specifici per ogni contesto. L‘attività compensate è 
usata per annullare l‘effetto di attività già terminate. L‘attività compensateScope è 
usata per iniziare una compensazione in un particolare elemento scope le cui attività 
sono state completate con successo. Per la gestione di queste due attività esiste un 
apposito elemento compensationHandler che specifica la logica per effettuare la 
compensazione della/e attività. L‘attività extensionActivity permette di creare nuove 
attività e l‘attività rethrow  passa la gestione di un errore (precedentemente segnalato) 




     La creazione di una comunicazione stateful tra i partner e il business process 
richiede che i messaggi inviati dallo stesso partner siano diretti alla stessa istanza del 
processo di business. Infatti quando una istanza del processo di business invoca un 
Web Service in modalità asincrona, rimane in attesa della ricezione del messaggio di 
ritorno. In ogni momento possono essere però attive più istanze di uno stesso processo 
di business, si pone quindi il problema di determinare a quale istanza fra quelle attive 
debba essere recapito il messaggio di risposta. L‘elemento correlationSet, presente nel 
documento BPEL viene utilizzato per capire qual è l‘istanza del processo di business in 




esecuzione a cui è destinato il messaggio. Prima di analizzare la struttura dell‘elemento 
correlationSet è opportuno introdurre il concetto di property. L‘idea è quella di 
assegnare a una parte del messaggio, inviato al processo di business, il compito di 
identificare l‘istanza di BPEL destinata alla gestione. Una property è costituita da un 
attributo name e un attributo type che rispettivamente indicano il nome e il tipo (scelto 
tra i tipi semplici di XML Schema) della property. Un esempio di property può essere 
l‘identificativo di un utente, con name=‖customID‖ e type=‖string‖. L‘elemento 
property è tuttavia un elemento astratto, la cui presenza nei messaggi va 
opportunamente dichiarata. WSDL definisce un oggetto propertyAlias, che rappresenta 
la relazione tra la property stessa e i campi dati contenuti nel messaggio considerato. 
Per poter assegnare a una property i valori che la caratterizzano è necessario utilizzare 
l‘elemento propertyAlias. Un propertyAlias specifica il nome della property a cui si 
riferisce tramite l‘attributo propertyName, il nome del messaggio da analizzare tramite 
l‘attributo messageType, la parte del messaggio associata alla proprietà tramite 
l‘attributo part, e infine la query XPATH per raggiungere il valore desiderato all‘interno 
del messaggio tramite l‘attributo query.  Per ogni property deve essere effettuata una 
definizione di propertyAlias per ogni tipo di messaggio WSDL contenente quella 
property.  L‘insieme di proprietà, presenti nei messaggi scambiati tra i partner e 
utilizzate per la correlazione è chiamato correlation set ed è rappresentato in BPEL 
attraverso l‘elemento correlationSet. L‘insieme delle properties a cui un elemento 
correlationSet fa riferimento deve essere inizializzato prima di un suo utilizzo. In una 
conversazione multi-partner, colui che inizia lo scambio di messaggi, e che quindi crea i 
valori delle properties viene detto initiator. I correlationSet vengono inizializzati 
durante le attività receive, reply, invoke o pick. È importante notare che l‘elemento 
correlationSet rappresenta la chiave identificativa di un‘istanza, quindi deve essere 
immutabile durante tutto il corso del processo. Un correlationSet è composto da due 
attributi, name e properties che indicano rispettivamente  il nome del correlationSet e 
le property necessarie per identificare la conversazione.  
Dopo l‘inizializzazione dell‘elemento i messaggi successivi inviati dal partner al 
business process devono avere gli stessi valori delle proprietà impostate nell‘elemento 
correlationSet. Se durante l'interazione viene ricevuto un messaggio in cui valori delle 
proprietà sono diverse da quelle attese viene lanciata un'eccezione.  
Per specificare quale correlationSet, e quindi quale istanza di processo occorre 
utilizzare come sottoelemento delle attività  invoke, receive, reply e pick, viene 




utilizzato l‘elemento correlation. L‘elemento correlation possiede gli attributi set, 
initiate (opzionale) e pattern (solo per l‘attività invoke). L‘attributo name specifica il 
nome del correlationSet  e initiate indica se l'insieme di correlazione deve essere 
inizializzato. Il valore predefinito dell'attributo è ―no‖. Quando usiamo la correlazione 
con l'attività invoke, dobbiamo anche specificare l‘attributo pattern che indica  se la 
























Capitolo 10- Realizzazione del software di gestione 
 
a realizzazione del prodotto software, oggetto di esame è nata dalla volontà di 
creare un sistema in grado di sopperire alle carenze degli attuali sistemi di 
gestione. In particolare tale progetto fornisce uno strumento capace di gestire in 
maniera automatizzata e centralizzata le promozioni commerciali dei negozi diretti dalla 
McArthurGlen, una delle più grandi catene di Outlet Village al mondo, che basa tale 
gestione sull‘utilizzo di un meccanismo inefficace. Nello specifico il prodotto realizzato 
ha lo scopo di creare un portale utilizzabile sia dai negozi degli Outlet Village della 
McArthurGlen per inserire le proprie offerte promozionali sia dagli stessi utenti  per 
prendere visione delle promozioni presenti nei vari OutletVillage. 
 
10.1-  Prospettive del prodotto 
 
     Il sistema realizzato mette in pratica i principali concetti del mondo dei WS grazie ad 
un servizio di memorizzazione, di ricerca e d‘invio d‘informazioni promozionali a 
carattere commerciale. Tale applicazione prende il nome di sistema informativo 
promozioni commerciali (in breve S.I.P.C) ed è pensata al fine di offrire  un servizio 
usufruibile sia dai clienti (nella sua prima versione, separato e indipendente dai software 
di CRM proprietari ) che dai commercianti di un outlet village
55
, ma non solo 
all‘occorrenza può essere impiegata anche nei centri commerciali e adattata a molteplici 
esigenze di business. 
 
10.2-  Contesto applicativo 
 
     Prima di addentrarci nell‘analisi della struttura del sistema è bene soffermarsi sul 
contesto per il quale l‘applicazione è stata pensata e creata, il cui intento è quello di 
realizzare uno strumento in grado di portare vantaggi consistenti in termini di aumento 
della soddisfazione dei clienti e dunque di benefici economici per gli stessi venditori. 
                                                 
55 Complesso commerciale di grandi dimensioni dove risiedono un numero considerevole di negozi. 
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Negli Outlet Village, coesistono un numero considerevole di negozi di vario genere e 
qualità, dove è possibile trovare le categorie relative all‘abbigliamento casual, bambino, 
uomo, donna, in pelle, agli articoli sportivi, agli accessori, agli articoli per la casa e da 
regalo, alle calzature, alla profumeria e cosmesi, alla gioielleria, all‘elettronica e altro.  
Esempi di outlet sono Barberino Designer Outlet a Firenze che  gestisce al suo interno 
più di 100 negozi e Serravalle Designer Outlet  a Serravalle Scrivia che ha un 
complesso con 180 negozi delle migliori marche nel campo della moda, 
dell'abbigliamento sportivo, degli accessori, dell'arredo casa e dei cosmetici. Gli Outlet 
Village italiani sono gestiti dalla McArthurGlen. La McArthurGlen è leader in Europa 
nello sviluppo e nella gestione di Designer Outlet Center. Attualmente i Designer Outlet 
Center di McArthurGlen sono 17, dislocati tra Regno Unito ed Europa, occupano un 
totale di 400.000 m2 di superficie di vendita e ospitano più di 1.800 negozi relativi a 
750 grandi marchi, in grado di attrarre ogni anno oltre 70 milioni di visitatori. In figura 
37 vengono riportati, indicati da punti gialli gli Outlet Village già presenti in Italia e 
quelli contrassegnati da punti rossi gli outlet in prossima apertura. 
 
 
Figura 37- Outlet Village italiani 
 
10.3-  Descrizione del sistema attuale 
 
     Ogni outlet gestito da McArthurGlen possiede un sito web contenente indicazioni di 
carattere informativo su come raggiungere l‘outlet, sui negozi presenti, su una breve 
descrizione della location, sui contatti e altro. È  inoltre presente una pagina web (una 
per ogni outlet) riservata alle vendite promozionali (sconti, offerte ecc..) che i negozi 




propongono ai propri clienti. In realtà nella suddetta pagina vengono riportate solo le 
promozioni generiche (ad esempio lo sconto medio) applicate dal negozio oppure in 
casi eccezionali è possibile scaricare un file PDF  contenente una descrizione dettagliata 
delle offerte, anche se tali pagine molto spesso comprendono solo informazioni 
riguardanti eventi particolari come l‘apertura di nuovi negozi. Un altro aspetto 
interessante che merita attenzione  è il numero di promozioni che è possibile trovare 
nella suddetta pagina. Si contano in base ad una media stimata 130 negozi disponibili 
per ogni outlet village. Il numero di promozioni presenti in media in ciascun outlet non 
supera le otto unità. Un numero veramente irrisorio se si pensa alle effettive promozioni 
conoscibili dal cliente mediante la visita del negozio. La causa di questo dipende da un 
meccanismo inefficiente di gestione delle promozioni, infatti, come comunicato 
dall‘ufficio marketing del gruppo McArthurGlen, l‘inserimento di una promozione 
speciale segue un iter complicato e poco funzionale. Il negozio che vuole inserire 
un‘offerta speciale deve comunicare la promozione via e-mail all‘ufficio marketing che 
sempre tramite e-mail comunica al gestore del sito la necessità d‘inserimento di una  
nuova promozione. È  da premettere che il cliente, che visita questi outlet village, è 
interessato a scoprire tutte le promozioni offerte dai diversi negozi visto che questi 
villaggi commerciali nascono con l‘intento di attirare un ingente numero di persone 
grazie alla possibilità di trovare prodotti di alta qualità, o meglio alla moda, a prezzi 
vantaggiosi rispetto al costo che gli stessi articoli hanno nei negozi ―normali‖ presenti in 
ogni città. Tali villaggi rappresentano una piacevole attrazione  per tutti coloro che 
amano lo shopping perché il desiderio del cliente che si reca a un outlet village è quello 
di acquistare l‘articolo voluto a un prezzo ritenuto conveniente evitando  così di dover 
passare in rassegna tutti i negozi di una particolare categoria al fine di trovare quello 
con la promozione più alta. Si è visto come le funzionalità messe a disposizione dai vari 
portali degli outlet village non consentano di fare ciò. 
 
10.4-  La soluzione proposta 
 
     Com‘è possibile individuare un negozio con tute sportive scontate se non esiste un 
adeguato sistema che consenta l‘inserimento della promozione per il fornitore e la 
relativa ricerca per il cliente? Com‘è possibile decidere se è più conveniente visitare il 
negozio di Gucci o di D&G per effettuare un regalo di Natale senza conoscere le 




promozioni presenti all‘interno? La risposta a queste domande è ottenibile attraverso 
l‘impiego di un servizio, che sia in grado di mostrare le promozioni in corso, 
adoperabile dal cliente  tramite internet standosene comodamente seduto sul divano di  
casa davanti  al PC oppure utilizzabile una volta arrivato all‘Outlet Village.  
L‘utente potrà così ottenere risposte concrete alle proprie domande, concentrando la sua 
attenzione e quindi il suo tempo nei negozi da lui ritenuti più proficui in base alle sue 
esigenze. Ora resta da capire come il cliente possa ricevere le promozioni presenti nei 
negozi una volta arrivato all‘Outlet Village. I ―vecchi‖ e ―tradizionali‖ volantini con 
stampate le offerte commerciali non costituiscono la soluzione più vantaggiosa sia da un 
punto di vista pratico che  economico. Difatti i volantini crescono in numero e in 
dimensione in maniera proporzionale alla quantità e alla natura di promozioni presenti, 
hanno un costo unitario che moltiplicato per il numero di persone, che in un anno 
visitano in media l‘outlet village, non risulta essere irrisorio, devono essere stampati a 
ogni nuova offerta promozionale e non possono essere diversificati in base alle 
esigenze, ai gusti e agli interessi del singolo cliente. La soluzione tecnologica più 
vantaggiosa, in termini sia di praticità sia di facilità d‘uso, ai problemi sopra esposti, 
deve consentire di visualizzare le promozioni relative alle richieste effettuate dal 
particolare cliente direttamente sul suo telefono cellulare, posseduto oramai da qualsiasi 
visitatore. Il compito dell‘applicazione realizzata consiste  quindi nel ―guidare‖ il 
cliente verso la scelta dei negozi di proprio interesse sulla base di una previa 
valutazione delle promozioni più vantaggiose. Le due modalità di utilizzo 
dell‘applicazione (nella versione attuale) sono la visualizzazione tramite internet e la 
visualizzazione tramite dispositivo mobile dotato di connessione Bluetooth. 
 
10.5-  Funzionamento generale dell’applicazione 
 
     Vediamo  a grandi linee il funzionamento dell‘applicazione. Il funzionamento 
completo verrà analizzato nei capitoli successivi di questo elaborato. Le diverse aziende 
del complesso commerciale potranno, previa registrazione attraverso il punto di accesso 
dell‘applicazione chiamato portale, inserire le proprie promozioni commerciali. 
Chiameremo il portale con la sigla S.I.P.C (sistema informativo promozioni 
commerciali). Il cliente utilizzando un semplice browser collegato a internet, potrà 
effettuare la ricerca delle promozioni attraverso i possibili criteri di ricerca, e potrà 




ottenere come risultato il negozio o la lista di negozi che effettuano le promozioni 
relative ai criteri specificati accompagnate dalla corrispondente offerta.  Per l‘utilizzo 
del sistema, da parte del cliente, non è prevista nessuna operazione di registrazione. 
Inoltre il cliente che si trova all‘interno del complesso commerciale potrà, attraverso  
l‘utilizzo di un dispositivo mobile, effettuare ricerche e ricevere i corrispondenti risultati 
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Figura 38- Interazione con il S.I.P.C 
 
I negozi o la lista di negozi visualizzati dal cliente attraverso il browser oppure tramite il 
cellulare saranno selezionati dal sistema in base ai criteri di ricerca impostati. Le 
categorie definite per la classificazione dei negozi dal gruppo McArthurGlen sono: 
abbigliamento bambino, abbigliamento casual, abbigliamento e accessori donna, 
abbigliamento e accessori uomo, abbigliamento e articoli sportivi, abbigliamento mare e 
accessori, abbigliamento tecnico-casual, articoli per la casa da regalo e accessori, 
calzature pelletteria e accessori uomo-donna, cioccolateria e dolciumi, elettronica, 
intimo, pelletteria e accessori, pelletteria e calzature, ristorazione, valigeria e accessori. 
Per rendere efficiente l‘operazione di ricerca sono state individuate due categorie, la 
categoria principale e la categoria dettagliata. La categoria principale raggruppa una 




serie di articoli differenti, mentre la categoria dettagliata  indica  un determinato tipo di 
articolo. Vediamo gli elementi della categoria principale: 
 Uomo: abbigliamento  
 Donna: abbigliamento 
 Bambino: abbigliamento  
 Bambina: abbigliamento  
 Uomo: accessori  
 Donna: accessori 
 Uomo: scarpe  
 Donna: scarpe  
 Bambino e Bambina: scarpe  
 Varie  
 
Ognuna delle categorie principali elencate sopra contiene  una serie di elementi, 
rappresentanti la categoria dettagliata, che descrivono, nello specifico, gli articoli 
presenti nella categoria principale. Gli elementi relativi alla categoria dettagliata 
differiscono  a seconda della categoria principale selezionata. Riportiamo, a titolo 
d‘esempio, gli elementi della categoria dettagliata relativi alla categoria principale  
Uomo: abbigliamento (vista sopra): 
 abbigliamento classico 
 abbigliamento per lo sport 
 camicie 







 costumi da bagno 
 altro abbigliamento 
 




Non saranno previste ricerche multiple (riferite a più categorie principali o dettagliate) e 
non verrà mantenuta nessuna informazione persistente sulle ricerche effettuate dal 
cliente. È da notare che nessuna delle due categorie (principale e dettagliata) è 
obbligatoria ai fini della ricerca. Difatti il processo di ricerca delle promozioni avrà 
come unico parametro d‘ingresso obbligatorio il nome dell‘outlet sul quale si vuole 
effettuare la ricerca. Inoltre non si potrà selezionare una categoria dettagliata senza una 
prima preselezione riguardante la categoria generale. Nel caso in cui non venga 
specificata la categoria principale verranno mostrate tutte le promozioni presenti 
nell‘outlet village selezionato. Nel caso in cui venga selezionata la categoria principale 
verranno visualizzate solo le promozioni relative alla categoria indicata (ad esempio: 
sconto del 30% su tutto l‘abbigliamento uomo) ed infine  nel caso in cui venga 
selezionata, oltre alla  categoria principale, anche la categoria dettagliata, verranno 
mostrate tutte le promozioni commerciali specifiche presenti. In realtà il risultato della 
ricerca non conterrà direttamente le promozioni commerciali che soddisfano i criteri di 
ricerca inseriti, ma comprenderà una lista di negozi che effettuano tali promozioni e a 
seconda del negozio selezionato dal cliente, verranno mostrate tutte le suddette 
promozioni relative a quel negozio accompagnate da brevi informazioni. 
Quest‘ approccio ha come scopo quello di  evitare che il cliente debba visualizzare una 
lista di promozioni diverse dove marchi o griffe, relative a differenti negozi, si 
intrecciano. La differenziazione per negozi, e quindi per marchi, dà la possibilità al 
cliente di visualizzare tutte le offerte (corrispondenti ai criteri specificati) riguardanti il 
negozio o i negozi  preferiti.  
Per ogni risultato che soddisfa i criteri di ricerca impostati dall‘utente verranno 
visualizzate le seguenti informazioni: 
 Il nome del negozio 
 Il numero identificativo della locazione56 
 Il logo identificativo del negozio  
 
Selezionando uno specifico negozio verranno visualizzate le seguenti informazioni: 
 La categoria principale 
                                                 
56 Ogni negozio dell’ outlet village ha un numero identificativo che permette una facile localizzazione 
all’interno del complesso commerciale. Cartelli posti in svariati punti all’interno del complesso 
permettono di individuare velocemente la posizione del negozio. 




 La categoria dettagliata 
 La descrizione della promozione 
 La data d‘inizio promozione 
 La data di fine promozione 
 Un‘immagine del prodotto in promozione 
            
Le informazioni promozionali verranno inserite nel sistema direttamente dal negozio 
promotore (in particolare da un commesso, da un direttore o dal responsabile delle 
promozioni che da ora in avanti chiameremo con il termine ShopKeeper) che previa 
registrazione e successiva identificazione potrà inserire un numero qualsiasi di 
promozioni commerciali per il negozio da lui ―gestito.  
Le informazioni che lo ShopKeeper dovrà inserire nel sistema per pubblicizzare la sua 
offerta commerciale sono: 
 Data d‘inizio della promozione  
 Data di fine della promozione    
 Categoria principale 
 Categoria dettagliata (opzionale) 
 Immagine del prodotto e della categoria in offerta (opzionale) 
 Una descrizione della promozione  
 
Si ricorda che la categoria dettagliata non è obbligatoria in quanto può essere inserita 
una promozione generica. Inoltre  verranno inserite automaticamente dal sistema anche 
l‘identificatore del negozio che effettua la promozione, il nome del negozio, il nome 
dell‘outlet village e il numero di localizzazione. Tali informazioni vengono fornite dal 
negozio in questione durante il processo di registrazione.  
Lo ShopKeeper potrà inoltre una volta loggato nel sistema, modificare alcune 
informazioni relative al negozio da lui ―gestito‖.  




 Logo del negozio 




Inoltre lo ShopKeeper potrà visualizzare le offerte commerciali da lui inserite e attive. 
La ricerca delle proprie offerte memorizzate nel sistema potrà avvenire in due modi 
diversi: il primo ricerca le promozioni  per categoria principale o per categoria 
principale e dettagliata,  il secondo cerca le offerte che, durante la giornata, terminano il 
loro periodo di validità. Ricordiamo che nel primo caso se non viene specificata la 
categoria principale verranno mostrate allo ShopKeeper tutte le sue offerte valide.  
Entrambe le ricerche mostreranno allo ShopKeeper, per ogni offerta che soddisfa i 
criteri di ricerca specificati, le seguenti informazioni: 
 
 La categoria principale 
 La categoria dettagliata 
 La descrizione della promozione 
 La data d‘inizio della promozione 
 La data di fine della promozione 
 Immagine del prodotto o della categoria in offerta 
 
Dalla pagina risultato della ricerca lo Shopkeeper potrà inoltre eliminare (ad esempio in 
caso di esaurimento delle scorte del prodotto o della serie di prodotti in offerta) o 
modificare un‘offerta. La modifica di un offerta commerciale permetterà allo 
ShopKeeper di prolungare la data di fine promozione, di modificare la descrizione 
dell‘offerta (utile ad esempio negli ultimi giorni di promozione per aumentare la 
percentuale di  saldo) e di modificare l‘immagine della promozione. 
Vediamo ora quali informazioni lo ShopKeeper dovrà inserire al momento della 
registrazione nel sistema: 
 
 Il nome del negozio 
 Il nome dell‘ Outlet Village 
 Il numero identificativo della locazione 
 L‘identificatore del negozio 
 Username ShopKeeper 
 Password ShopKeeper 
 L ‗ E-mail  
 Il logo del negozio (opzionale) 




L‘identificatore del negozio deve essere conosciuto dallo ShopKeeper al momento della 
registrazione. Per evitare che si verifichino registrazioni non autorizzate il S.I.P.C deve 
fornire il numero di identificatore con il quale il negozio può registrarsi, per vie esterne 
al portale, tramite e-mail, tramite comunicati ecc..  








Capitolo 11- Diagramma dei casi d’uso 
 
i seguito è riportato il diagramma dei casi d‘uso previsti per l‘applicazione, 





Figura 39- diagramma dei casi d'uso 
D 




11.1- Dettaglio dei casi d’uso dello ShopKeeper 
 
     Riportiamo ora in dettaglio i vari casi d‘uso dello ShopKeeper per meglio 
comprendere le funzioni del nostro sistema.  
 
Caso d’uso LogIn 
Use Case ID 1 
Super Use Case  
Brief 
Description 
Lo ShopKeeper effettua il login al sistema 
Primary Actor ShopKeeper 
Preconditions Lo ShopKeeper non è loggato al sistema 
Main flow 1 il caso d'uso inizia quando lo ShopKeeper seleziona login 
2 il sistema chiede l’ username e la password allo ShopKeeper 
3 lo ShopKeeper inserisce la propria username e password 
4 il sistema effettua la ricerca nel database degli ShopKeeper 
5 IF (il sistema riconosce lo ShopKeeper ) 
5.1 il sistema permette l'accesso al sistema 
5.2 ELSE il sistema visualizza un messaggio di errore e richiede allo 
ShopKeeper di inserire nuovamente l’username e la password 
Post-conditions Lo ShopKeeper si è autenticato nel sistema 
Tabella 18- caso d’uso Login ShopKeeper 
 
Caso d'uso Registrazione  
Use Case ID 2  
Super Use Case  
Brief 
Description 
Lo ShopKeeper effettua la registrazione al sistema  
Primary Actor Lo ShopKeeper 
Preconditions Lo ShopKeeper non è loggato al sistema  
Main flow 1 il caso d'uso inizia quando lo ShopKeeper  seleziona "registrazione"  
2 il sistema chiede di inserire i dati necessari allo ShopKeeper 
3 il cliente inserisce: il nome del negozio,il logo identificativo del 
negozio (opzionale),  l’ username,la password, la locazione,il nome 
dell’outlet village dove risiede il negozio,l’ e-mail e l’identificatore 
4 WHILE ci sono informazioni mancanti  
4.1 il sistema chiede allo ShopKeeper di inserire i campi mancanti 
 
5 IF (non ci sono altri utenti registrati con l’username e/o l’identificatore   
specificato dallo ShopKeeper)  




5.1 il sistema memorizza i dati dello ShopKeeper nel sistema 
5.2 ELSE il sistema chiede allo ShopKeeper di inserire un nuovo 
username  e/o un nuovo identificatore 
  
Post-conditions Lo ShopKeeper e quindi il negozio da lui “gestito” è stato registrato nel 
sistema  
Tabella 19- caso d’uso registrazione ShopKeeper 
 
Caso d'uso InserisciOffertaCommerciale 
Use Case ID 3 
Super Use Case  
Brief 
Description 
Lo ShopKeeper aggiunge un offerta commerciale 
Primary Actor Lo ShopKeeper 
Preconditions Lo ShopKeeper è loggato al sistema  
Main flow   1 il caso d'uso inizia quando lo ShopKeeper seleziona "inserisci offerta"  
 
   2 il sistema chiede allo Shopkeeper di inserire la data di inizio   
   promozione, la data di fine promozione, la categoria principale, la   
   categoria dettagliata (opzionale), l’immagine del prodotto o della  
   categoria in offerta (opzionale) e la descrizione 
          
  3 lo ShopKeeper inserisce le informazioni richieste 
 
  4 IF (la data di inizio o la data di fine promozione sono superiori alla data  
  odierna) 
 
  4.1 il sistema effettua la registrazione dell’offerta 
 
  4.2 il sistema memorizza un identificatore univoco per l’offerta 
              
  4.3 ELSE il sistema segnala l’errore allo ShopKeeper  
              
  5 il sistema conferma l'avvenuto inserimento della promozione 
Post-conditions una nuova promozione è stata inserita nel sistema 
Tabella 20- caso d’uso  inserimento offerta commerciale 
 
Caso d'uso VisualizzaOfferteCommercialiAttive 
Use Case ID 4 
Super Use Case  
Brief 
Description 
Lo ShopKeeper visualizza le offerte commerciali attive relative al 
negozio “gestito” 
Primary Actor Lo ShopKeeper 
Preconditions Lo ShopKeeper è loggato al sistema  




Main flow    1 il caso d'uso inizia quando lo ShopKeeper seleziona "visualizza le  
   offerte attive"  
 
   2 lo ShopKeeper può effettuare la ricerca delle proprie offerte attive per   
   categoria o per scadenza 
 
   3 IF (effettua la ricerca per categoria) 
 
   3.1 lo Shopkeeper inserisce la categoria principale (opzionale) e la  
   categoria dettagliata (opzionale e condizionata dalla principale) 
 
   3.2 ELSE lo ShopKeeper chiede di visualizzare tutte le offerte in  
   scadenza odierna 
 
   4 il sistema effettua la ricerca delle offerte che soddisfano i criteri di  
   ricerca  
    
   5 il sistema visualizza le offerte  
 
   EXTENSION POINT: EliminaOffertaCommerciale,    
                                   ModificaOffertaCommerciale 
 
Post-conditions Lo ShopKeeper visualizza le promozioni inerenti al criterio di ricerca 
impostato 






Use Case ID 5 
Super Use Case  
Brief 
Description 
Lo ShopKeeper elimina un offerta commerciale dal sistema 
Primary Actor Lo ShopKeeper 
Preconditions Lo ShopKeeper ha visualizzato l’offerta commerciale 
Main flow    1 il caso d'uso inizia quando lo ShopKeeper seleziona " elimina offerta"  
 
   2 il sistema elimina la promozione selezionata 
 
   3 il sistema mostra un messaggio di eliminazione riuscita 
 
   4 il sistema mostra tutte le offerte attive relative allo ShopKeeper ancora    
   presenti nel sistema 
 
Post-conditions una promozione è stata eliminata dal sistema 











Use Case ID 6 
Super Use Case  
Brief 
Description 
Lo ShopKeeper modifica i dati relativi a un offerta commerciale 
Primary Actor Lo ShopKeeper 
Preconditions Lo ShopKeeper ha visualizzato l’offerta commerciale 
Main flow    1 il caso d'uso inizia quando lo ShopKeeper seleziona " modifica offerta    
   commerciale"  
 
   2 il sistema mostra allo ShopKeeper i dati relativi all’offerta commerciale 
 
   3 lo ShopKeeper effettua le modifiche relative alla data di fine  
   promozione o/e alla descrizione o/e all’immagine. 
 
   4 lo ShopKeeper conferma la modifica 
 
   5 IF (la data di fine promozione inserita è maggiore della data odierna e  
   della precedente data di fine promozione) 
 
   5.1 il sistema effettua la modifica  
 
   ELSE 5.2 il sistema mostra un messaggio di errore allo ShopKeeper 
 
Post-conditions I dati relativi all’offerta promozionale sono stati modificati 
Tabella 23- caso d’uso  modifica offerta commerciale 
 
Caso d'uso ModificaDatiAttivitaCommerciale 
Use Case ID 7 
Super Use Case  
Brief 
Description 
Lo ShopKeeper modifica i dati relativi all’attività commerciale registrata 
Primary Actor Lo ShopKeeper 
Preconditions Lo ShopKeeper è loggato al sistema  
Main flow    1 il caso d'uso inizia quando lo ShopKeeper seleziona " modifica dati"  
 
   2 il sistema mostra allo ShopKeeper i dati relativi all’attività commerciale 
 
   3 lo ShopKeeper effettua le modifiche relative alla mail, alla password,  
   alla locazione e al logo 
 
   4 il sistema conferma l’avvenuta modifica dei dati 
 
Post-conditions I dati relativi all’attività commerciale sono stati modificati 
Tabella 24- caso d’uso  modifica dati attività commerciale 
 




11.2- Dettaglio del caso d’uso del cliente 
   
     Riportiamo ora in dettaglio il caso d‘uso del Cliente ―RicercaPromozioni‖. 
 
Caso d'uso RicercaPromozioni 
Use Case ID 8 
Super Use Case  
Brief 
Description 
Il cliente ricerca le offerte commerciali di suo interesse 
Primary Actor Il cliente 
Preconditions   
Main flow     1 il caso d'uso inizia quando il cliente seleziona " visualizza promozioni"  
 
    2 il cliente seleziona la categoria principale(opzionale), la categoria   
    dettagliata (opzionale e condizionata dalla principale) e l’outlet village  
 
    3 il sistema effettua la ricerca 
 
    4 IF (ci sono promozioni da visualizzare) il sistema mostra al cliente i  
    negozi che soddisfano i criteri di ricerca impostati 
 
    4.1 Il cliente seleziona un negozio tra quelli presenti  
     
    4.2 Il sistema visualizzate le offerte del negozio selezionato 
 
    4.3 ELSE il sistema mostra un messaggio di errore al cliente 
 
Post-conditions Il cliente ha visualizzato le offerte promozionali di suo interesse 
Tabella 25- caso d’uso  ricerca promozioni 
 




Capitolo 12- Interfaccia dell’utente Internet e dello    
                           ShopKeeper 
 
interfaccia dell‘applicazione dovrà essere semplice e intuitiva, in modo da 
consentirne l‘utilizzo anche agli utenti meno esperti. Saranno perciò 
evitate complesse finestre di ricerca, tutte le funzioni dovranno essere 
accessibili attraverso pochi click. Le pagine visualizzate dall‘utente saranno, attraverso 
il meccanismo dei frame, divise in tre aree, una verticale e due orizzontali.  
 
Come precedentemente detto, la registrazione, e quindi l‘accesso al sito come utente 
autenticato, è prevista solo per l‘utente ShopKeeper. Gli utenti57, che intendono 
visualizzare le offerte commerciali non hanno bisogno di alcuna registrazione. Vediamo 
come appare il portale al primo accesso di un visitatore. Nella parte alta della finestra 
(area 1) sarà visualizzato il nome del portale (fig. 40) e un link per tornare all‘homepage 
del portale.  
 
Figura 40- Area 1- Nome del portale 
Nell‘homepage del portale verrà mostrata nell‘area 2 (fig. 41) una pagina di benvenuto, 
contenente una descrizione introduttiva dei servizi offerti dal portale, sia per i visitatori, 
                                                 
57 Il termine utenti sar{ utilizzato nel corso dell’elaborato per indicare il visitatore non ShopKeeper. 
L‘ 




che intendono conoscere le offerte commerciali, che per i ―gestori‖ dei negozi che 
vogliono pubblicizzare le loro promozioni. Grazie ad un apposito link (―Scoprile ora!!‖  
fig. 41) gli utenti verranno reindirizzati alla pagina di ricerca delle promozioni 
commerciali. Sarà inoltre presente un link per inoltrare un‘e-mail al centro assistenza 
del portale dove gli utilizzatori potranno riferire eventuali malfunzionamenti, possibili 
mancanze, potranno chiedere assistenza e proporre suggerimenti.     
 
Figura 41- Area 2 -pagina di benvenuto- 
 
Nell‘area 3, sarà presente, oltre al logo del portale, una piccola maschera per 
l‘inserimento del nome utente e la password, mediante la quale lo ShopKeeper effettua 
il login e un link per accedere alla pagina di registrazione attraverso la quale è possibile 
memorizzare l‘attività commerciale che utilizzerà il servizio di promozione delle offerte 
commerciali. Oltre a quanto detto, saranno presenti anche i collegamenti alle homepage 
degli Outlet Village italiani gestiti dalla McArthurGlen (fig. 42). I messaggi di errore 
relativi all‘attività di login saranno mostrati direttamente nell‘area 3 dove il messaggio 
―Login riservato alle attività commerciali‖ verrà sostituito con il messaggio di errore 
generato. Se lo ShopKeeper è loggato al sistema, nella parte superiore della finestra sarà 
mostrato, oltre al nome del negozio ―gestito‖ dallo ShopKeeper seguito dal relativo 
Outlet Village, il pulsante di logout, attraverso il quale potrà essere effettuata la 
disconnessione dal sistema. Nella parte inferiore della finestra  




saranno mostrate le operazioni usufruibili dallo ShopKeeper (fig. 43).          
                                       
  Figura 42- Area 3-login                                                                                Figura 43- Area 3- logout 
 
Esaminiamo l‘attività di registrazione di un‘ attività commerciale nel sistema.  
La pressione del link ―Registra la tua attività‖ (fig. 42), presente in area 3, avrà come 
effetto l‘apertura, in area 2, della pagina di registrazione (fig. 44).  
 
Figura 44- Area 2- registrazione attività commerciale 




I campi necessari alla registrazione sono tutti obbligatori ad eccezione del logo. Il 
mancato inserimento di uno dei campi obbligatori comprometterà la conclusione del 
processo di registrazione. Se lo ShopKeeper decide di non inserire il logo, allora il 
sistema procederà con l‘inserimento di uno di default. Per rendere più efficace il 
processo di registrazione e diminuire le possibilità di errori dovuti all‘inserimento 
manuale del nome dell‘Outlet Village di appartenenza è previsto un menù a tendina con 
i nomi dei possibili outlet. Questa soluzione permette, nel caso in cui venisse inaugurato 
un nuovo Outlet Village, un veloce e facile inserimento del nome della nuova località 
nel menù a tendina. L‘identificatore dell‘attività commerciale deve essere fornito dal 
sistema S.I.P.C allo ShopKeeper, prima del processo di registrazione, ad esempio 
attraverso l‘utilizzo di un‘e-mail, di un comunicato o per altre vie. Questo permette che 
le registrazioni al portale vengano effettuate dalle sole attività aventi diritto mediante la 
supervisione del S.I.P.C .Una volta inseriti tutti  i campi necessari, alla pressione del  
pulsante di ―INVIO‖ se non si verificano errori dovuti all‘utilizzo di un identificatore 
errato o di un username già presente nel database, verrà mostrata una pagina di 
conferma di avvenuta registrazione che riepiloga i dati inseriti dallo ShopKeeper (fig. 
45).   
 
Figura 45- Area 2- riepilogo dati registrazione 
 




Passiamo ora ad analizzare le funzioni usufruibili dallo ShopKeeper. Al click dello 
ShopKeeper di una delle operazioni presenti in figura 43, nel frame centrale (area 2) 
verrà visualizzata la relativa form. L‘operazione ―Modifica i tuoi dati ‖ (fig. 46) 
permette allo ShopKeeper di modificare la locazione, l‘e-mail, la password e il logo. 
Tutti i campi non modificati, continueranno a mantenere i vecchi valori. Una volta 
completato il processo di modifica verrà visualizzata una pagina di riepilogo che 
mostrerà i nuovi valori inseriti (fig.  47). 
 
 
Figura 46- Area2 -modifica dati attività commerciale 
 





Figura 47- Area 2- riepilogo dati modificati 
L‘operazione ―inserisci un‘ offerta‖ permette allo ShopKeeper di inserire un offerta 
commerciale nel sistema. In area 2 verrà visualizzata la form di figura 48. 
 
 
Figura 48- Area 2-inserisci offerta commerciale 
 
Come si vede dalla figura 48 i campi obbligatori sono la data d‘inizio, la data di fine 
promozione, la categoria principale e la descrizione della promozione. La selezione 




della data d‘inizio e di fine promozione viene effettuata attraverso semplici menù a 
tendina, che ne consentono un facile inserimento. Anche la categoria principale e la 
categoria dettagliata sono  realizzate attraverso i menù in quanto in questo modo si 
vuole evitare il verificarsi di errori di battitura facilitando così la ricerca da parte 
dell‘utente. È da notare inoltre che la categoria dettagliata dipende dal valore della 
categoria principale, per cui dovrà essere presente un meccanismo che, lato client, 
popoli il menù relativo alla categoria dettagliata a seconda del valore della categoria 
principale selezionato. Va precisato che il non inserimento di un campo obbligatorio 
comporterà l‘impossibilità di completare l‘operazione relativa all‘inserimento 
dell‘offerta. Inoltre nel caso in cui la data d‘inizio o/e  di fine promozione siano 
antecedenti alla data odierna  verrà mostrato un messaggio di errore allo ShopKeeper. 
Se l‘inserimento dell‘offerta va a buon fine, verrà visualizzato un messaggio di 
conferma di avvenuto inserimento. L‘ultima operazione utilizzabile dallo ShopKeeper è  
―Visualizza le offerte attive‖ figura 49. 
 
Figura 49- Area 2-visualizza offerte inserite 
 
Dalla schermata in figura 49 lo ShopKeeper può ricercare le offerte memorizzate nel 
sistema in due modi diversi: il primo ricerca le promozioni per categoria principale o 
categoria principale e dettagliata, il secondo cerca le offerte che in giornata, terminano il 
loro periodo di validità. In entrambi i casi comunque la ricerca avviene grazie alla 
pressione dell‘apposito pulsante di ricerca. Se lo ShopKeeper decide di visualizzare 




tutte le sue offerte attive, non deve selezionare né la categoria principale né quella 
dettagliata. Il risultato della ricerca è visualizzabile in figura 50. 
Per ogni offerta verranno visualizzate le seguenti informazioni: la categoria principale, 
la categoria dettagliata (nel caso in cui sia un‘ offerta a carattere generale, dettagli 
assumerà il valore ―assente‖), la descrizione dell‘offerta, la data d‘inizio e di fine offerta 
e l‘immagine del prodotto o della categoria in offerta. 
Attraverso due semplici pulsanti, il primo raffigurante un cestino e il secondo un‘agenda 
dotata di penna, lo ShopKeeper potrà eliminare o modificare l‘offerta corrispondente. 
 
 
Figura 50- Area 2- visualizza offerte attive 
 
La ricerca per categoria produrrà come risultato una tabella (fig. 51), dove il criterio di 
ricerca selezionato sarà visualizzato come titolo della ricerca. La tabella risultato della 
ricerca avrà le stesse informazioni presenti nella figura 50 ad eccezione della categoria 
principale e di quella dettagliata. 
 





Figura 51- Area 2- visualizza offerte attive per categoria 
 
 
Figura 52- Area 2- visualizza offerte per categoria dettagliata 
 
Al click del pulsante di elimina offerta (il cestino), verrà visualizzato un messaggio di 
conferma di avvenuta eliminazione e verranno mostrate le rimanenti offerte attive dello 
ShopKeeper presenti nel sistema. Alla pressione del pulsante modifica offerta (agenda) 
verrà visualizzata la pagina mostrata in figura 53. Tale pagina conterrà oltre ad un 
riepilogo dell‘offerta che riporta le informazioni sulla categoria principale, sulla 
categoria dettagliata, sulla descrizione, sulla data d‘inizio e di fine promozione e 
sull‘immagine, anche apposite aree per la modifica della descrizione, della data di fine 
promozione e per l‘inserimento di una nuova immagine. Se la modifica viene 
completata con successo verrà mostrato a video un messaggio di conferma e verranno 
riepilogate le nuove informazioni riguardanti la promozione. In caso di fallimento 
dovuto all‘ inserimento di una data di fine offerta inferiore a quella precedentemente 
inserita verrà mostrato un messaggio di errore a video. 





Figura 53- Area 2- modifica offerta commerciale 
 
Passiamo ora a esaminare l‘interfaccia relativa alla funzione di ricerca delle promozioni 
per l‘utente (fig. 54) usufruibile attraverso il link ―Scoprile ora!!‖ presente nell‘area 2 
nella homepage del portale visibile in figura 41. Come si vede in figura 54, l‘utente 
potrà ricercare le offerte commerciali relative a un Outlet Village (campo obbligatorio), 
e potrà scegliere di indicare anche la categoria principale (campo opzionale) oppure la 
categoria principale insieme a quella dettagliata (campo opzionale). Il risultato della 
ricerca mostrerà i negozi che offrono le promozioni che soddisfano i criteri di ricerca 
richiesti, oppure nel caso in cui non sia stata selezionata nessuna categoria principale (e 
dettagliata), tutti i negozi che effettuano promozioni relative all‘outlet selezionato. In 
entrambi i casi il risultato della ricerca (fig. 55)  visualizzerà  il numero dei negozi che 
effettuano la promozione desiderata e per ogni negozio il nome, la locazione, il logo e 
due pulsanti da utilizzare rispettivamente per visualizzare le offerte del negozio che 
soddisfano il criterio di ricerca e per inviare un‘e-mail al negozio in questione. In ogni 
pagina potranno essere visualizzati al più 10 negozi, saranno quindi presenti link per 
andare nella pagina precedente e in quella successiva e ogni pagina sarà munita di un 
contatore che mostra la pagina corrente e le pagine totali e di un link che consente di 
effettuare una nuova ricerca. Se la ricerca non produce nessun risultato verrà  
visualizzato a video un messaggio di errore. 
 





Figura 54- Area 2- ricerca offerte per utenti 
 
 
Figura 55- Area 2- risultato ricerca, lista negozi 
 
Premendo sul pulsante ―offerte‖ di un particolare negozio verrà mostrata  una pagina 
contenente le offerte promozionali inerenti ai criteri di ricerca impostati (fig. 56). 
 





Figura 56- Area 2- risultato ricerca, lista offerte 
 
Ogni pagina dovrà contenere al massimo 10 risultati e per ogni risultato sarà mostrata la 
categoria principale, la categoria dettagliata, la descrizione dell‘offerta, la data d‘inizio e 
di fine della promozione e l‘immagine rappresentante la categoria o il prodotto in 
offerta. Anche in questo caso il risultato della ricerca (fig. 56) dovrà mostrare il numero 
di offerte presenti, e ogni pagina sarà munita di un contatore che mostra la pagina 
corrente e le pagine totali, di un link che consente di effettuare una nuova ricerca e di un 
link che permette di tornare alla pagina relativa ai negozi che soddisfano i criteri di 
ricerca inseriti, consentendo all‘utente di visualizzare le offerte in  modo semplice e 
veloce ed  evitando quindi di  rifare la stessa ricerca più volte che comporterebbe un 
inutile e notevole spreco di tempo. 
 




Capitolo 13- Vincoli di progetto 
 
l sistema è  il centro nevralgico di un grande traffico di informazioni e rappresenta 
il punto di riferimento di utenti e venditori. Questo comporta l‘impiego di 
tecnologie e di soluzioni  in grado di garantire un accesso multiutente concorrente.  
Il  sistema in questione deve prevedere fin da subito la possibilità di migliorare i servizi 
e le funzionalità ivi contenute, per questo motivo dovrà essere realizzato in modo da 
consentire in qualsiasi momento l‘aggiunta di migliorie ed opportune modifiche. Inoltre 
le funzioni su cui si basa dovranno essere realizzate rispettando i due principali requisiti 
relativi alla facilità d‘uso e alla chiarezza di contenuti, dal momento che l‘accesso al 
sistema è diretto ad un‘utenza inesperta. L‘interazione con il portale avverrà mediante 
l‘impiego della classica tastiera, del mouse e del video. Quindi per l‘utilizzo del sistema 
l‘unico software d‘interazione necessario sarà rappresentato dal browser. 
Per il controllo dell‘inserimento delle informazioni nel portale da parte dell‘utenza sarà 
richiesta l‘abilitazione della tecnologia Javascript da parte del browser in modo da 
ridurre al minimo le possibili situazioni di errore. Inoltre non saranno necessarie 
particolari richieste hardware presso l‘utilizzatore del portale. 
Il sistema di accesso ai dati (interfacciamento con il database) dovrà essere il più 
possibile indipendente dal tipo di database utilizzato. Infine la soluzione adottata  sarà 
caratterizzata da componenti indipendenti dalla posizione fisica, dovranno perciò essere 










Capitolo 14- La tecnologia Java per i Web Service 
 
utilizzo dei WS porta inevitabilmente il programmatore a dover  effettuare 
una scelta in merito a quale tecnologia, tra quelle disponibili, sia la più 
idonea per l‘applicazione che intende realizzare.  
La scelta quasi sempre ricade tra Java e .Net. In questo documento si vuole 
approfondire il tema relativo alle tecnologie del mondo Java. Java è diventata una 
potente piattaforma di sviluppo per la Service-Oriented Architecture (SOA). Java EE 
5
58
, pubblicata nel maggio 2006 ha migliorato la potenza e la facilità d'uso delle 
capacità dei Web Service. Successivamente Java SE 6, pubblicata nel dicembre 2006, 
ha  inserito tali funzionalità nell‘edizione standard di Java. Prima di addentrarci nel 
mondo Java WS è necessario fare alcune precisazioni storiche  su avvenimenti che 
hanno portato la nascita di organizzazioni e di consorzi in grado di creare standard utili 
per la reale interoperabilità dei Web Service. Nel 2002  nasce WS-I (Web Services 
Integration Organization) un‘ organizzazione, il cui scopo è quello di assicurare 
l‘interoperabilità dei Web Service tra piattaforme eterogenee. Tale organizzazione 
comprende diversi produttori  tra cui Microsoft, IBM, Sun Microsystem, Oracle ed altri, 
ideatori di una raccomandazione denominata Basic Profile 1.0, che definisce un 
insieme di regole per l'utilizzo congiunto di XML, di SOAP e di WSDL al fine di creare 
Web Service interoperabili. Nella sua prima versione utilizza SOAP 1.1, WSDL 1.1, 
UDDI 2.0, XML 1.0 e XML Schema. Attualmente è in lavoro la versione 2.0. 
 
Nel 2005 la Sun e la Microsoft effettuano uno sforzo congiunto per permettere ai Web 
Service scritti in Java di essere invocati dall‘ambiente .NET che porta alla nascita di 
WSIT (Web Services Interoperabiltiy Technology), tecnologia che si occupa 
                                                 
58 Piattaforma affidabile, sicura e di alta qualità, progettata dalla SUN per la realizzazione di 
complesse applicazioni distribuite in Java. È costituita da un insieme di specifiche che definiscono le 
caratteristiche e le interfacce di un insieme di tecnologie pensate per la realizzazione di applicazioni 
di tipo enterprise. Chiunque può realizzare un'implementazione di tali specifiche e produrre 
application server compatibili con le specifiche Java EE. J2EE fornisce un ampia varietà di servizi : 
gestione delle performance, gestione della sicurezza, gestione delle risorse, gestione delle transazioni, 
configurazione e il deployment di una applicazione. 
 
L‘ 




dell‘implementazione di specifiche riguardanti la sicurezza, l‘affidabilità e le 
transazioni. Tale tecnologia fa parte del progetto Metro. 
WSIT può essere eseguito su Glassfish V2 (e superiori) e su qualunque Servlet 
Container. Si integra con NetBeans 5.5.1 (e superiori) e con qualsiasi IDE contenente 
l‘implementazione del relativo plug-in. Inoltre WSIT garantisce l‘interoperabilità tra 
JAX-WS (vedi paragrafo 6.2) ed  il componente WCF (Windows Communication 
Foundation) del framework .NET 3.0 di Microsoft e tra JAX-WS e le altre piattaforme 
conformi al Basic Profile 1.1. Tale risultato è stato ottenuto in seguito alla 
partecipazione di Sun a svariati eventi organizzati da Microsoft con l‘obiettivo di 
giungere all‘interoperabilità tra gli stack WS-* presentati dai partecipanti. WSIT è 
presente sia in JAX-WS (versione 2.1) che in Glassfish. 
Metro è un web service stack , presente nella versione Glassfish 9.1 update 1 (e 
successive). I componenti su cui si basa Metro sono JAXB, JAX-WS, SAAJ e WSIT. 
Metro può essere visto come la composizione di due livelli: il primo livello o ―nucleo‖ 
implementa le JAX-WS API ed i meccanismi necessari a garantire l‘interoperabilità 
come WS-I Basic Profile, WS-I Attachments Profile e WS-Addressing. Invece  il 
secondo livello fornisce funzionalità in grado di assicurare il trasporto, l‘affidabilità,  la 
sicurezza e  le transazioni nei WS. Il complesso mondo dei WS, ed in particolare dei 
WS basati su tecnologia Java, comprende una moltitudine di specifiche, ognuna delle 
quali risponde a precisi compiti. Una buona conoscenza di queste specifiche aiuta il 
programmatore nella scelta della tecnologia da impiegare per risolvere un particolare 
problema di business. Prima di esaminare le principali tecnologie Java per WS vediamo 
le relazioni che esistono tra le varie tecnologie presenti in figura 57. 
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Figura 57- relazione tra le tecnologie Java WS 









     JAXB (Java Architecture for XML Binding) è una tecnologia integrata in JAX-WS 
che permette il mapping da documenti XML ad oggetti Java e viceversa. Le due 
funzioni principali di JAXB sono: 
 La creazione d‘istanze di documenti XML a partire da oggetti Java 
 La creazione di oggetti Java a partire da istanze di documenti XML 
 
Java SE 6 viene fornito con la versione 2.1 di JAXB consentendo un semplice ed 
integrato utilizzo nelle applicazioni Java. JAXB 2.1 genera, durante il processo di 
creazione di oggetti Java da istanze di documenti XML, oggetti  POJOs (Plain Old Java 
Objects), le cui classi possono essere compilate ed utilizzate come una normale classe 
Java. Le annotazioni più importanti, definite da JAXB, sono contenute  nel package 
javax.xml.bind.annotation. In pratica JAXB permette di incorporare dati XML in 
applicazioni Java senza che sia necessario conoscere il linguaggio XML.  
Riportiamo in tabella, il mapping di default tra tipi di dati XML e tipi Java ottenuti 
attraverso JAXB. Questo mapping può anche essere personalizzato, anche se nella 
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     SAAJ (SOAP with Attachments API for Java) permette la manipolazione a basso 
livello dei messaggi SOAP. Utilizzando le API messe a disposizione da SAAJ è 
possibile aggiungere headers, creare SOAP body, aggiungere un documento XML al 
body ed inserire il body in un envelope SOAP ecc.. . L‘uso di SAAJ implica una 
profonda conoscenza dei messaggi SOAP. Questo motivo unito alla complessità e al 
gran numero di linee di codice da scrivere necessarie per l‘invocazione e la ricezione dei 
messaggi SOAP con SAAJ, ha portato gli sviluppatori ad abbandonare SAAJ verso 
l‘utilizzo delle API JAX-WS che consentono un più semplice e rapido utilizzo dei WS. 
JAX-WS è costruito su SAAJ e per questo fornisce al programmatore un livello di 
astrazione aggiuntivo. Riassumendo con SAAJ è possibile: 
 Creare un messaggio SOAP 
 Estrarre il contenuto di un messaggio SOAP 
 Aggiungere allegati (attachment) al messaggio SOAP  
 Aggiungere ed estrarre i SOAP headers 
 Gestire le eccezioni SOAP (fault) 










     JAX-WS (Java API for XML Web Services) è una tecnologia che permette di 
lavorare in maniera facile e potente con i WS. JAX-WS (cosi rinominato dalla versione 
2.0, prima JAX-RPC) permette di creare e di utilizzare i Web Service mediante 
l‘impiego della tecnologia Java.  
A differenza di SAAJ, JAX-WS non richiede al programmatore una conoscenza 
profonda di SOAP, di XML e di  WSDL per essere in grado di lavorare con i WS, in 
quanto gli sviluppatori non si curano della presenza degli strati sottostanti, 
opportunamente nascosti dalla tecnologia in questione. Attraverso gli oggetti messi a 
disposizione da JAX-WS lo sviluppatore può creare messaggi SOAP, invocare i Web 
Service, ottenere ed esaminare le risposte come se stesse lavorando con comuni classi 
Java. JAX-WS utilizza JAXB per la conversione da oggetti Java a XML e viceversa. Le 
due versioni attualmente utilizzate di JAX-WS sono la 2.0 e la 2.1. 
A  partire da un WS scritto in java, l‘utilizzo di  JAX-WS e di un applicazion server 
come Glassfish permette di ottenere in modo automatico il relativo file WSDL 1.1, il 
descrittore di deploy, gli schemi XML, la traduzione tra oggetti Java e messaggi 
SOAP/XML e viceversa. 
Inoltre l‘utilizzo delle annotazioni59 consente di controllare la struttura del file WSDL 
da generare e di esprimere in forma dichiarativa alcune caratteristiche del 
comportamento del WS o dei componenti che lo compongono. Un WS implementato 
con JAX-WS può essere costituito da una semplice classe (più precisamente da una 
Servlet) o da un EJB. Un WS è composto da  due componenti: un  interfaccia, 
contenente i metodi  da esporre all‘esterno ed  un‘implementazione dei metodi 
dichiarati nell‘interfaccia. L‘interfaccia è chiamata SEI: Service Endpoint Interface, 
mentre  l‘implementazione SIB: Service Implementation Bean. Il SIB può essere 
implementato tramite un POJO oppure tramite un Session EJB (Enterprise JavaBean). 
La creazione di un WS,  a partire da un Session  EJB,  porta dei concreti vantaggi 
                                                 
59 Introdotte dalla versione JDK 1.5 le annotazioni permettono di aggiungere metadati nel codice 
sorgente Java. Le annotazioni Java possono essere aggiunte agli elementi del programma quali classi, 
metodi, campi, parametri, variabili locali e altri. Quando il codice Java viene compilato, il compilatore 
Java immagazzina i metadati delle annotazioni nei files class. In seguito, la Java Virtual Machine (JVM) 
o altri programmi possono guardare i metadati per determinare come interagire con gli elementi del 
programma o cambiare il loro comportamento. 




rispetto ad un servlet WS. Difatti il container
60
 EJB  fornisce un supporto per la gestione 
della sicurezza, delle transazioni, della persistenza ecc.., offrendo più funzionalità 
rispetto a quelle offerte da un servlet conteiner. Ad esempio un Web Service 
implementato come EJB è thread-safe
61
, mentre lo stesso servizio implementato come 
servlet no. Affinché il WS possa essere pubblicato ed  invocato sia il SIB sia il SEI 
devono avere l‘annotazione @WebService. Per vedere il file WSDL generato dal 
deploy , basta inserire nell‘URL del WS la stringa ?WSDL. Inoltre la creazione di un 
client WS, a partire dal file WSDL del servizio, diviene facile grazie al supporto di un 
IDE di sviluppo come NetBeans. La funzionalità che permette di far ciò è la Service 
References di NetBeans, disponibile dalla versione 6. 
Per meglio comprendere le funzionalità impiegate nel progetto realizzato, si ritiene 
opportuno analizzare le annotazioni più importanti che JAX-WS mette a disposizione 
per il mondo dei WS: 
@WebService: Indica che la classe Java (Servlet o EJB)specificata implementa un WS 
se presente nel SIB, se presente nel SEI indica l‘interfaccia del WS. Tale annotazione fa 
sì che  tutti i metodi pubblici della classe diventino operazioni del Web Service. 
@WebService(targetNamespace="xxxx”): La proprietà targetNamespace indica il 
namespace del servizio. Il file WSDL del servizio avrà  <definitions  
targetNamespace="xxxx">.Se il targetNamespace viene omesso,viene utilizzato il 
nome del package dove il servizio risiede, ma con il nome al contrario. 
@WebService(name="xxxx”): La proprietà name permette di impostare il nome del  
wsdl:portType del corrispondente documento WSDL 1.1. Non può essere utilizzato 
insieme all‘elemento endpointInterface. 
@WebService(serviceName="xxx"): La proprietà serviceName definisce il nome del 
wsdl:service del corrispondente documento WSDL 1.1. Non può essere utilizzato nel 
SEI. 
@WebService(portName="xxx"): La proprietà portName definisce il nome del 
wsdl:port nel corrispondente documento WSDL 1.1. Non può essere utilizzato nel SEI. 
                                                 
60 Il container è un entit{ logica all’interno di un server J2EE, essenzialmente gestisce tutte le 
componenti che sono state sottoposte al processo di deployment su un server.  
61 Serve per indicare la caratteristica di una porzione di codice che si comporta in modo corretto nel 
caso di esecuzioni multiple da parte di più threads. 




@WebService(wsdlLocation ="xxx"): La proprietà wsdlLocation riferisce un URL 
contenente il file WSDL del servizio. 
@WebService(endpointInterface ="xxx"): La proprietà endpointInterface permette di 
definire il nome dell‘interfaccia del WS e viene utilizzato nei casi in cui 
l‘implementazione del servizio è separata dalla sua interfaccia. Non può essere 
utilizzato nel SEI. 
@WebMethod: Indica che il metodo specificato deve essere esposto come funzionalità 
del WS. L‘annotazione @WebMethod deve essere presente in tutte le funzioni esposte 
dal SEI, non deve comparire nell‘implementazione delle funzioni (SIB).  
@WebMethod(operationName ="xxx"): La proprietà operationName definisce il nome 
dell‘operazione nel corrispondente documento WSDL 1.1. (wsdl:operation). 
@WebMethod(exlude="true"): la proprietà esclude=true esclude il metodo considerato 
dalla lista delle operazioni esportate dal WS. 
@Oneway: L‘annotazione @Oneway relativa ad un metodo ―public‖ indica che 
l‘operazione descritta dal metodo non restituisce nessun messaggio di risposta.  
@WebParam: L‘annotazione @WebParam specifica in dettaglio il mapping tra i 
parametri della funzione considerata e i relativi elementi del  documento WSDL.  
@WebParam(name=”xxx”): L‘attributo name specifica il nome del parametro.   
@WebParam(partName =”xxx”): L‘attributo partName specifica il relativo wsdl:part 
che rappresenta il parametro. 
@WebParam(targetNamespace =”xxx”): L‘attributo targetNamespace specifica il 
namespace XML per il parametro considerato. 
@WebResult:L‘annotazione @WebResult specifica i dettagli relativi al valore di ritorno 
restituito dal WS invocato.  
@WebResult(name =”xxx”): La proprietà name specifica il nome relativo al valore di 
ritorno del WS invocato. 
@WebResult(partName =”xxx”): La proprietà partName specifica il wsdl:part che 
rappresenta il valore ritornato dal WS invocato. 
@WebResult(targetNamespace =”xxx”): La proprietà targetNamespace specifica 
l‘XML namespace relativo al valore ritornato dal WS invocato. 
@SOAPBinding: specifica i dettagli dei protocolli SOAP per l‘invocazione del WS. 
Vedere paragrafo 6.3 per i dettagli. 
@WebServiceRef: riferisce un WS in maniera semplice da una classe Java come  
Servlet, EJB, Filtri ecc.. , in questo modo: 





private ―serviceName‖  ―nameLocal‖; 
@WebServiceRef(wsdlLocation =”xxx”): La proprietà wsdlLocation specifica un URL 
che individua il file WSDL che rappresenta il Web Service. 
@WebServiceRef(type =”xxx”): La proprietà type specifica il .class della risorsa 
desiderata, cioè l‘interfaccia del WS.  
 
L‘utilizzo del framework JAX-WS (incluso nel JDK standard di Java 6 e in Java EE 5) 
consente di generare, a partire dal documento WSDL, le classi che permettono 
l‘invocazione del servizio: 
 da shell, grazie al comando wsimport  presente nel JDK 
 da un IDE di sviluppo (es. NetBeans) che automatizza il processo wsimport. 
Il wsimport effettua il parsing del file WSDL, crea lo scheletro del servizio (una classe 
Java, che è  l'implementazione vera e propria del servizio), le classi necessarie alla 
comunicazione con il servizio e le classi di binding per gli XML Schema specificati. 
A questo punto il WS può essere utilizzato come un tipico oggetto Java. 
 
 
14.4- WSDL 1.1 
 
    Nella parte relativa alla teoria dei WS, è stata analizzata la struttura del documento 
WSDL 2.0. Attualmente però  i tool di supporto JAVA generano e lavorano con WSDL 
1.1. Esaminiamo quindi la struttura della versione 1.1 del documento. 
 
Definitions è la radice del documento WSDL che, al suo interno, comprende le seguenti 
sezioni: 
 
types (opzionale) : fornisce la definizione dei tipi di dati presenti nei messaggi di 
ingresso e d‘uscita scambiati con il WS. Tale definizione  viene (generalmente) 
realizzata attraverso un XML Schema Definition. Se la sezione types non è presente 
significa che il servizio utilizza solo tipi di dati semplici (long, String ecc..). Spesso il 
file WSDL contiene un riferimento ad un XSD esterno. 
 




message :  definisce i messaggi che possono essere inviati e ricevuti dal Web Service.  
I messaggi sono costruiti  mediante il tipo dei dati dichiarati nella sezione precedente. Si 
ricorda che la direzione del messaggio può essere in o out : un messaggio di input (in) 
indica un messaggio in ingresso al servizio, un messaggio di output (out) indica un 
messaggio in uscita dal servizio. Ogni messaggio può essere costituito da una o più parti 
(part). Ogni part può essere paragonata ad un parametro di una chiamata di funzione in 
un linguaggio di programmazione tradizionale. 
 
portType : definisce l‘insieme delle operazioni ―operations‖ offerte da un Web 
Service. Ogni operazione è costituita da uno o più messaggi. La sezione portType di un 
documento WSDL può essere paragonata ad un interfaccia Java, rappresenta cioè una 
descrizione astratta del servizio. 
 
binding :  la sezione binding fornisce informazioni sul protocollo di trasporto e sul 
formato dei messaggi relativi ad un particolare Port Type rendendo così concreto il 
servizio astratto. Il binding  utilizza il protocollo SOAP (versione 1.1 come valore di 
default ) per definire il formato dei dati da utilizzare nello scambio di messaggi ed il 
protocollo HTTP come protocollo di trasporto. Il protocollo di trasporto viene 
specificato da un URI assegnata all‘attributo transport. Oltre all‘attributo transport, 
nella sezione binding sono specificati due altri attributi style e use. 
L‘attributo style (incluso nell‘elemento <soap binding> ) indica lo ―stile‖ del servizio 
ed i valori ammessi sono rpc or document (valore di default). Tali valori possono essere 
specificati nella classe che implementa il WS tramite l‘annotazione attraverso  
@SOAPBinding(style =―‖)). L‘attributo use indica il formato dei dati da utilizzare nel 
messaggio SOAP. I valori possibili per l‘attributo use sono literal (default) ed encoded. 
In realtà le combinazioni degli attributi style e use consigliate sono solo due: 
document/literal e rpc/literal. Il valore encoded dell‘attributo use non è infatti conforme 
alla WS-I (Web Services Interoperability) citata all‘inizio del capitolo. 
Il valore rpc dell‘attributo style  indica che il body relativo ad un messaggio di richiesta 
contiene un elemento con il nome dell‘operazione invocata ed  un‘entry per ogni 
parametro, e  quello relativo ad un messaggio di risposta contiene un elemento con il 
nome dell‘operazione invocata seguito da ―response‖ ed un‘ entry per il valore di 
ritorno. 
Vediamo un esempio di documento WSDL creato a partire da uno style=rpc.  




Interfaccia del Web Service: 
… 
@WebMethod 
@WebResult(partName = "time_response") 







<part name="time_response" type="xsd:string"></part> 
</message> 
Se si utilizza lo style rpc, l‘attributo name dell‘elemento message del file WSDL è in 
relazione con il nome della funzione (avente annotazione @WebMethod) presente 
nell‘interfaccia del WS. Si noti che l‘elemento types è vuoto, questo indica l‘uso di tipi 
semplici. Il messaggio di risposta ha un sottoelemento <part> che attraverso l‘attributo 
type specifica il tipo di dato restituito dalla risposta. Il sottoelemento <part> non è 
presente nel messaggio di richiesta in quanto il messaggio di richiesta non possiede 
argomenti e quindi non è necessario un elemento <part> che descrive i parametri. Il 
valore document implica che non è presente nessun elemento con il nome 
dell‘operazione invocata come accade per lo style rpc. Vediamo come appare il file 
WSDL se si utilizza l‘attributo document prendendo come riferimento la stessa 
interfaccia usata per il caso di style rpc. 
 
<types> 
   <xsd:schema> 
         <xsd:import schemaLocation="http://localhost:xxx/ts?xsd=1"  
                  namespace="http://ts.xx.yy/"> 
         </xsd:import> 
  </xsd:schema> 
</types> 
<message name="getTime"> 
    <part element="tns:getTime" name="parameters"></part> 






    <part element="tns:getTimeResponse" name="parameters"></part> 
</message> 
 
L‘elemento types importa il documento XSD specificato dall‘URL(riportata sopra), 
contenente  la definizione dei tipi di dati presenti nei messaggi SOAP, utilizzati 
nell‘interazione con il WS fornendo una definizione esplicita e precisa relativa ai tipi di 
dati scambiati dai messaggi SOAP. Questo fa sì che lo style document promuova 
l‘interoperabilità, in quanto colui che usufruisce del servizio può, attraverso il 
documento WSDL, conoscere con precisione i tipi di dati necessari per l‘interazione con 
il WS e il modo in cui strutturare il messaggio SOAP . 
L‘elemento message assume il nome del tipo XSD definito nella sezione type del 
WSDL. Un messaggio SOAP, con style document può quindi essere validato 
utilizzando lo XML Schema associato.  
Vediamo ora le differenze tra il valore encoded e il valore literal dell‘attributo use. Il 
valore encoded indica che il contenuto del messaggio viene serializzato in XML 
attraverso i criteri  di serializzazione previsti nelle specifiche SOAP. 
Il valore literal  indica che il contenuto del messaggio viene serializzato in XML 
attraverso  le stesse specifiche XML del file WSDL e degli schemi XML utilizzati. 
 
service: la sezione service fornisce il nome del servizio e l‘insieme di endpoint 
attraverso i quali è possibile interagire con il Web Service. In  pratica contiene uno o più 
elementi <port> che specificano il portType (l‘interfaccia del servizio) ed il binding (la 
corrispondente 





     Nella sezione binding del documento WSDL si è visto il significato dei due valori 
dell‘attributo style : rpc e document (default). Dopo aver visto il vantaggio ottenuto 
dall‘uso di document come proprietà di style, va precisato che anche la proprietà rpc 




possiede dei concreti vantaggi, tra cui quello di mostrare il nome dell‘operazione 
invocata che ha lo stesso nome della radice dell‘elemento body. Questo comporta che se 
un certo WS, ha un metodo (@ WebMethod) con il nome getTime, nel relativo 
documento  WSDL sarà presente un messaggio di richiesta di nome getTime ed un 
messaggio di risposta di nome getTimeResponse. Quindi lo stile rpc è programmer-
friendly. JAX-WS 2.x sfrutta sia i  vantaggi  dello style rpc che quelli dello style 
document attraverso il wrapped. Vediamo attraverso un esempio la differenza tra lo stile 
wrapped e unwrapped nell‘invocazione di un servizio, il cui compito è quello di 
effettuare la somma tra due numeri passati come parametri nel messaggio di richiesta 
SOAP. 
Unwrapped document style 
 
<?xml version="1.0" ?> 
  <soapenv:Envelope 
              xmlns:soapenv="http://schemas.xmlsoap.org/soap/envelope/" 
              xmlns:xsd="http://www.w3.org/2001/XMLSchema"> 
  <soapenv:Body> 
          <numero1 xmlns:ans="http://ts.chxx22/">18</numero1> 
          <numero2 xmlns:ans="http://ts.chxx22/">5</numero2> 
  </soapenv:Body> 
</soapenv:Envelope> 
 
Wrapped document style 
 
<?xml version="1.0" ?> 
  <soapenv:Envelope 
              xmlns:soapenv="http://schemas.xmlsoap.org/soap/envelope/" 
              xmlns:xsd="http://www.w3.org/2001/XMLSchema"> 
  <soapenv:Body> 
      <sommaNumeri xmlns:ans="http://ts.ch01/"> 
          <numero1 xmlns:ans="http://ts.chxx22/">18</numero1> 
          <numero2 xmlns:ans="http://ts.chxx22/">5</numero2> 
     <sommaNumeri /"> 
  </soapenv:Body> 






Nella ―versione‖ Unwrapped il body del messaggio SOAP non contiene il nome 
dell‘operazione da invocare, al contrario nella forma Wrapped viene indicato il nome 
dell‘operazione da invocare: <sommaNumeri> che ha come sottoelementi gli argomenti 
necessari per l‘invocazione della funzione.  
La convenzione wrapped prevede che il corpo del messaggio SOAP abbia un solo 
elemento, avente  nome uguale alla funzione da invocare, e tanti sottoelementi  quanti 
sono i parametri di ingresso alla funzione. L‘elemento radice del body relativo al 
messaggio di risposta SOAP deve avere come nome quello della funzione invocata 
seguito dalla parola ―response‖.  
Inoltre nella convenzione wrapped deve essere definita la relazione tra l‘XSD del 
WSDL ed  i singoli elementi XML che compaiono nel messaggio SOAP. Inoltre  sono 
presenti altri punti della convenzione wrapped che meritano attenzione  la cui analisi si 
rimanda a testi più specifici.  JAX-WS utilizza (dalla versione 2.0 per default) style 
document/ use literal in modalità wrapped. Riportiamo i vantaggi e gli svantaggi 




La generazione automatica del documento 
WSDL è semplice, la sezione types non 
contiene elementi 
Non esiste un file XSD a fronte del quale 
validare un messaggio SOAP. 
I message presenti nel file WSDL hanno lo 
stesso nome delle operazioni del WS.  
Non esistendo un file XSD che definisce tipi 
complessi, il Web Service non può far uso di 
strutture dati arbitrarie. Il WS può utilizzare 
solo tipi semplici 
 I WS che utilizzano questo style non possono 
essere “consumati” da altri framework 
(.NET), l’interoperabilità non viene garantita. 









Il messaggio SOAP può essere validato 
(grazie all’XSD contenuto nella sezione 
types del WSDL) 
 
Essendo presente un file XSD che definisce 
tipi complessi, il Web Service può far uso di 
strutture dati arbitrarie 
 
La struttura del messaggio SOAP è definita 
nel corrispondente XSD 
 
La convenzione wrapped permette di 
nominare l’elemento radice del body SOAP 
con il nome dell’operazione da invocare 
 
Tabella 28- vantaggi dello style document 




Capitolo 15- Diagrammi di sequenza 
 
ostriamo i diagrammi di sequenza  relativi alle funzioni previste dal nostro 
sistema, che illustrano le interazioni tra gli oggetti jsp, servlet, bean e WS, 
disposti lungo una sequenza temporale. Attraverso questi diagrammi  sarà 
possibile capire quali sono i componenti coinvolti e in che modo collaborano per 
soddisfare i requisiti. Per facilitare la lettura dei diagrammi, le Servlet vengono 
rappresentate di colore blu, i session statless EJB di colore verde,  gli entity EJB di 




Figura 58- diagramma di sequenza: Login 
M 




15.2- Registrazione attività commerciale  
 
Lo ShopKeeper effettua l‘operazione relativa alla registrazione dell‘attività 
commerciale dalla pagina jsp registrazioneShopKeeper.jsp 
 
 
Figura 59- diagramma di sequenza: Registrazione attività commerciale 
 




15.3- Inserisci offerta commerciale 
 
Lo ShopKeeper effettua l‘operazione relativa all‘inserimento dell‘offerta commerciale 
dalla pagina jsp SecJsp/inserisciOffertaCommerciale.jsp 
 
 
Figura 60- diagramma di sequenza: Inserisci offerta commerciale 
 
 




15.4- Visualizza le offerte commerciali attive 
 
Lo ShopKeeper effettua l‘operazione relativa alla visualizzazione delle offerte 
commerciali inserite dalla pagina jsp SecJsp/visualizzaOfferteInserite.jsp. 




Figura 61- diagramma di sequenza: Visualizza offerte per categoria 
 















15.5- Elimina offerta commerciale 
 




Figura 63- diagramma di sequenza: Elimina offerta commerciale 
 
 




15.6- Modifica offerta commerciale 
 












15.7- Modifica dati attività commerciale 
 




Figura 65- diagramma di sequenza: Modifica dati attività commerciale 
 
 




15.8- Ricerca promozioni 
 
L‘utente effettua la ricerca delle offerte commerciali dalla pagina  
ricercaPromozioni.jsp. L‘operazione di visualizzazione delle offerte commerciali 
mostra prima i negozi che effettuano le offerte relative al criterio di ricerca impostato, 
nella pagina risultatiPerNegozio.jsp, poi visualizza  a seconda del  negozio selezionato 
dall‘utente in tale pagina, le offerte del corrispondente negozio nella pagina 
risultatiOffertePerUtente.jsp. Vediamo i diagrammi di sequenza corrispondenti alle 
pagine risultatiPerNegozio.jsp e risultatiOffertePerUtente.jsp  che sono stati 
suddivisi, per ragioni di leggibilità, in più parti consecutive. 
 
 
Figura 66- diagramma di sequenza:  ricerca promozioni, lista negozi parte 1 

































Figura 69- diagramma di sequenza:  ricerca promozioni - lista offerte parte 1 
 
 













Capitolo 16- Composizione strutturale  
 
er la realizzazione del progetto sono stati adoperati i server Tomcat e GlassFish 
ed il database MYSQL. Tomcat è un web containers
62
 open source sviluppato 
dalla Apache Software Foundation. Tomcat implementa le tecnologie Java 
Servlet Page (JSP
63
) e Java Servlet
64
 e fornisce una piattaforma per l‘esecuzione di 
applicazioni Web sviluppate nel linguaggio Java. 
Tomcat può ―attivare‖ le Servlet in corrispondenza di specifici URL, compilare e 
attivare le JSP, funzionare come server HTTP.  
La versione  utilizzata è la 6.0.2. Tomcat, in ambiente Windows, viene installato di 
default nella cartella Programmi\Apache SoftwareFoundation\Tomcatxxx al cui interno 
sono presenti diverse cartelle come: conf, contenente i file di configurazione, bin 
contenente i file eseguibili, lib contenente le librerie, log contenente i file di log, 
webapps contenente le applicazioni web
65
.  
                                                 
62  Il container è un entit{ logica all’interno di un server J2EE, gestisce tutte le componenti che sono 
state sottoposte ad un processo di deployment su un server J2EE.  
Fornisce servizi in maniera trasparente alle componenti caricate e attive sul server, relativi alla 
gestione delle transazioni,  della sicurezza e  della persistenza dei dati. 
63 E’ una tecnologia Java in grado di fornire contenuti statici e dinamici in formato HTML o XML. Una 
pagina JSP (estensione .JSP) è formata generalmente da codice HTML insieme a speciali tag  grazie ai 
quali  possono essere invocate funzioni predefinite oppure può essere eseguito codice Java. La 
tecnologia JSP, utilizzata per la presentazione dei dati,  è correlata generalmente con quella dei 
servlet (implementazione della logica di controllo dell’applicazione). La tecnologia JSP richiede la 
presenza, sul Web server, di un servlet container, oltre che di un server specifico JSP detto motore JSP 
(che include il compilatore JSP); in genere il servlet container e il  motore JSP sono integrati in un 
unico prodotto (per esempio, Tomcat svolge entrambe le funzioni). Alcuni dei vantaggi derivanti 
dall’utilizzo della  tecnologia JSP sono : miglior supporto alla manutenzione, indipendenza dalla 
piattaforma, facilità di sviluppo mediante il supporto di javabeans , riuso ecc.. . 
64 Istanza di una classe Java che opera all’interno di un server (es. Tomcat) e ne estende le sue 
funzionalità. Le Servlet possono essere utilizzate per la generazione di pagine dinamiche in risposta a 
parametri di input ricevuti dall’utente o, per la gestione del flusso di controllo della logica di business. 
65 Unità di deployment del software nei Web Server, è un archivio (.war) contenente l’intera 
applicazione:   pagine html, immagini, JSP, Servlet, Bean, Filtri, librerie di supporto, descrittore di 
deploy (file di configurazione  dell’applicazione).  
P 




La piattaforma Java EE  è composta da diverse tecnologie tra cui: JSP, Servlet, JMS, 
MDB, EJB, JPA ecc.. .  
Tomcat è in grado di supportare solo una piccola parte di Java EE, quella relativa alle 
JSP e alle Servlet. Per questo motivo Tomcat è definito un Servlet Container. 
GlassFish è un application server open source  progettata dalla Sun Microsystems per la 
piattaforma Java EE. Attualmente le versioni utilizzate sono due : la v2 e la v3, 
quest‘ultima offre migliori prestazioni e funzionalità. GlassFish supporta per intero le 
tecnologie Java EE ed è, quindi, in grado di fare le stesse cose che fa Tomcat ma in più 
offre un supporto per le altre componenti Java EE come EJB
66
 ed  i WS. 
MySQL è un database management system (DBMS) relazionale, composto da un client 
con interfaccia a caratteri ed un server. Entrambi sono disponibili sia per sistemi Unix 
come GNU/Linux che per Windows, anche se prevale un loro utilizzo in ambito Unix. 
Dal 1996 supporta la maggior parte della sintassi SQL. Possiede interfacce diverse a 
seconda del linguaggio impiegato, un driver ODBC, due driver Java ed un driver per 
Mono e .NET. Il tool MySQL gui tools permette, grazie ad un interfaccia grafica 
semplice e intuitiva, di effettuare il backup ed il ripristino di una base di dati.  
 
Ora che abbiamo analizzato i server ed il DBMS utilizzato, procediamo con l‘esame 
della struttura dell‘applicazione sviluppata.   
 
L‘applicazione distribuita è composta da tre moduli (fig. 35): il modulo 
OutletPresentation (deployato sul server Tomcat) si occupa dell‘interfacciamento con 
l‘utente e della gestione del flusso di controllo dell‘applicazione, il modulo 
GestoreShopKeeper (deployato sul server GlassFish) si occupa della gestione delle 
operazioni relative allo ShopKeeper e dell‘interfacciamento con il database che a sua 
volta mantiene informazioni sulle attività commerciali (outlet village ShopKeeper), il 
modulo WSSIPC (deployato su server GlassFish) è il Web Service della nostra 
applicazione e  si occupa dell‘interfacciamento con il database che memorizza le offerte 
                                                 
66  Classe Java che soddisfa le interfacce imposte dalla specifica JEE nella quale solitamente è riposta la 
logica di business di un'applicazione. La loro caratteristica consiste nel fatto che una volta 
programmati sono posti in un application server (es. GlassFish) il quale li mette a disposizione, sotto 
forma di componenti, ad altre applicazioni e servizi. Le applicazioni scritte con EJB sono scalabili, 
transazionali e sicure. 
 




commerciali (S.I.P.C).  Tutte le richieste effettuate sia dall‘utente sia dallo ShopKeeper 
vengono gestite dal modulo OutletPresentation che contiene la logica di presentazione e 
di controllo del flusso dell‘intera applicazione. Il modulo OutletPresentation, a seguito 
delle richieste ricevute, invoca i servizi del modulo GestoreShopKeeper (per la gestione 
dell‘attività commerciale), e/o del modulo WSSIPC, quest‘ultimi per adempiere al loro 
scopo interagiscono con i rispettivi database. Nella realizzazione di questo progetto, si è 
supposto che il WS esistesse e che l‘azienda del gruppo McArthurGlen avesse  
realizzato i moduli GestoreShopKeeper e OutletPresentation, per risolvere i problemi di 
gestione delle promozioni. Per questo motivo i due moduli, essendo nati da un progetto 
comune, sono fortemente accoppiati in quanto comunicano attraverso i meccanismi ed i 
tipi del linguaggio Java (oggetti serializzati); a differenza del modulo OutletPresentation 
e del Web service che comunicano attraverso la tecnologia SOAP. Non è compito di 
questo elaborato stabilire come questi componenti siano divisi fisicamente.  
Comunque l‘utilizzo di due host dedicati alla gestione dei database e di  tre host, uno 



















































Figura 71- struttura dell'applicazione distribuita 





Analizziamo ora ogni singolo maxi componente dell‘applicazione realizzata, in modo 












                                                                                                           Figura 72- OutletPresentation 
consentono di interagire con i dati dell‘applicazione. Una volta catturati gli input 
provenienti dall‘utente,  le pagine JSP passano il controllo alla Servlet per la gestione 
della richiesta ricevuta. Durante l‘interazione tra Servlet e JSP, i dati sono memorizzati 
in JavaBean che definiscono i dati trasportati e le operazioni che possono essere 
eseguite su questi.  
 
16.1.1- Pagine JSP 
 
     Riportiamo ora un elenco delle pagine JSP utilizzate nell‘applicazione sviluppata. 
Per una migliore comprensione del sistema, si consiglia la lettura del  codice sorgente 
riportato a corredo di questo elaborato: 
 index.jsp: è la pagina principale dell‘applicazione. Tale pagina divide la finestra 
grafica in tre frame. Nella configurazione iniziale il frame superiore visualizzerà 
la pagina startTop.jsp, il frame laterale sinistro startLeft.jsp ed  il frame centrale 
startCenter.jsp. 
     Il modulo OutletPresentation contiene, 
oltre alla logica di controllo 
dell‘applicazione e di presentazione dei 
dati, classi di utilità, JavaBean, filtri ed 
eccezioni utili per il funzionamento 
dell‘applicazione. Le pagine JSP vengono 
utilizzate per la costruzione 
dell‘interfaccia grafica (GUI), che 
rappresenta il mezzo mediante il quale gli 
utenti interagiscono con il sistema. Ogni 
GUI è costituita da diverse schermate che  




 startTop.jsp: è la pagina di intestazione. Tale pagina visualizza nel frame 
superiore il nome del portale ed un pulsante per il ritorno alla homepage.  
 startLeft.jsp: è la pagina relativa al menù dell'applicazione. Tale pagina mostra, 
oltre al logo  dell'applicazione, la form per il login ed il pulsante per la 
registrazione al portale. In caso di login da parte dello ShopKeeper , mostra le 
operazioni disponibili ed il pulsante per la disconnessione al sistema (logout). 
 startCenter.jsp: è la pagina di benvenuto. Tale pagina elenca alcune funzionalità 
accessibili attraverso il portale e contiene un link alla pagina di ricerca delle 
promozioni commerciali. 
 registrazioneShopKeeper.jsp:è la pagina che permette la registrazione 
dell‘attività commerciale nel sistema. 
 ricercaPromozioni.jsp: è la pagina che consente all'utente di ricercare le offerte 
commerciali attraverso l‘impostazione dell'outlet (obbligatorio), della categoria 
principale (facoltativo) e della categoria dettagliata (facoltativo). 
 risultatiPerNegozio.jsp: è la pagina che contiene la lista dei negozi (al massimo 
10 per pagina) che effettuano le offerte che soddisfano  i criteri di ricerca 
impostati, e per ogni negozio della lista sarà possibile, attraverso un apposito 
pulsante,  visualizzare in dettaglio le promozioni presenti.  
 risultatiOffertePerUtente.jsp: è la pagina che contiene i dettagli sulle offerte 
attive (al massimo 10 per pagina) del negozio selezionato dalla pagina 
risultatiPerNegozio.jsp.  
 catturaEccezioni.jsp: è la pagina che mostra a video messaggi di errore a 
seguito del verificarsi di una qualche eccezione. 
 inserisciOffertaCommerciale.jsp:è la pagina che permette allo ShopKeeper  di 
inserire  un offerta commerciale nel sistema. 
 modificaDatiAttivitaCommerciale.jsp:è la pagina che permette allo ShopKeeper 
di modificare i dati relativi all'attività commerciale registrata. 
 risultatiOffertePerShopKeeper.jsp:è la pagina che contiene  le offerte attive 
ricercate dallo ShopKeeper dalla pagina visualizzaOfferteInserite.jsp. 
 modificaOffertaCommerciale.jsp: è la pagina che permette allo ShopKeeper di 
modificare i dati relativi ad un'offerta commerciale selezionata dalla pagina 
risultatiOffertePerShopKeeper.jsp.   




 riepilogoDatiAttivitaCommerciale.jsp: è la pagina che contiene il riepilogo dei 
dati dell'attività commerciale inseriti durante l‘operazione di registrazione. 
 riepilogoDatiModificati.jsp:è la pagina che contiene il riepilogo dei dati 
dell'attività commerciale inseriti durante l‘operazione modifica dati dell‘attività 
commerciale disponibile alla pagina modificaDatiAttivitaCommerciale.jsp. 
 visualizzaOfferteInserite.jsp:è la pagina che permette allo ShopKeeper di 
visualizzare sia le offerte commerciali da lui inserite nel sistema ancora attive 
che quelle in scadenza. Lo shopKeeper può decidere di visualizzare tutte le 
offerte valide (specificando la categoria principale o la categoria principale e la 




     L‘applicazione realizzata necessità di tre Servlet: una è utilizzata per il controllo 
della logica dell‘applicazione, mentre le altre due vengono utilizzate per la 
visualizzazione delle immagini come i loghi dei negozi e i prodotti relativi alle offerte 
commerciali inserite. 
 controlloreSK.java: è il Servlet controllore che si occupa della gestione, grazie 
all‘interazione con il WS o con il modulo GestoreShopKeeper, delle richieste 
provenienti sia dagli utenti non registrati sia dagli ShopKeeper. A seconda del 
risultato ottenuto passa il controllo alla ―giusta‖ pagina JSP. 
 visualizzaImmagini.java: è la Servlet che si occupa della visualizzazione 
dell‘immagine, codificata come array di byte, sullo schermo dell‘utente. L‘URL 
di tale Servlet viene utilizzata come valore dell‘attributo src del tag img delle 
pagine JSP che contengono immagini come i loghi dei negozi o i prodotti 
relativi alle offerte commerciali).  
 visualizzaLogo.java: è la Servlet che si occupa della visualizzazione del logo 
dell‘attività commerciale, codificato come array di byte, su schermo. È utilizzata 
nelle pagine SecJsp/modificaDatiAttivitaCommerciale.jsp e riepilogoDatiModificati.jsp. 
 






     In una Web application, un problema che merita attenzione è quello delle 
autorizzazioni. Autenticare vuol dire riconoscere il soggetto che esprime il desiderio di 
accedere al sistema, mentre autorizzare significa riconoscere quali operazioni può fare il 
soggetto riconosciuto a seguito dell‘autenticazione. Le pagine JSP dell‘applicazione 












Figura 73- aree di sicurezza 
 
Nell‘area priva di vincoli di sicurezza sono contenute le pagine: index.jsp, startTop.jsp, 
startLeft.jsp, startCenter.jsp, registrazioneShopKeeper.jsp, ricercaPromozioni.jsp, 
risultatiPerNegozio.jsp, risultatiOffertePerUtente.jsp, catturaEccezioni.jsp. 
Nell‘area riservata agli ShopKeeper, individuata da SecJsp (Secure Jsp) sono contenute 





Come è possibile notare dalla figura 73, le pagine JSP che permettono di accedere ai 
servizi dell‘applicazione sviluppata sono divise in due aree. La prima area comprende 
tutte le pagine JSP la cui URI non contiene /SecJsp.  
A queste pagine JSP possono accedere tutti gli utenti, tramite scrittura della URI. Invece 
le pagine JSP la cui URI contiene /SecJsp sono accessibili solo dagli ShopKeeper. Tali 




pagine permettono infatti l‘inserimento di un offerta commerciale nel sistema, la 
modifica di un offerta, la modifica dei dati riguardanti l‘attività commerciale ecc.. . In 
caso di errata scrittura della URI viene visualizzata all‘utente una pagina di errore che 
indica la mancanza dei diritti necessari per accedere alla risorsa. Vediamo il filtro 
utilizzato: 
Il Filtro controlloAccesso.java è delegato a verificare se la risorsa richiesta dall‘utente, 
tramite scrittura della URI, può essere acceduta o meno. In particolare, valuta se l‘utente 
che richiede la pagina ad accesso riservato è uno ShopKeeper, in caso contrario 
visualizza un messaggio di errore a video impedendone l‘accesso.  
Il filtro è mappato su tutte le URL ContextPath/SecJsp/* 
Tutte le richieste indirizzate alle pagine JSP riservate (aventi l‘URI sopra riportata) 
vengono catturate dal filtro che verifica se tali richieste hanno i permessi necessari per 


















     Un eccezione è un evento che si distingue dalla regola, che altera il normale flusso di 
esecuzione. Le eccezioni vengono visualizzate all‘utilizzatore dell‘applicazione, 
mediante un messaggio di errore a video che indica il motivo per cui l‘operazione 
eseguita non è andata a buon fine. Sono state definite due eccezioni per gestire le 
situazioni di errore che si possono verificare utilizzando l‘applicazione.  




La prima eccezione è DatiLoginNonValidi.java che viene lanciata dal modulo 
GestoreShopKeeper quando l‘username e la password inserite dall‘utente per 
l‘autenticazione non corrispondono a nessuna attività commerciale memorizzata nel 
database. La seconda eccezione è UserOidGiaPresente.java che viene lanciata dal 
modulo GestoreShopKeeper quando, durante il processo di registrazione di un attività 
commerciale, viene utilizzato un username o un identificare del negozio già 




     I JavaBean sono classi Java che rispettano particolari convenzioni. Permettono di 
incapsulare più oggetti in un singolo oggetto favorendo il riuso del codice e la riduzione 
(grazie a tag specifici per l‘utilizzo dei bean nelle pagine JSP) di codice Java nelle 
pagine JSP. Se un applicazione utilizza sia pagine JSP che Servlet, i JavaBean 
consentono lo scambio di dati tra i due componenti.  
I JavaBean utilizzati dal modulo OutletPresentation sono: 
 
 AttivitaCommerciale.java: è il JavaBean che rappresenta un attività 
commerciale, mantiene informazioni riguardanti l‘identificatore del negozio, il 
nome del negozio, il nome dell‘outlet village dove il negozio risiede, la 
locazione, l‘username e la password dello ShopKeeper, l‘e-mail ed il logo del 
negozio. 
 utilityImage.java: è il JavaBean che rappresenta un sommario delle 
informazioni relative ad un‘attività commerciale, mantiene informazioni 
riguardanti l‘identificatore del negozio, l‘e-mail ed il logo del negozio. 
 













                                                                                                         Figura 75- GestoreShopKeeper 
dati da e verso il sistema. EJB 3.0 introduce,  rispetto alla precedente versione, l'entity 
manager, un componente dedicato da un lato alla gestione fisica della connessione con 
il database e dall‘altro alla persistenza degli entity.  
Le interrogazioni sul database, grazie all‘entity manager vengono effettuate 
direttamente all‘interno dei metodi dell‘entity bean. La configurazione dell‘entity 
manager avviene attraverso un file XML,  persistence.xml al cui interno viene 
specificato sia il nome del database da associare al particolare schema di persistenza che 
il comportamento dell'Entity Manager per quanto concerne le regole di traduzione e di 
mapping dei tipi.  
Vediamo ora gli EJB utilizzati all‘interno dell‘applicazione: 
 GestoreShopKeeperBean.java: è l‘implementazione del session EJB che grazie 
alla sua interfaccia GestoreShopKeeperRemote.java, espone le funzioni 
utilizzabili dall‘esterno per la gestione dell‘attività commerciale. 
 ShopKeeper.java: è l‘entity EJB che rappresenta un attività commerciale. 
 
Le eccezioni utilizzate dal modulo GestoreShopKeeper sono le stesse viste nel modulo 
OutletPresentation, è proprio il modulo GestoreShopKeeper che lancia le eccezioni 
quando si verifica un comportamento anomalo.  
Il modulo OutletPresentation cattura l‘eccezione e mostra il relativo messaggio di errore 
a video. 
     Il modulo GestoreShopKeeper 
contiene i javabean, il session ejb e 
l‘entity ejb per la gestione delle attività 
commerciali. Questo modulo infatti, 
incapsula la logica di accesso al 
database dove sono memorizzate le 
attività commerciali ed espone, grazie 
all‘interfaccia del session ejb, le 
funzioni disponibili all‘esterno. La 
gestione della persistenza è ottenuta 
grazie all‘utilizzo di un entity EJB 3.0 
che permette la sincronizzazione dei  
 




I JavaBean utilizzati dal modulo GestoreShopKeeper sono AttivitaCommerciale.java e 












                                                                                                           Figura 76- WSSIPC 
Il WS è implementato come session EJB.  
Vediamo ora i componenti utilizzati all‘interno dell‘applicazione: 
 Offerta.java: è l‘entity EJB che rappresenta un offerta commerciale. 
 WSSIPCBean: è l‘ implementazione del WS della nostra applicazione destinato 
alla gestione delle offerte commerciali. 
 
L‘applicazione sviluppata utilizza un EJB di tipo stateless per l‘implementazione del 
WS in quanto le richieste effettuate dallo stesso client, sono indipendenti l‘una dall‘altra 
per cui non è necessario mantenere alcuna informazione di sessione lato WS. 
Questo significa che l‘oggetto deputato al ruolo di WS, non tiene traccia della 
conversazione con uno specifico client. Tuttavia se si vuole mantenere informazioni sul 
client in modo da riconoscerlo si possono utilizzare i meccanismi messi a disposizione 
dal protocollo di trasporto (HTTP), gli oggetti messi a disposizione da Java per il 
mantenimento di una sessione (HttpSession) oppure si può utilizzare un parametro 
esplicito (che identifica la sessione) passato dal client in tutte le operazioni di richiesta 
effettuate al WS. Dalla versione 2.1 di JAX-WS è stato introdotto il concetto di servizi 
     Il modulo WSSIPC contiene i javabean, 
il Web Service e l‘entity ejb per la gestione 
delle offerte commerciali. Il file WSDL del 
WS espone all‘esterno le funzioni relative 
alla gestione delle offerte commerciali. La 
gestione della persistenza è ottenuta anche 
in questo caso grazie all‘utilizzo di un 
entity EJB 3 che, sotto diretto controllo del 
WS, effettua le operazioni di 
interrogazione, di memorizzazione e di 
modifica delle offerte commerciali.  
 




stateful che semplifica, attraverso l‘uso di speciali annotazioni la gestione stateful del 




     Sono state definite due eccezioni per gestire le  situazioni di errore che si possono 
verificare utilizzando l‘applicazione. La prima eccezione è DataNonValida.java che 
viene lanciata dal WS durante la registrazione di una nuova offerta commerciale quando 
la data odierna è superiore alla data di inizio o di fine promozione nella registrazione di 
una nuova offerta  oppure  durante la modifica di un offerta quando la data di fine 
promozione precedentemente impostata è superiore alla nuova data di fine promozione 
nella modifica di un offerta commerciale. 
La seconda eccezione è NessunRisultato.java che viene lanciata dal WS  quando non è 
presente nessun offerta commerciale che soddisfa il criterio impostato.  
Le eccezioni che seguono il normale costrutto del linguaggio Java, vengono trasformate 
durante l‘invocazione del WS, grazie all‘uso di JAX-WS, in SOAP fault e vengono 
gestite dal modulo OutletPresentation. 
16.3.2- JavaBean 
 
     I JavaBean utilizzati dal modulo WSSIPC e in più in generale dal WS, sono una 
rappresentazione, sotto forma di classe Java, dei risultati ottenuti in seguito 
all‘invocazione di un servizio del WS stesso. Infatti JAX-WS restituisce come valori di 
ritorno semplici JavaBean in seguito all‘invocazione del servizio, oltre ai tipi atomici 
(int, boolean), agli oggetti String e agli array e alle liste (List) relative ai tipi base citati. 
I JavaBean, per essere restituiti come valore di ritorno di un metodo del WS, devono 
avere un costruttore pubblico senza argomenti e i campi trasmessi (inviati) sono solo i 
campi pubblici le cui  proprietà sono accessibili attraverso le coppie di metodi getXx() e 
setXx(). I JavaBean utilizzati sono: 
 OffertaCommerciale.java:è il JavaBean che rappresenta un offerta commerciale, 
mantiene informazioni riguardanti l‘identificatore dell‘offerta, l‘identificatore 
del negozio che ha effettuato l‘offerta, il nome del negozio, l‘outlet village dove 
il negozio risiede, la locazione, la categoria principale, la categoria dettagliata, la 




descrizione dell‘offerta, la data di inizio e di fine della promozione e l‘immagine 
relativa all‘offerta.  
 elencoAttivita.java:è il JavaBean che rappresenta un attività commerciale che 
effettua promozioni che soddisfano i criteri di ricerca impostati. Mantiene  
informazioni riguardanti  l‘identificatore del negozio, il nome del negozio, 
l‘outlet village dove il negozio risiede,  la locazione ed il logo. 
 risultatoSemplice.java:è il JavaBean che rappresenta il  sommario di un offerta 
commerciale, mantiene  informazioni riguardanti l‘identificatore dell‘offerta, la 
categoria  alla quale l‘offerta appartiene, la categoria dettagliata,  la descrizione 
















Capitolo 17- Implementazione 
 
n questo capitolo viene analizzata la reale implementazione dei maxi componenti 
dell‘applicazione, esaminati a grandi linee nel capitolo precedente. Per un maggior 
dettaglio si consiglia la lettura del codice sorgente allegato a questo elaborato. 
 
17.1- Modulo GestoreShopKeeper 
 
     Il modulo GestoreShopKeeper comprende i componenti GestoreShopKeeperBean 
(Session EJB) e ShopKeeper (entity EJB) che incapsulano la logica relativa alla 
gestione delle attività commerciali. Si ricorda che tale modulo comunica con il modulo 
OutletPresentation attraverso l‘utilizzo dei  meccanismi Java per l‘invocazione da 
remoto. 
 
17.1.1- GestoreShopKeeperBean e GestoreShopKeeperRemote 
 
     Il GestoreShopKeeperBean.java e il GestoreShopKeeperRemote.java rappresentano 
rispettivamente l‘implementazione e l‘interfaccia del Session EJB, quest‘ultima mette a 
disposizione i metodi per la gestione delle attività commerciali. Per l‘implementazione 
del GestoreShopKeeperBean  è stata utilizzata la specifica EJB 3.0
67
(rilasciata nel 
Maggio 2006), che rispetto alla versione precedente (EJB 2.1, rilasciata nel Novembre 
2003) consente una  considerevole diminuzione della complessità.   
L‘introduzione delle annotazioni in JDK 5.0, all‘interno delle specifiche EJB 3.0, ha 
permesso di semplificare il modello di sviluppo dove: i nuovi Enterprise JavaBean sono 
POJO (Plain Old Java Object), la Home Interface, l‘EJBObject, l‘EJBLocalObject o la 
Remote Interface non sono più necessarie e tutta la logica relativa alla descrizione degli 
oggetti (rappresentata dai file XML) della precedente versione viene eliminata. Inoltre  
le specifiche 3.0 garantiscono l‘interoperabilità tra i vecchi EJB e i nuovi.  
                                                 
67 Dal 10/12/2009 è disponibile anche la versione 3.1, non presente all’inizio della stesura di questo 
elaborato e per questo non esaminata. 
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Vediamo ora come un semplice JavaBean  viene interpretato un Session EJB dal 
container J2EE. L‘implementazione dell‘EJB necessita dell‘annotazione @Stateless o 
@Stateful a seconda del tipo di EJB che si vuole creare, mentre la sua interfaccia 
(generata in automatico in base ai metodi pubblici contenuti nell‘implementazione del 
bean) necessita dell‘annotazione @Local o @Remote a seconda che i componenti client 
si trovino sullo stesso host dell‘EJB oppure  no. Nella  tabella68 sottostante vengono 
riportate le principali caratteristiche del Session EJB 3.0 Per ulteriori approfondimenti 
sull‘argomento EJB 3.0 si rimanda a testi specifici.  
 
Figura 77- Session EJB 3.0 
 
Le funzioni messe a disposizione dal Session EJB GestoreShopKeeperBean sono: 
 
     public void registraAttivitaCommerciale(AttivitaCommerciale attiv) throws  
UserOidGiaPresente: questa funzione prende in ingresso un JavaBean di tipo 
AttivitaCommerciale, ed effettua la relativa registrazione nel database.  
                                                 
68 Fonte: http://today.java.net/pub/a/today/2007/01.23/migrating-from-ejb2x-to-ejb30.html.  
 




Tale funzione lancia, nel caso in cui l‘username o l‘identificatore del soggetto che 
richiede l‘inserimento della propria attività commerciale siano già presenti nel database,  
l‘eccezione UserOidGiaPresente. 
 
     public AttivitaCommerciale login(String username,String password)throws 
DatiLoginNonValidi: questa funzione controlla che l‘username e la password dello 
shopkeeper siano presenti nel database che memorizza le attività commerciali. Se 
l‘operazione di login va a buon fine, viene restituito un JavaBean di tipo 
AttivitaCommerciale contenente le informazioni sull‘attività commerciale loggata, 
altrimenti viene lanciata l‘eccezione DatiLoginNonValidi 
 
     public AttivitaCommerciale aggiornaDatiAttivitaCommerciale 
(AttivitaCommerciale attiv) : questa funzione prende in ingresso un JavaBean di tipo 
AttivitaCommerciale contenente le informazioni aggiornate sull‘attività commerciale (le 
informazioni che possono essere modificate sono la password, l‘e-mail, la locazione e il 
logo), elimina dal database i vecchi valori dell‘attività commerciale e inserisce quelli 
nuovi. La funzione restituisce un JavaBean di tipo AttivitaCommerciale rappresentante 
l‘attività commerciale modificata.  
 
     public List <utilityImage> prelevaImmagini(String id[]): questa funzione prende in 
ingresso un array di identificatori di attività commerciali e restituisce la relativa lista di 
JavaBean di tipo utilityImage (contente l‘identificatore, il logo e l‘e-mail dell‘attività 
commerciale). 
 
I  metodi citati sopra, lavorano con l‘entity EJB ShopKeeper, che rappresenta in un 
dato istante, una tupla (e quindi un attività commerciale) presente nel database. Per far 
ciò, il Session EJB utilizza le API EntityManager, che si occupano di rendere persistenti 
le entità (le entity EJB) e di eseguire operazioni CRUD (Create, Read, Update e Delete) 
su di esse.  
La classe EntityManager attraverso i suoi metodi permette di memorizzare o di 
rimuovere entità, di  effettuare query (il linguaggio utilizzato è EJB QL, simile 
all‘SQL), di trovare istanze EJB attraverso la conoscenza della chiave primaria ecc.. . 
Difatti se la richiesta riguarda la creazione di un entità  l‘EntityManager traduce l‘entità 
in un nuovo record nel database, se  la richiesta riguarda la cancellazione di un entità 




l‘EntityManager provvede a rimuovere il relativo record dal db, se invece viene 
richiesta una particolare entità l‘EntityManager ricerca tale entità nel database, crea 
l‘entity bean del tipo specificato, lo popola con i dati relazionali contenuti nel database e 
lo restituisce. Quindi l‘EntityManager assicura una sincronizzazione fra i dati dell‘entity 
ShopKeeper e quelli presenti nel database. Affinché il meccanismo appena esaminato 
funzioni, è necessario un altro componente, il Persistence Context.  
Il Persistence Context è una collezione di entità gestite dall‘EntityManager.  
L‘uso di un IDE di sviluppo come NetBeans consente di creare un particolare ―oggetto‖ 
chiamato Persistence units
69
 contenente informazioni sulla risorsa Data Source da 
utilizzare (associazione con il nome JNDI),  sul comportamento da tenere nella 
generazione della tabella ecc.. Utilizzando l‘annotazione @PersistenceContext (da 
associare attraverso l‘attributo unitName al Persistence Units creato), il container si 
prende cura delle operazioni di lookup, di apertura e di chiusura dell‘EntityManager e 




     L‘EJB ShopKeeper è un entity EJB (annotazione @Entity), e come tale, tutti i suoi  
campi (o meglio proprietà che non hanno l‘annotazione @Transient) sono persistenti, 
cioè sono in relazione uno a uno con le colonne del database dove tali dati vengono 
memorizzati. 
Un Entity EJB 3.0 non necessita di interfacce remote o locali, in quanto sono manipolati 
direttamente dai Session EJB e pertanto non sono oggetti invocabili da remoto. 
L‘utilizzo delle annotazioni permette di indicare la tabella del database da mappare con 
l‘EJB (@Table), di effettuare ricerche e di memorizzare gli EJB nelle righe del 
database. Per quanto riguarda l‘elenco delle annotazioni utilizzabili, si rimanda alle 
specifiche EJB 3.0. Vediamo ora i campi persistenti dell‘EJB che sono in relazione con 
i campi della tabella elencoattivita (database: outletvillageshopkeeper) utilizzata, e le 
funzioni di utilità messe a disposizione dal componente. 
 
 
                                                 
69 Questo comporta la creazione di un file di configurazione persistence.xml, che contiene i dettagli  
sulla gestione della persistenza. 












                                                                   Figura 78- relazione tra i campi ShopKeeper  
                                                              e le colonne della tabella  elencoattività 
 
L‘implementazione del componente ShopKeeper possiede, oltre ai classici metodi per 
leggere e  scrivere le sue proprietà,  anche una funzione di utilità: 
 
     public AttivitaCommerciale caricaUtente(): questa funzione restituisce un JavaBean 
di tipo AttivitaCommerciale le cui proprietà assumono gli stessi valori dei campi 
dell‘EJB corrente (sul quale tale funzione è invocata). La funzione viene utilizzata per 
restituire, sotto forma di JavaBean (o lista di JavaBean), il risultato dell‘invocazione di 
una funzione del GSK relativo ad una tupla (o una lista di tuple) del db alla quale 
corrisponde, in un dato istante, un EJB (contenente i valori del risultato), o un set di EJB 
(nel caso in cui ci siano più tuple come risultato della funzione).  
 
17.1.3- JavaBean AttivitaCommerciale e utiliyImage  
 
     I JavaBean utilizzati nella comunicazione tra il modulo OutletPresentation e 
GestoreShopKeeper sono, come già accennato, AttivitaCommerciale e utilityImage. 
I campi dell‘entity bean 
ShopKeeper sono in relazione uno 
ad uno con i campi di ugual nome 
della tabella elencoattivita. Se si 
vuole specificare un mapping 
diverso si può utilizzare, nella 
definizione dei tipi dell‘EJB,  
l‘annotazione @Column 
specificando nell‘attributo name il 
nome della colonna della tabella. 
I tipi String Java sono mappati nei 
corrispondenti tipi VARCHAR di 
MYSQL mentre il tipo byte[] 
(array di byte) è mappato nel tipo 
MYSQL BLOB. Il campo dell‘EJB 
che ha l‘annotazione @Id  permette 
di impostare la chiave primaria 
della tabella MySQL . 









            
utilityImage
 
Figura 79- proprietà JavaBean AttivitaCommerciale                          Figura 80- proprietà JavaBean   
                                                                                                                 utilityImage 
 
17.2- Modulo WSSIPC 
 
     Il modulo WSSIPC comprende i componenti WSSIPCBean (WS) e Offerta (entity 
EJB) che incapsulano la logica relativa alla gestione delle offerte commerciali. 
Si ricorda che tale modulo comunica con il modulo OutletPresentation attraverso 
l‘utilizzo del protocollo SOAP. Il maxi modulo WSSIPC, e più in generale il 
componente WSSIPCBean espone, tramite il file WSDL, le operazioni accessibili 
all‘esterno ed i dettagli di binding.  
 
17.2.1- WSSIPCBean e WSSIPCRemote 
 
     Il  WSSIPCBean.java ed il WSSIPCRemote.java rappresentano rispettivamente 
l‘implementazione e l‘interfaccia del Web Service, quest‘ultima mette a disposizione i 
metodi per la gestione delle offerte commerciali. 
 




I metodi messi a disposizione dal WS sono: 
 
     public boolean aggiungiOffertaCommerciale(String idNegozio,String 
nomeNegozio, String outletVillage, String locazione, String categoria,String 
categoriadettagliata, String descrizione,GregorianCalendar 
datainizio,GregorianCalendar datafine, byte[] logo)throws DataNonValida:  questa 
funzione prende in ingresso i dati necessari alla registrazione di un offerta commerciale 
nel sistema, verifica se la data odierna è superiore alla data di  inizio o di fine 
promozione, in caso affermativo lancia l‘eccezione DataNonValida, altrimenti registra 
l‘offerta commerciale nel sistema. La funzione restituisce ―true‖ nel caso in cui vada 
tutto a buon fine, false in caso contrario. 
 
      public List<risultatoSemplice> ricercaofferteattive(String idNegozio,String 
categoria,String categoriadettagliata): questa funzione prende in ingresso 
l‘identificatore del negozio relativo alle offerte da visualizzare, la categoria e la 
categoria dettagliata impostate dall‘utente, e restituisce una lista di JavaBean di tipo 
risultatoSemplice contenente tanti elementi quanti sono i risultati ottenuti dalla ricerca. 
Si ricorda che sia la categoria, sia la categoria dettagliata possono essere vuote, in 
questo caso la lista di JavaBean di tipo risultatoSemplice conterrà tutte le offerte 
presenti nel negozio specificato come parametro della richiesta 
 
     public List<risultatoSemplice> ricercaofferteinscadenza(String idNegozio): questa 
funzione prende in ingresso l‘identificatore del negozio del quale si vuole visualizzare 
le offerte, e restituisce una lista di JavaBean di tipo risultatoSemplice contenente tanti 
elementi quante sono le offerte che terminano in giornata il loro periodo di validità. 
 
     public List<risultatoSemplice> eliminaofferta(Long idOfferta,String idNegozio): 
questa funzione prende in ingresso l‘identificatore dell‘offerta da eliminare e 
l‘identificatore del negozio, elimina l‘offerta dal database e restituisce una lista di 
JavaBean di tipo risultatoSemplice contenente tutte le offerte ancora attive del negozio 
considerato. 
 
     public risultatoSemplice modificaofferta(Long idofferta, String descrizione, 
GregorianCalendar datafine,byte[] img) throws DataNonValida: questa funzione 




prende in ingresso l‘identificatore dell‘offerta da modificare, la descrizione da inserire, 
la data di fine promozione e l‘immagine, modifica i precedenti valori dell‘offerta con i 
nuovi sempre se la nuova  data inserita è superiore a quella precedente , altrimenti  
lancia l‘eccezione DataNonValida. Il metodo restituisce un JavaBean di tipo 
risultatoSemplice contenente le informazioni aggiornate sull‘offerta commerciale 
modificata. 
 
     public List<OffertaCommerciale> ricerca(String idNegozio,String categoria,String 
categoriadettagliata, int firstItem, int batchSize): questa funzione prende in ingresso 
l‘identificatore del negozio del quale si intende visualizzare le offerte, la categoria, la 
categoria dettagliata, l‘elemento dal quale restituire i risultati ed il numero massimo di 
risultati da restituire, ritorna una lista (di massimo batchSize elementi) di JavaBean di 
tipo OffertaCommerciale che soddisfano i criteri di ricerca impostati. 
 
     public int contarisultati(String outlet,boolean arg0,String idNegozio,String 
categoria,String categoriadettagliata) throws NessunRisultato: questa funzione prende 
in ingresso il nome dell‘outlet nel quale effettuare la ricerca, un elemento di tipo 
boolean, l‘identificatore di negozio, la categoria, la categoria dettagliata, e  restituisce 
un intero contenente il numero di risultati presenti nel db che soddisfano il criterio di 
ricerca impostato. Qualora non vi sia nessun risultato che soddisfa i criteri di ricerca 
impostati, lancia l‘eccezione NessunRisultato. 
La funzione contarisultati è parametrizzata, cioè a seconda dei parametri che riceve in 
ingresso e del valore che assume arg0 effettua un diverso tipo di operazione. 
 
     public List<elencoAttivita> macrorisultato(String outlet,String categoria,String 
categoriadettagliata,int firstItem,int batchSize): questa funzione prende in ingresso il 
nome dell‘outlet village nel quale effettuare la ricerca, la categoria, la categoria 
dettagliata,  
l‘elemento dal quale restituire i risultati ed il numero massimo di risultati da restituire e 
ritorna una lista (di massimo batchSize elementi) di JavaBean di tipo elencoAttivita che 
contengono le offerte che  soddisfano i criteri di ricerca impostati. 
 I metodi (visti sopra) lavorano con l‘entity EJB Offerta, che rappresenta in un dato 
istante, una tupla (e dunque un offerta commerciale) presente nel database.  




I metodi del WS incapsulano la logica necessaria  alla creazione, alla modifica, 




     L‘EJB Offerta è un entity EJB. Vediamo i campi persistenti dell‘EJB che sono in 
relazione con i campi della tabella offertecommerciale (database: sipcofferte) utilizzata, 







                                                                       
                                                                                  Figura 81- relazione tra i campi Offerta e le colonne  
                                                                                    della tabella  offerte commerciale 
 
L‘implementazione del componente Offerta possiede, oltre ai classici metodi per 
leggere e scrivere le sue proprietà, anche le seguenti funzioni di utilità: 
 
     public OffertaCommerciale caricaOfferta(): questa funzione restituisce un 
JavaBean di tipo OffertaCommerciale, le cui proprietà assumono gli stessi valori 
I campi dell‘entity bean Offerta sono 
in relazione uno ad uno con i campi di 
ugual nome della tabella. I tipi String 
Java sono mappati nei corrispondenti 
tipi VARCHAR di MYSQL  mentre il 
tipo byte[] (array di byte) e quello 
GregorianCalendar sono mappati 
rispettivamente nel tipo MYSQL 
BLOB  e MYSQL DATE. Il tipo 
Long idofferta (che rappresenta la 
chiave primaria della tabella) viene 
incrementato automaticamente ad 
ogni nuovo inserimento di un offerta  
commerciale, questo è stato ottenuto 
attraverso l‘utilizzo dell‘annotazione  
@GeneratedValue(strategy=Generati
onType.IDENTITY) sul campo 
marcato dall‘annotazione @ID. 
 




dell‘EJB corrente (sul quale tale funzione è invocata). La funzione viene utilizzata per 
restituire, sotto forma di JavaBean (o lista di JavaBean) il risultato dell‘invocazione di 
una funzione del WS relativo ad una tupla (o una lista di tuple) del db alla quale 
corrisponde, in un dato istante, un EJB (contenente i valori del risultato), o un set di EJB 
(nel caso in cui ci siano più tuple come risultato della funzione).  
 
     public elencoAttivita caricaAttivita(): questa funzione restituisce un JavaBean di 
tipo elencoAttivita le cui proprietà assumono gli stessi valori dell‘EJB corrente (sul 
quale tale funzione è invocata). La funzione viene utilizzata per restituire, sotto forma di 
JavaBean (o lista di JavaBean) il risultato dell‘invocazione di una funzione del WS 
relativo ad  una tupla (o una lista di tuple) del db alla quale corrisponde, in un dato 
istante, un EJB (contenente i valori del risultato), o un set di EJB (nel caso in cui ci 
siano  più tuple come risultato della funzione).  
 
     public risultatoSemplice caricaRisultatoSemplice(): questa funzione restituisce un 
JavaBean di tipo risultatoSemplice le cui proprietà assumono gli stessi valori dell‘EJB 
corrente (sul quale tale funzione è invocata). La funzione viene utilizzata per restituire, 
sotto forma di JavaBean (o lista di JavaBean) il risultato dell‘invocazione di una 
funzione del WS relativo ad una tupla (o una lista di tuple) del db alla quale 
corrisponde, in un dato istante, un EJB (contenente i valori del risultato), o un set di EJB 
(nel caso in cui  ci siano più tuple come risultato della funzione).  
 
17.2.3- JavaBean OffertaCommerciale, elencoAttivita e risultatoSemplice 
 
I JavaBean utilizzati nella comunicazione tra il modulo OutletPresentation e WSSIPC 
sono, come già accennato OffertaCommerciale, elencoAttivita e risultatoSemplice. 
I tre JavaBean sono stati presentati nel paragrafo 16.3.2.  
elencoAttivita
 
Figura 82- proprietà JavaBean elencoAttivita 






             
risultatoSemplice
 
Figura 83- proprietà JavaBean OffertaCommerciale          Figura 84- proprietà JavaBean risultato Semplice 
 
17.3- Modulo OutletPresentation 
 
     Il modulo OutletPresentation comprende i componenti  controlloreSK, 
visualizzaImagini, visualizzaLogo ed il filtro ControlloAccesso già discussi nel capitolo 





     La Servlet controlloreSK gestisce tutte le richieste degli utenti (registrati e non) che 
vogliono interagire con l‘applicazione. Le diverse richieste vengono gestite all‘interno 
del metodo processRequest (HttpServletRequest request, HttpServletResponse 
response). Il controllore differenzia le richieste, svolgendo la giusta elaborazione, in 
base ad un parametro di richiesta ―op‖, nel caso in cui la richiesta derivi da una form 
non multipart ( non contenente immagini), e in base ad un parametro ―comando‖ in 
caso contrario. La prima elaborazione effettuata dal controlloreSK è, quindi,  quella di 
verificare se la richiesta deriva da un form multipart, in caso affermativo verifica il 
valore di comando (costituito dal primo parametro della richiesta) e, a seconda di esso, 




esegue la giusta operazione, in caso negativo preleva dalla richiesta il parametro op e 
grazie ad una serie di IF in cascata decide l‘operazione da svolgere. 
Analizziamo le operazioni provenienti da form multipart: 
 
Registrazione attività commerciale e modifica dati attività commerciale 
La registrazione di una nuova attività nel sistema (o ShopKeeper) e la modifica dei dati 
di un attività, vengono entrambe gestite dal comando registraModificaAttivita. 
L‘effettiva operazione da effettuare viene scelta a seconda della presenza o meno in 
sessione, di alcune informazioni riguardanti l‘attività stessa. Se tali informazioni non 
sono presenti significa che deve essere effettuata l‘operazione di registrazione, 
altrimenti quella di modifica.  
Se lo ShopKeeper non è registrato vengono prelevati dalla richiesta i dati contenenti le 
informazioni inerenti la registrazione, viene inserita un immagine di default per il logo 
dell‘attività commerciale (se non indicata dallo ShopKeeper) e viene popolato un 
JavaBean di tipo AttivitaCommerciale con i dati presenti nella registrazione. A questo 
punto  il controlloreSK invoca l‘operazione 
registraAttivitaCommerciale(AttivitaCommerciale) del bean GestoreShopKeeperBean 
per completare la registrazione. Se non si sono verificati errori, setta un attributo di 
richiesta contenente il riepilogo dei dati registrati e passa il controllo alla pagina 
SecJsp/riepilogoDatiAttivitaCommerciale.jsp che si occupa di mostrare a video il 
risultato. Invece se lo ShopKeeper è registrato, il controlloreSK preleva dalla sessione le 
informazioni relative all‘ attività commerciale registrata, e popola un JavaBean di tipo 
AttivitàCommerciale con i valori di locazione, di password, di e-mail e di logo 
modificati (si ricorda che lo ShopKeeper può modificare questi campi a piacimento) e 
invoca il metodo aggiornaDatiAttivitaCommerciale(AttivitaCommerciale) del bean 
GestoreShopKeeperBean per completare la modifica dei dati. Se non si sono verificati 
errori, setta un attributo di richiesta contenente il riepilogo dei dati modificati e passa il 
controllo alla  JSP SecJsp/riepilogoDatiModificati.jsp che si occupa di mostrare a video 
il risultato. 
 
Inserisci offerta commerciale 
L‘inserimento di una nuova offerta commerciale nel sistema viene gestito dal comando 
registraOfferta. Il controlloreSK preleva dalla sessione i dati relativi all‘attività 
commerciale che desidera inserire l‘offerta commerciale, inserisce un immagine di 




default per l‘offerta commerciale (altrimenti si limita ad inserire quella indicata dallo 
ShopKeeper), e popola le  variabili di appoggio con i dati dell‘offerta commerciale. A 
questo punto il controlloreSK controlla che la data di inizio sia inferiore alla data di fine 
promozione (altrimenti visualizza un  messaggio di errore), invoca il metodo 
aggiungiOffertaCommerciale(String idNegozio,String nomeNegozio, String 
outletVillage, String locazione, String categoria,String categoriadettagliata, String 
descrizione,GregorianCalendar datainizio,             GregorianCalendar datafine, byte[] 
logo) del WS che si occupa dell‘inserimento dell‘offerta commerciale nel database e 
passa il controllo alla pagina SecJsp/inserisciOffertaCommerciale.jsp che si occupa di 
mostrare a video in caso di successo il messaggio di avvenuta registrazione, altrimenti 
quello di errore. 
  
Modifica offerta commerciale 
La modifica di un offerta commerciale viene gestita dal comando modificaOfferta. Il 
controlloreSK preleva dalla richiesta l‘identificatore dell‘offerta da modificare, la nuova 
descrizione, la nuova data di fine promozione ed il nuovo logo, invoca il metodo 
modificaofferta(Long idofferta, String descrizione, GregorianCalendar 
datafine,byte[] img)del WS, inserisce in sessione l‘offerta modificata e le informazioni 
(espresse in attributi di richieste e di sessione) necessarie alla visualizzazione 
dell‘offerta modificata e passa il controllo alla pagina 
SecJsp/risultatiOffertePerShopKeeper.jsp che si occupa di mostrare a video il risultato.  
 
Analizziamo ora le operazioni provenienti da form non-multipart. 
 
Login 
L‘operazione di login viene gestita dal valore op=login. Il controlloreSK preleva dalla 
richiesta l‘username e la password dello ShopKeeper, controlla che non siano vuoti ed 
invoca la funzione login(String user, String pass) del GestoreShopKeeperBean. 
Se non si sono verificati errori, il controlloreSK memorizza in sessione i dati relativi 
all‘attività commerciale registrata e passa il controllo alla pagina startLeft.jsp che si 









L‘operazione di logout viene gestita dal valore op=logout. Il controlloreSK invalida la 
sessione e passa il controllo alla pagina startLeft.jsp che si occupa di resettare il menù 
dedicato all‘attività commerciale loggata. 
 
Visualizza offerte commerciali (effettuata dallo ShopKeeper) 
Tale operazione viene gestita dal valore op= ricercatutteleofferte e consente allo  
ShopKeeper di visualizzare, a seconda dei parametri impostati nella richiesta (categoria 
principale, categoria principale e dettagliata, nessuna categoria) le proprie offerte 
commerciali attive. 
Il controlloreSK preleva dalla sessione le informazioni relative all‘attività commerciale 
registrata e dalla richiesta le informazioni riguardanti la categoria principale e la 
categoria dettagliata. Nel caso in cui non vengono specificate, il valore assunto da esse è 
la stringa ―no‖. A questo punto il controlloreSK invoca il metodo 
ricercaofferteattive(String idNegozio,String categoria,String categoriadettagliata) del 
WS e provvede  a creare, in caso affermativo, una lista di JavaBean di tipo utilityImage 
contenente le immagini da visualizzare. Il controllore inserisce negli attributi di sessione 
le offerte da visualizzare, la lista di utilityImage e un attributo per l‘impaginazione dei 
risultati e passa il controllo alla pagina SecJsp/risultatiOffertePerShopKeeper.jsp che si 
occupa di mostrare a video il risultato. 
 
Visualizza offerte commerciali in scadenza (effettuata dallo ShopKeeper) 
Tale L‘operazione viene gestita dal valore op= ricercaofferteinscadenza e consente allo 
ShopKeeper di visualizzare le proprie offerte commerciali che terminano in giornata il 
loro periodo di validità.  
Il controlloreSK preleva dalla sessione le informazioni relative all‘attività commerciale 
registrata, invoca il metodo ricercaofferteinscadenza(String idNegozio)del WS e 
provvede a creare, in caso affermativo,  una lista di JavaBean di tipo utilityImage 
contenente le immagini da visualizzare. A questo punto il controllore inserisce negli 
attributi di sessione le offerte da visualizzare, la lista di utilityImage e un attributo per 
l‘impaginazione dei risultati e passa il controllo alla pagina 
SecJsp/risultatiOffertePerShopKeeper.jsp che si occupa di mostrare a video il risultato. 
 
 




Elimina offerta commerciale  
Tale operazione viene gestita dal valore op= eliminaofferta e consente allo ShopKeeper 
di eliminare un offerta commerciale. Il controlloreSK preleva dalla richiesta 
l‘identificatore dell‘offerta da eliminare, dalla sessione le informazioni relative 
all‘attività commerciale e invoca il metodo eliminaofferta(Long idOfferta,String 
idNegozio) del WS.  
A questo punto  il controlloreSK inserisce in sessione i dettagli sulle offerte trovate e gli 
attributi relativi alla visualizzazione del risultato e  passa il controllo alla pagina 
SecJsp/risultatiOffertePerShopKeeper.jsp che si occupa di  mostrare a video il 
risultato.  
 
Visualizzazione dei negozi che effettuano promozioni che soddisfano i criteri di 
ricerca 
Tale operazione viene gestita dal valore op= macrorisultato e consente all‘utente di 
scoprire quali sono i  negozi che effettuano promozioni commerciali che soddisfano i 
criteri di ricerca impostati. Il controlloreSK preleva dalla richiesta i parametri utili ai 
fini della ricerca (la categoria principale, la categoria dettagliata e il nome dell‘outlet sul 
quale effettuare la ricerca). 
Nel caso in cui i campi relativi alla categoria principale o alla categoria principale e 
dettagliata non vengano specificati, il loro valore  viene impostato al valore ―no‖. A 
questo punto il controllore valuta, se l‘utente intende visualizzare la prima pagina 
(attributo di richiesta cmd=iniziale), la pagina successiva (cmd=avanti) o la precedente 
(cmd=precedente). 
Se la pagina richiesta è la prima il controlloreSK invoca il  metodo contarisultati(String 
outlet,boolean arg0,String idNegozio,String categoria,String categoria dettagliata) del 
WS per scoprire il numero di risultati che soddisfano il criterio di ricerca, e in base a ciò 
setta i relativi attributi di richiesta categoria principale, categoria dettagliata, pagine 
necessarie, pagina corrente, risultati trovati ed un attributo index che contiene il 
numero del negozio dal quale effettuare la ricerca. Invece  se l‘utente intende 
visualizzare la pagina successiva o quella precedente  i valori di index e di pagina 
corrente vengono aggiornati.  
Il controlloreSK invoca il metodo ricercapromozionipernegozi (String outlet,String 
categoria,String categoriadettagliata,int firstItem, int batchSize) del WS e 




in seguito al risultato della ricerca, crea un array di stringhe contenente gli identificatori 
dei negozi. Il controlloreSK invoca la funzione del GestoreShopKeeperBean 
prelevaImmagini(String id[]) che restituisce una lista di utilityImage corrispondente 
all‘array di stringhe passato come argomento. Tale lista viene utilizzata per la 
visualizzazione delle immagini relative ai loghi dei negozi e alle e-mail per contattare i 
negozi stessi. Il controlloreSK inserisce in sessione il risultato della ricerca ottenuto in 
seguito all‘invocazione del WS e la lista di utilityImage ritornata dal metodo del bean 
GestoreShopKeeperBean.  
A questo punto passa il controllo alla pagina risultatiPerNegozio.jsp che si occupa di 
mostrare a video il risultato.   
 
Visualizzazione delle offerte di uno specifico negozio 
Tale operazione viene gestita dal valore op= ricerca e consente all‘utente di scoprire 
quale offerte effettua il negozio selezionato. Il controlloreSK preleva dalla richiesta 
l’identificatore del negozio dal quale ricercare le promozioni che soddisfano il criterio 
di ricerca, l’outlet, la categoria principale e la categoria dettagliata (se non specificate 
valgono ―no‖), un attributo index2 che contiene il numero dell‘offerta dal quale 
effettuare la ricerca. A questo punto il controllore valuta, se l‘utente intende visualizzare 
la prima pagina (attributo di richiesta cmd=iniziale), la pagina successiva (cmd=avanti) 
o la precedente (cmd=precedente). 
Se la pagina richiesta è la prima, il controlloreSK invoca il  metodo 
contarisultati(String outlet,boolean arg0,String idNegozio,String categoria,String 
categoriadettagliata) del WS per scoprire il numero di offerte (relative al negozio 
selezionato) che soddisfano il criterio di ricerca, e in base a ciò setta gli attributi di 
richiesta categoria principale, categoria dettagliata, pagine necessarie, pagina 
corrente, risultati trovati e index2. Invece  se l‘utente intende visualizzare la pagina 
successiva o quella precedente  i valori di index2 e di pagina corrente vengono 
aggiornati.  
Il controlloreSK invoca il metodo ricercapromozioni (String idNegozio,String 
categoria,String categoriadettagliata, int firstItem, int batchSize) del WS. Il 
controlloreSK inserisce in sessione il risultato della ricerca ottenuto in seguito 
all‘invocazione del WS insieme ad altri attributi utili per la visualizzazione del risultato, 
e passa il controllo alla pagina risultatiOffertePerUtent.jspe che si occupa di mostrare a 
video il risultato.   






     La Servlet visualizzaImmagini, mappata su tutte le URL 
contextPath/visualizzaImmagini/*, estrae dalla richiesta il path info, che rappresenta 
l‘identificatore del negozio o dell‘offerta di cui si vuole mostrare l‘immagine a video. 
La visualizzaImmagini estrae dalla sessione l‘attributo ―cmd‖ che indica il tipo di 
operazione da svolgere. Se il cmd assume come valore offerte(cmd=offerte), impostato 
dal controlloreSK durante il processo di visualizzazione delle offerte di uno specifico 
negozio, la servlet visualizzaImmagini preleva dalla sessione la lista di JavaBean di tipo 
OffertaCommerciale e stampa a video l‘immagine dell‘offerta che ha come 
identificatore dell‘offerta lo stesso identificatore del path info. Se il cmd assume come 
valore negozi (cmd=negozi), impostato dal controlloreSK durante il processo di ricerca 
dei negozi che effettuano offerte che soddisfano il criterio di ricerca impostato 
dall‘utente, la servlet visualizzaImmagini  preleva dalla sessione la lista di JavaBean di 
tipo utilityImage contenente le informazioni sui negozi, e stampa a video l‘immagine 
del negozio che ha come identificatore lo stesso identificatore del path info. 
Se il cmd assume come valore riepilogoModificaOfferta (cmd= 
riepilogoModificaOfferta), impostato dal controlloreSK durante il processo di modifica 
di un offerta commerciale, la servlet visualizzaImmagini  preleva dalla sessione il 
JavaBean di tipo RisultatoSemplice contenente l‘offerta modificata e stampa a video 
l‘immagine associata. Se il cmd assume il valore offertedelloshop (cmd= 
offertedelloshop), impostato dal controlloreSK durante il processo di ricerca delle 
promozioni attive o in scadenza odierna (effettuata dallo ShopKeeper), la servlet 
visualizzaImmagini  preleva dalla sessione la lista di JavaBean di tipo utilityImage 
contenente le immagini e gli identificatori delle offerte, e stampa a video l‘immagine 




     La Servlet visualizzaLogo, mappata su tutte le URL contextPath/visualizzaLogo/*, 
estrae dalla sessione i dati relativi all‘attività commerciale loggata e visualizza il logo a 
video. 




Capitolo 18- Sistema S.I.P.Cmobile  
 
assiamo ad analizzare ora la seconda modalità di  utilizzo della nostra 
applicazione relativa alla visualizzazione delle offerte tramite un  terminale 




     La tecnologia Bluetooth
70
 è stata sviluppata da Ericsson nel 1994. Nel febbraio 1998 
un gruppo di interesse battezzato Bluetooth Special Interest Group (Bluetooth SIG), 
costituito da più di 2000 compagnie tra cui Ericsson, IBM, Intel, Microsoft, Motorola, 
Nokia e Toshiba, ha realizzato le specifiche Bluetooth 1.0, pubblicate nel luglio del 
1999. La versione attualmente più utilizzata è la 2.1
71
. Bluetooth  è uno standard per la 
comunicazione senza fili a corto raggio, impiegato per la realizzazione di una Personal 
Area Network (PAN), ossia di una rete informatica in grado di interconnettere diversi 
dispositivi come palmari, telefoni cellulari, computer portatili, stampanti, fotocamere 
digitali, console per videogiochi ecc.. . 
Tale standard è dotato di un raggio d‘azione che può arrivare fino a 100 metri (a 
seconda della classe
72
). In particolare ogni dispositivo (dotato di connessione Bluetooth) 
può gestire la comunicazione con altri sette dispositivi creando  la cosiddetta  rete 
Piconet nella quale sette dispositivi assumono il ruolo di slave e uno quello di master. 
                                                 
70 Il nome Bluetooth  (dente blu) fa riferimento al nome del re danese Harald II (910-986), 
soprannominato Harald Blåtand (dal dente blu), al quale si attribuisce l'unificazione della Svezia e 
della Norvegia  e l'introduzione del cristianesimo nei paesi scandinavi. 
71 La versione 3.0 è già stata presentata al mercato anche se in verità sono ancora pochi gli 
apparecchi che ne sfruttano le potenzialit{. Nel 2011 è prevista l’uscita della nuova versione, la 4.0 che 
riprende le novità della precedente, come ad esempio la compatibilità con il Wi-Fi per trasferimenti 
dati più veloci, attorno ai 25Mbit/sec, aggiungendovi un’elevata capacit{ di risparmio energetico.  
72 Bluetooth definisce 3 classi di dispositivi che propongono delle portate diverse in funzione della loro 
potenza di emissione. Classe prima: portata 100 metri, seconda classe: portata 10 metri circa, terza 
classe: 1 metro. 
P 




In tale rete ogni comunicazione passa attraverso il master in maniera del tutto analoga a 
una rete a stella. Il protocollo Bluetooth lavora nelle frequenze libere di 2,45 GHz . 
Ogni dispositivo viene  univocamente identificato mediante un indirizzo a 48 bit.  
Lo stack Bluetooth è organizzato su più livelli verticali, al di sopra dei quali c‘è 
un‘applicazione specifica (fig. 85). 
 
 
Figura 85- stack bluetooth 
 
Radio: modula e demodula i dati relativi alla trasmissione e ricezione. 
 
Baseband: abilita il collegamento fisico tra i dispositivi presenti all‘interno di una 
Piconet.  
 
Link Manager Protocol: è responsabile della sicurezza e del collegamento tra i 
dispositivi.  
 
Host Controller Interface: gestisce la comunicazione tra l'host ed il modulo Bluetooth. 
 
L2CAP: esegue il multiplexing dei protocolli di livello superiore, la segmentazione,  
l‘assemblaggio dei pacchetti e il trasporto d‘ informazione relativa alla QoS (Quality of 
Service). 




RFCOMM: emula una porta seriale (RS-232). Questo livello è necessario in quanto 
esistono applicazioni che utilizzano un meccanismo di trasmissione seriale. 
 
WAP e OBEX:  tali protocolli non vengono direttamente definiti dal Bluetooth SIG ma 
vengono adottati nell'architettura Bluetooth. OBEX (object Exchange) è un protocollo 
sviluppato per lo scambio di file, WAP (Wireless Application Protocol) è un protocollo 
per la connessione a internet di telefoni cellulari.  
 
TCS: fornisce servizi di telefonia. 
 
SDP: consente la ricerca di servizi presenti su dispositivi remoti.  
 
Ogni dispositivo dotato di funzionalità Bluetooth dispone di uno stack dei servizi, cioè 
d‘informazioni riguardanti i servizi offerti, utilizzate dagli altri apparecchi per interagire 
con i nodi della Piconet. Ad esempio se un cellulare Bluetooth vuole trasferire un 
messaggio di testo a un PDA, può interrogare quest'ultimo per verificare che sia in 
grado di ricevere e leggere il testo che gli vuole trasmettere. Inoltre lo stesso dispositivo 
Bluetooth può essere presente in più reti Piconet contemporaneamente, nelle quali può 
assumere ruoli diversi (come master in una Piconet e slave in un'altra). Un gruppo di 
Piconet legate tra loro viene chiamato Scatternet.  
L‘interesse che ha accompagnato lo standard Bluetooth è cresciuto nel corso degli anni, 
comportando lo sviluppo di meccanismi d‘accesso a tale tecnologia diversi a seconda 
del linguaggio di programmazione impiegato. Infatti la tecnologia Java utilizza una 
specifica dedicata a questo scopo, chiamata JSR-82.
73
 Il Bluetooth nasce con l'obiettivo 
di essere utilizzato nei dispositivi di piccole e medie dimensioni aventi  risorse limitate, 
per questo motivo la collocazione naturale della specifica JSR-82 è la piattaforma J2ME 
(Java 2 Micro Edition analizzata in seguito), anche se un componente sviluppato per 
l‘ambiente J2ME può comunicare tramite Bluetooth con uno sviluppato per l'ambiente 
J2SE. La JSR-82 consiste principalmente in tre package indipendenti: il  
javax.microedition.io gestisce le connessioni Bluetooth, il javax.obex  implementa le 
funzioni OBEX per il trasferimento dei file tra i dispositivi e il javax.bluetooth mette a 
                                                 
73 Tale specifica non rappresenta l'implementazione di uno stack, ma definisce soltanto le interfacce 
alle quali un Vendor deve attenersi per realizzare un suo stack conforme allo standard. 




disposizione delle applicazioni funzionalità relative ai profili Bluetooth Generic Access 
Profile e Service Discovery (analizzeremo i profili nel paragrafo 18.2).  
I dispositivi che implementano la tecnologia Bluetooth sono conformi a una serie di 
profili o  meglio regole che garantiscono la compatibilità fra dispositivi diversi oppure 
tra applicazioni scritte in linguaggi differenti. Ad esempio un auricolare Bluetooth 
fabbricato da una certa azienda, deve essere compatibile con un cellulare (di qualsiasi 
azienda) purché dotato di tecnologia Bluetooth. 
 
Vediamo i profili Bluetooth più interessanti (da non confondere con i profili della 
J2ME) : 
 Generic Access Profile: definisce la procedura da usare per stabilire una 
connessione tra due dispositivi. 
 Service Discover Application Profile: definisce le specifiche relative alla 
scoperta di servizi e dispositivi. 
 Generic Object Exchange Profile: definisce le caratteristiche relative alla 
sincronizzazione e al trasferimento di file e/o di oggetti (OBEX).  
 
La Java Standard Edition, a differenza di Java Mobile Edition  non dispone di librerie 
per la comunicazione Bluetooth. Dal momento che J2SE non dispone 
dell‘implementazione della JSR-82 e del relativo supporto alla comunicazione 
Bluetooth, è necessario un interfacciamento diretto con il sistema operativo. Questo 
comporta che l‘applicazione sviluppata sia vincolata alla specifica piattaforma su cui 
sarà eseguita. 
Per la realizzazione di questo progetto è stata utilizzata l‘implementazione della JSR-82  
BlueCove
74
  (libreria Java, versione 2.1). Tale libreria si appoggia ai driver Microsoft 
presenti in Windows XP SP2 e implementa in modo completo le specifiche JSR-82. 
BlueCove è uno stack open source, impiegato nella piattaforma Windows, che 
s‘interfaccia con BlueSoleil75 (oltre che con WIDCOMM, Microsoft Bluetooth stack e 
altri) e fornisce un‘interfaccia Java per i profili Bluetooth DAP, RFCOMM, L2CAP  e 
OBEX. Poiché lo stack Bluetooth Microsoft supporta esclusivamente connessioni 
                                                 
74 Sito Internet http://www.bluecove.org/ 
75 BlueSoleil è un software che permette di gestire le connessioni bluetooth tra un pc e i dispositivi 
remoti. 




RFCOMM anche BlueCove può supportare solo queste. Inoltre è possibile ottenere il 
servizio di OBEX Push attraverso l‘utilizzo dell‘implementazione open source 
AvetanaOBEX. 
È bene precisare che BlueCove non è l‘unica implementazione della specifica JSR-82 
per Windows, ma tra quelle possibili è sicuramente la migliore per la realizzazione del 




     Java Micro Edition (nota anche come JavaME o J2ME) può essere definita come la 
versione ottimizzata di Java Standard Edition per dispositivi mobili a risorse limitate 
come PDA, telefoni cellulari e simili. Su questi dispositivi, è possibile eseguire 
un‘applicazione (MIDlet)  di pochi kbyte, grazie ad una Java Virtual Machine, (presente 
negli stessi terminali) che interpreta ed esegue l'applicazione. 
L‘elevato numero di dispositivi mobili presenti sul mercato e diversi in termini di 
hardware,  ha portato la necessità di una loro classificazione. Tale classificazione prende 
il nome di configurazione J2ME che comprende due tipi di configurazione: il 
Connected Device Configuration (CDC) e  il Connected Limited Device Configuration 
(CLDC). Le configurazioni possono essere viste come la composizione di gruppi di 
dispositivi diversi aventi caratteristiche di processore e memoria simili. Dunque tali 
apparecchi (aventi diverso display, diverse caratteristiche hardware, diversa durata della 
batteria ecc.. )  possono prevedere l‘utilizzo di una stessa Configuration in quanto 
dispongono di una stessa quantità di memoria e di una stessa potenza di calcolo. Sopra 
lo strato Configuration è presente un ulteriore strato:  il Profile. 
Se si vogliono sfruttare le caratteristiche possedute da un  dispositivo  sono necessari 
strumenti in grado di accedere alle  loro potenzialità. A tale proposito i Profile 
definiscono un set di API che permettono l'accesso alle funzionalità di una determinata 
tipologia di dispositivi  e garantiscono l‘interoperabilità delle applicazioni all‘interno di 
quella famiglia di dispositivi. Un'applicazione che utilizza un determinato profilo, potrà 
essere eseguita su tutti i dispositivi che supportano tale profilo. I profili definiscono 
librerie più specifiche di quelle delle configurazioni, ad esempio su una stessa 
configurazione possono coesistere più profili contemporaneamente.  




La configurazione CLDC (package javax.microedition) contiene un sottoinsieme 
minimo di classi Java ed è impiegata su dispositivi aventi limitate capacità di calcolo. Il 
profilo più utilizzato, che opera in configurazione CLDC,  è il Mobile Information 
Device Profile (MIDP). Tale profilo è stato pensato per i cellulari. Inoltre i vari 
produttori di dispositivi possono aggiungere, a seconda delle caratteristiche possedute 
dal dispositivo, sotto forma di librerie funzionalità al CLDC, ottenendo così 
un'estensione della configurazione iniziale. Tali dispositivi possono adoperare una  JVM  
semplice che richiede una memoria dell‘ordine dei kilobyte KVM (Kilo Virtual 
Machine). 
 
Invece la configurazione CDC è stata progettata per dispositivi potenti come sistemi di 
navigazione, telefonini abilitati al Web e altri, dotati di una JVM simile (in teoria 
uguale) a quella della J2SE versione 1.3 e di un vasto set di API derivante da quello 
della Java 2 Standard Edition. Visto che l‘intento principale dell‘applicazione consiste 
nella realizzazione di un servizio utilizzabile da qualsiasi tipo di cellulare, si è deciso di 
impiegare la configurazione CLDC meno selettiva di quella CDC, la cui analisi è 
rimandata a testi specifici. È comunque importante notare come la configurazione 
CLDC sia un sottoinsieme della CDC e dunque  un‘applicazione sviluppata per la 
CLDC deve  necessariamente funzionare anche sulla CDC. 
 
18.2.1- Il profilo MIDP 
 
     Come precedentemente  detto, le configurazioni devono essere combinate con i 
profili, ovvero con un set di API a più alto livello che permettono la definizione di 
caratteristiche aggiuntive. Ad esempio il profilo MIDP (Mobile Information Device 
Profile) offre funzionalità di base, utili ai dispositivi mobili, inerenti alla gestione 
dell‘interfaccia con l‘utente, alla connettività alla rete, alla memorizzazione permanente 
dei dati e alla gestione dell‘applicazione. Combinato con il CLDC,  il MIDP fornisce un 
ambiente di sviluppo completo che usufruisce delle capacità dei dispositivi mobili, 
limitando il consumo di memoria e di energia. Questo ambiente fornisce tre principali 
pacchetti java(il  java.io, il java.lang e  il java.util) che ereditano le funzionalità di J2SE 
adattate alla J2ME, e fornisce inoltre anche il pacchetto javax contenente le classi della 
microedition.  




In particolare, microedition contiene i seguenti quattro pacchetti: 
 javax.microedition.io: relativo alla gestione della connettività e delle (minime) 
operazioni di I/O. 
 javax.microedition.lcdui: relativo alla creazione e alla gestione dell‘interfaccia 
con l‘utente. 
 javax.microedition.midlet: pacchetto base relativo alla definizione di MIDlet e 
funzionalità.  
 javax.microedition.rms: fornisce un semplice meccanismo di memorizzazione 
permanente dei dati. 
 
Le applicazioni MIDP sono chiamate MIDlet. MIDlet correlate sono raggruppate in una 
MIDlet suites, che rappresenta una collezione di MIDlet che si comporta come 
un‘applicazione unica. Una MIDlet suite consiste in due file: un file avente estensione 
.JAR (Java ARchive) e uno estensione .JAD (Java Application Description). Il file .JAD 
contiene informazioni che si occupano della descrizione delle applicazioni, delle 
proprietà, dei permessi e di molti altri aspetti. Contiene cioè informazioni di dettaglio 
sull'applicazione (come il nome del produttore e dello sviluppatore, eventuali certificati, 
ecc..), che vengono mostrate all'utente prima di procedere con il download e con 
l'installazione del software (il .JAR). Il file .JAR contiene le classi dell‘applicazione, le 
librerie, le risorse (ad esempio le immagini) ecc, necessarie all‘esecuzione 
dell‘applicazione. 
Un dispositivo mobile effettua le seguenti operazioni in questo ordine : carica il file 
.JAD, effettua i dovuti controlli (ossia valuta se la MIDlet può essere installata sul 
dispositivo), decide se installare (oppure no) l‘applicazione, e in caso affermativo carica 
il file .JAR. È comunque possibile installare una MIDlet anche senza la presenza del file 
.JAD, a patto che le politiche del dispositivo lo consentano. I file .JAR e .JAD sono 
automaticamente creati dai moderni IDE di sviluppo (ad esempio NetBeans). 
 
18.3- Scenario di utilizzo del sistema S.I.P.Cmobile 
 
     In questo elaborato si è più volte detto che l‘applicazione creata può essere utilizzata 
in due distinti modi: il primo necessita di  un browser collegato a internet, il secondo di 
un dispositivo mobile dotato di tecnologia Bluetooth. Su questo aspetto ora si 




concentrerà l‘attenzione visto che il primo punto è stato ampliamente trattato nei 
capitoli precedenti di questo elaborato. In particolare verrà analizzato lo scenario di 
utilizzo e l‘implementazione, attraverso l‘uso della tecnologia Java, della parte di 
progetto relativa al mondo mobile. 
L‘applicazione realizzata interagisce in maniera indiretta con il WS presentato nei 
capitoli precedenti e permette all‘utente, presente in un Outlet Village, di scoprire le 
promozioni  inerenti una certa categoria di prodotti. Tale applicazione, denominata 
S.I.P.Cmobile, è dotata di un interfaccia semplice in modo da poter essere utilizzata da 
tutti gli apparecchi dotati di tecnologia Bluetooth. Per la sua realizzazione non sono 
state quindi adoperate API o feature proprie di un particolare dispositivo mobile 
inutilizzabili dagli altri apparecchi. L‘utilizzo di tale applicazione presenta, a causa della 
capacità di memoria dei terminali, della dimensione del display, della facilità e velocità 
nella trasmissione dei dati, delle differenze rispetto alla ricerca delle promozioni tramite 
Internet. Per l‘utente ―mobile‖ le uniche informazioni di interesse sono le promozioni 
generali (espresse attraverso la selezione della categoria principale).  
La ricerca delle promozioni dovrà quindi prevedere come unico campo obbligatorio la 
selezione della categoria principale in base alla quale l‘utente vuole conoscere i negozi 
che effettuano le offerte relative alla categoria selezionata. Il risultato della ricerca, 
mostrerà il nome dei  negozi, accompagnato dalla relativa locazione. A questo punto 
l‘utente potrà, attraverso la selezione di uno specifico negozio, visualizzare tutte le 
offerte ivi contenute. La scelta della categoria principale e del negozio verrà effettuata  
attraverso l‘uso di semplici menù, in modo da ridurre al minimo le situazioni di errore 
dovute all‘inserimento―manuale‖ di dati da parte dell‘utente e data la diversità dei 
dispositivi. Inoltre saranno presenti dei comandi che permettono all‘utente in ogni 
momento di tornare alla pagina di ricerca iniziale (dove sarà possibile selezionare la 
categoria principale). Una volta visualizzate le offerte di uno specifico negozio dovrà 
essere disponibile un comando per tornare alla lista dei negozi che effettuano 
promozioni che soddisfano il criterio di ricerca impostato per evitare che l‘utente ripeta 
più volte la stessa ricerca. Data la natura dei dispositivi mobili, dove le dimensioni del 
display (diverse da dispositivo a dispositivo) non consentono di fare previsioni accurate 
sul numero massimo di risultati visualizzabili in una stessa schermata, non sono previsti 
collegamenti che permettono di visualizzare in pagine distinte  i risultati della ricerca. 
Tutti i risultati saranno quindi mostrati (grazie allo scorrimento in basso del display) 
nella stessa schermata. Da un indagine statistica è stato infatti calcolato che l‘utente non 




dovrà visualizzare più di 20 risultati per volta, e quindi lo scorrimento del display non 
comporta nessuna limitazione pratica alla visualizzazione dei risultati. In un tempo 
calcolato di 10 secondi, sarà possibile visualizzare tutte le informazioni ottenute come 
risultato della ricerca. 
 
18.3.1- Caso d’uso, ricerca promozioni per l’utilizzatore del sistema 
S.I.P.Cmobile 
 
     Di seguito è riportato il caso d‘uso RicercaPromozioni previsto per l‘ utilizzatore 
dell‘applicazione S.I.P.Cmobile. 
 
Caso d'uso RicercaPromozioni 
Use Case ID 1 
Super Use Case  
Brief 
Description 
Il cliente ricerca le offerte commerciali di suo interesse 
Primary Actor Il cliente 
Preconditions   
Main flow 1 il caso d'uso inizia quando il cliente seleziona " visualizza promozioni"  
 
2 il cliente seleziona la categoria principale in base alla quale vuole 
conoscere le   promozioni attive  
 
3 il sistema effettua la ricerca dei negozi che effettuano promozioni che 
soddisfano il criterio di ricerca selezionato 
 
4 IF (ci sono negozi da visualizzare) il sistema mostra al cliente i nomi dei 




4.1.1 il cliente seleziona un negozio del quale vuole visualizzare le offerte 
 
4.1.2 il sistema mostra le offerte effettuate dal negozio selezionato 
 
4.2 ELSE il sistema mostra un messaggio di errore al cliente 
 
Post-conditions Il cliente ha visualizzato le offerte promozionali di suo interesse 
Tabella 29- caso d’uso ricerca promozioni con S.I.P.Cmobile 
 
 




18.3.2- Interfaccia utente per l’utilizzatore del S.I.P.Cmobile 
 
     Come detto in precedenza, l‘interfaccia dell‘applicazione mobile dovrà essere 
semplice e intuitiva, in modo da consentirne l‘utilizzo anche agli utenti meno esperti. 
I menù relativi alla selezione della categoria principale, alla selezione dei negozi e ai 
classici pulsanti utilizzati  per muoversi tra le varie finestre di ricerca, saranno gli unici 
modi mediante i quali l‘utente potrà interaire con l‘applicazione. 
 
 Figura 86- schermata di benvenuto SIPCmobile 
                                                                                        
                                                                                                                  Figura 87- SIPCmobile- invio dati al  server 
A questo punto se il servizio non è accessibile, verrà mostrata una schermata di errore 
(fig. 88), non potendo essere effettuata alcuna richiesta al ―server‖ gestore delle 
richieste. Le categoria presenti  sono uguali a quelle esaminate nell‘applicazione 
Internet. 
Vediamo come appare  l‘interfaccia 
dell‘applicazione al primo accesso di un 
visitatore. Nella prima schermata (figura 86) 
verrà mostrata una pagina di benvenuto dalla 
quale l‘utente potrà, attraverso la selezione del 
comando Ok, (visibile nel display) accedere 
alla pagina di ricerca delle  promozioni 
commerciali. Dalla pagina di benvenuto, e in 
tutte le altre schermate visualizzate 
dall‘applicazione, sarà sempre visibile il 
comando Exit, attraverso il quale potrà essere 
chiusa l‘applicazione. Dalla  schermata relativa 
alla selezione della categoria principale, (figura 
89) l‘utente potrà, una volta specificata la 
categoria desiderata, confermare la ricerca 
attraverso il comando Ok. Ad ogni richiesta 
fatta dall‘utente verrà mostrata l‘apposita 
schermata di attesa (figura 87). 
 
                                 




           
     Figura 88- SIPCmobile-schermata di errore              Figura 89- SIPCmobile-selezione della categoria 
 
Invece se il servizio è disponibile dovrà essere mostrata una schermata contenente tutti i 
negozi (seguiti dalle locazioni riportate tra parentesi) che effettuano promozioni che 
soddisfano il criterio di ricerca impostato (fig. 90), dalla quale sarà possibile, attraverso 
i comandi scopriOfferte e nuovaRicerca (fig. 91), visualizzare le offerte del negozio 
selezionato o tornare alla schermata di ricerca iniziale. 
 
                          
       Figura 90- SIPCmobile-selezione del negozio                                   Figura 91- SIPCmobile-comandi   
                                                                                            scopriOfferte e nuova Ricerca 
 
Se non ci sono negozi che effettuano offerte che soddisfano il criterio di ricerca 
impostato verrà mostrata la schermata di figura 92. 
 




                            
      Figura 92- SIPCmobile-nessun risultato                         Figura 93- SIPCmobile-risultato offerte per negozio 
 
La selezione del comando scopriOfferte permetterà la visualizzazione delle offerte 
relative al negozio  specificato (fig. 93). A questo punto  dalla schermata relativa alle 
offerte  sarà possibile, attraverso i comandi nuovaRicerca e listaNegozi, effettuare una 
nuova ricerca oppure ritornare alla lista dei negozi che soddisfano il criterio di ricerca 
impostato (fig. 90). Durante l‘utilizzo del sistema, potranno verificarsi delle eccezioni 
causate ad esempio da uno shutdown del modulo gestoreSIPCmobile o addirittura del 
WS, o da errori verificatisi nel serverSIPCmobile. Tali eccezioni vengono gestite 
dall‘applicazione S.I.P.Cmobile che si occupa della visualizzazione del seguente 
messaggio di errore (fig. 94). 
 
 
Figura 94- SIPCmobile-messaggio di errore 
 




18.4- Analisi del sistema S.I.P.Cmobile 
 
                  Il sistema mobile realizzato necessita di diverse applicazioni per svolgere il 
suo compito. Vediamo in dettaglio i moduli necessari. 
 












Figura 95- invio applicazione SIPCmobile 
 
Il primo problema da risolvere riguarda il modo con cui il cliente dell‘Outlet Village 
entra in possesso dell‘applicazione S.I.P.Cmobile. Il classico meccanismo di download 
delle applicazioni dalla rete non rappresenta una soluzione accettabile per la particolare 
situazione oggetto di studio. Difatti quante volte visitiamo un Outlet oppure un grande 
centro commerciale solo dopo aver visto il relativo sito Internet? 
Sicuramente molto poche dato che la maggior parte delle persone non segue questo iter. 
Per questo motivo se il download dell‘applicazione avvenisse mediante il sito Internet 
dell‘Outlet Village impedirebbe l‘uso a molti potenziali utilizzatori del sistema. L‘unica 
soluzione non discriminante deve consentire, dunque, il download dell‘applicazione 
direttamente ―all‘ingresso‖ dell‘Outlet Village (fig. 95). È quindi necessaria un‘ 
applicazione, che fatta la scansione dei dispositivi Bluetooth presenti nell‘area coperta 
dal segnale, invii l‘applicazione direttamente sul terminale dell‘utente che si trova in 
prossimità dell‘ Outlet Village. I punti di ingresso a un Outlet Village non superano di 
solito le tre unità, quindi una soluzione efficiente deve consentire l‘inserimento di 




postazioni che permettano l‘invio della applicazione in ognuna delle aree d‘ingresso. Il 
dispositivo che ricerca le connessioni Bluetooth attive può ricoprire un raggio di 10 
metri, in modo da ―catturare‖ solo gli utenti  presenti all‘ingresso dell‘Outlet Village. 
Dovrà inoltre essere previsto un meccanismo che permetta il riconoscimento dell‘utente 
in modo da evitare che l‘applicazione venga inviata più volte allo stesso utente . 
Il secondo problema da risolvere riguarda  il modo in cui l‘applicazione S.I.P.Cmobile 
si interfaccia con il WS, tramite il quale è possibile ottenere le informazioni relative alle 
promozioni attive. L‘applicazione mobile non può invocare direttamente il WS in 
quanto è stato escluso l‘utilizzo di Internet da parte dei dispositivi mobili. È quindi 
necessaria un applicazione che funga da intermediario tra l‘utente e il WS. In particolare 
tale applicazione cattura le richieste ricevute tramite la tecnologia Bluetooth, le 
trasforma in invocazioni dei metodi del WS e non appena riceve la risposta, provvede a 
inviarla sempre tramite Bluetooth sul terminale dell‘utente. In realtà, l‘applicazione 
intermediaria inoltra la richiesta non al WS, ma a  una Servlet, presente  nel modulo 
OutletPresentation che si occupa dell‘interfacciamento con il WS. Il modulo 
intermediario prende il nome di serverSIPCmobile, mentre la Servlet il nome di 
gestoreSIPCmobile. È da precisare che anche se si utilizza un dispositivo Bluetooth di 
classe 1 (100 metri di raggio) sono necessarie più ―stazioni‖ intermedie per coprire tutto 
















per soddisfare la 
richiesta dell’utente 

























Figura 96- interazione tra i componenti del sistema SIPCmobile 




In figura 96 è possibile vedere l‘interazione completa tra i componenti del 
S.I.P.Cmobile necessari al corretto funzionamento del sistema. Il componente 
serverSIPCmobile rimane in ascolto di richieste Bluetooth relative all‘area coperta dalla 
sua postazione e non appena riceve una richiesta, la inoltra al gestoreSIPC. Il 
gestoreSIPC si occupa di invocare il WS e di restituire il risultato al serverSIPCmobile 
che, a sua volta, trasferirà il risultato all‘utente richiedente. 
 
18.5- Implementazione del sistema S.I.P.Cmobile 
 
      Analizziamo ora l‘implementazione dei singoli componenti del sistema 
S.I.P.Cmobile. Per un maggior dettaglio si consiglia la lettura del codice sorgente 
allegato a questo elaborato. 
 
18.5.1- Sistema di localizzazione clienti e invio dell’applicazione 
 
     Vediamo l‘implementazione del componente RicercaEinvio, responsabile della 
localizzazione dei clienti e dell‘invio dell‘applicazione S.I.P.Cmobile. Tale componente 
è composto da due ―applicazioni‖: ricercaDispositivo.java e invioProgramma.java.  
 
ricercaDispositivo.java 
L‘applicazione ricercaDispositivo ricerca i dispositivi dotati di tecnologia Bluetooth 
presenti nel raggio di azione del suo segnale e li memorizza nel vettore 
devicesDiscovered. Per fare ciò implementa i metodi deviceDiscovered e 
inquiryCompleted dell‘interfaccia DiscoveryListener. 
Il metodo deviceDiscovered viene invocato in automatico dalla libreria Java Bluetooth  
ogni volta che un nuovo dispositivo viene rilevato durante il processo di ricerca. Tale 
metodo si occupa di memorizzare il dispositivo, trovato durante il processo di ricerca, 
nella lista contenente i dispositivi trovati (vettore devicesDiscovered). Quando  il 
processo di ricerca dei dispositivi è terminato viene invocato in automatico dalla libreria 
Java Bluetooth  il metodo inquiryCompleted.   
Vediamo in dettaglio il funzionamento dell‘applicazione ricercaDispositivo. 




Tale applicazione, come prima cosa, istanzia  il dispositivo Bluetooth locale e inizia il 
processo di ricerca attraverso il metodo startInquiry dell‘oggetto DiscoveryAgent che 
fornisce i metodi per la ricerca dei dispositivi e dei servizi Bluetooth. Il metodo 
startInquiry ha come parametri l‘implementazione dell‘interfaccia DiscoveryListener, 
che specifica il comportamento da tenere durante il processo di ricerca e il codice 
relativo al tipo di ricerca da effettuare.  
Il metodo startInquiry mette il dispositivo Bluetooth "locale" in ricerca dei dispositivi 
remoti e non appena scopre un nuovo dispositivo remoto, invoca prima il metodo 
deviceDiscovered dell'interfaccia DiscoveryListener e, al termine del processo di 
ricerca, il metodo inquiryCompleted.  
 
invioProgramma.java 
L‘applicazione invioProgramma invia l‘applicazione S.I.P.Cmobile, attraverso il 
protocollo OBEX (l‘implementazione utilizzata è AvetanaObex76), ai dispositivi trovati 
durante il processo di ricerca effettuato dall‘applicazione ricercaDispositivo.    
Vediamo in dettaglio il funzionamento dell‘applicazione invioProgramma. 
Tale applicazione, come prima cosa, manda in esecuzione la ricercaDispositivo.java, 
preleva il vettore devicesDiscovered contenente i dispositivi trovati, poi per ognuno di 
essi invoca il metodo searchServices dell‘oggetto DiscoveryAgent, per la ricerca dei 
servizi
77
 ivi contenuti. Tale metodo ha come parametri un set di attributi da restituire 
(relativi al servizio o ai servizi da ricercare), un set di UUID (nel nostro caso si cerca 
solo quello relativo allo scambio di file tramite protocollo Obex ), un dispositivo remoto 
sul quale si vuole effettuare la ricerca di servizi e infine un‘implementazione 
dell‘interfaccia DiscoveryListener. 
A questo punto ogni volta che su un dispositivo viene trovato il servizio o l‘insieme di 
servizi ricercati, la libreria Java Bluetooth chiama il metodo servicesDiscovered, 
passandogli come argomento un array di tipo javax.bluetooth.ServiceRecord contenente  
                                                 
76  Sito web http://www.avetana-gmbh.de/avetana-gmbh/produkte/jsr82.eng.xm.l 
77 Possiamo considerare i servizi come delle "porte" attraverso le quali avviene lo scambio dei dati.  
Tali porte sono identificate da un identificatore,  l’UUID (Universally Unique Identifier) che può essere 
a 16, a 32 o a 128 bit. Nei servizi standard  l’UUID è noto a priori (ad esempio il servizio relativo allo 
scambio di file tra applicazioni mediante il protocollo OBEX ha l’identificatore 0x1105). 






 dei servizi individuati (nel nostro caso conterrà solo l‘URL relativa al 
trasferimento file). Al termine del servicesDiscovered viene invocato il metodo 
serviceSearchCompleted che invia l‘applicazione S.I.P.Cmobile al servizio trovato in 
precedenza. 
 
18.5.2- applicazione S.I.P.Cmobile 
 
     L‘applicazione S.I.P.Cmobile è formata da due classi Java: la classe 
SIPCmobile.java che estende javax.microedition.midlet.MIDlet e rappresenta 
l‘applicazione mobile e la classe di utilità ItemPersonalizzato.java che viene utilizzata 
per disegnare una riga blu sul display del telefono cellulare. Per quanto riguarda 
l‘interfaccia grafica dell‘applicazione sono stati utilizzati principalmente componenti 
grafici di alto livello appartenenti alla classe Screen (List, Alert, Form etc..), invece per 
la schermata di benvenuto sono stati adoperati  oggetti grafici di basso livello 
appartenenti alla classe Canvas. La classe SIPCmobile implementa i metodi startApp(), 
pauseApp() e destroyApp()  che contengono rispettivamente i comandi per l‘inizio 
dell‘esecuzione dell‘applicazione, per lo stato di pausa (dovuto ad esempio 
all‘interruzione in seguito ad una chiamata telefonica) e per la terminazione 
dell‘esecuzione. 
I metodi sopra esposti vengono invocati dal manager Java Application Manager 
(JAM) a seconda dello stato in cui si trova la MIDdlet. L‘implementazione del metodo 
startApp() mostra a video la schermata di benvenuto  e imposta i comandi  Ok ed Exit  
riguardanti rispettivamente la ricerca delle promozioni e l‘uscita dall‘applicazione. I 
comandi, impartiti dall‘utente attraverso il terminale, corrispondono a determinate  
azioni definite nel metodo commandAction dell‘‘interfaccia CommandListener 
implementato dalla classe SIPCmobile.java. Quindi, in pratica, il comportamento 
dell‘applicazione è descritto  nell‘implementazione del metodo commandAction e 
                                                 
78 Nel formato: schema://host:port;parameters. Lo schema rappresenta il protocollo di 
comunicazione utilizzato dal servizio, l’host rappresenta l’indirizzo Bluetooth del dispositivo che 
ospita il servizio, la port è il multiplexer del servizio e parameters rappresenta i parametri opzionali, 
specifici per quel  servizio.  
 
 




cambia in funzione dei comandi inseriti dall‘utente.I comandi principali che l‘utente 
può effettuare e che necessitano di una spiegazione più rigorosa sono la selezione di una 
categoria, che permette la visualizzazione di tutti i negozi che effettuano offerte inerenti 
al criterio specificato e la visualizzazione delle offerte di uno specifico negozio 
selezionato. 
Il primo comando viene impostato tramite  la selezione della categoria principale 
oggetto di ricerca e inoltrato tramite il click del pulsante ok. L‘applicazione 
S.I.P.Cmobile per soddisfare la richiesta dell‘utente,  prova  a collegarsi con il modulo 
serverSIPCmobile. In particolare chi gestisce il comando relativo alla selezione della 
categoria principale, mostra un elemento grafico di attesa dei risultati della ricerca e 
apre una connessione con il servizio del serverSIPCmobile che effettua l‘invocazione al 
WS.  Se  la connessione con il serverSIPCmobile non è possibile, verrà visualizzato sul 
display del terminale mobile un messaggio d‘errore. Altrimenti l‘applicazione 
S.I.P.Cmobile invia al servizio del serverSIPCmobile la categoria principale selezionata 
e si mette in attesa della risposta.  
Nel caso in cui la richiesta vada a buon fine, la risposta conterrà una lista di negozi  
(accompagnati dalla locazione), e i rispettivi identificatori. A questo punto 
l‘applicazione costruisce una form contenente un menù a scelta singola contenente i 
negozi ottenuti come risultato della ricerca Altrimenti viene lanciata un‘eccezione e 
l‘applicazione mostra all‘utente un messaggio di errore. 
Il secondo comando viene impostato tramite la selezione di uno specifico negozio e 
inoltrato tramite il click del pulsante scopriOfferte. L‘applicazione S.I.P.Cmobile per 
soddisfare la richiesta dell‘utente,  prova  a collegarsi con il modulo serverSIPCmobile. 
In particolare la gestione del comando mostra un elemento grafico di attesa dei risultati 
della ricerca e apre una connessione con il servizio del serverSIPCmobile che effettua 
l‘invocazione al WS.    
Se  la connessione con il serverSIPCmobile non è possibile, verrà visualizzato sul 
display del terminale mobile un messaggio d‘errore. Altrimenti l‘applicazione 
S.I.P.Cmobile invia al servizio del serverSIPCmobile la categoria principale selezionata 
e l‘identificatore del negozio del quale si vogliono visualizzare le offerte e si mette in 
attesa della risposta. Nel caso in cui la richiesta vada a buon fine, la risposta conterrà le 
offerte effettuate dal negozio che soddisfano il criterio di ricerca impostato. A questo 
punto l‘applicazione costruisce una schermata che contiene il risultato della ricerca. 








     L‘applicazione serverSIPCmobile.java resta in attesa di connessioni Bluetooth e per 
ogni richiesta ricevuta, invoca la servlet gestoreSIPCmobile. 
In particolare quando un client effettua una connessione, il serverSIPCmobile preleva 
dallo stream di ingresso l‘operazione indicata. Se l‘operazione richiesta riguarda la 
ricerca dei negozi che effettuano offerte relative al criterio di ricerca specificato, preleva 
dallo stream in ingresso la categoria principale e invoca tramite il protocollo HTTP la 
Servlet gestoreSIPCmobile passandole come parametri: la categoria principale e il nome 
dell'Outlet nel quale si vuole effettuare la ricerca. A questo punto apre un flusso in 
ingresso per la ricezione della risposta che, nel caso in cui la richiesta vada a buon fine, 
conterrà la lista dei negozi (accompagnati dalle rispettive locazioni) e gli identificatori. 
Infine comunica il risultato all‘applicazione S.I.P.Cmobile. Altrimenti viene inviata  
un‘eccezione all‘applicazione serverSIPCmobile. Se l‘operazione richiesta dal cliente 
riguarda la visualizzazione delle offerte relative a particolare negozio, preleva dallo 
stream in ingresso la categoria principale,il nome dell‘Outlet e l‘identificatore del 
negozio interessato e invoca tramite il protocollo HTTP la Servlet gestoreSIPCmobile 
passandole come parametri: la categoria principale, il nome dell'Outlet e l'identificatore 
del negozio del quale si vogliono visualizzare le offerte. 
A questo punto apre un flusso in ingresso per la ricezione della risposta che, nel caso in 
cui la richiesta vada a buon fine,  conterrà le offerte del negozio indicato. Infine 
comunica il risultato all‘applicazione S.I.P.Cmobile. Altrimenti viene lanciata 




     La servlet gestoreSIPCmobile accede ai servizi messi a disposizione del Web 
Service WSSIPC. Tutte le richieste provenienti dalla serverSIPCmobile vengono gestite 
all‘interno del metodo processRequest (HttpServletRequest request, 
HttpServletResponse response) che, per prima cosa, preleva dalla richiesta la categoria 
principale e il nome dell‘Outlet Village, poi controlla se nella richiesta è stato 




specificato anche il parametro relativo all‘identificatore del negozio sul quale si vuole  
effettuare la ricerca. Quest‘ultimo controllo serve per svolgere la giusta elaborazione. 
Difatti se l‘identificatore è presente, la servlet gestoreSIPCmobile ricerca le offerte 
relative al negozio specificato, altrimenti ricerca tutti i negozi che offrono promozioni 
che soddisfano il criterio di ricerca indicato. 
A questo punto se l‘operazione riguarda la ricerca dei negozi che soddisfano il criterio 
di ricerca impostato la servlet, per prima cosa, invoca il metodo contarisultati(String 
outlet,boolean arg0,String idNegozio,String categoria,String categoriadettagliata) del 
WS dal quale ottiene  il numero di risultati che soddisfano il criterio di ricerca indicato 
poi invoca  il metodo ricercapromozionipernegozi (String outlet,String 
categoria,String categoriadettagliata,int firstItem,int batchSize) del WS dal quale 
ottiene la lista dei negozi che soddisfano il criterio di ricerca specificato e invia i 
risultati ottenuti dall‘invocazione dei metodi sopra enunciati al serverSIPCmobile. 
Invece  se l‘operazione riguarda la ricerca delle offerte relative al negozio specificato, la 
servlet  invoca il metodo ricercapromozioni (String idNegozio,String categoria,String 
categoriadettagliata, int firstItem, int batchSize) del WS dal quale ottiene la lista di 





Il presente lavoro di tesi ha cercato di fornire una panoramica dettagliata sul mondo dei 
Web Service, dove le tecnologie analizzate vengono applicate a un esempio pratico ed 
esaustivo che mette in luce le potenzialità da essi offerte in maniera semplice ed 
efficace, attraverso l‘utilizzo della tecnologia Java.  
Il  lavoro svolto ha portato alla creazione di un Web Service e di una serie di 
applicazioni, impiegati per la risoluzione del problema di gestione delle offerte 
commerciali dei negozi diretti dalla  McArthurGlen. 
Nello specifico sono stati realizzati due sistemi: il sistema S.I.P.C che permette la 
visione e l‘inserimento delle promozioni commerciali, tramite l‘uso di un browser 
collegato a Internet e il sistema S.I.P.C mobile  che permette di ricercare  e ricevere tali 
promozioni mediante un dispositivo mobile dotato di connessione Bluetooth. 
Le fasi di analisi, progettazione e implementazione di tali sistemi hanno richiesto lo 
sforzo maggiore. Il sistema S.I.P.C ha evidenziato l‘enorme potenza  del  linguaggio 
Java, ed in particolare delle API JAX-WS, utilizzate per lo sviluppo e l‘invocazione del 
Web Service. Tutti i casi d‘uso previsti dal sistema sono stati accuratamente testati ed 
hanno  rilevato il corretto comportamento dei moduli in esso presenti, il che implica che 
tutti i requisiti implementati hanno ottenuto risultati soddisfacenti. 
Un discorso analogo può essere fatto anche per il sistema S.I.P.Cmobile, nel quale tutti 
i requisiti  richiesti sono stati correttamente implementati; anche se i test effettuati, 
limitati dal ridotto numero di dispositivi mobili in nostro possesso, hanno mostrato delle 
lacune, dal punto di vista pratico, dovute all‘utilizzo della tecnologia Bluetooth e alle 
API disponibili. Infatti l‘applicazione S.I.P.C mobile realizzata è in grado di gestire una 
sola richiesta Bluetooth alla volta. La causa di questo è dovuto all‘utilizzo delle API 
BlueCove che consentono l‘uso di una sola antenna, incapace di servire 
contemporaneamente più  dispositivi. 
Inoltre le API BlueCove funzionano bene con Windows XP, mentre creano problemi di 
instabilità della JVM, se impiegati con la versione Windows Vista. Pertanto per un loro 
utilizzo nel sistema Vista è necessario attendere una nuova versione del prodotto.   
Non è stata effettuata nessuna prova sul nuovo Windows Seven. 
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 può essere precluso 
l‘utilizzo di tale sistema. Il  motivo è da ricercare nella volontà delle rispettive aziende 
produttrici che per tutelare  i propri clienti impediscono l‘uso della  tecnologia 
Bluetooth considerata un possibile veicolo di spamming. 
 
  
                                                 
79 La Apple blocca per scelta aziendale la tecnologia Bluetooth nel suo iPhone che, anche se 
predisposto a livello hardware, può essere sbloccato solo attraverso un hacking del sistema. 
80 La società canadese Research In Motion (RIM) che produce una gamma di dispositivi mobili, i 
famosi BlackBerry, pur integrando la tecnologia Bluetooth nei propri dispositivi, non integra alcune 
specifiche e protocolli che potrebbero (non è stato verificato per mancanza del dispositivo) precludere 






Analizziamo ora alcuni possibili sviluppi futuri dell‘applicazione sviluppata.  
Il  Web Service, da noi creato, può essere dotato di nuove funzionalità in grado di 
permettere, ad esempio,  la ricerca delle offerte commerciali, in maniera più 
approfondita, grazie alla possibilità di mantenere informazioni sul numero dei capi in 
promozione ancora disponibili o l‘invio di e-mail contenenti tutti i dettagli sulle  offerte 
commerciali proposte dal negozio preferito. 
Inoltre la cooperazione del Web Service WSSIPC  con altri Web Service disponibili in 
rete (anche se nella maggior parte a pagamento) può consentire l‘invio di sms 
contentenenti  indicazioni di carattere promozionale. 
Un altro aspetto interessante riguarda la sicurezza nel Web Service, che non è stata 
supportata nel sistema realizzato, questo fa si che chiunque, sia in grado di capire il 
meccanismo con il quale accedere al WS, possa invocare le operazioni esposte dalla sua 
interfaccia. Tale problema può essere risolto mediante l‘utilizzo di WS-Security: una 
specifica che definisce le modalità per utilizzare a livello di messaggio SOAP 
l‘integrità,  la confidenzialità e l‘autenticazione.  
La parte relativa alla tecnologia Bluetooth prevede, come possibile sviluppo futuro, 
l‘utilizzo del Web Service WSSIPC direttamente dal telefono cellulare mediante 
connessione ad Internet e uso della JSR 172.  
La JSR 172 include una serie di librerie specifiche per la manipolazione dei dati XML e 
per l‘abilitazione di una connessione remota basata su XML, necessarie per 
l‘interazione con il Web Service. 
Infine la gestione contemporanea di più richieste, provenienti da utenti diversi, da parte 
del serverSIPCmobile può essere supportata, in una nuova versione del software,  
tramite l‘impiego di una libreria capace di utilizzare più adattatori Bluetooth e quindi in 




APPENDICE A – File WSDL del Web Service WSSIPC 
 
Riportiamo il file WSDL relativo al Web Service WSSIPC. 
Per una maggior comprensione si consiglia la lettura del paragrafo 14.4 di questo 
elaborato. 
 
<definitions targetNamespace="http://wsdef.sipc.com/"     
             name="WSSIPCBeanService"> 
 
<types> 
    <xsd:schema> 























































































  <input message="tns:aggiungiOffertaCommerciale"/> 
  <output message="tns:aggiungiOffertaCommercialeResponse"/> 




  <input message="tns:ricercaofferteattive"/> 




  <input message="tns:ricercaofferteinscadenza"/> 




  <input message="tns:eliminaofferta"/> 




  <input message="tns:modificaofferta"/> 
  <output message="tns:modificaoffertaResponse"/> 




  <input message="tns:ricercapromozioni"/> 






  <input message="tns:ricercapromozionipernegozi"/> 




  <input message="tns:contarisultati"/> 
  <output message="tns:contarisultatiResponse"/> 





<binding name="SIPCportBinding" type="tns:WSSIPCRemote"> 






  <soap:body use="literal"/> 
 </input> 
 <output> 
  <soap:body use="literal"/> 
 </output> 
 <fault name="DataNonValida"> 







  <soap:body use="literal"/> 
 </input> 
 <output> 









  <soap:body use="literal"/> 
 </input> 
 <output> 







  <soap:body use="literal"/> 
 </input> 
 <output> 







  <soap:body use="literal"/> 
 </input> 
 <output> 
  <soap:body use="literal"/> 
 </output> 
 <fault name="DataNonValida"> 







  <soap:body use="literal"/> 
 </input> 
 <output> 









  <soap:body use="literal"/> 
 </input> 
 <output> 







  <soap:body use="literal"/> 
 </input> 
 <output> 
  <soap:body use="literal"/> 
 </output> 
 <fault name="NessunRisultato"> 






 <port name="SIPCport" binding="tns:SIPCportBinding"> 








APPENDICE B – L’XML schema definition del Web Service WSSIPC 
 
Riportiamo il file XSD, generato in automatico da JAX-WS, contenente la definizione 
dei tipi di dati utilizzati nell‘interazione con il Web Service WSSIPC. 
 
<xs:schema version="1.0" targetNamespace="http://wsdef.sipc.com/"> 
 
<xs:element name="DataNonValida" type="tns:DataNonValida"/> 
 
















































  <xs:sequence> 
   <xs:element name="identificatoreNegozio" type="xs:string" 
minOccurs="0"/> 
   <xs:element name="nomeNegozio" type="xs:string" minOccurs="0"/> 
   <xs:element name="nomeOutlet" type="xs:string" minOccurs="0"/> 
   <xs:element name="locazione" type="xs:string" minOccurs="0"/> 
   <xs:element name="categoria" type="xs:string" minOccurs="0"/> 
   <xs:element name="catDettagliata" type="xs:string" minOccurs="0"/> 
   <xs:element name="descrizioneOfferta" type="xs:string" 
minOccurs="0"/> 
   <xs:element name="dataInizio" type="xs:dateTime" minOccurs="0"/> 
   <xs:element name="dataFine" type="xs:dateTime" minOccurs="0"/> 
   <xs:element name="immagineOfferta" type="xs:base64Binary"   
nillable="true"     minOccurs="0"/> 




  <xs:sequence> 
   <xs:element name="stato" type="xs:boolean"/> 






  <xs:sequence> 
   xs:element name="message" type="xs:string" minOccurs="0"/> 




  <xs:sequence> 
   <xs:element name="identificatoreNegozio" type="xs:string" 
minOccurs="0"/> 
   <xs:element name="categoria" type="xs:string" minOccurs="0"/> 
   <xs:element name="catDettagliata" type="xs:string" minOccurs="0"/> 




  <xs:sequence> 
   <xs:element name="listaOfferteAttivePerCategoriaDelNegozio"  
type="tns:risultatoSemplice" minOccurs="0" maxOccurs="unbounded"/> 




  <xs:sequence> 
   <xs:element name="categoria" type="xs:string" minOccurs="0"/> 
   <xs:element name="categoriadettagliata" type="xs:string" 
minOccurs="0"/> 
   <xs:element name="datafine" type="xs:dateTime" minOccurs="0"/> 
   <xs:element name="datainizio" type="xs:dateTime" minOccurs="0"/> 
   <xs:element name="descrizione" type="xs:string" minOccurs="0"/> 
   <xs:element name="id" type="xs:long" minOccurs="0"/> 
   <xs:element name="immagine" type="xs:base64Binary" minOccurs="0"/> 




  <xs:sequence> 
   <xs:element name="nomeOutlet" type="xs:string" minOccurs="0"/> 
   <xs:element name="status" type="xs:boolean"/> 
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   <xs:element name="identificatoreNegozio" type="xs:string" 
minOccurs="0"/> 
   <xs:element name="categoria" type="xs:string" minOccurs="0"/> 
   <xs:element name="catDettagliata" type="xs:string" minOccurs="0"/> 




  <xs:sequence> 
   <xs:element name="numeroRisultati" type="xs:int"/> 




  <xs:sequence> 
   <xs:element name="message" type="xs:string" minOccurs="0"/> 




  <xs:sequence> 
   <xs:element name="nomeOutlet" type="xs:string" minOccurs="0"/> 
   <xs:element name="categoria" type="xs:string" minOccurs="0"/> 
   <xs:element name="catDettagliata" type="xs:string" minOccurs="0"/> 
   <xs:element name="numeroPartenzaRisultati" type="xs:int"/> 
   <xs:element name="maxNumeroRisultati" type="xs:int"/> 




  <xs:sequence> 
   <xs:element name="negoziConPromozioniTrovate" 
type="tns:elencoAttivita" minOccurs="0" maxOccurs="unbounded"/> 




  <xs:sequence> 
   <xs:element name="id" type="xs:string" minOccurs="0"/> 
   <xs:element name="immagine" type="xs:base64Binary" minOccurs="0"/> 
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   <xs:element name="locazione" type="xs:string" minOccurs="0"/> 
   <xs:element name="nomenegozio" type="xs:string" minOccurs="0"/> 
   <xs:element name="nomeoutlet" type="xs:string" minOccurs="0"/> 




  <xs:sequence> 
   <xs:element name="identificatoreOfferta" type="xs:long" 
minOccurs="0"/> 
   <xs:element name="identificatoreNegozio" type="xs:string" 
minOccurs="0"/> 




  <xs:sequence> 
   <xs:element name="listaOfferteAttiveDopoEliminazione"   
type="tns:risultatoSemplice" minOccurs="0" maxOccurs="unbounded"/> 




  <xs:sequence> 
   <xs:element name="identificatoreOfferta" type="xs:long" 
minOccurs="0"/> 
   <xs:element name="descrizioneOfferta" type="xs:string" 
minOccurs="0"/> 
   <xs:element name="dataFine" type="xs:dateTime" minOccurs="0"/> 
   <xs:element name="immagineOfferta" type="xs:base64Binary" 
nillable="true" minOccurs="0"/> 




  <xs:sequence> 
   <xs:element name="dettagliOffertaModificata" 
type="tns:risultatoSemplice" minOccurs="0"/> 






  <xs:sequence> 
   <xs:element name="nomeOutlet" type="xs:string" minOccurs="0"/> 
   <xs:element name="categoria" type="xs:string" minOccurs="0"/> 
   <xs:element name="catDettagliata" type="xs:string" minOccurs="0"/> 
   <xs:element name="numeroPartenzaRisultati" type="xs:int"/> 
   <xs:element name="maxNumeroRisultati" type="xs:int"/> 




  <xs:sequence> 
   <xs:element name="promozioniTrovate" type="tns:offertaCommerciale" 
minOccurs="0" maxOccurs="unbounded"/> 




  <xs:sequence> 
   <xs:element name="categoria" type="xs:string" minOccurs="0"/> 
   <xs:element name="categoriadettagliata" type="xs:string" 
minOccurs="0"/> 
   <xs:element name="datafine" type="xs:dateTime" minOccurs="0"/> 
   <xs:element name="datainizio" type="xs:dateTime" minOccurs="0"/>  
   <xs:element name="descrizione" type="xs:string" minOccurs="0"/> 
   <xs:element name="id" type="xs:string" minOccurs="0"/> 
   <xs:element name="idnegozio" type="xs:string" minOccurs="0"/> 
   <xs:element name="immagine" type="xs:base64Binary" minOccurs="0"/> 
   <xs:element name="locazione" type="xs:string" minOccurs="0"/> 
   <xs:element name="nomenegozio" type="xs:string" minOccurs="0"/> 
   <xs:element name="outletvillage" type="xs:string" minOccurs="0"/> 




  <xs:sequence> 
   <xs:element name="identificatoreNegozio" type="xs:string" 
minOccurs="0"/> 






  <xs:sequence> 
   <xs:element name="listaOfferteAttiveInScadenzaDelNegozio"  
type="tns:risultatoSemplice" minOccurs="0" maxOccurs="unbounded"/> 
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