Aim of this paper is to present design and implementation of invisible and visible color image watermarking technique. The algorithms of individual category with implementations in Java Netbeans and test outcomes are presented to focus requirements in visible and invisible techniques. Though Matlab, Scilab, Octave are used for image processing, Net beans IDE is top of line Integrated Development Environment for Java development preferred for platform independent project development in industry and research work. The paper illustrates handling of visible text watermarking, visible logo watermarking and invisible watermarking with Java Netbeans implementation. The main objective of the paper is to focus on design and implementation with help of algorithms with test results presented here, instead of proving quality metrics of individual algorithm implemented in this paper.
INTRODUCTION
The advances in information technology and networking have brought revolution in reproduction and distribution of multimedia information. Copyright protection of intellectual properties have become critical and challenging issue. Digital image watermarking is one of the important solutions which include embedding owner's information or logos into digital image to be protected [1] . Major quality attributes of image watermarking techniques include robustness, imperceptibility, information hiding capacity and number of security levels achieved [2] . Robustness means, though watermarked image undergoes under any attack, watermark should not be disturbed significantly. Thus, robustness is a measure of immunity of watermark against attempts to image modification and manipulation like compression, filtering, rotation, scaling, resizing, cropping etc. Imperceptibility means perceived quality of cover image should be preserved in presence of watermark also. Quality watermarking technique should be capable to hide maximum watermark information in host image. Simultaneously, it should be difficult for attacker to detect the watermark. Implementation point of view, digital image watermarking techniques are classified as invisible and visible, spatial domain and transform domain techniques [1] [3] . Invisible watermarking techniques includes extraction techniques to retrieve hidden copyright information from host media. It also required that watermarked must be resistant to different image attacks to ensure to extract hidden watermark after any addition, alteration deletion [4] .
Visible watermarks are directly visible conveying ownership information on image media and required to be clearly visible after image attacks. Fig.1 shows general classification of watermarking techniques [5] . The rest of the paper is organized as follows: Section 2 focuses on details of related work of invisible and visible watermarking techniques. Section 3 focuses on design and implementation of visible and invisible color image watermarking techniques, while test results are presented in section 4 and conclusion is drawn in section 5.
RELATED WORK
Survey of existing visible and invisible watermarking techniques is presented here. Both visible and invisible watermarking techniques are implemented either in spatial; domain or transform domain. In spatial domain, watermark is embedded by directly modifying pixel values of cover image. Least Significant Bit insertion is implemented in spatial domain. Thetransform domain watermarking techniques, both cover image and watermark are taken into transform domain and watermark is spread out to entire cover image. Hence these techniques are more secure and more robust [4] . Various transforms like discrete Fourier transform (DFT), discrete Cosine transform (DCT), continuous Wavelet transform(CWT), discrete Wavelet transform (DWT), singular value decomposition(SVD) or combinations of different transform are applied to in transform domain to achieve robustness and perceptual transparency. Common method used for visible image watermarking is compress data of cover image and embed it with given payload into cover image [3] [6] [7] .Another approach is to use spread spectrum method to spread the payload on cover image. One more approach is to implement lossless visible DCT based image watermarking technique [1] . Reversible visible watermarking and lossless recovery of original images is proposed in [8] [9] . Visible watermarking for bitmap images is presented in [10] , while removable visible watermarking for greyscale images is presented in [11] . Many existing visible watermarking techniques use binary logo embedding. But, some organizations and industries use color logos. Fewexisting invisible watermarking techniques are implemented in spatial domain while most of them are in transform domain. Transform domain image watermarking techniques are presented in [12] [13] [14] [15] [16] [17] [18] [19] [20] [21] [22] .In [23] , invisible Lossless watermarking technique for ROI based medical images is presented. Invisible watermarking techniques presented in [24] [25] are resistant to various image attacks.
DESIGN AND IMPLEMENTATIONS
The algorithms presented here are implemented with Java with Net beans IDE downloaded from [26] [27] . In java color pixel value is composed of four bytes: alpha value, red, green and blue planes(components) of image as shown in fig 1.
Fig 1: Representation of Java pixel
To perform any image operation on color image, red, green and blue components are separated. We can separate red, green and blue components by performing right shift operations. Once, these components are separated, we can process them as per requirement of application. Algorithm 1 shows separation of red, green and blue components and displays them separately.
As per the requirement of application, red, green and blue components are processed and then they are combined with alpha values to form new image.
INVISIBLE WATERMARKING
Modified LSB in Spatial Domain Image Watermarking is presented as example invisible image watermarking technique. As modification, the experimentation is done to hide embed data in blue component with bit position 1 to bit position 5 separately. We can hide binary data in bit position 1 of blue component of pixel as follows:Let binary values of an image pixel are: 10100111 11101001 11001000 10100111 11001000 11101001 11001000 00100111
We will hide a binary value say 10010011 by changing only the LSB of the above mentioned image pixel value. The result will be as following:
10100111 11101000 11001000 10100111 11001000 11101000 11001001 00100111
The process for modified LSB Watermark Embedding algorithm is shown in algorithm 2 and modified LSB Watermark Extraction process is shown in algorithm 3. 
3:
Find greenp and bluep like step 2.
4:
for i=1 to h1 // h1 is height 5:
for j= 1 to w1 // w1 is width 6: int pixel=image1.getRGB(i,j)
7:
int alpha = pixel & 0xff000000 
2:
Grab pixeksof Cover_Image into grabber.
3:
Formulate Input String using 4 to 7.
4:
StringBuilder binary = new StringBuilder();
5:
for x = 10 to 40
6:
StringBuilder b = binary.append(Integer.toBinaryString(x)); 7:
end for
8:
Display ‗binary' as string to be embedded. 
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The variations for embedding binary data in various bit positions of blue components of pixels of color image are done with details shown in fig2. 
TEST RESULTS
Online database given in [28] is used for testing. for i=0 to watermark_string_length-1
5: int c= watermarkedArray[i];
6: int r1= (c&0xff0000)>>16;
7:
int g1= (c&0x00ff00)>>8;
8:
int b1= (c&0x0000ff);
9:
String binString = Integer.toBinaryString(b1); 10:
Char 
3:
Graphics2D g2d = (Graphics2D) I1.getGraphics();
4:
g2d.drawImage(I1, 0, 0, null);
5:
AlphaComposite alpha = AlphaComposite.getInstance (AlphaComposite.SRC_OVER, 0.5f);
6:
g2d.setComposite(alpha);
7:
g2d.setColor(Color.RED);
8:
g2d.setFont(new Font("Arial", Font.BOLD, 50));
9:
String watermark = "Copyright:: Pune";
Algorithm5 : Visible Logo Embedding
Input: Input Image: file1 Output: Watermarked Image: file1 1: Import required classes in Java Netbeans.
3:
Image Cover_Image = ImageIO.read(new File(file1));
4:
w and h are width and height of Cover_Image
5:
BufferedImage image = new BufferedImage(w, h, BufferedImage.TYPE_INT_RGB);
6:
Graphics2D g = image.createGraphics();
7:
g.drawImage(Cover_Image, 0, 0, w, h, null);
8:
Read watermark.
9:
w1 and h1 are width and height of watermark 
