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1Abstract
Main focus of this thesis is protocol XMPP (Extensible Messaging and Presence Protocol) 
and its implementation into on-line client built in JAVA programming language. Purpose of 
XMPP protocol is to deliver messages in real-time between two or more users. It’s 
standardized protocol with open specification based on XML (Extensible Markup Language). 
This thesis describes various aspects and specifications of XMPP protocol, the way the 
messages are exchanged between users, various types of XML information contained in 
stream which is exchanged between entities in network and generally describes functioning of 
XMPP protocol. The output of this thesis is an on-line client for instant messaging developed 
using Smack API package for JAVA – various aspects of this package are described in this 
document alongside explanation of implementation of the client.
Keywords: XMPP, XML, instant messaging, JAVA, message
Abstrakt
Hlavným zameraním tejto práce je protokol XMPP (Extensible Messaging and Presence 
Protocol) a jeho implementácia do on-line klienta v programovacom jazyku JAVA. Účelom 
XMPP protokolu je doručovanie správ v reálnom čase medzi dvoma alebo viacerými 
užívateľmi. Je to štandardizovaný protokol s otvorenými špecifikáciami založený na jazyku 
XML (Extensible Markup Language). Táto práca popisuje rôzne aspekty a špecifikácie 
XMPP protokulu, spôsob akým sú vymieňané správy medzi užívateľmi, rôzne druhy XML 
informácie obsiahnuté v slede vymieňanom entitami v sieti a celkové fungovanie XMPP 
protokolu . Výstupom tejto práce je on-line klient pri ktorého implementácii bol využitý 
balíček Smack API pre prostredie JAVA – jednotlivé aspekty tohto balíčku sú spolu 
s vysvetlením implementácie klienta popísané v tomto dokumente
Kľúčové slová: XMPP, XML, instant messaging, JAVA, správa
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Číka, Ph.D..
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61 Úvod
Protokol XMPP je v súčasnosti nepochybne jeden z najvyužívanejších vo svojom 
obore, či už sa jedná o instant messaging, alebo iné aplikácie využívajúce tento protokol. 
Pravdepodobne najväčšiu zásluhu na tom, prečo je tento protokol taký rozšírený, má jeho 
otvorenosť. Keďže je tento protokol open-source je dostupný pre každého kto má záujem 
vytvárať aplíkácie na ňom postavené. Ďalšiou výhodou je jednoduchá rozšíriteľnosť.
Cieľom tejto práce bolo naštudovať princípy a mechanizmy fungovania tohto protokolu a za 
pomoci programovacieho prostredia JAVA a balíčku Smack API určeného na prácu s týmto 
protokolom, vytvoriť klientskú aplikáciu na výmenu správ v reálnom čase. V kapitole XMPP 
protokol je objasnený základný princíp fungovania tohto protokolu postaveného na výmene 
XML správ, sú tu obsiahnuté príklady ukazujúce priebeh samotnej komunikácie a takisto sú 
tu popísané jednotlivé typy informácie ktoré môže XML správa obsahovať.  Kapitola Smack 
API sa zaoberá balíčkom rovnakého názvu, rozoberá jeho funkčnosť a možnosti akým je 
využiteľný pre prácu s protokolom XMPP. Je to intuitívny a jednoducho použiteľný balíček, 
čo je ukázané na niekoľkých príkladoch jeho funkčnosti. Posledná kapitola sa zaoberá 
samotnou implementáciou klienta v programovacom prostredí JAVA. Sú tu popísané 
jednotlivé triedy programu, a na každej je v skratke vysvetlená jej funkcia. Ďalej je tu 
popísaný software Openfire, ktorý poslúžil ako server na testovanie klientskej aplikácie.
Záver obsahuje zhodnotenie celej práce, poukazuje na jej nedostatky a ďalšie možnosti 
rozšírenia, ktoré by viedli k efektívnejšiemu používaniu samotnej aplikikácie.
72 XMPP protokol
XMPP je skratka pre tzv. Extensible messaging and presence protocol,  čo je 
rozšíriteľný protokol slúžiaci na posielanie správ, zisťovanie stavu, chat, hlasové a video 
hovory a online spoluprácu. Využíva XML (Extensible Markup Language) jazyku. Často sa 
v súvislosti s týmto protokolom stretneme aj s pojmom Jabber, nakoľko XMPP vzniklo 
modifikáciou technológie Jabber. Pojem Jabber zahŕňa však nielen protokol XMPP, ale aj 
jeho rozšírenia JEP (Jabber enhancement proposal), a použitú technológiu (servery, brány). 
Ďalej v tomto dokumente preto budem používať iba pojem XMPP. V súčasnosti nachádza 
využitie v množstve IM (instant messaging) aplikácii ako napr. Meebo, QIP, Miranda ale 
napr. aj v službe chatu na Facebooku. Špecifikácie XMPP protokolu sú definované v dvoch 
dokumentoch a to RFC 3920 [3], ktorý sa venuje obecnému popisu protokolu, a RFC 3921
[4], ktorý popisuje samotný instant messaging a zobrazovanie stavu.
XMPP protokol nie je viazaný k žiadnej konkrétnej architektúre, doteraz však bol používaný 
najmä na architektúre klient – server, pričom každá entita v sieti môže byť serverom. V sieti 
sa vyskytujú 3 druhy entít:
 Server – Spravuje spojenia v podobe XML streamov* v oboch smeroch pre 
autorizovaných klientov, servery a iné entity. Cez XML streamy smeruje adresované 
XML stanzy medzi jednotlivými entitami.
 Klient – U každého registrovaného účtu je možné vytvoriť viacero spojení (tzv. 
zdrojov). 
 Brána – Slúži na preklad XMPP protokolu na iný protokol a naopak. Najčastejšie sa 
stretneme s bránami ktoré prekladajú XMPP na iné IM protokoly ako ICQ, MSN. 
Ďalej sa využíva prevod XMPP na SMS a IRC (Internet relay chat).
  
Komunikácia medzi entitami prebieha cez TCP. Pod pojmom entita bude ďalej v texte 
myslený koncový bod siete schopný komunikovať prostredníctvom XMPP. Sieť nie je 
                                               
* V rámci zachovania určitej úrovne technického jazyka niektoré termíny radšej neprekladám do slovenčiny, 
nakoľko by v texte pôsobili nepatrične
8centralizovaná ako u väčšiny IM sietí, ale je distribuovaná na servery po celom svete. 
Užívateľ sa vždy pripája iba k svojmu serveru, ktorý má uložené informácie nielen o jeho 
úžívateľskom mene a hesle, ale aj o iných potrebných náležitostiach ako je zoznam kontaktov 
a iné. V prípade potreby komunikácie medzi užívateľmi na iných serveroch, komunikácia 
prebieha medzi servermi, ktoré potom sprostredkovávajú informácie jednotlivým klientom. 
Komunikácia medzi serverom a klientom prebieha na porte 5222 pre nešifrované spojenie, 
poprípade na 5223 ak je spojenie šifrované. Komunikácia server - server využíva  porty 5269 
respektíve 5270 pre šifrované spojenie.
2.1 JID
Identifikátor užívateľa v sieti, sa nazýva Jabber ID alebo skrátene JID. Identifikátor je 
v základnom tvare podobný e-mailovej adrese tzn. node@domain. Rozšírená verzia má tvar 
node@domain/resource a je najbežnejšie používanou formou ktorá sa nazýva full JID. Každá 
časť identifikátora JID môže mať maximálne 1023 bajtov, full JID môže teda pozostávať 
maximálne z 3071 bajtov i po zarátaní oddelovačov “@” a “/”. Primárnou a jedinou nutnou 
časťou JID je domain, ktorý obvykle označuje bránu v sieti, alebo server na ktoré sa iné entity 
pripájajú za účelom výmeny a smerovania XML dát. Nemusí to však vždy byť tak, a v 
určitých prípadoch môže domain označovať službu ktorá je nad rámcom schopností serveru, 
ako napr. viacužívateľský chat. Node je sekundárna a nepovinná súčasť JID, väčšinou 
označujúca entitu využívajúcu prístup k sieti poskytovaný serverom alebo bránou, hoci v 
určitých prípadoch môže referovať k miestnosti v viacužívateľskom chate alebo inej entite. 
Resource je terciárna a takisto nepovinná súčasť JID, ktorá obyčajne špecifikuje zdroj 
spojenia (napr. zariadenie, lokácia) , alebo objekt (napr. užívateľ vo viacužívateľskom chate) 
prináležiaci k entite reprezentovanej node identifikátorom.  
2.2 XML stream
Protokol XMPP prenáša informácie v jazyku XML a to pomocou dvoch 
funadamentálnych konceptov: XML stream a XML stanza. XML stream je kontajner určený 
na výmenu XML elementov medzi ľubovolnými dvoma entitami v sieti. Začiatok streamu 
býva  jednoznačne označovaný značkou <stream>, zatiaľ čo koniec sa označuje </stream>. 
XML stream je jednosmerná forma komunikácie, ktorú najčastejšie inicializuje klient. Entita 
ktorá stream prijme, vytvára odpovedajúci stream a tak dochádza k obojsmernej komunikácii. 
9Počas doby trvania streamu môže entita, ktorá stream iniciovala poslať  ľubovoľné množstvo 
XML elementov. Funkcia týchto elementov je buď špecifikácia streamu, alebo sú to samotné 
XML stanzy obsahujúce patričné atribúty, poprípade samotné správy. Stream obsahuje rôzne 
atribúty ktoré ho špecifikujú. Informácia ktorú daný atribút nesie pre klienta a pre server sa 
líši a je uvedená v tabuľke 2.1
Atribút Klient Server
From ignorované hostname príjemcu
To hostname príjemcu ignorované
Id ignorované session kľúč
xml:lang predvolený jazyk predvolený jazyk
version signalizuje podporu XMPP v 1.0 signalizuje podporu XMPP v 1.0
Tab 2.1: atributy XML streamu
Súčasťou každého streamu musí byť deklarácia tzv. menného priestoru (namespace 
declaration). Pre komunikáciu server – server je tento menný priestor definovaný ako jabber –
server, pre komunikáciu klient – server je to jabber – client. Ak sa v streame vyskytne chyba, 
je to signalizované elementom <stream:error>, po ktorom nasleduje ukončenie streamu 
a príslušného TCP spojenia. 
XMPP je bezpečný protokol, ktorý k zabezpečeniu používa TLS (Transport Layer Security)
na zabezpečenie streamu  a SASL (Simple Authentication and Security Layer) na jeho 
autorizáciu. TLS by malo byť použité ešte predtým ako začne vyjednávanie SASL aby sme 
zabezpečili bezpečnosť streamu. Pokiaľ SASL neoverí stream, entita by nemala odoslať XML 
stanzu, ak sa tak však stane, entita ktorej bola stanza adresovaná ju nesmie prijať, a musí 
vrátiť chybu <not - authorized> a následne ukončiť stream i celé spojenie.
2.3 XML stanza  
XML stanza je diskrétna sémantická jednotka štruktúrovanej informácie, ktorá je 
prenášaná od jednej entity k druhej pomocou XML streamu. Je to priamy potomok <stream>
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elementu. Stanzy sa môžu začať posielať po vyjednaní TSL a SASL. Každá stanza začína 
príslušným, jednoznačne určeným tagom (napr. <presence>) v hĺbke 1 streamu, a končí 
rovnako jednoznačne určeným tagom taktiež v hĺbke 1 streamu (napr. </presence>). Môže 
obsahovať potomka s príslušnými atribútami, elementami a XML dátami a často je to 
nevyhnutné ak chceme preniesť požadovanú informáciu. V defaultnom mennom priestore sú 
definované tri typy stánz a to <message>, <presence> a <iq>. Elementy slúžiace na 
zabezpečenie a autorizáciu streamu (TSL, SASL) nie sú stanzy, ale sú súčasťou streamu. Na 





<message to = “foo”>
<body/>
</message>





Tab 2.2: XML stream
Každá stanza môže obsahovať 5 typov atribútov:
 to – nesie JID cieľovej entity. Pri mennom priestore jabber – client sa nemusí 
vyskytovať, pri jabber – server musí stanza tento atribút obsahovať
 from – JID odosielateľa 
 id – je možné použiť ho na identifikáciu stánz v rámci streamu, nepovinný atribút
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 type – špecifikuje detailné informácie o účele alebo kontexte stanzy. Pre všetky tri 
typy stánz sa líši, jediný spoločný atribút pre všetky tri typy stánz je error
 xml:lang – jazyk správy, stanza by mala tento atribút obsahovať, ak je v nej text 
určený pre užívateľa
Ukážka zjednodušenej komunikácie klient (C) – server (S):
C: <?xml version='1.0'?>
   <stream:stream
       to='example.com'
       xmlns='jabber:client'
       xmlns:stream='http://etherx.jabber.org/streams'
       version='1.0'>
S: <?xml version='1.0'?>
   <stream:stream
       from='example.com'
       id='someid'
       xmlns='jabber:client'
       xmlns:stream='http://etherx.jabber.org/streams'
       version='1.0'>
...  šifrovanie, autentizácia a viazanie zdroja ...
C:   <message from='juliet@example.com'
              to='romeo@example.net'
              xml:lang='en'>
C:     <body>Art thou not Romeo, and a Montague?</body>
C:   </message>
S:   <message from='romeo@example.net'
              to='juliet@example.com'
             xml:lang='en'>
S:     <body>Neither, fair saint, if either thee dislike.</body>
S:   </message>
C: </stream:stream>
S: </stream:stream>
Z definície menného priestoru xmlns='jabber:client' môžme vidieť, že komunikáciu začal 
klient. Stanza bola odoslaná až po naviazaní streamu, a vybavení potrebných náležitostí na 
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zabezpečenie streamu. Vidíme, že Júlia poslala správu Rómeovi, ktorý o chvíľu odpovedal 
prostredníctvom serveru. Potom bol stream ukončený aj zo strany serveru aj zo strany klienta.
2.3.1 Message stanza
Účel message stanzy je prenášať informáciu určenú užívateľovi medzi dvoma 
entitami. Každá táto stanza by mala obsahovať atribút to špecifikujúci zamýšlaného príjemcu. 
V prípade, že sa tento príjemca nachádza na rovnakom serveri ako užívateľ ktorý stanzu 
odosiela, stanza je mu doručená priamo. V inom prípade server prepošle stanzu serveru, ktorý 
má na starosti daný účet a ten ju prepošle zamýšlanému príjemcovi. Každá stanza obsahuje 
atribút type, z ktorého by malo byť jasné, za akým účelom bola správa zaslaná. Pre messange 
stanzu môže tento atribút niesť tieto hodnoty: error, chat, groupchat, normal, headline. 
Message stanza je nositeľom ďalších elementov, tzv. potomkov. Body element obsahuje 
samotný text správy. Správa môže obsahovať aj predmet, ktorý je uložený v elemente subject. 
Na sledovanie diskusie slúži thread element, ktorý je konštantný počas celej diskusie, a je pre 
každý stream jedinečný. Nižšie môžeme vidieť ukážku konverzácia medzi dvoma užívateľmi:
<message
    to='romeo@example.net/orchard'
    from='juliet@example.com/balcony'
    type='chat'
    xml:lang='en'>




    to='juliet@example.com/balcony'
    from='romeo@example.net/orchard'
    type='chat'
    xml:lang='en'>





    to='romeo@example.net/orchard'
    from='juliet@example.com/balcony'
    type='chat'
    xml:lang='en'>
  <body>How cam'st thou hither, tell me, and wherefore?</body>
  <thread>e0ffe42b28561960c6b12b944a092794b9683a38</thread>
</message>
Vidíme, že thread element sa počas celej doby konverzácie nemení.
2.3.2 Presence stanza
Presence stanza slúži na vyjadrenie prítomnosti a dostupnosti užívateľa a na 
informovanie ostatných entít ktoré informácie o tomto stave odoberajú. Takisto sú presence 
stanzy využívané na vyjednávanie a spravovanie registrácii o odoberaní stavu. Stav v IM má 
informovať iných užívateľov nielen o tom či sme online alebo offline, ale takisto napr. i či si 
neprajeme byť rušený, poprípade zdeľuje užívateľom s predplateným odoberaním nášho 
statusu ľubovoľnú informáciu, ktorú zadáme aby bola zobrazená. Informácie o našej 
dostupnosti a prítomnosti sa samozrejme nešíria každému užívateľovi, ale len tým ktorý si 
odoberanie nášho statusu predplatia (subscribe). Tento mechanizmus predplácania funguje 
pomerne jednoducho. V prípade, že kontakt chce mať dostupné informácie o užívateľovom 
stave, podá si žiadosť o predplatenie a v prípade, že mu užívateľ žiadosť schváli, začne mu 
byť táto informácia dostupná. Mechanizmus nie je obojsmerný, čo znamená, že kontakt môže 
vidieť užívateľov stav i bez toho, aby užívateľ odoberal informácie o stave kontaktu. Ak je 
jeden užívateľ pripojený z viacerých zdrojov, pre každý si môže definovať vlastný stav. Pri 
šírení informácii sa využíva princípu broadcastu.
Presence stanza môže obsahovať štyri druhy atribútov: type, show, status a priority. Type
atribút môže nadobúdať týchto hodnôt:
 unavailable – entita sa odhlásila, nie je dostupná
 probe – žiadosť o zistenie stavu cieľového kontaktu
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 error – chyba stanzy
 subscribe – žiadosť o zasielanie informácii o zmenách stavu cieľovej entity 
 subscribed – entita schválila žiadosť
 unsubscribe – žiadosť o zrušenie zasielania informácii o zmenách stavu cieľovej entity
 unsubscribed – zamietnutie žiadosti, zrušenie existujúceho schválenia žiadosti
Zvyšné tri atribúty slúžia na informovanie o stave. Atribút show je voliteľný a môže 
nadobúdať nasledovných hodnôt: 
 available – prednastavený stav, resource je dostupný
 away – resource je dočasne nedostupný
 chat – resource má chuť na chat
 dnd (do not disturb) – resource nechce byť vyrušovaný
 xa – resource je nedostupný na dlhšiu dobu
Zvyšnými dvoma atribútmi sú status a priority. Status slúži na zobrazenie uživateľom 
zadaného textu ktorý upresňuje jeho status. Priority atribút je integer a jeho hodnota je 
v rozmedzí -128 až +127. Resource s najväčšou hodnotou je prioritný. Defaultná hodnota 
elementu je 0.
2.3.3 IQ stanza
IQ stanza je skrátený názov pre Info/Query. Tieto stanzy slúžia ako štrukturovaný 
mechanizmus žiadosť – odpoveď, kde odpoveď môže byť aj oznámenie o chybe. IQ stanza 
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musí obsahovať atribút id, slúžiaci na identifikáciu dvojice žiadosť – odpoveď. Ďalším 
povinným atribútom je type. Môže nadobúdať týchto hodnôt:
 get – žiadosť o informáciu
 result – úspešná odpoveď na žiadosť
 error – chyba pri vykonávaní žiadosti
 set – stanza modifikuje alebo nastavuje nové dáta, alebo vytvára nové záznamy
2.3.4 Zoznam kontaktov
Zoznam kontaktov nesie informácie o JID, stave a skupine do ktorej užívateľ prináleží. 
Je uložený na serveri, a tak je zabezpečené, že je užívateľovi vždy k dispozícii, nehľadiac na 
entitu z ktorej sa prihlásil. Pomocou IQ stánz, je všetkým užívateľovým zdrojom rozosielaná 
akákoľvek zmena v zozname kontaktov. Kontakty sú uložené v elementoch item, pričom 
platí, že jeden kontakt je uložený v jednom item elemente. Element obsahuje JID užívateľa, 
uložený v atribúte jid. Ďalším atríbutom je subscription, kde sú uložené informácie o tom či 
má užívateľ predplatené odoberanie stavu, a naopak či kontakt môže odoberať informácie 
o stave od užívateľa. Tento atribút môže naberať týchto hodnôt:
 to – užívateľ získava informácie od kontaktu
 from – kontak získava informácie od užívateľa
 both – aj kontakt aj užívateľ sú navzájom informovaný o svojom stave
 none – kontakt ani užívateľ sa navzájom neinformujú
Ďalším atribútom elementu item je name. Obsahuje informáciu o mene kontaktu ktoré sa 
zobrazí užívateľovi klienta. Atribút elementgroup popisuje prináležitosť do určitej skupiny. 
Kontakt môže patriť do jednej, ale aj do viacerých skupín. 
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Po každom úspešnom prihlásení by mal kontakt pomocou IQ stanzy požiadať server 
o zoznam kontaktov, ktorý by mal byť opäť pomocou IQ stanzy doručený späť každému 
aktívnemu zdroju užívateľa. V prípade, že dojde k zmene v zozname kontaktov, je server 
povinný túto zmenu rozoslať všetkým užívateľovým zdrojom pomocou IQ stánz.
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3 Smack API
Smack API je rozšíriteľná knižnica pre programovací jazyk JAVA, ktorá slúži na 
komunikáciu s XMPP serverom v reálnom čase, zahŕňajúca aj IM. Hlavné výhody tejto 
knižnice sú nasledujúce:
 Jednoduché použitie, kde samotné poslanie správy môže byť dosiahnuté v pár 
riadkoch kódu
 Nepracuje na paketovej úrovni, ale poskytuje užívateľovi konštrukty vyššej úrovne 
jako sú napr. skupiny Chat a Roster, ktoré umožňujú efektívnejšie programovanie
 Nepožaduje od užívateľa znalosť XML jazyka
 Je to open – source knižnica
Knižnica Smack je distribuovaná ako niekoľko JAR súborov, čo dáva užívateľovi flexibilitu 
pri výbere potrebných funkcí a tried. Balík obsahuje nasledujúce súbory:
 smack.jar -.je to jediný vyžadovaný súbor pre aplikáciu XMPP, obsahuje všetky 
funkciu ktoré sú popísané v doporučení RFC
 smackx.jar – podpora pre mnohé rozšírenia ako napr. viacužívateľský chat, podpora 
prenosu súborov, vyhľadávanie užívateľov a iné
 smackx-debug.jar – ladiaci program s grafickým rozhraním, slúžiaci na sledovanie 
prenosu cez XMPP protokol. 
3.1 Spravovanie spojení
Trieda org.jivesoftware.smack.XMPPConnection má na starosti správu spojení k XMPP 
serveru. Sú v nej dostupné dva konštruktory. Prvý z nich je XMPPConnection (String), kde 
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String reťazec označuje názov serveru ku ktorému sa užívateľ chce pripojiť. Pri použití tohto 
konštruktoru, sú použité prednastavené hodnoty: 
 Je využité vyhľadávanie serverom DNS k vyhľadaniu presnej adresy a portu 
(najčastejšie 5222)  na ktorom server sídli
 So serverom je vyjednaná maximálna možná bezpečnosť, zahŕňajúca TLS kódovanie, 
ak je to však nutné, bezpečnosť spojenia je znížená
 “Smack” je použité ako názov užívateľského zdroja
Alternatívou k vyššie spomenutému konštruktoru je XMPPServer (ConnectionConfiguration). 
Tento konštruktor umožňuje špecifikovať niektoré pokročilejšia nastavenia. Patrí medzi ne:
 Manuálne nastavenie adresy a portu, miesto využitia vyhľadávania DNS serverom
 Povolenie kompresie spojenia
 Špecifikovanie bezpečnostných nastavení
 Špecifikácia užívateľského zdroja, napr. Doma alebo Mobil. Užívateľ sa môže naraz 
prihlásiť z viacerých zdrojov, čo u prvého konštruktoru nie je možné
Nižšie je ukážka naviazania a následného ukončenia spojenia za pomoci konštruktora 
XMPPServer (ConnectionConfiguration).
// Konfigurácia spojenia




XMPPConnection connection = new XMPPConnection(config);
// Pripojenie k serveru
connection.connect();
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// Login na server
connection.login("username", "password", "SomeResource");
....
// Odpojenie zo serveru
connection.disconnect();
3.2 Posielanie správ
Posielanie správ je podstatou celého instant messagingu. Hoci je možné jednotlivé 
správy posielať a prijímať ako pakety, je jednoduchšie reťazec správ spracovávať pomocou 
skupiny org.jivesoftware.smack.Chat. Chat vytvorí nové vlákno správ (používajúcich 
rovnaké ID) medzi dvoma užívateľmi. Nižšie zobrazený kód ukazuje jednu z možností ako 
vytvoriť Chat s užívateľom a poslať mu správu. Predpokladom pre vytvorenie chatu je 
naviazané spojenie so serverom.
// predpokladáme spojenie so serverom nazvané connection
ChatManager chatmanager = connection.getChatManager();
Chat newChat = chatmanager.createChat("name@domain", new MessageListener() 
{
    public void processMessage(Chat chat, Message message) {
        System.out.println("Prijatá správa: " + message);
    }
});
try {
    newChat.sendMessage("Ahoj");
}
catch (XMPPException e) {
    System.out.println("Chyba pri doručovaní");
}
V kóde vyššie je pri vytvorení nového chatu aplikovaný aj naslúchač správ
(MessageListener), ktorý je notifikovaný vždy keď od druhého účastníka 
chatu dorazí správa. Jednoduchou zmenou kódu by sme užívateľovi mohli 
posielať späť obsah jeho správ. Kód by potom vyzeral takto:
// predpokladáme vytvorený MessageListener
    public void processMessage(Chat chat, Message message) {
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        // posiela späť prijatý text
        chat.sendMessage(message.getBody());
    }
3.3 Zoznam kontaktov a prítomnosť užívateľov
Zoznam kontaktov umožnuje užívateľovi sledovať prítomnosť poprípade status iných 
užívateľov ktorý sa v zozname nachádzajú. Ďalej zoznam umožňuje jednotlivé kontakty 
rozdeľovať do skupín ako napr. spolužiaci alebo kolegovia. Zoznam kontaktov je obdržaný 
použitím metódy XMPPConnection.getRoster(), avšak až po úspešnom prihlásení na server.
3.3.1 Položky zoznamu kontaktov
Každý užívateľ v zozname kontaktov je reprezentovaný troma položkami:
 XMPP adresa (napr. jan@jabber.org)
 Meno priradené kontaktu užívateľom (napr. Jano)
 Zoznam skupín do ktorých kontakt patrí. Pokiaľ nepatrí do žiadnej skupiny, táto 
položka sa nazýva „Nevyplnená položka“
3.3.2 Prítomnosť kontaktu
Každý kontakt v zozname má so sebou asociovanú aj prítomnosť, poprípade status 
kontaktu. Metóda Roster.getPresence(String užívateľ) vráti objekt s užívateľovou 
prítomnosťou, alebo null v prípade, že užívateľ nie je online alebo nemá predplatené 
odoberanie prezencie od daného kontaktu. Užívateľ može byť v dvoch stavoch prezencie –
online alebo offline. V prípade, že je užívateľ online, jeho informácia o prítomnosti môže byť 
rozšírená o informácie typu čo užívateľ práve robí, či si nepraje byť vyrušovaný a podobne.
3.3.3 Aktualizácia prezencie v zozname kontaktov
Úlohou zoznamu kontaktov je v stromovej štruktúre zobrazovať jednotlivé 
užívateľove kontakty rozdelené do jednotlivých skupín a zobrazovať ich prezenciu. Keďže 
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informácie o prezencii jednotlivých kontaktov sa často menia, takisto ako sa môžu meniť 
poprípade mazať aj iné položky v zozname kontaktov, je nutné tieto informácie priebežne 
aktualizovať. Slúži k tomu tzv. naslúchač zoznamu kontaktov (RosterListener). Nižšie vidíme 
ukážku kódu tohto naslúchača, ktorý vypíše akékoľvek zmeny v prezencii kontaktov.
// predpokladáme vytvorené spojenie s názvom con
Roster roster = con.getRoster();
roster.addRosterListener(new RosterListener() {
    public void entriesAdded(Collection<String> addresses) {}
    public void entriesDeleted(Collection<String> addresses) {}
    public void entriesUpdated(Collection<String> addresses) {}
    public void presenceChanged(Presence presence) {
        System.out.println("Presence changed: " + presence.getFrom() + " " 
+ presence);
    }
});
3.3.4 Pridanie kontaktu do zoznamu
Zoznam kontaktov používa model, kde užívateľ musí kontaktu dať povolenie predtým 
ako bude kontakt zaradený do zoznamu a naopak, podobne je to aj s odoberaním prezencie. 
Slúži to ochrane súkromia užívateľa. Pokiaľ iný užívateľ požiada o odoberanie prezencie, aby 
si mohli kontakt pridať do zoznamu, kontakt musí akceptovať alebo zamietnuť žiadosť. 
Knižnica Smack nakladá so žiadosťami na odoberanie prezencie troma možnými spôsobmi. 
 Všetky žiadosti o prezenciu sú automaticky akceptované.
 Všetky žiadosti o prezenciu sú automaticky zamietnuté
 Užívateľ o akceptovaní alebo zamietnutí rozhoduje sám
Mód ktorý bude použitý pre nakladanie so žiadosťami môže užívateľ určiť pomocou metódy 
Roster.setSubscriptionMode(Roster.SubscriptionMode). 
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3.4 Spracovávanie príchodzích paketov
Knižnica Smack poskytuje dve riešenia pre spracovávanie príchodzích paketov. Prvé 
riešenie je tzv. PacketCollector, druhým je PacketListener.  PacketListener je určený na 
situácie, keď užívateľ pri príchode paketu potrebuje vykonať určitú udalosť, zatiaľ čo 
PacketCollector je užitočný v prípade, že užívateľ potrebuje vyčkať na určitý konkrétny typ 
paketu. Obidva konštrukty môžu byť vytvorené pomocou inštancie XMPPConnection. Typ 
paketov ktorý bude doručovaný do jedného alebo oboch týchto konštruktorov je definovaný 
metódou zvanou PacketFilter. Nižšie môžeme vidieť časť kódu ktorá demonštruje registráciu 
PacketCollectoru a PacketListeneru nastavených špeciálne pri prijímanie paketov typu 
Message od špecifického uživateľa.
// Vytvorenie PacketFiltru pre prijímanie paketov určitého typu od určitého
// užívateľa. Na skombinovanie dvoch typov filtrov využijeme AndFilter
PacketFilter filter = new AndFilter(new PacketTypeFilter(Message.class), 
        new FromContainsFilter("kwando@jabber.org"));
// predpokladáme vytvorené spojenie s názvom connection
// Registrácia PacketCollecctoru s použitím definovaného filtru
PacketCollector myCollector = connection.createPacketCollector(filter);
// tu by nasledoval kód určujúci čo má Packet collector urobiť pri prijatí 
paketu
// vytvorenie PacketListeneru, neviazaného na naše spojenie connection
PacketListener myListener = new PacketListener() {
        public void processPacket(Packet packet) {
            // kód určujúci čo program urobí pri prijatí paketu
        }
    };




Smack obsahuje aj ladiaci program, tzv. debugger. Ten slúži na sledovanie prenosu XML 
dát medzi klientom a serverom. Je možné vybrať z dvoch typov debuggeru. Odľahčený 
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debugger je obsiahnutý v súbore smack.jar, zatiaľ čo smackx.jar obsahuje rozšírenú verziu 
debuggeru. Debugger je možné zapnúť dvomi spôsobmi. Buď ešte před vytvorením nového 
prostredia pridáme do kódu nasledujúci riadok:
XMPPConnection.DEBUG_ENABLED = true;
Alebo do príkazového riadku zadáme nasledujúci riadok  z:
java -Dsmack.debugEnabled=true SomeApp
V prípade, že chceme debugger explicitne vypnúť, pred vytvorením nového spojenia pridáme 
do programu rovnaký riadok ako je uvedený vyššie, iba jeho hodnotu zmeníme na false.
Nižšie môžeme vidieť rozdiel medzi odľahčenou a rozšírenou verziou debuggeru (obr. 1 
respektíve obr. 2).
Obr. 3.1 : Rozšírený debugger
Ako môžeme vidieť, rozšírený debugger XML dáta aj interpretuje, a vytvára z nich 
užívateľsky prehľadnú tabuľku kde sa jednotlivé odoslané a prijaté dáta vyhľadávajú oveľa 
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jednoduchšie ako u zjednodušenej verzie debuggeru, kde sú síce dáta podobne rozdelené na 
odoslané a prijaté, ale sú reprezentované iba v podobe surových XML dát.
Obr. 3.2: Zjednodušený debugger
Debugger slúži predovšetkým na vyhľadávanie chýb a overenie funkčnosti programu. Ak 
nastane situácia, že by sa program napríklad zasekol, užívateľ si podľa odoslaných dát 
jednoducho môže nájsť, či daná správa alebo paket ešte prešli, alebo nie. Podľa toho je 
jednoduché určiť kde v programe mohla nastať chyba a veľmi rýchlo ju odstrániť. Takisto 
môžme v debuggeri vidieť skutočný prenost dát, teda to čo si klient a server naozaj vymieňajú 
pri každej našej činnosti v grafickom rozhraní klienta.
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4 Implementácia
Cieľom bakalárskej práce je implementácia klienta do grafického rozhrania v prostredí 
programovacieho jazyku JAVA. Pri implementácii bola využitá knižnica SMACK API a na 
testovanie programu bol použitý software Openfire ktorý zastával funkciu serveru na ktorý sa 
klient pripájal.
Distribúcia JAVA použitá na implementáciu je Eclipse vo verzii Ganymede. Táto distribúcia 
je zdarma a vyhovuje mojím potrebám. Existujú už aj novšie verzie (Helios) na ktorých sa mi 
však nepodarilo inštalovať Visual editor (táto distribúcia súčasnú verziu Visual editoru 
nepodporuje, a novšia verzia Visual editoru je v momente písania práce stále iba v príprave), 
ktorý je dôležitým modulom pri budovaní grafického rozhrania klienta. V neskoršej fáze 
implementácie bolo vývojové prostredie zmenené na Netbeans vo verzii 6.9.1. Testovanie 
aplikácie prebiehalo za pomoci softwaru Openfire. V kóde programu je použité množstvo 
komentárov, ktoré podrobne objasňujú funkciu jednotlivých metód a príkazov v nich 
obsiahnutých, preto je text nižšie (kapitola 4.2) popisujúci jednotlivé triedy zameraný na 
základné poskytnutie globálnych funkcií daných tried bez zameriavania sa na detaily 
funkčnosti jednotlivých metód..
4.1 Openfire server
Openfire je jabber server vyvinutý v prostredí JAVA. Serverov podobného razenia je na 
trhu mnoho, a Openfire server bol pre túto prácu zvolený na základe ohlasov mnohých 
užívateľov na internete, ktoré hovorili o jeho mimoriadnej uživateľskej prívetivosti a 
jednoduchosti ovládanie, zatiaľ čo funkčnosť ostala zachovaná. Openfire je freeware, 
a obsahuje užívateľské rozhranie, čiže jednotlivé zásahy do fungovania serveru nemusia byť 
riešené cez modifikáciu konfiguračných súborov. Takisto je možnosť pri inštalácii vytvoriť 
použiť vopred nadefinovanú databázu na uloženie jednotlivých kontaktov, čo je ideálne pre 
prípad tejto práce. 
Prvým krokom je samotná inštalácia serveru. Ten je dostupný na 
http://www.igniterealtime.org/downloads/index.jsp . Po stianutí spustíme inštalačný súbor, 
zvolíme jazyk a umiestnenie inštalácie. Po nainštalovaní nasleduje úvodná konfigurácia 
serveru. Dôležitou položkou je voľba databáze – na výber je integrovaná HSQLDB databáza  
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a externá databáza. Podporované typy externých databáz zahŕňajú MySQL, Oracle, MS 
SQLServer, PostgreSQL, IBM DB. Pre naše testovacie účely si vystačíme s internou 
databázou – tá sice nie je doporučovaná ani samotnými tvorcami Openfire, ale pokiaľ 
pracujeme s menej jako zopár desiatkami kontaktov, je plne dostačujúca. Ďalej nastavíme ešte 
administrátorský účet a môžeme prejsť do administrátorského režimu. Tu je nutné poukázať 
na to, že predtým ako sa chceme do administrátorského režimu dostať je nutné server 
zastaviť, vypnúť Openfire a znova ho reštartovať – ide pravdepodobne o malý nedostatok 
tohto softwaru.
Pri prihlásení je nutné ako uživateľské meno zadať admin, a nie účet ktorý bol vytvorený pri 
úvodnej konfigurácii. Server naslúcha na adrese 127.0.0.1. Po prihlásení sa dostaneme do 
uživateľského rozhrania zobrazeného na obrázku 4.1. Rozhranie je rozdelené do prehľadných 
skupín. V záložke Server sú k dispozícii rôzne nastavenia týkajúce sa serveru, User/groups 
slúži na vytváranie nových účtov, ich správu, zaraďovanie do skupín a podobné operácie 
s kontami jednotlivých uživateľov. Sessions záložka obsahuje zoznam aktívnych spojení so 
serverom, či už klient-server, poprípade i server-server. Takisto sa tu nachádza možnosť 
poslať administrátorskú správu všetkým aktívnym entitám na serveri.
Obr. 4.1: Základná obrazovka administrátorského rozhrania Openfire serveru
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Group chat je záložka v ktorej je možné vytvoriť novú miestnosť slúžiacu na viacužívateĺský 
chat – takisto je tu obsiahnutý zoznam všetkých práve aktívnych vytvorených miestností 
viacužívateľského chatu. Openfire je software, ktorý je možné jednoduch rozšíriť pomocou 
zásuvných modulov. Na tento účel slúži záložka Plugins v ktorej sa užívateľovi zobrazuje 
zoznam všetkých nainštalovaných pluginov spolu s možnosťou nainštalovať nové pluginy, z 
ktorých sú mnohé jednoducho dostupné hneď z konzoly bez nutnosti ich vyhľadávania na 
internete. 
Server Openfire v tejto práci slúžil predovšetkým ako testovacie zariadenia pre nášho klienta, 
a tak jeho možnosti neboli skúmané do hĺbky. Ide však o software, pomocou ktorého je veľmi 
jednoduché založiť nový server, a je tak ideálny predovšetkým na skúšobné účely, poprípade 
pre laikov. Jeho funkcionalita je však široká, a iste je vhodný i pre profesionálne softwarové 
riešenia.
4.2 Popis tried programu
Program pozostáva z deviatich tried. Najdôležitejšie z nich sú popísané nižšie
v samostatných kapitolách. Triedy, ktoré nezabezpečujú žiadnu funkčnú zložku programu 
a slúžia predovšetkým ako GUI na zadanie údajov, poprípade na vykreslenie častí grafického 
rozhrania do nižšie popísaných tried, sú zhrnuté v odstavci na nasledujúcej strane. 
V samotnom programe je použité množstvo komentárov, ktoré podrobne objasňujú funkciu 
jednotlivých metód a príkazov v nich obsiahnutých, preto je nižšie je stručný prehľad týchto 
tried spolu s ich krátkym popisom. Na ilustráciu sú priložené UML diagramy jednotlivých 
tried, a v prílohe je priložený UML diagram kompletnej aplikácia, ktorý ukazuje väzby medzi 
jednotlivými triedami.
Obr.4.2: Grafické rozhranie triedy addUserGui
28
 addUserGui – trieda slúžiaca ako formulár na zadanie adresy kontaktu, ktorý má byť 
pridaný do zoznamu kontaktov. Adresa sa pri kliknutí na tlačítko pomocou metódy 
addContact z triedy RosterList pridá medzi kontakty. Zadávaná adresa musí mať 
formu užívateľ@server, inak je užívateľovi signalizovaná chyba. V prípade, že je 
adresa zadaná správne, gafické rozhranie (Obr.4.2) zmizne.
 CellRenderer – trieda, ktorá zabezpečuje červené zafarbenie práve vybraného 
kontaktu v zozname kontaktov
 TabButton – stará sa o uzatváranie jednotlivých chatovacích záložiek, spolu 
s vykreslením uzatváracieho tlačítka na každú z aktívnych záložiek
 JbuttonTabComponent – do záložky vypisuje meno užívateľa s ktorým je v nej 
vedený chat
Obr.4.3: Grafické rozhranie triedy LoginGui
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4.2.1 Trieda LoginGui
Táto trieda má za úlohu naviazanie spojenia so serverom na základe údajov zadaných 
užívateľom do jej grafického rozhrania. Takisto slúži ako hlavná trieda cez ktorú je spúšťaný 
celý program. Najdôležitejšou metódou je tu metóda LoginPressed , ktorá je spustená pri 
stlačení tlačítka login. Program zoberie užívateľom zadané údaje, a pokúsi sa s nimi prihlásiť 
k serveru. V prípade úspechu je vytvorený nový kontakt list do ktorého sú načítané 
užívateľove kontakty, čo prebieha v triede RosterList, a následne je GUI odstránené a 
vytvorené nové GUI triedy RosterGui. V prípade nesprávne zadaných údajov je užívateľovi 
zobrazená chyba, a program čaká na ďalší pokus. Grafické rozhranie je zobrazené na obr. 4.3.
Obr. 4.4: UML diagram triedy LoginGui
4.2.2 Trieda RosterList
Všetky operácie so zoznamom kontaktov užívateľa prebiehajú v tejto triede. Po 
úspešnom naviazaní spojenia so serverom je tu pomocou metódy getCurrentRoster vytvorený 
list v ktorom sú uložené všetky kontakty. Podľa prezencie jednotlivých užívateľov je im v 
tejto metóde priradená jedna z ikon signalizujúcich ich stav. Po získaní rosteru od serveru je 
naň aplikovaný roster listener ktorý zabezpečuje naslúchanie pri udalostiach spojených so 
zoznamom kontaktov, a tak je zoznam kontaktov pri akejkoľvek zmene updatovaný. 
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Nachádzajú sa tu i metódy obstarávajúce pridanie a odoberanie kontaktov zo zoznamu. Trieda 
nemá grafické rozhranie, je však v podobe listu zobrazené v triede RosterGui.
Obr. 4.5: UML diagram triedy RosterList
4.2.3 Trieda RosterGui
Grafické rozhranie hlavného okna je obsiahnuté v tejto triede. Na zobrazenie 
kontaktov a ich stavu využíva list vytvorený v RosterList. Táto trieda slúži ako centrálne 
rozhranie programu cez ktoré môžeme pristupovať k jednotlivým funkciám. V metóde 
actionPerformed je nastavovaná naša prezencia ktorá je rozosielaná všetkým kontaktom. 
Tlačítka Add a Remove contact majú na starosti pridávanie, respektíve odoberania kontaktov 
zo zoznamu. Na spojenie je tu aplikovaný packet listener, ktorý v prípade, že je prichádzajúci 
paket správa od iného užívateľa, vytvorí nové okno a správu zobrazí. Dvojklikom na meno 
kontaktu v liste, spustíme nové chatové okno, v prípade že už je otvorené, pridá sa doňho 
záložka s názvom užívateľa s ktorým prebieha chat. 
Obr. 4.6: UML diagram triedy RosterGui
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4.2.4 Triedy ChatWindow a ChatTab 
Vytvorenie nového chatovacieho okna prebieha v triede ChatWindow. Táto trieda si 
berie informácie o otvorených záložkách s triedy ChatTab. V prípade, že nie je aktívny ani 
jeden chat, je vytvorené nové okno a v ňom nová záložka. Ak už je chat otvorený, nové okno 
sa nevytvára a pridá sa iba záložka. Pri uzavieraní jednotlivých záložiek sa kontroluje ich 
počet a v prípade, že ostala už iba jedna záložka, pri jej uzavrení je ukončené celé okno.
Obr. 4.7: Grafické rozhranie tried ChatWindow a ChatTab
Každá záložka obsahuje panel na vypisovanie konverzácie, na ktorý je aplikované html
formátovanie textu. Po vytvorení novej záložky, je na ňu aplikovaný listener spolu s filtrom, 
ktorý pri prijatí novej zprávy skontroluje od koho prišla, a vypíše ju iba v prípade, že 
vyhovuje požiadavkom filtru aplikovaného na záložku, čiže v prípade kedy sa odosielateľ 
správy zhoduje s názvom záložky. V triede ChatTab je jadro samotnej komunikácie dvoch 
užívateľov obsahuje metódy na odosielanie a spracovanie prijatých správ. 
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Obr. 4.8: UML diagram tied ChatWindow a ChatTab
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5 Záver
XMPP protokol sa po spracovaní práce javí ako ideálny protokol na využitie pri budovaní 
aplikácie so zameraním nielen na instant messaging, ale i na využitie pre iné služby ako sú 
VOIP a podobné. Oproti iným používaným protokolom (ICQ, MSN a pod.) má mnoho výhod 
– od open-source licencie a ľahkej rozšíriteľnosti, až po možnosť komunikácie s užívateľmi 
iných sietí za použitia brán. Ďalšou výhodou je veľké množstvo prídavných balíčkov 
a softwaru uľahčujúceho prácu s týmto protokolom, či už pri programovaní, alebo inom 
použití.
Pri tvorbe klientskej aplikácie bol použitý balíček Smack, ktorý poskytol funkčný základ na 
urýchlenie práce s protokolom XMPP a jednoduchšie implementovanie jednotlivých častí 
protokolu do grafického rozhrania. Podobne ako software Openfire určeného na testovanie 
aplikácie je tento balík dobre zdokumentovaný oficiálne i neoficiálne, čo viedlo k uľahčeniu 
práce. Balík neposkytuje žiadne GUI rozhranie, a tak hlavnou úlohou pri tvorbe klienta bola 
zpracovať funčnosť tohto balíka do grafického rozhrania.
Grafické rozhranie bolo vytvorené s dôrazom na maximálnu jednoduchosť a intuitívnosť, 
pričom sa podobá overeným rozhraniam väčšiny aplikácii určených pre instant messaging. 
Aplikácia obsahuje základné funkcie ako je pridávanie a odoberanie užívateľov, 
monitorovanie prezencie a možnosť klasického chatu medzi užívateľmi. Program by sa dal 
rozšíriť mnohými spôsobmi - od pridania rôznych služieb ako je VOIP, posielanie SMS, 
možnosť viacužívateľského chatu, ukladanie histórie konverzácii s jednotlivými užívateľmi až 
po jednoduché spríjemnenia užívateľského rozhrania v podobe pridania zvukovej signalizácie 
pri príchode správy. Za najväčší nedostatok považujem absenciu posielania súborov –
v balíku Smack sa nachádza potrebné zázemie na spracovanie, avšak z viacerých dôvodov 
nebolo posielanie súborov do programu zapracované.
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Zoznam skratiek
DNS - Domain Name System
GUI - Graphic User Interface
IM - Instant Messaging
IQ - Info/Query
IRC - Internet Relay Chat
JEP - Jabber Enhancement Proposal
JID - Jabber ID
RFC - Request for Comments
SASL - Simple Authentication and Security Layer
SMS - Short Message Service
TCP - Transmission Control Protocol
TLS - Transport Layer Security
UML - Unified Modelling Language
VOIP - Voice Over Internet Protocol
XML - Extensible Markup Language   
XMPP - Extensible Messaging and Presence Protocol
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Príloha č.1: UML diagram balíku Xmpp
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Príloha č.2: CD s elektronickou verziou práce
Na CD sa nachádzajú dva priečinky -  v priečinku bakalárska práca je elektronická verzia tejto 
práce, v priečinku zdrojové kódy je zdrojový kód vyvinutej aplikácie. V koreňovom adresári 
CD je takisto spúšťatelný jar súbor s aplikáciou, ktorý sa spustí obvyklým spôsobom.
