Purpose -The purpose of this article is to clarify current and widespread misconceptions about the properties of blockchain technologies and to describe challenges and avenues for correct and trustworthy design and implementation of distributed ledger system (DLS) or Technology (DLT).
Introduction and overview
In a distributed model, storage and computation are shared between member users, or nodes, connected to a peer-to-peer network. It has been proposed that distributed models, based on blockchain-based ledgers, also called distributed ledger technology (DLT) or system (DLS), could offer higher service availability at much lower costs for some types of business and enterprise applications. For example, property ownership and transfer ledgers, financial trading ledgers, digital currency ledgers and worldwide food traceability tracking applications, among many others. DLT, under the right conditions, may offer increased service availability and resiliency for many digital services afforded by distributed storage, compute, and control.
This distributed nature offers some advantages and creates many opportunities. However, this distributed nature also creates major challenges and major research questions. These questions need to be answered before DLTs demonstrate high levels of security and trust. It is important to carefully investigate the advantages, disadvantages and risks of a DLS, and that the system is implemented correctly before it is used by the public, commerce, and industry. It is also important that DLS designers, implementers, and users understand the advantages and limitations of the technology behind these systems.
In this article, we first describe business and application areas where blockchain technology has been stated capable of upending the current status quo (Section 2). We next introduce blockchains and describe and analyze current misconceptions about their properties (Section 3). We then describe current challenges for improving the trustworthiness of blockchain designs and implementations (Section 4). Next, we describe emergent, and currently unproven, properties of DLSs stressing the distinction between intrinsic blockchain properties and emergent system properties (Section 5). Following, we describe some of the challenges that DLSs, as applied to digital and distributed financial and contractual transactions, will need to address before they are demonstrated trustworthy (Sections 6 and 7). Lastly, we describe how DLSs that combine well-studied secure and trustworthy designs with symmetric and asymmetric encryption, an adequate public key infrastructure and certification authorities, and encrypted computation techniques with correct implementations could begin to lead widespread adoption and the creation of successful new distributed application markets (Section 8). Finally, we present our conclusions in Section 9 and follow with acknowledgements and a complete list of references.
Applications and motivation
Most current cloud-based application services rely on a single trusted controlling organization that manages the storage, compute and networking (Infrastructure as a Service: IaaS), and applications (Software as a Service: SaaS). Access control to associated services and data is also determined by the organization. Such approaches may be desirable for some applications and sometimes necessary given the business and regulatory environment. However, in some cases, a decentralized and distributed approach may be better suited for the business case. Because of this, it is possible that DLT could dramatically change several applications in the business-to-business world. For example, Walmart, the world's largest retailer, is conducting pilot tests for worldwide supply chain food traceability (Popper and Lohrmarch, 2017) , which is essential for food safety. Santander Bank, the largest bank in the Eurozone with 13,000þ branches worldwide, has been piloting a remote currency transfer app (Santander, 2015) . These pilot applications are based on DLT, which may offer a more efficient system for these types of applications.
Goldman and Sachs (Schneider et al., 2016) has identified five areas where they believe that DLT has potential for major disruption: sharing economy, distributed electricity generation and markets, property ledgers, security markets and financial transactions. Many major financial institutions have started to experiment and pilot the technology as a means for keeping a distributed verifiable and integral financial ledger (Norton, 2016) . IBM has invested a considerable amount of resources in developing the technologies for these protocols to be ready for corporate use and has developed the Hyperledger software platform which is an enterprise-quality implementation of DLT. Also, in 2016, IBM led the creation of the Hyperledger Foundation, which now has 130 corporate members and leads the Hyperledger open-source software platform (Hyperledger, 2017) .
It is of economic value that we pursue and develop new technologies for business and commerce. In addition, it is essential that we perform the research and analysis needed to ensure these new technologies are designed and implemented for correctness, security, privacy and trustworthiness. There are countless examples of technologies and products being adopted before being demonstrated safe, secure and trustworthy, which have sadly resulted in immeasurable economic losses and loss of life.
Most of the properties of the blockchain that have been stated lately as intrinsic such as immutable and exact copy, among others, are not intrinsic properties of blockchains but desired and emergent properties of a complex system with many users or agents, some or all of which may not be trusted. It is very well-known in the distributed systems and software engineering community that proving emergent properties of a complex distributed system is an extremely hard endeavor.
In this paper, we present a detailed analysis of the properties of blockchains and DLT and the challenges that these technologies still face to be ready for mainstream business adoption without increasing the risk to businesses and society's well-being due to design or implementation vulnerabilities and potential cyberattacks that may exploit those vulnerabilities.
Properties and misconceptions about blockchains
In this section, we introduce blockchains, describe their properties and analyze current misconceptions.
What is a blockchain?
A blockchain is a digital information recording method capable of recording data using a logbook approach and with the following essential characteristics: 1-Ordered, 2-Incremental, 3-Sound (cryptographically verifiable upto a given block) and 4-Digital. Other characteristics such as distributed and mutable-by-proof-of-work are not characteristics of a blockchain itself but characteristics added by sharing, distribution, communication, and agreement protocols. A blockchain is composed of a cryptographically linked chain of blocks of data. Blocks are chained in a sequence using cryptographic hashes. A hash is a fixed length number derived from a given message or document. Each block is composed of three major components:
(1) Block-Data: a set of messages or transactions; (2) Chaining-Hash: a copy of the hash value of the immediately preceding block; and (3) Block-Hash: the calculated hash value of the data block or messages plus the chaining hash value in 2 (Norton, 2016 , Gupta, 2017 , Nakamoto, 2008 .
For additional details on cryptographic hashes, we refer the reader to Stallings and Brown (2015) and NIST (2015a NIST ( , 2015b . In Figure 1 , we present a simplified graphical representation of the process for requesting and storing transactions within a DLS that uses a blockchain as its distributed storage medium.
Properties of a blockchain
The immutability property is an emergent property of a DLS and not an intrinsic property of a blockchain data structure. It is well-known within the software engineering community that verifying emergent system properties in complex systems is an extremely hard problem. Simplified graphical view of a distributed ledger system cannot be modified. As written, these statements are incorrect and misleading. The analysis presented in this article plus recent events such as the Ethereum Decentralized Autonomous Organization (DAO) fork (Buterin, 2016b) described later in this article clearly disprove such immutability claims. In the case of a nonced proof-of-work (PoW) distributed blockchain, computational work is needed to modify its data while preserving the soundness, up to the strength of the hash function used. This does not mean that such a blockchain is immutable, but that an agent or set of agents with a sufficient amount of computing power has modified it, perhaps collaboratively. In this case, a more adequate term would be: Mutable-ByHashing-Power. It is true with cryptographic certainty, due to the properties of cryptographic hashes, that a positive detection of tampering can be detected for a given blockchain by the failure to verify its soundness. This is true only under the assumptions that the given blockchain was sound (well-formed) when created, the detection is with a high degree of cryptographic certainty but not absoluteness, and subject to the current strength of the hash function used.
However, when observing a freestanding blockchain, if the blockchain is sound, then the only valid conclusion we can make is that the blockchain is well-formed. We cannot conclude that the blockchain has not been modified or that it has not been tampered with. In other words, if the soundness check fails, then we can conclude that something was modified. If the soundness property holds, we cannot conclude that nothing was modified. The tamperevident term is being used in the literature as implying the latter. However, the former is tampering evidence by the lack of soundness. The latter requires full provenance accountability in addition to the former. To be able to conclude the latter, we must prove an emergent property of a DLS, and not just a property of the underlying data structure or blockchain such as soundness.
If the blockchain is a nonced blockchain and by the soundness requirement all block hash values comply with a specified criterion, usually of being close to zero by an arbitrary delta, then an agent or set of agents that have modified or tampered with the blockchain must have spent a given amount of computational power for each block that was modified. This computational power is needed to search for new block nonce values and recalculate the corresponding new block hash values such that the soundness of the blockchain is rebuilt after modification. Due to the ordered property of a blockchain, this must be done in sequence, starting with the block that was modified and following with all blocks forward in the chain.
The property of ledger immutability is a desired but emergent property of a DLS. It may be that in the future it could be mathematically or statistically demonstrated that for a given system a certain set of emergent properties hold, at a given point in time, or under certain conditions. A few researchers have begun to formally and experimentally analyze these properties on current DLS designs and implementations Wüst and Gervais, 2016) . However, more research on formal models and analyses, formal and stochastic, and theoretical and practical, need to be performed to demonstrate with measured certainty under which conditions and implementation parameters these emergent properties would hold for a given DLS.
Challenges on blockchains
We believe there are three major challenges for the design and implementation of industryready blockchains:
(1) the selection of time-resilient strong cryptographic hash functions or the design of hash function vulnerability mitigation techniques;
(2) the correct and secure design and implementation of code that implements a DLS; and (3) the adequate selection and implementation of efficient, robust and trustworthy leader election algorithms.
We elaborate on these below. Cryptographic hash functions and asymmetric cryptography are based on what is called one-way functions. Some mathematical problems and their corresponding calculations are computationally easy in one direction but computationally infeasible in the inverse direction. As a simple example, given the two numbers 11 and 17, it is computationally easy to calculate their product 11 Â 17 = 187. However, it is computationally harder to infer that 187 resulted from 11 Â 17. A composite number could have resulted from different combinations of numbers being multiplied. Secure hashes in the secure hash algorithm (SHA)-2 specification use numbers of 224 to 512 binary digits in length. Bitcoin and Ethereum use SHA-256.
One challenge for trustworthy blockchain design is that the property of computationally infeasible is not a static property of a given hash function but it changes with the advancement of mathematics and computing. A hash algorithm that is cryptographically secure (computationally infeasible to find the inverse) today may not be cryptographically secure 20 years from now. This hampers our ability to design DLS that can withstand the test of time. Such time resiliency would be required for property ownership ledgers, among others. We believe that it would be important to design and evaluate DLSs that can seamlessly accommodate changes of the hash function. For example, a nested blockchain approach could achieve this by wrapping the previous generation blockchain, or portions of it, on one or more blocks of the new generation. Research and development in this area is much needed.
The issue of correct and secure implementation affects the blockchain data structure as well as the complete DLS. If DLSs are to be in widespread use in business and commerce, it is essential that the design and code that implements these systems has been developed with the highest security and correctness assurances. This today means the use of adequate software engineering methods for design and development, the use of formal methods for protocol specification and property verification, and thorough and exhaustive testing. This is in contrast to ad-hoc approaches that may exhibit much higher probabilities of resulting in incorrect and insecure software designs, implementations, deployments and configurations.
Current misconceptions about distributed ledger systems
In this section, we analyze and justify current misconceptions about properties of DLSs.
What is a distributed ledger system
A DLS, based on DLT, is a computer-based system in which a set of computer processes representing agents or users connected to a digital network operate collaboratively on a set of distributed ledger data structures. The prime data structure here is a blockchain, as defined and analyzed in the two previous sections.
Emergent properties of a DLS
First, we define emergent ledger or emergent blockchain. An emergent ledger or blockchain, in a DLS, is the resulting ledger for which the majority of the users on the network agree at any given time. Notice that majority here is defined by DLS's protocols. Ideally, a system should converge to a unique emergent ledger as fast as possible. However, speed of convergence, size of consensus, and the resulting emergent ledger are all emergent properties of a DLS, not by construction or automatically assured properties.
An emergent ledger or emergent blockchain is the data backbone of a DLS. It is a virtual entity that exists only as an emergent property of a DLS. It can be modified by agreement of some of the agents in the network. It is important not to confuse a given blockchain data structure with an emergent blockchain. The latter is an emergent property of a complex system. Trust in such emergent blockchain is the result of trust in the complete system, which is composed of many components and interacting processes, protocols, and agents. Agents, which may operate within or outside the expected rules and protocols, either by intent or by error, malicious or benign. A DLS should present the following characteristics:
Convergent Ledger: The protocols in a DLS must demonstrate, with a high level of assurance, that the distributed ledger or blockchain converges to a unique emergent blockchain. Many current websites and descriptions of DLT state that every user has, by design, an identical copy of a unique ledger or blockchain. This statement is incorrect and misleading. It is well-known that in an Asynchronous Distributed System, every agent has a copy of the data. This copy may or may not be the same copy for all agents. A goal, of a DLS, is for all copies of the ledger or blockchain to converge to the same value or state. However, this is a goal and not an intrinsic property.
Timely Convergence: The protocols in a DLS must demonstrate, with a high level of assurance, that the emergent ledger or blockchain will converge within a bounded amount of time.
Difficulty in Proving These: Both properties stated above are emergent and very difficult to prove for a given system. In fact, it is not possible to prove both at the same time in the general case of asynchronous distributed systems with failures. The Fischer et al. (1983) article, very well-known within the distributed systems community, states that for the case of arbitrary asynchronous distributed systems, a deterministic consensus protocol does not exist, even with just one fail-stop process (Fischer et al., 1983) . This is known in the literature as the Fischer, Lynch, and Patterson result.
Current misconceptions about DLS
In a DLS, there is not a single unique global blockchain as it has been stated or implied by several sources in the literature and the internet; rather, there is the expectation of an emergent and converging blockchain. In a DLS, each device on a peer-to-peer network keeps its own "copy" of the blockchain. The system has two functional goals:
(1) enable agents to request new transactions on the distributed ledger; and (2) enable and promote agreement or consensus on a common ledger (the emergent blockchain).
It is important to note that these goals are not intrinsic properties of a blockchain or DLS. These properties are emergent properties of the system. It is possible that in a DLS that has been designed, implemented or configured incorrectly, that one or both goals are not assured.
In some current descriptions in the literature, it is incorrectly assumed that all users or agents of the same type are running the same trusted or original software, using the same data models, and hence implementing the same protocols. There is no way to ensure such assumptions. There is also no practical reason for doing so. From the point of view of the DLS, it does not matter which software generated the messages on the network. What matters to the DLS is that the messages are well-formed and authenticated. All agents must assume that the software running on peer agents may not be the same and may not implement the same protocol or behave as expected. A DLS must be able to achieve its goals without making any assumptions about the software that generated the messages going through its network. Messages are either well-formed or they should be discarded. If messages must also be authenticated, then they must be signed with a valid private key or certificate that has not been revoked.
Also, depending on the protocols and mining strategy, agents could assume a role as needed instead of being of a different type. This is currently not practical in proof-of-work systems. The hash throughput of a workstation cannot be fairly compared with that of a mobile device. In the case of Bitcoin and Ethereum, which are based on SHA-256 hashes, Application-Specific Integrated Circuits (ASICs) are currently used for fast hash throughput for miner agents. These are hardware devices created specifically to perform SHA-256 calculations and are measured in Million Hashes Per Second. A team of general-purpose central processing unit (CPUs), or a team of graphics processing units, cannot compete with a set of SHA-256 ASICs. By contrast, proof-of-elapsed-time approaches depend on dedicated trusted hardware components within new Intel CPUs (Intel, 2017) rather than on hashing throughput.
It has also been stated in the literature that a lottery style protocol for leader election is used in proof-of-work systems such as Bitcoin and Ethereum. This under the premise that the winner of the lottery for a given block is the agent that has found a nonce that makes the block hash value smaller than the current protocol configured value. However, there are many differences between a lottery style drawing and a proof-of-work system. In a proof-ofwork system, agents with higher hash compute power have higher chances at finding a matching hash value. In addition, the cost of a hash per second is not the same for all agents. Furthermore, equalizing the hash-per-second cost requires high up-front investment from the agents. In a lottery, all equivalent entries cost the same amount, it is impossible for any single agent to acquire a fairness-threatening amount of entries, and the reward and the cost of the entries are both monetary. In the case of proof of work by mining DLSs, none of these properties hold.
In addition, other approaches to leader election have been proposed for DLSs. The survivability and distributed systems community have been investigating issues of leader election and distributed agreement for many years. Several innovative and potential solutions have resulted from years of research and development in this area. This area of improvement is perhaps the most urgent area for DLSs. This is because in a proof-of-work by hash mining DLS, such as Bitcoin and Ethereum, the monetary cost and power consumption of mining can grow very rapidly, resulting in an unsustainable and economically unviable system. Innovative robust and efficient approaches to distributed leader election must be developed, implemented and tested within the context of DLTs. It is imperative that results from the survivability and distributed systems research community be considered and applied within this new context.
Challenges with cryptocurrencies and Bitcoin
Centralized solutions that provide remote currency transfer services rely on pre-established trust between the central authority and the parties in the transaction. The central authority, which in most countries is a financial entity regulated by law, ensures user authentication and mediates all transactions. Financial transactions must be authentic, one-time, verifiable and irreversible unless proven fraudulent. The trusted central authority ensures these properties. The trusted authority is also in charge of establishing rules and processes for preventing fraud. That is, preventing malicious users from attempting financial cyberattacks such as spending currency they do not have or multiple times, denying made transactions, creating incomplete transactions or impersonating other users or agents.
Distributed cryptocurrencies do not rely on a central trusted authority; rather the integrity of the system is an emergent property of the DLS. Cryptocurrency systems enable users to transfer cryptocurrency remotely between two parties that have joined the cryptocurrency network across the internet and without the use of a designated and trusted mediator. The motivating application for DLT was the Bitcoin cryptocurrency (Nakamoto, 2008) . Currently, all other cryptocurrencies are also based on DLT, albeit with some differences with the originating Bitcoin protocol. In these cases, the mediation and approval of the transaction is made by agreement within the network and as specified by the consensus protocol. The transaction is stored on an emergent blockchain. The blockchain is not unique, contrary to what is stated by many other sources, and not all users may observe the same blockchain at the same time. This is a problem intrinsic to all distributed asynchronous systems.
In Bitcoin: A Peer-to-Peer Electronic Cash System (Nakamoto, 2008) , the creator(s) of the Bitcoin protocol described what is known as the first cryptocurrency system. The Bitcoin system uses a blockchain as a transaction ledger. The value of a given wallet, or Bitcoin address, is calculated by means of the result of all transactions on the blockchain for that wallet. Most current cryptocurrency implementations, such as Bitcoin (Nakamoto, 2008) , rely on proof-of-work approaches to process transactions and generate new currency, which can only be done by adding new blocks to the emergent blockchain, which requires searching for nonces that will result in allowable hash values.
By enforcing mining (proof-of-work), the Bitcoin DLS attempts to mitigate the Sybil attack (Douceur, 2002) , also called the 51 per cent attack by some authors, by requiring a computational investment for every transaction. With this, a malicious adversary must make an investment of at least half the compute (mining) power of the network to accomplish the Sybil attack. If a Sybil attack is successfully carried out then, from then on, the DLS is completely compromised and the emergent blockchain can be controlled by the adversary. In such a case, the adversary can dictate which new transactions are confirmed and who receives new currency. Furthermore, there is probably no reliable method to detect such attack. This is a foundational pillar of the Bitcoin approach and one of the major drawbacks of a public non-permissioned DLS. This is because, currently, the Sybil attack is not preventable unless the identity of agents can be verified and users are prohibited from creating multiple identities or agents (Douceur, 2002) .
In Bitcoin, as with other cryptocurrencies, users can mine collaboratively by creating mining pools. Collectively, compute nodes in a mining pool discover target hash values at a more constant rate. The profits of the creation of new bitcoins can be shared across the pool. Mining pools also add the risk of two new adversarial types: malicious pool operators, and malicious pool members (Rosenfeld, 2011) . Malicious pool operators could attempt to perform a Sybil attack on the network using the combined resources of their pool. In the case of Bitcoin, high risk situations have arisen where a prominent mining pool controlled the majority of the agents in the network with the resulting risk to the system. Monetary and social pressure have since resulted in a reduced presence of such pools (Goodin, 2014) . This is an area where current DLSs must be greatly improved. For widespread adoption, the system must provide proof that no malicious adversary will be able to singularly control the emergent transaction ledger (Eyal and Sirer, 2014) . Malicious pool members could contribute to the apparent computational power of a mining pool but attempt to destabilize the pool in the long run. This may be accomplished by hopping from pool to pool or joining multiple pools to increase expected earnings or by temporarily withholding collaboratively mined blocks to sabotage the effectiveness of some of the pools (Rosenfeld, 2011) . These two new kinds of attacks, enabled by the presence of mining pools, could be mitigated by dis-incentivizing mining pool cooperation. Current common cryptocurrencies such as Bitcoin and Ethereum do not deter mining pools. However, proposals to do so exist (Eyal and Sirer, 2014, Velner et al., 2017) . However, the threat to most currently proposed solutions is the lack of assurance that all agents are distinct and are not colluding. Assuring this in an open network and with a non-permissioned blockchain would be practically impossible.
For Bitcoin, modifying the system to deterring mining pools would require a hard fork of the Bitcoin blockchain and the creation of a new DLS (Eyal and Sirer, 2014) . In the case of Ethereum, rewarding users for sabotaging their pool (Velner et al., 2017) would require use of additional contract-driven functionality atop the Ethereum blockchain (Buterin, 2013) . Either of these approaches may accomplish the goal of changing the overall return on investment when joining a mining pool. Malicious pool operators attempting a Sybil attack (Douceur, 2002) would again be required to compete against the entire network for resource parity. Malicious pool members could be incentivized to short-circuit their pool for personal gain which would in turn deter members to join mining pools. This is where permissioned and authenticated DLSs offer advantages over non-permissioned systems such as Bitcoin and Ethereum.
The proof-of-work approach of Bitcoin and Ethereum has been stated as able to mitigate the Sybil attack. This would be accurate only under the assumption that all network identities have access to similar computing resources and that agents and identities are mapped one to one. Neither of these assumptions can be assured by these systems since users can join with as many agents as they wish to create. Organizations with vast amounts of financial and computing resources, such as state-backed organizations, could break both such assumptions. As mentioned before, another drawback of the proof-of-work approach is the exponential increase in the cost and time per block and hence per transaction.
As demonstrated by Douceur (2002) , user-identity certification is very likely the only complete solution to the Sybil attack. Other proposed solutions that do not verify user's identities and establish adequate access control on the system exhibit much higher risks of failure and fraud. Financial entities are required to evaluate risks and implement mitigation strategies to minimize risks (Walch, 2017) . This means that an external means for validating identities and matching users to identities would be needed if DLSs are to be in widespread use in the business-to-business and financial worlds. This is not a high barrier since in most countries financial institutions are already required to verify and validate the identity of their customers. It does mean that identity verification agencies will need to be initially involved during account creation before users can join a trusted DLS. This fact most likely indicates that business-class DLSs will most likely be a hybrid system, rather than a purely centralized or purely distributed system. It also means that business-class DLSs will most likely be permissioned. This presents a threat to the use of DLSs as an essential component of large Internet of things systems. Hence, trust in DLTs is an area that needs further investigation. For example, DLTs in which user trust is assigned or gained and lost rather than assumed or not present should be investigated and evaluated.
Challenges with smart contracts
Another common application of the internet is offloading computation or storage tasks to cloud or third-party providers. Currently, cloud solutions such as Amazon Azure, Google Cloud and Digital Ocean, among many others, enable remote computation and storage. These services are usually made available at different layers such as IaaS, SaaS or Applications as a Service. The Ethereum project (Buterin, 2013 , Wood, 2016 seeks to provide programmable computation, albeit possibly not Turing complete, atop a DLS. Transactions on Ethereum may contain, in addition to currency assignment and transfer, program code called a smart contract (Ethereum, 2016) . Smart contracts, first described by Szabo (1997) , establish a digital relationship between two parties. In Ethereum, a smart contract is a transaction and hence recorded on the blockchain. The code contained in an Ethereum smart contract supports the relationship described by Szabo (Szabo, 1997; Buterin, 2013) . Smart contracts carry the input values required by the computation and an address to which currency may be sent. The result of a smart contract's computation is then reflected in the emergent blockchain and the current state of the Ethereum Virtual Machine (Wood, 2016) . In the Ethereum system, similarly to the Bitcoin system, transactions and smart contracts carry computation and agreement costs. Whereas Bitcoin only allows external entities to interact with the blockchain, Ethereum allows smart contracts, and hence computations, to do so as well (Buterin, 2013) . Ethereum contracts may also perform transactions against each other. In other words, smart contracts are automated or eventtriggered transaction agents.
Ethereum smart contracts are implemented by programming code. As such, they may contain unintended or malicious flaws (Delmolino et al., 2015) . This may allow malicious actors to control other users' actions or results. In June of 2016, the virtual DAO implemented as a smart contract in Ethereum, which provided crowdfunding capabilities, was attacked by exploiting a vulnerability within the smart contract program code that allowed a malicious user to siphon cryptocurrency from the virtual organization's funds (Buterin, 2016a) . After the vulnerability was discovered, it was mitigated. However, the only recourse to recover the lost cryptocurrency was to agree to a modification of the Ethereum blockchain by eliminating all the malicious transactions after a certain block (Buterin, 2016b) . Eighty-five per cent of Ethereum network members arrived at a consensus on the new blockchain by mining the new branch (Buterin, 2016b) . This fact clearly disproves statements that the emergent blockchain in a DLT system is immutable and that transactions are unchangeable. The execution of this event is technically like the case of the Sybil attack described earlier (Goodin, 2014) . As a possible analogy with the business world, such event could be argued similar to a hostile takeover for the undoing of a previously made contract that was considered invalid or fraudulent by the majority of the stockholders, along with all subsequent related contracts and transactions, which had also been previously agreed by a majority of the shareholders. The legal, ethical and technical implications of DLSs, and their rules of conduct, must be studied and analyzed further before these systems are in widespread use in the business world.
Contracts as a Service (CaaS) could be considered a service offering in between IaaS and SaaS. Currently, for IaaS or SaaS, and within the realm of a centralized and trusted service provider, users provide their sensitive information for computation as necessary. This is done under the assumption that the service provider will not accidentally, or due to an external or internal malicious act, share the private data used by, or resulting from, the computation with unauthorized parties. Other examples of distributed storage and computation, in addition to DLTs with smart contracts, such as Ethereum, include peer-to-peer file systems (Benet, 2014) and the Urbit distributed computation system, which is in early research stages (Yarvin et al., 2016) .
The challenges that must be addressed before market-scale adoption of smart contracts or Distributed Contracts as a Service (DCaaS), in addition to all the challenges of DLTs and DLSs, are: ensuring the availability of computational power; ensuring confidentiality and privacy, even under the assumption of adversary actors; ensuing the correctness security and trustworthiness of the contract execution platforms; and ensuring the correctness and compliance to rules of each and all smart contracts before they are incorporated into the system.
In a distributed environment, a malicious user may offer contract storage and computation services for the purposes of stealing user data or manipulating results. A benign user may unknowingly release confidential data or calculate incorrect results. The second challenge will need to be solved by markets, paid for by government entities, or by win-win consortium agreements in the case of business-to-business systems. The third challenge could be addressed by recent technologies for computation on encrypted data such as zero-knowledge proofs or fully homomorphic encryption. The fourth challenge must be addressed by the application of: research with critical analysis and repeatable experiments, sound software engineering practices, selective application of formal methods, and thorough and exhaustive testing. The fifth challenge would need fundamental research on domain-specific languages and computational correctness. Additional and multidisciplinary research is needed in all these areas.
Advances with encrypted computation
Fully homomorphic encryption provides a method for performing computation on encrypted data (Damgård and Jurik, 2000 , Gentry, 2009 , Gentry et al., 2013 . Homomorphic encryption, while less computationally efficient than direct computation on cleartext (non-encrypted data), has the potential to enable Computation as a Service or smart contract offerings, both Distributed (DCaaS) and Cloud-based (CaaS), while maintaining the confidentiality and privacy of both the input and output data. The first fully described homomorphic encryption technique, designed by Gentry (2009 Gentry ( , 2013 in a dissertation work, is based on the shortest vector and shortest independent vector problems of ideal lattices, which are mathematical constructs. These problems are based on finding the shortest vector within a lattice, in a given vector space, given the basis and the norm (Ajtai, 1996) . This technique provided operations for encrypted addition and multiplication, a requirement for encrypted computation. Gentry's original approach incurred an error value that accumulated as computations were performed and this forced a periodic reset of the computation to keep errors within a tolerable margin (Gentry, 2009) .
Newer homomorphic encryption techniques, also pioneered by Gentry and colleagues, are based on the learning with errors problem, which offers similar guarantees as latticebased techniques with less computational overhead (Gentry et al., 2013; Regev, 2005) . The approximate eigenvector technique provides operations for encrypted addition and multiplication with computational complexity similar matrix addition and multiplication (Gentry et al., 2013) . Here, the secret key is a vector that is the approximate eigenvector of the ciphertext matrix. By including a noise parameter and saying the secret key is only an approximation of the eigenvector the problem is reduced to the learning with errors problem (Gentry et al., 2013) .
The correct combination of encrypted computation with advanced distributed computation and storage approaches, such those enabled by DLTs or DLSs, could enable a new class of cloud-and fog computing-based markets for data storage and computation services. In such markets, both data storage and computation would be distributed and brokered, while the availability, integrity and confidentiality of the data are also ensured, even under the adverse effects of data loss due to cyberattacks on service providers.
Conclusion
Adequately addressing data availability, integrity and security in an efficient manner is an essential aspect in most computing applications. New DLTs or DLSs appear to be a promising approach to addressing data availability and integrity for logbook-style data such as accounting and financial ledgers and asset ownership, tracking, and provenance. If investigated adequately and implemented correctly, safely and securely, these technologies have the potential for a paradigm shift on data storage and processing in many information system areas which have been traditionally a stronghold of centralized systems based on paper or relational databases.
In this article, we introduced blockchains and DLSs and described their essential and desired emergent properties. We clarified what are intrinsic properties of the technology versus what are desired but emergent properties of a DLS. Emergent system properties are notoriously hard to prove present and correct. We described the challenges that DLTs will need to address before being trustworthy enterprise wide. We also described how the combination of encrypted computation and asymmetric cryptographic techniques with DLTs could lead to the creation of new distributed storage and contracting markets based on the blockchain and smart contracts. However, we found that much more fundamental and practical multidisciplinary research is needed to ensure the security and trustworthiness of the developed systems before they are in widespread use.
