The paper presents an experiment of the application of software fault injection to assess quality of test sets for business processes orchestrating web-services. The mutation testing, usually used to this end, suffers from high computational costs of generating and running mutants. In contrast to mutation testing, faults injection can be performed at a run-time. Run-time changes are introduced by a Software Fault Injector for BPEL Processes (SFIBP). SFIBP is implemented as a special service that manipulates invocations of webservices and values of their internal variables. As for time requirements, the experiment proved high superiority of the application of the SFIBP over the mutation testing.
INTRODUCTION
Recently, an application of WS-BPEL (Business Process Execution Language for Web-services) has become one of the most promising technologies for developing IT systems. WS-BPEL is a high level language that makes it possible to implement business processes as an orchestration of preexisting web-services (Oasis, 2007) . A developer of an IT system should only select the most appropriate web-services and coordinate them using WS-BPEL language into business processes that cover specification requirements for the system. This leads to a very simple and structured architecture where only a special element of the process called its coordinator and communication links between the coordinator and the services need to be tested. Nevertheless, the testing should be performed with the help of a high quality test set to provide a confidence to system dependability. Thus, the development of tests should be supported by effective techniques for evaluating quality of test sets.
Mutation testing (Offutt and Untch, 2000) (Woodward, 1993) is currently the most effective technique for quality evaluation of tests. In mutation testing faulty versions of an implementation of the object (so called its mutants) are generated, by introducing small syntactic changes into the code, and executed against a test set. Although the technique is very efficient, it suffers from high computational cost of generating and executing mutants.
The paper presents a computational experiment aiming at evaluation of a novel approach that uses fault injection technique (Hsueh, Tsai and Iyer, 1997 ) to evaluate quality of tests for BPEL processes orchestrating web-services. In contrast to mutation testing, fault injection can be performed at a run-time of the processes. Thus, an application of this technique can significantly reduce the total cost of testing, as there will be no need to create and compile a large number of the mutants. An experiment that compares results of applying tests for mutants of a BPEL process with results of applying the same tests for the process but modified at a run-time by injecting faults is described. Mutants are generated with the help of MuBPEL (MuBPEL -WS-BPEL Testing Tools) and the faults are introduced by Software Fault Injector for BPEL Processes (SFIBP). The experiment shows to what extent the fault injection-based approach can evaluate quality of tests, and how much it costs.
The paper is organized as follows. Section 2 contains a brief description of the background and related work. The problem is stated in section 3. Section 4 describes the experiment, business processes used in the experiment, procedures and results of the experiment. The paper ends with conclusions in section 5.
BACKGROUND AND RELATED WORK
A number of papers related to different aspects of testing BPEL processes have already been published (Dong, Yu and Zhang, 2006) (Yan et al., 2006 ) . However, the papers do not consider the testing of BPEL processes in which the coordinator orchestrates web-services. A method of generation of test scenarios for validation of the coordinator of a BPEL process was given in (Sapiecha and Grela, 2008a) . Tests obtained by means of the method cover all functional requirements for the process and provide high validation accuracy (Sapiecha and Grela, 2008b) . Hence, such tests could also be used as a starting set of tests for the process. Quality of generated test sets is an important issue, as only tests of high quality (high ability to detect faults) can help to provide dependable products (Wagner and Gericke, 2008) (Farooq and Lam, 2009 ). Several studies have proved validity of the mutation testing as a powerful technique for testing programs and for evaluation of the quality of test sets (Farooq and Lam, 2009) (Estero-Botaro, Palomo-Lozano and Medina-Bulo, 2008) . A quality of the test set is determined by a ratio of mutants detected by the tests over all non-equivalent mutants (a mutation score). The higher is the mutation score the higher is the quality of tests. In the paper results of mutation testing were used as the reference when the results of fault injection were evaluated. The mutation testing is a white box testing technique that creates a large number of faulty programs (mutants) by introducing simple flaws (faults) in the original program. If a test case is able to detect the difference between the original program and the mutant, it is said that such test case kills the mutant. On the contrary, if none of the test cases is able to detect a difference, it is said that the mutant keeps alive for all used test cases. The mutants are created by applying so called mutation operators. Each of the mutation operators corresponds to a certain category of errors that the developer might commit. Such operators for various programming languages, including BPEL have already been designed (Offutt and Untch, 2000) (Woodward, 1993) (EsteroBotaro, Palomo-Lozano and Medina-Bulo, 2008) .
Fault injection (Hsueh, Tsai and Iyer, 1997 ) is a popular technique that is mainly used for evaluation of fault-tolerance of computer systems. It consists in injection of deliberate faults into a running system and observation of its behaviour. So called fault coverage (Hsueh, Tsai and Iyer, 1997) for a set of tests is measured. The fault coverage is expressed as a percentage of detected faults to all faults injected into the system. Fault coverage is used as a metric of quality of a set of tests and plays similar role as the mutation score for mutation testing.
Originally fault injection was applied to hardware systems, but currently it is also applied in software and mixed ones. Software fault injection (SFI) is implementation-oriented technique thus it targets computer applications and operating systems. SFI can be performed in near real-time, allowing for a large number of experiments. The technique was already applied for systems based on web services orchestration to emulate SOA faults at different levels (Reinecke and Wolter, 2008) (Juszczyk and Dustdar, 2010) . The approaches were built upon existing fault injection mechanisms. However, these solutions are still under development. It is not clear which types of SOA faults are supported, and how the faults are modelled and injected. Moreover, these works do not concern quality of test sets.
PROBLEM STATEMENT
Quality of a test set impacts results of the testing, as only such of the sets which detect all faults in a system can answer the question whether the system is fault free or not. For object systems tests are usually evaluated via mutation testing, but this technique is very expensive due to the number of mutant that need to be generated, compiled and executed against the test set.
A BPEL process uses web-services but the process itself is a web-service, too. Thus it needs to be deployed. So this concerns its mutants. The deployment is very time consuming because an application implementing the process and its related files need to be uploaded to a server. Since then the web application becomes available to the testing. This treatment must be repeated for all of the mutants. Thus, in contrast to other kinds of object systems, here the mutation testing seems to be rather complicated and expensive. In contrast to the mutation testing, the software fault injection generates faulty versions of the process at a runtime. No the compilation and the deployment are required. Hence, it seems that not the mutation testing, but the fault injection should be used to evaluate quality of test sets for BPEL processes. An experiment aiming at providing this claim is presented in the paper. During the experiment, mutation testing and fault injection are applied to evaluate quality of the same sets of tests derived for ten example BPEL processes orchestrating webservices.
COMPUTATIONAL EXPERIMENT
The experiment consists of the following three stages: 1. Application of traditional mutation testing to example BPEL processes, 2. Application of software fault injection to the BPEL processes. 3. Comparison of the results of mutation and fault injection. BPEL processes under consideration are described in Section 4.1, later on. Test sets, three for each of the processes, were implemented as test scripts that automate an application of single test cases. Test scripts were prepared using BPELUnit (Mayer and Lubke, 2006) , which is an open-source WS-BPEL unit testing framework for BPEL processes. Mutants of a BPEL process were generated (using MuBPEL) by applying mutation operators (Section 4.2) and executed against the tests. SFIBP was employed to inject faults into the correct BPEL process (Section 4.3). The same test sets were used to stimulate the process. Finally, results from applying mutation testing and fault injection were compared.
Processes and their Test Sets
The experiment was executed on ten example BPEL processes (four our own and six taken from a public repository shared by the University of Cadiz (University of Cadiz WS-BPEL Composition Repository)). For each of the processes, three test sets were provided (first two randomly generated, last one obtained by checking paths method (Sapiecha and Grela, 2008) . Table 1 contains the details: identifiers (ID), names of the processes (Name), the number of web-services used by the processes (WS) and the number of test cases provided in each of the test sets (TS). No fault tolerance mechanisms were used. 
Mutation Testing
Mutation testing was performed with a help of MuBPEL. The MuBPEL is a mutation testing tool for BPEL that automatically generates mutants of a BPEL process, executes the mutants against provided test set and finds the difference in output of both (mutated and original) BPEL processes. The MuBPEL generates mutants with exclusion of the equivalent ones. A user only needs to prepare a BPEL process and a set of its tests. The tests need to be created as test scripts using BPELUnit. Only 12 out of 26 operators defined in (EsteroBotaro, Palomo-Lozano and Medina-Bulo, 2008) were used in the experiment. The remaining 14 were skipped, as they refer to features of BPEL processes that are not supported by current version of SFIBP. All 12 operators listed in Table 2 have been implemented in the MuBPEL. Mutation testing was performed accordingly to the following scenario: 1. Generation of mutants of the BPEL process by applying the operators given in Table 2 , 2. Execution of the mutants against both test sets and comparison of results produced by the mutants with values calculated by fault-free process, 3. Calculation of the mutation score for each test set, Steps 2, 3 and 4 were repeated for every group of mutation operators described in Table 2.   Tables 3 and 4 summarize the results of the mutation testing. It gives the number of mutants generated, mutants killed by each of the test sets (Table 3 ) and the mutation scores (MS) for each of the test sets (Table 4) . A set of test cases is mutation adequate if its MS is 100%.
 
T -denotes a test set M K -is the number of mutants killed by the test set M T -is total number of generated mutants M E -is the number of equivalent mutants 
Fault Injection
Fault injection was executed with a help of a Software Fault Injector for BPEL Processes (SFIBP). The SFIBP is an execution-based injector (Benso and Prinetto, 2003) , that is able to inject faults into the BPEL processes at a run-time, thus it simulates effects of the faults. Such approach helps to reduce costs of the experiment, as the faults are injected without changing the implementation of a process. The SFIBP is implemented as a special local service that is invoked between or instead of the proper web-service invocation. The SFIBP generates the following four types of faults:
 disturbances of web-service output parameters (OP),  disturbances of values of web-service input parameters (IP),  replacing requested web-service with another one (WS),  disturbances of a value of the variable (RV).
Fault injection was performed accordingly to the following scenario:
1. configuration of the SFIBP, 2. execution of the BPEL process, run-time injection of faults and comparison of results (against values calculated by fault-free process), 3. calculation of the fault coverage for each test set. Configuration of the SFIBP includes setting of fault types, probability of their occurrence and of predefined web-services and values which are used when faults are injected. Information about the injected faults is stored in a log file. Steps 2 and 3 were repeated for each type of the faults. The total number of faults injected for a process always equals the number of mutants generated in the previous stage of the experiment. Tables 5 and 6 summarize the results of the fault injection. It reports, for each of the processes, total numbers of faults injected, faults detected by each of the test sets (Table 5 ) and fault coverage (FC) for each of the test sets (Table 6) . FC for a test set is defined as a percentage of detected faults to all injected faults. FC should be 100%. (2) F D -is the number of faults detected by the test set, F I -is total number of injected faults. 
Comparison
Results of the fault injection are close to the results of the mutation testing for all evaluated test sets. As it can be observe in Table 3 and 4 average fault coverage differs from average mutation score from 0,62% (for OB) to 4,76% (for LA). Higher consistency of results was observed in the case of larger systems. For such systems (OB, TI or MS), the difference did not exceed 2% Each technique uses its own fault model, thus changes made by mutation operators and faults injected by SFIBP are completely different kind of faults. Despite the lack of dependency between mutants and the injected faults, the results of both approaches are similar (the behaviour of a process differs from the expected).
Another notable feature is the time overhead. Tables 7, 8 and 9 present the total execution time of mutation testing (Table 7 ) and fault injection (Table  8 ). All BPEL processes were executed on the same hardware configuration (Intel Core2Duo 1.2GHz processor, 2GB RAM). The results proved that the fault injection is much faster than the mutation testing (Table 9) for all the test sets (about 1,5 times faster). Fault injection-based approach is particularly cost effective for large systems (e.g. OB, TI) due to the lack of deployment of huge number of mutants. For smaller systems (e.g. MP, LA), the results are less effective thus for such systems the selection of test method is arbitrary.
CONCLUSIONS
Cost effective testing extensive software systems requires specific approaches and different technologies adjusted to specific architectures. The experiment proved that testing based on SFI might be attractive for service oriented architectures (SOA) implemented with the help of BPEL. This is almost as effective as mutation testing but does not need elaboration of mutants. Moreover, it is much faster because can be performed at a run-time of the process. Hence, this might be much more cost effective.
From the experiment it results that even random testing enables detection a lot of faults in the processes. Usually these faults are easy detectable ones. Using validation test sets seems to be more effective than random testing. The more complex is the process the higher are benefits from the fault injection and using validation test set, especially for time requirements. This last one is derived at the very beginning of the development of the system running the process, and thus need not any extra effort while testing. The results are promising. However, other object oriented architectures have to be taken into account to answer the question to what extent and when the fault injection may be an alternative for the mutation testing. In our future research more experiments on various types of SOA will be performed to strengthen the conclusions.
