Abstract. We argue that it is useful to study classes of Multi-Agent System (MAS) architectures, corresponding to architectural styles in addition to particular architectures. In this work we focus on a particular abstraction level where MAS architectural styles are characterized according to properties, such as, the type of control used (from fully centralized to fully distributed), and the type of coordination used. Different architectural styles support different quality attributes to different extent. When choosing architectural style for a given application domain, we argue that it is important to evaluate the them according to the quality attributes relevant to that application. The architectural style that provides the most appropriate balance between these attributes should then be selected. As a case study we investigate the problem of dynamic and distributed resource allocation and compare six MAS architectural styles that can be used to handle this task. We also illustrate the use of the Analytic Hierarchy Process, which is a basic approach to select the most suitable alternative from a number of alternatives evaluated with respect to several criteria, for selecting the architectural style that balance the trade-off between the relevant quality attributes in the best way.
Introduction
Much effort has been spent on suggesting and implementing new architectures of MultiAgent Systems (MAS). However, less work has been done in studying how these architectures may be characterized and evaluated in a more general way. Typically, a (group of) researcher(s) invents a new architecture and applies it to a particular domain and concludes that it seems to be appropriate for this domain, without drawing any general conclusions. We believe that this area has now reached the level of maturity when it is appropriate to compare and evaluate MAS architectures on a more abstract level. In this paper, we show how the concept of architectural styles can be used to achieve this. We will also illustrate how to choose the proper architectural style by taking into account several quality attributes and weighting them according to the requirements of the application at hand.
Of course, there is no single MAS architectural style that is the most suitable for all applications. On the other hand, to find out whether one architecture performs better than another for a particular application is usually of limited scientific interest. (Although this information may be very useful to solve that particular problem.) Instead, we suggest the study of more general problem domains corresponding to sets of applications with common characteristics. In this paper we will as a case study investigate the problem of selecting a MAS architectural style for dynamic and distributed resource allocation.
The rest of the paper is structured as follows. In Section 2 we will discuss Architectural styles followed by a case study in Section 3. Section 4 discusses the method and finally in Section 5 we draw a few conclusions and suggest some future directions of research.
Architectural Styles
As mentioned earlier, we argue that it is useful to study classes of MAS architectures, corresponding to architectural styles [18] in addition to particular architectures. These may describe abstractions of software entities of varying abstraction levels such as enterprise architectures, system architectures, subsystem architectures, or the architecture within a particular component, and may involve several views of the architecture to capture all relevant aspects cf. Kruchten [13] .
In this work we focus on a particular abstraction level and characterize MAS architectural styles according to two properties: the type of control used (from fully centralized via hierarchical to fully distributed), and the type of coordination (synchronous vs. asynchronous). The degree of synchronization is a way of characterizing the coordination in terms of how the execution of the agents interrelate with each other. We may have agents that are highly sophisticated, but who only interact at special slots in time, and thus have a high degree of synchronization. There are also systems in which the agents may interact continuously, independently of when other agents interact, which we will refer to as asynchronous. As well as having an intermediate level of centralization, we may study architectural styles that exhibit properties in between being fully synchronous and totally asynchronous. However, we limit this work to {synchronous, asynchronous}×{centralized, hierarchical, distributed} architectural styles.
It should be noted that the terminology varies between different sources. Shaw & Garlan [18] introduced the concept of architectural styles. In their work, an architectural style consists of components, connectors, and constraints, and defines a family of systems with a specific pattern of structural composition. This encompassed higher level architectural styles such as client-server, pipes and filters, repositories/blackboard, and layered, but also lower levels such as object-oriented, dataflow, and event-based. Buschmann et al [5] presents a taxonomy containing, among others, pipes and filters, blackboard, and layered, and presents these as architectural patterns. We can thus interpret architectural patterns to be a subset of Shaw & Garlan's architectural styles. Bosch [4] uses the term architectural style in the same way as Shaw & Garlan, but also uses the term architectural pattern to denote a lower level solution that can be merged with an architectural style, such as concurrency, persistence, distribution, and graphical user interface. In this article we use the term architectural style in the same meaning as Shaw & Garlan [18] . In other words, we see an architectural style as an abstraction over a family of systems. Thus, an architectural style is used as a starting point when creating a concrete architecture for a particular MAS system.
We will now illustrate the use of our method by going through a case study, starting with a description of the domain and the chosen quality attributes. We then present the six MAS architectural styles 1 and their qualitative as well as quantitative evaluations.
Domain
Since agent technology has shown to be successful for dynamic and distributed resource allocation, e.g. power load management [22] , cellular phone bandwidth allocation [3] , and transportation systems management [9, 21] , we have chosen this domain for our architectural style comparison. Basically, the problem concerns allocation of resources between a number of customers, given a number of providers. Both the providers and the customers may reside at different geographical locations, hence the distributed aspect of the problem. The dynamics of the problem lie in that the needs of the customers, as well as the amount of resources made available by the providers, vary over time. The needs and available resources not only vary on an individual level, but also the total needs and available resources within the system may vary over time. We will here assume that the resources cannot be buffered, i.e., they have to be consumed immediately, and that the cost of communication (and transportation of resources) between any customer-provider pair is equal.
Quality Attributes
It is possible to evaluate MAS architectural styles with respect to several different quality attributes [7] . Some of these attributes are domain independent and some are specific for each set of applications, e.g., performance-related attributes. We have identified the following important performance-related attributes to dynamic and distributed resource allocation:
-Reactivity: How fast are resources re-allocated when there are changes in demand? -Load balancing: How evenly is the load balanced between the resource providers? -Fairness: Are the customers treated equally? -Utilization of resources: Are the available resources utilized as much as is possible? -Responsiveness: How long does it take for the customers to get response to an individual request? -Communication overhead: How much extra communication is needed for the resource allocation?
In addition, there are a number of more general software architecture quality factors [14] that could be addressed, 2 1 {synchronous, asynchronous}×{centralized, hierarchical, distributed}. 2 In further addition to these attributes, there are of course a number of attributes that are not mentioned here but that are of interest to include in the specific evaluation of the specific case. The method as such does of course not exclude any quality attributes. It is up to the architectural style evaluator to set the specific attributes when applying the method.
-Robustness: How vulnerable is the system to node or link failures? -Modifiability: How easy is it to change the system after it is implemented (and often deployed)? -Scalability: How good is the system at handling large numbers of users (providers and customers)?
It is impossible to find a MAS architectural style that is optimal with respect to all the attributes relevant for a certain application. Instead, there is typically a trade-off between these attributes and different architectures balance this trade-off in various ways. Different applications, on the other hand, often require different balancing of this trade-off. Thus, in order to choose the right architecture for a particular application, knowledge about relevant attributes and how different MAS architectural styles support them is essential.
Candidate MAS Architectural Styles
There are many ways of characterizing the space of possible MAS architectures, e.g., the topology of the system, the degree of mobility and dynamics of the communications, the degree of distribution of control, and the degree of synchronization of interaction. We have chosen to focus the two last properties and will discuss and compare the following six potential MAS architectural styles for dynamic and distributed resource allocation:
-centralized synchronous architectures, -centralized asynchronous architectures, -hierarchical synchronous architectures, -hierarchical asynchronous architectures, -distributed synchronous architectures, and -distributed asynchronous architectures.
Qualitative Evaluation
We will now briefly discuss how the architectural style may influence the quality attributes identified above.
-Reactivity should be promoted by asynchronous architectures since there is no need to await any synchronization event before i) an agent can notify other agents about changes in demand and ii) other agents can take the appropriate actions to adapt to these changes. -Load balancing should be favored, or at least not disfavored, by centralized control since it is possible to take advantage of the global view of the state of the system, e.g., the current load at the providers and the current demand of the customers. -Similarly should fairness be easier to achieve for architectures with centralized control since they have information about the global state of the system. -The ability to utilize the resources seems to be favored by centralized, asynchronous solutions which improve the fairness (and thus the utilization) in near-overload situations, and may have better reactivity (which leads to better utilization of resources in highly dynamic domains).
-Also, it is not clear from a strictly theoretical analysis if there is any correlation between responsiveness and the architecture properties. -Communication overhead can be measured either by the number of messages sent, or by the bandwidth required for the allocation. Synchronous architectures tend to concentrate the message sending to short time intervals, and thus requiring a large bandwidth, whereas asynchronous architectures tend to be better at utilizing a given bandwidth over the time. Also, communication in distributed architectures has a tendency to be more local than in centralized architecture, using smaller parts of the network. -In a distributed system, the reallocation may function partially even though some agents have failed, although the probability of failures in one of these controler nodes is higher than the probability of failure in the single node of the centralized solution. At this level of abstraction, it is hard to see that the robustness is clearly favored by any of the two properties. -The modifiability, to add or remove a provider or customer, may be slightly better in centralized architectures since changes may only be necessary in one part of the system. However, this attribute seems to be more dependent on other architectural style properties not considered in this evaluation. -Scalability seems to be better supported by distributed architectures than centralized architectures. Firstly, the computational load for the resource allocation is divided between a number of computers, and secondly, the risk for communication bottlenecks is smaller.
It is important to note that this analysis can only say something about the potential of a particular architectural style. Thus, there is no guarantee that an implemented instantiation of a architectural style actually realizes the potential even though some support for the claims above may be found in previous work where we simulated four instantiations of the architectural styles mentioned [10] which were later evaluated using AHP [8] .
Quantitative Evaluation
Typically, an architecture constitutes a balance between different quality attributes, just as different applications may require a specific balance or trade-off between quality attributes. Hence, to select the most suitable architectural style for a particular application knowledge about relevant attributes and how different MAS architectural styles support them is essential. We will now show how the trade-off between quality attributes can be quantified.
The Analytic Hierarchy Process (AHP) [16, 17] is a multi-criteria decision support method from Management Science [1] that has previously been successfully tried and used in software engineering settings similar to the use in this article (e.g. [11, 12, 19, 20] ). One of the cornerstones in AHP is to evaluate a set of alternatives based on a particular blend of criteria, i.e. considering a specific trade-off situation. The AHP can quantify subjective assessments through a process of pair-wise comparisons or use measured data e.g. from a simulation.
The following steps are identified in our method: Table 1 . Priorities of the various properties in the case of a restricted communication (Pc) and limited resources (Pu).
-The first step in AHP is to set up a hierarchy of the criteria that are being evaluated. This means that one criterion can be broken down into several sub-criteria, and the evaluation of the different alternatives is done by weighing in all levels of this decision support hierarchy. In our case, the top-level goal is Most Appropriate Architectural Style. Under this root node in the hierarchy the different evaluation criteria are listed, in our case Reactivity, Load Balancing, Fairness, Utilization of Resources, Responsiveness, Communication Overhead, Robustness, Modifiability, and Scalability. For some of these criteria a further specialization may be necessary, e.g., the expected load of the target system. In that case, sub-criteria should be added as children in the hierarchy. -For a particular application, the criteria are then prioritized in accordance with how important they are for that application. This prioritization is done for all levels in the hierarchy, and can be done using e.g. the pair-wise comparison process provided in the AHP method or by means of any other prioritization method. For future use, we also at this stage make sure that the priorities on a particular level in the decision tree are normalized so that they sum up to one. If the quality attributes are not independent, care may be taken when setting the weights of the dependent attributes so that their interaction does not lead to unexpected effects in the evaluation.
As an illustration, we provide two examples of priorities for the different quality attributes shown in Table 1 . These two cases corresponds to one situation where the (potential) system bottleneck lies in the communication network (P c ) and one where the resources are the limiting factor (P u ). In the first situation it is important to keep communication overhead at a low level, whereas in the second situation it is not. Instead, utilization of the resources and load balancing are prioritized. We include the two different priorities in order to show how changes in priorities may change the results. It should be noted that these are examples of priorities and as such they are of course of limited interest in a general meaning. The actual priorities should be set for the specific system considered. They can be derived in a multitude of ways (for a comparison of different prioritization techniques, see e.g. [12] ), including AHP, and the 100-point method. -For each of the leaf nodes in the decision support hierarchy we compare each of the candidate architectural styles with the other candidates. This can be done by using a pair-wise comparison process or by providing tangible data. In this study, we use the subjective judgments that are presented in Table 2 . -The obtained normalized values for the candidate architectural styles are then multiplied with the normalized priorities for each level in the decision support hierarchy.
-Lastly, the results of these multiplications are summed for each candidate architectural style. These sums represent the suitability of each alternative in relation to the other alternatives. It is not absolute numbers but a ratio compared to the other alternatives that is obtained. Thus, using the data described above, we are now able to instrument the AHP decision support hierarchy with the evaluations of the architectural styles for each of the criteria. For each of the two cases we take the product of the priorities of the quality attributes, and multiply this with the corresponding value for each candidate architectural style. The result of this is then summed for each candidate architectural style, and presented in Table 3 . As can be seen, in the first case P c , with restricted communication abilities, the distributed asynchronous architectural style is the most suitable, followed by the other two asynchronous styles. In the second case P u , with restricted computing resources, the centralized architectural styles seems to be the best choice and the asynchronous version the first option.
Discussion
Naturally, there are limitations to the suggested evaluation method. Firstly, it only evaluates the potential of different architectural styles. A good implementation may achieve this potential, and a bad implementation may not reach the potential at all. When developing a software system, the potential of the chosen architecture is one important influence of the resulting system, but there are others. For example, familiarity with a particular architectural style, development organization, and coding standards may also influence the final result. Table 3 . Results of the AHP given the two priorities Pc and Pu.
Secondly, which architecture candidate the evaluation framework proposes is highly dependent on the priorities of the quality attributes and the way we choose to define them. Hence, care must be taken when prioritizing the needs of the system so that the priorities are in fact truly representing the needs for the target system. Thirdly, the quantitative suggestion that the framework produces should be seen as one input among many to the decision process. Other inputs may include e.g. previous experiences or intuition.
As the studies that can be performed on MAS architectural styles are mostly of a theoretical nature, they often need to be supplemented with empirical studies using instantiations of these styles in concrete domains. In a previous study [8] , we investigated the problem of load balancing and overload control of Intelligent Networks, a dynamic and distributed resource allocation problem. Four concrete MAS architectures were instantiated corresponding to four different architectural styles (centralized synchronous, centralized asynchronous, hierarchical synchronous, and distributed asynchronous). Metrics were defined for six different quality attributes (Reactivity, Load balancing, Fairness, Utilization of resources, Responsiveness, and Communication overhead). The instantiations were studied in simulation experiments and measurements of the metrics were recorded. The measurements where then used as raw data for the AHP in a similar way as the subjective judgments were used in this article. Moreover, this work concerning architectural styles and their implementation may be seen as an early attempt to construct a domain-specific system of patterns as is discussed in Chapter 5 of Buschmann et al. [5] .
It can of course be questioned if this is a purely objective method. In one way that is an important discussion, however somewhat irrelevant since the method itself does not define the quality attributes. Instead the method should be seen as a structured tool that may be used by the system designer to choose an appropriate architectural style based on his/her definitions and weights of the quality attributes. In fact, the suggested method isolates and makes explicit the subjective parts of the evaluation, i.e., the priorities and the scores, and separates them from the objective parts, i.e., the AHP calculations.
Finally, the work presented in this paper can be viewed in the perspective of a more general evaluation framework, wich can be described in terms of the following threedimensional space:
-the set of possible applications, -the set of possible MAS architectures, and -the set of quality attributes.
The suggested approach is to investigate substantial parts of this space rather than just single points. We believe that this approach, besides of enabling a more systematic investigation of the space, will lead to a deeper understanding of MASs and their applications, which, in turn, will contribute to reach the long-term goal of obtaining general design principles of MASs. We argue that this work will contribute to bridge the current gap between theory and application of MAS.
Conclusions and Future Work
Architectural styles have received considerable attention in the software engineering community during the past 10 years (cf. ref. [2, 5, 4, 18] ) because of the way that they capture previous experiences and extract the essentials of different architectural design solutions. One important issue that is mentioned e.g. by Buschmann et al. [5] is the need for building pattern languages, i.e. a collection of architectural styles, for different domains in addition to identifying generic architectural styles that can be used over a number of domains. In this article we have outlined a path forward in identifying essentials of MAS architectures for different application domains, i.e. MAS architectural styles. We also described a way of evaluating such styles according multiple criteria for different applications and situations. The method was applied to the problem of dynamic and distributed resource allocation where six different MAS architectural styles were evaluated according to nine different quality attributes in two different situations (priorities between the attributes).
The results of the case study are, not very surprisingly, that different architectural styles excel in different situations. The choice of MAS architectural style for a particular application should hence be based on a trade-off between the involved quality attributes that is optimal for that application. We believe that if the systematic approach suggested here is widely adopted, such choices can be more informed than is currently the practice.
Our plans for future work include:
-Further development of the concept of architectural styles for characterizing multiagent systems. -Further experimental validation in dynamic distribution resource allocation domains. -Investigate the applicability of the suggested evaluation method in other domains.
-Investigating to what extent the implementations of the individual agents influence system performance. -Compare the approach to other methods of selecting architectural styles, e.g. Qualitative evaluation [6] and ELECTRE [15] .
