Abstract-This paper presents two studies that evaluate the effectiveness of a software visualisation tool which uses a composite visualisation to encode the scope chain and information related to the scope chain within source code. The first study evaluates the effectiveness of adding the composite visualisation to a source code editor to help programmers understand scope relationships within source code. The second study evaluates the effectiveness of each individual component within the composite visualisation. The composite visualisation is composed of a packed circle tree diagram (overview component) and a list view (detail view component). The packed circle tree functions as an abstract mini-map to provide viewers with a high-level overview of the scope chain hierarchy within a source code document. The list view provides additional information about identifiers (variables, functions, and parameters) that are accessible from the scope within which the cursor is located, in the source code document. Both studies utilise a between-subject design, in which groups of participants were presented with source code fragments and asked to answer a series of code understanding questions. The results of the studies indicate that adding a composite visualisation to a source code editor can have a positive effect on code understanding, especially when the textual representation of the code no longer corresponds to the actual behaviour of the code (as is the case, for example, in languages such as JavaScript that implement variable hoisting).
I. INTRODUCTION
Programmers can find it difficult to understand the static and dynamic aspects of source code, as well as the many types of relations and hierarchies that exist within code. In fact, previous studies [1] , [2] have shown that understanding source code accounts for more than half of the software development effort. Hence, a major part of the effort invested in software development is dedicated to understanding source code [3] .
The scope chain hierarchy, which is a fundamental structure implemented by most programming languages, can be described as a set of rules that control the visibility and lifetime of variables, functions, and parameters [4] , [5] . Further, it can be seen as one of the hierarchies that programmers find difficult to understand within source code. Two aspects of the scope chain hierarchy can be especially confusing for programmers. First, each programming language has a slightly different implementation of scope. Second, since the scope chain can be seen as a hierarchy, it supports nesting. Therefore, scopes can be nested within each other. This means that if an identifier (variable, function, or parameter) cannot be found in the immediate scope, the corresponding scope chain is traversed, starting at the parent scope-level and continuing until the identifier is found or until the outermost (global) scope has been reached.
Bacher et al. [6] present a prototype visualisation tool called Scoped 1 , which integrates a composite visualisation within a source code editor. The tool is designed to facilitate understanding of the scope chain hierarchy and information related to the scope chain hierarchy within a source code document (more information about Scoped can be found in Section II and [6] ).
This work presents two studies. The first study evaluates the effectiveness of adding a composite visualisation to a source code editor to help programmers understand scope relationships within source code. The second study evaluates the effect of each individual component within the composite visualisation. The main contribution of this work is the design and implementation of both studies, as well as the presentation and discussion of the study results. The results of the studies show that combining visualisations that encode the scope chain hierarchy with existing software development tools can facilitate source code understanding, especially when the behaviour of the code no longer matches the textual representation of the code (as is the case, for example, in languages such as JavaScript that implement variable hoisting).
The remainder of this paper is structured as follows. Section II describes the Scoped tool. Section III presents related work, in regards to visual representations of source code in combination with source code editors, and an overview of some relevant previous software visualisation evaluation studies. Section IV describes both experiments, including research questions, the questions which the participants were asked, as well as independent, dependent, and controlled variables. Section V presents the results of both experiments and discusses their implications. Finally, Section VI summarises the main findings and presents directions for future work. 
II. THE SCOPED TOOL
Scoped [6] is the visualisation tool that this work evaluates. Figure 1 shows a screenshot of Scoped, which is designed to facilitate understanding of the scope chain and information related to the scope chain within a source code document. Scoped integrates a composite visualisation within a source code editor. The visualisation has two components. The first is a packed circle tree diagram [7] (Figure 1 component A) that functions as an abstract mini-map to provide viewers with a high level overview of the scope chain hierarchy within a source code document. The second is a list view ( Figure  1 component B) that provides additional information corresponding to identifiers (variables, functions, and parameters) that are accessible from the scope within which the cursor is currently located, in the source code document.
Colour is used to link each of the components. Within the packed circle tree, green is used to show the scope in which the cursor is currently located. The colour blue is used to represent the parent and ancestor scopes which can be accessed from the currently selected scope. The colour grey is used to represent the remaining scopes that cannot be accessed for the currently selected one. The identifier information list view presents variables, functions, and parameters that can be accessed from the currently selected scope. Again, colour is used to identify local identifiers (green) and identifiers belonging to parent or ancestor scopes (blue). When a user hovers over a node in the packed circle tree diagram the corresponding program text within the source code editor is highlighted in green (as shown in the Figure 1 ).
Scoped has been designed with a number of common programming use cases in mind. For example, a common scenario in software development is that a programmer is tasked with re-factoring existing code. Before reading the code, the programmer can use Scoped to get an insight into the underlying complexity of a code fragment in terms of scope nesting. While reading code, a programmer typically has to scroll through it as the available screen real estate of a their display is limited. This can cause disorientation. The overview component of Scoped, however, can be used to limit disorientation by visually showing developers their current location within the scope chain hierarchy of a source code document. Furthermore, the overview component shows the scope in which the cursor is currently located, as well as which scopes are accessible and the list view shows which identifiers can be accessed from the current cursor position within the source code document. This provides the programmer with a visual way of answering common questions related to the understanding of scope during the process of reading, writing, or refactoring code.
III. RELATED WORK To facilitate source code understanding, it is important to maximise the readability of the textual representation of the code [8] . Previous studies [9] , [10] have shown that the typographic appearance of source code can influence the speed and accuracy of comprehension, by making the structural and syntactical composition of source code more visible (e.g. through the use of indentation and variations in font-face).
Cross et al. [11] , [12] go even further and introduce the control structure diagram (CSD), which is a graphical representation that maps directly to source code and augments the program text in order to make the nesting and control flow of the code more explicit [13] . A controlled experiment was conducted to evaluate the effectiveness of CSDs [12] . The results of the experiment show that CSDs have a positive effect on program understanding in regards to shortening response times and increasing correctness of responses to questions posed about code [12] . This can be seen as initial evidence that integrating visualisations into existing software development tools can facilitate the process of understanding source code. However, while a CSD makes the nesting of code blocks within a source code document more visible, it does not explicitly encode information related to the scope chain.
Lommerse et al. [14] present code cushions, a technique that can be used to help programmers grasp the overall structure of one or more source code documents by making the extent of syntactic constructs, such as scopes and control structures, more visible. The technique maps directly to the code and augments the program text with geometric shapes whose outlines encompass a construct's text extent. However, in the context of facilitating a programmer's understanding of the scope chain within a source code document, the effectiveness of code cushions remains in question.
Wettel et al. [15] present a controlled experiment for the empirical evaluation of a software visualisation approach based on a city metaphor. They show that their approach leads to an improvement, in both correctness and completion time, over commonly used software exploration tools. Additionally, Wettel et al. present a list of experimental design guidelines which were distilled from an exhaustive survey of research dealing with experimental validation of software engineering, information visualisation, and software visualisation approaches. Important points, from Wettel et al.'s guidelines, that were considered during the implementation of this work include: (a) take into account the range of experience levels of the participants, and (b) report results on individual tasks.
In summary, the literature has shown that software visualisations can have a positive effect on facilitating the understanding of the structure, behaviour, and evolution of code. However, to the best of our knowledge, there are a limited number of software visualisations aimed at helping programmers understand the scope chain and information related to the scope chain within source code. Furthermore, Sensalire and Ogao [16] report that the current implementations of software visualisation tools lack many of the features desired by programmers, one being "Integration into existing software development tools". The authors state that this is a very important aspect, as even if a tool is able to generate amazing visualisations, the effort and time spent switching between the visualisation and code environment may have an effect on the knowledge preservation for programming, hence the desire for integration [16] .
IV. EXPERIMENT DETAILS
The studies presented in this work have been designed to evaluate the effectiveness of adding a composite visualisation to a source code editor, and to measure the effectiveness of each of the individual components within the composite visualisation in regards to facilitating the process of understanding scope relationships within source code. The main research question we aim to answer is: Does combining a composite visualisation with a source code editor facilitate the process of understanding source code?
We conducted two studies to evaluate the Scoped tool. The first study evaluated the effectiveness of adding a composite visualisation to a source code editor and the second study evaluated the effectiveness of each of the individual components within the composite visualisation. Both studies used a between-subject design. In the first study one group of participants (Group A) was presented with a standard source code editor with no visualisations present and the other group of participants (Group B) was presented with a source code editor that included the composite visualisation presented in Figure 1 . In the second study one group of participants (Group C) was presented with a source code editor that included only the overview component (component A from Figure 1 ) and the other group of participants (Group D) was presented with a source code editor that included only the detail view component (component B from Figure 1 ).
Fig. 2. Participant distribution of JS experience
All participants (from both experiments) were presented with the same source code documents, which were obtained from public code repositories 2 . The programming language used in the studies was JavaScript. Javascript is currently the most popular programming language according to the stackoverflow developer survey results 2016 3 , 2017 4 , and 2018 5 .
In both experiments participants were presented with source code documents and asked to answer a series of questions 2 designed to interrogate their understanding of the scope chains within those documents. The questions were designed using an analysis of popular stack overflow questions related to understanding scope in source code [6] . Participants from both experiments were presented with the same set of questions. The ability of participants to correctly answer questions was used as a proxy measure for their understanding of scope within source code documents. By measuring the differences in the ability of participants to correctly answer questions under different conditions we explore the effectiveness of the visualisations included in Scoped.
The main compounding factor that could influence a participant's performance during the studies is their JavaScript programming experience level. In order to control for this factor, participants were asked to enter their self estimated programming experience level [17] using a 5 point Likert scale, where 1 indicated very inexperienced and 5 indicated very experienced. Figure 2 shows the distribution of the participants' self estimated experience level with the JavaScript programming language. The figure shows that all four groups have a similar distribution of novice to expert programmers. The results of a Kruskal-Wallis [18] test show that there is no statistically significant difference in JavaScript experience between the four groups (p-value >0.05).
V. RESULTS & DISCUSSION
For the first study, 88 participants were recruited. Each of these participants was randomly assigned to one of two conditions. Participants in Group A were presented with a source code editor with no visualisation (this was the baseline group), participants in Group B were presented with a sourcecode editor with the composite visualisation. 46 participants were allocated to Group A and 42 to Group B. All participants answered 6 code understanding questions related to the concept of scope. To measure potential differences between the groups on an aggregated level, the number of correct answers given by each participant was counted. Figure 3 presents the distribution of participant correctness scores for Group A and Group B. The plots show that the groups have different distributions and that a greater number of participants in Group B answered all of the questions correctly compared to Group A. Participants from Group A had an average correctness score of 4 and participants from Group B had an average correctness score of 5. A Kruskal-Wallis [18] test shows that there is a statistically significant difference between both groups (pvalue <0.05). We believe that this is an interesting finding as it shows that participants presented with the composite visualisation were able to answer the code understanding questions with higher accuracy compared to participants not using the visualisation.
For the second study, an additional 57 participants were recruited, where 28 participants were allocated to Group C (overview visualisation) and 29 participants were allocated to Group D (detail view visualisation). The participants were given the same code documents and code understanding questions as in the first experiment. Figure 3 presents the distribution of participant correctness scores for Group C and Group D. The plots show that correctness scores for Group C and D were quite similar. Participants from Group C and Group D had an average correctness score of 5. Hence, we believe this shows that the type of visualisation does not have a big impact on participant correctness scores.
When comparing the results of both studies, participants in Group A (no visualisation) did worst and participants in Group B (composite visualisation) did best. A series of KruskalWallis tests show that there is no statistical difference between any of the groups, except between Group A and Group B. Hence, the full composite visualisation is necessary for statistically significant positive effect on code understanding compared with the baseline. Figure 4 , we notice that for most of the questions, participants in Group B (composite visualisation), Group C (overview component), and Group D (detail view component) answered a greater number of questions correctly compared to Group A (no visualisation). Further, it seems that for three out of the six questions (Q2, Q3, and Q6) the percent of correct answers differs by a large amount for Group B (composite visualisation). After examining the source code associated with these questions more closely, we noticed that it incorporated a specific feature of JavaScript. The source code used for Q2, Q3, Q6 relied on hoisting [5, p.41], i.e. variables declared in a block scope (if, while, for, and switch statements) are hoisted to the upper function scope. This can be a great source of confusion for novice and experienced programmers alike, especially for programmers that are mainly familiar with languages such as C and Java that do not implement hoisting.
In summary, the results of the experiments show that combining a composite visualisation with a source code editor can have a positive effect on code understanding, especially in situations where the textual representation of the code no longer corresponds to the actual behaviour of the code. Additionally, the results show that both the overview and detail view components of the composite visualisation are important.
VI. CONCLUSION
This work presents two studies that evaluate the effectiveness of adding a composite visualisation to a source code editor in to help programmers understand scope relationships within source code, as well as the effectiveness of each individual component within the composite visualisation. The results of the experiments indicate that adding a composite visualisation to a source code editor can have a positive effect on code understanding and that both the overview and detail view components of the composite visualisation are important.
We believe that these studies are a first step toward gathering data on the effectiveness of combining source code editors with visual encodings of the scope chain and information related to the scope chain within a source code document. For future work, it would be interesting to conduct similar studies using debugging tasks, where participants are presented with a source code fragment that includes a scoping problem. Moreover, the visual encodings could also be used to encode other aspects within source code relating to the structure, behaviour, and evolution of the code.
The design and development of different approaches which can be used to encode the scope chain hierarchy within a source code document could also be a promising direction for future work. Interesting visualisation techniques to consider include the use of other tree visualisation techniques, such as tree-maps [19] and icicle trees [20] . Additionally, techniques which employ the code-map metaphor [21] are worth investigating, as these could provide a more natural mapping.
