The evolution of the Internet from static Web pages into dynamic Web services raises a serious challenge of locating desired Web services. One possible way for Web services discovery is to classify Web services into different categories when they are published in a UDDI registry. This paper proposes a knowledge-based solution to the problem through the use of fuzzy expert systems. Our system automatically classifies Web services into specific domains through identifying key concepts/operations inside service textual documentations, and hence builds a lattice of classes of similar Web services. Results obtained by the system are compared with those computed by alternative methods.
INTRODUCTION
Web services are software components that can be accessed through the Web for use in other applications. Currently, Web services are scattered in a chaotic way, without any obvious structure. This lack of structure in the service storage may be seen as a problem, because tasks such as searching for a concrete service take a long time to execute. In addition, considering the current status of Web services, one can see that classification of Web services is important for several reasons. For example, ease of browsing for inexperienced users, it also enables the automation of service discovery on behalf of service requestors (i.e. consumers) by broadening or narrowing the search, permits multilingual access, and facilitates the process of service publishing on behalf of service providers through appropriate annotation of services [1] . Though, classification can be subject to criticism such as the possibility of splitting related Web services, *Corresponding author. almulla@sci.kuniv.edu.kw illogically subdivision of classes, and difficulty of reacting to new classes or domains of Web services.
Nowadays, UDDI is the most accepted and used protocol for publishing, searching, and ranking services over the Web. These actions are usually performed using UDDI registries, which can be seen as service repositories easily accessed through a URL. In these registries, the published services are classified using some kind of taxonomy (i.e. UNSPSC, NAICS, etc.). Nevertheless, this classification is performed manually by the human publisher of the service. Due to the huge number of service classes in taxonomies as the ones mentioned above, the classification process is best described as complicated.
Currently, there are many applications on the Internet and there are many devices that utilize these applications, and the numbers of both are constantly increasing. With the continuous growth in number of Web services available online, the need for a system that enables the automatic classification of this vast amount of data becomes necessary [2] . Moreover, Web service classification is usually performed manually by domain experts [3] . However, manual classification is unlikely to keep pace with the rate of growth in the number of Web services, and also this process is liable to error making during the entry process or possible disagreement between the domain experts. Hence, as the Web continues to develop, the importance of automatic Web service classification seems inevitable [4] . Rule-based classification is typically used when few words can adequately describe a class. While this approach is effective for carefully tuning a limited number of classes, the expense of defining and maintaining classes is generally prohibitive for large-scale domains.
In this paper, we propose a fuzzy approach for the classification of Web services. The proposed expert system captures the information from internal structure of WSDL documents describing the Web services, along with the corresponding text content. This information is used for classifying those Web services. The rest of the paper is organized as follows. Section 2 shows the related work. Section 3 demonstrates all details of a system for the purpose of classification of Web services. In order to validate the usefulness of the proposed system, Section 4 contains an empirical study along with the obtained experimental results. Both, accuracy of the overall correctness of the model and performance analysis are given in Section 5. Finally, Section 6 provides conclusions along with the next foreseen steps.
RELATED WORK
Two approaches for solving the problem of the automatic classification of Web services have been addressed in the literature. The text classification approach [9, 13, 14] and the semantic similarity based classification approach [1, 6] . Most solutions to this problem that follow the first approach are based on term frequency analysis [8, 18] , while other solutions that follow the same approach are based on SVM [1, 11, 13, 16] . Some of these solutions are insufficient in the Web service context because text documentations for Web service operations are highly compact, and they ignore structured information that aids in capturing the underlying semantics of the operations. On the other hand, many methods that are based on the second approach have been found in the literature. These methods try to capture clues about the semantic similarity between Web services, and classify them according to these clues [7, 10] . Such methods include linguistic analysis, structural analysis, usage of domain knowledge and previous classification experience [12] . However, most of these methods suffer from lack of annotation which is a manual process. Annotating the collection of Web services is infeasible, and thus we only rely on the information provided in the WSDL file [5] .
Text classification has been successful within several studies on machine learning. Among the many learning algorithms, The Support Vector Machines (SVM) algorithm appears to be the most promising [1] . The first application of text classification using SVM has been presented by Joachims [11] . The results were also confirmed by different other studies such as [19] . It is for these reasons, our approach for solving the problem is based on text classification of Web services and the performance of the suggested system is compared with that of the SVM.
SYSTEM OVERVIEW
The classification of services into domain-specific classes is performed here using knowledge base. Web services are described by a WSDL (Web Service Description Language) document. As in [3] , we treat the determination of a Web services class as a tag based text classification problem, where the text comes from different tags of the WSDL file. WSDL description files are wellstructured. Our expert system is based on a common set of keywords in a specific domain, which is specified by the domain expert. The system starts by parsing the WSDL structured text searching for those keywords. This will help in classifying the desired Web services. Further improvement on the performance of our system is possible with the help of traditional heuristic search techniques found in Artificial Intelligence. Each domain has a set of keywords associated with it. In our solution, first we parse the WSDL file to extract the most important words related to each domain. We compare those words with the words in the keywords set for each domain and count the number of matches found in each domain according to its set of keywords. Hence, for each Web service we will have a frequency counter that counts the number of keywords matched for each domain. The input to the expert system is the Web service name along with these counters. The output of this expert system is Web service name and the domain class that it belongs to.
The modeling paradigm that we used for solving this problem is a fuzzy expert system with certainty factors. The system is written in FuzzyClips version number 6.04A [20] . The steps of the classification procedure are the following:
1-Define a set of keywords for each domain class. 
x > = 8 c-Fuzzy Rule: We use data mining to build a decision tree, which would help in defining the set of rules for this classification problem, but also we add some changes to the values of the decision tree to fuzzify it. Finally, we use certainty factors (CF.) for each rule to determine the importance of that rule. d-System Scenario: The user asserts a new fact, which consists of the Web service name and the frequencies of keywords for each domain; then the inference engine analyzes the relationship between them in order to decide which domain class this Web service belongs to. Finally, the system outputs the name of the Web service and the class it belongs to. e-System Structure: * Templates: The system has two templates, one for the facts asserted by the user WebServiceFromUser, and the other is for the Web service with its fuzzy values WebService. * Fuzzification: The system has two fuzzy membership functions namely fuzzifyLow and fuzzifyHigh. * Rules: The inference engine uses different rules to perform the reasoning along with the initial rule; these rules are obtained from the decision tree discussed earlier. Each rule is annotated with a Certainty Factor (CF).
EXPERIMENTAL RESULTS
To validate the effectiveness of the proposed system, an experiment is conducted in aim to classify a set of Web services based on their documentations, and to build lattices for services belonging to particular classes and/or domains. Results are presented and analyzed in this section. We used, as a case study, a small set of pre-classified services available online [21] and downloaded from various UDDI registries. This set consists of 205 services, classified into 11 classes. These classes represent domains such as business, news, communication, weather, education, and others. The number of domains available in this set is considerable.
In this work, we only concentrate on Web services chosen from three specific domains, which are the communication, business and money. The set of keywords that belong to the communication class includes but not limited to sms, connect, call, conversation, email, message, network, gateway, signup. Similarly, the set of keywords that belong to the business class includes but not limited to product, account, manager, manage, plan, market, business, company. Finally, the set of keywords that belong to the money class includes but not limited to number, money, client, account, pay, payment, credit, currency, cash, investment, price, profit.
We used a commercial tool called Code Analyzer to parse the WSDL files and to tokenize and steam the words. This tool helped in computing the frequency count of words in the set of keywords that belong to each named domain. This application reads a text file and parses it to determine the keywords or concepts in its methods' headings. This information can be used to enhance these methods' descriptions using standard descriptions listed in online dictionaries. The method name, the returned type and the parameter descriptions can all be updated with additional descriptions or keywords. These descriptions can be easily read and understood by another program or human user. Figure 1 represents a screen shot of the Code Analyzer tool when invoked on a WSDL file that belongs to the case study. While some knowledge and skill are required to determine what keywords and definitions to use, this application smoothly automates the process, and thus making it easier for the provider of the service to do so. Another advantage of this mechanism is the fact that the descriptions of the Web services can be easily standardized for defining and manipulating Web services through the Web service interface.
On Classification of Web Services Using Fuzzy Expert System
The key features of the interface are the following: (a) Parse source code or WSDL to determine the keywords/concepts. (b) Retrieve standard online definitions of keywords to enhance metadata descriptions. (c) Save the enhanced descriptions in XML to be added to a Web service interface. (d) Use the enhanced description to allow for autonomous search or communication.
We tested the system with a subset of Web services collected from the Internet in three different domains namely communication, business and money. The total number of the Web services in the testbed is 44, 17 services of which belong to the communication class (D1), 13 belong to the business class (D2) and 14 belong to the money class (D3). Table 1 shows the result of the system's attempt to classify these Web services. Column 1 depicts the name of the Web When referring to the performance of a classification model, one usually is interested in the model's ability to correctly predict or separate the classes. The confusion matrix exposes the errors made by the classification model. In order to find out how good is our predictive expert system, we compute the precision, recall and specificity for the classification problem based on the confusion matrix shown in Table 2 .
The confusion matrix in Table 2 shows the effectiveness of the predictions made by the model. The rows correspond to the known classes of the data. The columns correspond to the predictions made by the fuzzy expert system. The value of each of element in the matrix is the number of predictions made with the class corresponding to the column for examples with the correct value as represented by the row. Thus, the diagonal elements show the number of correct classifications made for each class, and the off-diagonal elements show the incorrectly made classifications. The obtained results are shown next.
PERFORMANCE ANALYSIS 5.1. Accuracy
Accuracy is defined as the overall correctness of the model and is calculated as the sum of correct classifications divided by the total number of classifications.
Accuracy (D1 = communication) = 14/17 = 0.823 Accuracy (D2 = business) = 11/13 = 0.846 Accuracy (D3 = money) = 11/14 = 0.785
Precision
Precision is a measure of the accuracy provided that a specific class has been predicted. It is defined by: where tp and fp are the numbers of true positive and false positive predictions for the considered class. In the confusion matrix above, the precision for the three domains are calculated as follows: Precision (D1 = communication) = 14/(14 + 1 + 0) = 0.933 Precision (D2 = business) = 12/(2 + 12 + 3) = 0.70588 Precision (D3 = money) = 11/(1 + 0 + 11) = 0.9166
Recall
Recall is a measure of the ability of a prediction model to select instances of a certain class from a data set. It is commonly also called sensitivity, and corresponds to the true positive rate. It is defined by the formula: 
Specificity
Recall/sensitivity is related to specificity, which is a measure that is commonly used in two class problems, where one is more interested in a particular class. Specificity corresponds to the true-negative rate. It is defined by the formula:
Specificity = tn/(tn + fp)
For class A, the specificity would correspond to the true-negative rate for class A (as in not being a member of class A) and be calculated as: Figure 2 above that the average precision of our system is about %85. Moreover, when looking at the recall and the specificity of the system (%84 and %92 respectively), one can see that the system is comparable to that of the classification technique reported in [1] using Support Vector Machines running on the same dataset.
CONCLUSION AND FUTURE WORK
This paper presented a solution to the problem of classifying Web services using a fuzzy expert system based on frequency analysis and certainty factors. Starting from WSDL service documentation, services are automatically classified into classes/domains using a fuzzy expert system. Successively, formal performance analysis is given to analyze the effectiveness of the suggested model for each specific domain.
Results of the classification experiment on a subset of Web services downloaded from the Internet have shown the feasibility of the approach. One obvious problem with this solution -which can be seen from Tables 1 and 2 -occurs when the frequency values are equal (i.e. plateau) or relatively close to each other (i.e. local maxima). This problem is similar to the wellknown problems of the Hill-climbing search algorithm. A plateau is encountered when the search space is flat, or sufficiently flat, such that the value returned by the target function is indistinguishable from the value returned for nearby regions due to the precision used by the machine to represent its value. In such cases, the hill climber may not be able to determine in which direction it should step, and may wander in a direction that never leads to the desired solution [22] . In addition, Hill-climbing fails to find the optimum when the function space contains "local maxima". A local maximum is a tiny hill-let on the surface whose peak is not as high as the main peak. If a local maximum is found by Hill-climbing, any small move in any direction makes things (temporarily) worse -even moves towards the "global maximum" optimum. Local search algorithms that try to overcome this problem include stochastic Hill-climbing, random walks and simulated annealing.
In the future, we seek to determine the set of parameters that would lead to the best classification results. In other words, we plan to implements solutions to the plateau and local maxima problems into our expert system. Also, we plan to examine the influence to the classification accuracy while using other types of classification algorithms and meta-learning schemes such as neural networks or genetic algorithms.
Finally, after the classification of Web services was performed and thus services belonging to each category are identified, one can build concept lattices for each category of Web services using the FCA: Formal Concept Analysis as suggested in [23] .
