It is common knowledge that symmetries arising in integer programs could impair the solution process, in particular when symmetric solutions lead to an excessively large branch and bound (B&B) search tree. Techniques like isomorphic pruning [11] , orbital branching [16] and orbitopal fixing [8] have been shown to be essential to solve very symmetric instances from the literature. This paper focuses on formulations involving a set of 2-index variables, also referred to as matrix, such that the corresponding symmetry group is the set of all column permutations. Such formulations arise for example from scheduling problems with a discrete time horizon. Orbitopal fixing as introduced in [8] is restricted to the special case of partitioning (resp. packing) formulations involving a solution matrix with exactly (resp. at most) one 1-entry in each row. It relies on the linear description of the partitioning (resp. packing) orbitope [9], i.e., the convex hull of binary matrices with lexicographically non-increasing columns and exactly (resp. at most) one 1-entry per row. The main result of this paper is to extend orbitopal fixing to the full orbitope, namely with no restriction on the number of ones in each row. We propose a linear time orbitopal fixing algorithm for the full orbitope, referred to as the static version, as it is defined for the natural lexicographical order. We also introduce a dynamic version of this algorithm where the lexicographical order follows the branching decisions occurring along the B&B process. Experimental results for the Unit Commitment Problem are presented. A comparison with state of the art techniques like modified orbital branching [14] is also considered to show the effectiveness of the proposed algorithms. * pascale.bendotti@edf.fr †
1 State of the art
Definitions
Consider an ILP of the form :
(ILP ) min cx | x ∈ P where A is an m × n matrix and P = x ∈ {0, 1} n | Ax ≥ b . Let Π n be the set of all permutations of the indices I n = {1, ..., n}. The symmetry group G of (ILP ) is the set of all permutations π mapping each feasible solution to a feasible solution of same value, i.e.: G = π ∈ Π n | ∀x ∈ P, cx = cπ(x) and π(x) ∈ P For instance, consider the problem presented as Example 1:
min x 1 + x 2 + 2(x 3 + x 4 + x 5 ) s. t. 3(x 1 + x 2 ) + (x 3 + x 4 ) + 3x 5 = 4 and x ∈ {0, 1}
The symmetry group G 1 of this problem contains {id, π 1,2 , π 3,4 }, where id is the identity permutation, π i,j is the transposition of variables i and j.
Subset S ⊂ I
n and its characteristic vector will be used interchangeably in the following. The orbit of S under G is defined as the set of all sets S ′ symmetric to S under G: Subset R ⊂ I n is said to be lexicographically larger than subset T ⊂ I n if there exists j ∈ {1, ...., n − 1} such that:
We write T ≤ R if R is equal to T or if R is lexicographically larger than T . Note that R is lexicographically larger than or equal to T if the binary number encoded by R (with the most significant bit on the left) is larger than or equal to the binary number encoded by T :
Subset R ∈ orb(S, G) is said to be a representative among orb(S, G) if R is lexicographically maximum among the sets in the orbit of S under G, i.e., R ≥ g(S), ∀g ∈ G. Note that, in this case, R is also a representative among its own orbit, since orb(S, G) = orb(R, G). For instance, referring to Example 1, subset S = [1, 1, 1, 0, 0] is lexicographically maximal among its orbit, thus S is a representative.
Branch & Bound
The Branch & Bound algorithm is to enumerate candidate solutions by means of a rooted tree, the root corresponding to the full solution set. The principle of the algorithm is to split recursively the search space in smaller spaces. The algorithm explores branches of this tree, each node representing a subset of the solution set. At each node, a lower and an upper bound on the solution value is computed, and if no better solution than the one found by the algorithm so far can be produced, the node is discarded.
When implementing a Branch & Bound algorithm, one has two strategies to elaborate:
• Exploration strategy, i.e. in which order the branching tree is explored,
• Branching strategy, i.e. which disjunction is branched on at each node.
Note that whichever branching strategy is chosen, at some point in the branching tree, there will be variables whose values are fixed as a result of the preceding branching decisions taken from the root to the current node. For a given node a of the enumeration tree, F a 1 (resp. F a 0 ) is defined as the set of indices of variables fixed to 1 (resp. 0) at node a. F a is the set of indices of free variables at node a.
For each solution S, all elements in orb(S, G) are enumerated in the tree, whereas the optimal value obtained would be the same if only one representative of orb(S, G) were enumerated.
Referring The key idea is to prune non-representative solutions from the Branch & Bound tree. This can be done, for example, by combining pruning strategies to adequate exploration and branching strategies.
A pruning strategy is said to be flexible if it does not constrain the exploration and branching strategies to be used in the Branch & Bound tree. For example, a pruning strategy which can be applied only if a given branching rule is used is not flexible.
Note that, as the branching process fixes variables, the symmetry group G(a) of the subproblem associated to node a evolves and differs from the global symmetry group G.
Indeed, suppose at a given node a of the enumeration tree relative to problem (Ex1), variable x 1 is fixed to 1 and variable x 2 is fixed to 0. Then for any feasible solution x at node a, π 1,2 (x) = [0, 1, x 3 , x 4 , x 5 ] which is not a feasible solution of the subproblem associated to node a. Thus, although π 1,2 is in the global symmetry group G 1 of the problem, it is no longer in the symmetry group G(a) associated to a.
However, as reported in [16] , it may be computationally prohibitive to compute the symmetry group for every node of the enumeration tree, since all known algorithms have exponential running time. Thus, an alternative possibility is to consider a subgroup, called G a , of the global symmetry group, defined as follows:
Example 2 proves that at node a, the subgroup G a of the global symmetry group may be different from the symmetry group of the subproblem G(a).
3 } whose solution set is
Then G = {id, π 1,3 }. Consider a node a of the enumeration such that F a 1 = {3} and This example shows how fixed variables in the Branch & Bound enumeration tree can introduce new symmetries in the solution set of the subproblem considered at each node.
Pruning by isomorphism in Branch & Bound
In [11] , Margot considers a general framework, where the symmetry group G is not restricted.
A pruning strategy called isomorphism pruning (ISP) is defined, such that at any node a, if F a 1
is not a representative then node a is pruned. The branching strategy called minimum index branching (MIB) is defined as branching on the minimum index free variable x i at each node, with disjunction:
Minimum index branching used alongside with isomorphism pruning can ensure that only representative solutions are explored in the tree. It can be shown that the optimal value remains the same. For any set S ⊂ I n representative under G, subset S ′ = S\{v} with v = max{w ∈ S} is also a representative. Hence, at a given node a of the Branch & Bound enumeration tree, if F a 1 is not a representative, then any solution S such that F a 1 ⊂ S is not a representative neither, provided that rule MIB was used in the enumeration tree.
Margot introduces another operation called 0-setting, which sets to 0 free variables that would induce a non-lexicographically maximum solution.
0-setting consists in the two following operations:
(i) Let b be a node in the enumeration tree and let x f be the branching variable at b. If a is the son of b where x f is fixed to 0 then set to 0 all free variables in orb({f }, G a ).
(ii) Let f = min{r ∈ F a }. If F a 1 ∪ {f } is not a representative then set to 0 all free variables in orb({f }, G a ).
For example, given a variable x f fixed to 0 by branching at a node a. Suppose some free variable
would not be a representative. Thus, variable x f ′ has value 0 in any representative solution S such that F a 1 ⊂ S.
Margot proves that the use of 0-setting alongside with minimum index branching and isomorphism pruning does not change the optimal value returned by the Branch & Bound.
Referring to Example 1, consider the enumeration tree of a Branch & Bound algorithm using MIB and ISP. Let node a be such that F a 0 = {1} and F a 1 = {2}. Then F a 1 is not a representative, because π 1,2 ({2}) = {1} which is lexicographically larger. Thus node a is eliminated by isomorphism pruning.
Referring again to Example 1, consider the enumeration tree of a Branch & Bound algorithm using MIB, ISP and 0-setting. Let b be the node such that
By rule (i) of 0-setting, variable x 2 is set to 0 at node b. Therefore, if 0-setting is used, node a will not be explored by the enumeration tree. It indicates that the use of 0-setting enables early detection and pruning of non-representative solutions in the tree.
Isomorphism pruning must be used with minimum index branching in order to be valid. Consequently, isomorphism pruning is not flexible with respect to the definition of flexibility given in Section 1.2.
In practice, Margot represents symmetry group G using the Schreier-Sims representation [17] . A backtracking algorithm is proposed to compute orb({f }, G a ). In [12] , a more flexible branching rule for isomorphism pruning is defined, alongside with more general 0-and 1-setting operations.
Orbital branching
In [16] , the authors introduce a branching strategy called orbital branching, which is suitable to the general case where the symmetry group G is arbitrary.
The notion of orbit is extended to variables. We say that {x i1 , x i2 , ..., x i k } is a variable orbit if
Let a be a node in the Branch & Bound tree. For a given variable orbit O = {x i1 , x i2 , ..., x i k } of G a , orbital branching is to branch on the disjunction:
By fixing either one or k variables, this disjunction often leads to an unbalanced branching tree. In order to create a more balanced tree, the authors in [14] consider an alternate branching strategy called modified orbital branching (MOB). For any α ∈ N, consider the disjunction:
Since variables x i ℓ , ℓ ≤ k, belong to the same orbit, α variables can be arbitrarily chosen to take value 1 to enforce k ℓ=1 x i ℓ ≥ α. Similarly, |O| − α + 1 variables can be arbitrarily chosen to take value 0 to enforce k ℓ=1 x i ℓ ≤ α − 1. Thus the disjunction can be strengthened to:
For example, consider a problem with orbit O = {x 1 , x 2 , x 3 }. Suppose one uses MOB in the Branch & Bound tree and branches on orbit O at the root node. Then, for α = 2, the left child is created by fixing x 1 = x 2 = 1 and the right child is created by fixing x 2 = x 3 = 0.
Even though orbital branching removes a significant proportion of symmetries, it is not guaranteed that only one representative of each orbit is explored.
In [15] , the authors extend orbital branching so that the branching disjunction can be based on an arbitrary constraint.
Symmetry-breaking inequalities
Another way to break symmetries is to add symmetry breaking inequalities. A general description of symmetry breaking inequalities is given in [13] , which is a generalization of the framework described in [4] . A closed set F ⊂ R is said to be a fundamental region for a symmetry group G if:
where int(F ) denotes the interior of F . If F is a fundamental region for the symmetry group G of problem (ILP ), then the following holds:
Indeed, for any optimal solution x * , point (ii) guarantees that there exists g ∈ G such that g −1 (x * ) ∈ F . Point (i) guarantees that region F is not too large. In [5] , a linear description of a fundamental region is proposed:
where x ∈ R is such that g(x) = x for all g ∈ G, g = id.
Thus, any inequality from linear description (2) can be added to (ILP ). In [13] , it is shown that these inequalities can be used even if the condition g(x) = x for all g ∈ G does not hold.
Example 3. Suppose G contains all permutations of I n . In order to enforce a lexicographical ordering, one can use inequalities x j ≥ x j+1 , ∀j ∈ {1, ..., n − 1} obtained, for each j ∈ {1, ..., n − 1}, from description (2) by setting x i = n − i for all i ∈ I n and g = π j,j+1 , the transposition of entries j and j + 1.
Symmetry-breaking polytopes
For a symmetry group G, the authors of [6] define the symmetry breaking polytope P S (G), called symretope, as the convex hull of the lexicographically maximal binary points w.r.t. G:
The binary points in P S (G) are exactly those in fundamental region F with x i = 2 n−i . As proved in [6] , optimization over binary points in symretopes is NP-hard, thus a complete linear description is not available in general. It is still useful to have an IP formulation for binary points in those polytopes in order to handle the symmetries defined by G. Inequalities defined in (2) provide such a formulation, but it has exponentially large coefficients and may not be computationally tractable. The authors of [6] consider symresacks, a special case of symretopes, where the symmetry group G contains a unique non-trivial permutation. These polytopes can be seen as knapsack polytopes, where the knapsack constraint has exponential coefficients. This constraint can be replaced by an exponential number of minimal cover inequalities with {−1, 0, 1} coefficients. It is proved in [6] that the separation problem of these minimal cover inequalities for the symresack can be solved in O(n 2 ) time. As an arbitrary symretope P S (G) can be written as the intersection of the symresacks P S (g) for each g ∈ G, the authors derive IP formulations with small coefficients for symretopes, with separation in O(|G|n 2 ) time.
Variable fixing in symmetry-breaking polytopes
At a given node a of the Branch & Bound tree, some variables are set to 0, i.e. variables in F a 0 , and some to 1, i.e. variables in F a 1 . Based on these variables already fixed by previous branching decisions, some fixings of the remaining free variables can be performed. The idea of variable fixing is to restrict the solution space at each node a to be in a given symmetry-breaking polytope P . This is done by fixing to 0 (resp. 1) variables that would yield a solution outside P if fixed to 1 (resp. 0). This method is introduced by Kaibel and Pfetsch [8] .
.., 3}}, and polytope P ex ⊂ C 3 :
2 State of the art for matrix formulations with structured symmetry
In general, the symmetry group G acting on the variables is arbitrary. In this section, we consider a class of problems such that the symmetry group G has a particular structure. We suppose the variable set can be represented as a matrix x = (x i,j ) i≤m,j≤p . We suppose the symmetry group G is the set of all column permutations of the x matrix. This kind of symmetries arise naturally in many scheduling problems. The MILP considered has the form:
where P(m, p) is the set of the m × p binary matrices. Note that in this case, the symmetry group G a at a given node a of the Branch & Bound tree can be easily computed: permutations that act on columns j 1 , ..., j k are in G a if and only if for each i ∈ {1, ..., m}, either variables x i,j1 ,..., x i,j k are fixed to the same value or are all free.
For example, this type of symmetry can be found in graph coloring, where symmetry arises in particular from the permutation of colors. If entry x i,j of the solution matrix x corresponds to assigning color j to vertex i, then permuting colors corresponds to permuting columns of matrix x.
One common method used to break such kind of symmetry is to restrict the solution space to lexicographically non-increasing matrices. Hence, in this setting, a matrix x ∈ P(m, p) is said to be representative if its columns are lexicographically non-increasing.
Symmetry-breaking inequalities
For a problem of the form (3) whose symmetry group G is the set of all column permutations of the x matrix, Margot describes some symmetry-breaking inequalities in [13] , obtained from linear description (2) for specific values of x.
The first family of inequalities enforces a lexicographic order on the columns of x:
These inequalities state that the binary number encoded by the j th column is larger than the binary number encoded by the j + 1 th column. However, they may get hard to handle when m is large. Thus, weaker inequalities can be used to break symmetries, such as:
These inequalities do not enforce a lexicographical order on the columns, but restrict the search space to matrices such that the columns are ordered with respect to their total number of 1-entry. This ordering is weaker than lexicographic ordering since two different columns can have the same number of ones. 8 
Orbital branching with branching rules
When the symmetry group G is the set of all column permutations of matrix x, Ostrowski et al [14] show the Branch & Bound search with modified orbital branching can be restricted to only representative solutions. The key idea is to enforce an additional branching rule restricting the variable orbits which can be branched on at each node. Namely, they define the minimum rowindex (MI) branching rule which states that variable x i,j is eligible for branching if and only if for all rows i ′ < i, variables x(i ′ , j) have already been fixed. They prove that modified orbital branching alongside with MI branching rule is sufficient to ensure that only representative solutions are explored. As the MI rule may seem highly restrictive, they also propose some relaxations for which the same property holds, the most flexible branching rule being what is called relaxed minimum-rank index (RMRI).
Note that MOB used with MI can be seen as a particular case of Margot's isomorphism pruning used with MIB and 0-setting. Indeed, MOB and MI ensure that at each node a, F a 1 is a representative (otherwise it would lead to a non-representative solution). Furthermore, if a is the son of b where x i,j is fixed to 0, then all variables x i,j ′ ∈ orb({f }, G a ) with j ′ > j are also fixed to 0 by disjunction (1) . Finally, if f is a minimum row index free variable at node a, then by construction F a 1 ∪ {f } is a representative.
Orbitopes and orbitopal fixing
The convex hull of all m×p binary matrices with lexicographically non-increasing columns is called a full orbitope and is denoted by P 0 (m, p). Special cases of full orbitopes are packing and partitioning orbitopes, which are restrictions to matrices with at most (resp. exactly) one 1-entry in each row.
The key idea is to restrict to P 0 (m, p) the search space of MILP (3), whose symmetry group G is the set of all column permutations of the x matrix, in order to explore only lexicographically non-increasing solutions in the Branch & Bound tree.
If
.., l} include the row-sum inequalities j x i,j = 1 (resp. j x i,j ≤ 1), ∀i ∈ {1, ...m}, then the search can be restricted to a partitioning (resp. packing) orbitope.
Full orbitopes
Full orbitopes can be seen as a special case of symretopes.
The authors of [6] specifically address this particular case, defining orbisacks as the convex hull of all m×2 binary matrices whose first column is lexicographically larger than or equal to the second column. It is shown that only p − 1 orbisacks need to be considered to obtain an IP-formulation with small coefficients for the full orbitope P 0 (m, p). Furthermore, they prove these inequalities can be separated in O(mp) time.
No complete description of the full orbitope P 0 (m, p) is known, and computer experiments conducted in [7] indicate that its facet defining inequalities are extremely complicated. However, exploiting the general framework of polyhedral branching systems defined in [7] , a compact extended formulation is constructed by combining extended formulations of simpler polyhedra.
In [10] , a complete description of orbisacks is given.
Packing and partitioning orbitopes
In [9] , shifted columns inequalities are introduced. The authors prove that these inequalities, together with non-negativity constraints and row-sum inequalities, completely describe both packing and partitioning orbitopes. A polynomial time separation algorithm for the exponentially large class of shifted columns inequalities is also given.
Variable fixing in partitioning orbitopes: orbitopal fixing
Orbitopal fixing is variable fixing with polytope P being an orbitope. In [8] , the authors take advantage of the shifted columns inequalities for partitioning and packing orbitopes in order to characterize the sets I 
Orbitopal fixing for the full orbitope
Orbitopal fixing introduced in [8] is particularly interesting to break symmetries as it restricts the search in the Branch & Bound tree to only representative solutions while remaining flexible. In particular, it does not constrain the set of variables nor the disjunction that can be branched on. Note also that no additional inequalities need to be appended to the model, thus it does not increase the size of the LP solved at each node. The authors of [8] have proved that for any face F of C d , the sets I ⋆ 0 and I ⋆ 1 defining Fix F (P ) can be characterized when P is a partitioning or a packing orbitope.
There are many problems whose symmetry group G is the set of all column permutations among given subsets of columns of the x matrix, but whose search space cannot be restricted to a partitioning or a packing orbitope. For example, the UCP with identical units is such that the plans of the units, i.e. the columns, can be permuted in any solution, but there is no general restriction on the number of ones on each row t of matrix X h , corresponding to the number of type h units up at time t.
As detailed in Sections 1.4 and 2.2, the authors in [14] propose to break this kind of "all-column permutations" symmetries using MOB, i.e. by branching on a disjunction that fixes a larger number of variables than the classical disjunction x i,j = 0 ∨ x i,j = 1. If the use of MOB removes a large number of symmetries, it provides no guarantee that only representative solutions are explored in the Branch & Bound tree. The only way to ensure that MOB will remove all non-representative solutions is to use it alongside with a branching rule that restricts the choice of the variables to be branched on.
We explore a different approach, where, at each node, orbitopal fixing for the full orbitope is used to fix some of the remaining variables left free by branching. At a given node a, once some variables have been fixed by branching, we restrict the solution at node a to be in the full orbitope by setting to 0 (resp. to 1) variables that would yield a non-lexicographically ordered solution if set to 1 (resp. to 0). This approach preserves flexibility as the choice of the branching disjunctions and variables remains totally free.
In this section, we will extend the notion of orbitopal fixing to the full orbitope, by characterizing sets I ⋆ 0 and I ⋆ 1 corresponding to the fixing of the full orbitope at (I 0 , I 1 ). 10 
Intersection with the full orbitope
Let P be the full orbitope P 0 (m, n), and let F a be a face of {0, 1} (m,n) defined by sets I = (I 0 , I 1 ). Recall that the smallest face of [0, 1] (m,n) that contains P ∩ F a ∩ {0, 1} (m,n) is denoted by Fix F a (P ). If Fix F a (P ) = ∅, there exist sets I ⋆ 0 and I ⋆ 1 defining Fix F a (P ). For any matrix X ∈ P , we denote by X(j) the j th column of X and by X(i, j) the entry at row i, column j.
(m,n) , a matrix X is said to be F (P )-minimal (resp.
(m,n) and for any matrix
, ..., n}, i.e. X(j) is lexicographically less (resp. greater) than or equal to Y (j), ∀j ∈ {1, ..., n}.
In the following, we construct a F (P )-minimal matrix and a F (P )-maximal matrix in the case Fix F a (P ) = ∅.
First some definitions are introduced. For any couple of index sets S = (S 0 , S 1 ), consider matrix X S whose entries with index in S 0 are set to 0, entries with index in S 1 are set to 1 and remaining entries in F S = {1, ..., m} × {1, ...., n}\(S 0 ∪ S 1 ) contain ×, representing free variables.
Definition 2. Two columns j and j ′ of a matrix X are said to be fixedly different on a given row i if X(i, j) = × and X(i, j ′ ) = × and X(i, j) = X(i, j ′ ). In other words,
• at row i In other words, row i is discriminating if it contains at least one free variable, and values 0 or 1 could be assigned to this or these variables in such a way that X S (i, j) > X S (i, j ′ ).
In the following, two matrix sequences (M j ) j∈{1,...,n} and (M j ) j∈{1,...,n} are defined. Matrix M n is constructed to be F a (P )-maximal and matrix M 1 is constructed to be
The idea of the construction is the following. For j = 1, matrix M 1 corresponds to matrix X I where values 1 are assigned to all free variables in the first column of X I . Obviously, for any
Thus, free variables in column k + 1 of matrix M k are set to 0 or 1 in matrix M k+1 by propagating values from column k, so that column k + 1 is maximum among all columns less than or equal to column k. The other columns remain unchanged from M k to M k+1 . Similarly, for j = n, matrix M n corresponds to matrix X I where values 0 are assigned to all free variables in the last column of X I . Then for each k < n, the free variables in column k of matrix M k+1 are set to 0 or 1 in matrix M k by propagating values from column k + 1, so that column k is minimum among all columns larger than or equal to column k + 1. The other columns remain unchanged from M k+1 to M k .
Note that in matrix M k (resp. M k ), there is no remaining free variables in columns {k, ..., n} (resp. {1, ..., k}).
In the following, we define matrix sequence (M j ) j∈{1,...,n} using a sequence S j = (S j 0 , S j 1 ), where S j is a couple of two disjoint index subsets. Matrix M j is defined as matrix X S j . Sequence (M j ) j∈{1,...,n} can be defined similarly using a sequence S j , where S j is a couple of two disjoint index subsets. The construction is not detailed here. Sequence (S j ) is defined as follows.
• For j = n, S
-If i f = m + 1 or if row i f has the form [1, 0] on columns j and j + 1, then,
i.e. free variables in column j of M j are set such that columns j and j + 1 are equal from row 1 to row i f − 1. Every other free variables in column j are set to 0.
-Otherwise, row i f has the form [0, 1]. In this case:
* If, in matrix M j+1 , there is no row i ∈ {1, ..., i f −1} which is (j, j +1)-discriminating, then, for all j ′ ≤ j, S j ′ is set to S ∅ , which is arbitrarily defined as:
Then,
and i < i ld
i.e. free variables in column j of M j are set such that columns j and j + 1 are equal from row 1 to row i ld − 1, and such that row i ld has the form [1, 0] on columns j and j + 1. Every other free variables in column j are set to 0.
The following result shows that either Fix F a (P ) is empty, and in this case S 1 = S n = S ∅ , or matrices M 1 and M n are respectively F a (P )-minimal and F a (P )-maximal.
• Otherwise matrix M 1 is F a (P )-minimal and matrix M n is F a (P )-maximal.
Proof. The following result is proved by induction: for all j ∈ {1, ..., n},
A similar proof can be done to obtain the corresponding result for S j and M j . The details are not provided here.
Otherwise, consider j < n and suppose the result holds for j + 1.
Consider the first row i such that columns X(j) and M j (j) are different. As M j (j) > X(j), we have X(i, j) = 0 and M j (i, j) = 1. By construction, since (i, j) ∈ F I and M j (i, j) = 1, for all i
. We now consider two cases:
j+1 has the form [0, 1] on columns j and j+1 (otherwise M j (i, j) would have been set to 0). In this case, row i corresponds to the last (j, j + 1)-discriminating row of matrix M j+1 before row i f . Thus, for each i
j+1 has the form [0, 1] on columns j and j + 1, it follows (i f , j) ∈ F a 0 , thus X(i f , j) = 0. Consequently M j+1 (j + 1) > X(j) holds too.
By the induction hypothesis, X(j + 1) ≥ M j+1 (j + 1) thus X(j + 1) > X(j), which contradicts X ∈ P .
If S j = S ∅ , consider the following two cases:
-If S j+1 = S ∅ then by the induction hypothesis, Fix F a (P ) = ∅.
. Then, by construction of matrix M j , row i f of matrix M j+1 has the form [0, 1] on columns j and j + 1 and there is no row i ∈ {1, ..., i f − 1} in matrix M j+1 which is (j, j + 1)-discriminating. As column j + 1 is completely fixed in matrix M j+1 , each row i ∈ {1, ..., i f − 1} of matrix M j+1 has one the following forms on columns j and j + 1:
were not empty, then P ∩ F a ∩ {0, 1} (m,n) = ∅ and for any X ∈ P ∩ F a ∩ {0, 1} (m,n) , even if X(i, j) = 1 for each (i, j) ∈ F I , M j+1 (j +1) > X(j) would hold. By the induction hypothesis, X(j + 1) ≥ M j+1 (j + 1) thus X(j + 1) > X(j), which contradicts X ∈ P . First, for each j ∈ {1, ..., m}, consider row i j , the first row at which columns M 1 (j) and M n (j) differs, defined as:
Now, in case Fix
If columns M 1 (j) and M n (j) are equal, then i j is arbitrarily set to m + 1. By definition of F a (P )-minimal and F a (P )-maximal matrices, M 1 (i j , j) < M n (i j , j). Note that since for all (i, j) ∈ I 0 (resp. I 1 ), M 1 (i, j) = 0 (resp. 1) and M n (i, j) = 0 (resp. 1), (i j , j) is a free variable i.e.
(i j , j) ∈ F I . Now define sets I + 0 and I + 1 :
The sets (I 
contradicting the fact that M n is F a (P )-maximal. Thus, there exists a row i 1 < i 0 such that M n (i 1 , j) = 1 and X(i 1 , j) = 0. As
(m,n) and X(i 1 , j) = 0. The contradiction comes from the fact that i 1 < i 0 and
Consider solutions X 1 and X 0 defined as follows.
As M n and M 1 ∈ P , M n (j − 1) ≥ M n (j) and M 1 (j) ≥ M 1 (j + 1). Thus X 1 and X 0 are also in P ∩ F a ∩ {0, 1} (m,n) and are such that X 1 (i, j) = 1 and X 0 (i, j) = 0. This concludes the proof.
The fixing Fix F a (P 0 (m, p) ) being now characterized, in the next two sections we will define two fixing algorithms for the full orbitope: static orbitopal fixing and dynamic orbitopal fixing.
Static orbitopal fixing
When solving MILP (3) with Branch & Bound, static orbitopal fixing can be performed at each node of the branching tree in order to ensure that any solution x enumerated is such that x ∈ P 0 (m, p).
The static orbitopal fixing algorithm at node a is the following: m, p) ), the result follows directly.
Dynamic orbitopal fixing
In the previous sections, we have considered that a column c of a binary matrix is lexicographically larger than or equal to a column c ′ if:
Note that the order on the n rows is arbitrary. Considering a bijection φ : {1, ..., n} → {1, ..., n}, one could define the lexicographical order as follows:
The idea of dynamic fixing is to use the branching decisions to define reorderings φ a of the row indices, depending on the branch a of the branch & bound tree.
First suppose that all branching disjunctions have the form:
For each node a, let x ia,ta = 0 ∨ x ia,ta = 1, be the branching disjunction at node a. We define subset T a ⊂ T , integer e a ∈ N and bijection φ a : {1, ..., e a } → T a as follows. If a is the root node, then
Otherwise, let b be the father node of a and:
Thus, dynamic orbitopal fixing is such that at each node a, orbitopal fixing is performed on rows T a = { φ a (1), φ a (2), ..., φ a (e a ) }, with respect to lexicographical ordering φ a .
Let τ be a branch & bound tree of MILP (3), in which dynamic orbitopal fixing is used and branching disjunctions have the form:
for given i, t.
Theorem 4.
For each feasible solution X to MILP (3), there is exactly one solution X ′ ∈ orb(X) enumerated in tree τ .
Proof. The idea of the proof is to compute the representative X ′ ∈ orb(X) enumerated by τ by following the branching decisions taken in τ , and seeing there is a unique X ′ possible. First consider the branching disjunction at the root node a:
Let n t0 be the number of "1" entries on row t 0 of matrix X. Since row t 0 is the first row with respect to the lexicographical order φ a , any X ′ ∈ orb(X) enumerated by the branching tree will be such that:
Indeed, dynamic orbitopal fixing is enforced in τ , thus any solution enumerated by τ must be lexicographically non-increasing with respect to φ a .
Thus, if we denote by b 1 the son of a such that x i0,t0 = 1 and b 0 the son of a 0 such that x i0,t0 = 0, then the next node to be considered will be:
Indeed, if i 0 ≤ n t0 (resp. i 0 > n t0 ) then any X ′ ∈ orb(X) enumerated by τ is such that X ′ (i 0 , t 0 ) = 1 (resp. X ′ (i 0 , t 0 ) = 0). Thus there is no representative of X in the branch x i0,t0 = 0 (resp. x i0,t0 = 0). Now suppose i 0 ≤ n t0 , so the node considered is b 1 . If the node considered were b 0 , we could proceed similarly. Consider the branching disjunction at node b 1 :
If t 1 = t 0 then, by the same arguments as at the root node, there is exactly one branch in which is enumerated any X ′ ∈ orb(X), and this branch can be easily determined. Otherwise t 1 = t 0 , and φ a1 (1) = t 0 , φ a1 (2) = t 1 . Let n 1 t1 (resp. n 0 t1 ) be the number of columns j such that X(t 0 , j) = 1 (resp. X(t 0 , j) = 0) and X(t 1 , j) = 1. Since row t 1 is second with respect to lexicographical order φ a1 , any X ′ ∈ orb(X) enumerated by the branching tree will be such that:
.., n} Thus, all X ′ ∈ orb(X) enumerated by τ have the same value v in entry (i 1 , t 1 ), and this value can be determined, as previously, by finding in which of the sets {1, ..., n 1 t1 }, {n 1 t1 + 1, ..., n t0 }, {n t0 + 1, ..., n 0 t1 }, {n 0 t1 +1, ..., n} does index i 1 belong. Therefore, since for all X ′ ∈ orb(X) enumerated by τ , X ′ (i 1 , t 1 ) = v, there is exactly one branch in which any X ′ ∈ orb(X) is enumerated: x i1,t1 = v. This defines the next node to consider. This process can be repeated until a leaf node a is reached. At that point, all entries of X ′ are determined. By construction, X ′ is lexicographically non-increasing with respect to φ a , and X ′ ∈ orb(X). Furthermore, X ′ is the only element of orb(X) enumerated by τ , since at each node we considered, there was always a unique branch leading to all elements of orb(X).
This result can be easily extended if one wishes to branch on a given inequality featuring only variables of a given row i, i.e. a branching disjunction of the form:
Application to the Unit Commitment Problem
Given a discrete time horizon T = {1, ..., T }, a demand for electric power D t is to be met at each time period t ∈ T . Power is provided by a set N of n production units. At each time period, unit i ∈ N is either down or up, and in the latter case, its production is within [P i min , P i max ]. Each unit must satisfy minimum up-time (resp. down-time) constraints, i.e. each unit i must remain up (resp. down) during at least L i (resp. ℓ i ) periods after start up (resp. shut down). Each unit i has initial conditions (e i , τ i ), indicating unit i has commitment status e i before time 1, and it should remain in the same status up to time τ i (if τ i = 0, unit i is free to shut down or start up at time 1). Each unit i also features three different costs: a fixed cost c [1] is to find a production plan minimizing the total cost while satisfying the demand and the minimum up and down time constraints. The MUCP is strongly NP-hard [2] .
For each unit i ∈ N and time period t ∈ T , let us consider three variables: x i t ∈ {0, 1} indicates if unit i is up at time t; u i t ∈ {0, 1} indicates whether unit i starts up at time t; and p i t ∈ R is the quantity of power produced by unit i at time t. Without loss of generality we consider that
The MUCP can be formulated as follows:
Symmetries in the MUCP (and in the UCP) arise from the existence of groups of identical units. Suppose there are H different types of units and n h units of type h, h ∈ {1, ..., H}. The set of type h units is denoted by N h .
The solutions of the MUCP can be expressed as a series of 0/1 matrices. We introduce matrix X h ∈ P(T, n h ) such that entry X h i,t corresponds to variable x i t of the i th unit of type h. Column i of matrix X h corresponds to the up/down planning of the i th unit of type h. Similarly, we introduce matrices U h and P h . Since all units of type h are identical, their production plans can be permuted, provided that the same permutation is applied to matrices X h , U h and P h . Thus, the symmetry group G contains all column permutations applied to X, U and P . As binary variables U are uniquely determined by variables X, breaking the symmetry of the X variables will break the symmetry over U variables.
State of the art: modified orbital branching
The authors in [14] It is shown that MOB with RMRI is more efficient than MOB, OB and Branch & Cut Cplex in terms of CPU time. The difference between using MOB with RMRI and MOB alone is however not as significant as the difference between MOB and simple orbital branching. Because advanced Cplex features are turned off when callbacks are used, there is still a huge performance gap between Branch & Cut Cplex and default Cplex.
Orbitopal fixing applied to the MUCP
As the production plans of identical units can be permuted, each variable matrix X h can be restricted to be in the full orbitope P 0 (T, n h ). The fixing strategies developed in Sections 3.2 and 3.3 can then be applied to fix variables in each matrix X h , in order to enumerate only solutions with lexicographically non-increasing X.
More precisely, the two possible approaches are:
-Static orbitopal fixing, where the order on the lines is decided before the branching process. In this case, the branching decisions remain completely free -Dynamic orbitopal fixing, where the order on the lines is decided during the branching process. In this case, the branching disjunctions must be of the form (x i,t = 0 ∨ x i,t = 1), or more generally, featuring only one line i of matrix X.
As in the context of the UCP it may be useful to branch on U variables, the next section describes how dynamic orbitopal fixing can be adapted to branch on more general types of disjunctions.
Dynamic orbitopal fixing and branching on u variables
One might want to be able to branch on the start-up variables u as well when using dynamic orbitopal fixing, or in terms of X variables, to branch on a disjunction of the form:
Actually, it is possible to slightly adapt lexicographical ordering φ, so that dynamic fixing remains valid when at each node, the branching disjunction has one of the following forms:
We thus define lexicographical ordering φ. For a given node a, if the branching disjunction at a is x ia ta = 0 ∨ x ia ta = 1, or if t a = 1, then subset T a ⊂ T , integer e a ∈ N and bijection φ a : {1, ..., e a } → T a are defined as T a , e a and φ a in Section 3.3.
If the branching disjunction at a is
then we define subset T a ⊂ T , integer e a ∈ N and bijection φ a : {1, ..., e a } → T a as follows.
If a is the root node, then
Thus, at each node a, dynamic orbitopal fixing is performed on lines T a = { φ a (1), φ a (2), ..., φ a ( e a ) }, with respect to lexicographical ordering φ a .
Let τ be a branch & bound tree of MILP (U CP ), in which dynamic orbitopal fixing is used and at each node, the branching disjunction has one of the following forms:
Theorem 5. For each feasible solution X to MILP (UCP), there is exactly one solution X ′ ∈ orb(X) enumerated in tree τ .
Proof. The proof can be derived as in Theorem 4: it suffices to see that at each node considered from the root, there is exactly one branch which contains all the elements of orb(X) enumerated in tree τ . This result can be easily extended if one wishes to branch on an arbitrary disjunction, if at each node a, any time period featured in the disjunction is ordered by φ a .
20

Numerical experiments
All experiments were performed using one thread of a PC with a 64 bits Intel Core i7-6700 processor running at 3.4GHz, and 32 GB of RAM memory. The problems are solved until optimality (defined within 10 −6 of relative optimality tolerance) or until the time limit of 3600 seconds is reached.
Instances
In order to determine which symmetry-breaking method performs best with respect to the number of rows and columns of matrix X, we consider various couples (n, T ), namely: (60, 48), (30, 96), (20, 192) and (15, 288) . For each couple (n, T ), we generate a set of UCP instances as follows.
For each instance, we generate a "2-peak per day" type demand with a large variation between peak and off-peak values: during one day, the typical demand in energy during one day has two peak periods, one in the morning and one in the evening. The amplitudes between peak and off-peak periods have similar characteristics to those in the dataset from [3] .
For all instances we randomly generate initial conditions e i and set τ i = 0, for each unit i. We consider the parameters (P min , P max , L, ℓ, c f , c 0 , c p ) of each unit from the dataset presented in [3] . We draw a correlation matrix between these characteristics and define a possible range for each characteristic. In order to introduce symmetries in our instances, some units are randomly generated based on the parameters correlations and ranges. Each unit generated is duplicated d times, where d is randomly selected in [1, n F ] in order to obtain a total of n units. The parameter F is called symmetry factor, and can vary from 2 to 4 depending on the value of n. Table 1 provides some statistics on the instances. For each instance, a group is a set of two or more units with same characteristics. Each unit which has not been duplicated is a singleton. The first and second entries column-wise are the number of singletons and groups. The third entry is the mean group size and the fourth entry is the maximum group size. Each entry row-wise corresponds to the average value obtained over the 20 instances with same size (n, T ) and same symmetry factor F .
Size
Sym. In the following experiments, we compare various resolution methods. The experimental results show there is an important variability in the computation time within groups of instances with same size (n, T ) and same symmetry factor F . We thus introduce the CPU time improvement score, which is a performance ratio comparing the CPU times of two methods. The improvement score for two given methods m 1 and m 2 is defined as:
We similarly define the node improvement score and the gap improvement score: ∈ [−∞, 1] would be non-symmetric and unbounded.
Static orbitopal fixing vs dynamic orbitopal fixing
The average improvement score between static orbitopal fixing (SOF) and dynamic orbitopal fixing (DOF) in given in On instances from [14] , the average CPU time improvement score between MOB and MOB+RMRI is 9%. Even though MOB+RMRI is slightly better than MOB with no branching rules, we choose to compare our methods to MOB, because its implementation is straightforward, thus leaving no room to interpretation. Table 3 compares MOB and DOF to Callback Cplex and Default Cplex, with respect to their average gap, node and CPU time improvement scores on groups of 20 instances of same size (n, T ) and same symmetry factor F . For each method m 1 , Table 3 indicates N, the number of instances solved to optimality by m 1 , and compares m 1 to another method m 2 with respect to: N ∆ = number of instances solved by m 1 -number of instances solved by m 2 I gap : average gap improvement score, computed for each instance on which neither m 1 nor m 2 reaches optimality.
I nodes : average node improvement score, computed for each instance on which both m 1 and m 2 reached optimality.
I CP U : average CPU time improvement score, computed on every instance. In terms of CPU time, both MOB and DOF greatly outperform B&C Cplex, but the improvement is much larger with DOF.
As observed in [14] , there is a huge performance gap between B&C Cplex and Default Cplex. In particular, on instances with n ≤ 30, Default Cplex manages symmetries very efficiently. Thus, even if DOF and MOB greatly improve B&C Cplex, it is usually not enough to close this performance gap. Globally, even if it does not catch up Default Cplex, the performance loss is less important with DOF than with MOB.
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When n increases (n = 60), Default Cplex sometimes struggles to reach optimality within the time limit. On the opposite, DOF still performs well in this context and solves to optimality some instances Default Cplex cannot. Thus, in case n = 60, DOF outperforms both B&C Cplex and Default Cplex. MOB does not improve Default Cplex as much as DOF. Table 4 provides average number of nodes, number of fixings (for MOB, it is the total number of variables fixed during the branching process) and CPU time for each group of 20 instances. 
Instances
Conclusion
In this paper, we define a linear time orbitopal fixing algorithm for the full orbitope. This algorithm is proven to be optimal, in the sense that at any node a in the search tree, any variable that can be fixed (i.e. a variable set to the same value in all lexicomax feasible solutions to subproblem a) is fixed by the algorithm. From the simple observation that when more variables on small-index rows are already fixed at node a, more fixings can be performed, we propose a dynamic version of the orbitopal fixing algorithm, where the lexicographical order at node a is defined with respect to the branching decisions leading to a. For MUCP instances, our experimental results show that the proposed approach is competitive with state of the art methods like modified orbital branching. In the past, the complete linear description of partitioning and packing orbitopes helped to design an orbitopal fixing algorithm for these orbitopes. Likewise in the future, maybe the orbitopal fixing algorithm for the full orbitope, by improving our understanding of this polyhedron, might help to find a complete linear description of the full orbitope. Moreover, it would be interesting to extend orbitopal fixing to full orbitopes under other group actions, for example the cyclic group.
Finally, there is a wide range of problems featuring all column permutation symmetries, in particular many variants of the UCP, on which it would be desirable to analyze the effectiveness of our approach. Other examples of such problems can be found among covering problems, whose solution matrix has at least one 1-entry per row. Even though computing the exact fixing has been shown NP-hard in this case, our orbitopal fixing algorithm, designed for full orbitopes, can be used to compute fixings in a covering orbitope. In this case, there is no guarantee that fixings are done as early as possible in the tree, because the special structure of covering orbitopes may induce possible fixings that would not be correct in a full orbitope. Nevertheless, this fixing algorithm breaks all column-permutation related symmetries at some point in the branching tree, which may be sufficient to overcome the computational difficulties arising from the highly symmetric nature of these problems.
