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Abstract
Reusability is the holly grail of software engineers. But reusability requires powerful
composition mechanisms since the pieces to compose have no reason to match per-
fectly. Unfortunately, the composition mechanisms available today, mostly method
call and component assembly are rather primitive. This paper shows what is the
current state of the art in software composition, showing that there is little compo-
sition exibility at code level, even using workow approaches.
The approach presented here claims that composition requires reasoning at dier-
ent levels of abstraction. Workow support is rst decoupled from real tools, using
abstract tool modeling. Contracts have been included to increase the independence
between process and tools. Then, we have introduced conceptual abstractions linked
by contract to real tools. Finally, we show that it is possible to dene composition
at the abstract level.
The resulting system shows very high adaptability capabilities. Experience shows,
however, that to be practical, this approach requires adapted framework and special-
ized tools. This paper shows the experience gained in implementing many versions
of such a framework. The current system is currently in industrial use.
1 Introduction
It is widely accepted that software engineering has evolved from software de-
velopment to software assembly. This means that rather than writing code,
applications should be created "assembling" existing code, and adding a few
specic elements developed on purpose. Thus modern software engineering
should rely on powerful composition mechanisms. But what are these compo-
sition mechanisms in use today?
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The most common composition mechanism is when a class calls a method
of another class; it is a composition between these two classes. Of course the
caller is closely related with the callee, which prevents from changing the im-
plementation of the called class. Composition is rather limited; nevertheless,
libraries work this way and are heavily used.
Components were introduced mostly to improve this situation, requiring
the services provided by a component to be known only through interfaces
and instantiation to be handled by a third party (a factory, the home or
the framework). Since the caller only relies on the interface(s) of the called
component, and fully ignores its implementation, we are free to select dierent
piece(s) of code implementing these interfaces.
But, in any case, composition means connecting the caller and the imple-
menter of the called method: the method signature must match on both sides.
This implies that the caller must be developed with a prior knowledge of the
features provided by third parties, without mentioning the many constraints
imposed by a specic component model to certify a piece of code as a valid
component. The probability of being able to compose two components de-
veloped independently, even using the same component model is in practice
close to zero. Of course, it is not possible to compose components satisfying
dierent component models, even if signatures match.
If the signatures do not match, there is a need to write "wrappers" or
"connectors" to transform the methods called by the caller in one (or more)
method(s) called on the callee. This is what Enterprise Application Integration
(EAI) is all about. This approach improves the independence between caller
and callee, from method signature and technology conventions point of view.
The implicit assumption, in EAI, is that a method called by a component can
be satised without requiring additional information for the translation. Thus
EAI requires a wrapper for each pair caller/callee and requires to nd a callee
close enough, technically and semantically, to make possible the writing of the
wrapper.
In the three cases, there is a at structure, at least in all industrial system
we know. This is concerning since a system built from other existing ones is
likely to exhibit higher level concepts and functions. Further, the link between
a high level function and the functions provided by the existing component
have no reason to be trivial, and a simple wrapper, in general does not t.
The workow driven approaches, as found in BPM, for example, is an at-
tempt to provide a two level structure for controlling composition; the work-
ow being an external and formal description of the control.
Therefore is not surprise to see that the composition principle, which looks
so obvious, is not an industrial reality, out of the very constrained situations
mentioned above. There is a clear need for more general and powerful com-
position mechanisms.
This paper describes our multi-level federation architecture and its com-
position mechanisms, which, we believe, overcome the limitation mentioned
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above. We show that composition is not a simple concept; it extends in
dierent dimensions, and that it support requires dierent mechanism and
specialized tools.
2 Workow as Top-Down Control Support
As mentioned above, workow driven architectures can be seen as the cur-
rent state of the art in composition mechanisms. Workow management sys-
tems (WfMC) evolved to deal with manufacturing and oÆce processes. They
typically identify concepts of tasks (activities), rules and procedures. They
implement and execute tasks using heterogeneous applications [10,4,3].
Recently, workow technology has been used to compose heterogeneous
applications in order to build a new one (called global application in the follow-
ing) [9,7,6]. The approach is based on the 'two level programming' paradigm:
existing applications provide the core functionality and the workow model
provides the composition logic.
Most of these systems consider an application as the implementation of an
activity within the workow model. During the denition phase, implemen-
tation requirements of each activity are specied in the process model. Based
on this information, the associations between activities and applications are
established at build time. At execution time, applications will be invoked
dynamically when the corresponding activity instance is started.
Using workow technology as a composition support promises many ben-
ets. Workow models are simple, quite well understood, and thus provide
an interesting composition language and composition model. Moreover, the
global application will be formally separated into two layers. The control part
(which species the control and data ow between constituent applications)
is delegated to the workow engine [8].
These solutions proved not to be exible enough due to the tight cou-
pling between activity and application, statically established at build time.
Moreover, the constraints related with activity implementation are part of the
process model, which limits the exibility. Any change of the execution con-
ditions requires changes in the process model. This hamper the reusability of
process models.
In the next section, we will present our federation architecture, which is
an evolution of this two-level programming model. In the following, control
level will be called "top-down control", in order to distinguish it from others
eventual sources of control in the application.
3 Roles and Components
The rst solution we propose is to adopt the concept of role to eliminate
the dependency between the top-down control and constituent applications.
We dene a role as a functional contract [2] between an application and the
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top-down control. A role, expressed in term of interfaces, denes a set of
services that each application playing that role must provide. An application
can implement one or more roles and a role can be played by one or more
applications.
Subsequently, we introduce the concept of connector, which is the link
between an application and its roles. The connector implements the roles and
invokes the application. The connector allows us to link an application to
its role without any need to change them. In addition, via the connectors,
heterogeneities between constituent applications will be hidden. Thus, an
application with its connector could be seen as a component.
When control requires the service provided by a role, one application (im-
plementing this role) must be selected and invoked. In our architecture, the
main task of the Component Virtual Machine (CVM) is to make associations
between roles and applications. Furthermore, it manages the life cycle of appli-
cations instances. The CVM interpreter is in charge of dynamically selecting
an application, to create an instance of that application, and to satisfy the
associated non-functional requirements, most notably, to select the machine
on which this application instance has to run, and to dene the communica-
tion protocol to use. To do that, the CVM maintains information about roles
and applications and the associations between them. For each role, the control
model stores a list of applications that can play this role and a function, which
contains the selection policy in order to choose the most suitable application
in a specic context.
Fig. 1. Decoupling roles and applications
4 Integration Contracts
Current process denition languages are quite limited in expressing complex
dependencies and conditions when starting an activity. They allow activities
to be executed in sequence or in parallel. At best, they admit some simple
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condition expressions such as AND, OR jointing and splitting ones [10,9,6].
How to express the potential complex relationships between the set of
constituent applications? One possible solution is to extend process denition
languages. In this case, workow models will be more diÆcult to understand,
and the goal of a high level and abstract workow model will be lost. The
solution that we propose consists of two parts:

Make top-down control abstract. We consider a task as an abstract step,
which will be implemented by using one or more applications. Information
about implementation of activities is not part of the control model.

Use the concept of integration contract to specify how an abstract step
is implemented. In fact, each integration contract species the execution
dependencies and the coordination between the applications, which together
implement an abstract step. Integration contract contains also the logical
constraints under which the mapping, between an abstract step and the
coordination of applications, is considered valid or not.
Hence, the control model is high level and describes only abstract steps
without knowledge on how these steps will be carried out. Integration con-
tracts are in charge of ensuring that the execution of each abstract step involves
a compatible real execution at application level.
As implementation requirements are now treated separately from the pro-
cess denition, most changes occurring at application level, or in the execution
conditions do not propagate to the process model. Evolution and extension
become easy to manage. In our federation technology, integration contracts
are dened using a declarative language, which simplies integration contract
denition and allows us to perform static consistency checking.
5 Common Universe and Federations of Components
There are two important hypotheses in our layered architecture: rstly, the
components are passives (they provide some services, but they have no initia-
tive), and secondly, if two of those components have conceptual dependencies
(they share a concept which must maintain a coherent value), the integration
contracts are responsible to guarantee that both evolve in a coordinated and
consistent way.
The proposed architecture improves substantially evolution capabilities,
but is not suÆcient to integrate all types of applications. The problem appears
clearly when the components that we want to integrate are applications with
a certain degree of independence and initiative. These "active" components
can change their state without an explicit request from the control model.
Examples of active components are interactive applications, or databases that
can be modied from an external tool.
If active components are independents (they do not share any concept
with others components of the global application), the proposed architecture
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is valid. But if an active component C1 has conceptual dependencies with
another component C2, "local" changes in C1 state may have an impact on
C2 state. In this case, it is necessary to add new synchronization mechanisms
between the components that share the same concept. It means that there
is two control models trying to drive the components: a top-down control
(the global application control) and a bottom-up control (due to the compo-
nent initiative and that a re-synchronization process to guarantees conceptual
coherence between dependent components).
The question is how those two control models will operate together in the
global application? Or more exactly, is it possible to generalize the concept
of integration contract, and to associate it with actions that come from the
bottom-up control?
We must discard direct communication between components because this
compromises evolution. Components must ignore the presence of the other
components in the global application. A solution consists in putting the con-
cepts common to dierent components in a physical space for synchronization.
That physical space is what we call the common universe (CU). In that uni-
verse, objects represent the concepts shared by two or more components. The
connector of each application is responsible of modify the CU state to reect
application changes. Synchronization contracts are associated with the dier-
ent state changes of the common universe objects. In this way, each time the
connector of an active component changes an object in the CU, the contract,
associated with that specic state change, is executed, and all the impacted
components are automatically updated (see gure 2).
Fig. 2. Common universe
How to integrate the common universe with the top-down control model?
What relation is there between integration contracts and synchronization con-
tracts? Is it possible for the top-down control to get access to the common
universe objects?
We propose a six-level architecture where both control models work to-
gether. We call this architecture a federation of components (see gure 3).
The proposed architecture seems complex, but has a lot of important prop-
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Fig. 3. Six-level federation architecture
erties, especially, with regard to evolution and composition capability. Our
experience shows that, with adequate tools, formalisms and methodologies,
this type of architecture is a good solution. It has the advantage of being
highly dynamic, general and to allow integration between actives applications
in a multi-level scheme, depending on the needs.
A federation with only a top-down control is called a dictatorial federation
(top-down control impose its objectives). A federation with only bottom-up
control is called an anarchic federation (there is no global objectives). Usually,
global applications have both controls. The level of "responsibility" within the
federation that must be assigned to each type of control depends on the specic
problem, and of the type of components that participate.
6 Domains and Federation Composition
Very large scalability requires being capable of identifying structures that can
be further composed. In our case, we work at two levels: federation compo-
sition and domain composition. The idea is to identify groups of components
that share a conceptual space, and whose bottom-up control can be dened
independently of the concrete global application in which it is used. A domain
is thus a four-level structure: a meta-model dening the common universe, a
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set of synchronization contracts associated with the elements of this meta-
model, a set of roles and a set of tools. A domain can be seen as an anarchical
federation, in which the common universe meta-model is explicit and public.
The domain composition must consider that domains are four-levels struc-
tures and provide the necessary mechanisms to make the composition in each
one of these levels. In the simplest case the meta-models are independents,
and the composition is simply the union of the domains. If the meta-models
are not independent, there is a need to dene the relationship that link con-
cepts at the meta-model level; and similarly at all levels: contracts, roles and
tools. We have found 4 dierent types of relationships between the elements of
the meta-models (specialization, extension, abstraction and correspondence)
and we have associated composition schemes and mechanisms for each case.
It is important to note that composition creates new entities at dierent levels
as suggested in the gure 4.
Fig. 4. Domain composition
The result of the composition of two domains is another domain, which
can also be used as a composition unit, therefore leading to a hierarchy of
domains. In this way, a federation can be seen as the composition of one or
more domains with a top-down control. As similarly federations can be also
composed.
7 Experimentation
In the experimentation about software federations, that we have carried out
during the last four years [1,4,5], we have dened as a fundamental objective
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that the results should be used at industrial level. Thus we had to deal with
all the real world problems, which implies a large development eort.
The main application, on which we are testing the architecture and the
tools developed, is a generic documents manager. This application is built as
the composition of four domains: process, product, resource and workspace.
This application is in experiment state in industry, and has shown the immense
potential of this type of architecture.
Three additional applications are being developed in dierent projects with
industrial partners: an application of concurrent engineering, an application
for the deployment of distributed applications, and an application to make
interoperate a set of applications for administrating tolls.
The major problem that have found until now has been the level of com-
plexity of the proposed architecture. This is why we had to develop formalisms
and tools, to support the federation construction process. There is still a lot
of work to improve the actual composition editors, but we can note several
advantages upon the traditional approaches.
8 Conclusions
It is a permanent goal in computer sciences, to nd ways to compose applica-
tions from existing elements. Unfortunately, so far, the existing technologies,
including the object paradigm, components, EAI and BPM, have shown too in-
suÆcient capabilities, both conceptually and technically. This paper presents
the current state of our work in attempting to overcome the diÆculties in-
volved in application design and building.
The rst lesson we learned is that there is little room for solution at the
code level. There is a need to reason, design and implement at the much
higher, implementation independent, level of domains. Domains are model
driven and exhibit meta-models and models.
The second lesson is that composing domains requires specic concepts
and tools. Direct mapping are generally impossible. Composition, in our
approach, is based on the identication of semantic relationships between
domains and the associated mapping models provide an explicit denition of
the relationship; including concept mapping and contract.
Composition through semantic relationships allows one to :

Compose a new domain based on existing domains, at dierent levels of
abstraction: renement, abstraction, extension and specialization relation-
ships.

Structure the solution since a composite domain is itself a domain, allowing
us to dene domain hierarchies, in contrast with classic technologies, which
only allow at structure.

Implement a domain, using the implementation relationship.
It is important to mention that each of these relationships fulls a dier-
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ent semantic purpose and constitute complementary fundamental conceptual
guideline for both designers and implementers, but they all rely on the same
technical mechanisms. This contrasts with the usual composition technologies
where only direct method mapping is supported, and only at the implemen-
tation level.
We believe that our approach and framework are a signicant improve-
ment is the way complex applications can be built by composition of existing
heterogeneous pieces.
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