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Abstract— The availability of both Wi-Fi and Blue-
tooth technologies on currently available devices of-
fers the possibility to combine both in order to make
the most out of their capabilities. In this paper we
propose using Bluetooth technology to solve the con-
ﬁguration problem of the terminals conforming an
IEEE 802.11-based ad-hoc network. The main objec-
tive of mobile ad-hoc networks (MANETs) is to ex-
tend the connectivity range of nodes through packet
forwarding, thereby avoiding the use of a ﬁxed infras-
tructure. However, since conﬁguration of nodes is a
complex issue, we provide a fast and reliable solution
to auto-conﬁgure MANET terminals. Our solution
is adequate for the quick setup and deployment of
rescue, military or any other sort of organized team.
We present the architecture of the proposed system
by means of a simple example, along with the ap-
plications developed for both client and server. We
conclude with some experiments to assess the perfor-
mance of the proposed architecture.
Keywords—MANET, Wi-Fi, Bluetooth, ad-hoc net-
works, autoconﬁguration, service discovery.
I. Introduction
M
OBILE ad-hoc networks, usually referred to
as MANETs, are autonomous systems com-
posed of independent mobile terminals which com-
municate among themselves using any sort of wire-
less technology. The terminals are free to move about
and organize themselves to conform an IP-based net-
work. Each node operates not only as an end-system,
but also cooperates on routing and packet forward-
ing tasks. If we see it from the IP layer perspec-
tive, a MANET is a Layer-3 multi-hop network im-
plemented over a collection of links. Therefore, each
node pertaining to the network is, in principle, acting
as a Layer-3 router in order to provide connectivity
to other nodes. Each node maintains host routes to
the rest of nodes within the network, in addition to
network routes to destinations outside the MANET,
if any.
One of the main advantages of MANETs is that
they do not require any ﬁxed infrastructure or a cen-
tralized administration. Therefore, they are an at-
tractive networking option for connecting mobile de-
vices quickly and spontaneously.
Concerning their applicability, we believe that
MANET technology will be decisive to meet Weiser’s
paradigm of ”anywhere and at any time” connectiv-
ity [1]. Ad-hoc networking can be applied anywhere
where there is little or no communication infrastruc-
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ture, or the existing infrastructure is expensive or
inconvenient to use. Ad-hoc networking also allows
devices to maintain dynamic connections to the net-
work, as well as easily adding and removing devices
to and from the network. The set of applications for
MANETs is diverse, ranging from large-scale, mo-
bile, highly dynamic networks, to small, static net-
works that are constrained by power sources. As an
example, we can imagine a group of persons with
their PDAs in a business meeting where no network
support is available; in that case they can easily con-
nect their devices by forming an ad-hoc network.
This is just one of the many examples where these
networks may be used.
MANETs, due to their ﬂexibility and adaptation
capabilities, are also characterized by being complex
to deploy and maintain in an automatic manner.
One of the main problems when deploying an ad-hoc
network is the conﬁguration of nodes. IETF’s Ad
hoc Network Autoconﬁguration (autoconf) Working
Group [2] is currently seeking a solution to conﬁg-
ure MANET nodes in a totally distributed manner.
Examples of solutions that can be found in the lit-
erature are PACMAN [3] and the OLSR extensions
proposed by Clausen and Bacceli [4]. Their scope,
though, only focuses on the assignment of IP ad-
dresses to network interfaces. Currently, MANETs
rely mostly on the IEEE 802.11 technology [5], also
known as Wi-Fi, which requires additional setup of
the diﬀerent MAC layer parameters before any IP
address assignment can take place. Moreover, to ac-
tivate multi-hop relaying, a common routing protocol
must be started by all the nodes, thereby achieving
successful participation in the MANET.
In this paper we propose a solution that makes
the MANET initialization process fully automatic
by relying on Bluetooth technology. Bluetooth [6]
has been standardized by the IEEE 802.15 work-
ing group [7], and is currently one of the most de-
ployed and used wireless technologies. An important
property of Bluetooth technology is that it supports
the concept of services, device/service discovery, as
well as secure connection and authentication. This,
alongside with its low battery consumption charac-
teristics and its reduced radio range, makes it ideal
for exchanging private and conﬁdential information
in a very simple and straightforward manner.
We propose using the aforementioned characteris-
tics of Bluetooth technology to simplify the tasks of
users that wish to integrate a certain IEEE 802.11-
based MANET by oﬀering a Bluetooth service specif-
ically designed for that purpose. In our work we de-
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The rest of this paper is organized as follows: in
section 2 we will summarize the system architecture.
Section 3 refers to some design issues and, in section
4, we discuss some initial experimental results. Fi-
nally, section 5 presents our conclusions along with
references to future work.
II. System architecture
The main objective of our auto-conﬁguration sys-
tem is to allow non-expert users to start a MANET in
a simple and eﬀective manner. Traditionally, the so-
lution to this problem requires all users to adjust the
IP conﬁguration of their wireless interface to a same
subnet, avoiding addresses that have been picked up
by other users; examples of solutions to this problem
are being studied by the Ad-Hoc Network Autocon-
ﬁguration Working Group. Besides IP settings, all
users must start the daemon of a same routing pro-
tocol and, if IEEE 802.11 technology is used, they
must also adjust their Wi-Fi conﬁguration (e.g., the
type of encryption, the channel used, etc.) according
to a consensus. Such tasks are tedious and time con-
suming since they must be repeated at every single
terminal participating in the MANET. Also, the fact
that this task requires a certain degree of expertise
impedes that MANETs experience a generalized ac-
ceptation and use, reason why we have looked for a
technique to solve the problem more eﬃciently.
The solution we propose is using the Bluetooth
wireless interface, nowadays available on almost ev-
ery computing device, to automate the process of
MANET integration. With this purpose we have one
device acting as a server, which will be responsible for
registering the MANET Autoconf Bluetooth service,
and that makes sure that all devices are conﬁgured
with diﬀerent IP addresses but with the same rout-
ing protocol/Wi-Fi parameters, thereby enabling the
whole process. The rest of Bluetooth devices will
function as clients, searching for that service so as
to retrieve the MANET conﬁguration parameters,
and automatically applying that conﬁguration after-
wards. Therefore, we assume that all terminals have
both a Bluetooth and an IEEE 802.11 interface. The
Bluetooth interface is merely used to obtain the con-
ﬁguration parameters required to join the MANET,
while the Wi-Fi interface will allow the station to
participate actively in the MANET for diﬀerent pur-
poses, such as sharing information with other nodes
or participating in any sort of peer-to-peer commu-
nication.
Figure 1 depicts the proposed system architecture;
it is possible to notice, on one hand, three diﬀerent
kinds of elements: Bluetooth clients waiting to be
conﬁgured with the suitable parameters, the conﬁgu-
ration server waiting for incoming Bluetooth connec-
tions, and actual MANET nodes. On the other hand,
it is possible to observe the coexistence of two net-
works operating with diﬀerent wireless technologies:
the Bluetooth network (composed by nodes that are
linked by discontinuous lines) on the left part of the
picture, and the Wi-ﬁ network (composed by nodes
that are linked by continuous lines) on the right side
of the picture.
Every station that wants to join the MANET must
ﬁrst connect to the conﬁguration server via Blue-
tooth, possibly competing with other stations also
waiting to be conﬁgured. To do that it must perform
an inquiry action to discover nearby Bluetooth de-
vices. Afterwards it must check the diﬀerent devices
found in sequence until it ﬁnds the one oﬀering the
desired service (MANET Autoconf); this is done by
making use of the Service Discovery Protocol (SDP),
part of Bluetooth’s framework. SDP provides the
client with a mechanism for the discovery of services
available on a certain device, along with the service
attributes. SDP is designed to be decoupled from the
service itself, and so it does not provide any mech-
anism or protocol to use these services. This way,
once a device oﬀering the desired service is discov-
ered, the client must proceed to establish a separate
L2CAP or RFCOMM connection with the server to
carry out the designated task, in our case download
of the desired conﬁguration parameters. The process
of connection establishment is done using the appro-
priate L2CAP or RFCOMMM port, as advertised
through SDP.
The conﬁguration server must make sure it is vis-
ible by other devices, so that any device discovery
attempts are successful. Besides, it must register
the MANET Autoconf service and advertise it so
that clients can proceed to discover the service af-
terwards. The server will also be listening to the
appropriate L2CAP or RFCOMM port for incom-
ing connections. Taking into consideration the lim-
itations of Bluetooth technology on the number of
stations in a same piconet, the server can attend up
to 7 concurrent clients. If more are waiting to be
conﬁgured, they must wait until one of the clients
completes the conﬁguration process and releases the
resources occupied. As we will show in section IV,
the conﬁguration time for each node is typically low,
and so this should not be a design limitation.
When a client successfully establishes a connec-
tion with the server and requests the conﬁguration
parameters, the server must generate a customized
XML ﬁle with all the required information and send
it back to the client. This XML ﬁle will contain
all the necessary information for that station to suc-
cessfully join the MANET. The conﬁguration pa-
rameters include the station’s IP address and mask,
the routing protocol used (e.g. DSR [8], AODV [9],
OLSR [10]) and all the information required to con-
ﬁgure the Wi-Fi interface (SSID, channel, etc.). Fig-
ure 1 shows an example of the XML conﬁguration
ﬁle sent by the server to a client.
By allowing the server to determine the IP address
of each client we are able to solve the problem of IP
address assignment referred earlier in a centralized
way. It is important to point out that the server must
assign IPs in increasing order and must maintain, at
any moment, a registry of the connected clients (for
example, in another XML ﬁle).XVII JORNADAS DE PARALELISMO—ALBACETE, SEPTIEMBRE 2006 3
Fig. 1. System architecture.
Fig. 2. XML conﬁguration ﬁle for a client.
After a client station receives its conﬁguration
data it must switch to Wi-Fi mode, which means
that the Bluetooth interface is disconnected and the
Wi-Fi interface is activated. With this technique we
reduce to a minimum the interference between Blue-
tooth and Wi-Fi technologies, a problem that aﬀects
both annexes b and g of the IEEE 802.11 standard
[11].
When the Wi-Fi card is enabled the client sta-
tion can then proceed to apply the new conﬁgura-
tion settings. By doing so it will automatically join
the MANET, being able to communicate with other
mobile stations that have conﬁgured themselves pre-
viously. Figure 3 describes this process, showing the
sequence of actions taken according to all the steps
referred previously.
The server station can optionally join the MANET
it oﬀers support for. In case it decides to do so, it
can join the MANET right from the beginning (possi-
bly suﬀering from Bluetooth/Wi-Fi interference), or
only after all the expected stations are conﬁgured. In
the latter case it will perform a sequence of actions
similar to that performed by clients, disconnecting
the Bluetooth interface and enabling Wi-Fi. Evi-
dently, when this occurs, no more users can be au-
tomatically conﬁgured since the Bluetooth server no
longer exists. For this reason the server always main-
tains data about the number of conﬁgured devices,
as well as the maximum number of devices expected.
III. Design issues
We have implemented our application for both
Windows and Linux operating systems, and in the
future we plan to develop a version of it for Pocket
PC also.
Concerning the Windows-based application, it
uses, among other elements, the Microsoft Bluetooth
stack [12]. We have chosen this Bluetooth stack be-
cause it is the one included by default on both stan-
dard and mobile Windows editions, and also because
there are useful libraries that we can use freely. To
develop the application we have used the .NET plat-
form combined with the Visual Basic programming
language, achieving an object oriented solution that
is powerful and yet simple. Actual access to the Blue-
tooth protocol stack is done using the external Blue-
tooth library oﬀered by OpenNETCF, which was de-
veloped by Peter Foot [13].
Concerning the Linux-based solution, we have de-
signed both a console and a graphical version. That
way it can operate both as a service oﬀered by the
system and as an interactive application. To con-
trol the Bluetooth interface we have used the BlueZ
API [14], which oﬀers a high degree of functional-
ity. The console solution was written in C, while the
graphical application was designed in C++ using QT
libraries [15].
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Fig. 3. Flow diagram between client and server.
Both of them oﬀer information about the local de-
vice, such as the MAC address, the public name and
the type of device (laptop, PDA, etc.).
Figure 4 shows the graphical server interface, de-
picting a situation where there are three clients who
have connected to the server and joined the MANET
successfully. This screenshot represents the envi-
ronment depicted in ﬁgure 1. As it can be seen,
we are able to start and stop the server just by
clicking the corresponding button. If the server is
stopped the Bluetooh interface may be active but the
MANET Autoconf service is not registered, avoiding
any connection attempts. Moreover, we can set the
diﬀerent conﬁguration parameters, which include the
desired IP address and subnet, the maximum num-
ber of clients allowed to integrate the MANET, the
routing protocol used and the diﬀerent Wi-Fi param-
eters. The application also allows a manager to con-
trol the number of devices already conﬁgured, being
these devices identiﬁed either by the MAC address
of by the device name.
The clients, by using the interface shown in ﬁg-
ure 5, can initiate the discovery of Bluetooth de-
vices within range (which, for standard Bluetooth
technology, is of about 10 meters); this is done by
means of a ”ﬁnd” button, represented by a satellite
dish. The discovery time is adjustable by the user
as multiples of 1.28 seconds; this value is related to
the time a device takes to scan sets of Bluetooth fre-
quencies. The list of devices shown at the interface
is restricted to those oﬀering the MANET Autoconf
service to simplify the user’s tasks. After a successful
discovery action the client can proceed to connect to
the selected device to retrieve the conﬁguration pa-
rameters. A list of all the required tasks is also made
visually available by the application; for each suc-
cessfully completed task, the corresponding element
Fig. 4. Server application capture.
of the list will be checked with a green icon. That
way the client can be aware of the current status and
possibly identify errors/problems during the process.
Below the task list we have two icons that indicate,
at any moment, which wireless interface is active.
Finally, two buttons are also included that allow the
client to disconnect from the MANET (restarting the
conﬁguration process) and to exit the application.
IV. Experimental results
In order to assess the impact of some of the pa-
rameters referred earlier, we have conducted a set of
experiments to test the performance of our applica-
tion under diﬀerent conditions. The main purpose
was to measure the times relative to inquiry, ser-
vice discovery, and download of conﬁguration data.XVII JORNADAS DE PARALELISMO—ALBACETE, SEPTIEMBRE 2006 5
Fig. 5. Client application capture.
These measurements are very important since they
will oﬀer an estimate of the time a node takes to get
conﬁgured and connected to the MANET.
Concerning the inquiry time, it can be adjusted at
user’s will as multiples of 1.28 seconds as referred be-
fore, allowing to achieve a trade-oﬀ between latency
and the probability of discovering a device. We mea-
sure the duration of that procedure through samples
of 100 independent test runs. The results show that
the inquiry time takes about 6.42 seconds on average,
which means that the operating system introduces an
overhead of about 20 ms.
Figure 6 shows the results of an experiment where
we measure the time consumed in the inquiry process
plus service discovery and, depending on whether the
service is found or not, the time for the download of
the conﬁguration ﬁle (denoted as With Service in the
ﬁgure). As it can be seen, distance has a great im-
pact on performance; for instance, service discovery
time increases from about 0.5 seconds to 1 second
as distance increases. We can also observe that the
values for successful service completion are always
higher than those without service, as expected. This
value is kept at about 0.3 seconds independently of
distance for up to 10 meters (the theoretical limit).
Afterwards service times start increasing, achieving
0.6 seconds for a distance of 12 meters.
Based on these results, we now oﬀer an estimate
of the time required for successful service discovery
 6.5
 7
 7.5
 8
 8.5
 0  2  4  6  8  10  12
M
e
a
n
 
w
a
i
t
 
t
i
m
e
 
(
s
)
Average distance between devices (m)
No service
With Service
Fig. 6. User wait time for inquiry plus service discovery at-
tempt while varying distance between Bluetooth devices.
and download of conﬁguration data as the number
of Bluetooth devices in the surrounding environment
increases. These results are presented in ﬁgure 7 for
an average distance between Bluetooth devices of 1,
5, 10 and 12 meters (inquiry time not included). As
it can be seen, if the only nearby Bluetooth device
is the one oﬀering the MANET Autoconf service,
then the process completes very quickly - typically
in less than 2 seconds. However, if other Bluetooth
equipped nodes are also detected, then the client6 JOS´ E CANO, ET. AL.: AN AUTOCONFIGURATION METHOD FOR IEEE 802.11 BASED MANETS USING BLUETOOTH
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Fig. 7. Estimated conﬁguration time when varying the number of close-by Bluetooth devices for diﬀerent distance values.
must scan them in sequence until the desired ser-
vice is found and the download of conﬁguration data
takes place. In such case, the expected conﬁgura-
tion time will increase linearly with the number of
nodes, possibly reaching relatively high values. For
this reason, we propose that all devices attempting
to conﬁgure themselves through this service change
their Bluetooth settings so as to make themselves
invisible to other nodes in terms of inquiry, thereby
reducing as much as possible the mean node conﬁg-
uration time.
V. Conclusions
The proliferation of wireless computing devices is
due to their low cost and high ﬂexibility, reason why
these count with an increasing number of supporters
worldwide. However, pervasive computing hasn’t yet
built upon the fabric of our everyday lives since the
use of these new technologies is still rather complex
for unexperienced users.
In this paper we propose an eﬀective solution to
stimulate the use of MANETs by relying on Blue-
tooth technology. The proposed architecture makes
use of Bluetooth services, device/service discovery,
etc., to make the process of node conﬁguration fully
automatic, allowing clients to join a MANET in a
simple and intuitive manner by using the application
we have developed.
We evaluated the proposed architecture in terms
of expected conﬁguration time and its dependency
with distance, showing that users are expected to
complete the entire process of joining a MANET in
only a few seconds.
As future work we plan to develop a version of
our client application for several other devices and
operating systems.
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