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ABSTRACT

A Robotics Operating and Control System for a
three-joint robot arm model is presented.

The general

operation of the system in interfacing the robot to the
operator is discussed.

Kinematic equations for the robot

are derived and commands available to the operator are
covered in some detail.

The operation of the Control System

in moving the robot is explained.

Finally, suggestions are

made for further development of the system.
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I.

INTRODUCTION

As the use of robots in industry becomes more
prevalent, the demand is intensified for people trained in
Robotics, as is the demand for research, both in Robotics
and in related fields such as vision and artificial
intelligence.

Unfortunately, the high cost and large size

of the robot system itself places it out of the reach of
most classrooms and laboratories where it could be used to
great advantage.
Tools such as a model robot system can take the place
of the actual industrial robot in these research and
training areas, providing the experience and capabilities
needed.

A student can use the model to help him to

visualize such otherwise abstract concepts as motion and
orientation in three dimensions, while the research
assistant can simulate industrial environments in which to
visualize or demonstrate the results of his work.
The model robot system, or any robotic system for that
matter, may be considered to consist of three subsystems.
For the purposes of this paper these systems will be called
the Physical System, the Control System, and the Operating
Sys tern.
The Physical System is the frame, motors, joints, and
whatever other electronic and mechanical devices are
reguired to produce the desired function.

The Physical

System can be thought of as a group of "links"

(segments),
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connected by "joints", which are moved by "movers"
for example).

(motors,

The inputs to the Physical System are

commands to the movers, such as motor speed.

The outputs

are the actual positions of the links.
The Control System is the part which manipulates the
Physical System in accordance with information passed to it
from the Operating System.

The Control System can be

implemented entirely in hardware

(sometimes called an analog

controller), but hardware costs can be reduced and more
flexibility attained by using a combination of hardware and
software

(a digital controller).

The inputs to the Control

System are the desired characteristics of the Physical
System, such as position of a joint, velocity of a link, and
actual positions of the joints.

Outputs are commands to the

movers.
The Operating System is the interface between the
operator and the Control and Physical Systems.
entirely software.

It is almost

Inputs are commands from the operator.

Outputs are the desired characteristics of the Physical
System.
It would probably be preferable to write software
rather than build hardware whenever possible in order to
reduce hardware cost and increase flexibility for future
changes.

It would definitely be advantageous to make the

system as a whole as realistic, complete, and easy to learn
and use as possible.

Thus, the most feasible alternative in

the construction of a model robot system would be to build
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the hardware required for the Physical and Control Systems
to interface with a microcomputer system.

The software for

the Operating and Control Systems could be written on the
microcomputer system.
Thus, the Operating System and Control System programs
must work interactively, the Operating System communicating
with the operator, and the Control Program with the robotwhile ultimately limited by the hardware, these programs
will define the capabilities and usefulness of the robot
system.
In this thesis the author will present Operating System
and Control System programs written for a three-joint robot
arm using an Apple II Plus microcomputer system.

The types

of commands used will be examined along with the
calculations and bookkeeping required to support these
commands.

The addition of further capabilities will be

discussed along with the theory behind them and procedures
required to implement them.
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II.

TASK DESCRIPTION

The first step in defining the structure and
capabilities of the Operating System and Control programs is
to examine the hardware with which they must work.

The

software can then be defined in such a way as to take full
advantage of the hardware's assets while coping with its
limitations.

A.

THE HARDWARE
The model robot used as an example throughout this

paper is a three-joint single-arm type shown in Figure 1.
It was designed as part of a system which simulates an
industrial assembly line.

Small metallic objects on the

conveyor belt are recognized by a vision system and sorted
by the robot using the electromagnet on the end of its arm.
A block diagram of the hardware for the system is shown in
Figure 2.
The DC motors which drive the joints of the robot are
controlled by a pulse-width modulation system (1), which is
in turn controlled by an Apple II Plus microcomputer system.
The interface to the Apple was designed so that each motor
is configured as an output port.

The desired speed for the

motor is written to the output port and latched by the
pulse-width modulator.

The motor is then driven at that

speed until another speed is written to the port.

The speed

input is a 7-bit binary number plus a forward/reverse bit,

», UMiiiM
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Figure 1.

Three-Joint Robot Arm in Zero Position

Figure 2.

Hardware Block Diagram
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for a total of 126 speed settings in each direction.

A

speed of zero stops the motors.
There is a switch on the pulse-width modulator system
which can disable the computer's control, allowing manual
control of the motors through switches and potentiometers on
the pulse-width modulator box.

An input port is provided in

the Apple interface, allowing the computer to read the
status of this switch as one bit of the port.

This port

will be referred to as the Status Port.
Single-turn potentiometers

(pots) mounted at each joint

and read by the computer through an 8-bit analog to digital
converter (A/D) provide position feedback.

The voltage read

on the pot is proportional to the rotational position of the
pot, and thus to the position of the joint.

An individual

pot is read by writing to an output port assigned to that
pot, which starts the conversion of its voltage into digital
form.

The output of the A/D is an 8-bit binary number

(ranging from 0 to 255 in value) which can be read through
an input port assigned for this purpose.

Since it takes

time for the A/D to perform this conversion, a signal from
the A/D called the End of Conversion (EOC) flag is used to
tell the computer when the A/D is finished.

The EOC flag is

read by the computer as another bit of the Status Port.
If the pots on the joints were perfect, the voltage
read from the pots would increase linearly from zero to the
maximum reading and then immediately back to zero as the
joint rotates.

This is shown in Figure 3, where a reading
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B

Figure 3.

Ideal Feedback Potentiometer Response
B

Potentiometer Position

Figure 4.

(Degrees)
Transition
Area

Actual Feedback Potentiometer Response
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of 128 (80 in hexadecimal notation)

corresponds to a

movement of 180 degrees from a reading of 0.

Unfortunately,

the pots are not perfect, and the actual readings are
similar to the plot in Figure 4.

In this case, a reading of

128 does not correspond to a 180 degree rotation from a
reading of 0.

The software will have to somehow compensate

for this.
Finally, the conveyor belt and the electromagnet can
also be controlled by the computer by writing the
appropriate values to output ports assigned to each of the
two devices.

The conveyor belt's speed is pulse-width

modulated in the same way as the motors on the robot, and
the electromagnet is turned on if the most significant bit
of the number written to it is a one, and off if it is a
zero.

B.

SOFTWARE

requirements

By reading the pots, calculating which direction and
what speed to move each joint, and instructing the pulse
width modulator accordingly, the Control Program should move
the robot as closely to the given path as possible.

Also,

since the robot is moving at times while the program is
calculating, and since the Operating System is running
concurrently, the Control Program should do its job as
quickly and efficiently as possible.
Meanwhile, the Operating System monitors instructions
from the operator, calculating paths for the Control

10

Program, telling the Control Program which paths to execute
and when, and keeping the operator informed of the current
status of the robot.

As with any well-written program that

interacts with humans, the Operating System should be as
easy to learn, simple to use, and error tolerant as
possible.
Both of the programs should check the paths during
generation and execution to make sure that the robot is not
driven out of its normal operating region, resulting
possibly in the model colliding with itself.

Although a

model robot in all likelihood will not damage itself or the
nearby environment, its industrial counterpart can.

In

addition to an interest in realism, the system has no
constructive use of paths which take it out of bounds, and
therefore should inform the operator of the condition
whenever feasible.
However, even if all of these conditions are met, the
robot system will be little more than a toy if a human
operator must directly input the commands.

By implementing

the Operating System in such a way that the commands can be
executed as instructions within a program without inhibiting
any of the other capabilities of the computer, the power of
the robot system will be greatly augmented.

Rather than

applying the computer to the task of running the robot,

it

will add a robotic system to the repertoire of the computer.
The Robotics Operating System and Control System
Programs are referred to as ROS and CS throughout this
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paper.

Together they make up the Robotics Operating and

Control System.

A block diagram of this system is shown in

Figure 5.
Before ROS and CS can be individually defined, the
methods in which they will interface with their environments
and the format of the paths that ROS calculates for CS must
be determined.

This is done in Chapter III.

In working in a three-dimensional space, the operator
tends to think in terms of Cartesian (x,y,z) coordinates.
The robot, however, only knows the position of each of its
joints.

A set of equations is therefore needed to transform

a set of Cartesian coordinates into joint positions, and
back to Cartesian coordinates.

The derivation of these

equations is shown in Chapter IV.
Chapter V discusses the commands that are needed for
ROS and their syntaxes.

In Chapter VI, the operation of CS

using the paths calculated by ROS is covered.
Finally, in Chapter VII, some modifications to the
system designed to improve its performance are presented and
their implementation discussed.

Output to
Display

Input From
Keyboard

Figure 5.

Robotics
Operating
System
(ROS)

Output to
Pulse-Width
Modulator

Path Informa
tion
"Enable”
Positions of
Joints

Control
System
(CS)

v

Input From
, Analog to
^ Digital Converter

Robotics Operating and Control System Block Diagram
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III.

SOFTWARE OVERVIEW

As discussed previously, one of the objectives in
writing the software for the robot system is to integrate
the commands used into the computer system in order to allow
the computer and the robot model to function as much as
possible as a single system.

To this end, the Apple II Plus

system is described along with the Robotics Operating System
program's Command Parse routine.
The procedure required to determine the positions of
the joints from the potentiometers is presented in the next
section.

The allowances which must be made to account for

the imperfection of the pots mentioned in the previous
chapter are also covered.
The Control System program (CS) is a special type of
program.

It must be able to acquire information from the

Operating System program (ROS) defining the path of the
robot, and then move the robot in real time, preferably
without taking up all of the computer's time in the process.
The procedure used by ROS to generate the information is
discussed in the following section.

The method of

implementation of CS which allows it to operate in real time
is described in the last section of this chapter.

A.

THE APPLE SYSTEM AND THE ROS COMJVAND PARSER
The microcomputer system for which the Robotics

Operating and Contol System was written is an Apple II Plus
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system with a floppy disk drive and video monitor (2,3).
The Apple itself runs on a MOS Technology MCS6502
microprocessor chip (4,5).

In order to increase the speed

of operation and access as many special routines and
locations in the Apple as possible the ROS and CS were
written in the 6502 Assembly Language (6).
Normally, programming on the Apple is done in a
language called Applesoft BASIC, which is similar to BASIC
with the addition of some commands for graphics and other
special purposes

(7,8).

Most Applesoft commands can be

executed in either of two modes; Direct or Immediate Mode,
where the command is entered through the keyboard of the
Apple and executed as soon as a Carriage Return is typed,
and Programmed or Deferred Mode, in which a program composed
of Applesoft commands is entered and then executed by the
command "RUN".
The disk is operated by a program called the Disk
Operating System (DOS)

(3,9,10) which is loaded into memory

from the disk when the Apple is turned on.

DOS commands

operate in a fashion similar to Applesoft commands in Direct
Mode, due to the fact that the DOS Command Parse routine
(the program which processes the commands input and either
passes control to the proper subroutine or outputs syntax
errors) is inserted before the Applesoft parse routine when
DOS is loaded.

However, in Programmed Mode this technique

does not work, so the DOS commands must be imbedded inside
specially routed output statements.
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The logical way to integrate the Robot System's
commands into the Apple system is to make them look and
operate as much as possible like Applesoft commands, as DOS
does in Direct Mode.

In this way the Robot System commands

could be considered an extension of Applesoft.

This

objective is accomplished by inserting the ROS Command Parse
routine at the end of DOS's Command Parse routine.
With this modification, a command typed on the Apple
keyboard in Direct Mode enters the DOS Parse routine.

If

not recognized as valid by DOS, the command enters the ROS
Parse routine.

If not recognized by ROS as valid, the

command is passed to Applesoft.

Finally, if Applesoft does

not consider it valid, it outputs a "SYNTAX ERROR" message.
In Programmed Mode, the Robot System commands could be
executed using the output statements used for DOS commands,
but a less awkward alternative is available.

Applesoft has

built into it an "Ampersand Trap" feature which branches to
a special location in memory if the first character in a
command is an ampersand.
defined by a

The memory location branched to is

pointer in memory.

Thus, by setting this

pointer to the ROS Parser and preceeding them with
ampersands, the Robotic System commands may be used within
an Applesoft program.
The final step in integrating the Robotic System into
the Apple is to make the loading of the ROS and CS programs
and alterations of the existing system as transparent as
possible to the user.

When the Apple system is turned on or
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reinitialized, the program with which the current disk was
initialized (usually called "HELLO") is run as soon as DOS
is loaded.

This program is altered on the Robotic System

disks by adding commands to load ROS and CS and make the
necessary patches to the DOS Command Parse routine and the
Ampersand Trap pointer.

Then, by merely turning on or

reinitializing the Apple with this disk in the drive, the
Robotic System is installed without the operator having to
type any special commands.

Except for the memory space

taken up by ROS and CS and the resulting addition of the
Robotics commands, the Apple system has been left unchanged.

B.

READING THE POTS
The potentiomenters on each joint of the arm are

connected as in Figure 6, with the ends connected across a
voltage source and the wiper arm fastened to the shaft of
the joint.

Thus, as the joint position changes, the voltage

from the wiper arm to ground (labeled V ) varies linearly
from the voltage of the source at point B to 0 volts at
point A.

The wiper can rotate around the pot and across the

endpoints A and B.
voltage

Ideally, this rotation will result in a

which changes with the position of the joint as

shown in Figure 3.
This voltage is then input to an 8-bit analog to
digital converter as discussed in Chapter II.

The output of

the A/D is thus a binary number between 0 and 255 which is
proportional to the angular position of the joint measured

Wiper Arm

Figure 6.

Feedback Potentiometer Connections
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from point A.

The position of the joint in degrees for this

ideal pot can be determined by multiplying the output of the
A/D by a scaling factor of 360/256.
The potentiometer may not necessarily be positioned so
that a reading of 0 volts corresponds to the "zero" position
of the joint (discussed in Chapter IV).

In this case, a

constant can be determined for the joint which can be added
to the scaled output of the A/D and the modulo-360 remainder
of the result computed,

(i.e., if the result is greater than

360, 360 is subtracted from the result), yielding the
position of the joint in degrees.
Unfortunately, since the pots are not perfect, the
transition across A and B does not give the sharp breakoff
in Figure 3, but actually results in a voltage Vw as shown
in Figure 4.

This causes problems if the joint is ever

positioned in the transition area, since the A/D cannot
distinguish a difference between points such as C and D in
the figure.

Positioning the joint so that the wiper of the

pot is in this transition zone will thus result in faulty
readings from the A/D.

Therefore this area of the pot must

be avoided.
There are mechanical limits through which the
"shoulder" and "elbow" joints cannot pass.

By positioning

the pots on the joints so that the transition zones of the
pots is within the mechanical limits the transition zone
will not be used.

However, the "base" joint of the robot

does not have any such mechanical limits.

In this case the
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transition zone of the pot is positioned in an area of the
joint movement which is least likely to be used and the
limits of the joint are defined so that this area cannot be
used.
Finally, since the "good" zone of the pots, which still
corresponds to a range from 0 to 255 on the A/D, now only
corresponds to a range of 340 degrees on the joint, the
scaling factor is changed from 360/256 to 340/256 to
compensate.

C.

PATH GENERATION
When controlling the robot, CS will have to find out

where the robot is supposed to be and where it actually is.
With this information it will calculate what the speeds of
the motors have to be and output this information to the
pulse-width modulator.

Finding out where the robot is

should present no problem.

The A/D can be read and the

reading processed as in the previous section for each joint.
The process used to find out where the robot is supposed to
be depends on the path information passed from ROS to C S .
The format of this path information depends in turn on
how much time CS can afford to take to process it.

The

simplest format to process would be a list of points through
which the robot is to pass, evaluated at time intervals that
correspond to the frequency that CS inputs information from
the A/D.

The error in the joint positions can then be

determined by knowing which point in the list is the current
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desired position.

The main disadvantages of this format is

that the list of points will take up quite a bit of memory
space and will take a lot of time to calculate.
The other alternative is to have ROS generate equations
for each joint which CS can evaluate, knowing the current
time, for the joint positions.

If the equation evaluation

is implemented so as to reduce the computation time as much
as possible, this alternative will still be fast enough to
allow the robot to be controlled in a satisfactory manner.
The equations that ROS generates are in the form of
fourth-order polynomials with constant coefficients of the
form

p = c^t

4

+ c^t

3

+ C2t

2

+ c-^t + C q

where p is the position of the joint and t is time.

The

reason for the fourth-order polynomial is discussed in
Chapter VII.

The path information, then, consists of the

coefficients of the polynomials for each joint.

For

complicated paths or paths which require moving through
several points, several sets of equations will be needed.
Each set of coefficients which make up one set of
polynomials for each joint is called a path segment.

The

group of path segments which together comprise a series of
moves is called a path set.
There are several different methods which can be used
to move the end of the arm of a robot (called the
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manipulator or tool-tip)

from one point to another.

A

"direct move" moves each joint at full speed to its desired
position, independent of the other joints.

In "joint

interpolated" motion, a proportional move is executed where
the joint which will take the longest to get to its desired
position is moved at full speed while the other joints are
moved at a speed which will result in all of the joints
reaching their desired positions at the same time.

In

"straight line" motion, the joints are controlled so that
the manipulator travels along a straight line at a constant
velocity between the endpoints.

Finally, in "continuous

path" motion, the manipulator is moved so that it passes
through each point of a given sequence of points,
maintaining a constant velocity of the manipulator and
continuous acceleration of the joints.
ROS supports joint interpolated motion.

The

calculations for the joint interpolated motion can be
calculated fast enough that no advantage is gained by
implementing the direct motion.

The procedure needed to

implement straight line and continuous path motions are
discussed in Chapter VII.
The equations of motion for each joint in joint
interpolated motion are first order polynomials of the form

p = vt + c

where p is the position of the joint, v is the velocity of
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the joint, c is the starting point of the path, and t is
time.

The equations are calculated from the positions of

the joints at the endpoints of each path segment.
The coefficients of these equations are stored by ROS
after calculation in an area of memory called a Path Buffer.
There are five Path Buffers, each of which is capable of
holding the coefficients of up to 45 fourth-order
polynomials, or 15 path segments.

D.

PATH EXECUTION
Thus, when CS is enabled it looks into the appropriate

Path Buffer for the coefficients of the polynomials that
describe the joint motion desired.

In order to evaluate

these equations, though, CS must have some way of keeping
track of the time.
One possibility would be to start the time at zero, do
the necessary calculations and output the speeds for the
joints, increment the time, repeat the calculations, and
continue in this manner until the path is completed.
method is not very efficient for two reasons.

This

First, the

time it takes to do the necessary calculations will differ
depending upon the calculations required, so the increment
of time would have to reflect the average calculation time
rather than the actual time elapsed.

Secondly, it is not

necessarily required to continually monitor the joints in
this fashion.
processing.

Some of this time could be used for other
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The efficiency of this process could be improved by
providing a real-time clock which controls the frequency
that CS does its calculations.

This is accomplished by

having a clock interrupt the computer at set intervals and
implementing CS as an interrupt service routine.
When an interrupt occurs, CS first reads a location in
memory called the Control Byte.
Byte is shown in Figure 7.

The format of the Control

If the least significant bit of

the Control Byte is a one, CS will read another memory
location to determine which Path Buffer it is using, read
the coefficients and do the processing it needs to do to
control the robot arm, and then return control to the
computer.

If the least significant bit of the Control Byte

is a zero, CS will return control to the computer without
trying to control the robot arm.

Thus, ROS can turn CS "on"

or "off" by storing the appropriate quantity in the Control
Byte.
With CS implemented in this fashion, the computer can
do its own processing or commands can be entered and
executed while CS is moving the robot.

The details of the

methods which CS uses to control the robot are covered in
Chapter VI.

Least
Significant
Bit

Most
Significant
Bit
Path
Being
Executed

CS
Enable

Figure 7.

Control Byte Format

NJ
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IV.

COORDINATE TRANSFORMATIONS

As discussed in Chapter III, the equations of a move
segment are calculated using the positions of the joints at
the endpoints.

However, in most cases it is much easier for

the operator to visualize these endpoints in a Cartesian
coordinate system than in joint positions.

In order to

allow the operator to enter an endpoint of a desired path as
a set of Cartesian coordinates,

a set of equations with

which these coordinates can be transformed into joint
positions is necessary.

As it would also be convenient to

allow the operator to request the Cartesian coordinates of
the current position of the manipulator, a set of equations
which perform the opposite transformation is also needed.
The second set of equations discussed above is called
the Kinematic Equations of the robot model.

They will be

derived in the first section of this chapter.

The first set

of equations is called the Inverse or the Solution of the
Kinematic Equations, and is derived in the next section.

A.

THE KINEMATIC EQUATIONS
As developed by Devavit and Hartenberg

(11) the

relationship of a manipulator on one end of an arm to a
coordinate frame at the base of the arm can be specified by
a set of homogeneous transformations called A matrices.

In

this method, a 4 by 4 matrix is specified for each link of
the arm which relates the position and orientation of the
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coordinate frame at the end of the link to the coordinate
frame at the base of the link.

Thus the transformation

which relates the manipulator to the base of the arm can be
obtained as a combination of these A matrices.
Specifically, the transformation

, where k is the number

of links in the arm, is given by the matrix product

Tk =

where

A

1

A

2

A 3 * * * Ak

is the A matrix describing the kth link

transformation.

T

defines the position and orientation of

k

the manipulator, where

n
n
n

X

y
z

0

o
o
o
0

X

y
z

a X
X
a

y

a
0

z

y
z
1

The vectors n, o, and a are mutually perpendicular unit
vectors which describe the orientation of the manipulator as
shown in Figure

8

.

The coordinates x, y, and z specify the

position of the manipulator in the coordinates of the base
frame.

By deriving the A matricies for each link, leaving a

variable in the matrix to represent the link variable (the
parameter that changes as the link is moved), the equations
relating the position of the manipulator with respect to the
base of the arm may be obtained as the relations for x, y,
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Figure

8

.

Manipulator Orientation Vectors

28

and z resulting after multiplying the A matricies together.
As shown by Paul (12) the A matricies can be determined
using the following procedure:
1.

Assign coordinate frames to the link by:
a.

Defining the direction of the z-axis for each
joint as the axis of rotation for a
rotational joint, or as the direction of
movement for a prismatic joint.

b.

Defining the position of the joints such that
the x-axes of all the joints are parallel to
the x-axis of the base coordinate system.
(There may be several configurations of the
arm which satisfy this condition, depending
on how the x-axes are picked.)

2.

Define the link parameters 0, d, a, and a such
that the link transformation is accomplished by
(in the order given):

3.

a.

Rotating an angle 6 about the z-axis.

b.

Translating a distance d along the z-axis.

c.

Translating a distance a along the x-axis.

d.

Rotating an angle a about the x-axis.

Once these parameters are found, the A matricies
can be determined as:

A

cos 9

- sin 0 ccsa

sin6 sina

a cos 0

sine

cose cosa

cos 0 sina

a sin 0

0

0

sina
0

cosa
0

d
1
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For a rotational joint,
a, and a are constants.
variable,

6

6

is the joint variable and d,

For a prismatic joint, d is the

and a are constants, and a is

0

.

Figure 1 shows one possible position of the model robot
which conforms to the above conditions for the zero
positions of the joints.

The reference for the Cartesian

coordinate frame is chosen to be the center of the arm’s
possible range, labeled "0 " in the figure.
The coordinate frames for each joint and link
parameters are shown in Figure 9.
summarized in Table I.

The link parameters are

From the equation for the A matrix,

using the abbreviations

= cos (0 ^) , S^. = sin(Q^) ,

=

= sin(0j + 0]^) , and d 2 ^ = d 2 + d^ from now

cos(0j + 0^) , S

on, the A matricies are found to be

1

1

S

1

i
—i
CO

0
C

0

0

0

C2

C

- 1

0

" S

1

c la l
s la l

0

0

0

1

0

C2 a2

2

S2

C2

0

S2 a2

0

0

1

d2

0

0

0

1
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Figure 9.

Coordinate Systems and Link Parameters
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TABLE I.

Joint

LINK PARAMETER TABLE

Joint # Variable

Base

1

Shoulder

2

ei

a

d (cm)

-90°
0

°

0

°

0

- 6

a (cm)

Ca

1.5

0

9.5

1

0

1

0

S

ol

- 1

0 2

Elbow

3

S3

3

1 2
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A3 =

C3

~S 3

0

S3

C3

0

0

0

1

0

0

0

C 3a3
S 3a 3
d3
1

and the transformation for the arm is

T

A

3

3

C 1C23

-C1S 23

- S

1

C l {C23a 3+ C 2a2+ a l)_Sld 23

S 1C 23

-S1S 23

C

1

S l (C23a 3+C2a2+ a l)+Cld 23

-S 23
0

“C 23
0

0

~ (S23a3+S2a2)

0

1

and thus

x = C 1 (a3 C 2 3 +a 3 C 2 +a 1 )-S 1 d 2 3
y = s 1 (a 3C 23+a3C 2+al)+Cld 23

By measuring the robot model, the values for a^, a ^ r
a 3, d^, and d 2 were found to be 1.5, 9.5, 12, - 6 , and 3
centimeters, respectively.

Thus, the equations for our

model are

x = C l ( 1 2 C 23 +
y = S l ( 1 2 C 23 +

9 '5 C 2 +
9 . 5C 2 +

1.5)

+

3S1

1.5)

-

3C1
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z = - (12S 2 3 + 9.5S 2)

where x, y, and z are the position of the manipulator in
centimeters, and

0

^,

0 2

, and

0

^ are the positions of the

joints of the model in degrees or radians, referenced to the
zero positions defined above.
movement for 0^,

B.

an<^

6 3

The positive direction of

are as shown in Figure

6

.

SOLUTION OF THE KINEMATIC EQUATIONS
In order to be able to find the joint positions

required to position the manipulator at a certain Cartesian
position, we need to obtain the inverse of the equations
derived in the previous section.

Again, as shown by Paul

(1 2 ), these equations can be obtained by using the
identities

<t 3> =

(A1_1 T 3> =

A

rH

2 _ 1

1

1

A

r

<

A

2~

1 <A ! A 2 A 3) _
1 (A2 a 3) =

a

a

2

a

(1)

3

(2)

3

The inverses of A 1 and A 2 can be calculated as

"

0

ci
0

0

0

0

0

0

1

0

CM

-s i

C 2

-1

11

0

-a l
1— 1

0

0

1

si

<

1— 1

11

1— 1
1

<

ci

- S 2

S2

0

- a

2

0

0

0

1

-d2

0

0

1

C

2

Making the proper substitutions in both sides of
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equation (1 ) and multiplying gives

V

1

(T3) = A 2 A 3

C ,n +S ,n
lx
1 y
-n

C to +S.O
lx
1 y
-o

z

C .a +S _a
lx
1
-a

z

-z

z

S„n +C, n
lx
1 y

•S.o +C_o
lx
1 y

-S _a +C a
l x l

0

0

0

=

C 23

“S 23

0

C 23a 3+C2a 2

S 23

C 23

0

S 23a 3+S2a 2

0

0

1

d 23

0

0

0

1

(3 )

Equating the third row, fourth column elements and
using the identities

1

- tan (0 / 2 )

1

+ tan (0 / 2 )

1

- f

1

+ t'

, where t = tan (0 -^/2 )

2

ci =

2

tan(6 ^/2 )

2 1

S, =
1

+ tan 2 (0 ^/2 )

to solve for

2 3

0

-

+ t2

-^ gives

S^x + C-jy

(~ 2 1 )x
=

1

--------------- -1

+ t

- t 2)y

( 1

+

----------------------—
1

+ t
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d2

3

(l+t2) = - 2 tx + (1 -t2)y
= (d2 3 + y)t 2 + (2 x)t + (d

0

- 2 x + / - *^4x2 - 4(d2 3 + y) ( d ^ - y)
23

tan(6 ^/ 2 ) =

=

2

- y)

tan

- 1

2(d23 + y)
/ -x +/-\f x 2 - ( d ^ + y) (d2 3
_____ 23_
+ y
23
7

Note that the resulting equation specifies

- y)

6

^ as a

fuction of x, y, and d ^ .
Next, from the first 2 elements in the last column of
equation (3),

CfX + S-jy

a-j_ - C 23a 3 + C 2a 2
-z = S 2 3 a 3 + S 2 a 2

Squaring both sides of the equations and adding gives

(C-jX + SjY

a j)

+ z

a2

+ a3

+ 2a 2 a 3 (C2 3 C 3 + S 23S 2)

— a2

+ a3

+

2a 2a 3 (C 2 C 3-C2S 2S 3+C2S 3S 2+C 3S 2 )
" a2

2

+ a3

2

+

2

C 3 a 2 a3

Solving for C^,

(C x + S y - a,)

7

C3 =
2

a 2a 3

+ z

7

- a

7

- a,

7
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Also, by trigonometric identity

s 3 = +/- V I - c 32
, , . r.
+/~ V ^ a

2
2

2

_____________
,

~Z

, 2

2

2

a 3 - [(C1 x+S 1 y-a1) +z -a 2 -a 3

2 , 2

]

So, finally

tan~ 1 (S3 /C3)
_W

/

7 .T
2
2 T~
~
,2" 2
2
272
+/- V 4 a 2 a 3 “ L (C^x+S 1y ~ a 1) +z - a 2 - a 3 ]

= tan
(C ^ x + S ^ y - a^ )

2

+ z

2

a2

”

2

~ a3

2

This equation gives 03 as a function of x, y, z, 0^,
and the link parameters.
To solve for the final parameter, ©2, equation (2) must
be used.

Substituting and simplifying yields

A 2_ 1

(A1

_ 1

T 3> = A 3

C 2 (Cln x+ S ln y) S 2 n z
- S 2

C~ (C-,0 +S,0 )-S0o
2
1
x 1 y
2
z

c

2

(Clax+Slay)

(C, 0 +S-,o )—C~o
(Clnx+Slny )-C2 nz -S-,
2
1
x 1 y
2
z ~S 2 (Clax+Slay
- S m +C.n
-S,o +C . 0
-S-,lax +C-,1 ayr
lx
1
y
lx
1
y
0

0

C 2(C^x+S^y-a-^) -S2z-a2
-S 2 (C ^x+S ^y-a
-S ^x+C ^y-d 2
1

-C 2z

=

0
C3

"S 3

0

a3C 3

S3

C3

0

a 3S 3

0

0

1

d3

0

0

0

1

37

From the first two entries of the last column

C 3a3

C2f " S 2Z “ a2

S 3a3 “ ~S 2f “ C2Z

where f = (C-^x + S^y - a^) .
Eliminating C 3 and solving for S 2 /

C 2fz

c 3a3z =
S 3a3f = -S ^f

-S

C 3a 3 Z + S 3 a 3f
=

2

- C 3fz

S2Z

a 3z

-[(C^z + S 3f)a3 + a 2z^
72
2
f + z

Similarly, solving for C 2 ,

C 3 a if — C 2 f

S 3fz — a 2 f
- S 2 fz - C 2 Z

S 3a 3z “

C 3a 3f

2

S 3 a 3z

C 2f

- a 3f + C 3z

2

(C 3f - S 3 z) a 3 + a 3f
=
f

Thus,

2

+ z

2
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-[C z +

(C^x + S^y - a1)]a3 - a2 z

[C3 (C x+S^y-a^-S z]a3+a 2 (C-^x+S^-a.^)

Substituting the measured values of the link parameters
a^, a2 , a3 , d2 , and d^ from Table I gives the equations
specific to the robot model in question, which are

-x +/- V ^ 2 “ (y + 3) (y - 3)
=

2

tan - 1

(4)
y - 3

_1 /
6 2

-12 [C3 z+S 3 (C1 x+S 1 y-l.5) ]-9.5z
(5)

= tan
1 2

[C3 (C1 x+S 1 y-1.5)-S 3 z]+9.5(C^x+Sxy - l .5)

+/- "^51984- [(CjX+Sjy-1. 5) 2+ z2-2 34.2 5] 2
----------------------- 5
o— -------- — )
v
(C x+S y-1.5)z+z -234.25

^ = tan
J

(6 )

where, as before, x, y, and z are the Cartesian coordinates
of the position of the manipulator in centimeters, and
0

, and

0 3

0

^,

are the required positions of the joints in

degrees or radians, referenced to the zero positions defined
previously.

39

V.

THE ROBOTICS OPERATING SYSTEM - ROS

Using the method described in Chapter III to parse the
ROS commands allows the operator to use these commands as if
they were actual Applesoft commands.

The next step is to

define the ROS commands.
As discussed in Chapter II, the commands used by ROS
should be defined so as to possess the following four
characteristics:
1

)

they must be easy to learn and simple to use,

2

)

they must be error tolerant,

3)

they must protect the robot model from crashing
against itself as much as possible, and

4)

except as provided for in 3, they should limit
the capabilities of the hardware as little as
possible.

The third characteristic above is taken care of by the
method discussed in Chapter VI.

The fulfillment of the

others will be determined by the definition and processing
of the commands defined in this chapter.
The ROS commands will be discussed in three sections.
The first section discusses the various forms of the command
which generates and executes the paths along which the robot
model is moved, the MOVE command.

The second section

discusses a group of commands which can aid the MOVE command
in the generation and execution of these paths.
will be referred to as the Move-Related Commands.

his group
The rest
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of the commands do not deal directly with the robot model,
but take care of other aspects of the system.

These

commands will be discussed under the heading of
Miscellaneous Commands.
The syntax and use of ROS commands is covered in detail
in the Robotics Operating and Control System User's Manual
(13) .

a

.

the

move

command

As discussed in Chapter III, in order to move the robot
model, a path set must be obtained and placed in one of the
five Path Buffers.

Then the CS must be informed that it is

to execute that path set.
The MOVE command is a very flexible command which is
used to accomplish this objective in one of several
different ways.

In its different forms, the MOVE command

may be used to:
-

calculate a move segment or group of move
segments, store them in the Path Buffer, and
execute them,

-

load previously calculated groups of move
segments from the disk into the Path Buffer and
execute them,
combine calculated and loaded move segments into
one Path Buffer and execute them,
load the Path Buffer as above without executing
i t , or
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execute the move segments in a Path Buffer
without loading the buffer.
As shown in the flowchart in Figure 10, the MOVE
command's first step is to check and see if the CS is
already executing a path set, implying that the robot model
is currently in motion.

If this is the case, the message

PREVIOUS MOVE STILL IN PROGRESS

is displayed and the new move is abandoned.

This prevents

the possibility of interrupting or changing a path currently
being used by CS before its normal termination.
The next step of the MOVE command processing depends on
whether or not information is supplied which will allow ROS
to generate a path set to load into the Path Buffer before
execution.

If this information is not supplied, ROS will

assume that the path set is already in the Path Buffer and
will proceed to transfer control to the Execution Handler.
As the flowchart in Figure 11 shows, the Execution
Handler checks the Status Port to determine whether the
pulse-width modulator is in Manual Mode or in Computer Mode.
If it is in Manual Mode, CS will not be able to move the
robot, so the message

ROBOT IS IN MANUAL MODE

is output and the move is abandoned.

MOVE

Figure 10.

Flowchart of MOVE Routine

Figure 11.

Flowchart of Execution Handler

44

If the pulse-width modulator is in Computer Mode, the
MOVE command is checked to see if a Path Buffer was
specified.

If none was, the last Path Buffer that was

specified for loading or execution is used.

The Path Buffer

is then checked to make sure that a valid path set is
present.

If not, the message

PATH EMPTY

is output and the move is abandoned.
If all is well so far, the present position of the
robot is read and a move at full speed from there to the
first endpoint in the Path Buffer is calculated and inserted
as the first path segment of the buffer.

This step is

necessary because the robot may have been moved since the
Path Buffer was loaded, in which case the starting point
assumed by the buffer is not the actual position of the
robot.

Finally, CS is told to execute the Path Buffer, and

ROS returns control to the Apple system.
As an example of this process, if the command

MOVE P2

is given, the path set in Path Buffer 2 will be executed.
If, after this move is completed, the command

MOVE
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is given, the path set in Path Buffer 2 will again be
executed.
If the information needed to generate a path set is
furnished with the MOVE command, ROS will generate the path
set and store it in the Path Buffer specified at the end of
the MOVE command.

If no Path Buffer is specified, the path

set is stored in Path Buffer 0.

Each Path Buffer contains

enough space to hold about 15 path segments.

If a MOVE

command is attempted that generates a path set which exceeds
this length, the message

PROGRAM TOO LARGE

is output and the move is abandoned.
The path generation information could consist of data
needed in order to calculate path segments or the names of
disk files which contain path segments previously calculated
(using the LEARN command) or both.

If a path name is

specified, ROS will look for a disk file of that name with
the extension ".MVE".

If it finds it, the file is loaded

into the Path Buffer, leaving enough space in front of the
loaded file to insert one path segment.

Then a move at full

speed is calculated from the last endpoint specified (or the
present position of the robot, if this is the first set of
paths for the Path Buffer)
file.

to the starting point of the
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For instance, the command

MOVE("PICK") , ("PLACE") ,P2

will cause ROS to:
1)

find the file PICK.MVE on the disk and load it
into Path Buffer 2, leaving a space at the
beginning of the buffer,

2

)

calculate a move at full speed to the starting
point of PICK from the present position of the
robot and store it in the spot left vacant in
Path Buffer 2,

3)

find the file PLACE.MVE on the disk and load it
into the buffer after PICK, again leaving a
space,

4)

calculate a move at full speed to the starting
point of PLACE from the endpoint of PICK and
store it in the space left in the buffer for it,
and

5)

transfer control to the Execution Handler.

Note that the Execution Handler recalculates the first path
(repeating step 2) before turning the path set over to CS
for execution.
If the file is not found on the disk, the message

FILE NOT FOUND
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is output by DOS arid the move is abandoned.
In order to calculate path segments, the coordinates of
the endpoints of the segments can be entered in either
Cartesian or joint form.

Cartesian coordinates are entered

as three numbers, separated by commas, representing the x,
y, and z coordinates of the endpoint in centimeters.

The

equations developed in Chapter IV are then used to translate
them into joint positions.

The coordinates are checked to

make sure that they define a point within the robot's
operating range.

If not, the message

OUT OF RANGE

is output and the move is abandoned.
Joint positions are entered as three numbers,
by commas, representing the positions of the first
joint, the second (shoulder)

separated
(base)

joint, and the third (elbow)

joint in degrees, followed by a comma and then the letter
"J" .
The Path Speed, which is the percent of the maximum
speed at which the path segment will be executed, is entered
after the coordinates of the endpoint of the path segment
that it affects.

The Path Speed is entered as the letter

"S", followed by an integer representing the percent of full
speed desired.

If no speed is entered, full speed is

ass umed.
Using this information, a path segment is calculated as
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described in Chapter III.

Once calculated, the path segment

is loaded in the indicated Path Buffer, and the next path
segment or disk file is processed and loaded until the path
set is completed, at which time the path is executed.
Thus, if the command

MOVE(0,0,0,J ) ,(15,-3,0),(0,0,0,J ,S50)

is entered, ROS will:
1

)

calculate a move at full speed from the present
position of the robot to the zero position and
store it in Path Buffer 0,

2

)

calculate the joint position equivalent to the
Cartesian point (15,-3,0), calculate a move at
full speed to that point, and store it in the
buffer,

3)

calculate a move at half the full speed to the
zero position and store it in the buffer, and

4)

transfer control to the Execution Handler.

If a speed other than 100% had been specified for the
first path segment, the initial calculation of the segment
would be for that speed.

However, the Execution Handler

will recalculate the same move at full speed at the time of
execution, nulifying the speed specification in the first
segment of the command.
There is a variation of the coordinate specification
which allows coordinates to be taken from one of five
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buffers in memory instead of being explicitly specified in
the MOVE command itself.

These buffers are called

Coordinate Buffers and are labelled VO through V 5 .

This

variation is designed to let a program calculate the
coordinates of the MOVE instead of having to choose between
MOVEs with fixed coordinates.
Each coordinate is stored in the Coordinate Buffer as a
two-byte number.

The first byte is the absolute value of

the integer part of the coordinate.

The first bit of the

second byte is the sign bit ("1 " for a negative number).
The last seven bits of the second byte is an integer
representing the fractional part of the coordinate times one
hundred.

The largest coordinate that can be stored in this

format is 255.99.

Thus, a joint position of 260 degrees or

more (or -260 degrees or less) must be specified by an
equivalent negative

(or positive) angle.

The memory locations used for the Coordinate Buffers
are shown in Table II.
The final type of path information that can be supplied
with a MOVE command is the Hold path.

The Hold path is a

path which creates a delay at the present position.

A hold

is specified by "H#" in the MOVE command, where # is the
hold time in tenths of seconds at 100% Execution Speed
(inversely proportional to the Execution Speed otherwise).
The maximum value of the hold time is 600.
An example of these last two forms of the MOVE command
is the command
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TABLE II.

MEMORY LOCATIONS OF THE COORDINATE BUFFERS

Decimal

Hex

26112
26113
26114
26115
26116
26117
26118

6600
6601
6602
6603
6604
6605
6606

Coordinate
> Buffer 0

Coordinate
> Buffer 1
26123
26124

6 6
6 6

0B
0C

\

>Coordinate
Buffer 2
26129
26130

6611
6612
>Coordinate
Buffer 3

26135
26136

6617
6618
>Coordinate
Buffer 4

26141
26142

61D
661E

6

>Coordinate
Buffer 5
26147

6623
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MOVE (V3,J) , (H200) , (V0,S30)

which wills
1

)

move to the joint positions specified in
Coordinate Buffer 3,

2

)

3)

hold there for

2 0

seconds, and

move at 30% speed to the Cartesian coordinates
specified in Coordinate Buffer 0.

Again, note that due to the Execution Handler's
recalculation of the first path segment, a hold specified as
the first path segment will be wiped out.

(If a hold is

desired as the first part of a path set, the sequence
(HO) , (H#) can be used.

The first hold will be replaced by a

move to nowhere.)
The final form of the MOVE command is the "deferred
execution"
with a "W".

form, specified by the termination of the command
this form of the MOVE command operates exactly

as described before except that control is not passed to the
Execution Handler after the path set is loaded into the Path
Buffer.

This type of command is used to load a Path Buffer

for a future MOVE command.
Thus,

the command

M O V E (0,0,0,J) , ("PICK") , (H10 0) , (Vl,S50) ,P4,W

operates as follows:
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1

)

a full speed move to the zero position from the
present position of the robot is calculated and
stored in Path Buffer 4,

2)

the file PICK.MVE is loaded from the disk and
stored in the buffer,

leaving a gap which is

subsequently filled with a move from the zero
position to the starting of PICK,
3)

a Hold of 100,

(10 seconds at full Execution

Speed), is calculated and stored in the buffer,
4)

a move at half speed from the endpoint of PICK
to the Cartesian coordinates in Coordinate
Buffer 1 is calculated and stored in the buffer,
and

5)

ROS returns control to the Apple.

Unlike the other MOVE forms, a "deferred execution"
MOVE may be executed with the pulse-width modulator in
Manual Mode.

It may not be executed while CS is executing a

path.

B.

THE MOVE-RELATED COMMANDS
While the MOVE command is very powerful by itself, the

addition of seven more commands can increase its
effectiveness and simplify its use.
1.

L E ARN.

A very popular method of programming

industrial robots is to "teach" the robot by guiding the arm
manually through the desired path,
strategic points along the path.

storing way-points at
The path can be recreated

53

later by using the way-points as endpoints for path
segments, much like the MOVE command does.

The advantage of

this method is that the operator can see the position the
robot without having to calculate the coordinates.
The LEARN command gives the operator the ability to do
this with the model robot.

The operator may also enter a

set of coordinates or Halts as in the MOVE command, if
desired.

After a path set is learned with this command it

is stored on disk and in Path Buffer 0.

The path set can

then be executed immediately by giving the command

MOVE

or later by using a MOVE command with the name of the file.
To use the LEARN command the operator enters

LEARN "PATHNAME"

where PATHNAME.MVE is the name of the file in which the
LEARN command will store the path set.

ROS will then ask

for the starting point for the path set by displaying the
message

STARTING POINT?

If the pulse-width modulator is in Manual Mode when the
RETURN key is pressed, ROS will assume that the present
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position of the robot is to be used.

If the pulse-width

modulator is in Computer Mode, ROS will expect that the
coordinates of the point have been entered.

The format for

the coordinates is the same as for the MOVE command.
If the operator wishes to enter the points by
positioning the robot, he must switch the pulse-width
modulator to Manual Mode.

Then, by means of the switches on

the pulse-width modulator, he positions the robot to the
desired point.
ROS will then ask

NEXT POINT?

Again, the position of the switch upon RETURN is used
to determine the source of the point data.

If the Path

Speed for the segment is to be other than 100%, it is
entered also.

Instead of an endpoint, a Halt may be

specified by entering H# as in the MOVE command.
All entries in Computer Mode must be enclosed in
parentheses.

Manual Mode entries are not.

When RETURN is entered, ROS will input the data and
again ask

NEXT POINT?

The process is then repeated for the next path segment.
When the path set is completed the operator enters "E"
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after ROS asks for the next input.

ROS will then save the

file on disk and store the path set in Path Buffer 0.

To

abort the path set without saving or storing it, "X" is
entered instead of "E".
For example, the series of commands

LEARN "PICK" l
STARTING POINT?
I

NEXT POINT?
S75 l
NEXT POINT?
H400 >
NEXT POINT?
(0,0,0,J,S90)

l

NEXT POINT?
E }

where l signifies the RETURN key,

(and thus a line entered

by the operator), will:
1

)

calculate a path segment at

7 5

% speed from the

position of the arm when the RETURN after
STARTING POINT? was entered to the position of
the arm when the next RETURN

(after S75) was

entered,
2)

calculate a Hold path segment
full Execution Speed)

(for 40 seconds at

at that point,
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3)

calculate a path segment at 90% speed from the
endpoint of (1 ) to the zero position of the
robot,

4)

and

store this path set under the name PICK.MVE on
disk and in Path Buffer 0.

For this example, the pulse-width modulator must be in
Manual Mode until the zero position coordinates are entered,
at which time it must be in Computer Mode.
the case, a syntax error will result.

If this is not

It can be in either

mode when the "E" is entered.
In Computer Mode data for more than one path segment
may be entered at once.
needed,

In fact, if no Manual data is

all of the information can be entered in one line,

such as the command

LEARN "PICK", (0,0,0,J) , (15,5,-10,S75) ,(H400) , (0,0,0,J,S90) ,E

which, with the exception of the positions of the first two
points, is the same as the previous example.
2.

S_.

The Execution Speed is the percentage of

maximum speed at which the path set is executed.

The value

of the Execution Speed is set at 50% on initialization of
the system, but can be set to any integer value between
and

S#

1 0 0

inclusive by the command

0
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The actual speed of the MOVE will thus be the Execution
speed times the Path Speed, where both are percentages.
Thus, in the following command seguence,

S 75
MOVE (VO ,S80)

the MOVE will be executed at 60% of full speed.
3.

W.

In some situations, such as when MOVES are

executed from within a program, an indication is needed to
let the operator (or the program, in this case) know that a
MOVE is not currently active so that the next MOVE can be
executed.

The W instruction is a continuous check of CS

that will not return control to the operator until CS is not
executing a path.

Thus, by executing a

W

before a MOVE command, PREVIOUS MOVE STILL IN PROGRESS
errors can be avoided.
4.

Arm Configuration Commands.

When the manipulator

position is specified in Cartesian coordinates there are
usually four distinct sets of joint positions that will
yield the same desired manipulator position.

These four

possibilities are shown for one point in Figures 12 through
15.
In Figures 12 and 13, the "shoulder" of the robot is on
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Figure 12.

Figure 13.

Right-Handed Elbow-Up Configuration

Right-Handed Elbow-Down Configuration
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Figure 14.

Left-Handed Elbow-Up Configuration

Figure 15.

Left-Handed Elbow-Down Configuration
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the right side of the base, and is thus called the
"Right-Handed" configuration.

In the other two figures the

robot is in "Left-Handed" configuration.
In Figures 12 and 14, the "elbow" is positioned so that
it points upward,
configuration.
"Elbow-Down"

and is referred to as the "Elbow-Up"

Likewise, the other figures depict the

configuration.

The different configurations are specified during the
calculation of the joint positions from the Cartesian
positions by choosing either the plus or the minus in
equations
equation

(4) and

(6 ) from Chapter IV.

Choosing plus in

(4) results in the Right-Handed configuration,

minus results in Left-Handed.

Choosing plus in equation

(6 )

will result in Elbow-Up in Right-Handed configuation and
Elbow-Down in Left-Handed.

Choosing minus, then, will give

Elbow-Down in Right-Handed and Elbow-Up in Left-Handed
configuration.
After initialization the system is set up to choose
Right-Handed, Elbow-Up configuration.

This choice can be

changed by the commands RIGHTY, LEFTY, ELBOW UP, and ELBOW
DOWN.

C.

MISCELLANEOUS COMMANDS
1.

CALEB.

As discussed in Chapter III, when a

potentiometer is read to determine the position of a joint,
a constant is added to "calibrate" the reading before the
reading is converted into degrees.

The CALIB command allows
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the operator to calibrate the robot by defining these
constants for each joint.
To calibrate the robot, the operator enters the command

CALIB

ROS then outputs the message

MOVE HAL INTO 'CALIBRATE' POSITION
ENTER 'RETURN' WHEN DONE

Using the controls on the pulse-width modulator in
Manual Mode, the operator moves the robot into its "zero"
position and then enters "RETURN".

ROS will read the pots

and set the constants as the negatives of each pot reading.
This command is inserted in the "HELLO" program on the
Robotics disks so that it is automatically executed (before
any MOVE commands can be executed)

after the Robotics System

is loaded into memory.
2.
the robot,

DISPLAY.

To help the operator in the operation of

it would be beneficial to allow him to request

information pertinent to the current state of the system.
The DISPLAY command does this by listing the current values
of the following quantities on the Apple's monitor screen:
the position of the robot in Cartesian and joint
coordinates,
the Execution Speed,
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the last Path Buffer loaded or executed,
the arm configuration

(Right-Handed Elbow-Up,

e t c .),
the contents of each of the Path Buffers.
The information displayed for the contents of the Path
Buffers is the actual information specified in the MOVE
command which loaded the buffer.

If the buffer was loaded

with a LEARN command the name specified for the path is
displayed.
3.

Electromagnet Control Commands.

As described in

Chapter II, the electromagnet can be turned on and off by
storing the appropriate number in an output port reserved
for that purpose.

This can be done using the Applesoft POKE

command if the address of the port and the value required
are known.

The ROS commands PICK and DROP simplify this

operation by storing the number in the port for the
operator.

PICK turns on the electromagnet.

DROP turns it

of f .
4.

BEL T .

As with the electromagnet, the speed and

direction of the conveyor belt can also be controlled
directly by the operator.

However, this operation is again

simplified by the ROS command

BELT (#)

where # is an integer between -127 and 127 which represents
the desired speed of the belt.

thus, the command
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B E L T (127)

will turn the belt on at maximum speed in the forward
direction

(toward the robot).

B E L T (0)

turns the belt off.

The command
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VI.

THE CONTROL PROGRAM - CS

As explained in Chapter III, the Control program (CS)
is implemented as an interrupt routine in order to control
the robot efficiently in real time.

Therefore,

at

presettable intervals the real time clock requests an
interrupt.

The computer will complete the execution of the

current instruction and then jump to C S .

The flowchart in

Figure 16 shows the procedure followed by CS to service the
interrupt.
To avoid affecting the outcome of the interrupted
processing, the first thing that CS must do is save all of
the registers and memory locations that it shares with the
normal processing routines so that it can restore them
before returning control to the interrupted processing.
Both ROS and CS have to be able to determine the
present position of the robot - ROS to calculate paths and
CS to control the joints during a move.

However, since the

A/D is read by first telling it which pot to read and then
waiting for the conversion, both ROS and CS cannot use the
A/D.

For instance,

if ROS tells the A/D to read a joint and

CS interrupts and uses the A/D while ROS is waiting for the
End of Conversion, the result that ROS finally reads from
the A/D may not be the reading that it asked for.

This

dilemma is avoided by having CS read the position of the
robot every time an interrupt occurs and storing the results
in memory locations reserved for that purpose.

ROS can then
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Figure 16.

Flowchart of Control Program
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access these memory locations when it needs to know the
robot's position.
After saving the registers and reading the position of
the robot, the next step taken by CS depends on the current
state of the system.

By reading in the Status Port of the

pulse-width modulator CS determines whether the pulse-width
modulator is in Computer or Manual Mode.

If it is in Manual

Mode, CS continues as described in the last section of this
chapter.

If it is in Computer Mode, CS checks the

least-significant bit of the Control Byte to determine if it
has been "enabled" by ROS to execute a path.

If not, the

robot should not be moving, so the motors are turned off by
writing a speed of zero to each motor port.

Then the saved

registers are restored, the interrupt line set by the clock
is reset allowing the clock to interrupt again later, and
control is restored to the interrupted processing.

A.

CONTROLLING THE JOINTS
If CS is enabled to execute a path, the

most-significant bit of the Control Byte is checked to
determine if CS has already started executing a path.
this bit is a zero, there is no path being executed.

If
In

this case, CS determines which Path Buffer is to be executed
and sets its pointers to that buffer.

Then the Time

Counter, a two-byte memory location used to keep track of
the real time, is set to zero and the starting points are
calculated as described in Section 2 of this chapter.
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If the most-significant bit of the Control Byte is o n e ,
CS has already started to execute the path.

In this case

the Time Counter is compared to the Maximum Time Count for
the current path segment.

(A Maximum Time Count is

calculated for each path segment by ROS and stored along
with the equation coefficients in the Path Buffer.)

If they

are equal, the end of that path segment has been reached.
The pointers are then advanced to the next path segment of
the Path Buffer, the Time Counter is set to zero, and the
path equations are evaluated for the first point of the new
path segment.

If the Time Counter does not equal the

Maximum Time Count, a new value is calculated for the Time
Counter before the path equations are evaluated.
1.

Calculating the T i m e .

The value of the Time

Counter is used when evaluating the equations for each path
segment, and thus should reflect the "real" time.

This

could be done by simply incrementing it at every interrupt,
but another method can be used in order to easily implement
the Execution Speed option discussed in Chapter V.

In this

method a constant equal to 2.55 times the Exectution Speed
percentage
8

(specified using the "S" command)

-bit Fractional Speed byte.

is added to an

The overflow from this

modulo-256 addition is then added to the Time Counter.
Thus,

if the Execution Speed is 100 percent, the Time

Counter is incremented 255 out of 256 times that the
addition is performed, or roughly every time.

On the other

hand, if the Execution Speed is 50 percent, the Time Counter

6 8

is incremented 127 out of 256 times, or roughly half the
time.

The value of the Time Counter will therefore be

incremented in proportion to the Execution Speed, and thus
the paths will be executed at a speed proportional to the
Execution Speed.
2.

Evaluating the Path Equations.

After determining

the value of the Time Counter the desired positions for each
of the three joints are determined by reading the
coefficients of the fourth-order polynomial from the Path
Buffer and evaluating the equation

p = c^t

4

+ c^t

3

+ C£t

2

+ c^t + C q

If this equation is evaluated as it stands, it would
take 10 multiplications and 4 additions.

Since the 6502

microprocessor does not have a hardware multiply
instruction, the multiplications have to be performed as
repeated additions.

This will take quite a few steps, and

thus will be responsible for the bulk of the execution time.
Since the total execution time of CS should be as short as
possible, a more efficient method of calculation is
desirable.

Using Horner's Scheme(4), the equation can be

rewritten as

P = { [ (c4 t + c3 )t + c2 ] t + c1 }t + cQ

This equation can be implemented with 4 multiplications and
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4 additions, and thus a drastic savings in execution time.
3.

Calculation of Motor Speeds.

Once the desired

position of a joint is determined it can be compared to the
actual position of the joint and a motor speed can be
calculated which will move the joint to that position.

The

simplest way to do this calculation is to subtract the
actual position form the desired position, thus obtaining
the position error, and multiply by a gain constant.
This technique works if the error is large, but the
gain constant must be very large for the joint to respond to
small errors.

The reason for this is that due to the

friction developed in the joints and gear trains,

and due to

gravitational effects in some positions, the joints will not
move unless a certain motor speed is exceeded.

We can

compensate for this by adding a "base speed" that roughly
corresponds to this starting speed to the result of the
multiplication.
The response can be further enhanced by comparing the
sign of the position error calculated during the last
interrupt for that joint to the sign of the present error.
If they are the same, CS assumes that the last motor speed
output was not enough to compensate for the previous error,
and the motor speed calculated above is doubled.
This speed is then output to the motors through the
pulse-width modulator.

Then the saved registers are

restored, the interrupt line is cleared, and control is
returned to the interrupted processing.
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Although this control scheme is definitely not optimal,
its calculation time is fast enough that the interrupt
frequency can be set at 100 Hz.

By correcting itself 100

times a second, the control scheme works very well in actual
operation.

(In fact, at slow speeds the resolution of the

8-bit A/D can be observed as the robot seems to "click" from
one setting to the next.)
4.

End of Path Control.

Before resetting the pointers

to the next path segment when the Time Counter reaches the
Maximum Time Count of the current path segment, CS checks
the Maximum Time Count of the next path segment.

If it is

zero, the current path segment is the last segment of the
path set.

In this case the pointers are not advanced and

the time counter is not incremented.
of the joints
path)

The desired positions

(which are now the final positions of the

and the motor speeds are calculated as before, but now

the motor speeds that are output are monitored.

When all of

these speeds are zero for 10 interrupts in a row CS assumes
that the robot has stopped at its final position and
"disables" itself by storing zeros in the most-significant
and least-significant bits of the Control Byte, cancelling
the m ove.
5.

Joint Error Detection.

In order to provide some

degree of self-collision protection to the robot, CS
compares the joint positions as it calculates them to a set
of limits for each joint.

When it detects a position which

is out of the permissible range for that joint it

71

immediately stops the robot, cancels the move as described
in the previous section, and outputs the message

JOINT # x OUT OF RANGE

where x is the number of the joint.
The limits of the "elbow" and "shoulder" joints are
defined by the physical limits of the joints discussed in
Chapter III.

The limits for the "base" joint are defined by

the placement of the transition zone of the potentiometer on
that joint, also discussed in Chapter III.

The joint limits

are summarized in Table III.

B.

MANUAL MODE PROCESSING
When the operator is positioning the robot it would

probably be advantageous for him to know the current
position of the joints.

Therefore, when in Manual Mode, CS

outputs on the top of the monitor screen the information

J1 = xxx

J2 = xxx

where xxx is the position,

J 3 = xxx

in degrees, of each joint.

Since the robot cannot be controlled by the computer if
the pulse-width modulator is in Manual Mode, CS stores zeros
in the motor ports if the pulse-width modulator is in Manual
Mode when an interrupt occurs.

CS also clears the Control

Byte to cancel a move if one was in progress.

This allows
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TABLE III.

Joint #

ROBOT PHYSICAL LIMITS

Illegal Range

1

1660 - 210°

2

70° - 140°

3

136° - 230°
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the operator to use the Computer/Manual switch on the
pulse-width modulator as a "panic button" to stop the robot,
should trouble arise.
After clearing the Control Byte the saved registers are
restored, the interrupt line is cleared,
returned to the interrupted processing.

and control is
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VII.

SUGGESTIONS FOR FURTHER WORK

Although the Robotics Operatng and Contol System
described in this paper works well as it stands,
improvements can always be made, both in hardware and in
software, to add new features or reduce existing
limitations.

For instance, installing potentiometers which

do not have a "transition zone" as discussed in Chapters II
and III would eliminate the need for limits on the "base"
joint of the robot.
The improvements suggested in this chapter are by no
means comprehensive, but should go a long way toward making
the system as realistic and flexible as possible.

A.

IMPROVING THE CONTROL SYSTEM
As mentioned in Chapter VI, the present algorithm used

to calculate the motor speeds in the Control program is not
optimal.

Under most conditions it is more than

satisfactory.

However there are situations where CS has

difficulty controlling the arm in a smooth manner.

While

this could be caused by many factors, there are two problems
which contribute considerably to this error.
One of these problems is the fact that the gain which
is used by CS is constant for a given error, whereas the
output to the pulse-width modulator corresponding to the
speed required by the motor to correct the error depends on
the current position of the robot.

For example, the speed
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required to move the shoulder upward from the zero position
(where it is pointing straight out from the base)

is much

greater than the speed required to move it downward from the
same position.

Even worse,

these speeds in this same

position change with the position of the elbow joint.

Thus,

to insure that the robot will not "get stuck", the maximum
speed required must be the consideration used when the gain
constant is determined at the expense of "over-controlling"
the joint when a position requiring minimum speeds is
encountered.
Compensating for this by making the gain a function of
the positions of the joints is one alternative which could
be used, but this would increase the calculation time of CS
significantly,

requiring adjustment of the interrupt

frequency to compensate.

Another alternative which would be

less expensive in time would be to install strain gauges on
each joint to provide torque feedback to the system.

The

gain could then be calculated as some simple function of the
position error and of the torque on the joint for more
realistic control.

The torque feedback could also be used

for such applications as collision detection and
determination of the mass of a load.
The other problem with the present Control System is
the resolution of the analog-to-digital converter.

With an

8-bit output the A/D can represent up to 256 different
positions for each joint.

This corresponds to 1.4 degrees

per "step", resulting in motion at slow speeds which seems
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rough.

This could be corrected by installing a 12-bit A/D

giving a resolution of .088 degrees per step, more than
enough for smooth motion.
The optimal solution to controlling the robot would be
to dedicate a microprocessor to each joint whose only
function is to constantly monitor and correct the position
of each joint.

The path information could be transferred to

the control processors from the host computer
the Apple)
buffer.

(in this case,

through shared memory space or through a FIFO

This implementation would relieve the host computer

of the interrupt routine,

allowing it to process at full

potential while the robot is running.

This could be taken

one step further by having each processor

(or another

processor which acts as an interpreter between the joint
processors and the Apple)

calculate the paths,

freeing time

and memory space currently used by the Robotics System.

B.

ALTERNATE PATH MOTIONS
When applying a robot to precision tasks such as spray

painting and welding, the Continuous Motion and Straight
Line Motion alternatives discussed in Chapter III would be
useful, if not essential.

Provisions have been made to add

these types of motion to the Robotics System, but the
algorithms required to do the calculations have not been
implemented.

The equations required for these motion

options are presented in this section.
1.

Continuous Path Motion.

A motion trajectory can be
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defined by a set of points through which the manipulator of
the robot is to pass, with predictable motion between the
points and without stopping between the points.

A smooth

trajectory can be assured by specifying that position,
velocity,
path.

and acceleration are all continuous throughout the

A continuous motion path can be generated for a given

set of way-points by expressing each path segment which
connects the way-points as a polynomial which satisfies
these boundary conditions.
The first of these polynomials must have position,
velocity, and acceleration continuous with the next
polynomial, plus it must have a velocity and an acceleration
of zero at the starting point since it is assumed that the
robot will begin and end the trajectory in a halted
condition.

Similarly, the last polynomial must have

continuous position, velocity,

and acceleration with the

polynomial previous to it, and a velocity and an
acceleration of zero at the final point.

Therefore,

these

segments will have to be represented by a 4th order
polynomial

(15).

The inner polynomials must have continuous

position, velocity,
both sides,

and acceleration with the segments on

and will thus be 3rd order polynomials

Ahlberg, Nilson,

and Walsh

(15).

(16) have shown that a

curve-fitting method known as spline functions can be used
to provide the shortest path between these points that
satisfies the above conditions.

Ho and Cook

(17) have

derived the equations necessary for calculation of these
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polynomials.

In this method, the way-points and the time

intervals allotted for each path segment are used to
calculate the coefficients of the polynomials in the form

p = c^t

4

+ c^t

3

+ C2t

2

+ c-^t + C q

The velocity at each way-point is calculated for a path
with n+1 way-points and n time intervals

(and thus n

segments) by solving the equation

0

0

0

(t 2+ t 3^
2

(t 3+t 4 )
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for v, through v _ , where:
1
n-1
t, is the time allotted for the kth segment
k
p is the kth point in the path,
K

and

is the velocity at the endpoint of the kth
segment.
The coefficients of the first polynomial can then be
calculated as

co = p o
C. = 0
c2 = 0

c 3 = t 1-3 (-4pQ + 4Pl - v ltl)
C4 = V

4(3P0 ' 3 P 1 + V lt l)
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The coefficients of the middle polynomials are

k-1
cn = v.
k-1
c~ =

H.

(3pk

= V ^ " 2^
=

3pk-l

vk fck

2vk-l tk )

+ 2pk-l + vk fck + vk-l tk )

0

where 2 < k < n-1.
For the last segment, the coefficients are

C1 “ vn-l
c2 =

n - 6pn-l “ 3vn-l V

c3 = fcn‘3(-8pn + 8pn-l + 3vn-l tn )
c4 = tn"4(3pn ' 3pn-l “ vn-l tn )

The time allotted for each path segment can be
calculated in several different ways if it is not specified
ahead of time.

One such method which would allow

approximately constant velocity over the trajectory would be
to make the time proportional to the distance between the
endpoints of the path segment.
2.

Straight Line Motion.

Straight line manipulator

motion could be accomplished by substituting linear
equations in Cartesian coordinates into equations
and (6) of Chapter IV.

(4),

(5),

However, this quickly gets extremely
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messy and CS is not capable of handing equations in this
form, so another method is necessary.
As shown by Edwall

(18), straight line motion may be

approximated using the continuous path scheme of the
previous section by breaking up the intended path into
smaller segments and calculating a continuous path using
these points.

The more segments that the path is broken up

into, the closer the result will approximate a straight
line.
Since the continuous path motion is already available,
this method of implementation for the straight line motion
is straightforward.

Care must be taken when using this

scheme, since the Path Buffers will only hold enough
information for 15 path segments.
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VIII.

CONCLUSIONS

In this thesis the author has presented the software
for a Robotics Operating System which is capable of
controlling a 3-joint robot arm model using an Apple II Plus
microcomputer system.
It was shown that two distinct programs are required
for the Robotics System;

an Operating System program (ROS)

and a Control System program (CS).

The Operating System

program handles the interface between the operator and the
computer.

It was designed to be as flexible and easy to use

(as well as transparent to the user in loading and
operation)

as possible by writing the routines in assembly

language and configuring the Robotics commands
extention of Applesoft BASIC.

as an

In this way the robot can be

controlled either by the operator directly or through an
Applesoft program.
The interface between the computer and the robot is
accomplished by the Control System program.

Inputs to a

pulse-width modulator which correspond to the desired speeds
of the motors on each joint are calculated at a rate of

1 0 0

Hz, providing smooth control of the robot over paths
calculated by the Operating System program.
Finally, several areas where work can be done, both in
hardware and in software,
system were covered.

to improve the operation of the
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The intention in the design of the Robotics Operating
and Control System was to make it as simple as possible for
someone with little or no previous knowledge of Robotics to
use.

It is the author's hope that this system will prove to

be a very powerful tool, both in research and in instruction
in the field of Robotics.
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