A new simulator for cellular neural networks (CNNs) is presented. In contrast to other simulators, the CNN cells are visualised in a grid structure, the values of the input and states being represented by colours. While the integration of the system is in progress, the user can examine the way in which the CNN evolves, thus gaining an insight into its dynamics.
Introduction: Since their introduction in 1988 [1, 2] , considerable effort has made towards developing simulation environments for cellular neural networks (CNNs). The simulation of a CNN entails the integration of the following nonlinear system of first-order differential equations:
where u denotes the CNN input vector, x the state vector, y = f ( x ) the output vector, f (.) a nonlinear function, A the feedback template matrix, B the control template matrix, i the bias vector, and ∂ the contribution from the boundary. CNN cell capacitance and resistance are assumed to be normalised to unity.
Existing simulators mostly aim to increase the computational efficiency. In fact, having an efficient simulator at our disposal is a prerequisite for research in CNN-related areas. However, most tools provide only the output of a CNN at the equilibrium point, without revealing information about its dynamics. From the user's point of view, these simulators behave like black boxes. Forming an idea of how a CNN 'works' is left to the imagination, a severe shortcoming, especially for those people who are not yet experienced in CNN theory. This is where the simulator presented in this Letter becomes relevant. The basic idea is to create a visualising CNN simulator that allows us to track the way in which the state trajectories evolve, thus gaining an insight into the behaviour of CNN dynamics. The simulator permits the graphical creation of an input image, an easy change of template values, and instant visualisation of the resulting effect on the individual CNN cells. At the same time, since the simulator is also meant to be useful for those who are new to the CNN area, it is kept simple; the number of parameters to be entered by the user is minimal.
Since the program is written in Java and is accessible through World Wide Web on http://www.isi.ee.ethz.ch/ ~ haenggi/CNNsim.html there is no need to download and compile it explicitly, and it is easily and publicly accessible. The source code is available under the same address.
Characterisation: The simulator integrates a N × N ( N ≤ 50) CNN; the templates are restricted to the nearest-neighbour case and are assumed to be spatially invariant. The output function is taken to be the following piecewise linear function
The CNN length N and the value of its boundary cells cannot be set interactively but may be specified as parameters when the program is invoked. The graphical user interface ( Fig. 1 ) provides two N × N grids representing the input u IJ (or x IJ (0), depending on the template set) on the left grid, and the state x IJ ( t ) or the output y IJ ( t ) on the other. Only bipolar images ( ± 1) can be chosen as inputs, white pixels representing the value of -1, black pixels representing +1. When the colour of a cell turns red it means that its state x IJ ( t ) is > 1, whereas green cells signify x IJ ( t ) < -1. For the values in between, a grey-scale is applied. The use of different colours facilitates the investigation of robustness properties; non-robust parameter sets lead to black or white pixels at equilibrium state, whereas green or red pixels indicate robustness. In this way, the sensitivity of some of the most-used templates can easily be demonstrated. A feature of this simulator is that it permits the toggling of input and state values not only before starting the simulation, but also during the integration process, which enlarges the field of interesting investigations.
The user can either choose a template set and the initial cell states x IJ (0) from a predefined list, or enter these parameters manually. To control the integration, four buttons are provided: Start, Suspend, Resume, and Stop . The simulator always has to be stopped manually, i.e. it continues integrating indefinitely in order to support the possibility of changing pixels 'online'. When suspended, templates may be altered as well.
Operating instructions: By clicking any mouse button in the input image area (on the left side, see Fig. 1 ), the user can toggle the cell value between +1 (black) and -1 (white). Three buttons above the grid can be used to set all pixels to white or black, or invert the image. Another option is to press Copy to copy the output image (of the last processing) back to the input. In image area on the right, either the cell states x IJ ( t ) or the output values y IJ ( t ) are displayed, according to the user's preferences (buttons State and Output , respectively).
When a predefined template set is chosen ( Choose Template ), its values will appear in the boxes below. It is not possible to enter any number manually unless Manual Input is selected. New entries do not need to be confirmed by hitting an [enter] or [return] key, they will be read in when a new integration is started, or a suspended process is resumed. Any non-numerical inputs are considered as zeros. The initial cell state x IJ (0) can take on four possible values: +1, 0,-1, or the input image.
The integration process is controlled with the button group below right, mentioned above. Presently, inactive buttons appear light grey. The Start button is used to start a completely new process, whereas with the Resume button a previously suspended process (e.g. to change some pixel or template values) can be continued. Note that every integration has to be stopped manually. In both input and output areas, pixels can be toggled at any time. However, we must be aware that in the case of an all-zero B-template, such as noise-removing or connected-component-detecting templates, changing the input image will not perturb the ongoing integration process. Switching between the state and output display in the right grid is also always possible.
Program description:
The program is a Java applet consisting of five classes: the main program CNN, the CNN grid object CNNcanvas, the visualising class CNNimage, the template object Template, and the integration algorithm CNNMath. The CNN class contains the predefined template sets, initialises the graphical user interface and handles user events. The applet is invoked through an HTML document. The CNN size and boundary condition may be specified using the PARAM command. For example
Fig. 1 Graphical user interface
A connected component detection is in progress will run a CNN applet for a 16 × 16 CNN with boundary -1 when included in an HTML page. To enable the user to interact during integration, the simulation is run in a separate thread. In CNNMath, a simple first order Euler integration algorithm is implemented. In a first loop, all the state's derivatives IJ ( t ) are calculated, followed by the next integration step. The step width ∆ t is fixed at 0.1, which gives a reasonable tradeoff between accuracy and speed. CNNimage draws the CNN grids and paints the cells according to their value; furthermore, it handles the mouse clicks inside the grids. This class uses the CNNcanvas object that extends the standard Java object Canvas. The class Template defines the numerical fields where template values can be entered.
Conclusion:
A CNN simulator written in Java and accessible through the World Wide Web has been presented. Owing to the properties of Java, it is not very efficient as far as the simulation speed is concerned, but has the advantage of graphically displaying the CNN cells. This allows the user to examine the CNN dynamics conveniently. The input image can easily be generated by a few mouse clicks and template values may be chosen from a predefined set of image processing applications, or entered manually. Furthermore, input image and states may be toggled while the integration is in progress, revealing a completely new aspect in CNN simulation.
For educational purposes, and for those who are new to the field of CNNs, this will be a valuable tool for exploring the world of CNNs. More experienced users can examine manually-entered templates, the influence of parameter perturbations, or robustness properties, which are facilitated through the use of colours. The user may inspect the source code, download it and add new methods to extend its functionality. When invoked from an HTML page, the size and boundary condition can be defined. 
