Since ancient times, maritime transportation has played a very important role for the global trade and economy of many countries. The volumes of all major types of cargo, which are transported by vessels, has substantially increased in recent years. Considering a rapid growth of waterborne trade, marine container terminal operators should focus on upgrading the existing terminal infrastructure and improving operations planning. This study aims to assist marine container terminal operators with improving the seaside operations and primarily focuses on the berth scheduling problem. The problem is formulated as a mixed integer linear programming model, minimizing the total weighted vessel turnaround time and the total weighted vessel late departures. A self-adaptive Evolutionary Algorithm is proposed to solve the problem, where the crossover and mutation probabilities are encoded in the chromosomes. Numerical experiments are conducted to evaluate performance of the developed solution algorithm against the alternative Evolutionary Algorithms, which rely on the deterministic parameter control, adaptive parameter control, and parameter tuning strategies, respectively. Results indicate that all the considered solution algorithms demonstrate a relatively low variability in terms of the objective function values at termination from one replication to another and can maintain the adequate population diversity. However, application of the self-adaptive parameter control strategy substantially improves the objective function values at termination without a significant impact on the computational time.
Introduction
Marine transportation has been playing a critical role for the global trade since ancient times [1] . By 1200 BCE, Egyptian vessels were able to support trade on the maritime routes that were leading to Sumatra (an island, located near Indonesia), which were considered to be the longest trade routes of that time [1] . Chinese merchants initiated the regional maritime trade networks in the South China Sea and the Indian Ocean towards the 10th century. European countries (including Spain, England, Portugal, the Netherlands, and France) established the global maritime trade network in 16th century [1] . Supported by new technologies [2] [3] [4] , maritime trade networks rapidly expanded all over the globe. By 2006, waterborne trade accounted for ≈90% of global international trade by volume and ≈70% by value.
Increasing waterborne trade tendencies have been observed after 2006. Based on a recent report, released by the United Nations Conference on Trade and Development in 2017, the total volumes On the other hand, the parameter control approach adjusts the values of EA parameters throughout the algorithmic run based on certain strategies. There are three common types of the parameter control strategies [20] [21] [22] , including the following (see Figure 1 ): (1) deterministic-the algorithmic parameters are altered based on a certain counter (e.g., computational time, number of generations) without any feedback from the search; (2) adaptive-the algorithmic parameters are altered based on feedback from the search (e.g., behavior of the objective/fitness function); and (3) self-adaptive-the algorithmic parameters are encoded in the chromosomes and evolve throughout the algorithmic run.
The EAs, presented in the BSP literature, primarily rely on the parameter tuning strategy. In some of the recent BSP studies, the deterministic and adaptive parameter control strategies were implemented within the proposed EAs [10, 12] . Both deterministic and adaptive parameter control strategies were found to be promising and outperformed the parameter tuning strategy. Specifically, the EAs with parameter control can more efficiently move along the search space, identify promising domains of the search space, and exploit the identified domains for superior solutions [10, 12] . On the other hand, setting constant parameter values, which do not change throughout the algorithmic run (i.e., the parameter tuning strategy), typically limits the explorative and exploitative EA capabilities. Although the self-adaptive parameter control strategy has been used in the EA literature [20] [21] [22] , none of the published to date studies applied such parameter control strategy for the BSP. The contributions of this study to the state-of-the-art can be summarized as follows:
(1) A novel self-adaptive EA is proposed for the BSP, where the crossover and mutation probabilities are encoded in the chromosomes and evolve throughout the algorithmic run; (2) A novel heuristic is presented for the population initialization, which accounts for the spatial requirements in berth scheduling; (3) A comprehensive comparative analysis is conducted to evaluate the EA with self-adaptive parameter control strategy against the alternative EAs, which rely on the deterministic parameter control, adaptive parameter control, and parameter tuning strategies, respectively; and (4) The major algorithmic performance indicators are considered, including objective function and computational time values, convergence patterns, evolution of the self-adaptive algorithmic parameter values, algorithmic stability, and changes in the population diversity.
The remaining sections of this manuscript are structured in the following manner. Section 2 provides a detailed description of the BSP studied herein, while Section 3 presents a mixed integer linear mathematical model for the problem. Section 4 outlines the main steps of the developed selfadaptive EA and provides a detailed description of each step. Section 5 focuses on a detailed complexity analysis of the developed self-adaptive EA. Section 6 describes the numerical experiments, which were conducted throughout this study to evaluate performance of the proposed solution The EAs, presented in the BSP literature, primarily rely on the parameter tuning strategy. In some of the recent BSP studies, the deterministic and adaptive parameter control strategies were implemented within the proposed EAs [10, 12] . Both deterministic and adaptive parameter control strategies were found to be promising and outperformed the parameter tuning strategy. Specifically, the EAs with parameter control can more efficiently move along the search space, identify promising domains of the search space, and exploit the identified domains for superior solutions [10, 12] . On the other hand, setting constant parameter values, which do not change throughout the algorithmic run (i.e., the parameter tuning strategy), typically limits the explorative and exploitative EA capabilities. Although the self-adaptive parameter control strategy has been used in the EA literature [20] [21] [22] , none of the published to date studies applied such parameter control strategy for the BSP. The contributions of this study to the state-of-the-art can be summarized as follows:
The remaining sections of this manuscript are structured in the following manner. Section 2 provides a detailed description of the BSP studied herein, while Section 3 presents a mixed integer linear mathematical model for the problem. Section 4 outlines the main steps of the developed self-adaptive EA and provides a detailed description of each step. Section 5 focuses on a detailed complexity analysis of the developed self-adaptive EA. Section 6 describes the numerical experiments, which were conducted throughout this study to evaluate performance of the proposed solution algorithm. The last section summarizes findings of this study and discusses potential extensions, which can be explored as a part of the future research.
MCT Operations Description
This study focuses on modeling the seaside operations at a multi-user MCT, where vessels from different liner shipping companies deliver and pick up containers. Various MCT berthing Algorithms 2018, 11, 100 4 of 35 layouts have been reported in the BSP literature (including discrete, continuous, hybrid, indented, and channel) [6, 17] , and the commonly used discrete berthing layout will be adopted in this study for the considered MCT. Based on the discrete berthing layout, the MCT wharf is partitioned in a set of berthing positions, which will be referred to as J = {1, . . . , n}, and one vessel can be moored at a given berthing position at the time. The MCT layout, which will be modeled in this study, is presented in Figure 2 . Let I = {1, . . . , m} be a set of arriving vessels, which must be served at the MCT.
berthing positions, which will be referred to as = {1, … , }, and one vessel can be moored at a given berthing position at the time. The MCT layout, which will be modeled in this study, is presented in Figure 2 . Let = {1, … , } be a set of arriving vessels, which must be served at the MCT.
There are two common types of vessel arrivals, which have been modeled in the BSP literature, including the following [6] : (a) static vessel arrivals-all vessels have already arrived at the MCT, and the berth schedule should be designed based on the specific objectives; and (b) dynamic vessel arrivals-vessels have not arrived at the MCT yet, but the MCT operator has the information regarding the expected vessel arrival time (which is negotiated with the corresponding liner shipping company). The dynamic vessel arrivals will be considered in this study. The vessels are assumed to arrive at the MCT at the scheduled time ( , ∈ -measured in h). The scope of this study does not include modeling uncertainty in vessel arrivals due to different factors, including adverse weather, reduction in the vessel sailing speed as a result of the main engine malfunctioning, potential delays in vessel service at preceding ports, human errors, and others. Upon arrival at the MCT, each vessel will be towed by tug boats to the assigned MCT berthing position. In some cases, the assigned berthing position may not be available at the moment (as the other vessel is being served), and the vessel will be towed to the dedicated waiting area, which is located near the MCT. Note that increasing waiting time (
, ∈ -measured in h) of vessels may negatively affect the MCT operations, as increasing number of waiting vessels may cause congestion in the access channel and result in navigational difficulties for the vessels, entering and leaving the MCT. The MCT operator should consider the length ( , ∈ -measured in ft.) and draft ( , ∈ -measured in ft.) of the arriving vessels in the design of berth schedules. Each berthing position There are two common types of vessel arrivals, which have been modeled in the BSP literature, including the following [6] : (a) static vessel arrivals-all vessels have already arrived at the MCT, and the berth schedule should be designed based on the specific objectives; and (b) dynamic vessel arrivals-vessels have not arrived at the MCT yet, but the MCT operator has the information regarding the expected vessel arrival time (which is negotiated with the corresponding liner shipping company). The dynamic vessel arrivals will be considered in this study. The vessels are assumed to arrive at the MCT at the scheduled time (T A i , i ∈ I-measured in h). The scope of this study does not include modeling uncertainty in vessel arrivals due to different factors, including adverse weather, reduction in the vessel sailing speed as a result of the main engine malfunctioning, potential delays in vessel service at preceding ports, human errors, and others.
Upon arrival at the MCT, each vessel will be towed by tug boats to the assigned MCT berthing position. In some cases, the assigned berthing position may not be available at the moment (as the other vessel is being served), and the vessel will be towed to the dedicated waiting area, which is located near the MCT. Note that increasing waiting time (T WT i , i ∈ I-measured in h) of vessels may negatively affect the MCT operations, as increasing number of waiting vessels may cause congestion in the access channel and result in navigational difficulties for the vessels, entering and leaving the MCT. The MCT operator should consider the length (L V i , i ∈ I-measured in ft.) and draft (H V i , i ∈ I-measured in ft.) of the arriving vessels in the design of berth schedules. Each berthing position has two spatial attributes, including length (L B j , j ∈ J-measured in ft.) and depth (H B j , j ∈ J-measured in ft.). If vessel i does not satisfy certain horizontal and vertical clearance requirements (which will be denoted as D H i , i ∈ I and D V i , i ∈ I, respectively, and are both measured in ft.), it cannot be assigned for service at berthing position j. Moreover, service of a given vessel cannot start before the time, when the assigned berthing position becomes available in the planning horizon at the first time (T B j , j ∈ J-measured in h). Once the assigned berthing position becomes available, the vessel is moored, and the on-shore quay cranes start loading and unloading containers (see Figure 2) .
There are several other important factors, which should be considered by the MCT operator in the design of berth schedules, including the following: (1) vessel handling rates; (2) allocation of the available handling equipment; and (3) allocation of the available storage space. Vessel handling rates, measured in the number of twenty-foot equivalent units (TEUs) handled per hour, are negotiated between the MCT operator and liner shipping companies. To provide the negotiated vessel handling rates, the MCT operator has to allocate the required amount of handling equipment for each vessel, including quay cranes for loading containers on the vessel and unloading containers from the vessel, internal transport vehicles (e.g., yard trucks, automated guided vehicles, straddle carriers, automated lifting vehicles) for transfer of containers from the seaside to the marshaling yard, gantry cranes for handling containers in the marshaling yard, and other miscellaneous equipment. The handling time of vessel i at berthing position j (T HT ij , i ∈ I, j ∈ J-measured in h) is determined based on the number of containers to be handled for vessel i and the handling productivity, negotiated with the liner shipping company.
Furthermore, the MCT operator must allocate the storage space in the marshaling yard for containers, delivered by each vessel. Generally, the storage space is allocated as close as possible to the berthing position, where a given vessel is originally planned to be assigned for service (the latter term is also known as "preferred berthing position" in the BSP literature [6, 11] ). Because of changes in the original berth schedule, a given vessel may be assigned for service at an alternative berthing position (e.g., to reduce the waiting time of that vessel in case if its "preferred berthing position" is occupied by another vessel at the moment). Due to changes in the original berth assignment, the vessel handling time will increase since the internal transport vehicles will be required to travel longer distances between the alternative berthing position and the assigned storage space in the marshaling yard (as compared to the travel distance between the "preferred berthing position" and the assigned storage space).
Based on the contractual agreement with the MCT operator, the liner shipping company requests a specific departure time (T D i , i ∈ I-measured in h). It is critical for the liner shipping company to ensure that each vessel will leave the MCT at the scheduled time to avoid potential delays at the consecutive ports, which must be visited by that vessel. The MCT operator may be even expected to pay penalties to the liner shipping company in case of late vessel departures [6] . To design an efficient berth schedule, the MCT operator must account for priority of the arriving vessels. The priority of vessels will be assigned using weights (W i , i ∈ I-a real-valued number, varying from 0.10 to 1.00). The latter methodology has been widely used in the BSP literature [6] . The overall objective of the MCT operator is to develop the optimal berth schedule, which will allow minimizing the total weighted vessel waiting time, the total weighted vessel handling time, and the total weighted vessel late departures.
Model Formulation
This section of the manuscript focuses on description of the nomenclature that will be used throughout this study and presents a mixed integer linear mathematical model for the discrete dynamic berth scheduling problem with spatial requirements (BSPSR). A detailed description of the BSPSR mathematical model components is presented in Table 1 . Decision Variables x ijk , i ∈ I, j ∈ J, k ∈ K =1 if vessel i is assigned to berthing position j in service order k (=0 otherwise) Auxiliary Variables
idle time of berthing position j between the start service time of vessel i and a preceding vessel served as k − 1 vessel (h)
Parameters m number of arriving vessels (vessels) n number of available berthing positions (berthing positions) s number of vessel service orders (service orders)
time when berthing position j becomes available in the planning horizon for the first time (h)
weight of vessel i (value ranging from 0.10 to 1.00) Γ large positive number
The objective function (1) of the BSPSR mathematical model, denoted as Z, aims to minimize the total weighted turnaround time of vessels (which is composed of the total weighted vessel waiting and handling times) and the total weighted vessel late departures.
Constraint set (2) indicates that no more than one vessel can be served at each berthing position at the time.
Constraint set (3) guarantees that each vessel will be assigned to one of the available berthing positions in any service order.
Constraint sets (4) and (5) ensure that the horizontal and vertical clearance requirements will not be violated for each vessel moored at one of the MCT berthing positions. Constraint set (6) guarantees that service of each vessel will start after its arrival at the MCT.
(L
Constraint set (7) calculates the start service time for each vessel calling the MCT.
Constraint set (8) computes the waiting time of each vessel before its service start at the MCT.
Constraint set (9) computes the finish service time for each vessel calling the MCT.
Constraint set (10) estimates the late departure hours for each vessel calling the MCT.
Constraint sets (11)-(13) define the nature of decision variables, auxiliary variables, and parameters of the BSPSR mathematical model.
Design of a Self-Adaptive Evolutionary Algorithm
This section of the manuscript focuses on a detailed description of the self-adaptive EA (SAEA), which was developed to solve the realistic size problem instances of the BSPSR mathematical model within an acceptable computational time. Unlike typical EAs, the proposed SAEA algorithm deploys a self-adaptive parameter control strategy, where the crossover and mutation probabilities (which are considered to be the major EA parameters [20, 21] ) are encoded in the chromosomes and change throughout evolution of the algorithm from one generation to another. The main SAEA steps are presented in Section 4.1 of the manuscript, while a detailed description of each SAEA step is presented in Sections 4.2-4.9 of the manuscript. Figure 3 presents the main SAEA steps. At the beginning, the data structures are initialized for the required BSPSR and SAEA parameters (step 0). Also, in step 0, the SAEA algorithm starts the generation count (g = 1). In the next steps, the initial population is created (step 1), and fitness of the initial population is evaluated (step 2). After that, the algorithm enters the main loop and updates the generation count (step 3). Next, the parent selection is executed to identify the population chromosomes that will participate in the SAEA operations (step 4). Then, the offspring chromosomes are produced as a result of applying the SAEA algorithmic operators to the parent chromosomes (step 5). Also, in step 5, the repairing operator is executed to repair the infeasible offspring, which were produced as a result of the SAEA operations (if any). Fitness of the repaired offspring chromosomes is evaluated in step 6. Then, the offspring chromosomes for the next generation are determined (step 7). The SAEA algorithm is terminated once the maximum allowable number of generations (g lim ) has been reached (which will be set as a termination criterion). When the algorithm is terminated, it will return the best solution, which corresponds to the berth schedule with the least possible sum of the total weighted vessel turnaround time and the total weighted vessel late departures. 
The Main SAEA Steps

Representation of Solutions
Chromosomes (or individuals) are used in EAs to represent a solution to a given problem [20, 21] . A hybrid chromosome representation will be adopted in this study, where one part of the chromosome will be represented using integers, while the other part will be represented using realvalued numbers. The first part of each chromosome, which contains integer numbers, will be used to denote the vessel to berthing position to service order assignment (i.e., the BSPSR solution). The second part of each chromosome, which contains real-valued numbers, will be used to denote the crossover and mutation probabilities (that will be referred to as and , respectively). The chromosome components (e.g., berthing position identifiers, vessel identifiers, crossover and mutation probabilities) will be referred to as "genes" [20] . Location of a gene along the chromosome will be referred to as "locus" [20] . Value of a gene will be referred to as "allele" [20] . The adopted chromosome representation is not common among canonical EAs, which have been used in the BSP literature, as the proposed SAEA applies the self-adaptive parameter control strategy. An example of 
Chromosomes (or individuals) are used in EAs to represent a solution to a given problem [20, 21] . A hybrid chromosome representation will be adopted in this study, where one part of the chromosome will be represented using integers, while the other part will be represented using real-valued numbers. The first part of each chromosome, which contains integer numbers, will be used to denote the vessel to berthing position to service order assignment (i.e., the BSPSR solution). The second part of each chromosome, which contains real-valued numbers, will be used to denote the crossover and mutation probabilities (that will be referred to as p c and p m , respectively). The chromosome components (e.g., berthing position identifiers, vessel identifiers, crossover and mutation probabilities) will be referred to as "genes" [20] . Location of a gene along the chromosome will be referred to as "locus" [20] . Value of a gene will be referred to as "allele" [20] . The adopted chromosome representation is not common among canonical EAs, which have been used in the BSP literature, as the proposed SAEA applies the self-adaptive parameter control strategy. An example of the SAEA chromosome representation is illustrated in Figure 4 . In the considered example, 8 vessels are scheduled for service at the MCT. Berth "1" is assigned to serve vessels "3", "2", and "7" (in that specific service order); on the other hand, berth "2" is assigned to serve vessels "5", "8", "1", "6", and "4" (in that specific service order). Moreover, the probability of the presented chromosome to undergo a crossover operation (if selected as a parent) is = 0.50, while the probability of each gene of the presented chromosome to undergo a mutation operation is = 0.05. The length of each chromosome in the population can be determined as | | + 2, i.e., summation of the number of vessels, calling for service at the MCT, and "2", where additional 2 genes are required to store the information regarding the crossover and mutation probabilities.
Generation of the Initial Chromosomes and Population
The first half of the SAEA population will be initialized randomly (i.e., vessels will be assigned randomly to the MCT berthing positions, while the crossover and mutation probabilities will be generated as random values, ranging between 0.01 and 1.00). The second half of the SAEA population will be initialized using a local search heuristic for the vessel to berthing position to service order assignment, while the crossover and mutation probabilities will be still generated randomly. The local search heuristic is based on the First Come First Served (FCFS) policy. Note that a typical FCFS policy, which has been widely used in the BSP literature, will not be applicable for the BSPSR mathematical model, as it may cause violation of the spatial requirements (i.e., a vessel can be assigned to the berthing position, which does not have sufficient length and/or depth).
This study proposes the FCFS with spatial requirements (FCFS-SR) heuristic, which ensures that the spatial requirements are not violated for the generated berth schedules. The main steps of the FCFS-SR heuristic are outlined in Algorithm 1. Notation is used in Algorithm 1 to represent the updated availability of berthing positions (measured in h), while the rest of notations are adopted from Section 3 of the manuscript. The data structures, required by the FCFS-SR heuristic, are initialized in step 0. Then, the vessels to be served at the MCT are sorted based on their arrival times in step 1. The availability of berthing positions is set equal to the initial availability in step 2. After that, the FCFS-SR heuristic starts an iterative procedure (steps [4] [5] [6] [7] [8] [9] [10] [11] [12] [13] , where the first available berthing position, which can accommodate the next arriving vessel (and satisfy both horizontal and vertical clearance requirements), is determined in steps 5 and 6. The earliest service order for the first available berthing position is identified in step 7. Then, the vessel is assigned to the first available berthing position, which satisfies both horizontal and vertical clearance requirements, in the earliest service order (step 8). The start and finish vessel service times are estimated in steps 9 and 10. The availability of a berthing position is updated based on the vessel finish service time in step 11. The FCFS-SR heuristic terminates an iterative procedure, once the initial vessel to berthing position to service order assignment is generated for all vessels, calling for service at the MCT.
Note that the FCFS-SR heuristic is deterministic in its nature; therefore, the chromosome portions, which represent vessel to berthing position to service order assignments and are created using FCFS-SR, will be identical. The latter will substantially limit the explorative capabilities at early stages of the SAEA run. To maintain the population diversity and improve the SAEA explorative capabilities, only half of the initial SAEA population will be generated using the FCFS-SR heuristic, while another half will be created randomly (as discussed at the beginning of Section 4.3 of the manuscript). The In the considered example, 8 vessels are scheduled for service at the MCT. Berth "1" is assigned to serve vessels "3", "2", and "7" (in that specific service order); on the other hand, berth "2" is assigned to serve vessels "5", "8", "1", "6", and "4" (in that specific service order). Moreover, the probability of the presented chromosome to undergo a crossover operation (if selected as a parent) is p c = 0.50, while the probability of each gene of the presented chromosome to undergo a mutation operation is p m = 0.05. The length of each chromosome in the population can be determined as |I| + 2, i.e., summation of the number of vessels, calling for service at the MCT, and "2", where additional 2 genes are required to store the information regarding the crossover and mutation probabilities.
This study proposes the FCFS with spatial requirements (FCFS-SR) heuristic, which ensures that the spatial requirements are not violated for the generated berth schedules. The main steps of the FCFS-SR heuristic are outlined in Algorithm 1. Notation T B is used in Algorithm 1 to represent the updated availability of berthing positions (measured in h), while the rest of notations are adopted from Section 3 of the manuscript. The data structures, required by the FCFS-SR heuristic, are initialized in step 0. Then, the vessels to be served at the MCT are sorted based on their arrival times in step 1. The availability of berthing positions is set equal to the initial availability in step 2. After that, the FCFS-SR heuristic starts an iterative procedure (steps [4] [5] [6] [7] [8] [9] [10] [11] [12] [13] , where the first available berthing position, which can accommodate the next arriving vessel (and satisfy both horizontal and vertical clearance requirements), is determined in steps 5 and 6. The earliest service order for the first available berthing position is identified in step 7. Then, the vessel is assigned to the first available berthing position, which satisfies both horizontal and vertical clearance requirements, in the earliest service order (step 8). The start and finish vessel service times are estimated in steps 9 and 10. The availability of a berthing position is updated based on the vessel finish service time in step 11. The FCFS-SR heuristic terminates an iterative procedure, once the initial vessel to berthing position to service order assignment is generated for all vessels, calling for service at the MCT.
Note that the FCFS-SR heuristic is deterministic in its nature; therefore, the chromosome portions, which represent vessel to berthing position to service order assignments and are created using FCFS-SR, will be identical. The latter will substantially limit the explorative capabilities at early stages of the SAEA run. To maintain the population diversity and improve the SAEA explorative capabilities, only half of the initial SAEA population will be generated using the FCFS-SR heuristic, while another half will be created randomly (as discussed at the beginning of Section 4.3 of the manuscript). The number of chromosomes in the population (i.e., population size: Θ) will be established based on the parameter tuning analysis, which is described in Section 6.2 of the manuscript. 
FCFS-SR
. . , m}-set of vessels; J = {1, . . . , n}-set of berths; K = {1, . . . , s}-set of service orders; T B -berth availability; T A -vessel arrival times; T HT -vessel handling times; L V -length of vessels; L B -length of berths; D H -horizontal clearance requirements; H V -draft of vessels; H B -depth of berths; D V -vertical clearance requirements out: x-initial vessel to berth to service order assignment
Sort the vessels based on their arrival times at the MCT 2:
Set the initial availability of berthing positions
Identify potential berthing positions for a vessel
Select the first available berthing position 7:
Determine the earliest service order 8:
x ijk ← 1 Assign a vessel to the first available berthing position in the earliest service order 9:
Calculate the start vessel service time 10:
Calculate the finish vessel service time
11
:
Update the availability of a berthing position
12:
i ← i + 1 13: end for 14: return x
Fitness Function
Let Q = {1, . . . , a} be a set of individuals in the SAEA population and G = {1, . . . , b} be a set of generations. The fitness value of individual q in generation g (Fit qg ) is calculated in the developed SAEA algorithm based on the following relationship:
Along with the objective function value of the BSPSR mathematical model (Z qg ), the fitness function includes the penalty term for violation of the horizontal clearance requirements (αΨ H qg , where α-horizontal clearance violation penalty, measured in h/ft.; Ψ H qg -horizontal clearance violation for individual q in generation g, measured in ft.) and the penalty term for violation of the vertical clearance requirements (βΨ V qg , where β-vertical clearance violation penalty, measured in h/ft.; Ψ V qg -vertical clearance violation for individual q in generation g, measured in ft.). The penalty terms are introduced to adjust the fitness function values for infeasible individuals (that violate the horizontal and/or vertical clearance requirements for vessels), which could be generated as a result of the SAEA operations. The horizontal clearance violation for individual q in generation g can be estimated as a sum of horizontal clearance violations of all vessels that are served at the MCT berthing positions as follows:
The vertical clearance violation for individual q in generation g can be estimated as a sum of vertical clearance violations of all vessels that are served at the MCT berthing positions as follows:
Based on Equations (15) and (16), chances of the individuals to survive will increase with decreasing degree of violation of horizontal and/or vertical clearance requirements. It is important to set the appropriate values of α and β penalty terms to ensure that infeasible individuals will have much lower chances to survive as compared to feasible individuals. The appropriate values of penalty terms α and β will be established based on the parameter tuning analysis, which is described in Section 6.2 of the manuscript.
Parent Selection Procedure
Once SAEA enters the main loop, it deploys the parent selection procedure to determine the chromosomes that will participate in the SAEA operations and produce the offspring in a given generation. A Roulette Wheel Selection, which has been widely used in canonical Genetic Algorithms and Genetic Programming [20] , will be adopted in this study at the parent selection stage. Based on the Roulette Wheel Selection (RWS) mechanism, each individual in the population is assigned a portion of a roulette wheel. A larger portion of the roulette wheel will be assigned to the fittest individual (i.e., the individual with lower objective function value, since the proposed BSPSR mathematical model aims to minimize the total weighted vessel turnaround time and the total weighted vessel late departures). The roulette wheel is continuously rotated, and one individual is selected at each rotation. The chance of a given individual to be selected is proportional to its fitness. The main steps of the RWS mechanism are outlined in Algorithm 2.
Algorithm 2: Roulette Wheel Selection (RWS).
RWS(Pop
Pop g -population in generation g; Fit g -fitness of chromosomes in generation g out: Parents g -parent chromosomes in generation g 0:
Fit aux qg ← 1/Fit qg Adjust the fitness value of a given chromosome 4:
Normalize the adjusted fitness values of the population chromosomes 7: while |Parents g |< |Pop g | do 8:
Val ← Rand(0.00; 1.00) Generate a random value between 0.00 and 1.00 9:
i ← find(Fit
Select the individual based on a randomly generated value 10:
Parents g ← Parents g ∪ {Pop ig } The selected individual is added to the set of parent chromosomes 11: end while 12: return Parents g
The data structures, required by the RWS mechanism, are initialized in step 0. Then, the fitness values of the population chromosomes are adjusted (i.e., Fit aux g values are estimated) in steps 2-5, as the BSPSR mathematical model has a minimization objective function. The adjusted fitness values of the population chromosomes are normalized in step 6 (so, the cumulative population fitness after normalization will be equal to 1.00). After that, RWS starts an iterative procedure (steps 7-11), where a random value between 0.00 and 1.00 is generated in step 8 (i.e., the roulette wheel is rotated). Then, the individual with a normalized fitness value, which is close to the randomly generated value, is selected to become a parent (steps 9 and 10). An iterative procedure is terminated by RWS once the required amount of parent chromosomes has been selected.
SAEA Operations
Once the parent chromosomes are selected by the SAEA algorithm, the crossover and mutation operators will be executed to produce and mutate the offspring chromosomes. Two custom operators were designed in this study to perform the crossover and mutation operations for the adopted hybrid chromosome representation, which contains both integer and real-valued genes. A detailed description of the crossover and mutation operations is presented in Sections 4.6.1 and 4.6.2 of the manuscript, respectively.
Crossover Operation
The crossover operation plays an important role in the design of EAs, as it allows exploration of various domains of the search space [20, 21] . Typical crossover operators, which have been widely used in the BSP literature (e.g., one-point crossover, two-point crossover, partially mapped crossover), will not be applicable for the adopted hybrid chromosome representation (where the vessel to berthing position to service order assignment is defined using integer numbers, while the crossover and mutation probabilities are defined using real-valued numbers), as they may generate infeasible offspring chromosomes. A custom crossover operator was developed in this study, which combines features of the order crossover and the whole arithmetic crossover. An example of the SAEA crossover operation is presented in Figure 5 , where two parent chromosomes are selected at random from the available parent chromosomes. Note that the probability of a given parent chromosome to undergo a crossover operation is determined by parameter p c , which is encoded in each chromosome of the population (since the proposed SAEA algorithm is self-adaptive). The crossover operation plays an important role in the design of EAs, as it allows exploration of various domains of the search space [20, 21] . Typical crossover operators, which have been widely used in the BSP literature (e.g., one-point crossover, two-point crossover, partially mapped crossover), will not be applicable for the adopted hybrid chromosome representation (where the vessel to berthing position to service order assignment is defined using integer numbers, while the crossover and mutation probabilities are defined using real-valued numbers), as they may generate infeasible offspring chromosomes. A custom crossover operator was developed in this study, which combines features of the order crossover and the whole arithmetic crossover. An example of the SAEA crossover operation is presented in Figure 5 , where two parent chromosomes are selected at random from the available parent chromosomes. Note that the probability of a given parent chromosome to undergo a crossover operation is determined by parameter , which is encoded in each chromosome of the population (since the proposed SAEA algorithm is self-adaptive). Once the parent chromosomes are selected, the SAEA algorithm applies the order crossover for the integer portion of the parent chromosomes. In the considered example, a segment of the integer chromosome portion with vessels "7", "5", "8", and "1" is copied from parent "1" to offspring "1". The segment length is set randomly by SAEA and, hence, may vary from one crossover operation to another. After that, the genes with missing vessels are copied from parent "2". Specifically, the genes with vessels "4", "3", "2" and "6" are copied from parent "2" to offspring "1" for the considered example (see Figure 5) . A similar procedure is used to generate the integer portion for offspring "2". Once the order crossover has been applied for the integer portion of the parent chromosomes, the SAEA algorithm deploys the whole arithmetic crossover for the real-valued portion of the parent chromosomes. Let and be the alleles of the parent chromosomes, and and be the Once the parent chromosomes are selected, the SAEA algorithm applies the order crossover for the integer portion of the parent chromosomes. In the considered example, a segment of the integer chromosome portion with vessels "7", "5", "8", and "1" is copied from parent "1" to offspring "1". The segment length is set randomly by SAEA and, hence, may vary from one crossover operation to another. After that, the genes with missing vessels are copied from parent "2". Specifically, the genes with vessels "4", "3", "2" and "6" are copied from parent "2" to offspring "1" for the considered example (see Figure 5) . A similar procedure is used to generate the integer portion for offspring "2". Once the order crossover has been applied for the integer portion of the parent chromosomes, the SAEA algorithm deploys the whole arithmetic crossover for the real-valued portion of the parent chromosomes. Let X 1 and X 2 be the alleles of the parent chromosomes, and Y 1 and Y 2 be the alleles of the offspring chromosomes. Note that X 1 , X 2 , Y 1 , and Y 2 correspond to the real-valued portions of the parent and offspring chromosomes, representing the crossover and mutation probabilities. As a result of the whole arithmetic crossover operation, the offspring gene values Y 1 and Y 2 will be set based on the parent gene values X 1 and X 2 , and randomly generated value a (a ∈ [0.00; 1.00]) as follows:
In the example, illustrated in Figure 5 , the value of parameter a was assumed to be a = 0.30. The crossover probability for offspring "1" was estimated based on the parent crossover probabilities as follows: p c 1 = 0.30·0.50 + (1 − 0.30)·0.60 = 0.57. The crossover probability for offspring "2" was computed as follows:p c 2 = (1 − 0.30)·0.50 + 0.30·0.60 = 0.53. On the other hand, the mutation probability for offspring "1" in the considered example was calculated based on the parent mutation probabilities as follows: p m 1 = 0.30·0.050 + (1 − 0.30)·0.040 = 0.043. The mutation probability for offspring "2" was estimated as follows:p m 2 = (1 − 0.30)·0.050 + 0.30·0.040 = 0.047. The value of parameter a for the whole arithmetic crossover will vary within SAEA from one operation to another and will be set based on the following equation: a = U[0.00; 
Mutation Operation
Once the offspring chromosomes have been produced via the crossover operation, the SAEA algorithm applies a custom mutation operator to each offspring chromosome. Unlike crossover, mutation allows exploitation of the identified promising domains of the search space to discover the solutions with higher fitness [20, 21] . Typical mutation operators, which have been widely used in the BSP literature (e.g., swap, insert, scramble, invert), will not be applicable for the adopted hybrid chromosome, as they may generate infeasible offspring chromosomes. A custom mutation operator was developed in this study. The main steps of the proposed custom mutation operator are outlined in Algorithm 3.
The data structure for the mutated offspring chromosomes, required by the custom mutation operator, is initialized in step 0. Then, the custom mutation operator starts an iterative procedure (steps 2-21), where the real-valued portion of a given offspring chromosome (i.e., the crossover and mutation probabilities) is mutated using the floating-point mutation (steps 3 and 4). Two random values (Val 1 and Val 2 ), ranging between 0.00 and 1.00, are generated in steps 5 and 6. After that, if the generated value Val 1 is less than or equal to 0.50, either the insert mutation operation is applied to the integer portion of the chromosome, representing the berthing positions, or the swap mutation operation is deployed for the integer portion of the chromosome, representing the vessel identifiers (steps 8-12). The latter decision (i.e., alter either berthing positions or vessel identifiers) is made depending on the generated value Val 2 . If the generated value Val 1 is greater than 0.50, either the swap mutation operation is applied to the integer portion of the chromosome, representing the berthing positions, or the insert mutation operation is deployed for the integer portion of the chromosome, representing the vessel identifiers (steps 14-18). The latter decision (i.e., alter either berthing positions or vessel identifiers) is also made depending on the generated value Val 2 . An iterative procedure is terminated by the custom mutation operator once each offspring individual in the population has been mutated. Note that both insert and swap mutation operators are not applied within the developed custom mutation operator to the berthing positions and vessel identifiers at the same time to avoid significant genetic changes in the chromosomes as a result of mutation (which may further cause disruption of "building blocks" [20, 21] and lead to worsening fitness values for the offspring chromosomes). 
O f f spring Examples of the SAEA mutation operations are presented in Figures 6 and 7 . In the first example, illustrated in Figure 6 , the crossover and mutation probabilities are altered using the floating-point mutation from 0.50 and 0.04 to 0.40 and 0.05, respectively. In the meantime, the gene with berthing position "2" is shifted from locus "6" to locus "3" using the insert mutation (see the integer portion of the offspring, representing the berthing positions). In the second example, illustrated in Figure 7 , the crossover and mutation probabilities are altered using the floating-point mutation from 0.45 and 0.01 to 0.30 and 0.03, respectively. In the meantime, the genes with vessels "6" and "5" are swapped using the swap mutation (see the integer portion of the offspring, representing the vessel identifiers). The number of genes to be altered as a result of the insert and swap mutation operations is defined by mutation probability parameter p m , which is encoded in each offspring chromosome of the population (since the proposed SAEA algorithm is self-adaptive).
Note that application of the SAEA crossover and mutation operators may produce the infeasible offspring. In the first example (see Figure 6 ), the gene with vessel "7", which is assigned for service at berthing position "2", is inserted between the genes with vessels "2" and "5", which are both assigned for service at berthing position "1". The latter assignment causes a disruption in the service order of vessels, which are assigned to berthing position "1", and makes the offspring chromosome infeasible. To prevent infeasibility of the offspring chromosomes, the genes with vessel identifiers will be sorted by berthing positions after application of the custom mutation operator (see Figure 6 ). Such sorting procedure will allow repairing the generated infeasible individuals. In the considered example, the gene with vessel "7" is shifted to the other vessels that are assigned for service at berthing position "2", which allows avoiding disruption of the vessel service order at berthing position "1".
Examples of the SAEA mutation operations are presented in Figures 6 and 7 . In the first example, illustrated in Figure 6 , the crossover and mutation probabilities are altered using the floating-point mutation from 0.50 and 0.04 to 0.40 and 0.05, respectively. In the meantime, the gene with berthing position "2" is shifted from locus "6" to locus "3" using the insert mutation (see the integer portion of the offspring, representing the berthing positions). In the second example, illustrated in Figure 7 , the crossover and mutation probabilities are altered using the floating-point mutation from 0.45 and 0.01 to 0.30 and 0.03, respectively. In the meantime, the genes with vessels "6" and "5" are swapped using the swap mutation (see the integer portion of the offspring, representing the vessel identifiers). The number of genes to be altered as a result of the insert and swap mutation operations is defined by mutation probability parameter , which is encoded in each offspring chromosome of the population (since the proposed SAEA algorithm is self-adaptive). Note that application of the SAEA crossover and mutation operators may produce the infeasible offspring. In the first example (see Figure 6 ), the gene with vessel "7", which is assigned for service at berthing position "2", is inserted between the genes with vessels "2" and "5", which are both assigned for service at berthing position "1". The latter assignment causes a disruption in the service order of vessels, which are assigned to berthing position "1", and makes the offspring chromosome infeasible. To prevent infeasibility of the offspring chromosomes, the genes with vessel identifiers will be sorted by berthing positions after application of the custom mutation operator (see Figure 6 ). Such sorting procedure will allow repairing the generated infeasible individuals. In the considered example, the gene with vessel "7" is shifted to the other vessels that are assigned for service at berthing position "2", which allows avoiding disruption of the vessel service order at berthing position "1".
Offspring Selection Procedure
Upon completion of the SAEA operations, fitness of the produced offspring chromosomes is estimated. After that, the SAEA algorithm deploys the offspring selection procedure to determine the chromosomes that will survive in the given generation and will be moved to the next generation. A Tournament Selection will be adopted in this study at the offspring selection stage. The main steps of the Tournament Selection mechanism are outlined in Algorithm 4.
in: -offspring chromosomes in generation ; -fitness of individuals in generation ; - 
The data structure for the next generation chromosomes, required by the Tournament Selection mechanism, is initialized in step 0. Then, the Tournament Selection mechanism randomly selects Ω individuals (where Ω-tournament size), which are referred to as Tour, from the population and keeps the record of fitness for the selected individuals (Fit Tour g ) in step 2. After that, Φ individuals with the highest fitness values (where Φ-number of individuals selected at each tournament) are selected from the tournament to become the next generation chromosomes (steps 4-9). The tournaments are continuously executed (steps 1-10) until the required amount of the next generation chromosomes has been selected. This study will use the Binary Tournament Selection, where two individuals are sampled from the population at each tournament (i.e., Ω = 2), and only one individual that has higher fitness value will be moved to the next generation (Φ = 1). 
Elitism
The proposed SAEA deploys the "elitism" strategy, based on which the fittest individual is stored before application of the parent selection and SAEA operators. The fittest individual will be transferred to the next generation along with the survived offspring chromosomes. Elitism plays a very important role in the design of EAs, as application of the selection, crossover, and mutation operators does not guarantee that the fitness of the produced offspring chromosomes will be higher as compared to the fitness of the parent chromosomes (e.g., crossover and mutation operators may disrupt "building blocks" of the parent chromosomes, which may further worsen fitness of the offspring chromosomes [20, 21] ).
Termination Criterion
The developed SAEA algorithm will be terminated once the maximum allowable number of generations (g lim ) has been reached. The latter termination criterion has been widely used in the EAs, proposed in the BSP literature [7, 8, [10] [11] [12] .
Complexity Analysis
This section of the manuscript focuses on the computational complexity analysis of the developed SAEA algorithm. To determine the computational complexity of the SAEA algorithm, the major algorithmic steps must be analyzed, which are presented in Algorithm 5.
The data structures, required by the SAEA algorithm, are initialized in step 0. The generation and counter values are set to "1" in step 1. The initial population chromosomes are generated in steps 2-6 (where half of the population is created using the FCFS-SR heuristic, while another half is created randomly-see Section 4.3 of the manuscript for more details). The fitness of the initial population chromosomes is assessed in step 7. After that, SAEA starts an iterative procedure (steps [8] [9] [10] [11] [12] [13] [14] [15] [16] [17] [18] , where the generation count is updated in step 9. A copy of the fittest individual is stored in step 10 before applying any algorithmic operators (i.e., the "elitism" strategy). The parent chromosomes are identified using the RWS mechanism is step 11. The crossover operation is conducted in step 12 to produce the offspring chromosomes. The generated offspring chromosomes are mutated in step 13. Any infeasible offspring chromosomes are repaired in step 14. The fitness of the offspring chromosomes is assessed in step 15. The fittest individual is transferred to the next generation in step 16. The remaining offspring chromosomes to be present in the next generation are identified using the Tournament Selection mechanism in step 17. The SAEA algorithm terminates an iterative procedure, once the maximum allowable number of generations has been reached. The best solution, representing the berth schedule with the least possible sum of the total weighted vessel turnaround time and the total weighted vessel late departures, is determined in step 19.
Algorithm 5: Self-Adaptive Evolutionary Algorithm (SAEA).
Θ-population size; p c -crossover probability; p m -mutation probability; Ω-tournament size, Φ-number of individuals selected at each tournament; g lim -maximum allowable number of generations; Data-input data for the BSPSR mathematical model; I = {1, . . . , m}-set of vessels; J = {1, . . . , n}-set of berths; K = {1, . . . , s}-set of service orders; T B -berth availability; T A -vessel arrival times; T HT -vessel handling times; L V -length of vessels; L B -length of berths; D H -horizontal clearance requirements; H V -draft of vessels; H B -depth of berths; D V -vertical clearance requirements out: BestSol-the best berth schedule
Pop g ← Pop g ∪ {x} Append the generated chromosome 5:
counter ← counter + Based on the SAEA pseudocode, it can be observed that within the main loop (steps [8] [9] [10] [11] [12] [13] [14] [15] [16] [17] [18] , there are a total of 6 major functions, including the following: Fit g ) with the computational complexity O(Θ)-see Algorithm 2 (which does not include any sorting procedures); (2) Crossover (Parents g , p c ) with the computational complexity O(Θ·[|I| + 2]), i.e., the computational complexity of the developed crossover operator is proportional not only to the population size (Θ), since the probability of a given parent to participate in the crossover operation is checked for each parent chromosome in the SAEA population, but also to the chromosome length (defined as This study will focus on the analysis of the large size problem instances with up to 100 vessels calling for service at the MCT (see Section 6.1 of the manuscript for more details regarding the considered problem instances), while the candidate population size values will vary from 40 to 60 individuals throughout the parameter tuning analysis (see Section 6.2 of the manuscript for more details regarding the parameter tuning analysis). Therefore, Θ·[|I| + 2] Θ 2 , and the computational complexity of the SAEA algorithm will be O(g lim ·Θ·[|I| + 2]). Note that along with the computational complexity, there are some other factors, which may affect the computational time of the SAEA algorithm, including the computer hardware performance, operating system, programming language adopted, programming skills of the developer, etc., [24] .
Numerical Experiments
This section of the manuscript presents the numerical experiments, which were undertaken to compare the proposed SAEA algorithm against the alternative EA algorithms. Specifically, performance of the developed SAEA algorithm, which relies on the self-adaptive parameter control strategy, was evaluated based on a comparative analysis against the following EA algorithms: (1) Adaptive EA (AEA)-an EA that relies on the adaptive parameter control strategy (i.e., the crossover and mutation probabilities are not encoded in the chromosomes, but are altered based on feedback from the search); (2) Deterministic Parameter Control EA (DPCEA)-an EA that relies on the deterministic parameter control strategy (i.e., the crossover and mutation probabilities are not encoded in the chromosomes, but are altered based on a certain counter without any feedback from the search); and (3) typical EA algorithm that does not use any parameter control strategies and solely relies on the parameter tuning (i.e., the crossover and mutation probabilities are set based on the parameter tuning and do not alter throughout evolution of the EA algorithm). For a detailed description of the AEA algorithm this study refers to Dulebenets [10] , where the algorithmic parameters were altered if no changes in the objective function occurred after a pre-determined number of generations (g max ). For a detailed description of the DPCEA algorithm this study refers to Dulebenets [12] , where the algorithmic parameters were altered based on a pre-determined piecewise function (i.e., the number of generations was used as a counter for changing the algorithmic parameters).
Furthermore, the optimality gap analysis was conducted for all the considered solution algorithms to assess quality of the obtained solutions for the small size problem instances. The SAEA, AEA, DPCEA, and EA algorithms were designed in the MATLAB 2016a environment [25] on a CPU with Dell Intel(R) Core™ i7 Processor, 32 GB of RAM, and Windows 10 Operating System. The optimality gap analysis was conducted within the General Algebraic Modeling System (GAMS) environment [26] , and CPLEX was used to solve the BSPSR mathematical model to the global optimality. The following sections of the manuscript elaborate on the input data generation for the BSPSR mathematical model, parameter tuning analysis for the developed solution algorithms, comparative analysis against the exact optimization algorithm, and comprehensive evaluation of the algorithms in terms of various performance indicators (including objective function and computational time values, convergence patterns, evolution of the self-adaptive algorithmic parameter values, algorithmic stability, and changes in the population diversity).
Input Data Generation
The parameter values for the BSPSR mathematical model were selected based on the available BSP literature and relevant online sources [7] [8] [9] [10] [11] [12] [14] [15] [16] [17] [18] [19] [27] [28] [29] [30] [31] [32] [33] [34] [35] [36] . The adopted parameter values are presented in Table 2 . It was assumed that each berthing position was available at the beginning of the planning horizon (i.e., time "0"): T B j = 0 ∀j ∈ J (h). The arrival pattern of vessels at the MCT was assumed to follow an exponential distribution with the average inter-arrival time (dT) of 2 h, i.e., dT = exp [2] (h). The latter statistical distribution has been frequently used in the BSP literature for modeling vessel arrivals [8, 11, 17] . The handling time of vessels at their "preferred berthing positions" was generated using the following relationship:
is a notation used for uniformly distributed pseudorandom numbers that vary between Val 1 and Val 2 . The "preferred berthing position" for each vessel was assigned randomly from the available berthing positions as follows: j * i = U[1; n] ∀i ∈ I (berthing position), where j * i is a notation used for "preferred berthing position" of vessel i. The handling time of a given vessel was assumed to increase, if it was not assigned for service at its "preferred berthing position" based on the following relationship: T HT ij = T HT i * ·(1 + 0.03·|j − j * i |) ∀i ∈ I, j ∈ J (h). The negotiated vessel departure times were generated based on their arrival times and handling times at "preferred berthing positions" as follows: 
Parameter Selected Value
Number of arriving vessels: m (vessels) Varies depending on the problem instance Number of available berthing positions: n (berthing positions)
Varies depending on the problem instance Number of vessel service orders: s (service orders) s = m (assuming that all vessels can be assigned to a berth) Time when berthing position j becomes available in the planning horizon at the first time: T B j , j ∈ J (h)
Arrival time of vessel i at the MCT: Length of berthing position j: L B j , j ∈ J (ft.) Depth of berthing position j: H B j , j ∈ J (ft.) The vessel dimensions were adopted based on the available literature [36] . The length of berthing positions was set based on the minimum and maximum length values of the aforementioned vessel types as follows:
. Similarly, depth of berthing positions was set based on the minimum and maximum draft values of the aforementioned vessel types as follows:
). The horizontal clearance requirement for vessels was assigned using the following relationship: D H i = U[50; 100] ∀i ∈ I (ft.). The vertical clearance requirement for vessels was set as follows:
The vessel weights were generated using the following relationship: W i = U[0.10; 1.00] ∀i ∈ I. The large positive number was set to Γ = 10, 000. Using the generated data, a total of 60 problem instances were developed by changing the number of arriving vessels and the number of available berthing positions. The generated problem instances can be classified in the following two groups: (1) small size problem instances , where the number of arriving vessels was altered from 5 to 14 with an increment of one vessel, while the number of available berthing positions was altered from 2 to 4 with an increment of one berthing position; and (2) large size problem instances , where the number of arriving vessels was altered from 55 to 100 with an increment of five vessels, while the number of available berthing positions was altered from 4 to 8 with an increment of two berthing positions. The small size problem instances will be used to compare the SAEA, AEA, DPCEA, and EA algorithms against the exact optimization algorithm (due to inability of the exact optimization algorithm to solve the BSPSR mathematical model within a reasonable computational time for the large size problem instances). The large size problem instances will be used for a comprehensive evaluation of the developed solution algorithms in terms of various performance indicators. Both analyses are presented in Sections 6.3 and 6.4 of the manuscript.
Parameter Tuning Analysis
The developed SAEA, AEA, DPCEA, and EA algorithms have a set of parameters, and the values of these parameters must be determined to conduct the numerical experiments. The SAEA algorithm has a total of 3 parameters, including the following: (1) population size-Θ; (2) penalty terms for infeasible individuals-α and β (see Section 4.4 of the manuscript for description of the latter parameters); and (3) maximum allowable number of generations-g lim . Note that in this study the penalty terms for violation of the horizontal and vertical clearance requirements were assumed to be equal (α = β). Along with the aforementioned three parameters, the AEA and DPCEA algorithms have additional parameters to control the crossover and mutation probabilities throughout the algorithmic run. Specifically, AEA has additional three parameters: (1) crossover probability values-p cv ; (2) mutation probability values-p mv ; and (3) adaptive criterion-g max (i.e., the maximum number of generations without changes in the objective function). The AEA will be continuously altering the crossover and mutation probabilities based on the assigned crossover and mutation probability values (in a sequential manner) using feedback from the search (i.e., if no changes in the objective function occurred after a pre-determined number of generations) [10] .
Similarly, DPCEA has additional three parameters: (1) crossover probability values at the beginning and at the end of the piecewise function-p cv ; (2) mutation probability values at the beginning and at the end of the piecewise function-p mv ; and (3) number of segments in the piecewise function-n seg . An example of how the crossover and mutation probabilities are altered throughout the DPCEA run is presented in Figure 8 . In the provided example, the p cv and p mv values are set to p cv = [0.80, 0.40] and p mv = [0.04, 0.02], respectively, the number of segments in the piecewise function is set to n seg = 3, and the stopping criterion is set to g lim = 3000 generations. Therefore, for the first 1000 generations DPCEA will set p c = 0.80 and p m = 0.04; then, from generation 1001 to 2000 the crossover and mutation probabilities will be adjusted to p c = 0.60 and p m = 0.03; and between generations 2001 and 3000 the crossover and mutation probabilities will be set to p c = 0.40 and p m = 0.02. As for the EA algorithm, along with the three SAEA parameters, it has additional two parameters for defining the crossover and mutation probabilities (i.e., p c and p m ), which do not change throughout the algorithmic run.
The parameter values for the SAEA, AEA, DPCEA, and EA algorithms were set based on the parameter tuning analysis. The "full factorial design" methodology was used to perform the parameter tuning, where each algorithmic parameter (or "factor"-f ) had a set of candidate values (or "levels"-l). A total of three candidate values were tested for each parameter of the developed solution algorithms, which corresponds to 3 f factorial design. A total of five problem instances were selected at random from the generated large size problem instances (described in Section 6.1 of the manuscript) to perform the parameter tuning. Since the developed solution algorithms are stochastic in nature, a total of ten replications were executed to estimate the average values of the objective function and computational time for each parameter combination and each algorithm. The parameter tuning analysis results are reported in Table 3 , which provides the following information: (1) algorithm; (2) parameter description; (3) considered candidate values; and (4) the best value, which was identified based on a tradeoff between the computational time and objective function values. Note that, unlike the AEA, DPCEA, and EA algorithms, the SAEA algorithm has only three parameters. Therefore, application of the self-adaptive parameter control strategy reduces the number of algorithmic parameters and may facilitate the parameter tuning analysis.
beginning and at the end of the piecewise function-; and (3) number of segments in the piecewise function-. An example of how the crossover and mutation probabilities are altered throughout the DPCEA run is presented in Figure 8 . In the provided example, the and values are set to = [0.80, 0.40] and = [0.04, 0.02], respectively, the number of segments in the piecewise function is set to = 3 , and the stopping criterion is set to = 3000
generations. Therefore, for the first 1000 generations DPCEA will set = 0.80 and = 0.04; then, from generation 1001 to 2000 the crossover and mutation probabilities will be adjusted to = 0.60 and = 0.03; and between generations 2001 and 3000 the crossover and mutation probabilities will be set to = 0.40 and = 0.02. As for the EA algorithm, along with the three SAEA parameters, it has additional two parameters for defining the crossover and mutation probabilities (i.e., and ), which do not change throughout the algorithmic run. The parameter values for the SAEA, AEA, DPCEA, and EA algorithms were set based on the parameter tuning analysis. The "full factorial design" methodology was used to perform the parameter tuning, where each algorithmic parameter (or "factor"-) had a set of candidate values (or "levels"-). A total of three candidate values were tested for each parameter of the developed solution algorithms, which corresponds to 3 factorial design. A total of five problem instances were selected at random from the generated large size problem instances (described in Section 6.1 of the manuscript) to perform the parameter tuning. Since the developed solution algorithms are stochastic in nature, a total of ten replications were executed to estimate the average values of the objective function and computational time for each parameter combination and each algorithm. The parameter tuning analysis results are reported in Table 3 , which provides the following information: (1) algorithm; (2) parameter description; (3) considered candidate values; and (4) the best value, which was identified based on a tradeoff between the computational time and objective function values. Note that, unlike the AEA, DPCEA, and EA algorithms, the SAEA algorithm has only three parameters. Therefore, application of the self-adaptive parameter control strategy reduces the number of algorithmic parameters and may facilitate the parameter tuning analysis. Figure 8 . Examples of piecewise functions for the crossover and mutation probabilities within DPCEA. Notes: 1 -the crossover probability values were changed with an increment of 0.10 within the AEA algorithm; 2 -the mutation probability values were changed with an increment of 0.01 within the AEA algorithm.
Comparison against the Exact Optimization Algorithm
The first set of numerical experiments focused on a comparative analysis of the developed SAEA, AEA, DPCEA, and EA algorithms against the exact optimization algorithm. The BSPSR mathematical model was coded in the GAMS environment and solved using CPLEX, which is widely used in operations research for solving large scale mixed integer linear programming models to the global optimality. The computational time of CPLEX was restricted to 7200 s, the relative optimality gap was restricted to 0.01%, while the rest of settings remained default. CPLEX was executed for all 30 small size problem instances (i.e., instances 1-30), described in Section 6.1 of the manuscript. The SAEA, AEA, DPCEA, and EA algorithms were launched for all the developed small size problem instances as well. A total of ten replications were executed to estimate the average values of the objective function and computational time for each algorithm and each one of the small size problem instances. The comparative analysis results are reported in Table 4 , which provides the following information for each small size problem instance: (1) instance number; (2) number of vessels; (3) number of berths; (4) average objective function value for each solution algorithm; and (5) average computational time (denoted as CPU) for each solution algorithm.
The optimality gap for algorithm a (∆ a ) was calculated based on the following relationship:
, where f a -average objective function value, provided by algorithm a; f CPLEX -the optimal objective function value, provided by CPLEX. The estimated optimality gap values are presented in Figure 9 for each algorithm and each one of the small size problem instances. The optimality gap analysis results highlight that CPLEX was able to provide the global optimal solution only for 9 small size problem instances (1-8 and 10) with up to 8 vessels calling for service at the MCT. The latter can be explained by the fact that consideration of the additional spatial requirements in berth scheduling significantly increased complexity of the mathematical model. For example, in the study by Dulebenets [10] , the mathematical model, which did not consider the additional spatial requirements, was solved using CPLEX for the problem instances with up to 12 vessels within 7200 s. Based on the optimality gap analysis results, the SAEA, AEA, DPCEA, and EA algorithms obtained the global optimal solution for the problem instances that were solved by CPLEX within the time limit imposed (i.e., the optimality gaps of the developed solution algorithms are equal to "0" for problem instances 1-8 and 10). The optimality gap for algorithm (∆ ) was calculated based on the following relationship: ∆ = , where -average objective function value, provided by algorithm ; -the optimal objective function value, provided by CPLEX. The estimated optimality gap values are presented in Figure 9 for each algorithm and each one of the small size problem instances. The optimality gap analysis results highlight that CPLEX was able to provide the global optimal solution only for 9 small size problem instances (1-8 and 10) with up to 8 vessels calling for service at the MCT. The latter can be explained by the fact that consideration of the additional spatial requirements in berth scheduling significantly increased complexity of the mathematical model. For example, in the study by Dulebenets [10] , the mathematical model, which did not consider the additional spatial requirements, was solved using CPLEX for the problem instances with up to 12 vessels within 7200 s. Based on the optimality gap analysis results, the SAEA, AEA, DPCEA, and EA algorithms obtained the global optimal solution for the problem instances that were solved by CPLEX within the time limit imposed (i.e., the optimality gaps of the developed solution algorithms are equal to "0" for problem instances 1-8 and 10). For the rest of small size problem instances (i.e., problem instances 9 and 11-30), CPLEX was not able to solve the BSPSR mathematical model to the global optimality within the time limit imposed (see Table 4 ). Furthermore, the developed solution algorithms returned superior objective function values as compared to the objective function values, obtained by CPLEX after 7200 s. Therefore, the optimality gaps for problem instances 9 and 11-30 appear to be negative (see Figure 9 ). The SAEA, AEA, DPCEA, and EA algorithms outperformed CPLEX on average by 4.33%, 4.26%, 4.19%, and 4.12% over the generated small size problem instances, respectively. The averaged computational time comprised 13.49 s, 12.65 s, 11.05 s, and 7.86 s for the SAEA, AEA, DPCEA, and EA algorithms, respectively. Based on the conducted optimality gap analysis, it can be concluded that performance of the exact optimization algorithms (e.g., CPLEX, GUROBI, MOSEK) can be significantly affected from introducing the additional operational constraints in the mathematical model, which highlights necessity of developing efficient heuristic and metaheuristic algorithms.
Comprehensive Evaluation of the Algorithms
The second set of numerical experiments focused on a comprehensive evaluation of the SAEA, AEA, DPCEA, and EA algorithms in terms of various performance indicators, including objective function and computational time values, convergence patterns, evolution of the self-adaptive algorithmic parameter values, algorithmic stability, and changes in the population diversity. The developed solution algorithms were launched for all the generated large size problem instances, described in Section 6.1 of the manuscript. A total of ten replications were executed to estimate the For the rest of small size problem instances (i.e., problem instances 9 and 11-30), CPLEX was not able to solve the BSPSR mathematical model to the global optimality within the time limit imposed (see Table 4 ). Furthermore, the developed solution algorithms returned superior objective function values as compared to the objective function values, obtained by CPLEX after 7200 s. Therefore, the optimality gaps for problem instances 9 and 11-30 appear to be negative (see Figure 9 ). The SAEA, AEA, DPCEA, and EA algorithms outperformed CPLEX on average by 4.33%, 4.26%, 4.19%, and 4.12% over the generated small size problem instances, respectively. The averaged computational time comprised 13.49 s, 12.65 s, 11.05 s, and 7.86 s for the SAEA, AEA, DPCEA, and EA algorithms, respectively. Based on the conducted optimality gap analysis, it can be concluded that performance of the exact optimization algorithms (e.g., CPLEX, GUROBI, MOSEK) can be significantly affected from introducing the additional operational constraints in the mathematical model, which highlights necessity of developing efficient heuristic and metaheuristic algorithms. 
The second set of numerical experiments focused on a comprehensive evaluation of the SAEA, AEA, DPCEA, and EA algorithms in terms of various performance indicators, including objective function and computational time values, convergence patterns, evolution of the self-adaptive algorithmic parameter values, algorithmic stability, and changes in the population diversity. The developed solution algorithms were launched for all the generated large size problem instances, described in Section 6.1 of the manuscript. A total of ten replications were executed to estimate the average values of the performance indicators for each algorithm and each one of the large size problem instances. Results are reported in Sections 6.4.1-6.4.5 of the manuscript.
Objective Function and Computational Time Values
Both objective function and computational time values are important indicators, which must be considered in evaluation of the algorithmic performance. The objective function values define the quality of solutions, which is a primary interest of the decision makers (in this study, the primary decision maker is the MCT operator). However, the algorithms, which require a prohibitively large amount of computational time to obtain good-quality solutions, are not favorable from the practical standpoint (e.g., the exact optimization algorithms generally require a prohibitively large amount of computational time to solve the problems of a high complexity). The objective function and computational time values were retrieved for all the developed solution algorithms and large size problem instances, and results are reported in Table 5 . Specifically, Table 5 provides the following information for each large size problem instance: (1) instance number; (2) number of vessels; (3) number of berths; (4) average objective function value for each solution algorithm; and (5) average computational time (denoted as CPU) for each solution algorithm. It was found that the SAEA algorithm outperformed the AEA, DPCEA, and EA algorithms in terms of the objective function value at termination on average by 4.01%, 6.83%, and 11.84%, respectively, over the generated large size problem instances. Superiority of the SAEA algorithm over the other algorithms can be explained by the fact that the crossover and mutation probabilities are encoded in the SAEA chromosomes and evolve throughout the algorithmic run, which further allows more efficient exploration and exploitation of the search space. The adaptive parameter control strategy, deployed within the AEA algorithm, was found to be more efficient as compared to the deterministic parameter control strategy, deployed within the DPCEA algorithm. The latter finding can be justified by the fact that AEA had been adjusting the crossover and mutation probabilities based on feedback from the search, while DPCEA had been altering the crossover and mutation probabilities based on the piecewise function without considering any feedback from the search. The worst performance was demonstrated by the EA algorithm, which relied on the parameter tuning and did not change the crossover and mutation probabilities throughout the algorithmic run. Therefore, constant crossover and mutation probability values significantly limit explorative and exploitative capabilities of the EA algorithm.
The computational time comprised on average 51.26 s, 45.26 s, 41.36 s, and 27.79 s over the generated large size problem instances for the SAEA, AEA, DPCEA, and EA algorithms, respectively. An increasing time complexity of the SAEA algorithm can be explained by the fact that SAEA has longer chromosomes, i.e., additional genes are encoded to represent crossover and mutation probabilities for each chromosome in the population. Furthermore, those additional genes also undergo the SAEA operations (see Section 4.6 of the manuscript for more details), which incurs an increasing computational time. However, the maximum SAEA computational time did not exceed 64.96 s, which can be considered to be acceptable from the practical standpoint. Specifically, the MCT operator will be able to develop berth schedules using the SAEA algorithm within a relatively short span of time.
Along with the analysis of the average objective function and computational time values, the scope of this study includes a detailed statistical analysis of the objective function values, obtained over ten replications, for each solution algorithm and each large size problem instance. More specifically, the one-way analysis of variance (ANOVA) was conducted, assuming the null hypothesis stating that the objective function values, obtained over ten replications by the SAEA algorithm, were equal to the objective function values, obtained over ten replications by an alternative algorithm (i.e., EA, DPCEA, and AEA), for a given problem instance. A total of three tests were performed throughout the one-way ANOVA analysis for each large size problem instance, including the following: (i) SAEA vs. EA; (ii) SAEA vs. DPCEA; and (iii) SAEA vs. AEA. The one-way ANOVA analysis results are reported in Table 6 , which provides the following information for each large size problem instance: (1) instance number; (2) number of vessels; (3) number of berths; (4) F-statistic for each test; and (5) p-value for each test.
In the conducted one-way ANOVA analysis, F-statistic represents the ratio of the mean squared errors (errors quantify the differences between the objective function values, which were obtained by the algorithms), while p-value represents the probability that the test statistic may take a value greater than the value of the computed test statistic. It can be observed that small p-values were obtained for all ANOVA tests and all the generated large size problem instances (i.e., the maximum p-value did not exceed 9.08 × 10 −3 ). The latter finding highlights that the objective function values, obtained over ten replications by the SAEA algorithm, were statistically lower than the objective function values, obtained over ten replications by the alternative algorithms (i.e., EA, DPCEA, and AEA), for each large size problem instance (i.e., the null hypothesis of the ANOVA test was rejected). 
Convergence Patterns
The analysis of algorithmic convergence patterns plays an important role in evaluation of the algorithmic performance, as it allows monitoring changes in the objective function values from the population initialization step until termination of the algorithm. The convergence patterns were retrieved for all the developed solution algorithms and large size problem instances. Figure 10 illustrates convergence patterns of the SAEA, AEA, DPCEA, and EA algorithms for the first replication of problem instances 49-60 (12 large size problem instances with the largest number of vessels, calling for service at the MCT). Note that similar tendencies in the algorithmic convergence patterns were observed for the rest of replications and problem instances.
Based on the convergence patterns, it can be noticed that all the developed solution algorithms started the search process with the same solution. The latter can be explained by the fact that the SAEA, AEA, DPCEA, and EA algorithms deploy the same population initialization mechanism (described in Section 4.3 of the manuscript). Application of the self-adaptive parameter control for the crossover and mutation probabilities allowed the SAEA algorithm discovering the promising domains of the search space much faster as compared to the AEA, DPCEA, and EA algorithms. The AEA algorithm was able to move along the search space more efficiently as compared to the DPCEA algorithm, as it was adjusting the crossover and mutation probabilities based on feedback from the search. Furthermore, the analysis of algorithmic convergence patterns indicates that setting the constant values for the crossover and mutation probabilities (i.e., the parameter tuning strategy, adopted within the EA algorithm) significantly slows down the search process and generally worsens the objective function value at termination. algorithmic performance, as it allows monitoring changes in the objective function values from the population initialization step until termination of the algorithm. The convergence patterns were retrieved for all the developed solution algorithms and large size problem instances. Figure 10 illustrates convergence patterns of the SAEA, AEA, DPCEA, and EA algorithms for the first replication of problem instances 49-60 (12 large size problem instances with the largest number of vessels, calling for service at the MCT). Note that similar tendencies in the algorithmic convergence patterns were observed for the rest of replications and problem instances. Based on the convergence patterns, it can be noticed that all the developed solution algorithms started the search process with the same solution. The latter can be explained by the fact that the SAEA, AEA, DPCEA, and EA algorithms deploy the same population initialization mechanism (described in Section 4.3 of the manuscript). Application of the self-adaptive parameter control for the crossover and mutation probabilities allowed the SAEA algorithm discovering the promising domains of the search space much faster as compared to the AEA, DPCEA, and EA algorithms. The AEA algorithm was able to move along the search space more efficiently as compared to the DPCEA algorithm, as it was adjusting the crossover and mutation probabilities based on feedback from the search. Furthermore, the analysis of algorithmic convergence patterns indicates that setting the constant values for the crossover and mutation probabilities (i.e., the parameter tuning strategy, adopted within the EA algorithm) significantly slows down the search process and generally worsens the objective function value at termination.
The scope of numerical experiments also includes a detailed analysis of the convergence speed for the developed solution algorithms. Similar to Pelusi et al. [24] , the convergence speed was assessed based on the convergence rate value for each solution algorithm. The convergence rate of algorithm ( ) was estimated based on the number of fitness function evaluations until finding its minimum value ( * ) and the total number of fitness function evaluations ( ) using the following relationship [24] :
The convergence rate values were calculated for all the developed solution algorithms, performed replications, and large size problem instances. Results are reported in Table 7 , including The scope of numerical experiments also includes a detailed analysis of the convergence speed for the developed solution algorithms. Similar to Pelusi et al. [24] , the convergence speed was assessed based on the convergence rate value for each solution algorithm. The convergence rate of algorithm a (CR a ) was estimated based on the number of fitness function evaluations until finding its minimum value (NF * a ) and the total number of fitness function evaluations (NF TOT a ) using the following relationship [24] :
The convergence rate values were calculated for all the developed solution algorithms, performed replications, and large size problem instances. Results are reported in Table 7 , including the following information for each large size problem instance: (1) instance number; (2) number of vessels; (3) number of berths; (4) average convergence rate value over ten replications (denoted as avg(CR)) for each solution algorithm; and (5) convergence rate standard deviation over ten replications (denoted as std(CR)) for each solution algorithm. Based on the conducted numerical experiments, the average convergence rate values comprised 0.916, 0.954, 0.889, and 0.860 for the SAEA, AEA, DPCEA, and EA algorithms, respectively, over the performed replications and generated large size problem instances. Fairly large convergence rate values indicate that all the developed algorithms kept discovering superior solutions throughout the search process. However, lower convergence rate values (i.e., greater convergence speed values) were typically recorded for the EA algorithm. Although relatively large convergence rate values were observed for all the developed solution algorithms, the SAEA algorithm was able to discover more promising solutions for all the generated large size problem instances (as discussed in Section 6.4.1 of the manuscript).
Evolution of the Self-Adaptive Algorithmic Parameter Values
Unlike the crossover and mutation probabilities for the AEA, DPCEA, and EA algorithms, the crossover and mutation probabilities for the SAEA algorithm are encoded in the chromosome (see Figure 4 ) and evolve during the search process. Throughout the numerical experiments, the crossover and mutation probability values were recorded after the offspring selection for the whole population at each generation for each one of the generated large size problem instances. Figures 11 and 12 illustrate evolution of the average crossover and mutation probabilities (over all the chromosomes of the population) within the SAEA algorithm for the first replication of problem instances 49-60 (12 large size problem instances with the largest number of vessels, calling for service at the MCT). Note that similar tendencies in evolution of the average crossover and mutation probabilities within the SAEA algorithm were observed for the rest of replications and problem instances.
promising solutions for all the generated large size problem instances (as discussed in Section 6.4.1 of the manuscript).
It can be observed that the pattern of changes in the crossover and mutation probability values within the SAEA algorithm is complex as compared to other EA-based algorithms (e.g., DPCEA, where changes in the crossover and mutation probability values can be described using the piecewise function-see Section 6.2 of the manuscript for more details). Typically, relatively high crossover and mutation probability values are assigned by SAEA at the beginning of the search process (i.e., the crossover probability is set to ≈0.60 ÷ 0.70, while the mutation probability is set to ≈0.35 ÷ 0.45). On the other hand, SAEA substantially reduces the crossover and mutation probability values towards convergence (i.e., the crossover probability is reduced to ≈0.40 ÷ 0.50, while the mutation probability is set to ≈0.15 ÷ 0.25). High crossover and mutation probability values at the beginning of the search process allow the SAEA algorithm efficiently exploring promising domains of the search space, while lower crossover and mutation probability values allow the SAEA algorithm focusing on exploitation of the identified promising domains towards convergence. It can be observed that the pattern of changes in the crossover and mutation probability values within the SAEA algorithm is complex as compared to other EA-based algorithms (e.g., DPCEA, where changes in the crossover and mutation probability values can be described using the piecewise function-see Section 6.2 of the manuscript for more details). Typically, relatively high crossover and mutation probability values are assigned by SAEA at the beginning of the search process (i.e., the crossover probability is set to ≈0.60 ÷ 0.70, while the mutation probability is set to ≈0.35 ÷ 0.45). On the other hand, SAEA substantially reduces the crossover and mutation probability values towards convergence (i.e., the crossover probability is reduced to ≈0.40 ÷ 0.50, while the mutation probability is set to ≈0.15 ÷ 0.25). High crossover and mutation probability values at the beginning of the search process allow the SAEA algorithm efficiently exploring promising domains of the search space, while lower crossover and mutation probability values allow the SAEA algorithm focusing on exploitation of the identified promising domains towards convergence. 
Algorithmic Stability
As mentioned earlier, the SAEA, AEA, DPCEA, and EA algorithms are stochastic in their nature; and, therefore, the objective function value at termination, obtained by the algorithms may vary from one algorithmic replication to another for a given problem instance. A significant variation in the objective function values from one replication to another for a given algorithm is not desirable, as such algorithm cannot be considered to be a reliable decision support tool (e.g., the berth schedules will significantly vary in terms of the total weighted vessel turnaround time and the total weighted vessel late departures). The scope of numerical experiments includes evaluation of the stability for all the developed solution algorithms. Specifically, the algorithmic stability was assessed based on variability in the objective function values at termination over ten replications, which were performed for each large size problem instance. This study adopted coefficient of variation as an indicator of the objective function variability. The objective function coefficient of variation over ten replications was estimated for each one of the developed solution algorithms and all large size problem instances, and results are reported in Figure 13 . 
As mentioned earlier, the SAEA, AEA, DPCEA, and EA algorithms are stochastic in their nature; and, therefore, the objective function value at termination, obtained by the algorithms may vary from one algorithmic replication to another for a given problem instance. A significant variation in the objective function values from one replication to another for a given algorithm is not desirable, as such algorithm cannot be considered to be a reliable decision support tool (e.g., the berth schedules will significantly vary in terms of the total weighted vessel turnaround time and the total weighted vessel late departures). The scope of numerical experiments includes evaluation of the stability for all the developed solution algorithms. Specifically, the algorithmic stability was assessed based on variability in the objective function values at termination over ten replications, which were performed for each large size problem instance. This study adopted coefficient of variation as an indicator of the objective function variability. The objective function coefficient of variation over ten replications was estimated for each one of the developed solution algorithms and all large size problem instances, and results are reported in Figure 13 .
It can be observed that the objective function coefficient of variation did not exceed 1.98% over all large size problem instances for the presented solution algorithms, which highlights stability of the algorithms. However, lower objective function coefficient of variation values was typically recorded for the SAEA algorithm. On the other hand, higher objective function coefficient of variation values was generally observed for the EA algorithm.
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Changes in Population Diversity
The population diversity is considered to be one of the critical factors in the design of EAs. A diverse population is represented not only with the individuals that have high fitness values (a.k.a., "super-individuals"), but also with the individuals that have medium and low fitness values. The EA with a diverse population can explore various domains of the search space more efficiently [20, 21] . Lack of the population diversity, especially at the beginning of the algorithmic run, may negatively affect the EA performance and cause the "premature convergence". The "premature convergence" generally occurs due to lack of the explorative and exploitative capabilities of the algorithm when it is not able to identify any other promising domains of the search space and convergences at one of the local optima. The scope of numerical experiments includes evaluation of the population diversity for all the developed solution algorithms. This study adopted the standard deviation (STD) of the fitness function values of the population chromosomes as an indicator of the population diversity for each algorithm. The population fitness STD values were recorded at each generation of the developed solution algorithms for each replication and large size problem instance. Figure 14 illustrates changes in the population fitness STD values throughout evolution of the SAEA, AEA, DPCEA, and EA algorithms for the first replication of problem instances 55-60 (6 large size problem instances with the largest number of vessels, calling for service at the MCT). Note that similar tendencies in the algorithmic population diversity changes were observed for the rest of replications and problem instances.
The conducted numerical experiments indicate that all the developed solution algorithms were able to maintain a diverse population, especially at the beginning of the search process (i.e., within the first ≈ 50 generations). For certain solution algorithms, the population fitness STD values even exceeded 1000 h (e.g., the maximum population fitness STD values of the SAEA and EA algorithms comprised 1138.08 h and 1096.09 h, respectively, for problem instance 56). Such a high population diversity at the beginning of the search process can be justified by the adopted population initialization mechanism, where half of the population was initialized using the FCFS-SR heuristic, while the other half was generated randomly. As discussed in Section 4.3 of the manuscript, a random population initialization may negatively affect fitness of the generated chromosomes but allows maintaining a diverse population.
Moreover, it can be noticed that the population fitness STD significantly decreased after ≈50 generations, as the developed solution algorithms identified a set of promising domains of the search space and primarily focused on the exploitation process. Although all the developed solution algorithms were able to maintain a diverse population, application of the self-adaptive parameter control strategy (within the SAEA algorithm) was found to be more efficient for the search process as compared to the other parameter control strategies and the parameter tuning strategy, as the SAEA algorithm outperformed the other considered solution algorithms in terms of the objective function values at termination (see Section 6.4.1 of the manuscript for more details).
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Conclusions and Future Research Extensions
Maritime transportation has been a primary transportation mode, supporting the international trade between different continents since ancient times. Nowadays, maritime transportation continues to play a very important role for the economy of many countries. Taking into consideration a rapid growth of waterborne trade, marine container terminal operators must focus on upgrading the existing terminal infrastructure and improving operations planning. Efficient seaside operations are critical for marine container terminals, as disruptions in the seaside operations may result in substantial vessel service delays. This study focused on enhancing the seaside operations at marine container terminals, aiming to assist terminal operators with the design of efficient berth schedules. The berth scheduling problem was formulated as a mixed integer linear programming model, where the total weighted vessel turnaround time and the total weighted vessel late departures were minimized. The weight of vessels was introduced in the model to account for their service priority. A novel self-adaptive Evolutionary Algorithm was developed to solve the berth scheduling problem. The crossover and mutation probabilities were encoded in the chromosomes within the proposed algorithm and evolved throughout the algorithmic run.
Extensive numerical experiments were undertaken to evaluate performance of the developed solution algorithm against the alternative Evolutionary Algorithms, which relied on the deterministic parameter control, adaptive parameter control, and parameter tuning strategies, respectively. It was found that all the considered solution algorithms demonstrated stability (i.e., relatively low variability) in terms of the objective function values at termination from one replication to another. Furthermore, the solution algorithms were able to maintain the adequate population diversity. Due to complexity of the proposed mathematical model, the considered solution algorithms showed better performance as compared to the exact optimization algorithm in terms of both objective function and computational time values for the small size problem instances. However, the developed self-adaptive Evolutionary Algorithm outperformed the Evolutionary Algorithms with adaptive parameter control, deterministic parameter control, and parameter tuning strategies in terms of the objective function values at termination on average by 4.01%, 6.83%, and 11.84%, respectively, over the generated large size problem instances. The computational time of the self-adaptive Evolutionary Algorithm did not exceed 64.96 s, which can be considered to be acceptable from the practical standpoint.
Superiority of the self-adaptive Evolutionary Algorithm over the other algorithms can be explained by the fact that the crossover and mutation probabilities are encoded in the chromosomes and evolve throughout the algorithmic run, which further allows more efficient exploration and exploitation of the search space. Therefore, the proposed solution algorithm can serve as an efficient decision support tool for the marine container terminal operators and assist with the design of cost-effective berth schedules. The scope of the future research for this study may focus on the following aspects: (1) evaluate performance of the developed solution algorithm against the alternative Evolutionary Algorithms using the realistic operational data, collected from the marine container terminals; (2) compare the developed solution algorithm against the other state-of-art solution algorithms; (3) develop local search heuristics to improve performance of the crossover and mutation operators; (4) evaluate different strategies for altering the crossover and mutation probabilities (e.g., use feedback from the search instead of deployment of the stochastic operators); (5) assess performance of the developed solution algorithm for different termination criteria; (6) apply the proposed self-adaptive Evolutionary Algorithm for the multi-objective berth scheduling problem, where the considered objectives are conflicting in their nature; (7) assess the effects of encoding additional parameters of the self-adaptive Evolutionary Algorithm (e.g., population size, penalty terms for infeasible individuals, selection operator parameters) on its performance; and (8) evaluate performance of the developed self-adaptive Evolutionary Algorithm for different selection mechanisms.
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