• I have commented on most of your proposals 2
Quick Review
• Tell me about λ-calculus 3 Quick Review
• λ-calculus is as expressive as a Turing machine • We can encode a multitude of data types in the untyped λ-calculus • To simplify programming it is useful to add types to the language • We now start the study of type systems in the context of the typed λ-calculus The Purpose Of Types
• The foremost purpose of types is to prevent certain types of run-time execution errors • Traditional trapped execution errors -Cause the computation to stop immediately -And are thus well-specified behavior -Usually enforced by hardware -e.g., Division by zero, floating point op with a NaN -e.g., Dereferencing the address 0 (on most systems)
• Untrapped execution errors -Behavior is unspecified (depends on the state of the machine = this is very bad!) -e.g., accessing past the end of an array -e.g., jumping to an address in the data segment 9 Execution Errors Why Formal Type Systems?
• Many typed languages have informal descriptions of the type systems (e.g., in language reference manuals) • A fair amount of careful analysis is required to avoid false claims of type safety • A formal presentation of a type system is a precise specification of the type checker 
Static semantics (typing rules)
• Define the typing judgment and its derivation rules 3. Dynamic Semantics (e.g., operational)
• Define the evaluation judgment and its derivation rules
Type soundness
• Relates the static and dynamic semantics • State and prove the soundness theorem 22 Typing Judgments 
Typing Derivations
• A typing derivation is a derivation of a typing judgment (big surprise) • Example:
• Γ ⊢ e : τ means there exists a derivation of this typing judgment (= "we can prove it") • Type checking: given Γ, e and τ, find a derivation • Type inference: given Γ and e, find τ and a derivation 26 
Proving Type Soundness: Intuition

