DEVELOPING SOFTWARE TOOLS FOR STRUCTURE DETERMINATION OF LARGE PROTEINS BY NMR SPECTROSCOPY by ZHANG LEI
 DEVELOPING SOFTWARE TOOLS FOR 
STRUCTURE DETERMINATION OF LARGE PROTEINS 



















NATIONAL UNIVERSITY OF SINGAPORE 
 
2006 
 DEVELOPING SOFTWARE TOOLS FOR 
STRUCTURE DETERMINATION OF LARGE PROTEINS 














A THESIS SUBMITTED 
FOR THE DEGREE OF MASTER OF SCIENCE 
 
 
GRADUATE PROGRAM IN BIOENGINEERING 





I would like to take this opportunity to express my heartiest gratitude to 
A/Prof. Yang Daiwen for his precious guidance and constant support throughout my 
thesis project. His dedication to research will always be a motivation for me. 
Special thanks to my colleagues Mr. Zheng Yu and Dr. Xu Yingqi for kindly 
teaching me the basics of protein NMR, and for the valuable suggestions and ideas 
which certainly helped in shaping up this work. 
My appreciation extends to other members of the laboratory, who provided me 
the necessary support and made my stay here a memorable experience. 
I sincerely thank all my fellow GPBE coursemates. Their friendship has been 
one of the most delightful surprises in my graduate study. 
I am deeply grateful to A/Prof. Hanry Yu, Prof. Teoh Swee Hin, and the 
GPBE executive committee, for offering me this great learning opportunity, and for 
inspiring me to venture into new research areas. 
Many thanks to the GPBE office staff, Ms. Judy Yeo and Ms. Pang Soo Hoon. 
Over the past two years, they have been extremely helpful in assisting me with the 
administrative issues. I do appreciate their time and patience. 
Last but not least, I owe a big thank you to my parents and my girlfriend. It is 
their unconditional love and encouragement that carries me thus far. 
 ii
Table of Contents 
Acknowledgements              i 
Summary             iv 
List of Tables              v 
List of Figures            vi 
List of Abbreviations and Symbols        viii 
Chapter 1: Introduction            1 
1.1 Basic Principles of NMR          1 
1.2 Spin-Spin Coupling           5 
1.3 Nuclear Overhauser Effect          6 
1.4 Multidimensional NMR           7 
1.5 Resonance Assignment           8 
1.6 Collection of Conformational Constrains      13 
1.7 Structure Calculation         14 
1.8 Working on Large Proteins        16 
1.9 Scope of the Thesis         17 
Chapter 2: A General Strategy to Assign Aliphatic Side-Chain Resonances   18 
2.1 Traditional Methods and Their Limitations      18 
2.2 Recent Progress          19 
2.3 Basis of the New Strategy        20 
2.4 Assigning Hα and Hβ         23 
2.5 Assigning Other Resonances        25 
2.6 Results and Significance         27 
Chapter 3: Software Implementation of the Strategy      29 
3.1 Design Overview          29 
3.2 Software Structure         31 
3.3 The Main Application Window        32 
3.4 Configuring Spectra         33 
3.5 Color-Coding of Peak Region        35 
3.6 Peak Match Tolerances         37 
3.7 Importing Chemical Shifts        38 
3.8 Deuterium Isotope Effect        40 
 iii
3.9 Peak Match Algorithm         42 
3.10 Display of the Results         44 
3.11 Dual View of 4D NOESY        47 
3.12 Assignment and Auto-Alias        49 
3.13 Strip Plot           51 
Chapter 4: Evaluation of the Software        54 
4.1 Availability and Support         54 
4.2 Overall Performance         55 
4.3 Real-Time Peak Picking         56 
4.4 Resolving Ambiguities         57 
4.5 Accuracy of Auto-Alias         58 
4.6 Identifying Weak NOEs         60 
4.7 Integration with Sparky         63 
4.8 User Experience          63 
4.9 Known Issues          64 
Chapter 5: Conclusion and Future Work        67 
5.1 Conclusion          67 
5.2 Structure and Dynamics Study of Hb       68 
5.3 Peak Picking Algorithm         68 
5.4 NMR Analysis Tool Kit         70 
References            71 
Appendix            78 
A.1 sidechain_assign.py         78 
A.2 spectra_setup.py          95 
A.3 import_shifts.py        101 
A.4 sparky_init.py        109 
 iv
Summary 
NMR spectroscopy and X-ray crystallography are the only two techniques 
currently available for solving the three-dimensional structures of proteins and other 
macromolecules at atomic resolution. One of the most challenging steps in the 
structure study by NMR is the resonance assignment. For proteins below 25 kDa, 
backbone and side-chain resonances can be assigned using uniformly 13C,15N-labeled 
samples and triple resonance experiments. Deuteration and TROSY techniques allow 
the assignment of backbone and 13Cβ resonances in larger proteins, but unfortunately, 
deuteration also severely reduces the number of NOE-derived distance constraints, 
leading to low precision structures. To improve the structure precision, it is important 
to assign side-chain resonances in protonated proteins. 
In this study, a software tool, called SCAssign, was developed to facilitate the 
assignment of aliphatic side-chain resonances in uniformly 13C,15N-labeled large 
proteins. It adopts a general strategy recently introduced by our group, which makes 
use of 4D 13C,15N-edited NOESY, 3D MQ-(H)CCmHm-TOCSY, and prior backbone 
and 13Cβ assignments. SCAssign is written in Python as a Sparky extension. It runs on 
all systems for which Sparky is available, and is easy to install, setup, and use. Not 
only can it greatly accelerate the assignment process, it also allows more resonances 
at γ, δ, and ε positions to be assigned from weak NOEs, which used to be very 
difficult with manual approach. Since protons at the distal end of side-chains are often 
involved in mid- to long-range NOEs, more high-quality distance constraints can be 
obtained for accurate structure determination of large proteins. 
 v
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Knowledge of the three-dimensional (3D) structure of a protein is of great 
importance for the detailed understanding of its biological function. At the present 
time, there are two main techniques that are capable of solving the 3D structure of 
protein at atomic resolution: X-ray crystallography and nuclear magnetic resonance 
(NMR) spectroscopy. Whereas X-ray crystallography works only in the solid state 
and requires single crystals, NMR measurements are carried out in solution at near 
physiological conditions. As a result, study of proteins by NMR can provide not only 
structural data, but also information on dynamics, conformational equilibria, folding, 
and intra- as well as inter-molecular interactions.1-4 This chapter introduces some 
fundamental concepts of NMR that are central to understanding of the methods used 
for structure determination. The key steps of spectral analysis and the challenges 
faced when dealing with large proteins are discussed. The review ends by identifying 
a specific question that is to be addressed in this study. 
1.1 Basic Principles of NMR 
Every nucleus possesses a quantum mechanical property known as “spin”. In 
the studies of protein structure, 1H, 13C, and 15N nuclei that carry a spin of 1/2 are 
mostly used. This means only two states can be adopted by these nuclei, often referred 
to as spin up and spin down. Associated with the spin is a magnetic moment, which 
for a spin 1/2 can be interpreted as a magnetic dipole. When placed in an external 
static magnetic field B0, these tiny dipoles orient either parallel (lower energy) or anti-
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parallel (higher energy) to B0. The energy difference ΔE between the two possible 
orientations is defined by the equation: 
ΔE = hγB0/2π       [1] 
where h is Planck’s constant; γ is the gyromagnetic ratio of the nuclei. The spins may 
undergo a transition from one state to anther by absorbing or emitting a photon whose 
energy E exactly matches the energy difference ΔE. Recall that the energy of a photon 
is related to its frequency ν by: 
E = hν        [2] 
Substituting equation [2] into [1], we can get the frequency of the electromagnetic 
radiation that will promote such spin transition: 
ν = γB0/2π       [3] 
ν is the resonance frequency, the frequency that is detected in all NMR experiments. 
On a modern NMR spectrometer, ν typically lies in the radio frequency (RF) range 
between 50 and 800 MHz for hydrogen nuclei. 
The signal in NMR spectroscopy results from the difference between the 
energy absorbed by the spins which make a transition from the lower energy state to 
the higher energy state, and the energy emitted by the spins which simultaneously 
make a transition from the higher energy state to the lower energy state. The signal is 
thus proportional to the population difference of the spins between the two states. Let 
N+ denote the number of spins at the higher energy state, and N- the number of spins 
at the lower energy state, Boltzmann statistics shows that: 
N-/N+ = e -ΔE/kT      [4] 
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where k is Boltzmann’s constant; T is the temperature in Kelvin. At room temperature, 
N+ slightly outnumbers N-. As the temperature increases, the ratio N-/N+ approaches 
one. It is remarkable that N-/N+ also depends on the energy difference between the 
two states, and therefore the strength of the magnetic field. The higher the B0, the 
bigger the ΔE, and the more spins that will contribute to the signal. This fact explains 
why high field NMR generally offers better sensitivity. 
The small imbalance of nuclear spins aligned parallel and anti-parallel to the 
field B0 gives rise to a net macroscopic magnetization (Figure 1.1 A), which can be 
manipulated by RF pulses at resonance frequency. Most RF pulses used in NMR 
experiments belong to either of the two classes. One class, the 90° pulses, equalizes 
the populations of spin up and spin down; the other class, the 180° pulses, inverts the 
populations. In a pictorial view, the 90° pulses rotate the net magnetization from the z 
axis to the xy plane (Figure 1.1 B), and the 180° pulses rotate the vector further down 
to the -z axis (Figure 1.1 C). 
 
Figure 1.1: Effects of RF pulses on the net magnetization. (A) When a spin system 
is at equilibrium, the net magnetization vector (in orange block arrow) lies along the 
direction of the applied magnetic field B0. This direction is conventionally assigned 
the z axis in the NMR coordinate system. (B) The 90° pulses saturate the spin system 
and rotate the net magnetization to the xy plane. (C) The 180° pulses invert the spin 












The spin system tends to return to its equilibrium state after a perturbation by 
one or several RF pulses. During this process, the NMR signal, often referred to as the 
free induction decay (FID), is recorded. The FID consists of a sum of decaying cosine 
waves whose frequencies match the resonance frequencies of the individual nuclei in 
the sample. From this data the NMR frequency spectrum is then obtained through 
Fourier transformation (Figure 1.2) 
 
Figure 1.2: Fourier transformation of the FID. (A) The FID is a time-domain signal 
with contributions typically from many different nuclei. (B) The usual frequency-
domain spectrum can be obtained by computing the Fourier transform of the FID. 
 
In an NMR spectrum, the nuclei are represented by their characteristic 
resonance frequencies which for different types of nuclei are widely different. For 
example, protons (1H) resonate at a ten times higher frequency than nitrogen nuclei 
(15N) and four times higher than carbon nuclei (13C). The resonance frequencies of 
different nuclei of the same type lie in a much narrower range. For example, the 
resonances lines for different protons in a molecule vary by only a few parts per 
million (ppm) around the standard proton resonance frequency. This variation, called 
the chemical shift, is due to the interaction with other nuclei (especially spin-active 
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nuclei) and the influences of surrounding electrons on the local magnetic field 
experienced by a particular nucleus. The chemical shift is very sensitive to a multitude 
of environmental, structural and dynamic variables and in principle contains a wealth 
of information on the state of the system under investigation. 
1.2 Spin-Spin Coupling 
Spin-active nuclei separated by three chemical bonds or less may exert an 
influence on each other’s effective magnetic field via polarization of the bonding 
electrons. This phenomenon, known as spin-spin coupling (also called J-coupling or 
scalar coupling), often results in the splitting of resonance lines into recognizable 
patterns. The pattern depends on the pairing of spin states, and therefore provides 
information about the connectivity of atoms in a molecule. Spin-spin coupling has 
been extensively exploited in one dimensional (1D) NMR experiment to determine 
the structures of small organic compounds. 
In proteins, spin-spin coupling opens a possibility for obtaining through-bond 
correlations between nuclei that are structurally linked with each other. NMR 
experiments which correlate nuclei via spin-spin coupling are generally referred to as 
COSY-type experiments, where COSY stands for correlation spectroscopy.5-7 An 
important feature of COSY-type experiments is that the magnetization can be 
transferred from one nucleus to another. The efficiency of transfer depends on the 
coupling strength, which is in turn measured by coupling constant (Figure 1.3). Since 
hydrogen nuclei (protons) are the most sensitive to NMR (the largest gyromagnetic 
ratio apart from tritium), many NMR experiments start with the large proton 
magnetization and transfer the signal via heteronuclei (e.g., carbon and/or nitrogen) 
back to protons for recording the FID with maximal sensitivity. 
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Figure 1.3: Spin-spin coupling constants in polypeptides. The strength of coupling 
is independent of the external magnetic field and is therefore measured in absolute 
frequency (Hz). As magnetization transfer occurs via spin-spin coupling interaction, 
the stronger the coupling, the more efficient the transfer. The negative sign in front of 
some coupling constants is just to indicate the parallel spin configuration is lower in 
energy,8 and has no effect on the coupling strength. 
Adopted from Ref. 9 
1.3 Nuclear Overhauser Effect 
The transfer of magnetization may also occur between spins that interact 
through-space via their associated dipoles, a process known as the nuclear Overhauser 
effect (NOE). The NOE is dependent on many factors, of which the major ones are 
molecular tumbling frequency and internuclear distance. The intensity of the NOE is 
proportional to the inverse sixth power of the distance between the two interacting 
spins, and therefore falls off rapidly as the distance increases. 
This extreme sensitivity of the NOE to the internuclear distance makes it a 
useful means for obtaining geometric information of a macromolecule.6 For protein 
structure determination, NOEs between nearby hydrogen atoms are usually measured. 
Such experiments are often referred to as NOESY experiments where NOESY stands 
for NOE spectroscopy.7,10 In contrast to COSY-type experiments in which through-
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bond correlations are restricted to nuclei of the same or neighboring residues of a 
protein, the nuclei involved in an NOE correlation can belong to residues that may be 
far apart along the protein sequence but close in space. In general, hydrogen atoms 
separated by less than 5 Å will give rise to observable NOE and show as a cross peak 
on the NOESY spectrum. A dense network of distance constrains can then be derived 
from these NOEs for the calculation of 3D structure of protein.11 
1.4 Multidimensional NMR 
Protein samples usually produce hundreds or even thousands of resonance 
lines and will cause severe spectral overlap in a conventional 1D NMR experiment. 
Furthermore, the interpretation of NMR data requires correlations between different 
nuclei. Although such correlations may be encoded implicitly in a 1D spectrum, they 
are difficult to be extracted. These limitations with 1D NMR can be overcome by 
extending the measurements into a second dimension. 
Regardless of the type of correlations, all 2D NMR experiments use the same 
basic scheme,12 consisting of a preparation period, an evolution period t1 (during 
which the spins are labeled by their chemical shifts), a mixing period (during which 
the spins are correlated with each other), and finally a detection period t2. A series of 
measurements are taken with successively incremented lengths of the evolution period 
t1 to generate a data matrix s(t1, t2). 2D Fourier transformation of s(t1, t2) then yields 
the desired 2D frequency spectrum S(ω1, ω2). 
The extension from 2D to higher dimensional NMR experiments13 is 
straightforward and illustrated schematically in Figure 1.4. A 3D experiment can be 
constructed from two 2D experiments by leaving out the detection period of the first 
2D experiment and the preparation pulse of the second. This results in a pulse 
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sequence comprising two independently incremented evolution periods t1 and t2, two 
corresponding mixing periods M1 and M2, and a detection period t3. Similarly, a 4D 
experiment can be obtained by combining three 2D experiments in an analogous 
fashion. In multidimensional NMR, nuclei that suitably interact with each other 
during the mixing time are represented by a cross peak on the spectrum, at a position 
defined by the resonance frequencies of the interacting nuclei. The spectral resolution 
improves significantly with increasing dimensionality. 
 
Figure 1.4: General representation of pulse sequences used in multidimensional 
NMR experiments. All 2D NMR experiments have four consecutive time periods: 
preparation (P), evolution (E), mixing (M), and detection (D). 3D and 4D experiments 
can be constructed by proper combination of 2D experiments. In 3D and 4D NMR, 
the evolution periods are incremented independently. 
Adopted from Ref. 14 
1.5 Resonance Assignment 
A multidimensional NMR spectrum may contain up to thousands of cross 
peaks which encode the information about the bonding connectivity or spatial 
interaction among the nuclei in a protein. In order to obtain such information for 
structure analysis, it is critical to recognize the identities of those peaks. i.e., the 
frequencies (resonances) associated with each peak have to be assigned to individual 








which a number of methods have been developed over the past two decades.15 All 
methods rely on the known protein sequence to connect nuclei of the neighboring 
amino acid residues. In other words, the assignment procedure takes advantage of the 
sequential arrangement of the residues in a polypeptide chain, and for this reason, it is 
also given the name sequence-specific or sequential assignment. 
Early approach to assign resonances in unlabeled small proteins utilizes two 
homonuclear 2D NMR experiments: 1H,1H-COSY and 1H,1H-NOESY.7,11,16 The 
COSY experiment detects through-bond correlations among protons within an amino 
acid residue. These correlated protons are collectively referred to as a spin system. 
Analysis of the COSY spectrum, ideally, will identify all spin systems in a protein, 
each representing a particular amino acid. With NOESY experiment, the spin systems 
are then interlinked to form short fragments, based on the NOEs between protons of 
adjacent residues (most have distances < 5 Å).10 Mapping of these fragments onto the 
amino acid sequence gives the complete sequence specific resonance assignments. 
Albeit with considerable effort, this method has been successfully applied to proteins 
with molecular weight (M.W.) up to 10 kDa.17,18 
The invention of triple resonance experiments in the 1990s revolutionized the 
assignment process and paved the way for rapid assignment of larger proteins.19-21 
Protein samples used in these experiments are uniformly labeled with 15N and 13C. 
The experiments exploit the large one-bond and two-bond J-couplings (Figure 1.3) to 
correlate 1H, 15H, and 13C spins along the backbone (hence the designation triple 
resonance), and are often performed in pairs with one experiment recording both 
intra- and inter-residue correlations and the second recording only interresidue 
correlations. Continuous, unambiguous assignments of the entire backbone can be 
obtained for proteins below 25 kDa. The backbone assignment is independent of any 
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prior knowledge of spin systems. As a result, side-chain resonances are assigned 
separately at a later stage. Table 1.1 summarizes the various experimental schemes 
designed to correlate different backbone nuclei. The general strategy of using triple 
resonance experiments for backbone assignment can be illustrated with the example 
of HNCA and HN(CO)CA.19,20,22 
The HNCA experiment correlates each amide HN and N with the intraresidue 
Cα, while HN(CO)CA correlates HN and N with Cα of the preceding residue (Table 
1.1, top two rows). Sequential connectivities of individual (HN, N, Cα) spin systems 
can be established by matching Cα chemical shifts. Due to frequent degeneracy of Cα 
spins, other sets of experiments that correlate Cβ or C’ with backbone amides are 
usually necessary for resolving ambiguities. Certain amino acids have characteristic 
carbon chemical shifts.23 Fragments of connected spin systems are then mapped back 
onto the protein sequence using these chemical shifts as a clue. 
Once backbone chemical shifts are known, side-chain assignments can be 
obtained with HC(C-CO)NH-TOCSY-type experiments24,25 where TOCSY stands for 
total correlation spectroscopy. As its name suggests, TOCSY detects correlations 
throughout the coupling network, and in the case of HC(C-CO)NH-TOCSY, each HN 
and N are correlated with all aliphatic carbon or proton spins of the preceding residue 
(Table 1.2, bottom two rows). As long as there is no degeneracy of (HN, N), reading 
off aliphatic chemical shifts is straightforward and in cases where distinct chemical 
shifts exist for α, β, γ, etc. positions, assignments are easily made. Otherwise, 
additional spectra must be recorded in which carbon spins are correlated with their 
directly attached protons. Aromatic resonances can be assigned using experiments 
that correlate the aromatic moiety with the aliphatic portion of the side chain in a 
through-bond26 or through-space11 manner. 
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Table 1.1: NMR experiments used for backbone assignment.15 
 12













1.6 Collection of Conformational Constrains 
The most important class of constraints in NMR structure determination 
comes from NOE measurements, which provide distance information between pairs 
of protons that are close in space (within ~5 Å). As the quality of a structure model 
heavily depends on the number of interproton distance constraints, it is crucial to 
identify and assign as many NOEs as possible. 
In a folded protein, a given proton is potentially surrounded by as many as 15 
proximal protons and thus, a 2D NOESY spectrum tends to be overcrowded with 
peaks. As in the triple resonance experiments, isotope labeling of proteins has been 
widely employed to separate the NOE interactions according to the chemical shift of 
the heavy atom (15N or 13C, so called 15N- or 13C-edited) attached to each proton, and 
extend the spectrum to 3D or 4D. A particularly important experiment in this category 
is the 4D 15N,13C-edited NOESY, in which each NH–CH NOE is specified by four 
chemical shift coordinates: amide 1H and the attached 15N, and aliphatic or aromatic 
1H and the attached 13C.38 The CH–CH NOEs can be characterized in a similar 
manner using a 4D 13C,13C-edited NOESY experiment.39 Once complete 1H, 15N, and 
13C assignments are obtained, analysis of the 4D 13C,15N- and 13C,13C-edited NOESY 
spectra should permit the assignment of almost all NOE peaks.14 
Besides NOE, a variety of other NMR parameters may also offer additional 
structural constraints. For example, chemical shift data, especially from 13C, provides 
information on the type of secondary structure,23,40,41 and the hydrogen bonding 
network can be obtained via interresidue J-couplings.42,43 Furthermore, there are a 
large number of experiments for quantitating the J-coupling constants, which are in 
turn related to the dihedral angles.44,45 When NOEs are scarce (e.g., in partially 
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deuterated proteins), additional constraints can be derived from residual dipolar 
couplings that are observable in weakly aligned molecules.46 These couplings show 
direct correlation with the orientation of N–H and C–H internuclear vectors relative to 
the molecular frame. Since in isotropic solution residual dipolar couplings average to 
zero as a result of rotational diffusion, proteins are brought into an anisotropic liquid-
crystalline phase for measurement of the coupling effect.47,48 
1.7 Structure Calculation 
In general, the conformational constraints alone are not sufficient to determine 
the positions of all atoms in a protein, so they have to be supplemented by information 
about the covalent structure, such as amino acid sequence, bond lengths, bond angles, 
chiralities, planar groups, etc. All these data then serve as input for calculating the 3D 
structure of the protein. There are several computer programs available for structure 
calculation,45 utilizing mainly two approaches: distance geometry (DG) and restrained 
molecular dynamics (rMD). In DG, the structures are derived using predominantly 
geometric criteria,49,50 while in rMD, this is done by solving Newton’s equation of 
motion.51,52 In practice, a combination of DG and rMD is often adopted,53 in which 
initial conformations are generated by DG and used as starting structures for the rMD 
algorithms. All programs output in the end the Cartesian coordinates of the spatial 
molecular structures that best satisfy the NMR-derived constraints as well as the 
supplemented chemical data of the covalent structure. 
Because the experimental constraints normally take a range of possible values 
and many constraints cannot be determined, the structure calculation is repeated many 
times to generate an ensemble of structures consistent with the input data set. A good 
ensemble of structures not only minimizes violations of input constraints, but also 
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samples as complete as possible the conformational space allowed by the constraints. 
For this reason, a structure solved by NMR is in fact a bundle of structures rather than 
a unique one, and its quality is assessed by the root-mean-square deviation (RMSD) 
between the atoms of the individual conformers in the bundle. 
There is a close mutual interdependence, indicated by the two-way arrow in 
Figure 1.5, between the collection of conformational constraints and the structure 
calculation. Once a low resolution structure is available, it provides vital clues for the 
assignment of the originally ambiguous constraints, which will then lead to improved 
structure. In practice, this cycle of refinement may go on several times before a high 
resolution structure can be determined. 
 
Figure 1.5: Outline of the procedure for protein structure determination by NMR. 
For the context of this thesis, the discussion has been focused on the resonance 
assignment, collection of conformational constraints, and structure calculation. These 
steps are closely interdependent. Progress made in one step provides a better starting 
point for improving result of the other. 
From Internet, unknown source 
 16
1.8 Working on Large Proteins 
A practical consideration in structure study by NMR is the size of the protein. 
The homonuclear 2D experiments work only for proteins below 10 kDa. The standard 
triple resonance experiments increase the size limit to 25 kDa, but start to fail when 
used on larger proteins. There are two main reasons for this size limit. The most 
obvious is spectral crowding due to an overwhelming number of resonances in large 
proteins. Furthermore, large proteins tumble slower in solution, resulting in rapid 
transverse relaxation. The signal decays much faster, which causes poor sensitivity 
and line broadening of the spectrum (Figure 1.6, a vs. b). 
New isotope labeling schemes promise to alleviate the problem with spectral 
crowding by producing proteins with selectively labeled segments,54,55 in which only 
the labeled segment contributes to the NMR signals. By labeling a different segment 
each time in a series of experiments, the structure of the entire protein can be studied. 
In this regard, the transverse relaxation issue is of primary concern. 
It had long been realized that substituting deuterons for protons would reduce 
the relaxation rates of the attached nuclei, leading to increased spectral resolution and 
significant gain in sensitivity.56 Nevertheless, deuteration alone does not allow the 
application of protein NMR beyond 50 kDa. The major breakthrough in extending the 
size limit comes with the introduction of TROSY (transverse relaxation-optimized 
spectroscopy).57 TROSY exploits the interference between two different relaxation 
mechanisms to reduce the line broadening (Figure 1.6 c), and works best at high field 
strength (700 to 900 MHz) with deuterated samples.58 TROSY modules have been 
implemented in many of the triple resonance experiments. Their application on large 
proteins will be further discussed in chapter 2. 
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Figure 1.6: Effects of protein size on NMR signals. (a) The NMR signal from small 
proteins has long transverse relaxation time (T2). This translates into narrow linewidth 
(Δν) on the spectrum after Fourier transformation (FT). (b) By contrast, the signal 
from large proteins relaxes faster (shorter T2), resulting in weak signal detected after 
the pulse sequence and broad lines on the spectrum. (c) TROSY substantially reduces 
the effective relaxation of the detected signal, leading to improved spectral resolution 
and sensitivity for large proteins. 
Adopted from Ref. 58 
1.9 Scope of the Thesis 
The discussion in the preceding sections suggests that, successful studies of 
protein structure by NMR heavily rely on the acquisition of high-quality spectra and 
the accurate and complete assignment of resonances. The latter is often challenging 
and places a bottleneck especially on the study of large proteins. My thesis work 
hence focuses on developing computational means to help assign the resonances in 
large proteins using the latest assignment strategy. 
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Chapter 2 
A General Strategy to Assign Aliphatic 
Side-Chain Resonances 
This chapter presents a detailed description on a general strategy recently 
developed in our lab, for the assignment of aliphatic side-chain resonances of 
uniformly 13C,15N-labeled large proteins. The work was mainly done by Xu Yinqi, a 
postdoctoral research fellow in our lab, and was published last year in the Journal of 
the American Chemical Society.59 It is included here as an essential part of my thesis 
because this strategy forms the methodological basis of the software tool for aliphatic 
side-chain assignment that will be introduced in the next chapter. 
2.1 Traditional Methods and Their Limitations 
Significant advances in NMR technology over the past two decades have 
made it well suited for the structure determination of small proteins.60 With the 
availability of uniform 13C,15N-labeling and triple resonance experiments, it is almost 
a routine task to assign backbone and side-chain resonances for proteins with M.W. 
below 25 kDa.  However, since the transverse relaxation rate increases as a function 
of the protein size, the sensitivity of these experiments drops dramatically when 
applied to proteins larger than 30 kDa. 
Deuteration and TROSY techniques were therefore developed to address this 
issue, which allow the assignment of backbone and Cβ resonances for proteins up to 
100 kDa.57,61,62 Unfortunately, the increase in size limit does come at a cost. The 
removal of aliphatic and aromatic protons by deuteration considerably reduces the 
number of NOEs which would otherwise provide valuable distance constraints for 
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structure calculation. Although the global folds of a protein can be determined using 
only backbone NOEs and residual dipolar couplings in partially ordered medium,63 
such structural models always suffer from low resolution. 
To improve the resolution of the structural model determined from highly 
deuterated samples, it is critical to selectively reintroduce methyl protons into methyl-
containing residues.64,65 The protonated methyl groups can be assigned with TOCSY-
based experiments or the TROSY versions of these experiments,66-68 and will provide 
many long range distance constraints since methyl groups are often involved in the 
hydrophobic core. Despite several successful applications of the selective labeling 
strategy to large proteins,69 preparation of deuterated and methyl-protonated samples 
are costly and time-consuming, and may not be suitable for every protein. 
2.2 Recent Progress 
Further improvement on structural resolution can only be achieved by 
constraining side chains of all or most residues using NOEs among side-chain protons. 
This requires complete or partial protonation at most side chains. For fully protonated 
large proteins, our group has recently proposed a novel 3D multiple-quantum (MQ) 
(H)CCmHm-TOCSY experiment for the assignment of 1H and 13C resonances of 
methyl groups using uniformly 13C-labeled samples.70 The experiment correlates 
chemical shifts of aliphatic carbon nuclei of amino acid side chains with those of the 
methyl 13Cm and 1Hm nuclei of the same residue in the protein sequence. Sequence-
specific assignment of methyl resonances can be obtained on the basis of prior 
assignments of 13Cα and 13Cβ. The method was first demonstrated on a 42 kDa acyl 
carrier protein synthase (AcpS) trimer, whose backbone and 13Cβ resonances had been 
assigned previously.71 It was later successfully extended to assign most side-chain 1H 
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and 13C resonances of methyl-containing residues in a much larger 65 kDa chain-
specifically labeled hemoglobin (Hb).72 However, this method does not work for 
residues that contain no methyl group. 
Last year our lab introduced a general strategy for the assignment of aliphatic 
side-chain resonances of all residues in uniformly 13C,15N-labeled large proteins.59 
The new strategy makes use of 4D 13C,15N-edited NOESY and MQ-(H)CCmHm-
TOCSY experiments, and prior assignments of backbone and 13Cβ resonances. 
Although the strategy based on NOESY and TOCSY has been used for peptides and 
small proteins for many years,11 this is the first time that a similar strategy has been 
applied to large proteins up to ~65 kDa. 
2.3 Basis of the New Strategy 
Most triple resonance experiments involving both 13C and 15N spins have very 
poor sensitivity for protonated large proteins. Fortunately, NOESY experiments are 
still sensitive enough to provide through-space correlations between spins separated 
by 4.5 Å or less (5.5 Å for methyl groups). Given any protein sequence, it is 
reasonable to assume that most amide protons are in close proximity to intraresidue 
and sequential side-chain protons. This hypothesis is supported by the statistics on 
interatomic distances73 (Table 2.1). Let i denote the residue number, the statistics 
shows that nearly all intraresidue HNi–Hαi, HNi–Hβi and sequential HNi–Hαi-1, HNi–Hβi-1 
pairs are within a distance of 4.5 Å and hence will produce observable NOEs. 
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Occurrence within a certain distance 
Type of H–H pairs Total number 
≤ 3.0 Å ≤ 3.5 Å ≤ 4.0 Å ≤ 4.5 Å ≤ 5.5 Å 
HNi–Hαi  118767 99% 100% - - - 
HNi–Hαi-1  118238 46% 65% 100% - - 
HNi–Hβi  109094 86% 93% 100% 100% - 
HNi–Hβi-1  108971 50% 65% 75% 100% 100% 
HNi–Hγi  91418 46% 58% 65% 95% 100% 
HNi–Hγi-1  92281 9% 22% 38% 65% 100% 
HNi–Hδi (aliphatic) 41565 2% 7% 36% 63% 99% 
HNi–Hδi-1 (aliphatic) 44907 6% 10% 14% 21% 77% 
HNi–Hδi (Phe/Tyr) 9535 37% 59% 65% 73% 100% 
HNi–Hδi-1 (Phe/Tyr) 9027 5% 25% 52% 70% 99% 
HNi–Hδi (His) 2927 12% 28% 40% 47% 96% 
HNi–Hδi-1 (His) 2748 3% 6% 15% 29% 62% 
HNi–Hδi (Trp) 1916 27% 47% 54% 59% 99% 
HNi–Hδi-1 (Trp) 1833 4% 10% 20% 33% 66% 
HNi–Hδi+1 (Pro) 5595 14% 21% 26% 39% 98% 
HNi–Hδi-1 (Pro) 5588 20% 43% 44% 45% 72% 
Table 2.1: Statistics on interatomic distances between amide protons and side-
chain protons. 576 structures from the PDB library of the program STARS were used 
to calculate these distances.73 For CH2 and CH3 groups, only the shortest distance to 
HN was counted. For the statistics on Hδ protons, the amino acid types are indicated in 
the brackets in the first column. For the two Hδ protons in Phe and Tyr residues, the 
shorter distance to HN was counted.  
Adopted from Ref. 59, supporting information 
 22
In a 4D 13C,15N-edited NOESY spectrum, each amide correlates with a 
number of CHn groups at positions [ω(HNi), ω(Ni), ω(Ckj), ω(Hkj)], where ω is the 
chemical shift and k is the k-th carbon/hydrogen of residue j. Hα and Hβ can be 
assigned from intraresidue or sequential NOEs, provided that these NOEs can be 
uniquely identified, on the basis of prior assignments of HN, N, Cα and Cβ spins, from 
all other NOEs involving the same amide proton. Otherwise, both intraresidue and 
sequential NH–CH NOE correlations (e.g., [ω(HNi), ω(Ni), ω(Cαi), ω(Hβi)] and 
[ω(HNi+1), ω(Ni+1), ω(Cαi), ω(Hβi)]) need to be considered together to resolve the 
ambiguity. If the ambiguity in assignment cannot be resolved due to the lack of 
sequential or intraresidue NOEs, an MQ-(H)CCmHm-TOCSY experiment can be 
applied to confirm the assignment. 
It is much more challenging to assign side-chain protons at γ, δ and ε positions 
using 4D 13C,15N-edited NOESY alone, since the exact chemical shifts of the carbon 
spins at these positions are unavailable and their empirical ranges have to be used for 
locating the possible peaks. According to the statistics on H–H distances73 (Table 2.1), 
many Hγs and some Hδs give rise to both intraresidue and sequential NH–CH NOEs 
and thus can be similarly assigned from the NOESY spectrum following the above 
procedure. Finally, an MQ-(H)CCmHm-TOCSY spectrum can be used in conjunction 
with 4D NOESY to assign the remaining unassigned spins. 
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2.4 Assigning Hα and Hβ 
The procedure for assigning Hα and Hβ resonances consists of five steps, 
summarized as follows. 
1. Identify peaks whose chemical shifts match the shifts [ω(HNi), ω(Ni), 
ω(Cαi)] on the C–H plane defined by spin pair Ni/Hi in the 4D NOESY 
spectrum. If only one NOE peak matches, the aliphatic proton shift of this 
peak is presumably assigned as the chemical shift of Hαi. 
2. By substituting ω(Cαi-1), ω(Cβi) and ω(Cβi-1) for ω(Cαi) in step 1, Hαi-1, Hβi 
and Hβi-1 can be respectively assigned in a similar manner, provided that 
unique matches also exist (for CH2 groups, two peaks with identical 
carbon shifts are also regarded as a unique match). 
3. In step 1 and 2, if an assignment obtained from intraresidue NOE is 
consistent with that obtained from sequential NOE (Figure 2.1 a, b), the 
assignment is confirmed. 
4. In case there is no other assignments immediately available in step 3 to 
confirm the assignment of a peak on the C–H plane located at Ni/Hi, if the 
[ω(Cj), ω(Hj)] shifts of the peak match those of one of the peaks on the 
neighboring C–H plane located at Ni+1/Hi+1 or Ni-1/Hi-1 (Figure 2.1 c, d), 
the assignment is also confirmed. 
5. When no Hα or Hβ can be assigned in step 1 and 2 due to ambiguities, 
directly compare the C–H plane located at Ni/Hi with those at Ni+1/Hi+1 or 
Ni-1/Hi-1 for consistent peaks to resolve the ambiguities. 
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Figure 2.1: Representative Nk–Hk/F1(1H)–F2(13C) planes from the 4D 13C,15N-edited 
NOESY spectrum. Each plane is labeled with its 1HN and 15N chemical shifts and the 
corresponding amino acid. All red peaks were aliased by 20 ppm in the 13C dimension. 
The unlabeled peaks in (d) are from the neighboring planes. The experiment was 
recorded with 13C,15N-labeled β-chains complexed with unlabeled α-chains of Hb in 
1H2O:2H2O (95:5) solution (~2 × 0.5 mM in the β-chain, pH 7, 30°C) on a Bruker 
Avance 500 MHz spectrometer equipped with a CryoProbe. 
Adopted from Ref. 59 
 
Since degeneracy of (HN, N, C) spin triplets occurs in a much lower chance 
than that of (HN, N) spin pairs, most Hα and Hβ resonances could be presumably 
assigned in 4D NOESY with only intraresidue or sequential NOEs (Table 2.2, 
columns A and B). In rare cases where the above method fails to unambiguously 
assign Hα or Hβ, an MQ-(H)CCmHm-TOCSY spectrum may be used to resolve the 
ambiguities, as will be described in the next section. 
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2.5 Assigning Other Resonances 
The procedure for assigning Hα and Hβ can be similarly applied to assign side-
chain resonances at γ, δ and ε positions. Although the exact chemical shifts of Cγ, Cδ 
and Cε are unknown, their empirical ranges may serve as a guide for locating possible 
peaks (Figure 2.2 a, b). However, due to the obvious problem of chemical shift 
degeneracy as well as usually longer distances to amide protons, less number of Cγ/Hγ 
and Cδ/Hδ spins can be assigned with the 4D 13C,15N-edited NOESY alone (Table 2.2, 
columns A and B). In this case, a 3D MQ-(H)CCmHm-TOCSY spectrum has to be 
used in addition to 4D NOESY to assign any unconfirmed and remaining resonances, 
the details of which are given below. 
Once a peak with the chemical shifts [ω(HNi), ω(Ni), ω(Ckj), ω(Hkj)] in 4D 
NOESY is unambiguously assigned (most often Cα/Hα or Cβ/Hβ), a strip can be 
plotted at [ω(Ckj), ω(Hkj)] in CCH-TOCSY and the position on the Y-axis of the strip 
that corresponds to ω(Ckj) can be marked. Such strips will be our “reference strips” 
(Figure 2.2, f). Later on if ambiguities arise when assigning other resonances (e.g. 
Cγ/Hγ) in residue j, strip plots can be similarly done for each of the peaks in doubt and 
compared for matches of the aliphatic carbon resonances (Figure 2.2, c to g). The 
more matches a strip shares with the “reference strips”, the more likely that the NOE 
peak by which it is plotted is the correct one for the assignment. 
 26
 
Figure 2.2: Assignment of Cγ/Hγ and Cδ/Hδ resonances using the 4D 13C,15N-edited 
NOESY (a and b) and CCH-TOCSY (c to g) spectra. Red peaks in slices (a) and (b) 
are aliased by 20 ppm in the 13C dimension. Each F1(13C)–F3(1H) slice of (c) to (g) is 
labeled with the identity of the CH-containing residue, and the F2(13C) frequency in 
ppm is indicated at the top of each slice. The CCH-TOCSY data comprising 105 × 35 
× 640 complex points with spectral widths of 12007, 4024 and 12007 Hz in F1, F2 
and F3 dimensions respectively were collected on an 800 MHz NMR spectrometer 
using a triple resonance probe. 
Adopted from Ref. 59 
 
Sometimes it may be difficult to assign Hα or Hβ resonances reliably using 4D 
NOESY alone due to the lack of sequential or intraresidue NOEs. Strip plot in CCH-
TOCSY can also be applied in this case to resolve ambiguities or confirm an 
assignment, provided that there are other confirmed side-chain assignments in the 
same residue available for reference, or the strips defined by the NOE peaks involving 
Hα or Hβ, on their own, provide sufficient information. 
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2.6 Results and Significance 
The strategy described above was tested on a cell adhesion protein (DdCAD-1, 
214 residues) whose backbone and side-chain resonances have previously been 
assigned using conventional methods.74 The result shows that all assignments 
obtained from both intraresidue and sequential NOEs (Table 2.2, column C) are 
correct, while three of the unconfirmed assignments (Table 2.2 column D) are 
incorrect. When the CCH-TOCSY spectrum was combined with 4D NOESY to assign 
the unconfirmed and remaining resonances, nearly all correlations can be observed in 
TOCSY, which gives aliphatic side-chain assignment completeness of ~96% (the ratio 
of the assigned to total aliphatic CHn groups, Table 2.2, column E), a result 
comparable to that obtained from conventional methods. 
The strategy was also applied to assign the aliphatic side-chain resonances of 
the uniformly 13C-labeled β-chain of human normal adult hemoglobin in the 
carbonmonoxy form (rHbCO A, ~65 kDa with two identical α-chains and two 
identical β-chains). The backbone, most methyl groups, and side-chain carbons in 
methyl-containing residues of rHbCO A had previously been assigned.72 Although 
many peaks involving Hα or Hβ cannot be observed in the TOCSY spectrum, the 
peaks involving Hγ, Hδ, or methyl protons are usually observable due to higher 
mobility of these spins. Sixteen methyl groups that were ambiguously assigned 
previously because of degenerating (Cα, Cβ) spin pairs can be completely assigned 
now using the intraresidue CH3–NH NOEs observed in 4D NOESY. About 80% of 
side-chain spins in rHbCO A were assigned in the end (Table 2.2, column E), and 
most unassigned spins lack observable NH–CH NOEs. 
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 Total A B C D E 
 DdCAD-1 
CαHαn 212 161 168 170 32 206/5/1 
CβHβn 199 172 140 145 44 195/2/2 
CγHγn 72 38 31 28 25 66/5/1 
CδHδn 32† 13 8 7 10 29/1/2 
CH3 101‡ 37 35 76 9 100/0/1 
 β-chain of rHbCO A 
CαHαn 114 114 73 90 44 132/12/2 
CβHβn 133 97 67 74 31 90/26/17 
CγHγn 51 23 4 15 12 32/12/7 
CδHδn 21† 9 6 5 8 10/9/2 
CH3 80‡ 19 16 40 4 78/2/0 
Table 2.2: Summary of aliphatic side-chain assignments of DdCAD-1 and rHbCO A. 
(A) Assigned with intraresidue NOE; (B) assigned with sequential NOE; (C) assigned 
with both intraresidue and sequential NOEs; (D) unconfirmed (only intraresidue or 
sequential NOE was observed); (E) the final assigned/tentatively assigned/unassigned 
CHn groups using both the 4D NOESY and CCH-TOCSY spectra. † Excluding methyl. 
‡ Excluding Ala. 
Adopted from Ref. 59 
 
In conclusion, most aliphatic side-chain resonances of large proteins can be 
assigned reliably with 4D 13C,15N-edited NOESY and MQ-(H)CCmHm-TOCSY 
experiments based on available backbone assignments, hence providing much more 
distance constraints for accurate structure determination of large proteins. 
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Chapter 3 
Software Implementation of the Strategy 
The new strategy introduced in the previous chapter has proven to be an 
effective and reliable method for the assignment of aliphatic side-chain resonances in 
large proteins. The manual process, however, is tedious and time-consuming and may 
require weeks or even months of dedicated work. In order for it to benefit a larger 
research community, a software tool was developed as the major part of my Master’s 
project to facilitate the side-chain assignment (SCAssign) using this strategy. This 
chapter elaborates on the implementation of the software, SCAssign. 
3.1 Design Overview 
Our initial plan was to develop a fully automated program that would be 
capable of importing chemical shifts from prior backbone assignments, performing 
peak picking in the 4D NOESY spectrum, identifying possible NOE peaks for each of 
the spin triplets based on the imported chemical shifts, and finally resolving 
ambiguities by considering both intraresidue and sequential NOEs, and the strip plots 
from the CCH-TOCSY spectrum. The preliminary assignments could be obtained 
with minimal human intervention and a score would be computed for each assignment 
as an indication of its reliability. The program would also provide a graphical 
interface for the user to manually check through those peaks that were less reliably 
assigned and make corrections should any error occur. 
Although a program with such functionality may appear as a tempting solution 
to the aliphatic side-chain assignment problem, further analysis has raised the 
following concerns. 
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• When searching for NOE peaks that match the given spin triplet, the 
program needs a robust method to filter out the background noise. Since 
many NOEs, especially those between amide protons and aliphatic protons 
at the distal end of side-chains, may be weak due to the usually longer 
distances, it will be hard to find a perfect balance. 
• Unlike 4D NOESY, the CCH-TOCSY spectrum in general contains a lot 
more noises and the peak pattern is less distinct. As a result, comparison of 
strip plots cannot be simply based upon the matches of peak positions. It 
may require a sophisticated algorithm for pattern recognition. 
• The scoring scheme for assessing the reliability of each assignment should 
be sensitive enough to pick up those that can potentially go wrong, but not 
so sensitive as to include many correct assignments. Otherwise time saved 
by automation would be wasted in manual checking. This is again the 
problem of finding a perfect balance. 
• To ensure the efficiency and reliability of a fully automated side-chain 
assignment program, it has to be tested under all conditions with as many 
data sets as possible. This means that many 3D and 4D NMR experiments 
need to be carried out to generate the test data. 
Given the time and practical limitations, the above concerns have led to the 
conception of a semi-automated approach, in which the user will be involved in 
examining the peaks and resolving the ambiguous assignments. Differentiation of real 
peaks from noises and comparing spectral pattern are much easier jobs for human 
than for computer. In addition, the efficiency and reliability of this semi-automated 
program can be readily assessed with just a few NMR data sets. 
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3.2 Software Structure 
SCAssign was written in the Python programming language as an extension to 
Sparky, one of the most well known and commonly used graphical packages for NMR 
spectra viewing and analysis.75 This not only ensures maximal system compatibility 
and wide acceptance of the program by the research community, but also allows us to 
tap on many useful functions provided by Sparky rather than coding everything from 
scratch. The whole program was divided into four source files (Table 3.1). The 
complete source code can be found in the Appendix. 
File name Brief description 
sidechain_assign.py Main program for aliphatic side-chain assignment. 
spectra_setup.py Setup spectra and preferences. 
import_shifts.py Import chemical shifts from prior backbone assignments. 
sparky_init.py Load SCAssign extension upon Sparky startup. 
Table 3.1: Summary of SCAssign’s source files. 
 
SCAssign’s user interface consists of five major components (Figure 3.1). A 
(HN, N, C) spin triplet can be specified and the possible matching peaks will be listed 
in the main window (Figure 3.1 A). To prevent the screen from being over crowded, 
separate pop-up windows, which can be dismissed when no longer in use, are adopted 
for configuring spectra and preferences (Figure 3.1 B) and importing prior backbone 
assignments (Figure 3.1 C). Ambiguities in the assignment can be quickly resolved by 
comparing the intraresidue and sequential NOEs in 4D NOESY (Figure 3.1 D), and 
the strip plots in CCH-TOCSY (Figure 3.1 E). The following sections present detailed 
implementation of each of these features. 
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Figure 3.1: SCAssign user interface. (A) The main application window; (B) pop-up 
window for configuring spectra and preferences; (C) pop-up window for importing 
prior backbone assignments; (D) dual view of the 4D NOESY spectrum; (E) strip plot 
of the CCH-TOCSY spectrum. 
 
3.3 The Main Application Window 
The main application window of SCAssign is shown in Figure 3.2 A. 
SCAssign displays a protein sequence in segments of three consecutive residues. The 
slider bar allows the user to move forward and backward along the sequence. Each 
residue is identified by its one-letter amino acid code and sequence number. The user 
can define a (HN, N, C) spin triplet by selecting HN, N and C spins from the pull-down 
menus. As HN and N of the same residue together define a C–H plane in 4D NOESY 
and would not make sense if separated, they are grouped in one entry for the user’s 
convenience and labeled as “NH”. Only one spin triplet can be defined at a time. 
Names of the selected spins will be shown on the menu button. 
In many cases the previous backbone assignment may contain gaps and holes. 
If a residue was left completely unassigned (i.e., chemical shifts of none of its spins 
are known), its pull-down menu is disabled and grayed out (Figure 3.2 B). The 
unassigned NH spins, such as those of proline residues, are also disabled to prevent 
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the user from selecting them (Figure 3.2 C). SCAssign fills in the empirical ranges for 
unassigned Cα and Cβ spins and labels them in red (Figure 3.2 D), so the user will be 
notified to leave them out at the first attempt, and try to assign later after majority of 
the aliphatic side-chain resonances have been assigned. 
 
Figure 3.2: SCAssign main application window. (A) An (HN, N, C) spin triplet can 
be defined using the pull-down menus. (B) The pull-down menu will be disabled for 
the residue that was left unassigned in the prior backbone assignment. (C) The menu 
entry will be disabled for unassigned NH spins. (D) Unassigned Cα and Cβ spins will 
take the empirical ranges and appear in red. 
 
3.4 Configuring Spectra 
We designed a separate dialog window for configuring spectra and preferences 
(Figure 3.1 B), which can be brought up by clicking on the “Setup…” button located 
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at the bottom of SCAssign’s main window (Figure 3.2 A). As explained in the 
previous chapter, the assignment of aliphatic side-chain resonances using our new 
strategy requires two spectra, 4D 13C,15N-edited NOESY and 3D MQ-(H)CCmHm-
TOCSY. The user needs to choose the appropriate ones from the pull-down menus 
(Figure 3.3 B). Among all the spectra that are currently opened in Sparky, only those 
with the matching number of dimensions (i.e., 4D spectra for NOESY and 3D spectra 
for CCH-TOCSY) will be listed. In addition, the user needs to specify which nuclear 
type that each axis of the 4D NOESY spectrum represents (Figure 3.3 C, Table 3.2 A) 
and which dimension in the strip plot that each axis of the CCH-TOCSY spectrum 
should be assigned to (Figure 3.3 D, Table 3.2 B). All the axes must be correctly and 
uniquely specified. The program will clear any repeated selection of the same axis and 
highlight its menu label in red (Figure 3.3 E) 
 
Figure 3.3: Configuring the 4D NOESY and CCH-TOCSY spectra. (A) The pull-down 
menus for selecting spectra and their axes. (B) A list showing all the 3D spectra that 
are currently open in Sparky. (C) List of the axes of the 4D 13C,15N-edited NOESY 
spectrum. (D) List of the axes of the 3D MQ-(H)CCmHm-TOCSY spectrum. (E) If an 
axis was selected twice, the previous selection would be cleared, and the menu label 
would be highlighted in red. 
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A 4D NOESY 
 N: Amide nitrogen 
 H: Amide hydrogen 
 CX: Aliphatic or aromatic carbon 
 HX: Aliphatic or aromatic hydrogen 
B CCH-TOCSY 
 X: Aliphatic hydrogen 
 Y: Aliphatic carbon, the axis with larger spectral width 
 Z: Aliphatic carbon, the axis with smaller spectral width 
Table 3.2: List of the axes of the 4D NOESY and CCH-TOCSY spectra. (A) The type 
of the nucleus that each axis in 4D NOESY represents; (B) the dimension in the strip 
plot that each axis in CCH-TOCSY should be assigned to. 
 
In a multi-dimensional NMR spectrum, it is common that a peak gets folded 
along one or more axes. If the experiment has been set properly, the folded peaks will 
take opposite sign with respect to the ones that are not folded. By default SCAssign 
assumes the latter to be positive in the 4D NOESY spectrum. The user would need to 
turn on the “Inverse sign” option (Figure 3.3 A) if their spectrum had been processed 
in such a way that the folded peaks appear positive. 
3.5 Color-Coding of Peak Region 
The 4D 13C,15N-edited NOESY experiment used in our lab reverses the sign of 
an NOE peak if it gets folded along either the 15N or the 13C dimension. SCAssign 
takes such phenomenon into account when trying to identify matching peaks for a 
given (HN, N, C) spin triplet, and will determine the sign of those peaks based on the 
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chemical shifts obtained from prior backbone assignments or the empirical ranges. 
Boundaries of the region in the 4D NOESY spectrum where those peaks are found are 
then highlighted accordingly with a user-specified color (Figure 3.4 A). Interpretation 
of the color coding will be explained in section 3.10. 
The purpose of choosing a boundary color for positive or negative peak region 
is to make it consistent with the color scheme used for the contour plot of positive or 
negative peaks, so that the view of the spectrum appears visually more informative. 
There are seven colors available: red, green, blue, cyan, yellow, magenta, and white. 
The user may pick a color by clicking on the respective button (Figure 3.4 B). As later 
SCAssign has to rely on the color coding to filter out the peaks of the correct sign, 
selection of the same boundary color for both the positive and the negative peak 
region is prohibited. 
 
Figure 3.4: Color-coding of peak region. (A) Yellow lines indicate that SCAssign 
searches for positive peaks (red to yellow) in the enclosed region. (B) The user can 
select colors that match the color scheme of the contour plot. 
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3.6 Peak Match Tolerances 
It is obvious that in reality the shifts [ω(HN), ω(N), ω(C)] of a matching NOE 
peak will not be exactly the same as the chemical shifts from the prior backbone 
assignment due to uncontrollable fluctuation between different experiments. The 
deviations are accommodated by peak match tolerances, which determine the size of 
the region where SCAssign will search for matching peaks. The bigger the tolerance 
value, the broader the search region (Figure 3.5 B, C). For HN, N, Cα, and Cβ whose 
exact chemical shifts are known, the search region along each axis is defined as the 
known chemical shift plus/minus the tolerance value in ppm; for Cγ, Cδ, and other 
assignable side-chain carbon atoms of which only empirical ranges of the chemical 
shifts are available, the search region is defined as the mean chemical shift plus/minus 
the tolerance value in number of standard deviation (S.D.). (Figure 3.5 A). SCAssign 
has an inbuilt database of chemical shift statistics for all 20 amino acids, compiled 
from the BMRB restricted set as of 28 June 2006. The user can adjust the tolerances 
setting in the “Setup Spectra and Preferences” window. 
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Figure 3.5: Adjusting peak match tolerances. (A) The user can adjust peak match 
tolerances by clicking on the increase/decrease arrows. (B) The search region shown 
in the C–H plane when the match tolerance for Cγ is set to be 2 S.D. (C) The region 
will become significantly larger if the tolerance is 3 S.D. 
 
3.7 Importing Chemical Shifts 
SCAssign is able to import the chemical shifts of HN, N, Cα, and Cβ from prior 
backbone assignments. The dialog window for importing can be brought up by 
clicking on the “Import shifts …” button located at the bottom of SCAssign’s main 
window (Figure 3.2 A). The user needs to prepare a plain text file that specifies those 
shifts. The format of this shifts file is illustrated below. 
1 LYS   CA    56.304 
1 LYS   CB    33.336 
2 THR   CA    62.145 
2 THR   CB    69.736 
2 THR    H     8.236 
2 THR    N   116.334 
3 GLU   CA    56.124 
3 GLU   CB    31.485 
3 GLU    H     8.576 
. ...    .     ...   
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As seen from the example, the shifts file usually consists of multiple lines, and 
each line contains four data fields: residue number, residue name, atom name, and 
chemical shift. Table 3.3 summarizes the required data format for each field. 
Data field Format 
Residue number Sequence number of the residue, counting from 1 and 
increasing monotonically. 
Residue name Amino acid name of the residue, in standard 3-letter 
or 1-letter code 
Atom name In BMRB nomenclature, H for amide hydrogen, N for 
amide nitrogen, CA for carbon α, etc. 
Chemical shift Value of the chemical shift, floating point number, 
can be positive or negative. 
Table 3.3: Summary of the data format of the shifts file. 
 
SCAssign allows the user to locate the shifts file either by typing the full path 
and file name, or by browsing through the file system (Figure 3.6 A). A preview of 
the file content will be generated automatically. Since the assignment of aliphatic 
side-chain resonances relies heavily on the previous backbone assignment, the 
program will make thorough check of the shifts file for any format error before import. 
If an error was found, a message which indicates the type and location of the error 
would be displayed to facilitate correction by the user (Figure 3.6 B). 
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Figure 3.6: Importing chemical shifts. (A) SCAssign automatically generates a 
preview of the shifts file. (B) The error message provides additional information 
regarding the type and location of the error. 
 
3.8 Deuterium Isotope Effect 
Deuterium isotope effect refers to the phenomenon that the substitution of a 
deuteron for a proton can induce changes in chemical shifts of the nuclei that are 
separated by as many as four covalent bonds.76,77 In perdeuterated proteins, it is the 
total deuterium isotope effect on the observed 13C chemical shifts, ΔC(D), that is of 
our main concern. Because this effect is additive in nature,76 ΔC(D) of a given 13C 
nucleus can be expressed as: 
 ΔC(D) = 1ΔC(D)d1b + 2ΔC(D)d2b + 3ΔC(D)d3b 
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where nΔC(D) represents the n-bond isotope effect per deuteron and dnb the number of 
deuterons n bonds away from the 13C nucleus. The above equation is restricted only to 
the isotope shifts over three bonds or less, due to the negligible magnitude of 4ΔC(D) 
in saturated alkanes.76 In addition, since estimates of isotope shifts are often more 
useful in studies of large proteins with undetermined secondary and tertiary structures, 
a simplifying assumption has been made that 3ΔC(D) is independent of the dihedral 
angle formed by the C–D bond and the C–C bond between the carbon nuclei two and 
three bonds away from the deuteron (Figure 3.7).77 
 
Figure 3.7: 3-bond deuterium isotope effect. (A) C2 and C3 are two and three bonds 
away from the deuteron respectively. (B) The isotope effect on C3 is independent of 
the dihedral angle θ formed by the C1–D and C2–C3 bond. 
 
Venters et al. have studied the deuterium isotope effect on Cα and Cβ using the 
human carbonic anhydrase II (HCA II) assignment data.78 The values of the three 
nΔC(D) constants were statistically determined by first measuring the differences in 
13C chemical shifts between deuterated and non-deuterated HCA II samples followed 
by least-squares analysis79 to fit such differences with the above equation. The one-
bond isotope effect on Gly Cα nuclei was measured separately. The results are shown 
below (in ppm). 
1ΔC(D) = -0.29 ± 0.05  1ΔCGly(D) = -0.39 ± 0.04 
2ΔC(D) = -0.13 ± 0.02 
3ΔC(D) = -0.07 ± 0.02 
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The study also indicates that the deuterium isotope effect can be accurately 
predicted for most Cα and Cβ nuclei in perdeuterated proteins,78 hence providing a 
useful means for the correction of this effect. 
In our situation, since the 4D NOESY and CCH-TOCSY experiments were 
both conducted using fully protonated samples, the Cα and Cβ chemical shifts from 
prior backbone assignments, which were obtained from deuterated samples, need to 
be corrected for the deuterium isotope effect before they can serve to facilitate the 
assignment of side-chain resonances. SCAssign is able to perform such correction 
automatically based on the equation and the three nΔC(D) constants. The user can turn 
on this feature by selecting the “Correct for deuterium isotope effect” checkbox at the 
bottom of the “Import Chemical Shifts” window (Figure 3.6 A). 
3.9 Peak Match Algorithm 
Once the user has defined a (HN, N, C) spin triplet, SCAssign will first try to 
pick any new peaks within the tolerance region in the 4D NOESY spectrum, and then 
search among the spectrum’s peak list for the matching peaks. The peak picking is 
done in real time so that the user does not have to pick peaks in advance. The details 
of the peak match algorithm are given below. 
1. Calculate the tolerance region. For a spin triplet with the chemical shifts 
[ω(HN), ω(N), ω(C)], the region is defined as [ω(HN) ± t(HN), ω(N) ± t(N), 
ω(C) ± t(C), sw(H)], where t(HN), t(N), and t(C) are the tolerances in HN, 
N, and C dimensions; sw(H) is the spectral width in H dimension. 
2. Alias the region onto the spectrum. The region may split into two if it gets 
folded. Calculate each sub-region in this case. 
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3. Determine the sign (+/–) of the matching peaks in the tolerance region (or 
each of the sub-regions if it gets folded). 
4. Pick peaks in the region by calling Sparky’s peak picking function. Peaks 
that are not present in the spectrum’s peak list will be added. 
5. Search among the peak list, which now contains both the existing and the 
newly picked peaks, for the ones whose center falls within the tolerance 
region. A peak may be picked up in step 4 even if only part of it is in the 
region. Such peaks will be discarded in this step. 
6. Filter the result of step 5 for peaks above the threshold and of the correct 
sign, and sort them by data height. 
7. If the tolerance region gets folded over the spectrum, repeat step 4 to 6 for 
the other sub-region. Combine and display the final result. 
Sparky’s peak picking function receives several parameters, such as minimum 
linewidth and drop off factor (Figure 3.8 A). Information about these parameters and 
how they affect peak picking can be found in the Sparky manual. These parameters 
are used only for picking new peaks and hence have no effect on those that are 
already in the peak list. 
When filtering peaks (in step 6), SCAssign takes the lowest contour levels of 
the spectrum’s view as the thresholds. The user may change these values in the 
contour dialog window (Figure 3.8 B) at any time during the side-chain assignment. 
Unlike the minimum linewidth or drop off factor, this setting will affect both the 
existing and the newly picked peaks. 
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Figure 3.8: Peak picking parameters. (A) To gain more control over peak picking, 
the user may specify the minimum linewidth and drop off factor in Sparky’s peak 
picking dialog window. (B) The lowest contour levels in the spectrum’s view will be 
used as the thresholds for peak picking and filtering. 
 
3.10 Display of the Results 
SCAssign displays the peak match results in the peak list of its main 
application window (Figure 3.9 A). All possible matching peaks are sorted by data 
height, which is an estimate of peak intensity. Their frequencies in each axis are 
tabulated. The total number of peaks found and the chemical shifts [ω(HN), ω(N), 
ω(C)] of the selected spin triplet (for Cγ, Cδ, and Cε, the mean chemical shift in the 
empirical range) are shown in the status bar. 
To offer the user a more intuitive graphical representation, the program also 
switches the view of the 4D NOESY spectrum to the C–H plane located at [ω(HN), 
ω(N)], and highlights the tolerance region where it has searched for those matching 
peaks (Figure 3.9 B to E). Since peaks often get folded in a multi-dimensional NMR 
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spectrum, different colors are used to mark the boundaries of the region, depending on 
whether the matching peaks in that region are positive or negative. The defaults are 
yellow for positive peak region and blue for negative peak region. The user may 
choose other colors in the “Setup Spectra and Preferences” window (Figure 3.4 B) to 
suit the contour plot. The following examples are given to illustrate this color scheme. 
In Figure 3.9 B, the region is highlighted in yellow, which means that the positive 
peaks (red to yellow) in this region are the matching peaks. In Figure 3.9 C, the region 
is highlighted in blue, which means that the negative peaks (green to blue) in this 
region are the matching peaks. 
In some circumstances, the tolerance region may fold over the spectrum and 
split into two non-continuous sub-regions (Figure 3.9 D, E). The matching peaks in 
these two regions are of the opposite sign, and therefore different boundary colors 
have to be used to highlight these regions. In Figure 3.9 D, the upper region is 
highlighted in yellow and the lower region in blue, suggesting that the positive peaks 
in the upper region and the negative peaks in the lower region are the matching peaks, 
while in Figure 3.9 E, the upper region is highlighted in blue and the lower region in 
yellow, suggesting that the negative peaks in the upper region and the positive peaks 
in the lower region are the matching peaks. 
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Figure 3.9: Display of the peak match results. (A) Possible matching peaks shown in 
SCAssign’s peak list. (B) to (E) Views of the 4D NOESY spectrum with tolerance 
regions highlighted in different colors to indicate the sign of the matching peaks. The 
semi-transparent overlay of the region is drawn here for illustration purpose. It will 
not be shown in the actual spectrum’s view. 
Peaks are sorted 
by data height. 
Chemical shifts of the 
spin triplet are shown 
in the status bar. 
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3.11 Dual View of 4D NOESY 
As discussed in the previous chapter, the sequential NOE peaks on the C–H 
plane defined by spin pairs Ni+1/Hi+1 or Ni-1/Hi-1 can be used to confirm assignments 
or resolve ambiguities of the intraresidue NOE peaks on the C–H plane defined by 
Ni/Hi. We have incorporated this principle into the design of SCAssign by introducing 
a concept called “the referential C–H plane”. This plane will be chosen according to 
the composition of the selected spin triplet. 
• For (HNi, Ni, Ci), the C–H plane defined by spin pair Ni+1/Hi+1 will be the 
referential C–H plane. 
• In the above case, if residue i is the last residue of a protein sequence, the 
plane defined by Ni-1/Hi-1 will be the referential plane. 
• For (HNi, Ni, Cj) where i ≠ j (usually i = j + 1), the plane defined by Nj-Hj 
will be the referential plane. 
• Should the N/H spin pair used to define the referential plane fall on proline 
residues, an empty view will be generated. 
Suppose a few peaks are found to match [ω(HNi), ω(Ni), ω(Cαi)] due to spin 
triplet degeneracy. When the user clicks on their entries in SCAssign’s peak list 
(Figure 3.10 A), besides showing the peaks on the C–H plane located at [ω(HNi), 
ω(Ni)] (Figure 3.10 C), the program will automatically display in a separate view the 
referential C–H plane located at [ω(HNi+1), ω(Ni+1)] and position the crosshair at 
[ω(Cαi), ω(Hαi)] (Figure 3.10 B). The dual view of the 4D NOESY spectrum will help 
the user quickly confirm assignments or resolve ambiguities. 
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Figure 3.10: Dual view of the 4D NOESY spectrum. The user may examine each 
matching peak by clicking on its entry in SCAssign’s peak list (A). The program will 
switch the spectrum’s view to show the peak (C), and at the same time, display the 
referential C–H plane (B), to help the user quickly confirm an assignment or resolve 
the ambiguities caused by spin triplet degeneracy. 
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3.12 Assignment and Auto-Alias 
Instead of manually filling in the residue and atom names, the user can assign 
a peak by Shift-clicking (press and hold the “Shift” key while click) on its entry in 
SCAssign’s peak list (Figure 3.11 A). The program will generate the assignment label 
in accordance with the convention adopted by Sparky, and display it in the spectrum’s 
view next to the peak (Figure 3.11 B). In addition, an asterisk mark will appear at the 
end of the entry to indicate that the peak has been assigned (Figure 3.11 A). The user 
may adjust the size of the assignment label in the “Ornament Sizes” dialog window 
(Figure 3.11 D, accelerator “oz”). 
Once a peak is assigned, SCAssign will check its on-spectrum frequencies and, 
if necessary, automatically alias it using previous backbone assignments or empirical 
ranges as a guide. The program will also immediately update the peak list to show the 
aliased frequencies (Figure 3.11 A). This step of auto-alias would be ignored if the 
peak had been aliased by the user prior to the assignment. 
Many amino acid residues contain side-chain carbon atoms that carry more 
than one hydrogen atoms (e.g., Lys Cγ has two Hγs, HG2 and HG3). They are 
reflected on the 4D NOESY spectrum as distinct peaks with the same aliphatic carbon 
shift but slightly different aliphatic proton shifts (Figure 3.11 B). In this case the 
program will simply assign those peaks with the same label. To append a suffix 
number to a hydrogen atom, the user needs to edit the label in the “Assignment” 
dialog window (Figure 3.11 C, accelerator “at”). 
For an assigned peak, Shift-clicking on its entry again in SCAssign’s peak list 
will unassign the peak. The assignment label will be cleared, and the peak, if aliased, 
will be restored to take the on-spectrum frequencies. 
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Figure 3.11: Assignment and auto-alias of an NOE peak. Shift-clicking on an entry 
in SCAssign’s peak list will cause the program to assign and auto-alias the peak (A). 
The assignment label is shown in the spectrum’s view (B). The user may edit the 
assignment (C) or adjust the size of the label (D). 
Asterisk indicates 
the peak has been 
assigned. 
Aliased frequency is 
shown in SCAssign’s 
peak list. 
 51
3.13 Strip Plot 
Very often, strip plots in CCH-TOCSY (Figure 3.12 A) need to be combined 
with the 4D NOESY spectrum in order to reliably assign Cγ/Hγ, Cδ/Hδ, and Cε/Hε 
spins. To show the CCH-TOCSY strip defined by an NOE peak, the user just has to 
right click on its entry in SCAssign’s peak list. Again, the program will perform auto-
alias to get the correct aliphatic C/H frequencies of the peak, and passes them to the 
“Strip Plot” extension (one of the standard extensions offered in Sparky package) for 
drawing the strip. Each strip is labeled with the respective C/H frequencies and the 
identity of the C/H-containing residue (Figure 3.12 A). The position on the Y-axis of 
the strip which corresponds to the 13C shift of a given NOE peak is marked for easy 
comparison of spectral patterns. 
The user is advised to plot the strips of Cα/Hα and Cβ/Hβ once they have been 
unambiguously assigned, so that later on when assigning Cγ/Hγ, Cδ/Hδ, and Cε/Hε of 
the same residue, the user can plot the strip for each of the possible NOE peaks, and 
resolve the ambiguities by comparing the strips among themselves and with those of 
Cα/Hα and Cβ/Hβ, on the basis of matching aliphatic 13C resonances. 
SCAssign synchronizes all strips with the corresponding NOE peaks, so that at 
any time the user can drag a peak to adjust its position, or manually alias it if he is not 
satisfied with the strip plot based on auto-alias. The strip will be redrawn and the label 
will be updated immediately to reflect these changes. SCAssign will also delete a strip 
once its corresponding NOE peak has been deleted. 
Furthermore, the “Strip Plot” window is interlinked with SCAssign’s peak list 
and the spectrum’s view to allow convenient analysis and cross-check. For example, 
when the user clicks on an entry in the peak list, if the NOE peak has a strip but the 
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strip is not currently displayed in the plotting area, SCAssign will automatically scroll 
to that strip and highlight it. Likewise, when the user double-clicks on a strip, the 
program will show the corresponding NOE peak in the NOESY spectrum’s view 
together with the referential C–H plane. The entry of this NOE peak, if present in 
SCAssign’s peak list, will also be selected. 
To delete a strip, first click to select the strip (which will be highlighted upon 
selection) and then type the command “sd”. Typing “sD” will delete all strips. The 
user can zoom in or out on a selected strip using the command “si” or “so”. The user 
can also type “sw” to bring up a dialog window for adjusting the strip width and the 
gap between the strips. All these commands are accessible under the “Show” menu 
(Figure 3.12 B). More details on the functions provided by the “Strip Plot” extension 
can be found in the Sparky manual. 
Once the ambiguities have been resolved, the user may assign a peak by Shift-
clicking on the respective strip (similar to assigning a peak from the peak list). The 
peak will be auto-aliased upon assignment. Shift-clicking on the strip again will delete 
the assignment and aliases. 
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Figure 3.12: Strip plot of the CCH-TOCSY spectrum. (A) SCAssign calls the “Strip 
Plot” extension to draw the CCH-TOCSY strips defined by NOE peaks. Each strip is 
labeled with the C/H frequencies and the identity of the C/H-containing residue. The 
position on the Y-axis of the strip which corresponds to the 13C shift of the NOE peak 
is marked with a straight line. (B) The user can delete strips, zoom strips in/out, and 




Evaluation of the Software 
SCAssign was developed on an IBM ThinkPad T42 laptop running Windows 
XP (Service Pack 2), using Python version 2.3.3 bundled with Sparky 3.111 release. 
To ensure its reliability, efficiency, and ease of use, we have tested SCAssign on other 
operating systems by working on real NMR data sets to assign the aliphatic side-chain 
resonances of large proteins. This chapter provides a detailed evaluation regarding the 
functions and performance of the software. 
4.1 Availability and Support 
The software, in the form of Python source code, is available to academic 
users as free download at http://yangdw.science.nus.edu.sg/SCAssign. The website 
also contains a step-by-step installation guide, the user manual, screenshots and 
demonstration videos recorded in Flash. 
After the software has been successfully installed, a new menu entry named 
“Sidechain assign” with an accelerator “sa” should appear in the “Extensions” menu 
of Sparky (Figure 4.1). The user can launch SCAssign either by clicking on this entry 
or typing the accelerator “sa”. No pre-compilation is required as Sparky will compile 
all the source codes in real time. 
We have tested SCAssign on Windows XP (Service Pack 2), Fedora Core 3, 
and Mac OS 10.3. It should work fine on other platforms where Sparky is available, 
and with newer releases of Sparky. The user may contact zhang.lei@nus.edu.sg or 
dbsydw@nus.edu.sg for questions or bug reports. 
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Figure 4.1: Launch SCAssign from Sparky. Once the program is correctly installed, 
the user can launch it either from the “Extensions” menu, or via the accelerator “sa”. 
 
4.2 Overall Performance 
As mentioned before, we initially planned to develop a fully automated 
program for aliphatic side-chain assignment. In this case, the user has to first take 
several trials to fine-tune the assignment parameters, and later manually check the 
results for the peaks that are less reliably assigned and make corrections if necessary. 
The time spent in these upstream and downstream works may overwhelm the time 
saved in the assignment process itself. Therefore, fully automated approach is best 
suited only for analyzing a large number of NMR data sets. 
 With this consideration in mind, we adopted a semi-automated approach 
when designing SCAssign. The program performs all the routine calculations, peak 
matching, strip plot, etc., while the user just needs to focus on resolving the 
ambiguities arising from spin triplet degeneracy. In this way, majority of the aliphatic 
side-chain resonances can be reliably assigned on the first attempt, hence minimizing 
the time required for post-assignment check. 
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We have thoroughly tested SCAssign on a 42 kDa maltose binding protein 
(MBP) and a 65 kDa chain-selectively labeled human adult hemoglobin. The program 
worked stably and effectively under all conditions. Side-chain assignments that used 
to take weeks can now be done within a day or two. For working on a small number 
of NMR data sets, we estimate that the overall performance of the program would be 
comparable with that of a fully automated approach. 
4.3 Real-Time Peak Picking 
SCAssign performs the peak picking in real time, that is, each time when the 
user defines a spin triplet, the program will search for new NOE peaks in the tolerance 
region. In many cases, SCAssign can return the result almost instantly. There might 
be a slight delay of up to a few seconds for the triplets involving Cγ, Cδ, and Cε, since 
the exact chemical shifts of these spins are unknown, and the much wider empirical 
ranges need to be scanned through. 
The real-time peak picking offers several advantages. First, the user can start 
to work on the assignment right away without having to pick peaks in advance. Since 
peak picking in 4D spectra usually takes a long time, this will greatly accelerate the 
work flow. Second, as the program uses the (HN, N, C) spin triplet as a guide for peak 
picking, only the NOE peaks in the specific region around the N/H spin pair of each 
residue will be picked. This naturally eliminates lots of noises and will generate far 
less peaks as compared to the peak picking of the whole spectrum. The subsequent 
peak match can therefore be carried out much faster. Third, real-time peak picking 
allows the user to adjust the picking parameters at any time during the assignment. 
The new parameters will take effect immediately so that the user does not have to 
pick the whole spectrum all over again. 
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4.4 Resolving Ambiguities 
Although degeneracy of (HN, N, C) spin triplets occurs in a much lower 
chance than that of (HN, N) spin pairs, SCAssign often finds more than one matching 
peaks even for Cα and Cβ. In such instance, the handy dual view feature of the 
program will allow the user to quickly resolve the ambiguities based on the principle 
of reciprocal confirmation from intraresidue and sequential NOEs. 
In the following example, two NOE peaks (Figure 4.2 A, C) are identified for 
the spin triplet (HN, N, Cα) of D87 in the maltose binding protein (total of 370 
residues). SCAssign displays the C–H plane defined by the N/H spin pair of K88 as 
the referential plane (Figure 4.2 B, D). In Figure 4.2 B, we can clearly see a sequential 
NOE peak at the C/H position consistent to that of the intraresidue NOE peak shown 
in Figure 4.2 A, whereas in Figure 4.2 D, no such peak is present on the referential C–
H plane for the peak shown in Figure 4.2 C. With this information, it is fairly safe to 
conclude that the peak in Figure 4.2 A is the real match, and its aliphatic proton shift 
can be assigned as the chemical shift of Hα87. 
Most Hα and Hβ, and some Cγ/Hγ and Cδ/Hδ can be readily assigned with the 
help of the referential C–H plane. This method is also suitable for confirming the 
assignments. The ambiguities in assigning other spins can be resolved by combining 
the strip plots in CCH-TOCSY with the 4D NOESY spectrum. 
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Figure 4.2: Resolving ambiguities using the referential C–H plane. The C–H plane 
defined by N87/H87 shows two NOE peaks at [ω(Cα87), ω(H′)] (A) and at [ω(Cα87), 
ω(H″)] (C). The referential C–H plane defined by N88/H88 shows a consistent peak at 
[ω(Cα87), ω(H′)] (B), but no peak at [ω(Cα87), ω(H″)] (D). 
 
4.5 Accuracy of Auto-Alias 
When an NOE peak is assigned, SCAssign will check its frequency in each of 
the four dimensions and, if necessary, alias it in such a way that the aliased frequency 
will be as close as possible to the “expected frequency”. For HN, N, Cα, and Cβ, the 
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expected frequencies are their chemical shifts obtained from backbone assignments; 
for Cγ, Cδ, Cε, and all the side-chain protons, the expected frequencies are the mean 
chemical shifts over the empirical ranges. 
Most of the time the auto-alias performed by SCAssign gives accurate results, 
and therefore the user saves the hassle of manually aliasing each assigned peak. In 
rare cases where a peak is wrongly aliased, the user can correct it using Sparky 
commands “a1”, “a2”, … or “A1”, “A2”, … (Figure 4.3 A). 
When plotting the CCH-TOCSY strip defined by an NOE peak, the program 
will perform the auto-alias in a similar manner in order to get the correct aliphatic 
C/H frequencies of the peak. The only difference is that, the aliased frequencies will 
not be written to the peak until the peak is assigned by the user. During our test, most 
strip plots based on the auto-alias are correct. In case of an error, the user may first 
turn off the auto-alias feature by deselecting the checkbutton located at the upper right 
corner of the “Strip Plot” window (Figure 4.3 B), and then manually alias the peak 
using the above Sparky commands. The program will immediately redraw the strip 




Figure 4.3: Manually aliasing an NOE peak. (A) In case of incorrect auto-alias, the 
peak can be manually aliased by Sparky commands. (B) The user may turn off the 
auto-alias feature of the strip plot and manually alias the peak to adjust the position of 
the CCH-TOCSY strip. 
 
4.6 Identifying Weak NOEs 
Not only does SCAssign speed up the process of assigning aliphatic side-chain 
resonances in large proteins, but also it produces a more complete set of assignments. 
The following example will illustrate how weak NOEs between an amide proton and 
aliphatic protons at the distal end of a side-chain can be identified by the program and 
used for resonance assignment. 
As described in section 2.3, our general strategy to assign the aliphatic side-
chain resonances was developed based on the statistics of interatomic distances which 
indicate that nearly all Hαs and Hβs, many Hγs, and some Hδs will give rise to both 
intraresidue and sequential NH–CH NOEs. However, a number of such NOEs, 
especially those involving Hδ and Hε, may appear very weak due to their usually 
longer distances to amide protons, and hence may not be observed in the contour plot 
with the thresholds set for manual analysis. The spectrum’s view in Figure 4.4 A 
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shows a C–H plane from 4D NOESY defined by the N/H spin pair of T2 in a maltose 
binding protein. The contour plot has a threshold of 2.4×106 for both positive and 
negative peaks. This setting was used most of the time during manual assignment for 
maximum elimination of the background noises. 
With SCAssign, the user can easily assign Hα and Hβ of K1 by searching for 
the NOE peaks whose chemical shifts match [ω(HN2), ω(N2), ω(Cα1)] and [ω(HN2), 
ω(N2), ω(Cβ1)] respectively. Sequential NOEs are used here since the exact chemical 
shifts of N1/H1 are unknown. Possible peaks for Cγ/Hγ of K1 can be similarly found 
by the program using the empirical range of Cγ chemical shift, and the ambiguities 
can be resolved with additional information obtained from the CCH-TOCSY strips. 
However, if the user were to try to assign Cδ/Hδ and Cε/Hε of K1, the program would 
return no matching peaks at the current thresholds. 
To assign these resonances, the user first has to lower the thresholds of the 
contour plot to 1.2×106 (Figure 4.4 B). As a result, more NOE peaks emerge and 
meanwhile the background noises start to increase. Ten possible matching peaks are 
identified for (HN2, N2, Cδ1) and eight for (HN2, N2, Cε1) this time. The user then needs 
to plot the CCH-TOCSY strips defined by those NOE peaks. The strips that contain 
no meaningful spectral pattern most likely come from noises and hence can be deleted 
straight away. The remaining strips are compared with the strips of K1α, β, and γ to 
resolve ambiguities on the basis of matching aliphatic 13C resonances. In Figure 4.4 C, 
it is not difficult to realize that the 13C peaks in the 3rd strip of K1δ and in the 2nd 
strip of K1ε (counting from left) align most well with those in the strips of K1α, β, 
and γ, Therefore, the C/H frequencies of these two strips can be respectively assigned 
as the chemical shifts of Cδ/Hδ and Cε/Hε. 
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Figure 4.4: Resonance assignment using weak NOEs. (A) Many weak NOE peaks 
involving Hδ and Hε are not shown in the contour plot at high thresholds. (B) With 
SCAssign, it is doable to display the 4D NOESY spectrum at low thresholds because 
of automated peak match and strip plot. (C) The ambiguities in assigning Cδ/Hδ and 
Cε/Hε can be resolved by comparing the CCH-TOCSY strips. 
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4.7 Integration with Sparky 
SCAssign integrates well with Sparky. All Sparky commands are callable 
from within the program’s main application window. For example, the user can type 
“zi” or “zo” to zoom in or out at a spectrum’s view, “lt” to show the peak list, or “js” 
to save the project, and so on. Moreover, the user can change the pointer mode in 
SCAssign with the function keys (F1 to F12, some keys may not work on certain 
machines). In consistent with how Sparky works, the user can delete unwanted peak 
in SCAssign’s peak list by hitting the “Delete” key. 
SCAssign synchronizes all its windows with Sparky, so that any changes made 
in Sparky will be immediately reflected in the program. For example, when the user 
selects multiple peaks in the 4D NOESY spectrum, their entries in SCAssign’s peak 
list will be highlighted. If the user drags or aliases a peak, the program will update to 
show the new frequencies and data height, and re-sort its peak list accordingly. If 
there is a CCH-TOCSY strip defined by that peak, the strip will be re-drawn at the 
new frequencies. SCAssign will also inform the user upon the accidental closure of 
the 4D NOESY or CCH-TOCSY spectrum. 
4.8 User Experience 
It is easy to install, setup, and use SCAssign. The program provides a simple 
and intuitive user interface. Frequent tasks can be completed with minimum mouse-
clicks. As the screen space is always precious during the analysis of NMR spectra, 
separate pop-up windows are used for setting up spectra and preferences and for 
importing prior backbone assignments. Once done, the user may close these windows 
so that there will be more space available for displaying the spectra. 
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Since the program works as an extension to Sparky, the users who are familiar 
with Sparky will enjoy a smooth learning curve. In addition, if a user already has the 
4D NOESY and CCH-TOCSY spectra in the UCSF format, there is no need for the 
time-consuming conversion of spectra. The user can start working on the side-chain 
assignment immediately. As usual, the spectra settings, peaks, and assignments can be 
saved into a project. Sparky allows the export of peak list and resonance list for 
further analysis with other programs. 
SCAssign is distributed freely to the academic users. We have carefully 
structured the Python source code and provided extensive comments, so that the user 
can customize the program to suit a particular application. 
4.9 Known Issues 
Despite every effort being made to design SCAssign for a better user 
experience, there are indeed some issues with the program, which seem not likely to 
be solved given the current capacity of a Sparky extension. Such issues could be 
either due to intrinsic limitations of the programming interface offered by Sparky or 
system specific. Fortunately, most of them are trivial and will not affect the normal 
function of the program. The following paragraphs provide brief descriptions and 
workarounds for each issue identified. 
Peak Picking: Those who have been using Sparky for quite some time may 
notice a few glitches in its peak picking algorithm, especially when dealing with 4D 
spectra. For example, under certain circumstances, a peak close to but very distinct 
from a previously picked peak will not be picked by Sparky (both can be correctly 
picked, however, if the user delete the first peak and do the picking in one go). This 
obviously cannot be attributed to overlapping of peaks. One possible explanation 
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could be that, the unusual “shape” (i.e., position of local maxima as well as intensity 
distribution along each dimension) of some peaks in the 4D space confuses Sparky’s 
peak picking algorithm and finally causes it to drop off those peaks. Since SCAssign 
relies on Sparky for the real-time peak picking, it is likely that the user may encounter 
the same problem when using the program. If this happens, manually add the missing 
peaks and do the peak match again. 
Windows Update: Normally SCAssign is able to catch most user inputs (all 
Sparky commands, select or drag peaks, etc.), and update its peak list and strip plot 
instantly according to the changes made. However, since the core features of Sparky 
were implemented in C++ while SCAssign was written in Python, certain events such 
as menu operation are not notifiable to SCAssign, and there is no means to register a 
callback function with Sparky for this type of events. As a result, the update will not 
take place until the next time when SCAssign becomes the active window. Using 
Sparky commands for common operations will avoid such delay. 
Monospace Font: SCAssign uses monospace font for peak list (Figure 3.9 A) 
and file preview (Figure 3.6 A). The default is Courier 10-point for Windows and 12-
point for other OS, which worked fine on all the machines we have tested. Since the 
actual font size varies depending on system configuration, the user may modify the 
following code in “sidechain_assign.py” and “import_shifts.py” if for any reason the 
font appears too big or too small. 
monospace_font = { 'posix': ('Courier','12'), 
                      'nt': ('Courier','10'), 
                     'mac': ('Courier','12'), 
                     'os2': ('Courier','12'), 
                      'ce': ('Courier','12'), 
                    'java': ('Courier','12'), 
                  'riscos': ('Courier','12') 
                 }[os.name] 
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Strip Plot: As mentioned previously, SCAssign calls the standard extension 
“Strip Plot” to draw the CCH-TOCSY strip for a given NOE peak. Since many of the 
standard extensions included in Sparky do not adequately check user input and catch 
run-time exceptions, the user may encounter errors occasionally while doing strip plot. 
Such errors generally will not cause Sparky to crash or freeze. Instead the “Python 
shell” window will pop up and display a stack trace for debugging purpose. The user 
can simply dismiss this window and go on with the work. It is, however, advisable to 
save the work from time to time so that in the event of an unrecoverable program 
failure the data loss would be minimal. 
Execution Efficientcy: Written in Python, an interpreted language, SCAssign 
runs far slower than Sparky’s core which was implemented in C++. As more and 
more NOE peaks are identified during the assignment process, the performance may 
start to deteriorate since the program now has to search through a longer peak list in 
order to find possible matches. If SCAssign is getting inconveniently slow, the user 
can try deleting all the unassigned peaks (first type the accelerator “pN” and then 
press the “Delete” key). Because of the real-time peak picking, these peaks will be 
picked again should their chemical shifts match those of the selected spin triplet later. 
Thus, the user can safely compress the peak list in this way as often as he wants to 
maintain a swift response of the program. 
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Chapter 5 
Conclusion and Future Work 
The final version of SCAssign is the result of several cycles of development 
and evaluation, and during this process many interesting questions arose. Besides 
highlighting the application and significance of the program in the NMR study of 
large proteins, this chapter briefly surveys some of these questions identified, which 
may provide insights for future research directions. 
5.1 Conclusion 
In this study, we have developed a Sparky extension, SCAssign, to facilitate 
the assignment of aliphatic side-chain resonances in uniformly 13C,15N-labeled large 
proteins. By adopting a robust assignment strategy which makes use of 4D 13C,15N-
edited NOESY, 3D MQ-(H)CCmHm-TOCSY, and prior knowledge of backbone and 
Cβ chemical shifts, the program allows most aliphatic side-chain resonances to be 
reliably and efficiently assigned.  
The benefits of using SCAssign are threefold. First, the whole assignment 
process is greatly accelerated and alleviated due to computer automation. Second, the 
user is freed from the tedious routine calculation and spectra handling, and focuses 
only on resolving ambiguities. This, coupled with the handy features of dual view and 
quick strip plot, improves the accuracy of the assignments. Third, and also the most 
important, more side-chain resonances at γ, δ, and ε positions can be assigned from 
weak NOEs. Since many protons at the distal end of side-chains are also involved in 
mid- to long-range NOEs, more high-quality distance constraints can be obtained for 
accurate structure determination of large proteins. 
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5.2 Structure and Dynamics Study of Hb 
Hemoglobin (Hb) is one of the most extensively studied proteins in structural 
biology and for years has served as a paradigm for understanding the structure-
function relationships of proteins.80 Normal adult Hb consists of four non-covalently 
linked subunits. In the oxygenated state, each subunit carries an oxygen molecule, and 
the binding is cooperative, which means once the first subunit binds to an oxygen, the 
second binds more easily, and the third and fourth easier yet. The same process works 
in reverse during the deoxygenation. This binding cooperativity81 has drawn great 
interest from many researchers, since the knowledge of its molecular basis will not 
only help reveal how other important proteins and enzymes work, but also hold 
promise toward developing Hb-based blood substitutes, an application that is of huge 
value for emergency medicine and the military. 
Due to the large protein size (~64 kDa for a tetramer), structure and dynamic 
studies of Hb were traditionally done by X-ray crystallography. Although the spatial 
resolution is high, the temporal information between different allosteric states is 
missing. NMR has the unique capability to monitor dynamic events in solution. With 
the advances in instrumentation, experimental methods, isotope labeling techniques, 
and data analysis strategies, NMR will grow into a powerful tool for deciphering the 
mechanism responsible for oxygen binding cooperativity. 
5.3 Peak Picking Algorithm 
Many users have reported that SCAssign’s peak picking algorithm, under 
certain circumstances, will not accurately determine the center of a peak. While still 
tolerable for resonance assignments, this may pose a problem in applications where 
accurate measurement of chemical shifts is essential. 
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Garrett et al. in 1991 proposed a contour-based approach for peak picking, 
which, in our opinion, can be adopted to accurately determine the center of a peak.82 
The method works in a way analogous to how human interprets the contour plot of a 
spectrum. Briefly, each contour is represented by a single ellipse (Figure 5.1). The 
ellipse center (X0, Y0) is approximated as the average of the contour points, and the X 
and Y radii are approximated as the average distance of the extreme X and Y contour 
points from (X0, Y0). These parameters are then optimized by simplex minimization83 
of the RMSD between each contour point and the closet point on the ellipse. In this 
way, a set of ellipses that best fit the contours of a peak can be calculated, and the 
centers of these ideally concentric ellipses are averaged to determine the peak center. 
By working on each of the 2D planes and averaging the results, the centers of the 
peaks in 3D or 4D spectra can be determined. 
 
Figure 5.1: Approximation of a contour by the best-fit ellipse. An ellipse is drawn 
with the approximated center and radii, and then optimized by simplex minimization 
of the RMSD between points on the contour and on the ellipse (A). The centers of a 
set of these best-fit ellipses are averaged to determine the peak center (B). 
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This contour-based approach is believed to work well even on spectra with 
low digital resolution (fewer points to define a contour), which is particular the case 
in many of the 4D experiments. The major concern, however, is the computational 
time, as the algorithm has to examine all the possible combinations of the 2D plane. 
Prototype programs may be developed to investigate this issue. 
5.4 NMR Analysis Tool Kit 
One of the main obstacles encountered during the development of SCAssign is 
the limitation of the application programming interface (API) in Sparky. Although 
Sparky is a powerful program for NMR spectral analysis, only part of its functions is 
accessible to the extension developers. In addition, the documentations on the API are 
far from comprehensive. The language used to develop Sparky extensions, Python, 
utilizes the Tkinter (Tk interface) module for implementing the GUI (graphical user 
interface). Due to the lack of a good IDE (integrated development environment) 
package, the GUI has to be hand coded. All these factors make it a difficult task to 
write a Sparky extension with lots of useful features, and probably explain the scarcity 
of such extensions that are publicly available. 
In this regard, we propose to develop a new spectral analysis software. The 
API of this software will be well structured and fully documented, so that later on 
when new experimental methods or data analysis strategies emerge, the users can 
easily extend the functions or write automated routines to suit their needs. In this way, 
a NMR analysis tool kit can be gradually built. The new software, implemented in 
Java, is currently under development in our lab. 
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In the distribution package, the Python source code of SCAssign is split into 
four files: sidechain_assign.py, spectra_setup.py, import_shifts.py, and 
sparky_init.py. The content of each of the files is listed below. 
A.1 sidechain_assign.py 
# ============================================================================== 
# Assign side-chain resonances in uniformly C13,N15-labeled large proteins 
# using 4D NOESY and prior assignment of backbone. 
# 
import os, Tkinter 
import sparky, strips, sputil, tkutil, pyutil 
 




monospace_font = { 'posix': ('Courier','12'), 
                      'nt': ('Courier','10'), 
                     'mac': ('Courier','12'), 
                     'os2': ('Courier','12'), 
                      'ce': ('Courier','12'), 
                    'java': ('Courier','12'), 
                  'riscos': ('Courier','12') 
                 }[os.name] 
 
default_settings = {'noesy_spec': None, 
                    'noesy_axes': [0, 1, 2, 3],             # (N, H, CX, HX) 
                       'inverse': 0, 
                    'tocsy_spec': None, 
                    'tocsy_axes': [0, 1, 2],                # (X, Y, Z) 
                     'pos_color': 'yellow', 
                     'neg_color': 'blue', 
                    'tolerances': [0.2, 0.02, 0.2, 2]}      # (N, H, CAB, CGD) 
 
view_options = ('positive_levels', 
                'negative_levels', 
                'axis_order', 
                'show_scales', 
                'show_scrollbars') 
 
pointer_mode = { 'F1': 'select', 
                 'F2': 'center', 
                 'F3': 'addGridBoth', 
                 'F4': 'addGridHorz', 
                 'F5': 'addGridVert', 
                 'F6': 'addLabel', 
                 'F7': 'addLine', 
                 'F8': 'findAddPeak', 
                'F10': 'integrate', 
                'F11': 'zoom', 
                'F12': 'duplicateZoom'} 
 




# The main GUI for assigning side-chain resonances. 
# 
class sidechain_assign_dialog(tkutil.Dialog): 
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    def __init__(self, session): 
         
        self.session = session 
        self.shifts = [{'group':x} for x in ('X1','X2','X3')] 
        self.settings = default_settings 
        self.strip_data = {} 
        self.lines = [] 
         
        tkutil.Dialog.__init__(self, session.tk, "Assign Side-Chain Resonances") 
         
        self.top.columnconfigure(0, weight = 1) 
        self.top.rowconfigure(1, weight = 1) 
         
        self.top.bind_all('<KeyPress>', self.sparky_cmd) 
        self.top.bind('<FocusIn>', self.refresh) 
        self.top.bind('<Destroy>', self.clean_noesy, 1) 
        self.top.bind('<Destroy>', self.clean_plot, 1) 
         
        ts = self.triplet_selector(self.top) 
        ts.grid(row = 0, sticky = 'we', padx = 3) 
         
        pl = peak_list(self.top) 
        pl.frame.grid(row = 1, sticky = 'news', padx = 3, pady = 3) 
        pl.listbox.bind('<ButtonRelease-1>', self.list_goto_peak) 
        pl.listbox.bind('<Shift-ButtonRelease-1>', self.list_toggle_assign) 
        pl.listbox.bind('<ButtonRelease-3>', self.CCH_strip) 
        self.peak_list = pl 
         
        self.peak_tracer = peak_tracer() 
         
        self.status = Tkinter.Label(self.top, anchor = 'w', relief = 'ridge', text = 
                      "To begin, please setup spectra and import chemical shifts.") 
        self.status.grid(row = 2, stick = 'we', padx = 3) 
         
        br = tkutil.button_row(self.top, 
                               ("Setup ...", self.setup_cb), 
                               ("Import shifts ...", self.import_shifts_cb), 
                               ("Close", self.close_cb) 
                              ) 
        br.frame.grid(row = 3, padx = 3, pady = 3) 
         
        n1 = session.notify_me('removed spectrum from project', self.check_spec) 
        n2 = session.notify_me('selection changed', self.peak_list.rebuild) 
        n3 = session.notify_me('dragged peak', self.sync_with_peak) 
         
        self.notices = (n1, n2, n3) 
        self.top.bind('<Destroy>', self.cancel_notices, 1) 
     
    # -------------------------------------------------------------------------- 
    # 
    def sparky_cmd(self, event): 
         
        if self.dialog_destroyed: return 
         
        if str(self.top) in str(event.widget): 
             
            if event.keysym == 'Delete': 
                self.session.command_characters(chr(127)) 
            elif event.keysym in pointer_mode: 
                self.session.pointer_mode = pointer_mode[event.keysym] 
            else: 
                self.session.command_characters(event.char) 
         
        self.refresh(event) 
     
    # -------------------------------------------------------------------------- 
    # Refresh peak list, strip plot, etc. upon specific event to 
    # keep their display up-to-date. 
    # 
    def refresh(self, event): 
         
        if event.keysym == 'Delete': 
             
            diff = self.peak_list.rebuild() 
            if diff: 
                self.status['text'] = ("%s deleted near %s." 
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                % (count_peaks(diff), self.N_H_CX)) 
             
            self.del_strips() 
            self.peak_tracer.rebuild() 
         
        else: 
            changed_peaks = self.peak_tracer.check() 
            if changed_peaks: 
                 
                self.peak_list.rebuild() 
                self.replot_strips(changed_peaks) 
                 
                for peak in changed_peaks: 
                    update_peak_label(peak) 
     
    # -------------------------------------------------------------------------- 
    # 
    def clean_noesy(self, event = None): 
         
        if event and str(event.widget) != str(self.top): return 
         
        for line in self.lines: 
            sparky_del(self.session, line) 
         
        self.lines = [] 
     
    # -------------------------------------------------------------------------- 
    # 
    def clean_plot(self, event = None): 
         
        if event and str(event.widget) != str(self.top): return 
         
        if hasattr(self, 'strip_plot'): 
            plot = self.strip_plot 
             
            if not plot.dialog_destroyed: 
                plot.delete_strips(self.strip_data.keys()) 
                 
                if not plot.strips: 
                    plot.top.destroy() 
     
    # -------------------------------------------------------------------------- 
    # 
    def check_spec(self, spec): 
         
        if spec == self.settings['noesy_spec']: 
            self.status['text'] = "4D NOESY '%s' closed!" % spec.name 
             
            self.peak_list.reset() 
            self.peak_tracer.reset() 
            self.clean_plot() 
         
        if spec == self.settings['tocsy_spec']: 
            self.status['text'] = "CCH-TOCSY '%s' closed!" % spec.name 
     
    # -------------------------------------------------------------------------- 
    # Delete strips whose associated NOE peak no longer exists. 
    # 
    def del_strips(self): 
         
        for strip, data in self.strip_data.items(): 
             
            peak = data[0] 
             
            if not sparky.object_exists(peak): 
                 
                line = data[3] 
                sparky_del(self.session, line)      # delete line in the strip 
                del self.strip_data[strip] 
                 
                self.strip_plot.delete_strips([strip]) 
     
    # -------------------------------------------------------------------------- 
    # Replot strips for the given NOE peaks. 
    # 
    def replot_strips(self, peaks): 
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        for strip, data in self.strip_data.items(): 
             
            peak, NH_id, CX_id, line = data 
             
            if peak in peaks: 
                 
                freq = self.strip_freq(peak, NH_id, CX_id) 
                spec = self.settings['tocsy_spec'] 
                strip.center = sputil.alias_onto_spectrum(freq, spec) 
                 
                label = self.strip_label(freq, CX_id) 
                strip.label_text = label 
                 
                if strip.label: 
                    strip.label['text'] = label 
                 
                sparky_del(self.session, line) 
                line = self.strip_line(freq) 
                 
                self.strip_data[strip] = (peak, NH_id, CX_id, line) 
                 
                self.strip_plot.set_y_scale(strip) 
                self.show_strip(strip) 
     
    # -------------------------------------------------------------------------- 
    # 
    def sync_with_peak(self, peak): 
         
        if peak in self.peak_list.line_data: 
            self.peak_list.rebuild() 
         
        self.top.after_idle(self.replot_strips, [peak]) 
        sputil.select_peak(peak) 
     
    # -------------------------------------------------------------------------- 
    # 
    def cancel_notices(self, event): 
         
        if str(event.widget) == str(self.top): 
            if sparky.object_exists(self.session): 
                 
                for notice in self.notices: 
                    self.session.dont_notify_me(notice) 
                 
                self.notices = () 
     
    # -------------------------------------------------------------------------- 
    # Display protein sequence in fragments of three consecutive residues. 
    # User can scroll to view any fragment, and define a N-H-CX spin triplet 
    # among its residues as the criteria for finding possible peaks. 
    # 
    def triplet_selector(self, parent): 
         
        frame = Tkinter.Frame(parent) 
        frame.columnconfigure(1, weight = 1) 
         
        self.NH_var = Tkinter.StringVar() 
        self.CX_var = Tkinter.StringVar() 
         
        residue_menu.postcmd = self.find_peaks 
        self.menus = {} 
         
        for col in range(3): 
            self.menus[col] = residue_menu(frame, self.NH_var, self.CX_var) 
            self.menus[col].grid(row = 0, column = col, pady = 3) 
         
        self.scale = Tkinter.Scale(frame, showvalue = 0, to = 0, 
                                   highlightthickness = 0, 
                                   orient = 'horizontal', 
                                   command = self.update_menus) 
        self.scale.grid(row = 1, columnspan = 3, sticky = 'we', pady = 3) 
         
        return frame 
     
    # -------------------------------------------------------------------------- 
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    # 
    def update_menus(self, index): 
         
        for col, menu in self.menus.items(): 
            menu.update(self.shifts[int(index) + col]) 
     
    # -------------------------------------------------------------------------- 
    # 
    def find_peaks(self): 
         
        self.update_menus(self.scale.get()) 
        self.peak_list.reset() 
        self.peak_tracer.reset() 
        self.clean_noesy()                  # delete previously drawn lines 
         
        NH_id = self.NH_var.get() 
        CX_id = self.CX_var.get() 
         
        if NH_id == "" or CX_id == "": return 
         
        spec = self.settings['noesy_spec'] 
        axes = self.settings['noesy_axes'] 
         
        if not hasattr(spec, 'name'): 
            self.status['text'] = "Please setup 4D NOESY." 
            return 
         
        # 
        # Trace the strip-associated peaks. 
        # 
        peaks = [data[0] for data in self.strip_data.values()] 
        self.peak_tracer.trace(peaks) 
         
        self.status['text'] = "Finding possible peaks ..." 
        self.status.update_idletasks() 
         
        ref_view, view = dual_view(spec) 
        self.show_ref_plane(NH_id, CX_id, ref_view) 
        regions = self.show_peak_region(NH_id, CX_id, view) 
         
        for region, line in zip(regions, self.lines): 
             
            # 
            # Find only peaks with the correct sign. 
            # 
            if line.color == self.settings['pos_color']: 
                peaks = peak_search(spec, view, region, '+') 
            else: 
                peaks = peak_search(spec, view, region, '-') 
             
            self.peak_list.append_peaks(peaks) 
            self.peak_tracer.trace(peaks) 
         
        axis_name = ('N', 'H', 'CX', 'HX') 
        axis_name = pyutil.unpermute(axis_name, axes) 
        self.peak_list.show_heading(axis_name) 
         
        total = self.peak_list.listbox.size() 
        self.status['text'] = ("%s found near %s." 
        % (count_peaks(total), self.N_H_CX)) 
         
        self.top.focus_set() 
     
    # -------------------------------------------------------------------------- 
    # For N(i)-H(i)-CX(i), show CX-HX plane defined by N(i+1)-H(i+1) 
    # (or i-1 if i is the last residue) as the reference plane; 
    # for N(i)-H(i)-CX(j), show CX-HX plane defined by N(j)-H(j) as 
    # the reference plane. 
    # 
    def show_ref_plane(self, NH_id, CX_id, ref_view): 
         
        spec = self.settings['noesy_spec'] 
        N, H, CX, HX = self.settings['noesy_axes'] 
        freq = [0, 0, 0, 0] 
         
        i = int(NH_id.split()[0][1:]) - 1 
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        j = int(CX_id.split()[0][1:]) - 1 
        last = len(self.shifts) - 1 
         
        if i != j: 
            freq[N], freq[H] = self.shifts[j]['NH'] 
        elif i == last: 
            freq[N], freq[H] = self.shifts[i-1]['NH'] 
        else: 
            freq[N], freq[H] = self.shifts[i+1]['NH'] 
         
        if None in (freq[N], freq[H]):          # preceding NH shifts unknown 
            ref_view.center = (0, 0, 0, 0) 
        else: 
            freq[CX], freq[HX] = plane_center(spec, CX, HX) 
            ref_view.center = sputil.alias_onto_spectrum(freq, spec) 
         
        zoom_full_view(ref_view) 
     
    # -------------------------------------------------------------------------- 
    # 
    def show_peak_region(self, NH_id, CX_id, view): 
         
        spec = self.settings['noesy_spec'] 
        N, H, CX, HX = self.settings['noesy_axes'] 
        freq = [0, 0, 0, 0] 
         
        freq[N], freq[H] = self.get_shifts(NH_id) 
        freq[CX], freq[HX] = plane_center(spec, CX, HX) 
         
        view.center = sputil.alias_onto_spectrum(freq, spec) 
        zoom_full_view(view) 
         
        # 
        # Draw lines to highlight possible peak region. 
        # 
        mean, sd = self.get_shifts(CX_id) 
        tols = self.settings['tolerances'] 
         
        self.N_H_CX = "N:%.4g, H:%.4g, CX:%.4g" % (freq[N], freq[H], mean) 
         
        if sd < 0: 
            CX_range = (mean - tols[2], mean + tols[2]) 
        else: 
            CX_range = (mean - tols[3] * sd, mean + tols[3] * sd) 
         
        for freq[CX] in CX_range: 
            self.lines.append(axis_line(spec, HX, freq)) 
             
            # 
            # Color the lines according to peak sign. 
            # 
            folds = alias_folds(spec, freq, N, CX) 
             
            if (folds + self.settings['inverse']) % 2 == 0: 
                self.lines[-1].color = self.settings['pos_color'] 
            else: 
                self.lines[-1].color = self.settings['neg_color'] 
         
        # 
        # Calculate peak picking region. 
        # 
        # If not folded, in between the two lines; if folded, split into two 
        # parts (from the 1st line to the upper boundary of CX-HX plane, and 
        # from the lower boundary of CX-HX plane to the 2nd line). 
        # 
        offset = [0, 0, 0, 0] 
        offset[N], offset[H] = tols[0], tols[1] 
         
        start = pyutil.subtract_tuples(self.lines[0].start, offset) 
        end = pyutil.add_tuples(self.lines[1].end, offset) 
         
        if self.lines[0].color == self.lines[1].color: 
            return [(start, end)] 
         
        else: 
            freq[CX] = spec.region[1][CX] 
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            freq[HX] = spec.region[1][HX] 
            ppm_max = pyutil.add_tuples(freq, offset) 
             
            freq[CX] = spec.region[0][CX] 
            freq[HX] = spec.region[0][HX] 
            ppm_min = pyutil.subtract_tuples(freq, offset) 
             
            return [(start, ppm_max), (ppm_min, end)] 
     
    # -------------------------------------------------------------------------- 
    # 
    def get_shifts(self, atom_id): 
         
        group, atom = atom_id.split() 
        index = int(group[1:]) - 1 
         
        return self.shifts[index][atom] 
     
    # -------------------------------------------------------------------------- 
    # 
    def get_assignment(self, NH_id, CX_id): 
         
        NH_group = NH_id.split()[0] 
        CH_group, CX = CX_id.split() 
        HX = 'H' + CX[1:] 
         
        axes = self.settings['noesy_axes'] 
        groups = (NH_group, NH_group, CH_group, CH_group) 
        atoms = ('N', 'H', CX, HX) 
         
        return zip(axes, groups, atoms) 
     
    # -------------------------------------------------------------------------- 
    # 
    def get_alias(self, peak, NH_id, CX_id): 
         
        if peak.alias != (0, 0, 0, 0): 
            return peak.alias 
         
        # 
        # Calculate the expected peak frequency. 
        # 
        N_shift, H_shift = self.get_shifts(NH_id) 
         
        CH_group, CX = CX_id.split() 
        CH_index = int(CH_group[1:]) - 1 
        HX = 'H' + CX[1:] 
         
        CX_shift = self.shifts[CH_index][CX][0] 
        HX_shift = self.shifts[CH_index][HX] 
         
        freq = (N_shift, H_shift, CX_shift, HX_shift) 
        freq = pyutil.unpermute(freq, self.settings['noesy_axes']) 
         
        return closest_alias(peak, freq) 
     
    # -------------------------------------------------------------------------- 
    # 
    def list_goto_peak(self, event): 
         
        peak = self.peak_list.event_peak(event) 
        if peak: 
             
            for strip, data in self.strip_data.items(): 
                 
                if peak == data[0]: 
                    self.show_strip(strip) 
                         
            ref_view, view = dual_view(peak.spectrum) 
             
            NH_id = self.NH_var.get() 
            CX_id = self.CX_var.get() 
            self.show_ref_plane(NH_id, CX_id, ref_view) 
             
            if ref_view.center != (0, 0, 0, 0): 
                ref_view.set_crosshair_position(peak.position) 
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            goto_peak(view, peak) 
            self.top.focus_set() 
     
    # -------------------------------------------------------------------------- 
    # Assign NOE peak in the peak list; 
    # if the peak is previously assigned, unassign it. 
    # 
    def list_toggle_assign(self, event): 
         
        peak = self.peak_list.event_peak(event) 
        if peak: 
             
            NH_id = self.NH_var.get() 
            CX_id = self.CX_var.get() 
             
            if peak.is_assigned: 
                unassign_peak(peak) 
            else: 
                assignment = self.get_assignment(NH_id, CX_id) 
                assign_peak(peak, assignment) 
             
            self.update_alias(peak, NH_id, CX_id) 
            self.list_goto_peak(event) 
     
    # -------------------------------------------------------------------------- 
    # Alias only fully assigned peak. 
    # 
    def update_alias(self, peak, NH_id, CX_id): 
         
        if peak.is_assigned: 
            peak.alias = self.get_alias(peak, NH_id, CX_id) 
        else: 
            peak.alias = (0, 0, 0, 0) 
     
    # -------------------------------------------------------------------------- 
    # 
    def CCH_strip(self, event): 
         
        peak = self.peak_list.event_peak(event) 
        if peak and peak.selected: 
             
            spec = self.settings['tocsy_spec'] 
            axes = self.settings['tocsy_axes'] 
             
            if not hasattr(spec, 'name'): 
                self.status['text'] = "Please setup CCH-TOCSY." 
                return 
             
            plot = strips.strip_dialog(self.session) 
             
            if not hasattr(self, 'strip_plot'): 
                is_new_plot = 1 
            elif self.strip_plot is not plot: 
                is_new_plot = 1 
            else: 
                is_new_plot = 0 
             
            if is_new_plot: 
                 
                plot.top.geometry('320x640') 
                 
                plot.top.bind('<Double-ButtonRelease-1>', self.strip_goto_peak) 
                plot.top.bind('<Shift-ButtonRelease-1>', self.strip_toggle_assign) 
                plot.top.bind('<Destroy>', self.del_strip_data, 1) 
                 
                menu_bar = plot.top.winfo_children()[0] 
                self.auto_alias = Tkinter.IntVar() 
                cb = Tkinter.Checkbutton(menu_bar, highlightthickness = 0, 
                                         text = "Auto-alias", 
                                         variable = self.auto_alias) 
                cb.pack(side = 'right', padx = 20) 
                cb.select() 
             
            plot.show_window(1) 
            plot.top.update_idletasks() 
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            NH_id = self.NH_var.get() 
            CX_id = self.CX_var.get() 
             
            freq = self.strip_freq(peak, NH_id, CX_id) 
            label = self.strip_label(freq, CX_id) 
            line = self.strip_line(freq) 
             
            center = sputil.alias_onto_spectrum(freq, spec) 
            strip = plot.spectrum_strip(spec, axes, center, label) 
            plot.top.after_idle(self.add_strip, strip) 
             
            self.strip_data[strip] = (peak, NH_id, CX_id, line) 
            self.strip_plot = plot 
     
    # -------------------------------------------------------------------------- 
    # Calculate its corresponding frequency in CCH-TOCSY for 
    # the selected NOE peak. 
    # 
    def strip_freq(self, peak, NH_id, CX_id): 
         
        X, Y, Z = self.settings['tocsy_axes'] 
        N, H, CX, HX = self.settings['noesy_axes'] 
         
        if self.auto_alias.get(): 
            peak_alias = self.get_alias(peak, NH_id, CX_id) 
            peak_freq = pyutil.add_tuples(peak.position, peak_alias) 
        else: 
            peak_freq = peak.frequency 
         
        freq = [0, 0, 0] 
        freq[X] = peak_freq[HX] 
        freq[Y] = freq[Z] = peak_freq[CX] 
         
        return freq 
     
    # -------------------------------------------------------------------------- 
    # 
    def strip_label(self, freq, CX_id): 
         
        X, Y, Z = self.settings['tocsy_axes'] 
        group, atom = CX_id.split() 
        label = "%.4g\n%.4g\n%s" % (freq[Z], freq[X], group + atom[1:]) 
         
        return label 
     
    # -------------------------------------------------------------------------- 
    # Draw a line to show its CX position in CCH-TOCSY for 
    # the selected NOE peak. 
    # 
    def strip_line(self, freq): 
         
        spec = self.settings['tocsy_spec'] 
        X, Y, Z = self.settings['tocsy_axes'] 
         
        return axis_line(spec, X, freq) 
     
    # -------------------------------------------------------------------------- 
    # 
    def add_strip(self, strip): 
         
        self.strip_plot.add_strips([strip]) 
        self.strip_plot.update_vertical_scrollbar() 
         
        self.show_strip(strip) 
     
    # -------------------------------------------------------------------------- 
    # 
    def show_strip(self, strip): 
         
        plot = self.strip_plot 
        plot.show_window(1) 
         
        count = plot.visible_strip_count() 
         
        first = plot.first_strip_index          # index of 1st visible strip 
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        last = first + count - 1 
         
        index = plot.strip_position(strip) 
         
        if index < first: 
            plot.first_strip_index = index 
         
        if index > last: 
            plot.first_strip_index = index - count + 1 
         
        plot.change_visible_strips() 
        self.focus_strip(strip) 
     
    # -------------------------------------------------------------------------- 
    # Give input focus to the strip, 
    # so it will be selected and show the focus highlight. 
    # 
    def focus_strip(self, strip): 
         
        tcl = strip.view.session.tk.tk.call 
        tcl('focus', strip.view.frame + '.drawing') 
         
    # -------------------------------------------------------------------------- 
    # 
    def strip_goto_peak(self, event): 
         
        data = self.event_strip_data(event) 
        if data: 
             
            peak, NH_id, CX_id = data[:3] 
            ref_view, view = dual_view(peak.spectrum) 
             
            self.show_ref_plane(NH_id, CX_id, ref_view) 
             
            if ref_view.center != (0, 0, 0, 0): 
                ref_view.set_crosshair_position(peak.position) 
             
            goto_peak(view, peak) 
     
    # -------------------------------------------------------------------------- 
    # Assign NOE peak associated to the strip; 
    # if the peak is previously assigned, unassign it. 
    # 
    def strip_toggle_assign(self, event): 
         
        data = self.event_strip_data(event) 
        if data: 
             
            peak, NH_id, CX_id = data[:3] 
             
            if peak.is_assigned: 
                unassign_peak(peak) 
            else: 
                assignment = self.get_assignment(NH_id, CX_id) 
                assign_peak(peak, assignment) 
             
            self.update_alias(peak, NH_id, CX_id) 
             
            if peak in self.peak_list.line_data: 
                self.peak_list.rebuild() 
             
            self.strip_goto_peak(event) 
     
    # -------------------------------------------------------------------------- 
    # Return data entry of the strip where event occurs. 
    # 
    def event_strip_data(self, event): 
         
        for strip, data in self.strip_data.items(): 
             
            if not strip.view_exists(): 
                continue 
             
            if str(event.widget) == strip.view.frame + '.drawing': 
                return data 
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        return None 
     
    # -------------------------------------------------------------------------- 
    # Delete data entry of the strip that no longer exists. 
    # 
    def del_strip_data(self, event): 
         
        plot = self.strip_plot 
         
        if plot.dialog_destroyed: 
            plot.strips = [] 
         
        for strip, data in self.strip_data.items(): 
             
            if strip not in plot.strips: 
                line = data[3] 
                sparky_del(self.session, line)      # delete line in the strip 
                del self.strip_data[strip] 
     
    # -------------------------------------------------------------------------- 
    # Show "Setup Spectra and Preferences" dialog. 
    # 
    def setup_cb(self): 
         
        dialog = sputil.the_dialog(spectra_setup.spectra_setup_dialog, self.session) 
        dialog.set_parent_dialog(self, self.settings, self.new_settings) 
        dialog.show_window(1) 
     
    # -------------------------------------------------------------------------- 
    # 
    def new_settings(self, settings): 
         
        if settings != self.settings: 
            self.settings = settings 
            noesy = settings['noesy_spec'].name 
            tocsy = settings['tocsy_spec'].name 
            self.status['text'] = "Using spectra '%s' and '%s'." % (noesy, tocsy) 
            self.find_peaks() 
     
    # -------------------------------------------------------------------------- 
    # Show "Import Chemical Shifts" dialog. 
    # 
    def import_shifts_cb(self): 
         
        dialog = sputil.the_dialog(import_shifts.import_shifts_dialog, self.session) 
        dialog.set_parent_dialog(self, None, self.new_shifts) 
        dialog.show_window(1) 
     
    # -------------------------------------------------------------------------- 
    # 
    def new_shifts(self, shifts, file_path): 
         
        if shifts != self.shifts: 
            self.shifts = shifts 
            self.scale['to'] = len(shifts) - 3 
            self.scale.set(0) 
            self.NH_var.set("") 
            self.CX_var.set("") 
            self.status['text'] = "Using shifts from '%s'." % file_path 
            self.find_peaks() 
     
    # -------------------------------------------------------------------------- 
    # Close the dialog window and all its setting dialog windows if any. 
    # 
    # A bug fix to the default method in class "Dialog" in module "tkutil.py", 
    # where closing the dialog window may cause "TclError: bad window path name" 
    # as a result of trying to close some of its setting dialog windows that 
    # have previously been destroyed. 
    # 
    def close_cb(self): 
         
        if hasattr(self, 'setting_dialogs'): 
            for settings_dialog in self.setting_dialogs: 
                 
                # 
                # "parent_destroyed()" will check whether "settings_dialog" 
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                # has been destroyed before trying to close it. 
                # 
                settings_dialog.parent_destroyed() 
         
        self.clean_noesy() 
        self.clean_plot() 




# A pull-down menu for selecting atoms in a residue. 
# 
class residue_menu(Tkinter.Menubutton): 
     
    postcmd = None 
     
    def __init__(self, parent, NH_var, CX_var): 
         
        self.var_list = [('NH', NH_var)] 
        self.var_list += [(CX, CX_var) for CX in assignable_CX] 
         
        Tkinter.Menubutton.__init__(self, parent, width = 10, anchor = 'w', 
                                    indicatoron = 1, relief = 'raised') 
         
        self.menu = Tkinter.Menu(self, tearoff = 0) 
        self['menu'] = self.menu 
     
    # -------------------------------------------------------------------------- 
    # Update menu state, label and entries. 
    # 
    def update(self, shifts): 
         
        self['text'] = shifts['group'] 
        self.menu.delete(0, 'end') 
         
        if "X" in self['text']: 
            self['state'] = 'disable'       # disable menu for unknown residue 
            return 
        else: 
            self['state'] = 'normal' 
         
        for atom, var in self.var_list: 
             
            if atom not in shifts: continue 
             
            # 
            # Highlight in red if empirical range is used for CA or CB. 
            # 
            if atom in ('CA', 'CB') and shifts[atom][1] != -1: 
                color = 'red' 
            else: 
                color = 'black' 
             
            self.menu.add_radiobutton(label = atom, variable = var, 
                                      foreground = color, 
                                      value = shifts['group'] + " " + atom, 
                                      command = self.__class__.postcmd) 
             
            # 
            # Show name of the selected atom in menu label. 
            # 
            if self.menu.entrycget('end', 'value') == var.get(): 
                self['text'] += " " + atom 
             
            # 
            # Disable an entry if its atom's shift is None (i.e. unknown). 
            # 
            if None in shifts[atom]: 
                self.menu.entryconfig('end', state = 'disabled') 
         







     
    def __init__(self, parent): 
         
        sputil.peak_listbox.__init__(self, parent) 
         
        self.heading.config(font = monospace_font, bd = 0, padx = 3) 
        self.listbox.config(font = monospace_font, height = 10, width = 50) 
     
    # -------------------------------------------------------------------------- 
    # 
    def show_heading(self, axes): 
         
        heading = "" 
        for i, axis in enumerate(axes): 
            heading += ("w%d %s" % (i+1, axis)).rjust(9) 
        heading += "D.H.".rjust(12) 
         
        self.heading['text'] = heading[2:] 
     
    # -------------------------------------------------------------------------- 
    # 
    def append_peaks(self, peaks): 
         
        for peak in sort_peaks(peaks): 
             
            # 
            # Display peak frequency and data height; 
            # indicate assigned peaks with asterick mark. 
            # 
            peak_info = ("%9.3f" * len(peak.frequency) % peak.frequency + 
                         "%12d" % sputil.peak_height(peak) + 
                         "  *" * peak.is_assigned) 
            self.append(peak_info[2:], peak) 
             
            if peak.selected: 
                self.listbox.selection_set('end') 
                self.listbox.activate('end') 
     
    # -------------------------------------------------------------------------- 
    # Remove obsolete peaks from the list and update peak info. 
    # 
    def rebuild(self): 
         
        anchor = self.listbox.index('@1,1')         # record position 
         
        old_peaks = self.line_data 
        peaks = filter(sparky.object_exists, old_peaks) 
        self.clear() 
        self.append_peaks(peaks) 
         
        self.listbox.yview(anchor)                  # restore position 
         
        if self.listbox.curselection(): 
            self.listbox.see('active')              # show selection if any 
         
        return len(old_peaks) - len(peaks) 
     
    # -------------------------------------------------------------------------- 
    # 
    def reset(self): 
         
        self.heading['text'] = "" 




# Trace changes made to peak (e.g. aliased, assigned). 
# 
class peak_tracer: 
     
    def __init__(self): 
         
        self.traced_attrs = ('position', 'alias', 'is_assigned') 
        self.traced_peaks = {} 
     
    # -------------------------------------------------------------------------- 
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    # Add peaks that need to be traced. 
    # 
    def trace(self, peaks): 
         
        for peak in peaks: 
             
            attrs = [getattr(peak, attr) for attr in self.traced_attrs] 
            self.traced_peaks[peak] = attrs 
     
    # -------------------------------------------------------------------------- 
    # Find peaks that have changes in the traced attributes. 
    # 
    def check(self): 
         
        changed_peaks = [] 
         
        for peak in self.traced_peaks: 
             
            attrs = [getattr(peak, attr) for attr in self.traced_attrs] 
             
            if self.traced_peaks[peak] != attrs: 
                changed_peaks.append(peak) 
         
        if changed_peaks: 
            self.rebuild() 
         
        return changed_peaks 
     
    # -------------------------------------------------------------------------- 
    # Stop tracing peaks that no longer exist 
    # and update the traced attributes to the current value. 
    # 
    def rebuild(self): 
         
        old_peaks = self.traced_peaks.keys() 
        peaks = filter(sparky.object_exists, old_peaks) 
        self.reset() 
        self.trace(peaks) 
     
    # -------------------------------------------------------------------------- 
    # 
    def reset(self): 
         




# Return two views of the given spectrum. 
# 
def dual_view(spec): 
     
    views = filter(lambda view, spec = spec: 
                   view.spectrum == spec and view.is_top_level_window, 
                   spec.session.project.view_list()) 
     
    while len(views) < 2: 
        views += [spec.session.create_view(None, spec)] 
         
        for attr in view_options: 
            value = getattr(views[0], attr) 
            setattr(views[-1], attr, value)         # copy view options 
     
    for view in views[:2]: 
        raise_view_window(view) 
     




# Raise the view window above all windows on the screen. 
# 
def raise_view_window(view): 
     
    tcl = view.session.tk.tk.call 
    tcl('wm', 'deiconify', view.frame) 
    tcl('raise', view.frame) 
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    # 
    # Determine geometry of the view drawing region. 
    # 
    tcl = view.session.tk.tk.call 
    tcl('update', 'idletasks') 
    width = tcl('winfo', 'width', view.frame + '.drawing') 
    height = tcl('winfo', 'height', view.frame + '.drawing') 
     
    X, Y = view.axis_order[:2] 
    X_pixel_size = view.spectrum.sweep_width[X] / width 
    Y_pixel_size = view.spectrum.sweep_width[Y] / height 
     
    # 
    # Determine zoom factor such that the entire range of both axes 
    # can be covered in the view. 
    # 
    X_zoom = X_pixel_size / view.pixel_size[X] 
    Y_zoom = Y_pixel_size / view.pixel_size[Y] 
    zoom_factor = max(X_zoom, Y_zoom) 
     




# Get the center coordinates of the specified 2D plane 
# in a multi-dimensional spectrum. 
# 
def plane_center(spec, X, Y): 
     
    if spec.dimension >= 2: 
         
        ppm_min, ppm_max = spec.region 
         
        X_center = (ppm_min[X] + ppm_max[X]) / 2 
        Y_center = (ppm_min[Y] + ppm_max[Y]) / 2 
         




# Draw a line through the specified frequency, from edge to edge 
# along a spectrum axis (similar to grid). 
# 
def axis_line(spec, axis, freq): 
     
    freq = list(freq) 
    ppm_min, ppm_max = spec.region 
     
    freq[axis] = ppm_min[axis] 
    start = sputil.alias_onto_spectrum(freq, spec) 
    freq[axis] = ppm_max[axis] 
    end = sputil.alias_onto_spectrum(freq, spec) 
     
    line = sparky.Line(spec, start, end) 
    line.selected = 0 
     





def peak_search(spec, view, region, sign): 
     
    threshold = (view.negative_levels.lowest, view.positive_levels.lowest) 
    linewidth = spec.pick_minimum_linewidth 
    drop_off = spec.pick_minimum_drop_factor 
     
    # 
    # Sparky will pick up a new peak (i.e. not in the peak list) 
 93
    # as long as part of it falls inside the region. 
    # 
    new_peaks = spec.pick_peaks(region, threshold, linewidth, drop_off) 
     
    matched_peaks = [] 
     
    for peak in spec.peak_list():       # search among both new and existing peaks 
         
        c1 = is_in_region(peak, region) 
        c2 = is_above_threshold(peak, threshold) 
        c3 = peak_sign(peak) == sign 
         
        if c1 and c2 and c3: 
            matched_peaks.append(peak) 
         
        elif peak in new_peaks: 
            sparky_del(spec.session, peak)      # delete unmatched new peak 
     




# Check whether the peak center is in the region. 
# 
def is_in_region(peak, region): 
     
    ppm_min, ppm_max = region 
     
    for p, min_, max_ in zip(peak.position, ppm_min, ppm_max): 
        if p < min_ or p > max_: 
            return 0 
     




# Check whether the peak intensity is above the threshold. 
# 
def is_above_threshold(peak, threshold): 
     
    data_height = sputil.peak_height(peak) 
     
    if data_height <= threshold[0] or data_height >= threshold[1]: 
        return 1 
    else: 




# Classify peak as positive or negative by data height. 
# 
def peak_sign(peak): 
     
    if sputil.peak_height(peak) > 0: 
        return '+' 
    else: 





def goto_peak(view, peak): 
     
    view.center = peak.position 
    view.set_crosshair_position(peak.position) 
     





def assign_peak(peak, assignment): 
     
    for axis, group, atom in assignment: 
        peak.assign(axis, group, atom) 
     
 94






     
    for axis in range(peak.spectrum.dimension): 
        peak.assign(axis, "", "") 
     




# Show assignment label only for fully assigned peak. 
# 
def update_peak_label(peak): 
     
    label = peak.label 
    session = peak.spectrum.session 
     
    if peak.is_assigned:                    # all axes assigned 
        peak.show_assignment_label() 
     
    elif label and label.shows_assignment: 




# Sort peaks by intensity, from highest to lowest. 
# 
def sort_peaks(peaks): 
     
    sorted_peaks = tkutil.sort_by_key(peaks, peak_intensity) 
    sorted_peaks.reverse() 
     




# Estimate peak (or peak group) intensity using data height. 
# 
def peak_intensity(peak): 
     
    data_height = sputil.peak_height(peak) 
     






     
    if amount > 1: 
        return "%d peaks" % amount 
    elif amount == 1: 
        return "1 peak" 
    elif amount == 0: 




# Calculate the total number of folds required on given axes to alias 
# frequency onto spectrum. 
# 
def alias_folds(spec, freq, *axes): 
     
    ppm_min = spec.region[0] 
    sw = spec.sweep_width 
     
    folds = 0 
     
    for axis in axes: 
        folds += abs((freq[axis] - ppm_min[axis]) // sw[axis]) 
     





# Find alias for the peak such that the aliased peak will be closest to 
# the reference frequency. 
# 
def closest_alias(peak, ref_freq): 
     
    sweep_width = peak.spectrum.sweep_width 
    position = peak.position 
    alias = [] 
     
    for p, rf, sw in zip(position, ref_freq, sweep_width): 
         
        down_dev = (rf - p) % sw 
        up_dev = sw - down_dev 
         
        if down_dev < up_dev: 
            alias.append(rf - down_dev - p) 
        else: 
            alias.append(rf + up_dev - p) 
     




# Delete a sparky object (e.g. peak, line, label). 
# 
def sparky_del(session, object): 
     
    if sparky.object_exists(session) and sparky.object_exists(object): 
         
        selected_ornaments = session.selected_ornaments() 
         
        session.unselect_all_ornaments() 
        object.selected = 1 
        session.command_characters(chr(127)) 
         
        for ornament in selected_ornaments: 
            if sparky.object_exists(ornament): 






     





# Setup spectra and preferences used for side-chain assignment. 
# 
import Tkinter 




# Window to show/change the current settings. 
# 
class spectra_setup_dialog(tkutil.Settings_Dialog): 
     
    def __init__(self, session): 
         
        self.session = session 
         
        tkutil.Settings_Dialog.__init__(self, session.tk, "Setup Spectra and 
Preferences") 
         
        for i in range(2): 
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            self.top.rowconfigure(i, weight = 1) 
            self.top.columnconfigure(i, weight = 1) 
         
        spec_setup.postcheck = self.check_settings 
         
        self.noesy = spec_setup(session, self.top, 
                                "4D NOESY", ['N','H','CX','HX']) 
        self.noesy.frame.grid(sticky = 'news', padx = 3, pady = 3) 
         
        self.inverse = Tkinter.IntVar() 
        cb = Tkinter.Checkbutton(self.noesy.frame, text = "Inverse sign", 
                                 highlightthickness = 0, 
                                 variable = self.inverse) 
        cb.grid(row = 1, column = 0, sticky = 'w', padx = 2, pady = 2) 
         
        self.tocsy = spec_setup(session, self.top, 
                                "CCH-TOCSY", ['X','Y','Z']) 
        self.tocsy.frame.grid(sticky = 'news', padx = 3, pady = 3) 
         
        pp = self.pref_panel(self.top) 
        pp.grid(row = 0, rowspan = 2, column = 1, 
                sticky = 'news', padx = 3, pady = 3) 
         
        br = tkutil.button_row(self.top, 
                               (" Ok ", self.ok_cb), 
                               ("Apply", self.apply_cb), 
                               ("Close", self.close_cb), 
                              ) 
        br.frame.grid(columnspan = 2, padx = 3, pady = 3) 
         
        self.ok, self.apply_ = br.buttons[:2] 
        self.ok['state'] = 'disabled' 
        self.apply_['state'] = 'disabled' 
         
        add_spec = session.notify_me('added spectrum to project', 
                                     self.check_settings) 
        rmv_spec = session.notify_me('removed spectrum from project', 
                                     self.check_settings) 
         
        self.notices = (add_spec, rmv_spec) 
        self.top.bind('<Destroy>', self.cancel_notices, 1) 
     
    # -------------------------------------------------------------------------- 
    # 
    def cancel_notices(self, event): 
         
        if str(event.widget) == str(self.top): 
            if sparky.object_exists(self.session): 
                 
                for notice in self.notices: 
                    self.session.dont_notify_me(notice) 
                 
                self.notices = () 
     
    # -------------------------------------------------------------------------- 
    # Create the preference panel for colors and tolerances. 
    # 
    def pref_panel(self, parent): 
         
        panel = Tkinter.LabelFrame(parent, text = "Preferences", padx = 2) 
         
        color_picker.postcheck = self.check_colors 
         
        self.pos_color = color_picker(panel, "Positive peak region:") 
        self.pos_color.frame.pack(fill = 'x', expand = 1, anchor = 'w') 
         
        self.neg_color = color_picker(panel, "Nagative peak region:") 
        self.neg_color.frame.pack(fill = 'x', expand = 1, anchor = 'w') 
         
        self.tols = tol_setup(panel, "Peak match tolerances:", 
                              [('N', 1.0, 'ppm'), ('H', 0.1, 'ppm'), 
                               ('CAB', 1.0, 'ppm'), ('CGD', 4.0, 'S.D.')]) 
        self.tols.frame.pack(fill = 'x', expand = 1, anchor = 'w') 
         
        return panel 
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    # -------------------------------------------------------------------------- 
    # 
    def show_settings(self, settings): 
         
        if hasattr(settings['noesy_spec'], 'name'): 
            self.noesy.set_spec(settings['noesy_spec'].name) 
            self.noesy.set_axes(settings['noesy_axes']) 
            self.inverse.set(settings['inverse']) 
        else: 
            self.noesy.set_spec("No spectrum") 
            self.inverse.set(0) 
         
        if hasattr(settings['tocsy_spec'], 'name'): 
            self.tocsy.set_spec(settings['tocsy_spec'].name) 
            self.tocsy.set_axes(settings['tocsy_axes']) 
        else: 
            self.tocsy.set_spec("No spectrum") 
         
        self.pos_color.set(settings['pos_color']) 
        self.neg_color.set(settings['neg_color']) 
         
        self.tols.set(settings['tolerances']) 
     
    # -------------------------------------------------------------------------- 
    # Make sure all the required spectra and axes are set. 
    # 
    def check_settings(self, spectrum = None): 
         
        if spectrum: 
            self.noesy.spec_menu.update() 
            self.tocsy.spec_menu.update() 
         
        specs = [self.noesy.get_spec(), self.tocsy.get_spec()] 
        axes = self.noesy.get_axes() + self.tocsy.get_axes() 
         
        if None in specs + axes: 
            self.ok['state'] = 'disabled' 
            self.apply_['state'] = 'disabled' 
        else: 
            self.ok['state'] = 'normal' 
            self.apply_['state'] = 'normal' 
     
    # -------------------------------------------------------------------------- 
    # 
    def get_settings(self): 
         
        return {'noesy_spec': self.noesy.get_spec(), 
                'noesy_axes': self.noesy.get_axes(), 
                   'inverse': self.inverse.get(), 
                'tocsy_spec': self.tocsy.get_spec(), 
                'tocsy_axes': self.tocsy.get_axes(), 
                 'pos_color': self.pos_color.get(), 
                 'neg_color': self.neg_color.get(), 
                'tolerances': self.tols.get()} 
 
 
    # -------------------------------------------------------------------------- 
    # Once a color is selected, disable its button in other color pickers. 
    # 
    def check_colors(self): 
         
        for color, picker in self.pos_color.pickers.items(): 
             
            if color == self.neg_color.get(): 
                picker['state'] = 'disabled' 
            else: 
                picker['state'] = 'normal' 
         
        for color, picker in self.neg_color.pickers.items(): 
             
            if color == self.pos_color.get(): 
                picker['state'] = 'disabled' 
            else: 





# Grouped option menus for user to select a spectrum 
# and define the corresponding axis for each of its nuclei. 
# 
class spec_setup: 
     
    postcheck = None 
     
    def __init__(self, session, parent, title, axes): 
         
        self.session = session 
         
        self.frame = Tkinter.LabelFrame(parent, text = title, padx = 2, pady = 2) 
        self.frame.columnconfigure(0, weight = 1, minsize = 120) 
         
        self.spec_menu = spec_menu(session, self.frame, len(axes)) 
        self.spec_menu.frame.grid(sticky = 'we') 
        self.spec_menu.add_callback(self.update_axes) 
         
        self.axis_menus = [] 
         
        for i, axis in enumerate(axes): 
             
            menu = axis_menu(self.frame, axis + ":", i) 
            menu.frame.grid(row = i, column = 1, padx = 2, pady = 2) 
            menu.add_callback(lambda selection, index = i: 
                              self.is_repeat(selection, index)) 
             
            self.axis_menus.append(menu) 
     
    # -------------------------------------------------------------------------- 
    # Update all axis menus to show axes of the currently selected spectrum; 
    # if no spectrum available, highlight spectrum menu in red. 
    # 
    def update_axes(self, selection): 
         
        spectrum = sputil.name_to_spectrum(selection, self.session) 
         
        for menu in self.axis_menus: 
            menu.update(spectrum) 
         
        if spectrum: 
            self.spec_menu.menu.master['fg'] = 'black' 
        else: 
            self.spec_menu.menu.master['fg'] = 'red' 
         
        self.__class__.postcheck() 
     
    # -------------------------------------------------------------------------- 
    # Check for repeated selection of the same axis. 
    # 
    def is_repeat(self, selection, index): 
         
        for menu in self.axis_menus: 
            if menu.get() == selection and menu.index != index: 
                menu.set("") 
                menu.label['fg'] = 'red' 
            elif menu.get() != "": 
                menu.label['fg'] = 'black' 
         
        self.__class__.postcheck() 
     
    # -------------------------------------------------------------------------- 
    # 
    def get_spec(self): 
        return self.spec_menu.spectrum() 
     
    def set_spec(self, name): 
        self.spec_menu.set(name) 
     
    # -------------------------------------------------------------------------- 
    # 
    def get_axes(self): 
        return [menu.chosen_axis() for menu in self.axis_menus] 
     
    def set_axes(self, axes): 
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        for menu, axis in zip(self.axis_menus, axes): 




# An option menu for spectrum selection. 
# 
class spec_menu(sputil.spectrum_menu): 
     
    def __init__(self, session, parent, dimension): 
         
        self.dimension = dimension 
         
        sputil.spectrum_menu.__init__(self, session, parent, None) 
         
        self.label.destroy() 
         
        self.menu.master.config(anchor = 'w', highlightthickness = 0) 
        self.menu.master.pack(fill = 'x', expand = 1, padx = 2, pady = 2) 
        self.menu['postcommand'] = self.update 
     
    # -------------------------------------------------------------------------- 
    # Update menu entries to list only spectra with the given dimension. 
    # 
    def update(self): 
         
        entries = [] 
        self.remove_all_entries() 
         
        for name in self.spectrum_names(): 
            spectrum = sputil.name_to_spectrum(name, self.session) 
            if spectrum.dimension == self.dimension: 
                self.add_entry(name) 
                entries.append(name) 
         
        if self.get() not in entries: 
            if entries: 
                self.set(entries[0]) 
            else: 




# An option menu for axis selection. 
# 
class axis_menu(axes.axis_menu): 
     
    def __init__(self, parent, title, index): 
         
        self.index = index 
        self.spectrum = "No spectrum" 
         
        tkutil.option_menu.__init__(self, parent, title, []) 
         
        self.label.config(width = 3, anchor = 'e') 
        self.menu.master.config(width = 6, anchor = 'w', highlightthickness = 0) 
     
    # -------------------------------------------------------------------------- 
    # Update menu entries to list axes of the given spectrum. 
    # 
    def update(self, spectrum): 
         
        if spectrum is not self.spectrum: 
            self.spectrum = spectrum 
            self.remove_all_entries() 
             
            if spectrum: 
                for i in range(spectrum.dimension): 
                    self.add_entry(self.axis_text(i)) 
                self.set_axis(self.index) 
                self.menu.master['state'] = 'normal' 
            else: 
                self.set("w%d ---" % (self.index+1)) 





# An array of color labeled radiobuttons. 
# User can choose a color by clicking the respective button. 
# 
class color_picker: 
     
    postcheck = None 
     
    def __init__(self, parent, title): 
         
        self.frame = Tkinter.Frame(parent) 
        self.color_chosen = Tkinter.StringVar() 
         
        label = Tkinter.Label(self.frame, text = title) 
        label.grid(columnspan = 7, sticky = 'w') 
         
        colors = ('red','green','blue','cyan','yellow','magenta','white') 
        self.pickers = {} 
         
        for i, color in enumerate(colors): 
             
            picker = Tkinter.Radiobutton(self.frame, indicatoron = 0, 
                                         fg = color, selectcolor = color, 
                                         text = color[0].capitalize(), 
                                         value = color, width = 2, 
                                         variable = self.color_chosen, 
                                         command = self.update_fg, 
                                         offrelief = 'ridge', 
                                         overrelief = 'raised') 
            picker.grid(row = 1, column = i, padx = 2, pady = 4) 
            self.frame.columnconfigure(i, weight = 1) 
             
            self.pickers[color] = picker 
     
    # -------------------------------------------------------------------------- 
    # When a button is selected, change its font color to black to keep 
    # the caption visible. Reset color to original once deselected. 
    # 
    def update_fg(self): 
         
        for color, picker in self.pickers.items(): 
             
            if color == self.color_chosen.get(): 
                picker['fg'] = 'black' 
            else: 
                picker['fg'] = color 
         
        self.__class__.postcheck() 
     
    # -------------------------------------------------------------------------- 
    # 
    def get(self): 
        return self.color_chosen.get() 
     
    def set(self, color): 




# A table of spinboxs (2 per row) for tolerances setting. 
# 
class tol_setup: 
     
    def __init__(self, parent, title, tol_max): 
         
        self.frame = Tkinter.Frame(parent) 
         
        for col in range(4): 
            self.frame.columnconfigure(col, weight = 1) 
         
        label = Tkinter.Label(self.frame, text = title) 
        label.grid(columnspan = 4, sticky = 'w') 
         
        self.tols = [] 
         
        for i, (axis, max_, unit) in enumerate(tol_max): 
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            tol_var = Tkinter.DoubleVar() 
            row = 2 * (i // 2) + 1 
            col = 2 * (i % 2) 
             
            axis_label = Tkinter.Label(self.frame, text = axis) 
            axis_label.grid(row = row, column = col) 
             
            tol_box = Tkinter.Spinbox(self.frame, width = 5, 
                                      from_ = 0, to = max_, 
                                      increment = max_ / 20, 
                                      textvariable = tol_var, 
                                      state = 'readonly', 
                                      readonlybackground = '') 
            tol_box.grid(row = row + 1, column = col) 
             
            unit_label = Tkinter.Label(self.frame, text = unit) 
            unit_label.grid(row = row + 1, column = col + 1, sticky = 'w') 
             
            self.tols.append(tol_var) 
     
    # -------------------------------------------------------------------------- 
    # 
    def get(self): 
        return [tol.get() for tol in self.tols] 
     
    def set(self, values): 
        for tol, value in zip(self.tols, values): 




# Import chemical shifts of N, H, CA and CB for each residue in a protein. 
# 
import os, string, Tkinter 




monospace_font = { 'posix': ('Courier','12'), 
                      'nt': ('Courier','10'), 
                     'mac': ('Courier','12'), 
                     'os2': ('Courier','12'), 
                      'ce': ('Courier','12'), 
                    'java': ('Courier','12'), 
                  'riscos': ('Courier','12') 
                 }[os.name] 
 
aa_codes = ('ALA','A', 'ARG','R', 'ASN','N', 'ASP','D', 'CYS','C', 
            'GLN','Q', 'GLU','E', 'GLY','G', 'HIS','H', 'ILE','I', 
            'LEU','L', 'LYS','K', 'MET','M', 'PHE','F', 'PRO','P', 
            'SER','S', 'THR','T', 'TRP','W', 'TYR','Y', 'VAL','V') 
 
# 
# Amino acid chemical shift statistics from BMRB database; 
# partial list of restricted set, last updated on 28 June 2006. 
# 
shift_stats = {'A': {'HA' : 4.26,               # mean 
                     'HB' : 1.36, 
                     'CA' : (53.18, 2.01),      # mean, S.D. 
                     'CB' : (18.96, 1.85)}, 
               'R': {'HA' : 4.29, 
                     'HB' : 1.79,               # weighted mean of HB2 and HB3 
                     'HG' : 1.57, 
                     'HD' : 3.12, 
                     'CA' : (56.84, 2.37), 
                     'CB' : (30.64, 1.83), 
                     'CG' : (27.24, 1.33), 
                     'CD' : (43.14, 1.00)}, 
               'N': {'HA' : 4.68, 
                     'HB' : 2.79, 
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                     'CA' : (53.50, 1.95), 
                     'CB' : (38.63, 1.75)}, 
               'D': {'HA' : 4.60, 
                     'HB' : 2.71, 
                     'CA' : (54.62, 2.09), 
                     'CB' : (40.80, 1.68)}, 
               'C': {'HA' : 4.69, 
                     'HB' : 2.94, 
                     'CA' : (57.80, 3.40), 
                     'CB' : (33.65, 6.55)}, 
               'Q': {'HA' : 4.27, 
                     'HB' : 2.04, 
                     'HG' : 2.31, 
                     'CA' : (56.57, 2.16), 
                     'CB' : (29.16, 1.89), 
                     'CG' : (33.73, 1.20)}, 
               'E': {'HA' : 4.25, 
                     'HB' : 2.03, 
                     'HG' : 2.29, 
                     'CA' : (57.39, 2.13), 
                     'CB' : (29.97, 1.75), 
                     'CG' : (36.03, 1.35)}, 
               'G': {'HA' : 3.94, 
                     'CA' : (45.34, 1.33)}, 
               'H': {'HA' : 4.62, 
                     'HB' : 3.09, 
                     'CA' : (56.46, 2.45), 
                     'CB' : (30.22, 2.15)}, 
               'I': {'HA' : 4.18, 
                     'HB' : 1.80, 
                     'HG1': 1.26, 
                     'HG2': 0.79, 
                     'HD1': 0.69, 
                     'CA' : (61.59, 2.75), 
                     'CB' : (38.57, 2.07), 
                     'CG1': (27.64, 1.94), 
                     'CG2': (17.51, 1.52), 
                     'CD1': (13.45, 1.77)}, 
               'L': {'HA' : 4.31, 
                     'HB' : 1.59, 
                     'HG' : 1.51, 
                     'HD1': 0.77, 
                     'HD2': 0.74, 
                     'CA' : (55.66, 2.17), 
                     'CB' : (42.25, 1.88), 
                     'CG' : (26.73, 1.29), 
                     'CD1': (24.57, 1.70), 
                     'CD2': (24.09, 1.75)}, 
               'K': {'HA' : 4.27, 
                     'HB' : 1.77, 
                     'HG' : 1.38, 
                     'HD' : 1.61, 
                     'HE' : 2.93, 
                     'CA' : (56.95, 2.23), 
                     'CB' : (32.74, 1.83), 
                     'CG' : (24.88, 1.24), 
                     'CD' : (28.89, 1.29), 
                     'CE' : (41.82, 0.97)}, 
               'M': {'HA' : 4.39, 
                     'HB' : 2.03, 
                     'HG' : 2.43, 
                     'CA' : (56.18, 2.24), 
                     'CB' : (30.00, 2.25), 
                     'CG' : (32.02, 1.33)}, 
               'F': {'HA' : 4.61, 
                     'HB' : 2.98, 
                     'CA' : (58.17, 2.66), 
                     'CB' : (39.90, 2.10)}, 
               'P': {'HA' : 4.39, 
                     'HB' : 2.05, 
                     'HG' : 1.92, 
                     'HD' : 3.63, 
                     'CA' : (63.32, 1.62), 
                     'CB' : (31.79, 1.27), 
                     'CG' : (27.21, 1.17), 
                     'CD' : (50.35, 1.08)}, 
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               'S': {'HA' : 4.49, 
                     'HB' : 3.87, 
                     'CA' : (58.69, 2.18), 
                     'CB' : (63.77, 1.56)}, 
               'T': {'HA' : 4.46, 
                     'HB' : 4.17, 
                     'HG2': 1.15, 
                     'CA' : (62.17, 2.70), 
                     'CB' : (69.63, 1.82), 
                     'CG2': (21.47, 1.25)}, 
               'W': {'HA' : 4.70, 
                     'HB' : 3.18, 
                     'CA' : (57.63, 2.63), 
                     'CB' : (30.05, 2.05)}, 
               'Y': {'HA' : 4.62, 
                     'HB' : 2.89, 
                     'CA' : (58.09, 2.61), 
                     'CB' : (39.24, 2.18)}, 
               'V': {'HA' : 4.17, 
                     'HB' : 1.99, 
                     'HG1': 0.83, 
                     'HG2': 0.81, 
                     'CA' : (62.47, 2.94), 
                     'CB' : (32.65, 1.83), 
                     'CG1': (21.43, 1.47), 
                     'CG2': (21.30, 1.64)}, 
               'X': {}} 
 
backbone_atoms = ('N', 'H', 'CA', 'CB') 
 
sample_file = ("The file should be in plain text of the following format:\n" + 
               "                                 \n" + 
               "    1    LYS    CA     56.471    \n" + 
               "    1    LYS    CB     33.317    \n" + 
               "    2    THR     N    116.283    \n" + 
               "    2    THR     H      8.201    \n" + 
               "    2    THR    CA     62.177    \n" + 
               "    .    ...    ..      ...      \n") 
 
info_template = ("Error in line %d:\n" + 
                 "----------------------------------------\n" + 
                 "%s\n" + 
                 "%s\n" + 
                 "----------------------------------------\n" + 




# Query user for the shifts file; preview, check and import its content. 
# 
class import_shifts_dialog(tkutil.Settings_Dialog): 
     
    def __init__(self, session): 
         
        self.isotope = Tkinter.IntVar() 
        self.error_message = "" 
         
        tkutil.Settings_Dialog.__init__(self, session.tk, "Import Chemical Shifts") 
         
        self.top.columnconfigure(0, weight = 1) 
        self.top.rowconfigure(1, weight = 1) 
         
        fb = self.file_browser(self.top, "Shifts file", 20) 
        fb.grid(row = 0, sticky = 'we', padx = 3, pady = 3) 
         
        self.textbox = textbox(self.top, 10, 45) 
        self.textbox.frame.grid(row = 1, sticky = 'news', padx = 3) 
        self.textbox.show(sample_file) 
         
        cb = Tkinter.Checkbutton(self.top, highlightthickness = 0, 
                                 text = "Correct for deuterium isotope effect", 
                                 variable = self.isotope) 
        cb.grid(row = 2, sticky = 'w', padx = 3) 
         
        br = tkutil.button_row(self.top, 
                               ("Import", self.import_cb), 
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                               (" Ok ", self.ok_cb), 
                               ("Cancel", self.close_cb), 
                              ) 
        br.frame.grid(row = 3, padx = 3, pady = 3) 
         
        self.ok = br.buttons[1] 
        self.ok['state'] = 'disabled'       # disable "Ok" button till import finishes 
     
    # -------------------------------------------------------------------------- 
    # Allow user to select a file by browsing or manually entering its path, 
    # and automatically generate a preview (for text file) upon selection. 
    # 
    # Modified from class "file_field" in module "tkutil.py". 
    # 
    def file_browser(self, parent, title, length): 
         
        frame = Tkinter.Frame(parent) 
        frame.columnconfigure(0, weight = 1) 
         
        self.file_path = tkutil.entry_field(frame, title, "", length) 
        self.file_path.frame.grid(row = 0, column = 0, sticky = 'we') 
         
        self.file_path.entry.pack(fill = 'x', expand = 1, padx = 3) 
        self.file_path.entry.bind('<Return>', self.show_preview) 
         
        self.path_entry = self.file_path.variable 
         
        browse = Tkinter.Button(frame, text = "Browse ...", command = self.browse_cb) 
        browse.grid(row = 0, column = 1) 
         
        return frame 
     
    # -------------------------------------------------------------------------- 
    # Pop up a file browsing dialog and set path to that of the chosen file. 
    # 
    def browse_cb(self): 
         
        path = tkutil.load_file(self.top, "Open Shifts File", None) 
         
        if path: 
            self.path_entry.set(path) 
            self.file_path.show_end()           # position to show file name part 
            self.show_preview() 
     
    # -------------------------------------------------------------------------- 
    # Preview of file content. 
    # 
    def show_preview(self, event = None): 
         
        self.ok['state'] = 'disabled' 
        self.path = self.path_entry.get() 
         
        if self.path == "": 
            self.error_message += "No shifts file selected!\n" 
            self.textbox.show(self.error_message, 'end') 
            return 'Failed' 
             
        try: 
            shifts_file = open(self.path, 'r')          # open file in read mode 
            self.file_content = shifts_file.read() 
            shifts_file.close() 
         
        except IOError, message: 
            self.error_message += str(message) + "\n" 
            self.textbox.show(self.error_message, 'end') 
            return 'Failed' 
         
        except MemoryError: 
            self.error_message += "File size exceeds memory limit!\n" 
            self.textbox.show(self.error_message, 'end') 
            shifts_file.close() 
            return 'Failed' 
         
        for byte in self.file_content:          # check whether it's a plain text file 
             
            if byte not in string.printable: 
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                filename = os.path.split(self.path)[-1] 
                self.error_message += "'%s' is not a plain text file!\n" % filename 
                self.textbox.show(self.error_message, 'end') 
                return 'Failed' 
         
        self.error_message = ""                         # reset error message 
        self.textbox.show(self.file_content) 
     
    # -------------------------------------------------------------------------- 
    # Import sequence information and chemical shifts from the file. 
    # 
    def import_cb(self): 
         
        if self.format_check() == 'Failed': return 
         
        residues = [] 
         
        for line in self.file_content.splitlines(): 
             
            words = line.split() 
             
            if words == []: continue                    # skip empty line 
             
            self.textbox.show("Importing shifts for residue %d" % int(words[0])) 
            self.textbox.text.update_idletasks() 
             
            # 
            # Append new residue to the list as residue number increases. 
            # 
            for i in range(len(residues), int(words[0])): 
                residues.append({'number': i+1, 'name': "X"}) 
                 
                for atom in backbone_atoms: 
                    residues[-1][atom] = None           # set default shift to None 
             
            residues[-1]['number'] = int(words[0]) 
            residues[-1]['name'] = words[1].upper() 
             
            # 
            # Assign chemical shift to the corresponding atom. 
            # 
            atom = words[2].upper() 
            if atom in backbone_atoms: 
                residues[-1][atom] = float(words[3]) 
         
        # 
        # Count total number of imported residues. 
        # 
        total = len(filter(lambda res: res['name'] != "X", residues)) 
        self.textbox.show("Chemical shifts of %d residue%s imported." 
                          % (total, pyutil.plural_ending(total))) 
         
        self.residues = residues 
        self.ok['state'] = 'normal'                     # enable "Ok" button 
     
    # -------------------------------------------------------------------------- 
    # Check the data format of the shifts file; 
    # if an error is found, print a message about its location and type. 
    # 
    def format_check(self): 
         
        if self.show_preview() == 'Failed': 
            return 'Failed' 
         
        # 
        # Trim trailing whitespaces in the file and split its content into lines. 
        # 
        lines = self.file_content.rstrip().splitlines() 
         
        if lines == []: 
            self.textbox.show("The selected file is empty!") 
            return 'Failed' 
         
        seq_number = 1 
         
        for i, line in enumerate(lines): 
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            self.textbox.show("Checking data format of line %d" % (i+1)) 
            self.textbox.text.update_idletasks() 
             
            line = line.strip().expandtabs(4)           # convert tab to 4 spaces 
            words = line.split() 
             
            if words == []: continue 
             
            # 
            # Check whether all 4 fields are present. 
            # 
            if len(words) < 4: 
                pointer = " " * len(line) + "   ^" * (4-len(words)) 
                info = ("Missing data field.\n" + 
                        "Residue number, name, atom name and shift are required.") 
             
            # 
            # Check whether the 1st field is a positive integer. 
            # 
            elif not words[0].isdigit() or int(words[0]) == 0: 
                pointer = "^" 
                info = ("Invalid residue number '%s'.\n" % words[0] + 
                        "Only positive integers are allowed.") 
             
            # 
            # Check whether residue number increases monotonically (allow jumps). 
            # 
            elif int(words[0]) < seq_number: 
                pointer = "^" 
                info = ("Bad sequence (%d -> %s).\n" % (seq_number, words[0]) + 
                        "Residue number must increase monotonically.") 
             
            # 
            # Check whether the 2nd field contains a valid amino acid code. 
            # 
            elif words[1].upper() not in aa_codes: 
                pointer = " " * word_index(2, line) + "^" 
                info = ("Residue '%s' not recognized.\n" % words[1] + 
                        "Please follow the standard 1-letter or 3-letter codes.") 
             
            # 
            # Check whether the 4th field is a floating point number. 
            # 
            elif pyutil.string_to_float(words[3]) == None: 
                pointer = " " * word_index(4, line) + "^" 
                info = ("Invalid chemical shift '%s'.\n" % words[3] + 
                        "The value should be a floating point number.") 
             
            else: 
                info = "" 
                seq_number = int(words[0]) 
             
            if info: 
                line = line[:40] + " ..." * (len(line) > 40) 
                error_info = info_template % (i+1, line, pointer, info) 
                self.textbox.show(error_info) 
                return 'Failed' 
     
    # -------------------------------------------------------------------------- 
    # Apply the imported shifts and close this dialog. 
    # 
    def ok_cb(self): 
         
        # 
        # Correct for deuterium isotope effect if required by user. 
        # 
        if self.isotope.get(): 
            residues = self.isotope_correction() 
        else: 
            residues = self.residues 
         
        shifts = [] 
         
        for res in residues: 
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            name = res['name'] 
            if len(name) != 1: 
                name = atomnames.aaa_to_a[name]         # convert to 1-letter code 
             
            # 
            # Copy NH shifts to the new shift list. 
            # 
            shifts.append({'group': "%s%d" % (name, res['number']), 
                              'NH': (res['N'], res['H'])}) 
             
            # 
            # Fill in shift statistics of CA, HA, CB, HB, CG, HG, etc. 
            # 
            shifts[-1].update(shift_stats[name]) 
             
            if res['CA'] != None: 
                shifts[-1]['CA'] = (res['CA'], -1) 
            if res['CB'] != None: 
                shifts[-1]['CB'] = (res['CB'], -1) 
         
        # 
        # Make sure the list has a minimum length of 3. 
        # 
        shifts += [{'group': x} for x in ('X1','X2','X3')][len(shifts):3] 
         
        self.new_settings_cb(shifts, self.path) 
        self.close_cb() 
     
    # -------------------------------------------------------------------------- 
    # Deuterium labeling will cause chemical shifts of carbon atoms to 
    # deviate from those in unlabeled sample. This function corrects the 
    # imported shifts for such effect. 
    # 
    # Thanks to Xu Yingqi for providing the code. 
    # 
    def isotope_correction(self): 
         
        residues = [] 
         
        for res in self.residues: 
            residues.append({}) 
            residues[-1].update(res) 
         
        delta_1 = -0.29 
        delta_2 = -0.13 
        delta_3 = -0.07 
        delta_g = -0.39 
         
        for res in residues: 
             
            name = res['name'] 
            if len(name) != 1: 
                name = atomnames.aaa_to_a[name] 
             
            if name in ('N','D','C','H','F','S','W','Y'): 
                if res['CA']: 
                    res['CA'] -= delta_1 + delta_2 * 2 
                if res['CB']: 
                    res['CB'] -= delta_1 * 2 + delta_2 
             
            elif name in ('R','K','P'): 
                if res['CA']: 
                    res['CA'] -= delta_1 + delta_2 * 2 + delta_3 * 2 
                if res['CB']: 
                    res['CB'] -= delta_1 * 2 + delta_2 * 3 + delta_3 * 2 
             
            elif name in ('Q','E','M'): 
                if res['CA']: 
                    res['CA'] -= delta_1 + delta_2 * 2 + delta_3 * 2 
                if res['CB']: 
                    res['CB'] -= delta_1 * 2 + delta_2 * 3 
             
            elif name == 'A': 
                if res['CA']: 
                    res['CA'] -= delta_1 + delta_2 * 3 
                if res['CB']: 
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                    res['CB'] -= delta_1 * 3 + delta_2 
             
            elif name == 'I': 
                if res['CA']: 
                    res['CA'] -= delta_1 + delta_2 + delta_3 * 5 
                if res['CB']: 
                    res['CB'] -= delta_1 + delta_2 * 6 
             
            elif name == 'L': 
                if res['CA']: 
                    res['CA'] -= delta_1 + delta_2 * 2 + delta_3 
                if res['CB']: 
                    res['CB'] -= delta_1 * 2 + delta_2 * 2 
             
            elif name == 'T': 
                if res['CA']: 
                    res['CA'] -= delta_1 + delta_2 + delta_3 * 3 
                if res['CB']: 
                    res['CB'] -= delta_1 + delta_2 * 4 
             
            elif name == 'V': 
                if res['CA']: 
                    res['CA'] -= delta_1 + delta_2 
                if res['CB']: 
                    res['CB'] -= delta_1 + delta_2 
             
            elif name == 'G': 
                if res['CA']: 
                    res['CA'] -= delta_g * 2 
         




# A textbox with vertical scrolling bar, 
# used for preview of file content or display of error messages. 
# 
class textbox(tkutil.scrolling_text): 
     
    def __init__(self, parent, height, width): 
         
        tkutil.scrolling_text.__init__(self, parent, height, width) 
        self.text.config(wrap = 'word', font = monospace_font) 
     
    # -------------------------------------------------------------------------- 
    # Show content in the textbox. 
    # 
    def show(self, content, index = '0.0'): 
         
        self.text['state'] = 'normal' 
        self.text.delete('0.0', 'end') 
        self.text.insert('0.0', content) 
        self.text['state'] = 'disabled' 
         




# Return the index of the start of the n-th word in a string; 
# if the string has less than n words, return -1. 
# 
def word_index(n, string_): 
     
    words = string_.split() 
     
    if n > len(words): 
        return -1 
     
    if n == 1: 
        return string_.index(words[0]) 
    else: 
        start = word_index(n-1, string_) + len(words[n-2]) 





     
    def sa_command(s = session): 
        import sidechain_assign 
        sidechain_assign.show_sidechain_assign_dialog(s) 
         
session.add_command("sa", "Sidechain assign", sa_command) 
 
 
