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Abstrakt
Cílem této bakalářské práce je návrh, implementace a testování síťové karetní hry. Jako
karetní hra byla zvolena dnes velmi populární varianta pokeru – Texas Hold’em. V úvodní
části je nastíněn nezbytný teoretický základ pro tvorbu síťových aplikací společně s principy
hry poker. V druhé polovině práce je pak více popsána samotná implementace a testování
vyvíjené aplikace. Na závěr je diskutováno možné budoucí rozšíření programu a další směr
vývoje.
Abstract
The aim of this bachelor’s thesis is design, implementation and testing of network multipla-
yer card game. Card game was chosen to be very popular poker variant – Texas Hold’em.
First, necessary theoretical basis for creating network applications together with card game
principles is described. Second part of this work goes into details of implementation and
testing of developed application. The conclusion presents possible future enhancements of
the program and further aim of development.
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Kapitola 1
Úvod
Síťové hry vnáší do oblasti počítačových her jedinečný prvek – možnost hrát proti sku-
tečnému protihráči. Příležitost zahrát si proti kamarádovi je tedy určitě mnohem více lá-
kavá, než hrát proti naprogramovanému algoritmu. Síťové počítačové hry urazily od svého
počátku již dlouhou cestu. Největší rozmach nastal společně s růstem dostupnosti interne-
tového připojení, kdy se hráčům naskytla možnost hrát proti lidem z druhého konce světa
z pohodlí svého domova. Existuje mnoho druhů síťových her. Od her akčních, přes logické,
strategické, arkádové až po karetní. Právě na karetní hru se zaměřuje tato práce.
Karetní hry jsou dnes na internetu velmi populární. Mezi ty nejoblíbenější patří hlavně
hazardní typy, jako jsou poker nebo black jack. Ty totiž kromě zábavy nabízejí také možnost,
jak zbohatnout, což je pro hráče vzrušující a přitažlivé. A také proto jsem jako karetní hru
zvolil nejhranější variantu pokeru – Texas Hold’em.
1.1 Členění práce
Celá tato bakalářská práce je rozdělena do 6-ti hlavních kapitol.
1. Úvod – Úvodní kapitola (tato kapitola).
2. Karetní hry – V druhé kapitole (2) je stručně popsána historie karetních her (2.1),
zejména historie pokeru (2.2.1). Dále jsou zmíněny různé varianty hry poker (2.2.2)
a typy her (2.2.3). V poslední části této kapitoly jsou diskutována pravidla pokeru
Texas Hold’em (2.3).
3. Rozbor zadání – V třetí kapitole (3) se nachází souhrn všech důležitých témat
spojených s vývojem síťové aplikace. Jsou zde k nalezení informace o síťových archi-
tekturách (3.1.1), protokolech transportní vrstvy (3.1.2), programových prostředcích
pro komunikaci mezi síťovými aplikacemi (3.1.3), komunikačním protokolu (3.1.4),
perzistentním uchovávání dat (3.2), zabezpečení dat (3.3) a paralérním programovaní
(3.4).
4. Návrh aplikace – Ve čtvrté kapitole je popsán návrh aplikace (4). Je zde odděleně
rozebrán návrh klientské části aplikace (4.1) a serverové části aplikace (4.2). Také je
zde zmíněn návrh komunikačního protokolu (4.3).
5. Implementace a testování – V páté kapitole (5) je postupně nastíněna implemen-
tace celé aplikace. Nejdříve jsou zde popsány použité implementační prostředky (5.1),
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dále pak implementace klienta (5.2), kde jsou postupně rozebrány ty nejdůležitější
třídy. Stejně tak i implementace serveru (5.3). Poslední část této kapitoly se zmiňuje
o testování aplikace (5.4).
6. Závěr – V poslední kapitole jsou diskutovány výsledky celé práce (6.1) a možná
budoucí rozšíření programu (6.2).
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Kapitola 2
Karetní hry
2.1 Historie karetních her
Myslím, že pojem karetní hra není potřeba nijak více objasňovat. Snad každý se ve svém
životě již s nějakou setkal. Ať už s tzv. klasickou nebo moderní. Za klasické karetní hry
jsou považovány ty, které ke hře využívají klasické herní karty (např. francouzské karty1).
Moderní naopak využívají specifické herní karty, se kterými lze typicky hrát jen jedna určitá
hra.
Pravda o tom, kdy a kde se poprvé karetní hry objevily a jak se rozšířily do celého světa,
již však tak známá není. Jejich vznik je opředen mnoha legendami. Za nejpravděpodobnější
čas a místo vzniku je, dle mnohých studií, považována Čína okolo 9. století n.l. Jiné studie
zase připisují jejich vynález Indii. Další zastávkou v historii karetních her byl Blízký východ.
Odtud se ve 14. století společně s Araby dostaly až do Evropy.
Barvy herních karet, jak je známe dnes (srdce, piky, kříže a káry), mají svůj původ ve
Francii. Patří mezi nejrozšířenější a jsou považovány za mezinárodní standard. Existují však
i jiné barevné kombinace, již ne tak rozšířené. Např. německé (srdce, listy, žaludy a koule),
španělské, italské, . . .
Masovější rozvoj karet na starém kontinentu přišel až s vynálezem knihtisku. Karetní hry
se staly popularní jak mezi nejchudším obyvatelstvem, tak mezi šlechtou. Jejich popularita
přetrvává až do současnosti [13].
Karetních her existují na světě tisíce. Dále bude popsána hra poker. Jak jsem se již
zmínil v úvodu této práce, právě jednu z variant pokeru jsem si zvolil pro implementaci
svého projektu.
2.2 Poker
2.2.1 Historie pokeru
Historie pokeru je, obdobně jako samotná historie karetních her, zahalena částečně v ne-
známu. Mezi možné předchůdce pokeru lze zařadit hru Primero, která se stala velmi po-
pulární ve Španělsku v 16. století. Další možností je francouzská hra Poque, její německá
varianta Pochen či perská hra As Nas z 17. – 18. století. Všechny tyto hry měly podobné
prvky jako dnešní poker – vsázení, blafování či pořadí listů.
1Také známe jako žolíkové karty
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Díky francouzským kolonistům se hra Poque dostala začátkem 18. století do Ameriky.
Zde se také stala velmi populární. Hrávala se zejména na parnících na řece Mississippi.
Odtud se pak rozšířila po celém USA. Hra byla počátkem 19. století adoptována anglickými
osadníky a přejmenována na poker. V této době by bylo težké najít v celém USA jediné
město, kde by nebyl salón s pokerovým stolem. Poker se stal ještě populárnější během
občanské války, kdy jej hrávali vojáci severu i jihu [2, 18].
V následujících letech zaznamenal poker na území Spojených států spíše útlum. Jelikož
je poker hrou hazardní, stal se na většině území USA ilegální hrou. Znovu se začal rozvíjet
až ve 30. letech 20. století, kdy byl ve státě Nevada legalizován hazard. Není tedy žádným
překvapením, že největší a nejznámější kasína a pokerové herny jsou v Las Vegas, které se
nachází právě ve státě Nevada.
Dalším neopomenutelným milníkem v historii pokeru je určitě vznik World Series of
Poker (WSOP). Jedná se o sérii turnajů, kdy proti sobě stojí nejlepší hráči pokeru z celého
světa. Přičemž ústředním turnajem je tzv. Main Event, kde je hrána varianta pokeru Texas
Hold’em. Více o variantách pokeru se dočtete v následující kapitole (2.2.2). První ročník
WSOP se konal již v roce 1970, kde se utkalo pouze 6 nejlepších hráčů z celého USA.
Vítězem se stal již tenkrát legendární Johnny Moss. Popularita turnajů WSOP stále stoupá.
Turnaje WSOP Main Event z roku 2006 se účastnilo přes 8 tisích hráčů a vítěz si odnesl
neuvěřitelných 12 milionů dolarů. Díky právě těmto turnajům se poker ještě více rozšířil
mezi širokou veřejnost po celých Spojených státech a v posledních letech prakticky po celém
světě. Z turnajů jsou přenášeny živé přenosy, z vítězů se stávají milionáři a také mediální
hvězdy. Jména jako Doyle Brunson (obr. 2.1) nebo mladší hráči Gus Hansen, Phill Hellmuth
či Daniel Negreanu se stávají symbolem pokeru a idolem mnohých začínajícíh hráčů [1].
Obrázek 2.1: Pokerová legenda a 10-ti násobný vítěz WSOP Doyle Brunson
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S nástupem internetu začal další významný rozvoj pro poker. Koncem 90. let 20. století
vznikají první internetové herny a tím je poker otevřen již opravdu každému. Dnes jsou na
internetu stovky online heren. Ty největší a nejznámější pořádají různé kvalifikace a po-
dobné události, kde se můžou ti nejlepší amatérští hráči dostat až např. na WSOP a utkat
se tak s pokerovými legendami.
2.2.2 Variatny pokeru
O velké popularitě pokeru svědčí také to, že existuje velké množství jeho variant. V násle-
dujících odstavcích se nachází stručný popis těch nejznámějších.
Texas Hold’em je neoblíbenější a nejhranější variantou pokeru vůbec. Přívlastek Ca-
dillac mezi pokery je tedy oprávněný. Jedná se poměrně o novou variantu. Vznikla až v 70.
letech 20. století v Texasu. Hold’em patří mezi tzv. Community card poker hry. Hráči zde
vytvářejí nejlepší kombinace z obdržených karet (uzavřených) a společných karet (otevře-
ných). V Hold’emu se jedná konkrétně o 2 uzavřené karty a 5 otevřených karet. Hra se
skládá ze 4 sázkových kol. Existují ještě i další druhy Texas Hold’emu, které se liší v sys-
tému sázení. Můžeme se setkat s verzemi Fixed Limit, Pot Limit nebo No Limit. Největší
obliby se těší poslední zmíněný. Zde není sázení nijak omezeno. Jelikož jsem si vybral tuto
variantu pokeru pro implementaci, pravidla si podrobněji rozebereme v následující kapitole
(2.3) [18, 19].
Omaha poker vznikl odvozením od Texas Hold’emu. Liší se hlavně tím, že každému hráči
jsou tu místo 2 karet rozdány karty 4. Počet společných karet zůstává stejný (tedy 5 karet).
Hráči na sestavení nejlepší kombinace musí využít právě 2 vlastní karty a 3 společné karty.
Stejně jako u Hold’emu existují i různé varianty Omahy, dle systému sázení. Zajímavou
variatnou Omahy, kterou u Hold’emu nenajdete, je Omaha Hi/Lo. V této variantě se výhra
dělí mezi hráče s nejvyšší a nejnižší pokerovou kombinací, což dodává hře zcela odlišný
nádech [18].
Seven Card Stud je varianta pokeru, kde se nehraje se společnými kartami. Seven Card
Stud patří mezi tzv. Stud poker hry. Každý hráč zde postupně obdrží 7 karet. 3 uzavřené
karty a 4 otevřené karty. Celkem je ve hře 5 sázkových kol. Hráči sestavují nejlepší kombinaci
(5 karet) pouze ze svých karet. V souvislosti s tím, jaké karty hráči obdrží a jaké karty
vidí u protihráčů, se vsází. Posloupnost hráčů ve hře určují jejich karty. Jedná se o jednu
z nejsložitějších variant pokeru. Stejně jako u předchozích variant, existují i různé druhy
7 Card Stud, zejména v závisloti na systému sázení [18].
Five Card Draw je nejstarší pokerovou variantou, která se dodnes hraje. Jak již název
napovídá, Five Card Draw patří mezi tzv. Draw poker hry. Hráči zde dostávají pouze
uzavřené karty (nevidí tedy žádné karty soupeřů). Tyto karty si pak můžou měnit pro
získání co nejlepší pokerové kombinace. V Five Card Draw každý hráč dostává právě 5 karet.
Součástí hry jsou pouze 2 sázková kola. Jedno před výměnou karet a druhé po výměně.
Díky své jednoduchosti je tato varianta oblíbená zvláště u začátečníků. V kasínech nebo
pokerových hernách na ni moc často nenarazíte. Jako všechny předchozí varianty i Five
Card Draw má ještě další různé modifikace [18].
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2.2.3 Typy her
Poker je možné hrát v základních dvou typech her. Buď to v tzv. cash games a nebo
v turnajích.
Cash games jsou spjaty s pokerem již od počátku. Tyto hry nemají žádnou pevně danou
strukturu. Hráč může ke stolu přijít zpravidla kdykoliv. Samozřejmě za předpokladu, že je
u stolu volno. Stoly jsou typicky pro 2 – 10 hráčů. Stejně tak hráč může ze hry kdykoliv
odejít. Na začátku si typicky hráč mění peníze za žetony v poměru 1:1 a nebo může hrát
přímo i s pěnězi. Odtud právě název cash games. Výše peněz, se kterými hráči vstupují do
hry, je libovolná. Pokud hráč všechny žetony (nebo peníze) prohraje, může si dokoupit další.
Jeho účast tím ve hře skončit nemusí. Povinné sázky se v cash games nezvyšují. Každá cash
game může mít nastaveny povinné sázky na různě vysoké úrovni. Hráči si poté dle svých
finančních možností, zkušeností a odvahy vyberou hru, která jim bude nejvíce vyhovovat
[18].
Turnaje mají pevně danou strukturu hraní. Jakmile hra začne, již žádný hráč se do hry
nesmí připojit. Hráči pro vstup do hry musí zaplatit poplatek zvaný buy-in. Existují i alter-
nativy, kde vstup do turnaje je zdarma. Všichni hráči na začátku turnaje mají stejný počet
žetonů, které dostanou za vstupní poplatek. Počet startovních žetonů zpravidla neodpo-
vídá vstupnímu poplatku. Jakmile hráč prohraje své žetony, je ze hry vyřazen a už se do ní
nemůže vrátit. Existují i takové turnaje, kde mají hráči možnost provést tzv. re-buy a do
hry se vrátit. Tuto možnost můžou využít ale jen 1x a typicky jen do určité doby od startu
turnaje. Turnaj končí v okamžiku, kdy zůstal ve hře už jen jediný hráč. Výhra (získaná ze
vstupních poplatků) se dělí mezi prvních několik hráčů. Aby se zajistilo, že turnaj někdy
skončí, využívá se systému povinných sázek. Ty se postupem času zvyšují [18].
Sit&Go turnaje se liší od plánovaných turnajů jen v jedné věci. Plánované turnaje mají
naplánovaný svůj začátek vždy dopředu. Sit&Go turnaje začátek naplánovaný nemají. Je-
den hráč turnaj založí a jakmile se připojí zvolený počet hráčů, turnaj začne. Tuto variantu
jsem implementoval ve svém projektu. Sit&Go turnaje jsou velmi pružné. Hráči nemusí
čekat na začátek nějakého plánovaného turnaje, stačí jen vyhledat nějaký založený Sit&Go
turnaj a začít hrát [18].
2.3 Pravidla pokeru Texas Hold’em
Jelikož se další část této práce zabývá návrhem a implementací síťové karetní hry poker
(konkrétně varianty No Limit Texas Hold’em), je důležité, aby byl čtenář seznámen s pravi-
dly Hold’emu [18, 19]. Také se v následujících kapitolách budou objevovat některé specifické
pokerové termíny. Bylo by tedy dobré, kdyby byl čtenář seznámen i s těmito pojmy.
Základní informace o Texas Hold’emu jsou již uvedeny v kapitole 2.2.2. Hold’em je
pokerová varianta, kde každý hráč dostane pouze 2 karty, dále je postupně rozdáno 5 spo-
lečných (otevřených) karet. Z těchto 7 karet se hráči snaží sestavit co nejlepší pokerovou
kombinaci. Více informací o jednotlivých výherních kombinacích se nachází v kapitole 2.3.3.
Mezi jednotlivým rozdáváním společných karet se provádí vsázení. Celkem jsou v Hold’emu
4 sázková kola. Vítězem se stává hráč s nejlepší karetní kombinací (může nastat i shoda)
a nebo hráč, který jako jediný nezahodí karty. Hold’em je možné hrát jak v cash games,
tak v turnajích.
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2.3.1 Průběh hry
Na začátku hry se nejdříve musí zvolit, který hráč bude dealer. Typicky se tato pozice volí
losováním karet. Hráč s nejvyšší kartou se stává dealerem. Dealer je spíše symbolická pozice.
Nutně to neznamená, že hráč na této pozici rozdává karty2. Dealer je také nejvýhodnější
pozicí u stolu, jelikož při sázení přichází na řadu až jako poslední (výjimkou je první sázecí
kolo). Pozice dealera se posouvá ve směru hodinových ručiček po každém odehraném kole.
Jedno herní kolo se nazývá hand. Po směru hodinových ručiček od dealera se nachází hráč
na pozici small-blind a dále hráč na pozici big-blind. I když pro názvy těchto pozic
existují i české ekvivalenty, moc se nepoužívají. Vystačíme si tedy s názvy anglickými. Tak
to bude u většiny dalších termínů. Pozice small-blind a big-blind souhrnně označují povinné
sázky ve hře. Poměr mezi small-blindem a big-blindem je 1:2. Povinné sázky se posouvají
společně s pozicí dealera. V cash games se hodnota povinných sázek nemění, v turnajích se
po určitém časovém intervalu zvyšuje.
Po určení pozice dealera, small-blindu a big-blindu se přejde k rozdávání karet. Každému
hráči jsou rozdány 2 karty lícem dolů. Následuje první sázkové kolo. První na řadě je hráč
po směru hodinových ručiček od pozice big-blindu. Sázení může skončit v okamžiku, když
už všichni hráči ve hře mluvili alespoň jedenkrát a všichni hráči ve hře mají dorovnané
sázky. Všechny sázková kola jsou ve své podstatě stejná. Možnosti sázení jsou nastíněny
v následující kapitole (2.3.2).
Po prvním kole sázení jsou rozdány tři společné karty lícem nahoru. Tyto karty se
nazývají flop. Následuje dálší sázecí kolo. Jako první mluví hráč na pozici small-blind.
Dealer má vždy poslední slovo. Následuje čtvrtá společná karta nazývaná turn. Další sázecí
kolo, poslední společná karta nazývaná river a poslední sázecí kolo. Pokud ve hře zůstane
více hráčů jak jeden, přejde se na vyhodnocení karet. Vítězem se stává hráč s nejsilnější
karetní kombinací. Jednotlivé karetní kombinace jsou popsány v kapitole (2.3.3). Pokud má
více hráčů stejnou nejsilnější kombinaci, výhru si rozdělí. Hand tímto končí a může začít
nový.
2.3.2 Možnosti sázení
Každý hráč může zvolit jeden z šesti možných kroků3, jak pokračovat ve hře. Ne všechny jsou
v souvislosti se stavem hry vždy povoleny. Možnosti sázení se také mění s tím jakou variantu
Hold’emu hrajeme. Ve verzích Fixed Limit či Pot Limit existují navíc omezení maximální
možné sázky. Dále budeme uvažovat variantu No Limit, která žádná horní omezení nemá.
• Fold (složit karty) – Možnost složit karty mají hráči v každé fázi hry. Jakmile hráč
složí karty, daného handu se již neúčastní a přichází o veškeré peníze, které do té doby
do hry vložil.
• Check (vyčkat) – Krokem check dává hráč na jevo, že nechce vsázet žádné peníze,
ale přeje si pokračovat ve hře. Tuto možnost má hráč pouze tehdy, pokud před ním
žádný jiný hráč nevsadil. V prvním sázecím kole má tuto možnost pouze hráč na
pozici big-blindu, a to pouze tehdy pokud nikdo jiný ve hře sázku nenavýšil.
• Bet (vsadit) – Hráč může provést krok bet, pokud si přeje do hry vsadit nějaké peníze
a pokud do té doby nikdo jiný sázku neprovedl. V prvním sázecím kole tedy takovou
2O to se většinou stará skutečný dealer u stolu.
3Opět budeme využívat častější anglické termíny
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možnost nemá žádný hráč. Ve variantě No Limit Texas Hold’em je minimální možnou
sázkou velikost big-blindu.
• Call (dorovnat) – Krokem call provede hráč dorovnání nejvyšší sázky ve hře.
• Raise (navýšit) – Pokud je již na stole nějaká sázka, hráč může kromě jejího dorovnání
také sázku navýšit. Ve variantě No Limit Texas Hold’em musí být minimální možné
navýšení rovné nejvýšší sázce. Např. je-li na stole sázka 10$, tak minimální raise bude
20$.
• All-in (vsadit vše) – Ve variantě No Limit Texas Hold’em je maximální možná sázka,
navýšení či dorovnání rovno počtu žetonů, které hráč vlastní. Vsadí-li hráč všechny
své žetony, nazýváme jeho krok all-in. Důležitým pravidlem je to, že hráč, který je
all-in nemůže vyhrát peníze, které by přesahovaly jeho vklady. Vyhraje-li takový hráč
a na stole zůstanou ještě nějaké peníze, získá je hráč s druhou nejlepší kombinací atd.
Všechny sázky co jsou na stole se souhrnně nazývají pot. Výše žetonů každého hráče se
nazývá stack.
2.3.3 Výherní kombinace
V následujících odstavcíh se nachází seznam pokerových kombinací v sestupném pořadí.
Tyto kombinace neplatí pouze pro Texas Hold’em, ale pro všechny varianty pokeru. Názor-
něji jsou pokerové kombinace k vidění na obr. 2.2.
• Royal flush (královská postupka) – Jde o postupku v barvě, kde nejvyšší kartou
postupky je eso. Jedná se o neporazitelnou kombinaci. Bohužel se s ní u stolu moc
často nesetkáte. Pravděpodobnost, že přijde královská postupka, je zhruba pouhých
0.00015%.
• Straight flush (postupka v barvě) – Postupka, kde je všech 5 karet ve stejné barvě.
Při shodě kombinací vyhrává hráč s vyšší kartou v postupce.
• Poker (čtveřice) – Čtyři karty stejné hodnoty. Pátá karta se nazývá kicker a rozhoduje
v případě shodnosti čtveřice u více hráčů.
• Full-house (trojice a dvojice) – Tři karty stejné hodnoty a dvě karty stejné hodnoty.
V případě shody rozhoduje to, který hráč má vyšší trojici. Pokud by byla i trojice
shodná rozhoduje hodnota dvojice.
• Flush (barva) – Pět karet stejné barvy. V případě shody rozhoduje nejvyšší karta
v barvě. Všechny barvy jsou si v pokeru rovny.
• Straight (postupka) – Pět karet tvořících posloupnost. Eso lze využít na sestavení
dvou postupek. A,K,Q,J,T (eso,král,dáma,janek,deset) je nejvyšší možná postupka.
Naopak A,2,3,4,5 je nejnižší postupka. Při shodě rozhoduje nejvyšší karta postupky.
• Trips (trojice) – Tři karty stejné hodnoty a k tomu dvě libovolné jiné karty. V případě
shody rozhoduje síla trojice, popř. hodnoty zbylých karet.
• Two pairs (dva páry) – Dvě dvojice karet stejné hodnoty a pátá karta (kicker).
V případě shody rozhoduje hodnota vyšší dvojice, dále pak hodnota nižší dvojice
a nakonec kicker.
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• One pair (jeden pár) – Dvě karty stejné hodnoty a tři další libovolné karty. V případě
shody rozhoduje síla dvojice, dále pak zbylé karty.
• High card (vysoká karta) – Žádná z předchozích kombinací. Rozhodují postupně
nejsilnější karty.
10.Royal flush (královská postupka)
9. Straight flush (postupka v barve)
8. Poker (poker)
7. Full-house (trojice a dvojice)
6. Fluhs (barva)
5. Straight (postupka)
4. Trips (trojice)
3. Two pairs (dva páry)
2. One pair (jeden pár)
1. High card (vysoká karta)
¡
Obrázek 2.2: Pokerové kombinace v sestupném pořadí od nejsilnější
11
Kapitola 3
Rozbor zadání
V předchozí kapitole byla podrobně rozebrána karetní hra poker. Konkrétně varinata No
Limit Texas Hold’em. V této kapitole budou blíže popsány všechna další důležitá témata
spojená s tvorbou síťové karetní hry.
3.1 Síťová komunikace
Síťová aplikace je taková, která dokáže komunikovat s jinými aplikacemi prostřednictvím
počítačové sítě. Při tvorbě těchto aplikací je potřeba zejména řešit volbu síťové architektury,
protokolu transportní vrstvy a programových prostředků pro komunikaci. Také se nevyhnu-
telně setkáte s komunikačním protokolem.
3.1.1 Síťová architektura
Existují 3 základní architektury síťových aplikací:
• Klient-server
• Peer-to-peer
• Hybridní
Klient-server je architektura, která odděluje klienty a server, kteří spolu komunikují
přes počítačovou síť (obr. 3.1). Klient i server jsou aplikační procesy. V případě serveru
typicky běží na vysokovýkonnostním počítači, v případě klienta na koncové stanici, kterou
ovládá uživatel. Avšak klient i server můžou být provozováni i na jednom počítači.
Klient má v tomto modelu aktivní roli, tedy zahajuje komunikaci. A to tím, že poža-
duje nějakou službu. Server má naopak pasivní roli. Čeká na požadavky od klientů a odesílá
odpovědi. V tomto modelu jsou data centrálně spravována na serveru. K jednomu serveru
může přistupovat několik klientů najednou. Servery můžeme v souvislosti s vícenásobným
přístupem rozdělit do dvou kategorií. Servery iterační a konkurentní. Iterační server obslu-
huje klienty postupně. Konkurentní server naopak klienty obsluhuje najednou. Servery jde
slučovat do tzv. serverových farem, např. z důvodu rozdělení zátěže. Server má většinou
pevně danou IP adresu, klient naopak může adresu dynamicky měnit. Komunikace mezi
klienty je možná jedině za pomoci serveru.
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Typickým příkladem této architektury je webový prohlížeč jako klient a webový server
jako server. Prohlížeč zahajuje komunikaci se serverem požadavkem na zobrazení nějaké
webové stránky. Server poté jako odpověď odesílá požadovanou stránku.
Výhody této architektury jsou:
• Snadná údržba – Je možné provádět údržbu serveru (opravy, aktualizace, . . . ), aniž
by byli ovlivněni klienti.
• Jednoduchá správa dat – Jelikož jsou data uchovávána centrálně na serveru (příp.
několika serverech), je jejich správa jednodušší.
• Zabezpečení dat – Pro přístup k datům na serveru, se můžou klienti autorizovat.
Servery také bývají mnohem více zabezpečené než jednotliví klienti.
Nevýhody této architektury jsou:
• Menší robustnost – Při výpadku serveru jsou ovlivněni všichni klienti, kteří zrovna
chtějí se serverem komunikovat.
• Možnost zahlcení serveru – Pokud se serverem chce v jeden okamžik komunikovat
velké množství klientů, může dojít k zahlcení serveru. Tohle je jeden z typických útoků
na server. Nazývá se Denial-of-service.
• Vyšší náklady – Servery jsou obvykle nákladnější, protože jsou na ně kladeny vysoké
požadavky z hlediska odolnosti proti poruchám, kapacity úložného prostoru a výkonu.
Tato architektura se kromě webu nachází také např. u emailu, FTP, Telnetu, DNS, . . . [3, 6].
Obrázek 3.1: Ukázka architektury klient-server
Peer-to-peer (P2P) je architektura, kde se nenachází žádný server. Klienti spolu ko-
munikují přímo (obr. 3.2). Klient tedy navíc plní i roli serveru. Nejčastější využití P2P
architektury je pro sdílení dat mezi uživateli. Avšak velmi často se jedná o sdílení nele-
gálních dat (hudba, filmy, . . . ). Příkladem mohou být tzv. torrenty nebo třeba program
Napster, který odstartoval diskuzi o sdílení dat na internetu.
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Výhody této architektury jsou:
• Robustnost – Při poruše některého z klientů nedojde k výraznému ovlivnění ostat-
ních klientů.
• Rozložení zátěže – Celková zátěž je rozložena mezi jednotlivé klienty.
• Nižší náklady – V porovnání s klient-server architekturou.
Nevýhody této architektury jsou:
• Horší správa – Data zde nejsou centralizovaná.
• Menší použitelnost – Pro vetšinu systémů je použitelnější architektura klient-server
[3, 6].
Obrázek 3.2: Ukázka architektury peer-to-peer
Hybridní architektura kombinuje výhody klient-server a peer-to-peer architektury. Jako
ukázkový příklad můžeme zvolit oblíbený komunikační systém Skype. Klient-server archi-
tektury se zde využívá při registraci a přihlašování uživatelů, dále také při vyhledávání
adresy kontaktu, se kterým chceme komunikovat. Samotná komunikace klient-klient je již
řešena jako v peer-to-peer architektuře [3].
3.1.2 Protokoly transportní vrstvy
Mezi nejvyužívanější protokoly transportní vrstvy v síťových aplikacích patří TCP a UDP
protokol [9].
TCP je protokol, pomocí něho dokáží síťové aplikace vytvořit spojení, přes které je možné
přenášet data. TCP je tzv. spojovaná služba. To znamená, že na začátku komunikace vždy
dojde k navázání spojení (handshake). Tím se ověří, zda jsou obě komunikující strany
dostupné. Pro ukončení spojení se provádí endshake. TCP zaručuje spolehlivý přenos dat.
Data vyslaná odesílatelem dorazí k příjemci vždy nepoškozená a ve správném pořadí. S tím
je ale spojena určitá režie, která dělá TCP nepoužitelné pro aplikace, kde je velmi důležitá
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propustnost (šířka pásma) a minimální zpoždění (např. streaming videa). Hlavní výhodou
TCP je spolehlivost přenosu, hlavní nevýhodu je vyšší režie. Protokol TCP se využívá např.
u HTTP, FTP, emailu, telnetu, . . . [9, 3].
UDP je stejně jako protokol TCP určen pro přenos dat. Ale narozdíl od TCP je UDP ne-
spojovaná služba. Neexistuje zde žádný handshake ani endshake. UDP také nezaručuje spo-
lehlivý přenos, data zde můžou přicházet poškozená, v nesprávném pořadí a nebo se i ztratit.
Výhodou je ale mnohem nižší režie než u TCP. Využití je zejména tam, kde se můžeme
smířit s určitou chybovostí přenosu a kde je potřeba vysoká propustnost a minimální
zpoždění. Protokol UDP se využívá např. u streamingu multimédií, DNS, TFTP, . . . [9, 3].
S ohledem na to, jaká aplikaci je vyvíjena a jaké jsou její nejdůležitější požadavky, se
volí typicky jeden z těchto protokolů.
3.1.3 Programové prostředky pro komunikaci mezi síťovými aplikacemi
Prostředků pomocí kterých se řeší samotná komunikace v síťových aplikacích existuje něko-
lik. Více je rozebrán pouze jeden – tzv. schránky. Častěji se však vyskytuje anglický termín
socket.
Sockety se poprvé objevily v operačních systémech BSD. Jedná se o programové rozhraní
pro komunikaci. Toto rozhraní má obecný charakter. Je tedy jedno, jaký protokol se pro
komunikaci zvolí. Součástí socketů je abstraktní datová struktura obsahující informace pro
komunikaci, zejména pak pro identifikaci komunikujících bodů.
IP adresa slouží k jednoznačné identifikaci stroje na síti (počítač, router, . . . ). Dále se
používá číslo portu, které je využito k identifikaci konkrétní aplikace na daném stroji. Porty
se dělí do 3 kategorií [12]:
• Dobře známé porty (0 – 1023) – Nejpoužívanější služby. Např. HTTP – 80, DNS –
53, SSH – 22, . . .
• Registrované porty (1024 – 49151) – Použití těchto portů by se mělo registrovat
u ICANN.
• Dynamické porty (49152 – 65535) – Pro volné využití.
3.1.4 Komunikační protokol
Komunikační protokol se dá definovat jako:
• Soubor syntaktických a sémantických pravidel určujících výměnu informace mezi nej-
méně dvěma entitami [7].
• Zahrnuje navázání spojení, adresování, přenos dat, zpracování chyb, řízení toku, při-
dělování prostředků, . . . [7].
Více laicky by se dalo říct, že protokol je seznam zpráv, pomocí kterých subjekty na síti
komunikují. Typicky třeba klient-server a komunikace dotaz-odpověď. Protokol definuje
syntaxi a sémantiku zpráv. Syntaxe nám určuje, jak daná zpráva vypadá (její strukturu),
sémantika potom určuje význam jednotlivých zpráv. Komunikační protokol můžeme popiso-
vat buď to neformálně (nejčastěji slovně) a nebo formálně za pomoci konečných automatů,
gramatik, Petriho sítí, kalkulů atd.
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Komunikační protokoly dále dělíme na veřejné (public-domain) a firemní (proprietární).
Veřejné jsou definovány v RFC a jsou volně dostupné. Naproti tomu firemní jsou veřej-
nosti uzavřené. Mezi veřejné protokoly patří např. HTTP, SMTP, POP3, FTP, IMAP,
TCP, UDP, . . . Mezi firemní protokoly patří např. KaZaA, ICQ, IGRP, . . . Protokoly ještě
můžeme dělit dle formátu – textové nebo binární. Typickým příkladem textového protokolu
je HTTP, binárním je např. H.323 [3].
3.2 Perzistentní uchovávání dat
Perzistentní data jsou taková, která přežijí běh aplikace i vypnutí počítače. Tedy např. data,
která máme uložená na disku počítače, jsou prezistentní. U síťových aplikací se běžně řeší
perzistentní ukládání dat na straně serveru. Např. situace, kdy server ukládá přihlašovací
údaje uživatelů. Existuje několik způsobů, jak toto řešit.
3.2.1 Databáze
Nejčastější je ukládání dat do databází. Databáze je systém sloužící pro jednoduchou a bez-
pečnou manipulaci s perzistentními daty. Součástí databáze jsou samotná uchovávaná data,
tak i softwarová vrstva pro manipulaci s těmito daty. Ta se nazývá systém řízení báze dat
(SŘBD). SŘBD zvládá definovat strukturu dat, organizovat data, přidávat data, editovat
data, mazat data, vyhledávat data a mnoho dalších operací. Práce s daty v databázi je tedy
jednoduchá a efektivní. SŘBD řeší možné problémy s vícenásobným přístupem k datům
a další jiné problémy. Z hlediska ukládání dat a vazeb mezi nimi lze databáze rozdělit na:
• Hiearchické databáze
• Síťové databáze
• Relační databáze
• Objektové databáze
• . . .
Nejčastější jsou databáze relační. Data jsou zde strukturována do tabulek (relací). Mezi
nejpoužívanější databázové systémy patří:
• MySQL
• PostgreSQL
• Oracle
• Microsoft SQL Server
• . . .
Nevýhodou tohoto způsobu uchovávání dat je potřeba k aplikaci, která má databázi vyu-
žívat, instalovat nějaký databázový systém [14].
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3.2.2 Souborový systém
Jednodušší způsob jak ukládat data na serveru je použít souborový systém serveru. Hlavní
výhodou tohoto přístupu je to, že pro chod serveru není potřeba instalovat žádné další
aplikace. Serverová aplikace pak pouze používá funkce pro čtení a zápis do souborového
systému. Tento způsob má ale mnoho nevýhod. Můžou nastat problémy při vícenásobném
přístupu, nižší bezpečnost dat, méně efektivní čtení a zápis atd.
Pro ukládání dat textového typu (např. již jednou zmíněný seznam přihlašovacích údajů
uživatelů) je vhodné mít data uložená v nějakém strukturovaném formátu. Hojně využíva-
ným formátem je XML. Tento formát je více rozebrán v následující kapitole.
3.2.3 XML
XML (Extensible Markup Language) je univerzální značkovací jazyk. V mnoha ohledech je
velmi podobný značkovacímu jazyku HTML. Rozdílem oproti HTML je ale fakt, že v XML
si můžeme vytvářet vlastní značky. Díky tomu lze dokumenty lépe logicky strukturovat.
XML je dnes považován za mezinárodní standard pro výměnu informací. Mezi četné vý-
hody XML patří např. dobrá čitelnost dokumentů jak počítačem, tak lidmi, platformová
nezávislost, snadná transformace do jiných formátů, automatická kontrola struktury doku-
mentů a mnohé další. Pro ukládání XML souborů se může kromě souborového systému také
využít např. relační databáze a nebo nativní XML databáze. Na ukázce 3.1 můžete vidět,
jak vypadá velmi jednoduchý XML soubor [5].
<?xml v e r s i on =”1.0” encoding=”i so −8859−2”?>
<person>
<name>Marek</name>
<surname>Kotásek</surname>
<age>22</age>
<email>marek . kotasek@email . com</email>
</person>
Kód 3.1: Ukázka jednoduchého XML souboru
3.3 Zabezpečení dat
Při uchovávání a výměně dat u síťových aplikací je velmi důležité myslet i na bezpečnost
samotných dat. Velmi často se jedná o citlivá data. Jako ukázka opět poslouží již několikrát
uvedený příklad – seznam přihlašovacích údajů uživatelů. Mezi tyto údaje zajisté patří hesla
uživatelů a ty jsou typickým příkladem citlivých dat. Je potřeba zajistit, aby takovéto data
nezískal neoprávněný uživatel, který by je posléze mohl zneužít. Hesla se v databázi dají
ukládat ve 2 způsobech:
• Čistá podoba (plain-text) – Hesla uložená v tomto formátu nejsou nijak chráněna.
• Hašovaná podoba – Jsou uloženy pouze tzv. otisky hesel.
Krokem k většímu zabezpečení hesel je tedy použití hašovací funkce. Tuto metodu můžeme
však použít pouze pokud nás již nezajímá původní podoba dat. Jak je tomu právě u hesel,
kde si vystačíme s porovnáváním otisků. Jinak musíme použít jiné metody ochrany dat
(šifrování symetrickou nebo asymetricou šifrou).
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3.3.1 Hašovací funkce
Hašovací funkce je algoritmus, který převádí vstupní data do podoby tzv. otisku. Základní
vlastností hašovací funkce je to, že poskytuje vždy stejně velký otisk (nezávisle na velikosti
vstupních dat). Malá změna ve vstupních datech se projeví velkou změnou v otisku. Z otisku
je také nemožné získat původní vstupní data.
Jak je již nastíněno výše, v praxi se hašování používá následujícím způsobem (data jsou
hesla). Na klientovi se heslo zahašuje. Po síti je posílán pouze otisk hesla. Na serveru je
poté tento otisk uložen. Při oveřování hesla se provede stejný proces, jen na konci se otisk
neukládá, ale porovnává s již uloženým v databázi. Tím se ověří správnost hesla.
Existuje hned několik hašovacích funkcí, které můžeme použít. Následuje výčet těch
nejznámějších a nejpoužívanějších [15]:
• MD5 – Tento algoritmus patři do rodiny Message-Digest algorithm. Verze 5 byla pre-
zentována v roce 1991. Vytváří otisky o velikosti 128b. Od roku 2004 je veřejně znám
postup pro nalezení kolizního páru zpráv. Proto se od používání postupně upouští.
I přesto MD5 stále patří mezi nejoblíbenější hašovací algoritmy [16].
• SHA-1 – Algoritmus z rodiny Secure Hash Algorithm. SHA-1 byl publikován v roce
1993. Vytváří otisky o velikosti 160b. Jsou zde použity podobné principy jako u MD5
algoritmu. I u tohoto algoritmu již byly objeveny bezpečnostní trhliny [17].
• SHA-2 – Algoritmy z rodiny Secure Hash Algorithm. Souhrnně jsou takto označovány
algoritmy SHA-224, SHA-256, SHA-384 a SHA-512. Číslo zde udává počet bitů otisku.
U těchto algoritmů zatím nebyly objeveny žádné slabiny [17].
Použití hašovací funkce však nezabrání útočníkovi úplně v získání hesel. Existuje několik
metod, jak získat hesla i z otisků:
• Útok hrubou silou (brute-force) – Útočník generuje postupně všechna možná hesla,
která posléze hašuje a porovnává se získanými otisky. Touto metodou útočník zjistí
heslo vždy. Tento způsob je však velmi časově a výpočetně náročný.
• Slovníkový útok – Jde o vylepšení metody
”
hrubé síly“. Použijí se jen běžná slova ze
slovníku. Jelikož uživatelé většinou používají na svá hesla právě nějaká taková slova,
je tento útok často úspěšný.
• Rainbow tables – Při tomto útoku ma útočník k dispozici tabulku dvojic heslo –
otisk. Získané otisky jen pak porovnává s otisky v tabulce.
Pokud chceme útočníkovi ztížit útok slovníkovou nebo rainbow tables metodou, použijeme
tzv. solení hesel. Zde se při hašování přidává ke vstupním datům ještě náhodný řetězec
znaků (sůl). Na metody brute-force však samotné solení nestačí. Zde může útok ztížit
patřičná volba hesla [11].
3.4 Paralérní programování
V kapitole 3.1.1 je zmíněn fakt, že servery zvládají obsluhovat více klientou najednou. Z to-
hoto důvodu se nejčastěji při tvorbě síťových aplikací setkáte i s problematikou paralérního
programování. V paralérním programu může být kód vykonáván současně několika procesy
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nebo vlákny (thready). Tím se zvyšuje efektivita programu. Vlákna, narozdíl od procesů,
sdílejí paměť, jejich spouštění a přepínání je ale rychlejší než u procesů.
S paralérním programováním přicházejí i potíže, na které si musí dávat programátor
pozor. Zejména je důležitá synchronizace v přístupu ke sdíleným datům (nazývají se taktéž
kritická sekce). Při špatném návrhu programu může docházet k problémům jako je deadlock
nebo např. vyhladovění. Takovéto chyby se velmi těžko odhalují a ladí. Aby se těmto pro-
blémům předešlo používají se programátorské prostředky zvané semafory, které řídí přístup
ke kritické sekci.
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Kapitola 4
Návrh aplikace
Tato kapitola popisuje konkrétní návrh aplikace. Zejména se zaměřuje na návrh komunika-
čního protokolu, na kterém je celá aplikace vybudována.
V následujícím seznamu se nachází souhr základních informací o vyvíjené aplikaci –
Síťová karetní hra pro více hráčů. Některé vyplývají ze zadání, většinu jsem však
zvolil sám:
• Klient-server architektura – Tato architektura odpovídá konceptu aplikace. Server
hostuje hry, data jsou spravována centrálně na serveru.
• TCP protokol – Čas zde není kritický. Důležitý je spolehlivý přenos.
• Karetní hra – Poker No Limit Texas Hold’em.
• Typ hry – Sit&Go turnaje.
• Multiplatformní aplikace – Minimálně s podporou operačních systémů Windows
a Linux.
• Klientská aplikace – Aplikace s GUI 1, hráči mají možnost vytvářet hry nebo se
připojovat do již vytvořených her.
• Serverová aplikace – Konzolová aplikace, zvládá více her najednou, nový hráči se
musí registrovat. Konzolová aplikace byla zvolena hlavně z důvodu možnosti spouštět
server i na strojích bez podpory grafického uživatelského rozhraní.
• Návrhová metodologie – Objektově orientované programování.
4.1 Návrh klientské aplikace
Na obr. 4.1 je vidět konečný automat popisující chování klientské aplikace (dále už jen jako
klient).
Po startu aplikace se klient nachází ve stavu přihlašování. Uživateli je zobrazena
obrazovka pro zadání jména a hesla. Každý uživatel se může přihlásit jen jednou, jelikož
dále ve hře je nutné, aby byla všechna jména unikátní. Pokud se jedná o nového hráče, musí
nejdřív přejít k registraci. Zde si zvolí přezdívku (jméno, které ještě není použito), heslo
a zaregistruje se.
1GUI – Grafické uživatelské rozhraní
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Pøihlašování Registrace
Hlavnímenu
Èekání na
zbytek hráèù
Hra
LOGIN NACK
LOGIN ACK
REGISTER ACK
REGISTER
REGISTER NACK
CREATE/JOIN GAME START GAME
END GAME
START
Obrázek 4.1: Stavy klientské aplikace
Poté, co se uživatel přihlásí, se klient dostává do stavu hlavní menu. Zde se nachází
několik možností co dál dělat:
• Vytvořit novou hru – Zvolí se základní parametry hry – hra, typ hry, název hry,
počet hráčů, počáteční hodnota žetonů, . . .
• Připojit se do hry – Připojení do již vytvořené hry, která zatím nebyla spuštěna.
Kromě toho může uživatel také zobrazit nastavení aplikace, zobrazit nápovědu nebo ukončit
celou aplikaci.
Po vytvoření nebo připojení se do hry se klient dostává do stavu čekání na zbytek
hráčů. Uživatelské rozhraní v této fázi obsahuje základní informace o hře a počet hráčů,
který se ještě musí připojit do zahájení hry. V této fázi může hráč kdykoliv hru opustit
a vrátit se zpět do stavu hlavní menu.
Po připojení požadovaného počtu uživatelů se klient dostává do stavu hra. V tomto
stavu již probíhá samotná karetní hra. Je zobrazován vývoj hry a od hráče jsou získávány
jeho tahy ve hře. Stejně jako v předchozí fázi může hráč kdykoliv hru opustit a vrátit se do
stavu hlavní menu. Odtud může opět vytvořit novou hru nebo se do nějaké připojit.
4.2 Návrh serverové aplikace
Serverová aplikace (dále jen server) je klasická konzolová aplikace. Uživatelé se k serveru
přihlašují pomocí svého jména a hesla. Nový uživatelé se musí nejdříve vždy zaregistrovat.
Z těchto požadavků vyplývá nutnost uchovávat na serveru perzistentní data. Konkrétně
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tedy půjde o uživatelská jména a hesla. Jelikož se budou uchovávat jednoduchá data, ne-
budou se uchovávat velké objemy dat, ani se nad daty nebudou provádět žádné složitější
vyhledávací dotazy, jako úložistě jsem zvolil souborový systém serveru. Data se uchová-
vají ve formátu XML. Tato varianta uchovávání perzistentních dat přináší výhodu v tom,
že k serveru není potřeba doinstalovávat žádnou databázi, ani nic jiného. Více o možnostech
perzistentního uchovávání dat je v kapitole 3.2.
Jelikož se uchovávají i citlivá data (hesla uživatelů), je potřeba tyto data co nejvíce
zabezpečit. Proto se hesla neuchovávají v otevřené podobě (plain-text), ale v hašované
podobě. Pro zvýšení bezpečnosti je použito i solení hesel. Tato problematika byla více
rozebrána v kapitole 3.3.
Na ukázce 4.1 je vidět, jak na serveru vypadá databáze uživatelů v XML formátu (v této
ukázce jsou v databázi pouze 2 uživatelé).
<?xml v e r s i on =”1.0” encoding=”UTF−8”?>
<users>
<user>
<username>Marek</username>
<password>db00c691a64ac689dc2a96c1f32f6c3c2da9c210</password>
</user>
<user>
<username>Michal</username>
<password>8e134989695786a30d46d5fe6ad4cb7940a80fbd</password>
</user>
</users>
Kód 4.1: Ukázka XML databáze klientů na serveru
Dalším požadavkem je to, že sever zvládá zpracovávat více her najednou. Také se jedná
o konkurentní server. Tedy server, který dokáže obsloužit více uživatelů najednou. Tento
problém je řešen vlákny. Pro každého přihlášeného uživatele na serveru je vytvořeno nové
vlákno.
4.3 Návrh komunikačního protokolu
O tom, že komunikační protokol je velmi důležitou součástí síťových aplikací, se zmiňuje už
v kapitola 3.1.4. V této kapitole je blíže rozebrán konkrétní navržený komunikační protokol
pro vyvíjenou aplikaci síťové karetní hry.
Navržený protokol má textový formát podobný např. protokolu HTTP. Celkově jsem
se snažil protokol navrhnout co nejvíce obecně, aby byl co nejméně vázán na konkrétní
karetní hru, popř. typ hry. Důvodem proč navrhnout protokol co nejvíce obecně, je možné
budoucí rozšiřování programu. Aby nebylo nutné v budoucnu do protokolu příliš zasahovat,
ale jen třeba dodat nové zprávy. Všechny zprávy obecně navrhnout nelze. V protokolu se
proto nachází několik málo zpráv, které jsou přímo vázány na Texas Hold’em Sit&Go. Tyto
zprávy obsahují data specifická pro danou karetní hru (nebo typ hry), které je potřeba mezi
klientem a serverem vyměňovat. Zejména z důvodu obecného návrhu jsem pro protokol
zvolil název MPCGP (MultiPlayer Card Game Protocol) .
Na obrázku 4.2 je vidět schéma zprávy navrženého protokolu, které je dále více popsáno.
Každá zpráva protokolu se skládá z hlavičky a těla.
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Názevprotokolu Verze protokolu/ <SP> Poadavek / Odpovìï <CR><LF> Hlavièka
Tìlo
....
Atribut : <SP> Hodnota <CR><LF>
Atribut : <SP> Hodnota <CR><LF>
<CR><LF>
Obrázek 4.2: Schéma zprávy navrženého komunikačního protokolu MPCGP
Hlavičku zprávy tvoří vždy jen jeden řádek ukončený dvojicí znaků <cr><lf>, což je
ukončování řádků ze systému Windows. Řádek hlavičky zprávy tvoří následujicí položky:
• Název protokolu – Každá zpráva začíná zkráceným názvem protokolu (MPCGP).
Při zpracovávání zpráv se pak jednoduše pozná, zda se jedná o zprávu z našeho
protokolu.
• Verze protokolu – Aktuální navržená verze protokolu je 1.0. Verze byla do protokolu
zahrnuta z důvodu možného budoucího rozšiřování protokolu. Kdyby se v budoucnu
změnila syntaxe nebo sémantika některých zpráv, díky této položce bude jednoduché
rozpoznat o jakou konkrétní verzi zprávy se jedná.
• <SP> – Mezera
• Požadavek nebo Odpověď – Tato položka definuje význam zprávy. Musí se vždy
jednat o jedno slovo psané velkými písmeny (verzálkami). Pokud je potřeba použít více
slov, musí se spojit pomocí dolního podtržítka (_). Např. REGISTER, REGISTER_ACK, . . .
Tělo zprávy se může skládat z 1 – N řádků. Všechny řádky (s výjimkou posledního) mají
stejnou syntaxi. Každý řádek je podobně jako v hlavičce zprávy ukončen dvojicí znaků
<cr><lf>. Poslední řádek těla zprávy musí být prázdný. Obsahuje tedy jen ukončující dvo-
jici znaků. I když je tělo zprávy prázdné, tento řádek musí obsahovat vždy. Díky tomu
je možné jednotlivé zprávy od sebe jednoduše odlišit. Každý neprázdný řádek těla zprávy
obsahuje následující položky:
• Atribut – Jedná se o parametr zprávy. Má stejnou syntaxi jako položka požadavek
nebo odpověď z hlavičky zprávy. Pokud by bylo požadavkem zprávy např. REGISTER,
jedním z atributů by mohlo být např. USERNAME (uživatelské jméno při registraci).
• <SP> – Mezera
• Hodnota – Hodnota atributu. Nemá žádnou pevně danou syntaxi. Jedinou podmín-
kou je, aby byla na jednom řádku.
Celkově bylo navrženo 44 zpráv komunikačního protokolu. Níže se nachází ukázka
2 zpráv z protokolu. Ukázka by měla nastínit, jak asi vypadají všechny ostatní zprávy
z navrženého protokolu.
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MPCGP/1.0 LOGIN\r\n
USERNAME: <username>\r\n
PASSWORD: <password>\r\n
\r\n
Zpráva LOGIN je odesílána klientem na server v případě, že se chce uživatel přihlásit.
Parametry zprávy jsou uživatelské jméno a heslo.
MPCGP/1.0 LOGIN_ACK\r\n
\r\n
Jedna z možných odpovědí na zprávu LOGIN. Tato zpráva od serveru přijde v případě,
že přihlášení proběhlo úspěšně. V této ukázce je také vidět, jak vypadá zpráva s prázdným
tělem.
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Kapitola 5
Implementace a testování
V této kapitole je nastíněna implementace aplikace síťové karetní hry. Nejdříve jsou popsány
použité implementační prostředky. Dále je pak postupně rozebrána implementace klientské
a serverové aplikace. Nakonec je zmíněno i testování celé aplikace.
5.1 Implementační prostředky
Jako implementační prostředky jsem zvolil jazyk C++ a framework Qt [20]. Důvodů proč
jsem zvolil právě tento framework je několik:
• Nativní tvorba multiplatformních aplikací
• Jednoduchá tvorba uživatelských rozhraní
• Obrovské množství tříd pro všemožné účely (uživatelské rozhraní, síťová komunikace,
XML, databáze, OpenGL, . . . )
• Výborně zpracovaná dokumentace
• Pozitivní zkušenosti s tímto frameworkem
• . . .
5.1.1 Qt framework
Qt framework byl vytvořen společností Trolltech v roce 1996. Od roku 2008 Qt patří firmě
Nokia. Jedná se o jeden z nejpopulárnějších multiplatformních frameworků. Podporuje vel-
kou řadu platforem – Windows, Linux/X11, Mac OS, vestavěný Linux, Windows Mobile,
Symbian a Maemo/MeeGo. Experimentálně se objevují i verze pro podporu systémů An-
droid, iOS, webOS, Amazon Kindle, . . .
Mezi nejznámější aplikace vytvořené tímto frameworkem patří např. KDE, Opera, VLC
media player, Google Earth, Skype, VirtualBox a řada dalších. Qt není knihovna pouze
pro jazyk C++, ale existuje i pro Python, Ruby, C, C#, Java . . . Qt je distribuováno pod
třemi licencemi. GNU GPL a GNU LGPL pro open source projekty. Pokud byste chtěli
vyvíjet pomocí Qt komerční aplikace, je potřeba si zakoupit komerční licenci. Tohle osobně
považuji za největší nevýhodu tohoto frameworku.
Kompletní SDK kromě samotného Qt frameworku (více jak 800 tříd) obsahuje také
další užitečné aplikace:
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• Qt Creator – Vývojové prostředí
• Qt Designer – Nástroj pro tvorbu uživatelských rozhraní
• Qt Assistant – Sofistikovaný systém nápovědy
• Qt Linguist – Nástroj pro tvorbu vícejazyčných aplikací
• Qt Simulator – Testovací prostředí pro mobilní aplikace
• qmake – Nástroj pro automatické generování Makefilů
• . . .
Současná verze Qt frameworku je 4.7.2 (vydána 1. března 2011)
Signály a sloty jsou velmi užitečnou vlastností Qt. Tento mechanismus slouží pro komu-
nikaci mezi objekty. Jde o typově bezpečnější alternativu k tzv. call-back funkcím. Princip
je velmi jednoduchý. Objekt, který potřebuje informovat jiný objekt (popř. objekty) vy-
šle signál, který je díky funkci connect nasměrován do slotů přijímajících objektů. Slot je
metoda objektu, která implementuje reakci na signál. Princip je také nastíněn na obr. 5.1.
Tento mechanismus může být použit ve všech objektech, které dědí od objektu QObject
[4, 8, 10, 20].
Signal1
Signal2
Objekt1
Signal1
Slot1
Objekt 2
Slot2
connect(Object1,Signal1,Object2,Slot1)
Slot1
Objekt 3
Slot2
connect(Object1,Signal2,
Object3,Slot2)
connect(Object1,Signal1,Object2,Slot2)
connect(Object2,Signal1,
Object3,Slot1)
Obrázek 5.1: Ukázka principu signálů a slotů v Qt
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5.2 Implementace klientské aplikace
Jak již bylo zmíněno v kapitole 4, pro vývoj aplikace byla použita metodologie objektově
orientovaného programování. Podíváme se tedy jaké třídy obsahuje klientská aplikace (dále
už jen jako klient). Co dané třídy reprezentují a jaký mají mezi sebou vztah. Na obrázku
5.2 je vidět diagram tříd klienta. Třídy v diagramu jsou z důvodu přehlednosti zobrazeny
bez jakýchkoliv atributů a metod. Klient obsahuje celkem 17 tříd.
ClientLogicClass
Network
ProtocolClass
NetworkClass
GameWindowClass CardWidgetClassRaiseWidgetClass
LoginWindowClass
MainWindowClass
RegisterWindow
Class
WaitWindowClass
OptionsWindow
Class
JoinGameWindow
Class
CreateGameWindow
Class
CountdownWidget
Class
BlindCounterWidget
Class
GameWindow
Class_THSAG
GameLogic
Class_THSAG
Obrázek 5.2: Diagram tříd klientské aplikace
5.2.1 Třída ClientLogicClass
Základní třídou klienta je ClientLogicClass. Tato třída zastupuje logiku celé aplikace. Ko-
munikuje se síťovou třídou NetworkClass (5.2.2). Od ní přijímá nebo na ni odesílá zprávy
komunikačního protokolu. Pro vytváření nebo analýzu zpráv je použita třída ProtocolClass
(5.2.3). Dále tato třída komunikuje se všemi třídami uživatelského rozhraní, na které pro-
mítá změny jako reakci na přijaté zprávy nebo z nich získává uživatelský vstup. Řídí také
logiku otevírání a zavírání oken. Pro komunikaci s herním oknem je vytvořena speciální
třída GameLogicClass_THSAG (pro konkrétní variantu Texas Hold’em Sit&Go). Promítání
změn do herního okna tedy zajišťuje výhradně tato třída.
27
5.2.2 Třída NetworkClass
Tato třída reprezentuje síťové rozhraní klienta. Obsahuje metodu pro připojení k serveru
(connectSlot) a metodu pro odpojení od serveru (disconnectSlot). Dále obsahuje me-
todu pro odesílání dat na sever (writeSlot). Data jsou zde výhradně textové řetězce repre-
zentující zprávy komunikačního protokolu. Samozřejmě tato třída obsahuje také metodu
pro příjem dat od serveru (recieveMessageSlot). Tato metoda je volána automaticky
pokaždé, když se objeví nově příchozí data (je generován signál readyRead).
Může nastat situace, že server odešle ve velmi krátkém časovém intervalu na klienta více
zpráv. Načtená data pak nemusí vždy reprezentovat jen jednu zprávu. Před předáním dat
do logiky aplikace je tedy nutné od sebe jednotlivé zprávy oddělit. Zde se využije navržený
prázdný řádek na konci každé zprávy. Možné chybové stavy ošetřuje metoda gotErrorSlot.
5.2.3 Třída ProtocolClass
Tato třída slouží pro práci s komunikačním protokolem. Obsahuje metody pro vytváření
zpráv a metody pro analýzu zpráv komunikačního protokolu. Můžeme zde vytvořit pouze
zprávy, které odesílá klient na server a analyzovat naopak pouze zprávy, které odesílá server
na klienta. Na serveru je velmi podobná třída, jen je zde vytváření a analýza zpráv přesně
naopak.
Pro každou vytvářenou zprávu je implementována vlastní metoda. Všechny metody
mají podobnou syntaxi. Např. vytváření zprávy LOGIN.
QString makeLOGIN(const QString &username, const QString &password);
Kde LOGIN se nahradí názvem zprávy, kterou chceme vytvořit a v závorce se uvedou
požadované parametry dle atributů zprávy.
Pro analýzu zpráv je vytvořena pouze jedna veřejná metoda.
int parse(const QString &message, QMap<QString,QString> &params, bool &ok);
Ta je společná pro všechny zprávy. Její vnitřní implementace je poté, hlavně z důvodu
přehlednosti, rozdělena do několika privátních metod. Metoda vrací číselný kód, který udává
o jakou zprávu z komunikačního protokolu se jedná. Přes parametr params jsou pak předány
atributy zprávy.
Jak jsem se již zmínil v návrhu aplikace (4), hesla se posílají na server v hašované
podobě. Pro hašování je využita třída frameworku Qt – QCryptographicHash. Z hašovacích
algoritmů, které tato třída nabízí, byl zvolen algoritmus SHA-1.
5.2.4 Třídy uživatelského rozhraní
Všechny ostatní třídy jsou třídy uživatelského rozhraní. Každá reprezentuje jedno okno
aplikace, popř. součást okna. S logikou aplikace komunikují přímo následující třídy:
• LoginWindowClass – Dialogové okno pro přihlašování. Toto okno také ovládá další
dialogové okno pro registraci (RegisterWindowClass).
• MainWindowClass – Hlavní okno celé aplikace. Z hlavního okna je přístup k dialo-
gům pro vytvoření nové hry (CreateGameWindowClass), připojení se do existující hry
(JoinGameWindowClass) a jednoduché nastavení (OptionsWindowClass). Z hlavního
okna je také možné otevřít nápovědu k programu. Ta je zobrazena formou HTML
stránky ve výchozím internetovém prohlížeči uživatele.
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• WaitWindowClass – Dialogové okno pro čekání na připojení všech hráčů do hry.
• GameWindowClass_THSAG – Herní okno.
Třída reprezentující herní okno GameWindowClass_THSAG (tato třída obsahuje typické prvky
pro poker Texas Holdem Sit&Go) dědí od třídy GameWindowClass (tato třída obsahuje
obecné prvky karetních her). Tento způsob implementace jsem zvolil z důvodu možného
budoucího rozšiřování programu. Pro přidání další karetní hry do aplikace se využije dě-
dičnosti a nemusí se implementovat znova celá třída pro ovládání herního okna, ale pouze
prvky typické pro nově přidanou hru.
Součástí herního okna je také několik komponent (widgetů):
• CountdownWidgetClass – Komponenta graficky odpočítávající čas na provedení kroku
pro daného uživatele.
• RaiseWidgetClass – Komponenta starající se o sázení uživatele (posuvník pro výběr
sázky, přesné ruční zadání sázky, tlačítko pro potvrzení sázky).
• CardWidgetClass – Komponenta zobrazující karty.
• BlindCounterWidgetClass – Komponenta zobrazující počítadlo na zvyšování povin-
ných sázek ve hře. Číselnou formou je odpočítáván čas do zvýšení povinné sázky.
Stylování uživatelského rozhraní se v Qt řeší pomocí tzv. Qt Style Sheets. Tento koncept
vychází z kaskádových stylů (CSS) pro stylování HTML stránek. Stejně jako v CSS jde
o sestavu deklarativních pravidel, které určují jak budou jednotlivé prvky uživatelského
rozhraní vypadat. I syntaxe je velmi podobná CSS. Na obr. 5.3 můžete vidět krátký úsek
kódu Qt Style Sheets a k tomu odpovídající prvek uživatelského rozhraní.
QLineEdit{
background: rgb(220,220,255);
color: rgb(0,0,255);
border: 2px solid rgb(0, 0, 255);
border-radius: 5px;
}
Hello World!
Obrázek 5.3: Ukázka stylování aplikace pomocí Qt Style Sheets
Ukázky uživatelského rozhraní i s podrobným popisem ovládání jsou k nalezení v příloze B.
5.2.5 Lokalizace, zvuky a ukládání konfigurace
Lokalizaci aplikace je možné provádět vestavěnými nástroji přímo v Qt. Do klienta jsem
naimplementoval podporu dvou jazyků – angličtinu a češtinu. Je nutné provést několik
kroků pro správnou lokalizaci programu.
1. Všechny textové řetězce v kódu, které chceme překládat, se musí
”
obalit“ funkcí tr().
2. Poté se použije utilita lupdate, která je součástí Qt SDK. Ta vygeneruje speciální
XML soubor (*.ts).
3. Tento soubor se otevře v programu Qt Linguist, což je velmi povedená aplikace pro
překlad textů. Zde se přeloží všechny texty a vygeneruje se výsledný binární soubor
(*.qm). Překlad můžeme urychlit použitím vestavěného slovníku.
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4. Posledním krokem je nahrání překladu do aplikace. K tomuto účelu slouží třída
QTranslator.
Lokalizace byla implementována následujícím způsobem. Při prvním spuštění programu se
zvolí jazyk dle systémové nastavení. Pokud má tedy uživatel jako systémový jazyk češtinu,
program se spustí v české lokalizaci. Pokud má jakýkoliv jiný jazyk, program se spustí
s anglickou lokalizací. Toto nastavení se poté uloží do konfiguračního souboru aplikace a při
každém dalším spuštění se již načítá tohle uložené nastavení. Uživatel pak může lokalizaci
změnit v nastavení programu.
Zvuky jsou ve hře implementovány také. Jedná se však pouze o upozornění na to, že je
hráč na tahu. Pokud by tedy hráč měl aplikaci např. minimalizovanou, díky zvukovému
upozornění se dozví, že je na tahu. Kromě tohoto jsem implementoval i grafické upozornění
formou nastavení upozornění pro dané okno. To se liší podle operačního systému1.
Pro implementaci zvuků se v Qt používá třída QSound. Systém Windows podporuje
pouze zvukové soubory ve formátu WAVE. Linux podporuje formáty WAVE a AU. Na
Linuxu pro správný chod zvuku je nutné mít nainstalovaný Network Audio System (NAS).
Implicitní nastavení programu je takové, že je zvuk zapnutý. Pokud chce uživatel zvuk
natrvalo vypnout, může tak provést v nastavení programu. Zvuk může také dočasně zapínat
a vypínat přímo v herním okně.
Konfigurace programu je nezbytná, jelikož je potřeba ukládat aktuální nastavení ja-
zyka aplikace a zvuku. Kromě těchto dvou nastavení se zde také může ukládat přihlašovací
jméno uživatele, název serveru a port, pokud uživatel při přihlašování zatrhne možnost pro
uložení těchto údajů. Výhodou pak je, že při dalším spuštění programu bude stačit vyplnit
pro přihlášení pouze heslo.
Existují dvě možnosti jak v Qt pracovat s konfiguračním souborem. Může se číst a za-
pisovat do něj ručně a nebo se použijí prostředky přímo vytvořené k tomuto účelu – třída
QSettings. V aplikaci jsem použil způsob druhý. V konstruktoru této třídy se specifikuje
v jakém formátu se má konfigurační soubor ukládat, jméno organizace a programu. Také
se zde volí zda se bude konfigurační soubor ukládat pro každého uživatele zvlášť a nebo
jednotně pro celou aplikaci. Protože ukládaná data jsou svázaná s daným uživatelem, byl
vybrán způsob ukládání pro každého uživatele zvlášť.
Jako formát jsem zvolil INI soubor. Obsahuje dvojice key=value. Na systému Li-
nux se ukládá v $HOME/.config/organizace/program.ini, na systému Windows potom
v %APPDATA%\organizace\program.ini. Práce s ním je pak už velmi jednoduchá. Pokud
chceme načíst hodnotu z konfiguračního souboru použije se metoda value(key). Naopak
pokud chceme nějakou hodnotu uložit, použije se metoda setValue(key,value).
5.3 Implementace serverové aplikace
Na obrázku 5.4 se nachází diagram tříd serverové aplikace (dále už jen jako server). Třídy
v diagramu jsou opět z důvodu přehlednosti zobrazeny bez jakýchkoliv atributů a metod.
Server obsahuje celkem 10 tříd.
1Např. pro systém Windows se oranžově rozbliká ikona programu na hlavním panelu.
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ServerClass
ServerThreadClass
ServerLogicClass NetworkClass
NetworkSleepClass
ProtocolClass
DealerClass
DatabaseClass
ServerDataClass
newthread
GameData
Class_THSAG
Obrázek 5.4: Diagram tříd serverové aplikace
5.3.1 Třídy ServerClass a ServerThreadClass
Instance třídy ServerClass je vytvořena ihned po startu aplikace. Dědí od třídy QTcpServer
a plní zde funkci serveru. Naslouchá na zadaném portu a přijímá klienty. Pokud se nějaký
klient připojí k serveru, je vyvolán slot incomingConnection. Ten pro každého klienta vy-
tvoří nové vlákno (ServerThreadClass). V novém vlákně jsou pak vytvořeny instance třídy
NetworkClass a ServerLogicClass. První jmenovaná slouží jako síťové rozhraní pro kaž-
dého připojeného uživatele. Implementace je velmi podobná jako u klienta (5.2.2). Druhá
jmenovaná zastupuje logiku serveru a více si ji rozebereme v následující kapitole. Komuni-
kace mezi vlákny je řešena pomocí signálů a slotů. Z uživatelského vlákna je odeslán signál
do hlavního vlákna (třída ServerClass). Odtud se pak signál přepošle do všech běžících
vláken na serveru, kde se nejčastěji podle ID hry rozhodne, zda přijatý signál nějak zpra-
covávat a nebo ignorovat.
5.3.2 Třída ServerLogicClass
Tato třída tvoří hlavní logiku serveru. Od síťové třídy NetworkClass přijímá zprávy ko-
munikačního protokolu, zpracovává je a odesílá odpovědi. Jelikož běží ve vlástním vlákně,
server dokáže obsloužit více klientů najednou. Pro práci s protokolem je použita třída
ProtocolClass. Ta je podobná stejnojmenné třídě na klientovi (5.2.3).V závislosti na tom
v jakém stavu se nachází klient, se i tato logika nachází v určitém vnitřním stavu. Mezi
stavy patří:
• LOGIN_STATE – Zpracovávají se zprávy pro přihlašování a registraci.
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• MAIN_STATE – Zpracovávají se zprávy z hlavního okna klienta (založení hry, připojení
se do hry, . . . ).
• WAIT_STATE – Zpracovávají se zprávy z čekací fáze klienta.
• GAME_STATE – Zpracovává se již samotná hra. Zde se vnitřní stav dále dělí na dal-
ší stavy, které odpovídají stavům dané hry (před flopem, před turnem, před rive-
rem, . . . ).
Logika serveru komunikuje s třídami ServerDataClass, DatabaseClass, DealerClass
a SleepClass. První tři zmíněné třídy jsou dále v textu rozebrány. Poslední zmíněná třída
slouží pro uspání vláken klientů na určitý časový úsek. Tato metoda je použita v případě, že
chceme na klientovi na chvíli zdržet určitý stav hry (např. výběr vítězné karetní kombinace).
5.3.3 Třída ServerDataClass
Třída ServerDataClass zpracovává veškerá data na serveru:
• Seznam online hráčů
• Herní data (pro Texas Holdem Sit&Go – GameDataClass_THSAG):
– Informace o hře (typ hry, název, počet hráčů, . . . )
– Data hráčů ve hře (počet žetonů, pozice v turnaji, karty, tah, . . . )
– Data handu (celkový počet žetonů na stole, pozice dealera, big-blindu a small-
blindu, společné karty, . . . )
• Jednoduché statistiky (počet online hráčů, počet online her, počet ještě nespuštěných
her)
Instance této třídy je vytvořena v hlavním vlákně a do uživatelských vláken je předávána
pouze přes ukazatel. Paralelní přístup více vláken ke sdíleným proměnným této instance
vede potenciálně k datové nekonzistenci, jak bylo popsáno v 3.4. Je tedy třeba řešit tuto
situaci synchronizací, konkrétně pomocí kritické sekce. Proto zde byly implementovány tzv.
mutexy2, které řídí přístup ke kritické sekci. I pro tyhle účely má Qt vestavěné třídy –
QMutex, QReadWriteLock a další. Na začátek metody, která přistupuje do kritické sekce se
umístí kód jako QMutexLocker locker(&mutex). Tím zajistíme, že do metody vždy vstoupí
maximálně jedno vlákno. Mutex je odemknut automaticky jakmile vlákno opustí metodu,
nezávisle na tom, kde přesně v kódu to bude. Aby se dosáhlo co nejlepšího výkonu byly
použity i read-write mutexy. Kritická sekce se zde uzamyká pouze v případě, že se bude
zapisovat.
5.3.4 Třída DatabaseClass
Třída DatabaseClass tvoří abstraktní databázovou vrstvu. Stejně jako ServerDataClass
je předávána do uživatelských vláken přes ukazatel. Jsou zde řešeny tedy stejné problémy
s přístupem do kritické sekce. Tato třída obsahuje veřejné metody pro autentizaci uživatele,
přidání uživatele do databáze a změnu hesla u uživatele v databázi. Privátní metody pak
implementují čtení z XML souboru a zápis do XML souboru, který představuje databázi.
2Mutex je binární semafor
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Výhodou tohoto přístupu je, že kdybychom v budoucnu chtěli vyměnit typ databáze (např.
za nějakou SQL databázi), stačí zaměnit implementaci privátních metod pro čtení a zápis
do databáze. Nic jiného by taková změna na serveru neovlivnila.
5.3.5 Třída DealerClass
Třída DealerClass plní na serveru roli dealera. Stará se o rozdávání karet a vyhodnocování
karetních kombinací.
O rozdávání karet se konkrétně starají metody initDeck52, která slouží k inicializaci
balíčku 52 karet a musí se použít před každým novým rozdáváním karet (nový balíček karet)
a metoda getCard, která vrací náhodně kartu z balíčku. Pro generování pseudonáhodných
čísel byla použita funkce qrand(), což je lehce upravená standardní funkce rand().
O vyhodnocování karetních kombinací se stará veřejná metoda getWinner_TH, které se
jako parametry předávají seznam uživatelů i s jejich kartami a také společné karty na stole.
Funkce pak vrací vítěze (popř. seznam vítězů při shodě). Hráči jsou zde reprezentováni
číslem místa u stolu. Karty jsou reprezentovány jako dvouznakový řetězec. Prvním znakem
je hodnota karty (2,3,4,5,6,7,8,9,T,J,Q,K,A) a druhým znakem je barva karty (S,D,H,C)3.
Veškerá logika vyhodnocování karet je tedy zapouzdřena uvnitř této třídy.
5.4 Testování
Testování aplikace probíhalo ve 2 fázích. První fáze testování probíhala současně s imple-
mentací. Testovaly se jednotlivé části aplikace (DealerClass, DatabaseClass, . . . ). V druhé
fázi se testovala aplikace jako celek. Toto testování jsem už neprováděl sám. Aplikace byla
otestována na vzorku 26ti uživatelů. Součástí testování byl také dotazník, který uživatelé
po testování vyplnili, abych získal co nejlepší zpětnou vazbu. Výsledky získáne z dotazníku
jsou prezentovány v následující kapitole.
5.4.1 Výsledky dotazníku
Dotazník vyplnilo celkem 26 uživatelů. Většina z nich byla ve věku 20-30 let. Několik málo
uživatelů bylo také v kategorii 15-20 let a 30-40 let. Mezi testujícími byli uživatelé, kteří po-
ker hrávají pravidelně. Dále také uživatelé, kteří si jej občas zahrají (nejpočetnější skupina)
a také ti, kteří poker nehrávají vůbec. Uživatelé, kteří zvolili možnost, že poker hrávají,
také skoro všichni zvolili možnost, že hrávají poker i po internetu. Dotazník byl zaměřen
na uživatelské rozhraní a funkce aplikace.
Strukturou uživatelského rozhraní se zabývá první část dotazníku. Otázka zní, zda
jsou ovládací prvky umístěny na logických místech, zda je ovládání intuitivní, přehledné
a rychlé. Podle vyhodnocení prezentovaného v grafu 5.5 byla většina dotázaných s uživa-
telským rozhraním plně spokojena. Na základě zpětné vazby od uživatelů byla doplněna
implementace klávesových zkratek (v hlavním menu i herním okně), možnost zapínat nebo
vypínat zvuk i v herním okně a také možnost otevřít nápovědu i z herního okna.
Designem aplikace se zabývá další část dotazníku. I přesto, že se jedná o subjektivní
záležitost, většina uživatelů byla s designem spokojena. Nebylo potřeba tedy nic výrazně
měnit. Výsledky můžete viděť na grafu 5.6.
3Odvozeno od anglických názvů barev – Spades (piky), Diamonds (káry), Hearts (srdce) a Clubs (kříže)
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Obrázek 5.5: Výsledky dotazníku – Struktura uživatelského rozhraní (1 – nejlepší, 5 –
nejhorší)
Funkčnost aplikace je také zjišťována v dotazníku. Otázkou je, zda jsou v aplikaci im-
plementovány všechny potřebné funkce pro plnohodnotné hraní pokeru. Zda uživatelům
nechybí nějaká funkčnost, na kterou jsou zvyklí z jiných aplikací. I zde byli uživatelé ví-
ceméně spokojeni. Nikdo neuvedl žádnou funkci, která by v aplikaci nezbytně chyběla.
Výsledky můžete vidět na grafu 5.7.
Zvuky se zabývá poslední část otazníku. Zejména zda uživatelům vyhovuje zvukové upo-
zornění na to, že jsou na tahu. Více jak 75% uživatelů bylo se zvukovým upozorněním
spokojeno. Bylo tedy ponecháno implicitní nastavení – zvuk je zapnutý.
Mezi operační systémy, na kterých uživatelé testovali aplikaci, patřil zejména Windows
7, dále pak také Windows XP a některé distribuce Linuxu (Ubuntu a Kubuntu). Na všech
těchto systémech aplikace bez problému fungovala.
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Obrázek 5.6: Výsledky dotazníku – Design aplikace (1 – nejlepší, 5 – nejhorší)
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Žádná funkce mi nechybí
Nějaká funkce chybí, není ale
podstatná
Jiné programy neznám
Obrázek 5.7: Výsledky dotazníku – Funkce aplikace
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Kapitola 6
Závěr
6.1 Zhodnocení výsledků
Cílem této bakalářské práce bylo vytvořit síťovou karetní hru pro více hráčů. Zadání se po-
dařilo splnit. Byla implementována klient-server aplikace karetní hry Poker Texas Hold’em.
Vývoj probíhal v jazyce C++ s použitím frameworku Qt. Hlavní motivací bylo, aby se
vyvíjená aplikace vyrovnala podobným open-source nebo některým komerčním aplikacím.
Toho se podařilo dosáhnout. Výsledný program disponuje veškerou funkčností, jako jemu
podobné, a nabízí tedy plnohodnotnou možnost hrát poker po internetu.
Výsledná aplikace je také multiplatformní. Byla úspěšně testována na operačních sys-
témech Windows (Windows 7 a Windows XP) a Linux (distribuce Ubuntu a Kubuntu).
Použité technologie umožňují i snadné portování na mobilní platformy, jako jsou Symbian
a Android. Testováno bylo na vzorku 26ti uživatelů. Zpětná vazba od těchto uživatelů byla
využita pro vylepšení aplikace.
Díky tomuto zadání jsem si důkladně prošel celým cyklem vývoje softwaru. Od návrhu
komunikačního protokolu, uživatelského rozhraní a samotné aplikace, přes její implementaci,
tvorbu uživatelské a programové dokumentace až po testování aplikace.
6.2 Možnosti budoucího rozšíření
Možností pro budoucí rozšíření se nabízí hned několik. Určitě by se aplikace mohla rozšířit
o podporu dalších karetních her (např. jiných variant pokeru) nebo typů her (např. cash
games). Návrh aplikace s touto možností počítal, přidávat nové hry by tedy neměl být
problém. Mezi další budoucí rozšíření by mohlo patřit zavedení bodového systému, kdy by
se v databázi u každého hráče uchovávala také informace o počtu vyhraných bodů. Součástí
aplikace by pak mohla být i statistika, kde by byly žebříčky nejlepších hráčů. Nebo by se
mohla implementovat podpora spouštění více her na jednom klientovi. Hráč by pak mohl
paralérně hrát několik her najednou. Jistě by se dalo vymyslet ještě spoustu dalších jiných
rozšíření aplikace.
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Seznam použitých zkratek a
symbolů
WSOP – World Series of Poker
TCP – Transmission Control Protocol
UDP – User Datagram Protocol
FTP – File Transfer Protocol
TFTP – Trivial File Transfer Protocol
DNS – Domain Name System
P2P – Peer-to-peer
HTTP – Hypertext Transfer Protocol
BSD – Berkeley Software Distribution
SSH – Secure Shell
ICANN – Internet Corporation for Assigned Names and Numbers
SMTP – Simple Mail Transfer Protocol
POP3 – Post Office Protocol
IMAP – Internet Message Access Protocol
IGRP – Interior Gateway Routing Protocol
RFC – Request for Comments
SŘBD – Systém Řízení Báze Dat
SQL – Structured Query Language
XML – Extensible Markup Language
HTML – HyperText Markup Language
SHA – Secure Hash Algorithm
GUI – Graphical User Interface
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GPL – General Public License
LGPL – Lesser General Public License
SDK – Software Development Kit
CSS – Cascading Style Sheets
NAS – Network Audio System
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Dodatek A
Obsah CD
• ./doc/ – Programová dokumentace (doxygen)
• ./latex/ – Zdrojové soubory k technické zprávě
• ./src/ – Zdrojové soubory aplikace
• ./readme.txt – Stručný návod na zprovoznění aplikace
• ./zprava.pdf – Tato technická zpráva
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Dodatek B
Popis ovládání programu
B.1 Klientská aplikace
V následující sekci naleznete podrobný popis všech oken klientské aplikace. Všechny vstupy
v programu jsou case-sensitive. Součástí uživatelského rozhraní jsou také tzv. tool-tipy, což
je kontextová nápověda.
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Obrázek B.1: Přihlašovací okno
Po startu aplikace se otevře přihlašovací okno (B.1):
1. Vstup pro zadání uživatelského jména.
2. Vstup pro zadání hesla.
3. Vstup pro zadání jména karetního serveru. Může se zadat formou IP adresy a nebo do-
ménovým jménem. Pokud karetní server běží na stejném počítači, zadává se
”
localhost“.
4. Vstup pro zadání čísla portu, na kterém karetní server naslouchá. Implicitně už je
předvyplněný port č. 52444, na kterém se standardně server spouští.
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5. Pokud se zatrhne tato volba, přihlašovácí údaje se uloží (jméno, serer a port) a při
dalším spuštění programu již budou předvyplněné.
6. Ovládání – uživatel má možnost po vyplnění údajů potvrdit přihlášení a nebo ukončit
program.
7. Pokud ještě nemáte na serveru svůj účet, mužete si jej vytvořit.
Registrační okno (B.2):
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Obrázek B.2: Registrační okno
1. Vstup pro zadání uživatelského jména. Maximální délka jména je 20 znaků.
2. Vstup pro zadání hesla. Maximální délka hesla je 30 znaků. Minimální délka je 6
znaků.
3. Vstup pro znovu-zadání hesla.
4. Vstup pro zadání jména karetního serveru.
5. Vstup pro zadání čísla portu, na kterém karetní server naslouchá.
6. Ovládání – uživatel má možnost potvrdit registraci a nebo zrušit registraci.
Hlavní okno aplikace (B.3):
1. Hlavní menu – sekce MKPoker a Nastavení obsahuje stejné tlačítka jako jsou na
hlavním okně, sekce Nápověda obsahuje možnost otevřít okna – O programu a samotná
nápověda v HTML souboru (F1).
2. Tlačítko pro otevření dialogu na vytvoření nové hry (CTRL+N).
3. Tlačítko pro otevření dialogu na připojení se do již existující hry (CTRL+J).
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Obrázek B.3: Hlavní okno aplikace
4. Tlačítko pro otevření jednoduchého nastavení.
5. Tlačítko pro ukončení celé aplikace (CTRL+Q).
6. Jednoduché statistiky ze serveru.
Dialog pro vytvoření nové hry (B.4):
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Obrázek B.4: Dialog pro vytvoření nové hry
1. Volba karetní hry.
2. Volba typu hry (např. Sit&Go turnaj, . . . ).
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3. Volba názvu hry. Maximální délka názvu je 50 znaků.
4. Volba počtu hráčů ve hře. Počet je 2-10 hráčů.
5. Volba počátečního množství žetonů. Množství je 500-10000.
6. Volba jak často se budou zvyšovat povinné sázky. Existují tři možnosti. Regulérní (10
min), zrychlené (3 min) a nebo vlastní.
7. Zde se specifikuje vlastní čas na zvyšování povinných sázek (1-60 min).
Dialog pro připojení se do hry (B.5):
2
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3
Obrázek B.5: Dialog pro připojení se do hry
1. Tlačítko pro obnovení seznamu otevřených her na serveru.
2. Seznam otevřených her na serveru.
3. Ovládání – uživatel má možnost se připojit do hry (také dvojklikem na položku v
seznamu) a nebo tento dialog opustit.
Okno s nastavením (B.6):
1. Záložka osobní údaje, zde má uživatel možnost změnit své heslo.
2. Záložka pro změnu jazyka apliakce. Uživatel může zvolit mezi češtinou a angličtinou.
3. Záložka pro nastavení zvuku (zapnout nebo vypnout).
4. Záložka pro změnu hesla. Obsahuje vstupy na zadání starého hesla a 2x pro zadání
nového hesla.
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Obrázek B.6: Okno s nastavením
Čekací okno na připojení ostatních hráčů do hry (B.7):
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Obrázek B.7: Čekací okno na připojení ostatních hráčů do hry
1. Informace o hře.
2. Seznam připojených hráčů ve hře.
3. Počítadlo připojených hráčů ve hře.
4. Uživatel má možnost kdykoliv hru opustit.
Herní okno (B.8):
1. Horní lišta okna obsahuje souhrnné informace o hře a jméno uživatele.
2. Herní stůl.
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Obrázek B.8: Herní okno
3. Informace o hře.
4. Odpočítávání povinných sázek.
5. Herní logy.
6. Chat.
7. Další ovládání – možnost ukazovat i proherní karty, nastavit možnost odejít ze hry
(karty budou automaticky zahazovány), zapínání a vypínání zvuku.
8. Ruční zadávání velikosti sázky.
9. Táhlo pro zadávání velikosti sázky.
10. Tlačítko na potvrzení sázky (F4).
11. Tlačítko na dorovnání sázky, popř. tlačítko vyčkat (F3).
12. Tlačítko pro zahození karet (F2).
13. Aktuální hráč (obsahuje i grafický odpočet na provedení tahu). Tento hráč je také
ovládán uživatelem (jsou vidět karty).
14. Hráč, který není na řadě. Pokud již hrál, je vidět jeho provedený krok.
15. Hráč, který má zahozené karty.
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16. Celkový počet žetonů na stole.
17. Společné karty na stole.
18. Označení dealera.
19. Nápověda k programu
B.2 Serverová aplikace
Server je konzolová aplikace:
./MKPokerServer [-p <port>] [-f <filename>]
Server je možné spouštět bez jakýchkoliv parametrů. Volitelný je parametr -p, pro vlastní
specifikaci portu a parametr -f pro vlastní specifikaci souboru s databází. Základní hodnoty
jsou pro port 52444 a pro databázový soubor database.xml Pokud se program spustí
s jakýmkoliv jiným parametrem, tak se vypíše nápověda.
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