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Povzetek 
 
Diplomsko delo obravnava tematiko spletnih storitev, s katerimi lahko na osnovi omrežnih in 
internetnih protokolov izvedemo standardizirano komunikacijo med napravami (M2M). Pri tem se 
velikokrat soočamo s problematiko visoke razpoložljivosti in varnosti, z večanjem obremenitev 
oziroma števila sočasnih zahtevkov pa tudi z zagotavljanjem razširljivosti.  
 
V prvem delu sem opisal in preučil protokole in arhitekturne koncepte, ki so najpogosteje 
uporabljeni pri zasnovi in izvedbi spletnih storitev. Izbira protokola in arhitekturnih pristopov je 
predvsem odvisna od namena in zahtev spletne storitve, kot tudi okolja in zmogljivosti omrežja, v 
katerem bo spletna storitev delovala.  
 
V drugem delu so predstavljeni standardi in metode za zagotavljanje varnostni in visoke 
razpoložljivosti spletnih storitev ter tehnike za izboljšanje odzivnosti. Poleg pristopov 
zagotavljanja vertikalne in horizontale razširljivosti je podrobneje predstavljen tudi koncept 
uravnoteženja obremenitev in algoritmi določanja ciljnega vozlišča, kar omogoča razširljivost 
spletnih storitev. Opisani so tudi različni načini pohitritve obdelave zahtevkov na osnovi več-
procesnega in več-nitnega procesiranja. 
 
V zadnjem delu je opisana dejanska izvedba spletne storitve z uporabo odprtokodnega 
strežniškega izvajalnega okolja node.js in programske opreme za uravnoteženje zahtevkov 
HAProxy. Izvedena spletna storitev za izmenjavo sporočil uporablja protokole HTTP/1.1, HTTP/2 
in CoAP ter sledi varnostnim standardom za preverjanje avtentičnost pošiljatelja in verodostojnost 
prejetih zahtevkov. Predstavljeni so tudi rezultati analize obdelave zahtevkov pri različnih 
obremenitvah in sklepne ugotovitve. 
 
 
Ključne besede: spletne storitve, visoka razpoložljivost, razširljivost, spletna varnost, spletni 
protokoli, uravnoteženje obremenitev, HTTP/1.1, HTTP/2, CoAP, SOAP, REST, CoRE.  
  
 
 
  
 
 
Abstract 
 
This thesis examines web services, technology based on stack of internet and networking 
protocols, used for standardized machine to machine (M2M) communication. It deals with 
common problems of high availability, scalability and security. 
 
In the first part, most common protocols and architectural principles used for web service design 
and implementation are presented. Choosing the appropriate protocols and architecture depends 
on functionality requirements as well on network capacity and environment in which web service 
is being run. 
 
The thesis then looks into standards and methods to provide security and high availability as well 
as scalability to web services. It presents the principles of horizontal and vertical scalability and 
algorithms to load balance incoming requests into web service. Thesis shows how to achieve 
faster response times using various techniques based on multi-process and multi-thread 
processing. 
 
In final part thesis describes the overall architecture and design of actual web service 
implemented using open source node.js server-side environment and HAProxy load-balancing 
proxy server. Addressed web service supports HTTP/1.1, HTTP/2 and CoAP protocols and uses 
standard security principles to provide authentication and message integrity. In conclusion, the 
thesis presents conclusions of web service request response time analysis measured under 
different loads. 
 
 
Keywords: web services, high availability, scalability, web security, internet protocols, load-
balancing, HTTP/1.1, HTTP/2, CoAP, SOAP, REST, CoRE.  
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1 Uvod 
Spletne storitve so strežniške aplikacije, dostopne preko internetnega omrežja, namenjene 
komunikaciji med napravami (M2M) v obliki sporočil standardnega formata. Spletne storitve so 
interoperabilne in podpirajo širok nabor odjemalcev, med drugimi aplikacijske strežnike, mobilne 
naprave, naprave z ethernet povezljivostjo in naprave v sklopu IoT. Spletne storitve delujejo v 
aplikativnem nivoju nad že obstoječimi internetnimi komunikacijskimi protokoli, v veliki večini 
primerov preko HTTP/TCP para.  
 
Rast uporabne interneta in vedno večje zahteve po izmenjavi informacij in hrambi podatkov 
predstavljajo nove izzive na področju varnost in zanesljivega delovanja spletnih storitev. 
Storitvam, ki so zasnovane na način, da se uspešno soočajo s povečanim številom zahtevkov ali 
uporabnikov, pravimo, da so razširljive (ang. scalable). Izraz pomeni sposobnost sistema, 
omrežja ali procesa, da lahko deluje in dosega svoj namen, kljub rastočim obremenitvam, ali da 
je zasnovan na način, da lahko takšne obremenitve prenese [1]. Razširljivost (ang. scalability) 
lahko dosežemo tudi na določenem področju sistema, kot je dodajanje novih funkcij brez večjih 
težav, delovanje sistema pri razširitvi iz lokalne domene na porazdeljeno geografsko delovanje 
ali zmožnost sistema prilagoditi se nenadnim povečanjem števila vhodnih zahtevkov. 
 
Izvedba razširljive in varne spletne storitve zahteva premišljen in skrben inženirski pristop, pri tem 
pa se lahko velikokrat opremo na standarde, odprta priporočila in druge najboljše prakse iz 
industrije. V pomoč nam je lahko tudi bogat nabor odprtokodnih programskih knjižnic, ki se 
nenehno dopolnjujejo, saj jih v veliki večini primerov razvijajo in uporabljajo tudi velika svetovna 
internetna podjetja. Uspešno izveden razširljiv sistem je po navadi odvisen tudi od nabora 
funkcionalnosti tega sistema, saj imajo lahko izbrane lastnosti oziroma načini implementacije 
funkcij velik vpliv na samo zmogljivost sistema. Namen tega diplomskega dela je raziskati 
protokole in tehnike izvedb visoko razpoložljivih, razširljivih in varnih spletnih storitev, 
implementirati tako spletno storitev z uporabo najnovejših odprtokodnih orodji ter preveriti 
delovanje in lastnosti spletne storitve v primeru večjih obremenitev.  
2 
 
2 Protokoli in koncepti spletnih storitev 
Spletna storitev mora biti za doseganje svojega namena interoperabilnosti oziroma zmožnosti 
interakcije med napravami in drugimi spletnimi storitvami izvedena na osnovi standardov in 
privzetih protokolov. Spletne storitve so večinoma zasnovane na naboru spodaj opisanih skupin 
protokolov, kateri so povečini standardizirani ali pa v zaključni fazi standardizacije s strani 
mednarodnih skupin in konzorcijev (W3C, IETF …). [2] 
 
Prenosni aplikativni protokoli 
Združuje standardne internetne protokole v aplikativnem nivoju za prenos sporočil, kot so 
Hypertext Transfer Protocol (HTTP), Simple Mail Transfer Protocol (SMTP), File transfer protocol 
(FTP) in tudi novejši protokoli, med njimi tudi CoAP (Constrained Application Protocol), ki je 
zasnovan za delovanje v sistemih, kjer sta procesna moč in pomnilnik omejena (predvsem IoT 
naprave). 
 
Sporočilni protokoli 
Ta skupina vključuje protokole za kodiranje sporočil v standardiziran XML format, tako da so 
sporočila razumljiva različnim sistemom in odjemalcem. Uporabljeni protokoli so XML-Remote 
Procedure Call (XML-RPC) in Simple Object Access Protocol (SOAP). 
 
Opisni protokoli 
Protokoli zadolženi za opisovanje vmesnika spletne storitve. Trenutno opisovanje spletnih storitev 
pokriva protokol Web Service Description Language (WSDL). 
 
Protokoli za odkrivanje 
Protokoli namenjeni definiranju enotnih registrov in seznamov spletnih storitev, ki so na voljo. 
Trenutno to nalogo opravlja protokol Universal Description, Discovery and Integration (UDDI). 
 
Prve široko uporabljene smernice zasnove spletnih storitev in mnogo zgoraj omenjenih protokolov 
je standardiziral konzorcij W3C že leta 2004. Izvedba spletne storitve, ki strogo upošteva prav 
vse zgoraj omenjene smernice, se je v praksi izkazala kot zapletena in zamudna, zato je v zadnjih 
letih vedno več spletnih storitev, predvsem internetnih, izvedenih po načinu imenovanem Web 
API, ki je zasnovan na protokolu HTTP, s sporočili kodiranimi predvsem v JSON ali XML formatu. 
Z razliko od priporočil W3C je koncept Web API poenostavljen, bolj ohlapno definiran in 
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arhitekturno zasnovan po priporočilih REST. Čeprav sama zasnova Web API oziroma REST ni 
standardizirana ali enostransko definirana, so vsi protokoli in formati, ki jo sestavljajo, sprejeti kot 
standardi s strani konzorcija W3C ali mednarodne delovne skupine IETF. Spletne storitve, ki so 
zasnovane na starejši kombinaciji HTTP/SOAP protokolov na XML formatu in podpirajo tudi 
opisovanje in odkrivanje preko WSDL in UDDI protokolov, pa so še vedno aktualne predvsem v 
večjih poslovnih, akademskih in drugih, pravilom zaprtih sistemih, kjer je potreba po natančnem 
definiranju in operacijah v načinu transakcije toliko večja. 
2.1 Protokoli za prenos sporočil 
2.1.1 HTTP Protokol 
Protokol HTTP skupaj s protokolom TCP predstavlja osnovo povezovanja in izmenjave sporočil 
preko svetovnega spleta. TCP skrbi za zanesljivi prenos, zagotovljeno dostavo podatkov ter 
nadzor na tokom podatkov v omrežnem nivoju. V aplikativnem nivoju protokol HTTP definira 
zahtevke in odzive, v kakšnem formatu so podatki zapisani in kako so sporočila oblikovana in 
posredovana. Standardizacija HTTP protokola je potekala usklajeno med konzorcijem W3C in 
mednarodno skupino IETF. V splošni uporabi je trenutno verzija protokola 1.1 (HTTP/1.1) sprejeta 
v standardu RFC 2068 leta 1997 in dopolnjena v standardu RFC 2616 leta 1999 [3]. 
 
HTTP seja se vzpostavi med odjemalcem in strežnikom preko TCP protokola s povezavo na točno 
določena vrata (privzeto vrata 80 ali v nekaterih primerih tudi 8080, v primeru dodatne uporabe 
protokola SSL pa vrata 443). Na strežniku se izvaja strežniška programska oprema, ki stalno 
posluša na sprejem sporočil s strani odjemalca na dogovorjenih vratih. Prva vrstica HTTP 
zahtevka, ki ga posreduje odjemalec, predstavlja zahtevo, ki je sestavljena iz metode, URL 
naslova in verzije HTTP protokola. Nato sledi glava zahtevka, kjer so definirani dodatni parametri 
po načinu ključ-vrednost, kjer je ključ ozirom ime parametra zapisana na prvem mestu, na drugem 
pa vrednost tega parametra. Nato sledi prazna vrstica in vsebina sporočila. 
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METODA URL Verzija
\PARAMETER VREDNOST
\
\PARAMETER VREDNOST
...
\
VSEBINA
Nova vrstica
 
Slika 1: Struktura formata HTTP zahtevka 
Metode zahtevka so definirane v standardu HTTP/1.1, najpogosteje uporabljene so: 
● GET - zahteva za pridobitev vsebine s strežnika, 
● HEAD - preverjanje, ali vsebina na URL naslovu obstaja, 
● POST - posredovanje vsebine iz odjemalca na strežnik, 
● OPTIONS - pregled možnosti na viru definiranem z URL naslovom. 
 
Strežnik zahtevek obdela in pripravi odziv, katerega struktura se razlikuje samo v prvi vrstici, ki je 
sestavljena iz verzije HTTP protokola, statusne kode, ki določuje stanje odziva in tekstovni izraz 
stanja odziva. Nato sledi glava in vsebina sporočila. 
 
VERZIJA STATUS NAZIV
\PARAMETER VREDNOST
\
\PARAMETER VREDNOST
...
\
VSEBINA
Nova vrstica
 
Slika 2: Struktura formata HTTP odziva 
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Parametri v glavi zahtevkov oziroma odzivov definirajo različne lastnosti sporočila, kot na primer 
uporabljeno kodiranje, velikost sporočila, ime strežnika, časovni žig zahtevka in druge. Poleg 
standardnih parametrov se lahko v HTTP zahtevek doda tudi poljubne parametre, ki so večinoma 
definirani v formatu »X-<ime_nestandardnega_parametra>«, kar omogoča določeno razširljivost 
protokola. HTTP protokol zaradi razširjenosti in prepoznavnosti predstavlja osnovo večini 
internetnih spletnih storitev. 
2.1.2 HTTP/2 Protokol 
HTTP/2 je prva večja nadgradnja HTTP/1.1 protokola, ki je bil sprejet kot standard že leta 1997. 
Protokol je izšel iz odprtega protokola SPDY, ki ga je večinoma razvijalo podjetje Google z 
namenom izboljšati latenco v internetni povezljivosti. HTTP/2 specifikacije so bile objavljene kot 
standard pod številko RFC 7540 v maju 2015, do konca leta 2015 je bila podpora implementirana 
v večino najbolj uporabljenih spletnih brskalnikov. Protokol HTTP/2 prinaša sledeče izboljšave in 
spremembe glede na predhodnika [4]: 
 
● HTTP/2 je multipleksen in omogoča pošiljanje več zahtevkov v paralelnem načinu preko 
enotne TCP povezave, kar odpravi »HOL Blocking« pomanjkljivost na nivoju HTTP 
protokola, ki lahko povzroči, da prevelik zahtevek v nizu blokira celoten tok zahtevkov, 
● je binarni protokol z razliko od HTTP/1.1, ki je tekstovni, 
● omogoča kompresijo parametrov v glavi sporočila definirano v sklopu pravili HPACK, 
● dodaja možnost posredovanja sporočil strežnika odjemalcu, brez čakanja na zahtevek s 
strani odjemalca (ang. push). 
 
Višje nivojska sintaksa protokola, kot so metode, statusne kode in URL naslovi ostajajo 
nespremenjeni, večinoma so spremembe narejene na nivoju paketov podatkov in transporta med 
strežnikom in odjemalcem. Vsakemu HTTP/2 zahtevku in odzivu je dodeljena unikatna 
identifikacijska koda toka (ang. stream identifier). Ker je HTTP/2 binarni protokol, so binarni 
podatki lahko razdeljeni na okvirje, kjer vsak okvir vsebuje omenjeno identifikacijsko kodo toka, 
ki posledično določa, kateremu zahtevku oziroma odzivu pripada. Na ta način je možno preko 
ene TCP povezave s strežnikom izmenjati več sočasnih zahtevkov in odzivov. Tako v primerih, 
da kateri odziv traja predolgo, pri drugih odzivih ni potrebno čakati, da se zamudni odziv zaključi. 
Še vedno pa ostaja »HOL Blocking« pomanjkljivost pri samem prenosu na ravni TCP protokola.  
 
6 
 
 
Slika 3: Struktura sporočila HTTP/2 protokola 
Binarni okvir HTTP/2 protokola je definiran z glavo v velikosti 9 bajtov, ki določa: 
● velikost vsebine okvirja (24-bitno pozitivno celo število), 
● tip in parametri (ang. flags) okvirja (vsak po 8 bitov) za določanje različnih stanj, 
● identifikacija toka (31-bitno pozitivno celo število in 1 rezervni bit), 
ostali del je vsebina, katere velikost je enaka prvemu podatku v okvirju. 
2.1.3 CoAP Protokol 
Z uvedbo koncepta internet stvari (IoT), ki omogoča povezovanje raznih naprav, senzorjev, 
programov ali elektronike v internet ali med seboj preko različnih brezžičnih protokolov (Zigbee, 
IEEE 802.11 in 802.15) se je pojavila potreba še po enem prilagojenem protokolu. Veliko naprav 
IoT sistemov ima namreč določene omejitve glede virov in porabe energije, zato se je ustvarila 
potreba po bolj učinkovitem in prilagojenem sporočilnem protokolu. Organizacija IETF je v ta 
namen razvila nov protokol v aplikativnem nivoju imenovan CoAP, ki je namenjen optimalni 
izmenjavi zahtevkov med IoT napravami, hkrati pa je združljiv z uveljavljenim internetnim 
protokolom HTTP. 
 
CoAP protokol definira predlagan standard RFC 7252 [5]. Protokol podpira naslavljanje preko URI 
naslovov, prav tako omogoča definiranje tipa vsebine (Content-Type) in poenoteno prevajanje 
sporočil v HTTP protokol preko posrednika (HTTP-CoAP Proxy), saj podpira omejen nabor MIME 
tipov in ima s HTTP protokolom usklajene kode tipa sporočila. Z razliko od HTTP protokola, ki 
deluje na osnovi TCP/IP para, je CoAP zasnovan za delovanje na UDP protokolu, ki je sicer 
ohlapnejši, vendar hitrejši. CoAP omogoča tudi »mutlicast« prenos več IoT napravam hkrati, 
+-----------------------------------------------+ 
|                 Velikost (24)                 | 
+---------------+---------------+---------------+ 
|   Tip (8)     | Parametri(8)  | 
+-+-------------+---------------+-------------------------------+ 
|R|          Identifikacija toka (Stream Identifier) (31)                    
| 
+=+=============================================================+ 
|                   Vsebina spročila (0...)                   ... 
+---------------------------------------------------------------+ 
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nezanesljivosti dostave podatkov preko UDP protokola pa se izogne z vgrajenim ponovnim 
pošiljanjem podatkov (ang. retransmission mechanism), ki ponavlja pošiljanje sporočila, dokler 
ne preteče določen čas ali dokler prejemnik ne vrne potrditev prejema ACK (ang. 
acknowledgement) skupaj z identifikacijsko številko sporočila. Zaradi zahtev brezžičnega prenosa 
in velikega števila naprav, kar zahteva širši nabor IP naslovov, CoAP/UDP kombinacija v 
omrežnem nivoju po priporočilih uporablja IPv6, ki deluje nad protokolom IEEE 802.15.4. 
Kombinacijo teh protokolov imenujemo tudi LoWPAN.  
 
 
Slika 4: Struktura sporočila CoAP protokola 
Struktura CoAP sporočila je binarna, začne se z glavo natančne velikosti štirih bajtov, sledi žeton 
velikosti od 0-8 bajtov, ki skrbi kot povezava med zahtevkom in odzivom, nato sledijo parametri 
sporočila, ostalo je vsebina sporočila (ang. payload). Vidimo podobnost s HTTP protokolom, ki 
prav tako posreduje status oziroma kodo (ang. code), verzijo (ang. version) ter parametre (ang. 
options) nad vsebino sporočila. Vsebuje pa tudi dodatne podatke, kot je identifikacija sporočila 
(ang. message ID) in tip (and. type), ki sta pomembna predvsem pri potrjevanju prejema CON – 
ACK.  
2.1.4 SMTP Protokol 
SMTP je internetni standard za izmenjavo sporočil elektronske pošte, ki je bil definiran v 
standardu RFC 821 in posodobljen leta 2008 v standardu RFC 5321 [6]. SMTP za delovanje ne 
zahteva TCP protokola in ga lahko izvajamo tudi na UDP protokolu, čeprav so take 
implementacije redke. Po svoji naravi je bolj kompleksen od HTTP protokola in tudi redkeje 
 0                   1                   2                   3 
 0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1 
+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+ 
|Ver| T |  TKL  |      Koda     |          ID sporočila         | 
+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+ 
|   Žeton  ... 
+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+ 
|   Parametri ... 
+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+ 
|1 1 1 1 1 1 1 1|    Vsebina ... 
+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+ 
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uporabljen za namene spletnih storitev. Prednosti so predvsem v možnostih shranjevanja in 
posredovanja sporočil. SMTP protokol se občasno uporablja kot osnova SOAP spletnim 
storitvam, predvsem v primerih: 
 
● ko je potrebno določen odziv spletne storitve prenesti več odjemalcem hkrati, 
● ko je potrebna asinhrona komunikacija, 
● če uporaba HTTP protokola ni mogoča. 
2.2 Simple Object Access Protocol (SOAP) 
Protokol SOAP je splošno razširjena specifikacija za izmenjavo strukturiranih informacij na osnovi 
XML zapisa. SOAP je izveden iz XML-RPC protokola, ki uporablja XML za kodiranje sporočil in 
HTTP protokol za prenos. SOAP protokol ima tri značilne karakteristike [7]: 
 
● razširljivost (na osnovi protokola so definirane razširitve za varnost, usmerjane itd.), 
● nevtralnost (ni odvisnosti od transportnega protokola, zato lahko sporočila prenašamo 
preko HTTP, SMTP, TCP, UDP in drugih protokolov), 
● neodvisnost (obdelava sporočil je neodvisna od izbire programskega jezika). 
 
Struktura SOAP sporočila je XML zapis, ki vsebuje sledeče elemente: 
 
● ovojnica (ang. envelope), definira XML dokument kot SOAP sporočilo, 
● glava (ang. header), združuje opcijske parametre sporočila, 
● telo (ang. body), vsebino zahtevka ali odziva, 
● napaka (ang. fault), informacije o napaka pri obdelavi zahtevka. 
 
XML zapis je bil izbran kot standardni format sporočila, zato je tudi vsebina sporočila praviloma 
kodirana v XML zapisu, katerega prednosti so predvsem interoperabilnost, enostavna predstava 
tako za človeka kot napravo in možnost detekcije napak. Prinaša pa predvsem veliko slabost v 
smislu dodatne velikosti sporočila, saj je sama velikost definicije sporočila večja v primerjavi z 
binarnimi zapisi. To pomeni tudi večjo porabo pasovne širine pri prenosu po omrežju. Prav tako 
procesiranje XML zapisa zahteva večjo procesorsko moč, kar lahko predstavlja težavo pri spletnih 
storitvah z visoko frekvenco zahtevkov. Vseeno nam SOAP protokol omogoča, da dejanske 
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informacije znotraj vsebine XML sporočila kodiramo v drugem tekstovnem formatu npr. JSON ali 
prosto besedilo. Primer SOAP zahtevek preko transportnega protokola HTTP je sledeč: 
 
POST /InStock HTTP/1.1 
Host: www.example.org 
Content-Type: application/soap+xml; charset=utf-8 
Content-Length: 299 
SOAPAction: "http://www.w3.org/2003/05/soap-envelope" 
 
<?xml version="1.0"?> 
<soap:Envelope xmlns:soap="http://www.w3.org/2003/05/soap-envelope"> 
  <soap:Header> 
  </soap:Header> 
  <soap:Body> 
    <m:GetStockPrice xmlns:m="http://www.example.org/stock/Surya"> 
      <m:StockName>IBM</m:StockName> 
    </m:GetStockPrice> 
  </soap:Body> 
</soap:Envelope> 
 
SOAP storitve so zaradi bogatega nabora standardiziranih razširitev predvsem izbira večjih 
podjetji in internih sistemov, kjer hitrost in enostavnost izvedbe ni ključna, je pa poudarek na 
šifriranju podatkov od začetne do končne točke, ali pa je zahtevana zanesljivost izvedbe 
kompleksne porazdeljene transakcije. 
2.3 Representational state transfer (REST) 
Izraz REST predstavlja programska arhitekturna priporočila za izvedbo spletnih storitev, ki kot 
osnovo uporablja protokol HTTP. Osnovna ideja REST priporočil je, da se namesto 
kompleksnega SOAP protokola uporabi vse lastnosti HTTP protokola in drugih standardov (XML, 
JSON, URI, MIME) tako, da je velikost in kompleksnost sporočil čim manjša. REST pravzaprav 
definira vhodne točke in metode spletne storitve iz metod in URL naslova HTTP zahtevka. Tako 
kot pri SOAP storitvi je obdelava ali sprejem zahtevkov REST spletne storitve neodvisna od izbire 
strežniške platforme ali programskega jezika. Pomembno je, da taka spletna storitev nikoli ne 
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hrani seje, tako da vsak zahtevek vedno nosi vse informacije potrebne za obdelavo. Izmenjava 
informacij zaradi hitre obdelave in manjšega prenosa podatkov praviloma poteka v JSON formatu, 
ki ga je standardiziral IETF leta 2014 pod številko RFC 7159 [8]. Informacije v JSON formatu 
zapisujemo v obliki zaporednih parov ključ in vrednost. Vrednosti so lahko podatki naslednjih 
podatkovnih tipov: besedilo, številka, logična enica ali ničla, prazna vrednost, niz podatkov ali pa 
nov nabor parov ključ - vrednost. 
 
REST spletna storitev se zanaša na HTTP metode (GET, POST, PUT, DELETE), s katerimi 
zahtevek opredeli, kakšno operacijo želi izvesti. Potek enostavne obdelave zahtevkov po principu 
REST je sledeč: 
 
1. odjemalec zahteva podatek spletne storitve, tako da izvrši HTTP GET zahtevek na 
določen URI naslov, ki unikatno določa zahtevan podatek; 
2. REST spletna storitev sprejme zahtevek, izvede morebitno avtorizacijo, pridobi zahtevan 
podatek in ga posreduje odjemalcu v zapisu JSON, kot telo HTTP odziva; 
3. odjemalec spremeni pridobljeni podatek in ga posreduje spletni storitvi na isti URI naslov, 
vendar tokrat s HTTP metodo PUT; 
4. spletna storitev prepiše posredovane nove podatke na strežniku. 
 
Odjemalec Storitev Podatki
1-HTTP GET
2-Branje
6-HTTP PUT
7-Zapisovanje
5 
Sprememba
  
Slika 5: Potek izmenjave sporočil po REST arhitekturi 
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Primer informacij v JSON formatu: 
 
[{ 
    "naslov" : "Spletne storitve", 
    "avtor" : "Janez Novak", 
    "ISBN" : "0590545113" 
}] 
 
V primerjavi z XML zapisom sam opis vsebine zahteva manj znakov in posledično manj potrebnih 
bitov pri prenosu. 
 
Osnovna razlika med SOAP in REST je dejstvo, da REST storitev uporablja vse obstoječe 
mehanizme in prednosti protokolov nad katerimi je implementirana in tako ne doda dodatne 
kompleksnosti ter hkrati omogoča cenejšo in enostavnejšo izvedbo. Čeprav je SOAP protokol 
razširljiv s številnimi specifikacijami za varnost in šifriranje podatkov (WS-Security), atomske 
operacije (WS-Atomic Transaction), … lahko večino teh funkcionalnosti dosežemo tudi z REST 
implementacijami (npr. dodatna uporaba SSL protokola, prilagoditev funkcij storitve, …). Prav 
tako je format zapisa celotnega sporočila REST nedoločen in je lahko prosto izbran. Tudi s 
stališča razširljivosti je REST primernejši, saj je procesiranje zahtevkov mnogo hitrejše, prav tako 
je prenos podatkov optimalnejši. Ne moremo spregledati tudi dejstva, da so REST storitve v 
svetovnem spletu vedno bolj popularne in razširjene. Tudi spletni velikan Google je leta 2006 
odrekel podporo SOAP standardu in za svoje spletne storitve prešel na REST [9]. Po analizi 
spletne strani ProgrammableWeb.com REST storitve predstavljajo okoli 70% vseh spletnih 
storitev na internetu, medtem ko je delež SOAP storitev 21% [10].  
2.4 Constrained RESTful Environment (CoRE) 
Učinkovitost in prednosti, ki jih prinaša koncept REST, so vpeljane tudi v sisteme in okolja IoT, 
kjer se uporablja protokol CoAP in sicer pod sklopom priporočil organizacije IETF imenovanem 
CoRE. CoRE definira smernice spletnih storitev, ki morajo delovati v IP omrežjih z omejeno močjo 
in drugimi omejitvami, kot na primer omejena velikost paketov, večje verjetnosti izgub pri prenosu, 
odjemalci, ki se periodično povezujejo in odjavljajo iz omrežja. LoWPAN je primer takega omrežja.  
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CoAP protokol posnema HTTP protokol, zato je nad njem mogoče izvajati spletne storitve po 
konceptu REST za upravljanje IoT naprav ali pridobivanje zajetih podatkov na teh napravah. 
Izvedba CoRE okolja, ki temelji na protokolu CoAP, mora izpolnjevati sledeče zahteve [11]: 
 
● CoRE storitve morajo biti ustrezno prilagojene delovanju na napravah z omejenim 
pomnilnikom (mikrokontroler z 64-256KB Flash, 4-12KB RAM), 
● prenos podatkov mora biti optimiziran za delovanje v okoljih z visoko izgubo paketov, 
● možnost obravnave naprav, ki se periodično prijavljajo na omrežje, 
● protokol mora podpirati pred-pomnjenje podatkov, 
● protokol mora predstaviti osnovni vmesnik ustvarjanja, branja, posodabljanja in brisanja 
podatkov na napravi (po priporočilih REST), 
● možnost izmenjave podatkov med napravami in čakanje na spremembe, 
● multicast podpora, 
● podpora protokolu UDP skupaj z mehanizmom za zagotavljanje zanesljivosti prenosa, 
● CoRE storitev mora nuditi prevajanje CoAP protokola na HTTP protokol. 
 
Primer arhitekture CoRE je LoWPAN omrežje vozlišč, senzorjev in mikrokontrolerjev IoT sistema, 
na katerih delujejo CoAP storitve. Ta vozlišča si med seboj lahko izmenjujejo podatke ali pa te 
podatke posredujejo na centralni internetni strežnik, kjer se izvaja CoAP spletna storitev. Del 
sistema je tudi prevajalnik med CoAP protokolom in HTTP protokolom, ki lahko deluje dvosmerno 
in skrbi za komunikacijo s HTTP spletno storitvijo, ki je po naboru funkcionalnosti bolj bogata in 
dostopa uporabnikom z uporabo brskalnikov ali drugih pametnih odjemalcev preko svetovnega 
spleta. 
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Slika 6: Koncept arhitekture sistema CoRE 
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3 Varnost spletnih storitev 
Zasnova sodobnih spletnih storitev, ki temelji na storitveno orientirani arhitekturi, predvideva, da 
med spletnimi storitvami velja ohlapno povezovanje, kar pomeni, da storitve med seboj ne 
delujejo v istem kontekstu, ter so večinoma dostopne in izpostavljene navzven v internet 
(predvsem preko HTTP protokola). To dejstvo zahteva, da spletna storitev za zagotavljanje 
varnosti in integritete vsebuje in spodaj opisanim konceptom. 
 
Avtentikacija (preverjanje pristnosti) 
Preverjanje identitete uporabnika, ali je uporabnik res subjekt, ki trdi, da je. Pojem uporabnik si 
lahko razlagamo kot odjemalca oziroma osebo, ki preko vmesnika izvrši logiko spletne storitve, 
kot tudi neko drugo spletno storitev ali napravo, ki se povezuje na spletno storitev. Avtentikacija 
po navadi predstavlja eno prvih operacij, ki se izvršijo pri obdelavi zahtevka spletne storitve, saj 
je določanje konteksta identitete bistvenega pomena za izvedbo logike storitve. Identitete lahko 
preverjamo na različne načine, ki jih lahko razvrstimo v tri osnovne kategorije. Vsaka od kategorij 
zajema vrsto elementov, ki se uporabljajo za potrditev ali preverjanje identitete uporabnika, 
preden uporabniku dovolimo dostop ali odobrimo zahtevo za izvedbo nekega zahtevka. Za 
ustrezno določeno identiteto je potrebno izpolniti vsaj dva pogoja znotraj sledečih kategorij [12]: 
 
● nekaj, kar uporabnik pozna (neko geslo ali skrivni podatkovni niz, ki je poznano samo 
uporabniku in spletni storitvi, identifikacijska številka  …), 
● nekaj, kar uporabnik ima (certifikat, unikaten ključ, generator ključev, varnostni žeton …), 
● nekaj, kar uporabnik je (biometrična značilnost, kot je prstni odtis). 
 
Čeprav že en izpolnjen pogoj iz zgornjega seznama predstavlja določeno stopnjo zanesljivosti 
zagotavljanja pristnosti uporabnika, je kot omenjeno priporočeno izpolniti vsaj dve. Tak način 
avtentikacije imenujemo dvostopenjsko preverjanje pristnosti (ang. two-factor authentication), ki 
je od nekdaj bil prisoten predvsem v internetnih storitvah v bančništvu, sedaj pa je, zaradi porasta 
uporabe spletnih storitev in dejstva, da uporabniki v teh storitvah hranijo vedno več osebnih ali 
drugače občutljivih podatkov, vedno bolj tudi v splošni uporabi. 
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Avtorizacija (nadzor dostopa) 
Omogočanje dostopa do določenih virov, ki temelji na overjenih uporabnikovih pravicah. Pravice 
so določene z enim ali več atributov. Atribut je lastnost ali značilnost uporabnika, na podlagi katere 
logika spletne storitve določi ali je izvedba operacija dovoljena ali ne. 
 
Integriteta sporočil 
Zagotoviti je potrebno, da se vsebina sporočil, poslanih med uporabnikom in spletno storitvijo ne 
spremeni, kar lahko dosežemo z digitalnim podpisovanjem. Digitalni podpis se preveri na strani 
spletne storitve, rezultat kakršnega koli neskladja pa je zavrnitev zahtevka. Sestavni del podpisa 
mora biti tudi časovni žig, ki preprečuje pošiljanje odgovorov po preteku določenega intervala. 
 
Varnost na omrežju 
Varna spletna storitev uporablja varno povezavo in šifriranja pri prenosu podatkov med 
odjemalcem in spletno storitvijo. Prav tako je potrebno poznati in preprečiti morebitne napade in 
zlonamerne dostope do spletne storitve. 
 
V tem poglavju so opisani nekateri splošno uporabljeni standardi in protokoli za zagotavljanje 
šifriranja in integritete pri izmenjavi sporočil preko omrežja ter avtentikacije odjemalcev. Prav tako 
so predstavljene varnostna tveganja, ki nastanejo kot posledica nepazljive izvedbe spletne 
storitve in najpogostejše nevarnosti na omrežju. 
3.1 Varnostni standardi in protokoli 
3.1.1 TLS/SSL protokol 
TLS in njegov predhodnik SSL sta protokola, ki se izvajati v aplikativnem nivoji direktno nad TCP 
protokolom, ki se nahaja v transportnem nivoju OSI modela. Neposredno nad SSL/TLS 
protokolom najdemo v istem nivoju HTTP protokol, ki ostaja nespremenjen. Čeprav se HTTP 
preko varne povezave velikokrat imenuje kar HTTPS (HTTP Secure), to ne naznanja novega 
protokola, vendar samo dejstvo, da med HTTP in TCP obstaja dodatni protokol, ki skrbi za 
šifriranje izmenjanih podatkov med odjemalcem in strežnikom. Naloga SSL/TLS protokola je 
zagotavljanje zaupnosti in integritete med dvema komunikacijskima točkama. Taka povezava ima 
sledeče lastnosti:  
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● povezava je zaupna zaradi uporabe simetričnih kriptografskih postopkov za šifriranje 
podatkov na omrežju. Odjemalec in strežnik se v prvem koraku dogovorita za izbiro 
algoritma in ključev za simetrično šifriranje, ki so praviloma generirani unikatno pri vsaki 
vzpostavljeni povezavi; 
● protokol omogoča tudi določanje identitete preko javnih ključev. Sama avtentikacija sicer 
ni zahtevana za šifrirano komunikacijo, vendar je priporočljivo, da se preveri identiteta 
strežnika; 
● integriteta prenesenih podatkov je zagotovljena s preverjanjem kode sporočila (MAC), ki 
je generiran z uporabo šifrirne zgoščevalne funkcije, kar omogoča detekcijo sprememb v 
sporočilu med prenosom v omrežju. 
 
SSL/TLS torej omogoča varno izmenjavo podatkov po omrežju, vendar samo med izstopno in 
vstopno točko komunikacijskega kanala. Prav tako protokola ne moremo uporabiti, če spletno 
storitev zasnujemo na kombinaciji CoAP/UDP protokolov. V teh primerih si lahko pomagamo s 
protokolom DTLS. TCP protokol zagotavlja, da podatki, ki jih pošiljatelj odpošlje, prispejo do 
naslovnika v pravilnem zaporedju. SSL/TLS tako lahko predvideva, da podatki niso spremenjeni, 
razen v primeru namerne modifikacije na omrežju. Pri UDP prenosu pa ne moremo predvideti, da 
bodo paketi preneseni v pravilnem vrstnem redu. Lahko se zgubijo ali podvojijo, zato v tem 
primeru TLS, ki šifrira niz podatkov, ni uporaben. DTLS šifrira paket za paketom na način od 
izvora do ponora (ang. end-to-end), žal pa ne more razlikovati med šumom ali naključnimi 
napakami v prenosu in namernim napadom.  
3.1.2 WS-Security protokol 
Razširitev SOAP protokola imenovana »WS-Security« omogoča integriteto in zaupnost vsebine 
SOAP sporočila. Protokol je zasnovan modularno in omogoča komunikacijo z uporabo več 
različnih varnostnih shem in formatov, preko standarda SAML, X.509 certifikatov, uporabe XML 
digitalnih podpisov in XML šifriranja. Razširitev protokola poimenovana WS-Trust uvaja tudi 
koncept varnih izdajateljev žetonov (ang. security token service), dodatne spletne storitve, ki 
omogoča od spletne storitve ločeno preverjanje identitete. Protokol z razliko SSL/TLS omogoča 
šifriranje od začetne do končne točke zahtevka, torej v celotni verigi izmenjave sporočila.  
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Slika 7: Postopek avtentikacije uporabnika po protokolu WS-Security 
V splošnem WS-Security definira tri osnovne mehanizme:  
● zagotavljanje integritete z dodajanjem digitalnega podpisa SOPA sporočilu, 
● šifriranje vsebine SOAP sporočila za potrebe zaupnosti, 
● posredovanje varnostnih žetonov za določitev identitete pošiljatelja. 
 
Za varno komunikacijo spletne storitve, ki uporablja popoln nabor protokola WS-Security ni 
potrebe po dodatnemu šifriranju med aplikativnim in transportnim nivojem z uporabo protokolov 
SSL/TLS. Vseeno uporaba WS-Security protokola znatno poveča velikost sporočil in posledično 
večjo uporabo pasovne širine ter večje zahteve po zmogljivosti procesiranja. Prav tako lahko 
kompleksna narava XML in SOAP specifikacij prispeva k neskladnosti različnih odjemalcev in 
različnimi izvedbami strežnike programske opreme. 
3.1.3 OAuth2 standard 
WS-Security omogoča zagotavljanje integritete in zaupnost pri komunikaciji za spletne storitve 
implementirane na protokolu SOAP. Pri spletnih storitvah zasnovanih na priporočilih REST pa 
lahko zaupno komunikacijo dosežemo z uporabo SSL/TLS protokola, za samo preverjanje 
identitete oziroma pristnosti uporabnika pa je na voljo standard OAuth2.  
 
OAuth 2.0 je nova generacija odprtega protokola za avtorizacijo OAuth, ki ga je organizacija IETF 
sprejela kot standard oktobra 2012 pod številko RFC 6749. OAuth 2.0 avtorizacija omogoča 
katerikoli aplikaciji dostop do HTTP storitve, tako da pozove uporabnika oziroma lastnika 
podatkov, da potrdi dostop ali pa da dovoli aplikaciji, da sama dostopa do podatkov HTTP storitve 
v imenu uporabnika [13]. Pomembna prednost OAuth 2.0 protokola je poenostavljena zasnova in 
dejstvo, da lahko OAuth 2.0 avtorizacijo izvedemo iz spletne strani, namizne aplikacije, mobilnih 
telefonov in IoT naprav. Prav zato je uporaba OAuth 2.0 standarda vedno bolj razširjenja, podprli 
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in implementirali pa so ga v svoje spletne storitve tudi velika tehnološka podjetja (Google, 
Microsoft, Facebook, itd.). Specifikacija OAuth 2.0 popolnoma nadomesti OAuth 1.0.  
 
Protokol definira sledeče osnovne vloge v postopku odločanja o dodelitvi pravice za dostop: 
● uporabnik, ki je tudi lastnik podatkov, 
● aplikacija (odjemalec), spletna aplikacija ali druga spletna storitev, mobilni telefon, itd., 
● HTTP storitev, spletna storitev ali sistem, ki se lahko loči na storitev za avtorizacijo in 
spletno storitev, ki posreduje ali obdeluje podatke, ki jih ima v lasti uporabnik.  
 
Interakcija med vlogami poteka na sledeči način: 
 
1. Aplikacija zahteva od uporabnika pravico za dostop do HTTP storitve, tako da preusmeri 
uporabnika do vmesnika za avtorizacijo dostopa, katerega upravlja HTTP storitev. 
2. Uporabnik se odloči za dodelitev pravice dostopa in aplikacija pridobi izdano dovoljenje. 
3. V naslednjem koraku aplikacija poda zahtevek na spletno storitev za pridobitev žetona za 
dostop (ang. access token), tako da posreduje svojo identiteto in pridobljeno izdano 
dovoljenje za dostop. 
4. HTTP spletna storitve preveri pristnost posredovane zahteve in aplikaciji posreduje žeton 
za dostop.  
5. Z veljavnim žetonom za dostop, ki ga aplikacija posreduje spletni storitvi z vsakim 
zahtevkom, lahko storitev vedno preveri pristnost in integriteto odjemalca.  
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UPORABNIK
1. Zahtevek za avtorizacijo
SPLETNA 
STORITEV
3. Posredovanje 
avtorizacijske kode
5. Zahtevek in posredovanje
žetona za dostop
APLIKACIJA
(odjemalec)
 
Slika 8: Potek pridobitve varnostnega žetona po standardu OAuth 2.0 
Uporabnik preko OAuth 2.0 protokola dodeli dostop do svojih podatkov neki drugi aplikaciji, brez 
da bi pri tem razkril faktorje avtentikacije (geslo, PIN, ...). Pomembno je vedeti, da mora aplikacija 
oziroma odjemalec biti pazljiv pri obravnavi žetona za dostop, saj le-tega ne sme posredovati 
tretjim osebam. V praksi ima žeton definirano tudi neko časovno obdobje veljavnosti, po katerem 
ni več veljaven in je postopek avtorizacije potrebno ponoviti. OAuth 2.0 sicer ponuja več različnih 
variacij zgoraj opisanega postopka, odvisno tudi glede na naravo odjemalca ali zahtevanih pravic 
dostopa. V postopku lahko odjemalec pridobi poleg žetona za dostop tudi »osvežitveni žeton« 
(ang. refresh token), ki načeloma nikoli ne preteče in ga odjemalec lahko uporabi za pridobitev 
novega žetona za dostop, ko ta poteče, brez ponovnega postopka posredovanja prošnje za 
avtorizacijo uporabniku. Seveda v takih primerih sama spletna storitev omogoča uporabniku, da 
tak žeton v kateremkoli trenutku prekliče in tako aplikaciji onemogoči dostop. Primer odziva 
uspešne pridobitve žetona za dostop preko OAuth 2.0 postopka vsebuje podatke o tipu in 
vrednosti žetona za dostop, interval, kdaj žeton poteče, v nekaterih primerih pa tudi »osvežitveni 
žeton«, kot v naslednjem primeru: 
 
HTTP/1.1 200 OK 
Content-Type: application/json;charset=UTF-8 
Cache-Control: no-store 
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Pragma: no-cache 
 
{ 
  "access_token":"eyJ0mXAiOiJKV1...QiLCdCI6Ik1uQ19", 
  "token_type":"Bearer", 
  "expires_in":3600, 
  "refresh_token":"1/LsNytB3MYNhMZT5R_StWbcm_e2-m-H5MZ5htQeWmVUU" 
} 
 
Aplikacija oziroma odjemalec nato izvrši HTTP zahtevek na spletno storitev tako, da poda 
podatke za avtorizacijo v obliki tipa in vrednosti žetona kot parameter »Authorization« v glavi 
HTTP zahtevka: 
 
GET /api/podatek/1 HTTP/1.1 
Host: spletnastoritev.com 
Authorization: Bearer eyJ0mXAiOiJKV1...QiLCdCI6Ik1uQ19 
3.1.4 Avtentikacijska koda sporočila 
HMAC je algoritem za izračun avtentikacijske kode sporočila (MAC) z uporabo šifrirne 
zgoščevalne funkcije v kombinaciji z zasebnim šifrirnim ključem, kar zagotavlja verodostojnost 
sporočila in avtentičnost pošiljatelja. V praksi uporabljamo večinoma zgoščevalne funkcije MD5, 
SHA-1, SHA-256. Z uporabo HMAC funkcije lahko zahtevke digitalno podpisujemo. V spletnih 
storitvah lahko uporabimo HMAC algoritem za zagotavljanje avtentičnosti na sledeči način:  
 
1. Spletna storitev na strežniku hrani kombinacijo ključa javne identifikacije uporabnika in 
njegovega zasebnega ključa, ki je znan le spletni storitvi in uporabniku. 
2. Uporabnik z HMAC funkcijo (praviloma HMAC-SHA256) izračuna podpis, ki je sestavljen 
iz njegovega zasebnega ključa, vsebine zahtevka in časovnega žiga. 
3. Pri pošiljanju zahtevka uporabnik posreduje tudi svoj javni ključ, izračunan podpis in 
časovni žig. 
4. Spletna storitev pri prejemu zahtevka na podlagi javnega ključa uporabnika poišče njegov 
zasebni ključ in ponovi postopek izračuna HMAC z vsemi znanimi parametri. 
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5. Če se posredovani podpis in izračunana vrednost na strani strežnika popolnoma ujemata 
je sporočilo verodostojno in uporabnik avtentičen.  
 
Prednost omenjene tehnike je predvsem v tem, da se zasebni ključ oziroma geslo nikoli ne 
prenese po omrežju, prav tako morebitni napadalec ne more spremeniti sporočila brez vednosti 
spletne storitve, saj se v tem primeru izračunani in poslani podpis ne ujemata. Visoko stopnjo 
varnosti omogoča zgoraj opisani postopek v kombinaciji s protokolom SSL/TLS. 
3.2 Varnostna tveganja pri izvedbi 
Opisani protokoli in standardi znatno pripomorejo k varnosti, integriteti in zaupnost delovanja 
spletne storitve. Pravzaprav predstavljajo potreben, vendar ne zadosten pogoj, da je neka spletna 
storitev res zavarovana pred nezaželenimi dostopi ali drugimi nevarnostmi. Spletna storitev je 
lahko varnostno ranljiva ne samo na nivoju funkcionalnosti, ampak tudi zaradi same izvedbe. V 
teh primerih je potrebno dobro poznati možne varnostne ranljivosti in najboljše prakse 
protiukrepov. Na tem področju sicer še ne obstaja kakšna organizacija za postavljanje 
standardov, še najbolj prepoznavna je skupina Open Web Application Security Project, spletna 
skupnost, ki oblikuje prosto dostopno dokumentacijo, metodologijo, orodja in tehnologije na 
področju varnosti spletnih storitev. Med najpogostejše nevarnosti ali varnostne pomankljivosti, ki 
lahko nastanejo pri implementaciji spletne storitve, štejemo [14]: 
 
Injiciranje 
Injiciranje izhaja iz napake pri implementaciji, ko spletna storitev ne preverja in filtrira vhodnih 
podatkov. Tako se lahko zgodi, da se nefiltrirani podatki prenesejo vse do poizvedb v podatkovne 
zbirke SQL ali v druge sisteme. Problem je v tem, da lahko napadalec posreduje ukaze v zaledne 
sisteme na način, da podatke uniči, preusmeri ali z njimi drugače manipulira mimo pravil spletne 
storitve. Pred to vrsto napada se lahko relativno uspešno in enostavno zavarujemo z vestnim 
filtriranjem in preverjanjem vseh vhodnih podatkov v spletno storitev, bolj zahtevno pa je 
prepoznati prav vse možne vhode podatkov in kontekst pravilnega filtriranja in preverjanja.  
 
Navzkrižno skriptiranje (ang. Cross-site scripting) 
Navzkrižno skriptiranje, poznano tudi pod okrajšavo XSS, sicer vpliva samo na spletne storitve 
ali spletne strani, do katerih se dostopa preko spletnega brskalnika. Napadalec v tem primeru 
zlorabi napako preverjanja vhodnega podatka in posreduje kot vhodni parameter kodo skripte. 
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Ko se tak vhodni podatek vrne uporabniku, ga bo brskalnik izvedel, kar pomeni, da lahko 
napadalec manipulira spletni uporabniški vmesnik in namerno zavede uporabnika.  
 
Zloraba avtentikacije in prevzem seje 
Različne implementacije avtorizacije in avtentikacije, ki jih določajo zgoraj opisani standardi, so 
lahko zelo zahtevne in odpirajo možnost napak, kar lahko napadalec izkoristi, da prestreže ali 
spremeni potek preverjanja identitete uporabnika. Takim možnostim zlorab se lahko izognemo 
tako, da pri implementaciji spletne storitve uporabimo preverjene in že testirane odprtokodne ali 
druge programske knjižnice. 
 
Nezavarovana referenca naslavljanja vira 
Spletne storitve velikokrat definirajo dostop do nekega podatka preko URL naslova, kjer se 
podatki v isti skupina podatkov med seboj ločujejo po podani identifikacijski številki. Nad 
posameznim podatkom obstaja omejen nabor uporabnikov oziroma lastnikov, zato je potrebno 
pred vsakim zahtevkom tudi preveriti, ali ima trenutni uporabnik pravice dostopa do podatka. V 
primeru, da ta preverba manjka, lahko katerikoli uporabnik ali napadalec samo z zamenjavo 
parametrov v URL naslovu dostopa do podatkov drugih uporabnikov. 
 
Napaka v varnostni konfiguraciji 
Do napak lahko pride tudi pri sami konfiguraciji strežniškega sistema, kjer spletna storitev gostuje, 
v primerih: 
 nameščene zastarane programske opreme brez varnostnih posodobitev, 
 izvajanja nepotrebnih sistemskih storitev na strežniku, 
 izvajanja programske kode v načinu razhroščevalnika, kar lahko razkrije pomembne 
sistemske podatke končnemu uporabniku oziroma napadalcu, 
 nespremenjenega privzetega ključa in gesla posameznih komponent strežnika, 
 izpostavljanja informacij o programski napaki uporabniku. 
3.3 Nevarnosti na omrežju 
Poleg varnostnih napak, ki se pojavijo na strani izvedbe, so lahko spletne storitve varnostno 
ranljive tudi zaradi zlonamernih vplivov iz omrežja. Posledica takih napadov je začasno 
prenehanje delovanja spletne storitve oziroma zavračanje zahtevkov, zato tak napad imenujemo 
napad za zavrnitev storitve (DoS).  DoS napad izkorišča dejstvo, da je pasovna širina omejena, 
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zato napadalec z uporabo različnih tehnik preusmeri veliko količino neuporabnega prometa na 
strežnik, kjer spletna storitev gostuje, večinoma preko protokolov TCP ali ICMP. Bolj napredni 
napadi so porazdeljeni preko več tisoč različnih računalnikov (ang. »botnets«), nad katerimi ima 
napadalec nadzor na daljavo, saj so bili predhodno okuženi z zlonamerno programsko opremo. 
Porazdeljen napad za zavrnitev storitve (DDoS) lahko ciljni strežnik preplavi z večjo količino 
podatkov, prav tako se je z njim težje soočiti in ga preprečiti, saj težko razlikujemo med IP naslovi 
pristnih uporabnikov spletne storitve in IP naslovi, ki jih nadzoruje napadalec. Poznamo več 
različnih tehnik DoS napadov, tako na aplikativnem, kot omrežnem nivoju. 
 
Poplava SYN zahtevkov (ang. SYN flood) 
Pri tej tehniki napada napadalec izkoristi potek vzpostavljanja povezave TCP protokola imenovan 
»tri-smerno usklajevanje« oziroma »tri-smerno rokovanje« (ang. three-way handshake). Po 
normalnem rokovanju je vzpostavljanje povezave zaključeno in povezava oziroma TCP seja je 
vzpostavljena. Pri SYN DoS napadu pa se to nikoli ne zgodi in odjemalec po prejemu odziva 
»SYN, ACK« nikoli ne odpošlje svoje potrditve in povzroči zastoj in čakanje na strani strežnika. 
Prav tako lahko napadalec ponaredi izvorni IP naslov in preusmeri SYN-ACK odziv strežnika na 
nek drugi IP naslov, ki bo tako sejo zanikal, saj je nikoli ni vzpostavljal. Če je teh neizvedenih 
rokovanj veliko, se lahko hitro porabi zmogljivost strežnika in storitev postane za druge 
uporabnike nedosegljiva oziroma vedno bolj počasna. 
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Slika 9: Shema napada s poplavo SYN zahtevkov 
Poplava PING paketov (ang. Ping flood)  
Napadalec, tako kot v prejšnjem primeru, poplavi spletno storitev z ECHO zahtevki preko ICMP 
protokola, brez čakanja na odziv. Posledično pride do zgostitve tako vhodnega kot izhodnega 
prometa. Tip napada poimenovan »Ping smrti« temelji na pošiljanju nepravilnega oziroma 
prirejenega ping paketa, ki izrabi varnostno napako sistema in posledično pripelje do neodzivnosti 
strežnika. 
 
Napad HTTP POST 
HTTP POST DoS napad se izvaja višje v aplikativnem nivoju na protokolu HTTP. Sprva 
napadalec pošlje navaden HTTP POST zahtevek s podanim parametrom »Content-Length« v 
glavi zahtevka, ki po pravilih HTTP protokola strežniku sporoči pričakovano velikost podatkov, ki 
se bodo prenesli. Samo pošiljanje predvidenih podatkov se nato začne odvijati zelo počasi (nekaj 
bajtov na sekundo). Napadalec lahko izvede več sto ali tisoč takih zahtevkov vzporedno, kar 
postopoma porabi ves razpoložljiv nabor vhodnih povezav strežnika in tako blokira druge 
legitimne zahtevke. Takšen napad je težje prepoznati, saj z razliko drugih DoS napadov doseže 
svoj namen brez neposrednega blokiranja prometa ali preobremenitve strežniškega sistema. 
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Obstaja seveda še veliko več različnih variacij zgoraj opisanih DoS napadov, odkrivajo pa se 
vedno novi koncepti napadov in zlorabe na varnostnih pomanjkljivosti v sistemih. Obramba pred 
DoS napadi je zahtevna, predvsem zaradi dejstva, da je v veliko primerih težko ločiti med 
zlonamernimi in legitimnimi zahtevki.   
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4 Visoka razpoložljivost spletnih storitev 
Visoko razpoložljiva spletna storitev je razširljiva, kar pomeni, da je taka storitev zmožna, da tudi 
v primerih povečanega števila zahtevkov v istem časovnem intervalu še vedno ostane odzivna in 
je sposobna dosegati opredeljene zahteve delovanja. Glavna cilja uspešnega delovanja spletne 
storitve so predvsem dosežen zahtevani odzivni čas in pretočnost. V splošnem lahko definiramo, 
da nek sistem ni razširljiv, če ne doseže željenega odziva pri večanju količine vhodnih vzbujanj 
[15]. Poznamo dva glavna pristopa k načrtovanju razširljivih spletnih sistemov in storitev [16]. 
4.1 Vertikalna razširljivost 
Vertikalna razširljivost  (ang. scale up) je manj zahtevno povečanje zmogljivost sistema na način, 
da povečamo moč procesiranja oziroma obdelave zahtevkov na enem samem vozlišču. V primeru 
strežnikov lahko preprosto povečamo računsko moč procesorja (CPU), povečamo kapaciteto 
bralno-pisalnega pomnilnika (RAM) ali naprave za shranjevanje podatkov (I/O). Pri tem pristopu 
nam je lahko v pomoč tudi tehnologija za virtualizacijo.  
 
Prednost vertikalne razširljivosti je predvsem v cenovni učinkovitosti in enostavni implementaciji, 
vendar pri taki zasnovi spletne storitve ne rešimo problema napake na enem samem mestu (ang. 
single point of failure), saj imeti le eno vozlišče pomeni, da izpad na tem mestu povzroči izpad 
delovanja celotne storitve. Druga omejitev, s katero se soočimo, je limita dodajanja računske 
moči, saj po določenem doseženem pragu večanje zmogljivosti procesorja ali drugih komponent 
ne doseže pričakovanega učinka ali pa tako večanje tehnično niti ni več mogoče. Na take omejitve 
hitro naletimo v primerih, ko operacijski sistem ne podpira več kot točno določeno število 
procesnih enot (CPU) ali strežniku ni več fizično mogoče dodati večje kapacitete pomnilnika [17]. 
 
Vertikalna razširljivost se predvsem izkaže za učinkovito v primerih, ko je povečanje obremenitve 
sistema ali nekega računskega algoritma določljivo oziroma predvidljivo. V teh primerih lahko z 
dodajanjem več CPU enot dosežemo učinkovito paralelno izvajanje opravil, kar znatno pohitri 
samo izvedbo.  
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4.2 Horizontalna razširljivost 
Horizontalna razširljivost (ang. scale out) je bolj primerna izbira pri načrtovanju visoko 
razpoložljivih spletnih storitev. Pri tem pristopu dodajamo sistemu več vozlišč oziroma fizičnih 
strežnikov, ko se obremenitve povečujejo. Pri dobro načrtovanem horizontalnem razširljivem 
sistemu smo praktično neomejeni pri večanju procesne kapacitete sistema, še več, povečevanje 
zmogljivosti sistema je lahko kar avtomatizirano, vendar je arhitekturna zasnova takega sistema 
veliko bolj zahtevna kot pri vertikalni razširljivosti. Taka zasnova omogoča tudi rešitev problema 
napake na enem samem mestu, saj v primeru izpada enega samega vozlišča naloge prevzamejo 
druga vozlišča v sistemu in celoten sistem še vedno deluje.  
 
Pri načrtovanju takih sistemov se soočamo z zahtevno usklajeno komunikacijo med vozlišči in 
sočasnim dostopom do deljenih resursov, kot so hranilci podatkov in podatkovne zbirke, kar 
imenujemo tudi I/O dostopanje. Pri tem je potreba po učinkovitem I/O delovanju toliko bolj izrazita. 
Prav tako tak sistem potrebuje neko vhodno komponento, ki breme enakomerno porazdeli med 
vozlišči. 
4.3 Uravnoteženje obremenitev 
Uravnoteženje obremenitev (ang. Load Balancing) je združeno v vhodni komponenti v sistem, ki 
optimizira porabo vozlišč in preprečuje preobremenitve določenega vozlišča, poveča pretočnost 
in minimizira odzivni čas. Obdelava zahtevka in odziva z uravnoteženjem obremenitev se lahko 
izvede na dva načina. 
 
1. Posamezna vozlišča spletne storitve končnemu uporabniku niso neposredno vidna ali 
dostopna. Spletna storitev, ki združuje več vozlišč, se internetu predstavlja kot poenotena 
storitev. V tem primeru gre vsak zahtevek skozi centralno vstopno točko, se porazdeli v 
obdelavo na enega od vozlišč, odziv pa se nato vrne uporabniku nazaj preko iste točke, 
kjer je zahtevek vstopil. 
2. V drugem primeru so posamezna vozlišča vidna tudi končnemu uporabniku. Zahtevek 
sicer vstopi preko centralne točke, vendar se vsi odzivi vrnejo uporabniku neposredno iz 
vozlišča, ki je bilo določeno za izvedbo zahtevka.  
 
Osnovna transakcija poteka takole [18]: 
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1. Odjemalec se poskuša povezati na storitev preko določenega IP naslova. 
2. Povezavo sprejme virtualni strežnik (ang. »Load Balancer«), katerega naloga je 
razporeditev zahtevkov in določitev vozlišča, kateri bo prevzel zahtevek za obdelavo. Po 
odločitvi ciljnega vozlišča se spremeni IP naslov destinacije in vrata, ki določajo storitev 
na vozlišču. 
3. Vozlišče sprejme povezavo, obdela zahtevek in vrne odziv, po poti, preko katere je 
zahtevek vstopil.  
4. »Load balancer« prestreže paket, spremeni izvorni IP naslov odziva na svoj IP naslov in 
posreduje paket naprej odjemalcu. 
 
INTERNET
LOAD
BALANCER
ODJEMALEC
Javni IP
naslov
STREŽNIK-1192.168.1.11
STREŽNIK-2
192.168.1.12
STREŽNIK-N192.168.1.<n>
...
192.168.1.1
 
Slika 10: Koncept postavitve sistema za uravnoteženje zahtevkov 
Iz pogleda odjemalca je pot paketa potekala do zunanjega IP naslova storitve in nazaj. V ozadju 
pa virtualni strežnik za uravnavanje zahtevkov preko NAT mehanizma, ki omogoča preoblikovanje 
IP naslovov, sprva prepiše IP naslov destinacije v paketu z destinacijo izbranega vozlišča, pri 
odzivu pa z uporabo bi-direkcijskega NAT prepiše izvorni IP naslov na svoj IP naslov. Če bi paket 
iz vozlišča neposredno poslali odjemalcu, bi ga ta zavrgel, saj se IP naslova destinacije iz izvora 
odziva ne bi ujemala. 
4.3.1 Algoritmi določanja ciljnega vozlišča 
Za optimalno razporeditev obremenitev po posameznih vozliščih je na voljo zajeten nabor 
algoritmov. Za katerega se odločimo je odvisno od narave aplikacije, vsebine in tehničnih 
karakteristik spletne storitve [19]. 
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Sekvenčna metoda »round-robin« 
Enostavna in pogosto uporabljena metoda imenovana »round-robin«, kjer se zahtevki razporedijo 
po seznamu vozlišč en za drugim. Vsaka nova povezava bo dodeljena naslednjemu vozlišču v 
seznamu, ko se doseže zadnji, se zahtevek spet dodeli prvemu vozlišču. Tak pristop je učinkovit 
v primeru, da vsako od vozlišč izvaja isto storitev in ima podobne karakteristike zmogljivosti.  
 
Sekvenčna metoda z upoštevanjem uteži 
Deluje na enak princip kot sekvenčna metoda, le da za vsako vozlišče nastavimo željeno utež, 
kjer večja utež praviloma predstavlja večjo zmogljivost vozlišča. Večja kot je utež, več zahtevkov 
uporabnikov bo preusmerjenih na dano vozlišče. Primer, ko ima vozlišče A utež vrednosti 3, 
vozlišče B pa vrednost 1, bo tak algoritem poskrbel, da bo v primeru vsakega poslanega zahtevka 
na vozlišče B, vozlišče A prejelo 3 zahtevke. Dodatna optimizacija takšnega algoritma je 
dinamično nastavljanje uteži, kjer se uteži posameznih vozlišč spreminjajo glede na trenutno 
obremenitev vozlišča. 
 
Metoda najmanjšega števila povezav 
Obe prejšnji metodi se izkažeta za manj učinkoviti v primerih, ko je vozlišče B preobremenjeno, 
kljub temu, da vozlišče A prejme večje število zahtevkov. V takem primeru vozlišče B drži 
povezave vzpostavljene daljši čas kot vozlišče A. Metoda najmanjšega števila povezav (ang. least 
connections) razporedi zahtevek strežniku, ki v trenutku vzdržuje najmanj aktivnih povezav. 
Algoritem je predvsem učinkovit v primerih, kjer pričakujemo daljše seje. 
 
Metoda izvornega IP naslova 
Odvisno od zahtev storitve je včasih potrebno, da zahtevki določenega uporabnika vedno dospejo 
do istega vozlišča. Večinoma je le izvorni IP naslov zahtevka edina informacija, ki načeloma 
unikatno določa uporabnika. Metoda sicer ni optimalna, saj je lahko več uporabnikov predstavlja 
z istim IP naslovom, IP naslov uporabnika se lahko med sejo spremeni ali pa uporabnik dostopa 
iz več različnih IP naslovov. Poznamo dva različna pristopa implementacije metode. V prvem 
primeru uporabimo deterministični algoritem, k z uporabo zgoščevalne funkcije, ki vključuje izvorni 
IP naslov, število vozlišč in uteži vozlišč, določi ključ, ki uporabnika asociira z določenim 
vozliščem. Seveda se v primeru spremembe števila vozlišč ali uteži vsi uporabniki prerazporedijo 
po različnih vozliščih. Drugi pristop uporabi katerega od zgoraj opisanih algoritmov za določitev 
vozlišča, in upari IP naslova uporabnika z izbranim vozliščem. Vnosi so tabelarično shranjeni v 
pomnilniku in uporabnik je uparjen z vozliščem, dokler vnos ne poteče oziroma vozlišče postane 
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nedosegljivo. Tudi v primeru, ko se vozlišče ponovno vzpostavi, uporabniki niso ponovno 
razporejeni, vendar postavljeno vozlišče sprejema samo nove povezave [20]. 
 
Poznamo tudi druge metode oziroma dopolnitve opisanih metod, ki upoštevajo tudi robne pogoje, 
kot je na primer nedosegljivost vozlišča pri vzpostavljanju storitve ali pa omogočajo uparjanje 
vozlišč z naslovi zahtevkov, kar je predvsem uporabno v primerih, ko zasnova spletne storitve 
zahteva veliko pred-pomnjenja. 
4.3.2 DNS round-robin 
Dodatna in nezahtevna metoda uravnoteženja obremenitev je tehnika imenovana »DNS round-
robin«. V najpreprostejši implementaciji dodelimo DNS zapisu več IP naslovov za povezovanje, 
ki gostijo identično spletno storitev. Pri vsakem DNS zahtevku je seznam IP naslovov naključno 
prerazporejen. Praviloma lahko pričakujemo, da vsak odjemalec za povezovanje vzame prvi IP 
naslov iz seznama. Večina večjih spletnih sistemov uporablja to metodo kot dodatno 
uravnoteženje zahtevkov. Primer je domena google.com, kar lahko preverimo s preprostim 
ukazom »nslookup«, kateremu podamo domeno, katero preverjamo in IP naslov DNS strežnika 
(v spodnjem primeru javni DNS podjetja Google): 
 
t$ nslookup google.com 8.8.4.4 
 
Na primeru vidimo, da poizvedba vrne več kot en IP naslov. Če izvedbo ponovimo, se IP naslovi 
med seboj pomešajo v drugem zaporedju: 
 
t$ nslookup google.com 8.8.4.4 
Server:  8.8.4.4 
Address:  8.8.4.4#53 
 
Non-authoritative answer: 
Name: google.com 
Address: 173.194.112.130 
Name: google.com 
Address: 173.194.112.137 
Name: google.com 
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Address: 173.194.112.136 
Name: google.com 
Address: 173.194.112.132 
... 
 
Tak pristop ima kljub enostavni izvedbi slabost, da nad samo razporeditvijo obremenitev nimamo 
prav nobenega nadzora in je popolnoma naključna. Problem lahko nastane tudi zaradi pred-
pomnjenja DNS zapisov. Tudi v primerih izpada posameznega vozlišča DNS strežnik te 
informacije ne dobi in uporabnikom še vedno vrača seznam vseh IP naslovov vključno z 
nedostopnimi. 
4.4 Pohitritve obdelave zahtevkov 
Poleg uporabe konceptov vertikalne in horizontale razširljivosti lahko pohitrimo tudi obdelavo 
zahtevkov na samem vozlišču. Določene pohitritve obdelave zahtevkov je prinesel že protokol 
HTTP/1.1, ki omogoča odjemalcem, da TCP povezavo pusti odprto za izvedbo več zaporednih 
zahtevkov, kar razbremeni nepotrebno večkratno izvedbo operacij tri-smernega usklajevanja in 
počasnega začetka (ang. slow start) na TCP protokolu. Standard RFC 7230 določa, da strežnik 
določi obravnavo TCP povezave glede na verzijo uporabljenega HTTP protokola in posredovan 
parameter »Connection« v glavi HTTP sporočila: [21] 
 če je vrednosti parametra “close”, se povezava prekine po končanem odzivu, 
 če je verzija protokola HTTP 1.1, povezava privzeto ostane odprta, 
 če je verzija protokola HTTP 1.0, povezava ostane odprta v primeru, da je vrednost 
parametra »keep-alive«. 
 
Še večje možnosti pohitritve pa dosežemo z različnimi strežniškimi zasnovami in principi 
programiranja, ki v večini primerov rešujejo problem zamud pri sinhronizaciji. Pri tem uporabimo 
paralelno oziroma večnitno procesiranje, saj obdelava enega zahteva za drugim ni optimalna. Nit 
v teoriji predstavlja najmanjšo sekvenco programskih navodil, katere izvajanje upravlja in 
razporeja operacijski sistem. V večini primerov je nit implementirana kot del procesa, kar pomeni, 
da lahko znotraj procesa teče več sočasnih niti, ki si med seboj delijo tudi pomnilniški prostor [22]. 
Takšno procesiranje prinaša vidne pohitritve pri novodobnih več jedrnih procesorjih, ki ne le 
preklapljajo med posameznimi nitmi, temveč lahko razporedijo niti v paralelno izvajanje med 
svojimi jedri. Večina spletnih strežnikov, ki so danes pogosto uporabljeni za gostovanje spletnih 
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strani in storitev, uporabljajo med seboj podobne tehnike uporabe več nitnega procesiranja za 
obdelavo zahtevkov, kar omogoča optimalnejšo obdelavo z manjšo porabo sistemskih virov.  
4.4.1 Več-procesno in več-nitno procesiranje 
Pogosta implementacija paralelnega procesiranja zahtevkov je strežniška programska oprema s 
hibridno več-procesno (ang. multi-process) in več-nitno (ang. multi-threaded) zasnovo [23]. 
Kontrolni proces je zadolžen za zagon podrejenih procesov. Vsak od podrejenih procesov ustvari 
fiksno določeno število niti, kar je praviloma nastavljivi parameter strežnika ter nit, ki čaka na 
vhodne povezave in jih posreduje v obdelavo posameznim nitim. Pri tem je pomembno, da proces 
ustvari končen nabor pred-pripravljenih niti (ang. thread pool), saj je inicializacija posamezne niti 
časovno in pomnilniško potraten proces [24]. Tako novim zahtevkom ni potrebno čakati na 
pripravo niti ob prihodu. Prednost več-nitne obdelave zahtevkov je tudi možnost deljenega 
pomnilniškega prostora, do katerega lahko dostopa več niti znotraj procesa. Z večanjem števila 
niti se ponovno pojavi problem sinhronizacije, ki predstavlja dodatno nepotrebno obremenitev. 
 
Do zastojev lahko pride tudi, če spletna storitev med obdelavo zahtevka izvaja zamude operacije 
ali operacije, ki blokirajo izvajanje niti, saj lahko to hitro privede do porabe celotnega nabora 
strežniških niti, posledica česar je zavračanje novih vhodnih zahtevkov. Spletne storitve le redko 
izvajajo procesiranje zahtevkov brez dostopa do podatkovnih zbirk, I/O virov ali do drugih spletnih 
storitev preko omrežnih protokolov. Vse te operacije blokirajo izvajanje.  
4.4.2 Eno-procesna obdelava z dogodki 
Arhitekturno zasnovo, ker strežnik uporabi en proces za obdelavo več sočasnih zahtevkov, 
imenujemo krajše SPED model. Strežnik uporabi sistemske klice, ki ne blokirajo izvajanje procesa 
za izvedbo I/O operacij (operacije na datotekah, nova povezava, itd.) in v primeru spremembe 
(dokončanje izvedbe) umesti končano opravilo v vrsto. Tako je naloga osnovnega procesa 
priprava opravil in obdelava dokončanih opravil, v enem samem procesu ali niti, brez potrebe po 
sinhronizaciji, čeprav se I/O operacije dejansko izvajajo paralelno [25]. Slaba lastnost modela je 
dejstvo, da veliko operacijskih sistemov nima implementirane optimalne obdelave zamudnih I/O 
procesov, predvsem pri branju in zapisovanju na trdi disk, prav tako SPED model zaradi eno-
nitne obdelave zahtevkov ne more izkoristiti prednosti več-jedrnih procesorjev. 
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Slika 11: Eno-procesna obdelava z dogodki 
4.4.3 Asimetrična več-procesna obdelava z dogodki 
Model asimetrične več-procesne obdelave z dogodki, imenovan tudi AMPED, deluje na podoben 
način kot SPED, le da poskuša odpravit pomanjkljivost nekaterih zamudnih paralelnih izvedb I/O 
procesov v operacijskemu sistemu, predvsem pisanja in branja trdega diska, tako da za te 
procese odredi izvajanje asinhrono na ločenih oziroma pomožnih nitih [24]. Niti se lahko izvedejo 
na ravni jedra operacijskega sistema (ang. kernel) v istem strežniškem procesu ali kot ločen 
proces. 
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Slika 12: Asimetrična več-procesna obdelava z dogodki 
4.5 Omejevanje zahtevkov 
Pri izvedbi razširljivih spletnih storitev se hitro srečamo s situacijo, kjer je potrebno nekatere 
zahtevke obdelati hitreje kot druge, ali pa bi radi določen nabor zahtevkov po doseženi meji 
blokirali. Pri tem si pomagamo s konceptom stopenjskega omejevanja (ang. rate limit), kjer 
določimo uteži in pravila obdelave, ker zahtevek pred izvršitvijo prosi za dovoljenje za izvedbo. 
Tako omejevanje lahko uporabimo tudi za prioritetne dostope do virov ali drugih internih operacij. 
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V osnovni izvedbi omejevanja operacij izdajamo dovoljenja s fiksno hitrostjo, definirano kot število 
dovoljenih operacij na sekundo. Število vhodnih zahtevkov v spletno storitev lahko omejujemo: 
 
● glede na uporabnika, kjer določenemu uporabniku dovolimo le omejen nabor zahtevkov v 
minuti ali drugi časovni enoti, 
● glede na IP naslov, kar sicer deluje dobro v primerih nezaželenih IP naslovov, vendar 
lahko povzroči probleme, če je več uporabnikov skritih za istim IP naslovom, 
● glede na operacijo, kjer poskrbimo, da se določena zamudna metoda spletne storitve 
izvede le do neke omejitve števila na minuto. 
 
Omejevanje zahtevkov predstavlja tudi učinkovit korak pri obravnavi nekaterih napadov na 
spletno storitev iz omrežja ali pri nezaželeni uporabi storitve.  
 
Izvedbe spletne storitve na HTTP protokolu v primeru zavrnitve zahtevka vrne privzeto kodo 429, 
ki oznanja, da je uporabnik prekoračil mejo števila zahtevkov v dani časovni enoti. V glavi HTTP 
odziva je priporočeno zapisati tudi parameter »Retry-After«, ki sporoča odjemalcu število sekund 
do možne naslednje poizvedbe, kot je prikazano na spodnjem primeru.  
 
HTTP/1.1 429 Too Many Requests 
Content-Type: application/json 
Retry-After: 3600 
  
35 
 
5 Izvedba spletne storitve 
Izvedba spletne storitve je predvsem odvisna od aplikacije oziroma funkcionalnosti, katero želimo 
ponuditi končnemu uporabniku. Pri načrtovanju moramo izbrati standardne protokole, ki jih bo 
spletna storitev uporabljala in tehnologijo oziroma nabor strežniške programske opreme in 
komponent na osnovi katerih bo spletna storitev implementirana. Pri tem se velikokrat lahko 
opremo na odprtokodne programske knjižnice in sisteme, ki nam znatno olajšajo delo, predvsem 
pri izvajanju funkcionalnosti omrežnega povezovanja, programske podpore protokolom, I/O 
operacij in operacij na nivoju operacijskega sistema.  
5.1 Arhitekturna zasnova 
Za potrebe tega diplomskega dela sem izbral široko uporabljeno odprtokodno strežniško izvajalno 
okolje node.js na operacijskem sistemu Linux. Na osnovi omenjenih tehnologij sem implementiral 
spletno storitev, ki podpira protokole HTTP/1.1, HTTP/2 in CoAP ter je zasnovana po priporočilih 
REST. Zaradi zagotavljanja visoke razpoložljivosti ima spletna storitev izvedene različne, v tem 
diplomskem delu omenjene, tehnike optimizacije. 
 
HAProxy
(Round-robin)
HTTP/1.1
odjemalec
HTTP/1.1
Node.js HTTP :8081
Node.js HTTP :8082
Node.js HTTP :8083
Node.js HTTP :8084
Node.js HTTP/2 :8085
Node.js CoAP :8086
CoAP
HTTP/2
odjemalec
CoAP
odjemalec
HTTP/2
 
Slika 13: Arhitekturna zasnova spletne storitve 
Jedro spletne storitve je logika oziroma funkcionalnost, ki izvaja zapisovanje in branje naključnega 
niza podatkov s trdega diska in izvajanje procesorsko potratne operacije računanja približka 
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števila pi. Predno se nek zahtevek v celoti izvrši, se preveri avtentičnost pošiljatelja ter 
verodostojnost prejetega sporočila s primerjavo izračuna HMAC. Spletna storitev je dostopna 
preko HTTP protokola in različnih vrat, ki lahko delujejo tudi na fizično ločenih strežnikih za 
zagotavljanje horizontalne razširljivosti. Na njih se povezuje strežnik HAProxy, ki skrbi za 
uravnoteženje zahtevkov in dostopnost iz enega IP naslova. Dostop do spletne storitve preko 
CoAP protokola je neposreden, saj je zagotavljanje uravnoteženja zahtevkov na transportnem 
protokolu UDP težavno in manj učinkovito, zato je razširljivost v tem primeru omejena.  
5.2 Izvajalno okolje node.js 
Node.js je visoko zmogljivo odprtokodno izvajalno okolje implementirano na motorju za izvajanje 
programskega jezika Javascript imenovanim V8, ki je sestavni del spletnega brskalnika Google 
Chrome. V8 prevede programsko kodo javascript v strojno kodo glede na arhitekturo procesorja, 
na katerem se izvaja (x86-64, ARM, MIPS ...) po principu JIT. Med izvajanjem prevedena strojna 
koda je še dodatno optimizirana, kar omogoča hitrosti izvajanja primerljive programom napisanim 
v programskem jeziku C/C++ [26]. Druga pomembna komponenta okolja node.js je programska 
knjižnica Libuv, ki skrbi za osnovni proces priprave opravil (ang. event loop) in asinhrono izvajanja 
zamudnih I/O operacij. Del okolja je tudi upravljalnik programskih paketov imenovan »Node 
package manager«, ki omogoča poenoteno nameščanje referenčnih programskih knjižnic. 
Node.js ima tudi vgrajeno podporo protokolom HTTP, TLS/SSL in UDP. Spletna storitev v okolju 
node.js se kot omenjeno izvaja v eni procesni, ki omogoča sočasno izvajanje opravil po konceptu 
dogodka (ang. event) in povratne zanke (ang. callback), ki se izvede, ko se neko opravilo konča, 
kar prikazuje spodnji primer. 
 
async.parallel([  
  funkcija_1,  
  funkcija_2, ...,  
  funkcija_<N> 
], function(err, results) {  
  // Nadaljevanje izvajanja po končanih asinhronih opravilih. 
}); 
 
37 
 
Blokado osnovnega izvajalnega procesa prepreči tudi asinhrono branje ali zapisovanje podatkov 
na ravni operacijskega sistema, ki ga v node.js okolju izvršimo s preprostim klicem in povratno 
funkcijo. 
 
fs.readFile("datoteka.txt", function(err, buffer) {  
  var content = buffer.toString();  
}); 
5.3 Uravnoteženje zahtevkov s HAProxy 
HAProxy je odprtokodni strežniški programski paket, ki zagotavlja visoko razpoložljivost in 
uravnoteženje zahtevkov za spletne storitve dosegljive preko protokolov TCP/HTTP. Tako kot 
izvajalno okolje node.js je zasnovan na konceptu enega procesa z dogodki, kar omogoča manjšo 
uporabo pomnilnika, kar je, za zagotavljanje delovanja pod velikim številom sočasnih zahtevkov, 
ključnega pomena. Tako je s HAProxy mogoče procesiranje več sto opravil v milisekundi, pri 
uporabi nekaj kilobajtov pomnilnika [27]. Spletna storitev preko HTTP protokola ni neposredno 
izpostavljena na svetovni splet, vse vhodne zahtevke vedno prestreže HAProxy in jih posreduje 
izbrani instanci v obdelavo. Postavitev HAProxy strežnika zahteva vhodno (prejem HTTP 
zahtevkov) in izhodno konfiguracijo (distribucijo zahtevkov čez več instanc spletne storitve). V 
vhodni konfiguraciji definiramo dostopna vrata, tip protokola in zaledno konfiguracijo: 
 
frontend webservices  
  bind *:80  
  mode http 
  default_backend wshttp 
 
Izhodna konfiguracija definira seznam IP naslovov strežnikov, kjer se izvaja spletna storitev in 
metodo uravnoteženja zahtevkov (v našem primeru »round-robin«). Parameter »fowardfor« 
poskrbi, da ciljna instanca dobi dodaten podatek X-Forwarded-For v glavi HTTP zahtevka, kjer je 
zapisan IP naslov odjemalca. Parameter »httpchk« definira HEAD HTTP poizvedbo, s katero 
HAProxy preverja, če je kateri od naslovljenih strežnikov postal nedosegljiv in ga v tem primeru 
lahko izloči iz nabora.  
 
backend wshttp 
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  mode http  
  balance roundrobin  
  option forwardfor  
  option httpchk HEAD * HTTP/1.1\r\nHost:\ www  
  server ws01 127.0.0.1:8081 check 
  server ws02 127.0.0.1:8082 check 
  server ws03 127.0.0.1:8083 check 
5.4 Avtentičnost in verodostojnost zahtevkov 
Spletna storitev zagotavlja avtentičnost pošiljatelja in verodostojnost prejetih zahtevkov s 
preverjanjem podpisa oziroma posredovanega HMAC izračuna, ki temelji na zgoščevalnem 
algoritmu SHA-256. Binarni zapis HMAC-SHA256 je izračunan na podlagi zasebnega ključa 
uporabnika in parametrov vsebine znakov zahtevka, kodiranih v UTF-8, ki vključuje metodo 
zahtevka (GET, POST, ...), pot iz URL naslova zahtevka, vsebino zahtevka in časovni žig med 
seboj ločene z novo vrstico. Izračunan podpis se posreduje v glavi zahtevka v parametru 
»Authentication«, kot kombinacija javnega ključa uporabnika in po metodi Base64 kodiranega 
bitnega izračuna podpisa, ki sta med seboj ločena s podpičjem, kot prikazuje spodnji primer HTTP 
zahtevka: 
 
Authorization: BMIXIOSFODNN7;flxl56RwaSoYIEdixDQcA4OnAnc= 
 
Implementacija izračuna HMAC-SHA256 izvede sledeča funkcija, ki na podlagi javnega ključa 
poišče zasebni ključ v interni tabeli uporabnikov. 
 
signReq: function(apiKey, message) { 
var secret = this.authKeys[apiKey]; 
  if(secret == null) throw new Error('Invalid API key'); 
  return crypto.createHmac('SHA256', secret) 
.update(message).digest('base64'); 
} 
 
Tak način avtentikacije je neodvisen od izbranega protokola.  
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5.5 Analiza obdelave zahtevkov  
Postavljeno spletno storitev sem analiziral z obremenitvenimi testi (ang. load testing), kar nam 
omogoča prepoznati morebitna ozka grla v izvajanju oziroma med seboj primerjati odzivnost 
različnih izvedb posameznih komponent. Pri tem moramo biti pozorni na celoten proces obdelave 
zahtevka, od omrežnega protokola, prejema, razporejanja opravil, do priprave odziva. 
Obremenitveni test izvedemo tako, da z uporabo namenske programske opreme obremenimo 
spletno storitev z velikim številom sočasnih zahtevkov. Za izvedbo testa preko HTTP/1.1 
protokola sem uporabil orodje ApacheBench organizacije Apache, ki strežniku pošlje izbrano 
število sočasnih HTTP zahtevkov s sledečim ukazom: 
 
ab -n 1000 -c 10 http://192.168.0.10:8080 
 
Parameter -n predstavlja skupno število vseh zahtevkov, parameter -c pa poda število sočasnih 
povezav na strežnik, katerega IP naslov je podan z zadnjim argumentom v ukaznem nizu. 
ApacheBench izvede poizvedbe na strežnik glede na podane parametre in izpiše poročilo 
testiranja, ki vsebuje med drugim tudi podatke o povprečnem številu zahtevkov na sekundo, 
poprečnem času enega zahtevka, hitrost prenosa, itd. Prav tako je pred začetkom testiranja 
potrebno preveriti pretočnost povezave do strežnika, saj v primeru, da dosežemo polno 
kapaciteto, postavimo zgornjo mejo tudi simulirani obremenitvi strežnika in tako ne merimo več 
dejanske odzivnosti strežnika. V ta namen lahko uporabimo orodje iperf3, ki ga namestimo na 
strežnik in odjemalec. Meritev pretočnosti do spletne storitve izvedemo na odjemalcu s 
prikazanim ukaznim nizom, ki predstavi rezultate v razmaku 1 sekunde: 
 
iperf3 -c 192.168.0.10 
Connecting to host 192.168.0.10, port 5201 
[  4] local 192.168.0.14 port 53085 connected to 192.168.0.36 port 5201 
[ ID] Interval           Transfer     Bandwidth 
[  4]   0.00-1.00   sec   1.12 MBytes  9.44 Mbits/sec 
[  4]   1.00-2.00   sec   1.25 MBytes  10.5 Mbits/sec 
 
Podatek o povprečnem pretoku podatkov nam po končanem testu poda ApacheBench, nato 
preverimo, da se le-ta ni preveč približal pretočnosti omrežja. 
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Spletna storitev se izvaja na operacijskem sistemu Ubuntu Linux z izvajalnim okoljem node.js in 
nameščenim HAProxy orodjem s štiri jedrno procesno enoto Intel Core i7 (2,6 GHz) in 4GB 
pomnilnika. Z orodjem ApacheBench sem simuliral različno število sočasnih uporabnikov oziroma 
povezav, ki dostopajo do spletne storitve s 100 poizvedbami preko protokola HTTP/1.1. Pri 
vsakem zahtevku se izvede računska operacija, katere povprečni čas izvedbe na strežniku je 
47ms. Meritev sem izvedel v treh različnih načinih, v prvem se izvaja samo en node.js proces, v 
drugem se node.js proces izvaja v načinu grozda (ang. »cluster«), ki omogoča podporo izvajanja 
več sočasnih procesov, v tretjem primeru pa node.js procese upravlja strežniško orodje HAProxy. 
 
 1 2 4 8 32 
node.js 20,74 20,36 20,65 20,10 20,17 
node.js 4-procesi (cluster) 22,14 42,46 71,78 70,90 68,52 
node.js 4-procesi HAProxy 23,02 38,05 72,54 74,55 73,48 
Tabela 1: Število doseženih zahtevkov na sekundo pri različnem številu sočasnih uporabnikov 
in različni konfiguraciji strežnika 
Rezultati pri delovanju le enega node.js procesa niso presenetljivi, saj ne glede na število 
sočasnih uporabnikov dosežemo okoli 20 zahtevkov na sekundo, kar se ujema z dejstvom, da je 
bilo testiranje izvedeno na operaciji s povprečnim časom malo pod 50ms. V ostalih dveh primerih 
je spletna storitev popolnoma izkoristila štiri jedrni procesor tako, da sem osnovni proces razdelili 
na štiri ločene podprocese, in tako dosegel tudi za faktor 3,5 več obdelanih zahtevkov na sekundo 
na enem fizičnem strežniku. V zadnjem primeru node.js aplikaciji zahtevke posreduje strežnik 
HAProxy, kar pa je izmed treh edina v praksi razširljiva rešitev, saj bi v primeru potrebe po še 
boljšem odzivnem času node.js aplikacije lahko namestili na več ločenih fizičnih strežnikov znotraj 
internega omrežja, katerim bi HAProxy posredoval zahtevke iz strežnika, ki bi imel vzpostavljeno 
internetno povezavo.  
 
Pomemben vidik zagotavljanja boljše odzivnosti spletne storitve je tudi asinhrono izvajanje I/O 
operacij, kar sem preveril na primeru branja niza podatkov v datoteki na trdem disku pod različnim 
skupnim številom obremenitev pri 32 sočasnih dostopih. Hitrost zahtevkov sem meril v načinu 
komunikacije med odjemalcem in virtualnim strežnikom na istem fizičnem računalniku, kjer 
sintetični omrežni adapter dosega hitrosti do 10 Gbps, tako da simulirani omrežni pretok ni motil 
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izvajanja bralnih operacij. Okolje node.js ima že vgrajeno in privzeto podporo za asinhrono branje, 
omogoča pa tudi sinhrono branje, ki seveda blokira izvajanje osnovnega izvajalnega procesa. Z 
uporabo asinhronega branja sem dosegel tudi do faktor 1.7 več obdelanih zahtevkov na sekundo, 
kot pri sinhronem branju. 
 
 10 102 103 104 
Asinhrono 341 450 504 587 
Sinhrono 225 265 324 342 
Tabela 2: Število doseženih zahtevkov na sekundo pri različni izbiri načina branja podatkov 
(asinhrono ali sinhrono) glede na število poslanih zahtevkov 
V spletno storitev sem implementiral podporo trem protokolom: HTTP/1.1, HTTP/2 in CoAP. 
Podpora HTTP/1.1 je sestavni del ogrodja node.js, pri ostalih dveh pa sem se moral zanesti na 
ločene odprtokodne implementacije programskih knjižnic. Trenutno še ni na voljo orodij za 
natančno analizo zahtevkov preko HTTP/2 in CoAP protokolov, zato sem se moral zanesti na 
odjemalce izbranih odprtokodnih knjižnic in napisati programsko kodo orodja za merjenje 
pretečenega časa pri izvedbi zahtevka, kjer sem uporabil implementacije različnih protokolov. 
Preveril sem povprečne vrednosti odzivnega časa od poslanega zahtevka do prejetega odziva 
čez 25 ponovitev v razmaku 1 sekunde pri različnih velikostih odzivov. Pri vsaki poizvedbi se je 
vzpostavila nova povezava preko TCP protokola, v primeru CoAP protokola pa preko UDP. 
 
 1 kb 100 kb 1Mb 2 Mb 
HTTP/1.1 11,6 232 1857 3790 
HTTP/2 200 321 1742 3450 
CoAP 7,25 - - - 
Tabela 3: Povprečni odzivni čas v milisekundah pri različni velikosti odzivov 
Rezultat pravzaprav prikazuje, kako je dobro napisana in preverjena programska knjižnica za 
procesiranje določenega protokola pravzaprav ključna za doseganje dobrih rezultatov. 
Implementacija HTTP/1.1 protokola, ki je tudi sestavni del node.js ogrodja in je dobro testirana in 
preverjena, da najbolj konsistentne rezultate. Protokol HTTP/2 prikaže sicer boljše rezultate pri 
večjih prenosih, vendar je odzivni čas slabši pri manjših prenosih, kar lahko pripišemo slabšemu 
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upravljanju programske knjižnice z omrežno povezavo pri vzpostavitvi povezave. CoAP protokol 
je dosegel najhitrejše odzivne čase pri prenosu podatkov v razponu nekaj kilobajtov, saj poleg 
prenesene vsebine doda le 9 bajtov podatkov v glavi, prav tako uporablja hitrejši UDP protokol 
za prenos. Pri večjih prenosih nad 100 kilobajtov pa so bili odzivi zakasnjeni tudi do več deset 
sekund, kar je poizvedbo naredilo neuporabno. Rezultat ponovno kaže na morebitne 
pomanjkljivosti v implementaciji programske knjižnice pri upravljanju s pošiljanjem podatkov. 
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6 Zaključek 
Zasnova visoko razpoložljive in varne spletne storitve zahteva natančen in premišljen inženirski 
pristop na celotni poti zahtevka, od prenosa preko omrežnih protokolov, do sprejema, obdelave 
in vrnitve rezultata. Pri izvedbi se lahko zanesemo na v tem diplomskem delu predstavljene in 
opisane tehnike in na ta način morebiti že dosežemo zadovoljivo stopnjo odzivnosti oziroma 
razpoložljivosti. V nekaterih primeri pa je odzivnost odvisna tudi od same funkcionalnosti in interne 
logike spletne storitve. V teh primerih moramo analizirati, kako posamezne operacije odzivajo pri 
večjih obremenitvah, ter na podlagi dobljenih rezultatov optimizirati in prilagoditi logiko izvajanja.  
 
Pri izvedbi spletne storitve si vsekakor olajšamo naše delo z uporabo tehnologij iz bogatega 
nabora odprtokodnih orodij, ki so prosto dostopne na svetovnem spletu. Odprtokodne programske 
rešitve, ki sem jih uporabil za implementacijo spletne storitve v tej nalogi, so se izkazale za dobro 
implementirane in stabilne, tudi pod večjimi obremenitvami. V primeru izvajalnega okolja node.js 
je predvsem pomembna odlična podpora I/O operacijam, ki ne blokirajo izvajanja celotne spletne 
storitve in možnost preglednega pisanja asinhrono izvedene programske kode v programskem 
jeziku javascript, brez neposrednega upravljanja z nitmi. Tudi dejstvo, da člani node.js fundacije 
izvajalno okolje neprestano dopolnjujejo in optimizirajo ob podpori večjih tehnoloških korporacij 
(Microsoft, Intel, RedHat) [28], priča o smiselnosti uporabe te programske rešitve za 
implementacijo spletnih storitev. Pomembna komponenta je tudi programski paket za 
uravnoteženje zahtevkov. V tej nalogi sem uporabil orodje HAProxy, ki z razporejanjem zahtevkov 
omogoča razširljivo zasnovo spletne storitve in hkrati deluje kot filter, saj omogoča tudi zaščito 
pred zlonamerno spremenjenimi paketi na omrežju in DDos napadi. 
 
Za komunikacijo spletne storitve z odjemalci je par protokolov TCP/HTTP, predvsem zaradi široke 
popularnosti, dolgo časa veljal kot edina izbira. S prihodom specifikacij novih protokolov HTTP/2.0 
in CoAP pa to ne velja več. HTTP/2.0 odpravlja pomanjkljivosti protokola HTTP/1.1 in dodaja 
nove nivoje optimizacije. CoAP pa je dobra alternativa pri komunikaciji IoT naprav, saj je njegova 
prednost predvsem v manjši velikosti sporočil in preprostosti UDP protokola na katerem deluje. 
Pri implementiranju delovanja obeh omenjenih protokolov v spletno storitev sem opazil, da še 
nista deležna tako dobre podpore, tako s strani odjemalcev kot orodij in programskih knjižnic, kot 
jo ima protokol HTTP/1.1. Tudi odprtokodne programske knjižnice, ki omogočajo programiranje 
HTTP/2 ali CoAP protokolov, so v začetni razvojni fazi, kar predstavlja omejitve pri zanesljivosti 
in slabši odzivnosti zahtevkov v določenih primerih.   
44 
 
 
Spletne storitve in komunikacija M2M postaja vedno bolj pomembno področje raziskovanja v 
internetnih tehnologijah. Zahteve po vedno večji odzivnosti, pretočnosti podatkov in številu 
sočasnih odjemalcev se bodo s naraščanjem števila uporabnikov svetovnega spleta, kot tudi 
vedno večjega števila naprav in senzorjev s področja IoT, še povečevale. V tem diplomskem delu 
sem tako predstavil in preveril tehnologije in pristope zasnove razširljivih spletnih storitev, ki bodo 
v vedno bolj povezanem svetu ljudi in naprav predstavljale ključno vlogo posredovanja, obdelave 
in hranjenja podatkov. 
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