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Abstract—Agent Oriented Software Engineering (AOSE) is one 
of the fields of the agent domain with a continuous growing interest. 
The reason is that the possibility to easily specify and implement 
agent-based systems is of a great importance for the recognition of 
the add-value of the agent technology in many application fields. 
This paper presents an attempt towards this direction, by proposing a 
kind of roadmap of how one can combine the MaSE methodology for 
agent-oriented analysis and design and JADEX, a FIPA compliant 
agent development framework, for an implementation of multi-agent 
systems. Our objective is realized through the presentation of the 
analysis, design and implementation phases, of a water treatment 
plant information management system. 
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I. INTRODUCTION 
URING the last few years, there has been a growth of 
interest in the potential of agent oriented software 
engineering. Several development environments to build agent 
systems (for example Zeus [3], AgentBuilder [12], AgentTool 
[7] and RETSINA [13]) and software frameworks to develop 
agent applications in compliance with the FIPA specifications 
(for example FIPA-OS [10], JADE [2] and Jadex [3]) have 
been proposed. These development environments and 
software frameworks demanded that system analysis and 
design methodologies, languages and procedures would 
support them. As a consequence, many of these were 
proposed along with a methodology (e.g. Zeus [6], AgentTool  
[7]) while in parallel have been proposed some promising 
agent-oriented software development methodologies, such as 
Gaia [13], AUML [1], Tropos [4], MASE [8]. However, 
despite the possibilities provided by these methodologies, we 
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believe that a further progress must be made, so that agent-
based technologies realize their full potential, concerning the 
full covering of the software life cycle and the proposal of 
standards to support agent interoperability. 
This paper discusses an attempt to use MaSE in order to 
engineer a multi-agent system (MAS) that is to be 
implemented with the JADEX framework. The main aim of 
this paper is to share our experience to analyze, design and 
implement a MAS, by combining MaSE and JADEX, in the 
context of the Water Treatment Plant Information 
Management System (WTPIMS), with people who are 
interested in the development of real life agent-based systems. 
The MaSE methodology can be applied in a high level design. 
There is no given way to go from a MaSE model to a system 
implementation. Thus, the aim of this paper is to describe a 
kind of roadmap for implementing a MaSE model using the 
JADEX framework. Towards this end, we provide some 
additional modeling techniques and make some slight 
modifications to the MaSE original specification, without 
obviously altering its philosophy and concepts. 
This paper is organized in the following way. In sections 2 
and 3 we briefly present the MaSE methodology and JADEX 
framework. In section 4 we provide a sample MaSE model. In 
section 5 we provide a methodology for converting the MaSE 
model to a JADEX implementation. Finally, section 6 
concludes. 
II. MASE METHODOLOGY OVERVIEW 
MaSE methodology is a methodology for developing 
heterogeneous multi-agent systems. MaSE covers the 
complete lifecycle of the system, from the analysis to the 
design utilizing a number of graphically based models. The 
models are transformed into diagrams in order to describe 
system agents, their communications, and the internal 
structure of each agent detailed in depth.  
MaSE is supported by a software engineering tool called 
AgentTool [7]. AgentTool allows the designer to formally 
specify all the MaSE models. It also supports automated 
design transformations and automatic verification of inter-
agent communications. 
Figure 1 depicts phases in MaSE methodology. There are 
two basic phases in the MaSE: analysis and design. The first 
phase, Analysis, includes three steps: Capturing Goals, 
Applying Use Cases and Refining Roles. The purpose of the 
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Analysis phase is to produce a set of roles whose tasks 
describe what the system has to do to meet its overall 
requirements. MaSE assumes that the development process 
starts with a requirements specification which includes the 
whole set of well-defined requisites. Using the initial 
requirements of the system, in the Capturing Goals step, the 
goals are identified and structured into a Goal hierarchy 
diagram. Next, the Applying Use Cases stage identifies the 
use cases and creates the sequence diagrams to help to define 
an initial set of roles. These use cases are, like in UML, a 
basic scenario about the desired behavior of the system. 
Finally, the Refining Goals phase transforms the goals 
previously obtained into a set of roles. Together with roles, a 
set of tasks is created; tasks define the role behavior. This step 
implied the construction of a Role Model Diagram and several 
Concurrent Task Diagrams, each one specifying the role 
behavior for each task, using a finite state automaton. 
The main aim of the design stage is to define the overall 
system organization by transforming the roles and tasks 
introduced during analysis into agent types and conversations. 
The design stage is composed of four phases: Creating Agent 
Classes, Constructing Conversation, Assembling Agent 
Classes, and System Design. 
The first stage maps roles to groups of agent classes and 
creates the Agent Classes Diagram. Next, in Constructing 
Conversation, all the conversations are detailed. Description 
of each conversation needs two Communication Classes 
diagrams: one diagram for the initiator agent and another for 
the responder. In the phase of Assembling Agent Classes, the 
architecture used for agents is decided and then all the internal 
agent components are defined. Finally, it is in the System 
Design where the number, kind and location of each agent 
instance are shown in the Deployment Diagram. 
III. JADEX OVERVIEW 
Jadex [3] is a Java based, FIPA compliant agent 
environment, and allows to develop goal oriented agents 
following the BDI model. Jadex provides a framework and a 
set of development tools to simplify the creation and testing of 
agents. 
Jadex framework consists of an API, an execution model, 
and predefined reusable generic functionality. The API 
provides access to the Jadex concepts when programming 
plans. Plans are plain Java classes, extending a specific 
abstract class, which provides useful methods e.g. for sending 
messages, dispatching sub goals or waiting for events. Plans 
are able to read and alter the beliefs of the agent using the API 
of the belief base. 
In addition to the plans coded in Java, the developer 
provides an XML based Agent Definition File (ADF), which 
specifies the initial beliefs, goals, and plans of an agent. 
 
Fig. 1 MaSE Phases 
 
The Jadex runtime engine reads this file to instantiate an 
agent model, and executes the agent by keeping track of its 
goals while continuously selecting and executing plan steps, 
based on internal events and messages from other agents. 
Figure 2 shows an overview of the Jadex framework.  
 
 
Fig. 2 Jadex Abstract Architecture [3] 
 
A Jadex agent has two basic parts: 
1. An Agent Definition File (ADF) written in XML and 
2. A set of Java classes, which specialize Jadex built-in 
classes, to specify how plans (intentions) are constructed 
out of beliefs and goals (desires). 
Figure 3 illustrates a basic part consists in a Jadex agent. 
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Fig. 3 Jadex Agent Basic Part [3] 
IV. CASE STUDY 
Throughout the following sections, we refer to the “Water 
Treatment Plant Information Management System 
(WTPIMS)” case study that is aimed to automatically generate 
daily, weekly and monthly quality reports for all of the Water 
Treatment Plant (WTP) plants. This research used data from 
Sungai Johor and Sungai Layang WTPs located in Johor, 
Malaysia managed by Strategi Tegas Sdn. Bhd. (STSB) as the 
case study. STSB manages three water treatment plants (two 
are located at the Sungai Johor WTP and one is located at the 
Sungai Layang WTP). Besides the WTP, there are three 
reservoirs managed by the STSB (two are located at Mount 
Austin and one is at Bukit Lunchu). 
The main goal of the WTP is to reduce the level of 
pollution of the water at the lowest cost, that is, to remove 
within possible measure, strange pollutants of the inflow 
water to the plant prior to discharge to the environment. So, 
the effluent water has low levels of the pollutants. However, 
the management of a WTP is a complex task that requires the 
supervision of human experts. Among the difficulties in 
managing the WTP are: 
• The system is dynamic; it is under continuous changes 
that can directly modify the performance of the process.  
• The domain is ill structured; the treatment depends on 
uncontrolled factors such as the water contamination 
degree at each moment and the unexpected chemical and 
biological reactions. 
• There are several workers interacting with the system, 
each one with particular functions and goals that make the 
control process multidisciplinary and heterogeneous. 
Therefore, to ease this task, multi-agent systems provide a 
framework for a more efficiently control in environmental 
process. Current management of the WTP is summarized in 
the Figure 4. The biological process generates a large amount 
of data from the operation of sensors and the analysis of 
samples. On-line information is collected by a set of 
Programmable Logic Controllers (PLC) that transfers it to the 
Supervisory Control and Data Acquisition (SCADA) system. 
The latter can interact with the process by modifying 
automatically some parameters, or it can only show the 
information to the plant operator. Off-line information is 
provided by the laboratory analysis of process samples for 
quality control purposes. 
The WTPIMS is aimed to provide an environment where 
data from both SCADA and laboratory analysis for all the 
three plants are integrated and reconciled. The WTPIMS will 
have ability to construct flexible reporting to different levels 
of management: 
• Operator – unit process level 
• Team leader / Supervisor – inter-process level 
• Plant management – facility level.  
The reports related to an industry’s water use seem infinite. 
A facility’s reporting needs vary dramatically and include 
those reports required by regulation as well as those needed 
for process control management. The system will 
automatically generate reports based on a default schedule or 
set by the authorized person. Reports produced can be 
grouped into four major groups; Lab and Quality Monitoring 
report, Filtered and Treated Water Stage report, Chemical 
Consumption report and Raw Water Stage report. The aim of 
the system is to increase the effectiveness of effective 
communication between operating staff, middle management 
and executives. The system will automatically notify the 
management for all the reports that are auto generated. The 
management then can access the automatically generated 
reports by choosing the report from the list of the available 
reports. This system is appropriate to use the agent approach 
since the report must be proactively provided to the plant 
staffs who manage the plants. Therefore, the system to be 
developed requires its components to show a high degree of 
autonomy.  
 
 
Fig. 4 Current management in the WTP 
 
V. MASE MODELS 
In order to better understand our proposal on how MaSE 
and JADEX can be combined to analyze, design and 
implement a MAS, we will present a prototype of the water 
treatment plant information management system that is 
currently being implemented. This MAS was analyzed and 
designed using a MaSE methodology and implemented using 
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the Jadex framework. 
A. Analysis Phase 
After taking into account the functional requirements, the 
system goals have been identified. These goals are included in 
a Goal Hierarchy Diagram as depicted in a Figure 5. In this 
diagram the main goals were: schedule reports, generate 
reports, display reports and send notification. With an iterative 
process all the main goals were discomposed in sub-goals. For 
instance, the main schedule report has been divided into: 
schedule daily, schedule weekly and schedule monthly. 
In the Role Model Diagram of the water treatment plant 
information management system, five roles were identified by 
the developer; Schedule manager, Report manager, Report 
Generator, Viewer and Notifier. To satisfy each goal, a role 
develops certain tasks. In Figure 6, the association between 
report generator role and task is detailed: producing report. 
Finally, all interactions involving tasks (communication 
protocols) are shown in the same figure. With these roles and 
tasks the designer defined the internal behavior of each role in 
Concurrent Task Diagram Models. Figure 7 depicts an 
example of concurrent task diagram model for scheduling a 
report. 
 
 
Fig. 5 Goal Hierarchy Diagram of the WTPIMS System 
 
 
Fig. 6 Role Diagram of the WTPIMS System 
 
 
Fig. 7 Concurrent Task Diagram for scheduling the report 
 
B. Design Phase 
The final results of this stage are the Agent Classes 
Diagram that shows the overall agent system classes and 
conversations among them. Four agents have been identified: 
UserInterface, RepManager, RepGeneration and 
SchedManager. Figure 8 shows four agent classes, their 
associated roles and the corresponding conversations. 
 
 
Fig. 8 Agent Class Diagram 
 
In MaSE, a conversation is a coordinator protocol between 
two agents and it documents a communication class diagram 
for the initiator and responder of each conversation by finite 
state machines. Figure 9 shows the "Scheduling Report state 
diagram" for the scheduler manager agent as an initiator. 
Figure 10 shows the “Scheduling Report state diagram” for 
the report generator agent as a responder. 
 
 
Fig. 9 Scheduling Report Conversation (Initiator) 
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Fig. 10 Scheduling Report Conversation (Responder) 
VI. DEVELOPING JADEX AGENTS FROM MASE MODELS 
MaSE does not use BDI concepts throughout the whole 
development cycle. Therefore, when moving from the MaSE 
model to an implementation using the Jadex framework, some 
assumptions need to be made.  In our work, the task of each 
role identified in MaSE analysis is considered as its plan to 
achieve its goals with correspondence with the Jadex 
terminology. 
A.  Detailed Design Phase 
Many important design issues have yet to be considered and 
covered while trying to implement a MaSE model  with the 
Jadex framework. Some of them are: a) Agent Internal 
Architecture, b) Social Architecture and c) Communication. 
Jadex is focused on the use of BDI-concepts for its agent 
internal architecture. Hence, these have to be supported by the 
MaSE. MaSE needs to be able to describe how goals (by 
which plan) can be achieved and which beliefs these plans 
need to access. For this, we propose a slight modification to 
the agent architecture model compared to the original agent 
architecture model presented in MaSE. We believe that this 
modification able to properly described BDI-concepts 
elements to be implemented using Jadex. Figure 11 shows an 
example of internal architecture of a scheduler manager agent 
(SchedManager). 
 
 
Fig. 11 Scheduler Manager Agent Internal Architecture 
 
MaSE uses roles as a concept to structure a MAS and to 
identify single agent classes. Roles are not explicitly 
supported by Jadex, they can be implemented using services. 
MaSE describes protocols between agents as the exchange of 
messages in relation to the processing inside the agents. We 
found that this representation is of the same suitability for 
Jadex. 
B. The Jadex Implementation 
The procedure is quite straightforward. All MaSE role tasks 
are translated to Jadex plan for the agent. Jadex uses the plan-
library approach to represent the plans of an agent. For each 
plan, a plan head defines the circumstances under which the 
plan may be selected and a plan body specifies the actions to 
be executed. The most important parts of the head are the 
goals and/or events which the plan may handle and a reference 
to the plan body. 
Figure 12 depicts an example of a plan head for the 
scheduler manager agent. The plan head is very simple in this 
case and consists only of the obligatory body expression that 
describes how a plan body is created at runtime and how it is 
triggered. As the trigger refers to the “schedule_report” goal 
type it is applicable for each goal instance of that type. The 
plan body, as depicted by Figure 13 is a Java class named 
“SchedulingReportPlan” that extends the Jadex framework 
class “Plan”. Inside the mandatory body() method the plan 
create a message event to send a request to a report generator 
agent. 
 
 
Fig. 12 Plan head example 
 
 
Fig. 13 Plan body example 
 
Each task identified in the role model and detailed in the 
concurrent task diagrams, has been used as basis for defining 
the details of each conversation. From the communication 
class diagrams of both the agent that initiates the conversation 
and the responder the interaction protocols that must be used 
were identified. For instance, when a report is scheduled to be 
generated, the scheduler manager agent makes a request for 
writing a report to its report generator  agent using a FIPA-
Request. This is implemented through a message event 
declared in the Scheduler Manager Agent as depicted in 
Figure 14. 
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In the ontology development, the facilities of Jadex relating 
Protégé integration using Beanynizer Generator tool have 
been exploited. The basic elements of the defined ontology 
have been: 
• Concepts: User, Report, Schedule. 
• Actions performed by agents: TriggerGenerate, 
RetrieveReportTemplate, RetrieveReportDetails, 
RetrieveReport, Notify. 
• Predicates: SystemUsers. 
To create and start an agent in Jadex, the system needs to 
know the properties of the agent to be instantiated. A 
complete definition of an agent is defined in a XML based 
Agent Definition File (ADF). The initial state of an agent is 
determined among other things by the beliefs, goals, and the 
library of known plans. Figure 15 depicts part of the scheduler 
manager agent definition file. Based on the example, the 
initial belief for the agent consists of three objects namely the 
reference to the report generator agent, the report and the 
timer to trigger a message to be sent to the report generator 
agent. 
 
 
Fig. 14 Declaration of a message event in the scheduler manager 
agent 
Summarizing, the following steps should be followed in 
order to easily translate a MaSE model to a Jadex 
implementation:  
1. Define all plans for an individual agent using the tasks 
identified in the MaSE role model. Based on the role 
model, we can know which goals and sub-goals that the 
plan needs to achieve. 
2. Define the details of each agent conversation by using the 
MaSE role model and its detailed concurrent task 
diagrams. 
3. Identify both the agent that initiates the conversation and 
the responder and the interaction protocols to be used by 
using the communication class diagram of both the 
initiator and responder agent. 
4. Define the XML based Agent Definition File by using the 
improved MaSE internal architecture diagram.  
 
Fig. 15 Extracted Scheduler Manager Agent Definition File example 
VII. CONCLUSION 
This paper has presented the analysis, design and 
implementation phases of a Water Treatment Plant 
Information Management System. As mentioned before, the 
only pretension we have with this paper is to share our 
experience on how one can combine the MaSE methodology 
and the Jadex development environment in order to implement 
a real multi-agent system. MaSE methodology is an easy to 
use agent-orient software development methodology that 
however presently, covers only the phases of analysis and 
design. On the other hand Jadex is a FIPA specification 
compliant agent development environment that gives several 
facilities for an easy and fast implementation. Our aim was to 
reveal the mapping that may exists between the basic concepts 
proposed by MaSE for agents specification and agents 
interactions and those provided by Jadex for agents 
implementation, and therefore to propose a kind of roadmap 
for agents developers.  
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