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1.#Introducción.!
!La!robótica!esta!experimentando!un!gran!crecimiento!impulsado!por!los!avances!logrados!en!computación,!sensores,!comunicaciones,!electrónica!y!software.!!Un!robot!es!un!agente!artificial!mecánico!o!virtual.!Es!una!maquina!usada!para!realizar!un!trabajo!automáticamente!y!es!controlado!por!una!computadora.!!Si!bien!la!palabra!robot!puede!utilizarse!para!agentes!físicos!y!agentes!virtuales!de!software,!estos!últimos!se!denominan!“bits”!para!diferenciarlos!de!los!otros.!!En!general,!un!robot!,!para!ser!considerado!como!tal,!debería!presentar!algunas!de!estas!propiedades:!!
• No!es!natural,!sino!que!ha!sido!creado!artificialmente.!!
• Puede!sentir!su!entorno.!!
• Puede!manipular!cosas!de!su!entorno.!!
• Tiene!cierta!inteligencia!o!habilidad!para!tomar!decisiones!basadas!en!el!ambiente!o!en!una!secuencia!pre!programada!automática.!!
• Es!programable.!!
• Puede!moverse!en!uno!o!más!ejes!de!rotación!o!translación.!!
• Puede!realizar!movimientos!coordinados.!!!De!todas!maneras,!no!hay!acuerdos!ni!una!definición!precisa!de!que!se!considera!robot.!!Joseph!Engelberger,!un!pionero!en!la!industria!robótica,!expreso!claramente!esta!idea!con!una!frase:!“No!puedo!definir!un!robot,!pero!reconozco!uno!cuando!lo!veo”.!!Los!robots!pueden!ser!usados!en!todo!tipos!de!tareas!como!por!ejemplo:!la!minería,!agricultura,!industria,!etc.…!!La!Robótica!podría!dividirse!en!dos:!robots!manipuladores!y!robots!móviles.!!Los!robots!manipuladores!son!mayormente!usados!en!la!industria.!Uno!de!estos!robots!puede!ser!el!Puma!560.!
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!! Figura!1.01!–!Robot!manipulador!Puma!560.!!Como!se!puede!ver!el!la!figura!los!robots!manipuladores!están!compuestos!de!articulaciones!(conexión!de!dos!cuerpos!rígidos,!pueden!ser!circulares!o!prismáticos)!y!enlaces!(cuerpo!rígido!que!une!dos!articulaciones.).!!Pueden!tener!varios!grados!de!libertad!(3R,!5R,!etc..).!Como!ejemplo,!el!Puma!560!(Figura!1.01)!tiene!6R!(Figura!1.02).!!
!! Figura!1.02!–!Grados!de!Libertad!del!Puma!560.!!!
! 15!
Los!robots!móviles!se!pueden!diferenciar!de!dos!tipos:!indoor!(dentro!de!un!espacio!controlado)!y!outdoor!(al!aire!libre).!!Y!dentro!de!estos!dos!tipos,!los!robots!móviles!con!ruedas!o!con!patas.!!!
!!Figura!1.03!–!Robot!móvil!con!ruedas!(Spirit).!!!
!!Figura!1.04!–!Robot!móvil!con!patas!(modelo!spider).!!!Tanto!en!los!robots!manipuladores!como!en!los!robots!móviles!tienen!puntos!en!común:!el!modelado!cinemático,!el!modelado!dinámico,!el!control!(arquitecturas,!algoritmos),!la!planificación,!reconocimiento!del!entorno,!etc.…!!En!este!proyecto!se!centrara!en!los!robots!móviles!con!ruedas,!que!se!explicaran!más!detalladamente!en!el!capítulo!2.!!!!
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1.1#Objetivos#del#PFC#! Durante!el!desarrollo!del!proyecto!se!han!ido!planteando!y!resolviendo!objetivos!concretos.!A!continuación!se!describen!los!objetivos!principales!del!PFC:!!
• Elección!de!los!componentes!físicos!del!robot.!!
• Diseño!e!implementación!de!las!PCBs!necesarias.!!
• Desarrollo!del!firmware!que!llevará!el!robot.!!
• Desarrollo!del!software!para!controlar!remotamente!el!robot.!!
1.2#Estructura#del#PFC#!El!presente!proyecto!se!encuentra!dividido!en!9!capítulos,!que!se!describen!a!continuación:!!
• Capítulo!1:!Introducción.!En!este!capítulo!se!hace!una!pequeña!introducción!a!la!robótica,!sobretodo!a!la!robótica!móvil.!!
• Capítulo!2:!Estado!del!Arte.!En!este!capítulo!se!hace!una!explicación!de!la!cinemáticas!de!los!robot!móviles.!!
• Capítulo!3:!Hardware.!En!este!capítulo!se!hace!una!explicación!de!los!componentes!físicos!que!compondrán!el!robot.!!
• Capítulo!4:!Esquemas!PCBs.!En!este!capítulo!se!hace!una!explicación!del!diseño!de!las!PCBs!que!formaran!parte!del!robot.!!
• Capítulo!5:!Construcción!del!robot.!En!este!capítulo!se!hace!una!explicación!de!cómo!se!construye!el!robot.!!
• Capítulo!6:!Comunicaciones.!En!este!capítulo!se!hace!una!explicación!de!los!tipos!de!!comunicaciones!que!se!usan!en!el!proyecto.!!
• Capítulo!7:!Software.!En!este!capítulo!se!hace!una!explicación!de!código!del!firmware!y!de!la!interface!del!software!que!controlara!el!robot.!!!!
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• Capítulo!8:!Valoración!económica!y!planificación.!En!este!capítulo!se!hace!un!desgloso!de!los!gastos!que!se!han!ido!haciendo!tanto!por!componentes!como!por!mano!de!obra!y!la!planificación!del!proyecto.!!
• Capítulo!9:!Conclusiones!e!Incidencias.!En!este!capítulo!se!explican!las!incidencias!que!se!produjeron!durante!la!realización!del!proyecto!y!las!conclusiones.!!
• Capítulo!10:!Bibliografía.!En!este!capítulo!se!basa!en!mostrar!las!fuentes!de!información!que!se!han!usado!durante!la!realización!del!proyecto.!!
• Capítulo!11:!Anexos.!En!este!capítulo!se!muestran!los!códigos!tanto!del!firmware!como!del!software!de!control!remoto,!y!una!breve!explicación!de!la!fresadora.!!!
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2.#Estado#Del#Arte.!
!Antes!de!empezar!con!la!cinemática!de!robots!móviles!explicaremos!unos!conceptos!básicos!que!se!necesitan!para!la!compresión!de!lo!que!explicara!en!este!documento.!!<!Variables!! La!posición!de!la!estructura!del!robot!queda!completamente!definida!con!tres!variables!escalares,!dos!lineales!y!otra!angular!(x,!y,!Θ),!cuya!forma!vectorial!(p)!se!denomina!posición!del!vehículo.!!Su!derivada!de!primer!orden!respecto!al!tiempo!(p)!se!denomina!vector!de!velocidad!del!vehículo,!y!separadamente!(x,!y,!Θ)!velocidades!del!robot.!!
!!Figura!2.01!<!Figura!de!variables!de!posicionamiento.!!<!Centro!Instantáneo!de!Rotación!(ICR)!! Se!define!como!el!punto!por!el!cual!cruzan!los!ejes!de!todas!las!ruedas.!Es!el!punto!alrededor!del!cual!el!robot!gira!en!un!instante!determinado.!!En!el!caso!de!que!el!robot!tenga!una!trayectoria!recta,!el!punto!ICR!esta!en!el!infinito.!!
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!!Figura!2.02!+!Figura!del!Centro!Instantáneo!de!Rotación!(ICR).!!+!Cinemática!!La!cinemática!se!refiere!a!como!se!mueve!el!robot!,!hay!dos!tipos:!! +!Directa:!dada!lo!posición!inicial!y!los!movimientos!realizados,!cuál!es!la!posición!final!del!robot.!! +!Inversa:!dada!la!posición!inicial!y!final!deseadas,!cuál!es!la!serie!de!movimientos!que!debe!realizar!el!robot.!!+!Restricciones!Cinemáticas!!Un!sistema!es!Holonómico!si!la!cantidad!de!grados!de!libertad!que!se!pueden!controlar!es!igual!a!los!grados!de!libertad!disponibles.!Ej.:!Omnidireccional.!!Y!un!sistema!No!Holonómico!es!aquel!que!no!puede!controlar!todos!los!grados!de!libertad!disponibles.!Ej.:!Diferencial.!!
2.1$Robots$Móviles$(RM)$!La!mayoría!de!los!robots!móviles!que!se!han!reportado!en!artículos,!construidos!y!evaluados,!utilizan!ruedas!para!su!locomoción.!!!Esto!se!debe!a!que!los!robots!móviles!con!ruedas!son!más!eficientes!en!energía!que!los!robots!de!patas!o!de!orugas!en!superficies!lisas!y!firmes.!!Por!otro!lado,!los!vehículos!con!ruedas!requieren!un!número!de!partes!menor!y!menos!complejas,!en!comparación!con!los!robots!de!patas!o!de!orugas,!lo!que!permite!que!su!construcción!sea!más!fácil.!!!
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Adicionalmente,!el!control!de!las!ruedas!es!menos!complejo!que!la!actuación!de!las!patas!o!de!las!orugas,!además!causan!menor!desgaste!de!la!superficie!en!comparación!con!las!bandas!de!las!orugas.!!Existen!diferentes!configuraciones!cinemáticas!para!los!robots!móviles.!!!A!continuación!se!explicara!alguna!de!estas!configuraciones:!!
2.1.1$Robot$Móvil:$Diferencial$!Uno!de!los!esquemas!más!sencillos.!!!Consta!de!dos!ruedas!colocadas!en!el!eje!perpendicular!a!la!dirección!del!robot.!Cada!una!de!las!ruedas!es!controlada!por!un!motor!diferente.!!De!esta!manera!el!giro!del!robot!viene!determinado!por!la!velocidad!de!las!ruedas,!si!la!rueda!derecha!es!la!que!tiene!mayor!velocidad!el!robot!girar!a!la!izquierda!y!viceversa.!!Uno!de!los!problemas!que!tiene!la!configuración!diferencial!es!la!estabilidad!del!robot,!de!ahí!que!se!le!coloquen!ruedas!suplementarias.!Estas!ruedas!son!ruedas!de!giro!libre,!se!orienta!hacia!la!dirección!del!robot.!!
!!Figura!2.03!J!Modelo!del!Robot!Diferencial.!
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A!continuación!se!explicara!su!cinemática.!Partimos!de!la!ecuación!de!la!velocidad!de!la!rueda:!!V!=!r!·! ! ! !!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!(2.01)!!Y!de!esa!ecuación!sacamos!las!ecuaciones!de!VL!y!VR!(Velocidades!de!las!ruedas):!!VL!=!rw!·!L! ! ! ! !!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!(2.02)!!VR!=!rw!·!R! ! ! ! !!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!(2.03)!!Ahora!calcularemos!la!distancia!recorrida!por!la!rueda!Izquierda!(SL),!la!rueda!Derecha!(SR)!y!el!Centro!del!Robot!(Sc).!!SL!=!a!·!Θ! ! ! ! !!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!(2.04)!!SR!=!(a!+!L)!!·!Θ! !!!!!!!!!! ! !!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!(2.05)!!SC!=!Θ!·!R! ! ! ! !!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!(2.06)!!Si!se!iguala!“a”!en!las!ecuaciones!2.04!y!2.05,!obtenemos:!!SR!=!SL!+!(L!·!Θ)!! !! ! ! !!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!(2.07)!!Se!deriva!la!ecuación!2.07:!!VR!=!VL!+!(L!·!Θ)!! ! ! ! !!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!(2.08)!!Θ!=!!!! !!!! ! ! ! ! !!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!(2.09)!!Ahora!se!suman!las!ecuaciones!2.04!y!2.05:!!SL!+!SR!=!a!·!Θ!+!((a!+!L)!!·!Θ)!=!2!·!Θ!·!(a!+!!!)!! !!!!!!!!!!!!!!!!!!!!!!!!!!!!(2.10)!!donde!!R!=!a!+!!!! ! ! ! ! ! !!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!(2.11)!!ahora!se!sustituye!en!la!ecuación!2.06!la!ecuación!2.10!!SC!=!!!! !!!! !!!! !!!!!! !!!!!!!!!!!!!!! ! !!! !!!!!!!!!!!!!!!!!!!!!!! !(2.12)!!se!deriva!la!ecuación!2.12!y!se!obtiene:!
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VC!=!!!! !!!! !!! ! ! ! !!!!!!!!!!!!!!! ! !!!!!!!!!!!!!!(2.13)!!Si!se!deriva!la!ecuación!2.06!obtendremos:!!V!=!R!·!Θ! ! ! ! ! ! ! !!!!!!!!!!!!!!!!!!!!!!!!!!!!(2.14)!!Se!despeja!la!ecuación!2.14!con!las!ecuaciones!2.13!y!2.09!!!!! !!!! !=!R!·!!!!! !!!! !! ! ! ! ! !!!!!!!!!!!!!!!!!!!!!!!!!!!!(2.15)!!R!=!!!!!·!(!!! !!!!!! !!!)!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!(2.16)!!Si!VR!=!VL!la!solución!de!la!ecuación!es!R!=!,!por!lo!tanto!el!ICC!esta!en!el!infinito,!por!lo!que!el!robot!avanzara!en!línea!recta.!Si!VR!=!<VL!!la!solucione!es!R!=!0,!por!lo!tanto!el!ICC!esta!en!el!centro!del!robot!(C)!con!lo!que!la!trayectoria!del!robot!será!girar!sobre!si!mismo!con!centro!en!C.!!!Así!es!como!quedaría!finalmente!la!formulas!para!la!Cinemática!Directa:!! !Θ = ! !!! !!!!!!! !!!! ! = !
!! !!!!! !! ! !!!!  = rw 
!! !!!!! !! ! !!    (2.17) 
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2.1.2$Robot$Móvil:$Triciclo$!Consta!de!tres!ruedas.!Las!dos!ruedas!traseras!pasivas!que!no!están!controladas!por!ningún!motor,!sirven!de!soporte.!La!dirección!y!tracción!del!robot!son!proporcionadas!por!la!rueda!delantera.!!Estos!sistemas!tiene!buena!estabilidad!y!simplicidad!mecánica,!tiene!facilidad!!para!ir!recto!y!su!cinemática!es!más!compleja.!!
!!Figura!2.04!C!Modelo!del!Robot!Triciclo.!!La!velocidad!de!la!rueda!delantera!se!consigue!de!la!ecuación!2.01!y!se!obtiene!!Vd!=!d!·!rw!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!(2.18)!!donde!d!es!la!velocidad!angular!de!la!rueda!delantera!y!rw!es!el!radio!de!la!rueda.!!El!radio!de!curvatura!R!se!da!con!la!siguiente!ecuación:!! R!=!L!·!tan!(!! − !γ)!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!(2.19)!!
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Para!obtener!d!se!parte!de!la!ecuación!siguiente!!S!=!L!·!Θ!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!(2.20)!!donde!S!es!la!distancia!de!la!curvatura!alrededor!de!Θ.!Se!deriva!la!ecuación!2.20!y!se!obtenemos:!!V!=!L!·!Θ!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!(2.21)!!V!es!una!de!las!componentes!de!la!velocidad!de!la!rueda!delantera!del!robot.!La!rueda!delantera!tiene!un!ángulo!γ!respecto!a!la!horizontal!del!robot.!Así!podemos!decir!que!!!V!=!rw!·!d!·!sin!(γ)!=!Vd!·!sin!(γ)!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!(2.22)!!Ahora!se!iguala!esta!ecuación!con!la!2.21!y!el!resultado!da:!!Vd!·!sin!(γ)!!!=!L!·!Θ!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!(2.23)!!Se!despeja!Θ!!de!la!ecuación!y!se!obtiene:!!Θ!=!!!!·!!"#!(!)! = !·!!!!·!!"#!(!)! !!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!(2.24)!!Para!obtener!la!velocidad!del!robot!se!usa!la!siguiente!ecuación:!!V!=!Vd!·!cos!(γ)!=!d!·!rw!·!cos!(γ)!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!(2.25)!!Con!lo!que!las!ecuaciones!de!la!Cinemática!Directa!serían:!!V!=!d!·!rw!·!cos!(γ)!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!(2.26)!!Θ!=!!·!!!!·!!"#!(!)! !!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!
! 26!
2.1.3$Robot$Móvil:$Ackerman$!Es!usado!en!la!industria!del!automóvil.!Posee!dos!ruedas!trasera!de!tracción!y!dos!ruedas!delanteras!para!la!dirección.!Esta!configuración!esta!hecha!para!evitar!el!derrape!de!las!ruedas.!Así!la!rueda!delantera!interior!tiene!un!γi!ligeramente!mayor!que!el!ángulo!de!la!rueda!exterior!γe!cuando!el!robot!esta!girando.!!Esta!configuración!constituye!un!buen!sistema!de!tracción,!aplicable!a!terrenos!inclinados.!!Tiene!una!mayor!complejidad!mecánica!que!el!triciclo!por!el!acoplamiento!entre!las!2!ruedas!de!dirección.!Sus!principales!ventajas!son:!buena!estabilidad!y!facilidad!de!ir!derecho.!La!desventaja!es!su!complejidad!cinemática.!!!
!!Figura!2.05!<!Modelo!del!Robot!Ackerman.!!
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Partiendo!de!la!Figura!2.05!obtenemos!las!siguientes!ecuaciones:!!cot!(γ!)!=!!!!!!! !!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!(2.27)!!cot!(γ!)!=!!! !!!! !!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!(2.28)!!se!igualamos!la!“R”!de!las!ecuaciones!2.27!y!2.28!!cot!(γ!)!–!cot!(γ!)!=!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!(2.29)!!En!la!figura!2.03!se!añadió!una!rueda!imaginaria!delantera!central,!si!no!hacemos!caso!a!las!ruedas!delanteras!laterales,!tenemos!un!esquema!muy!parecido!al!del!Triciclo.!Entonces!igualando!la!R!de!la!ecuación!2.30!con!las!2.27!y!2.28!se!obtiene:!!cot!(γ!)!=!!! !!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!(2.30)!!cot!(γ!)!=!cot!(γ!)!+! !!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!! ! ! ! ! !!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!(2.31)!cot!(γ!)!=!cot!(γ!)!<! !!!!!!donde!γ!!es!el!equivalente!a!γ!en!el!esquema!del!Triciclo.!!Para!calcular!la!velocidad!del!la!rueda!imaginaria!(VS)!se!hace!como!se!indica!en!la!formula!siguiente:!!VS!=! !!"# !!!=!!·!!!!!" !! !!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!(2.32)!!donde!v!es!la!velocidad!de!las!ruedas!motrices!que!en!este!esquema!son!las!ruedas!traseras.!!Con!lo!que!las!ecuaciones!de!la!Cinemática!Directa!son:!!!V!=!VS!·!cos!(γ!)!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!(2.33)!Θ!=!!!!·!!"#!(!!)! !!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!! !
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2.1.4$Robot$Móvil:$Omnidireccional$!El!desplazamiento!en!un!robot!omnidireccional!permite!una!gran!maniobrabilidad.!Los!robots!omnidireccionales!pueden!girar!en!cualquier!dirección!en!cualquier!momento!sin!requerir!una!orientación!especifica.!Por!ese!motivo!es!necesario!que!el!robot!tenga!un!tipo!especifico!de!ruedas:!ruedas!omnidireccionales!o!suecas.!!
!!Figura!2.06!–!Imagen!de!una!Rueda!Omnidireccional.!!Se!requieren!más!de!dos!ruedas!omnidireccionales!para!mover!a!un!robot.!!!Para!explicar!la!cinemática!de!un!robot!omnidireccional,!hay!que!explicar!la!cinemática!de!las!ruedas!especiales!que!usa.!!
!!Figura!2.07!<!!Modelo!de!una!rueda!Omnidireccional.!
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Sabiendo!que:!! <!XR,!YR:!son!los!ejes!del!robot.!<!L:!es!la!distancia!del!centro!del!robot!a!la!rueda!<!α:!es!el!ángulo!respecto!el!eje!X!en!el!que!se!coloca!la!rueda.!<!XW,!YW:!son!los!ejes!de!la!rueda.!<!β:!es!el!ángulo!de!inclinación!respecto!al!chasis!del!robot.!<!ω:!es!la!velocidad!angular!de!la!rueda.!<!VX,!VY:!son!las!velocidades!de!la!rueda!en!sus!respectivos!ejes.!<!Θ: es!su!orientacion.!!Deducimos!para!el!eje!Y:!! !!! = !!! · cos! = !!! · cos π2 − α + β = !!! · sin(! + ! + !)!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!(2.34)!!!!! = !−!! · cos(! + ! + !)!! ! !!!!!!!!!!! ! !!!!!!!!!!!!!!!!!!!!!!!!!!!!(2.35)!!!!! = !−! · ! · cos!(! + !)!!! ! ! ! !!!!!!!!!!!!!!!!!!!!!!!!!!!!(2.36)!!!"!_! = !! · !!!!!! ! ! ! ! !!! !!!!!!!!!!!!!!!!!!!!!!!!!!!!(2.37)!!!! · sin ! + ! + ! − !! · cos ! + ! + ! − !! · ! · cos ! + ! =! · !!!!! !!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!(2.38)!! sin ! + ! + ! ! −cos ! + ! + ! −! · cos ! + ! · !! !− ! ·! = 0!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!(2.39)!!siendo!!! = ! !!!!! !! ! ! ! ! ! ! ! !!!!!!!!!!!!!!(2.40)!!Si!se!hace!lo!mismo!para!el!eje!X!nos!sale:!!!"!_! = !0!! ! ! ! ! ! ! ! !!!!!!!!!!!!!!(2.41)!!!!cos ! + ! + ! ! sin ! + ! + ! ! · sin ! + ! · !! = 0!!!!!!!(2.42)!!!En!estas!formulas!falta!la!orientación!del!robot:!!!"!_! = !! · !!!! ! ! ! ! ! !!! !!!!!!!!!!!!!!(2.43)!
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! sin ! + ! + ! ! −cos ! + ! + ! −! · cos ! + ! · !! Θ ·! !− ! · ! = 0!!! !!!!!!!!!!!!!!! ! ! ! !!!!!!!!!!!!!!!!!!!!!!!!!!!!(2.44)!!y!!!"!_! = !0!! ! ! ! ! ! ! ! !!!!!!!!!!!!!!(2.45)!!! !cos ! + ! + ! ! sin ! + ! + ! ! · sin ! + ! ! · !! Θ · !! = 0!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!(2.46)!!!
!!!Figura!2.08!–!Modelo!del!Robot!Omnidireccional.!!
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Dada!las!formulas!de!la!rueda!omnidireccional!y!sabiendo!que!se!tienen!que!aplicar!para!cada!rueda!y!teniendo!en!cuanta!que!el!robot!móvil!!omnidireccional!que!usaremos!en!este!proyecto!las!variables!β!y!η!son!igual!a!0!y!que!la!L!(distancia!del!centro!del!robot!a!la!rueda)!es!igual!para!todas!las!ruedas,!nos!queda!la!siguiente!formula!para!la!cinemática!inversa:!!!!ω!ω!ω! = ! !! · ! sin!! −cos!! −!sin!! −cos!! −!sin!! −cos!! −! · ! !!!!Θ !!!!!!!!!!! ! !!!!!!!!!!!!!!(4.47)!!!Y!para!la!cinemática!directa:!! !!!!!Θ = !! · ! sin!! −cos!! −!sin!! −cos!! −!sin!! −cos!! −! !! · ! ω!ω!ω! !!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!(4.48)!!!!!!!!!!!!!!!!!!!!!!!!!!!!!
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2.1.5$Ventajas$y$Desventajas$de$los$Robots$Móviles$! !
Robot% Ventaja% Desventaja%
Diferencial%
<!Fácil!construcción.!<!Fácil!control.!<!Posibilidad!de!girar!sobre!su!propio!eje.! <!No!puede!realizar!una!trayectoria!horizontal.!
%
Triciclo%
<!Fácil!construcción.!<!Fácil!control.!<!Posibilidad!de!girar!sobre!su!propio!eje.! <!No!puede!realizar!una!trayectoria!horizontal.!
%
Ackerman%
<!Estabilidad!!en!terrenos!irregulares.!
<!Difícil!construcción.!<!Difícil!control.!<!No!tiene!la!posibilidad!de!girar!sobre!su!propio!eje.!<!No!puede!realizar!una!trayectoria!horizontal.!
Omnidireccional% <!Fácil!Construcción.!<!Gran!maniobrabilidad.! <!Difícil!control.!!! !! Figura!2.09!<!Cuadro!de!Ventajas/Desventajas!de!robots!móviles.!!!!!!!!!!!!!!!!!!
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2.2#Simulación#de#RM#Omnidireccional#con#Matlab.#! Para!comprobar!que!las!formulas!de!la!cinemática!del!robot!móvil!con!cinemática!omnidireccional,!son!correctas!se!hizo!una!simulación!con!la!herramienta!Matlab.!!Si!realizo!un!esquema!en!Simulink:!!
!! Figura!2.10!–!Esquema!en!Simulink!de!la!cinemática!omnidireccional.!!!Dentro!de!La!caja!de!“Forward!Kinematics”!(Cinemática!directa)!se!colocara!la!siguiente!estructura:!!
!!Figura!2.11!–!Esquema!de!Forward!Kinematics.!!La!“Matlab!Function”!que!se!ve!en!la!figura!2.11!es!donde!se!introduce!la!formula!4.48!en!lenguaje!de!Matlab.!!Que!tiene!como!entradas!las!velocidades!angulares!y!como!salida!las!velocidades!y!orientación!del!robot.!!
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!! Figura!2.12!–!Código!de!Matlab!de!la!Cinemática!Directa.!!Y!gracias!a!la!caja!“Trayectory!Generation”!podemos!ver!la!trayectoria!que!seguiría!el!robot!según!los!parámetros!que!le!pongamos!de!entrada!a!la!cinemática!directa.!!
!! Figura!2.13!–!Código!de!Matlab!de!la!Generación!de!Trayectoria.!
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Dándonos!en!un!plot!la!trayectoria!que!esperábamos!según!los!valores!de!entrada!dados:!! !<!Vx!=!1!durante!1!segundo.!<!Vy!=!1!durante!1!segundo.!<!Vx!=!<1!durante!1!segundo.!<!Vy!=!<1!durante!1!segundo.!<!Θ!=!π!/!2!durante!1!segundo!! Siendo!R1,!R2!y!R3!las!tres!ruedas!de!robot!y!C!el!centro!del!robot.!Quedando!la!trayectoria!de!la!siguiente!manera.!!
!!Figura!2.14!–!Simulación!de!la!trayectoria.!
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! !
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3.#Hardware.!
!En!este!capítulo!se!explicará!todos!los!componentes!físicos!del!robot!móvil!con!cinemática!omnidireccional!que!se!usaran!durante!el!proyecto.!Algunos!de!ellos!se!podrán!reutilizar!como!la!estructura!del!robot!y!los!ejes,!otros!serán!nuevos!como!los!motores!y!reductoras.!!
3.1$Estructura$del$robot.$! El!robot!tiene!una!estructura!esférica!de!acero!con!unas!medidas:!!Radio:!25!cm!!Ángulos!de!los!ejes!de!las!ruedas:!120º!!Peso:!4,5!Kg!!
!!Figura!3.01!O!Estructura!del!robot!móvil!Omnidireccional.!!! Esta!estructura!será!donde!se!colocaran!los!demás!componentes!como!las!reductoras,!ejes,!motores,!PCBs,!batería,!etc..!!Sera!la!misma!estructura!que!se!utilizaba!anteriormente!para!el!antiguo!robot.!!!!!!
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3.2$Motor$Paso$A$Paso$! Los!motores!paso!a!paso!se!diferencian!de!los!de!CC!en!que!estos!pueden!fijar!su!eje!en!una!posición!fija!o!paso,!pudiendo!mantener!su!posición.!Estos!motores!tienen!un!imán!permanente!en!su!eje!y!como!estator!hay!colocadas!alrededor!varias!bobinas.!Al!alimentar!una!de!estas!bobinas!se!genera!un!campo!magnético!que!atraerá!el!imán!y!permanecerá!ahí!hasta!que!otra!bobina!genere!otro!campo!magnético!o!hasta!que!la!bobina!deje!de!generar!el!campo!magnético,!haciendo!así!que!el!eje!gire.!!
!!Figura!3.02!–!Foto!de!un!motor!paso!a!paso.!!Motores!Paso!a!Paso!(ahora!en!adelante!PaP)!hay!dos!tipos:!P Bipolar:!Este!tipo!de!motor!PaP!lleva!dos!bobinas!separadas!entre!si.!Para!su!funcionamiento!hace!falta!invertir!la!polaridad!de!las!bobinas!en!un!orden!adecuado.!!
!!Figura!3.03!P!Esquema!de!un!motor!paso!a!paso!bipolar.!!
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! A! A’! B! B’!
1! 1! 0! 1! 0!
2! 1! 0! 0! 1!
3! 0! 1! 0! 1!
4! 0! 1! 1! 0!!Figura!3.04!P!Tabla!de!funcionamiento!de!motor!paso!a!paso!bipolar.!!P Unipolar:!Este!tipo!de!motor!PaP!puede!tener!5!o!6!cables,!dependiendo!si!tiene!el!cable!común!unido!en!el!interior!o!no.!!!Una!de!sus!peculiaridades!es!que!si!el!cable!común!se!deja!libre!este!puede!actuar!como!un!motor!PaP!bipolar.!!!
!!Figura!3.05!P!Esquema!de!un!motor!paso!a!paso!unipolar.!!Existen!tres!métodos!de!funcionamiento!para!este!tipo!de!motor.!!P!Paso!Simple:!! Esta!secuencia!es!la!más!simple!de!las!tres,!no!se!obtiene!mucha!fuerza!ya!que!la!activación!se!hace!en!una!sola!bobina!a!la!vez!para!poder!arrastrar!y!sujetar!el!rotor!del!eje!del!motor.!!!!
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! A! A’! B! B’!
1! 1! 0! 0! 0!
2! 0! 1! 0! 0!
3! 0! 0! 1! 0!
4! 0! 0! 0! 1!!Figura!3.06!.!Paso!Simple!de!motor!paso!a!paso!unipolar.!! .!Paso!Doble:!Con!esta!combinación!activamos!cada!vez!dos!bobinas!con!lo!que!se!obtiene!un!mayor!campo!magnético.!Los!pasos!también!serán!más!bruscos.!!!
! A! A’! B! B’!
1! 1! 1! 0! 0!
2! 0! 1! 1! 0!
3! 0! 0! 1! 1!
4! 1! 0! 0! 1!!Figura!3.07!.!Paso!Doble!de!motor!paso!a!paso!unipolar.!!.!Medio!Paso:!Esta!combinación!es!una!combinación!de!las!dos!anteriores,!con!ella!se!obtiene!unos!pasos!más!pequeños!y!precisos.!!Es!por!eso!que!necesita!el!doble!de!pasos!que!las!combinaciones!anteriores.!!
! A! A’! B! B’!
1! 1! 0! 0! 0!
2! 1! 1! 0! 0!
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3! 0! 1! 0! 0!
4! 0! 1! 1! 0!
5! 0! 0! 1! 0!
6! 0! 0! 1! 1!
7! 0! 0! 0! 1!
8! 1! 0! 0! 1!!Figura!3.08!P!Medio!Paso!de!motor!paso!a!paso!unipolar.!!En!la!realización!de!este!proyecto!se!usara!un!motor!PaP!unipolar.!!
3.3$Caja$Reductora$! La!reductora!es!una!caja!que!consiste!en!un!grupo!de!engranajes!para!reducir!la!velocidad!de!un!motor.!Los!hay!de!muchos!tipos!según!que!se!use!para!reducir!la!velocidad:!tornillo!sin!fin,!engranajes!planetarios,!tren!de!engranajes!compuestos,!…!La!que!explicaremos,!a!continuación,!es!la!que!esta!compuesta!por!un!tren!de!engranajes!compuestos!que!es!la!que!se!usa!en!el!proyecto.!Un!tren!de!engranajes!compuestos!esta!formado!como!mínimo!con!un!rueda!dentada!doble,!consta!de!dos!ruedas!dentadas!de!diferente!tamaño!y!mismo!eje,!!por!lo!tanto!giran!a!la!misma!velocidad.!!
!!Figura!3.09!P!Tren!de!engranajes!compuesto.!!
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Siendo!N!la!velocidad!angular!y!Z!el!numero!de!dientes!del!cada!engranaje.!La!reducción!es:!!! = !!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!! ! ! ! !!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!!(3.01)!!Esta!relación!se!consigue!de!la!relación!de!transmisión!de!cada!uno!de!los!engranajes:!!! = ! !! · !! · !!!! ! ! ! ! ! ! ! !!!!!!!!!!!!!!(3.02)!!Siendo!!!! = !!!!! = ! !!!!!!!!!!!!!!!!!!!!!! ! ! ! ! ! ! ! !(3.03)!!!! = !!!!! = ! !!!!!! ! ! ! ! ! ! ! ! !(3.04)!!!! = !!!!! = ! !!!!!! ! ! ! ! ! ! ! ! !(3.05)!!Siendo!la!formula!general:!! ! = ! !"#$%&'#!!"!!"#$%&!!"!!"#$%#&!!!!!"#$%&!!"#$%!"#$%&'#!!"!!"#$%&!!"!!"#$%#&!!"!!"#$%&!!"#$%&' = ! !!·!!·!!!!·!!·!! !! (3.06)!! A!continuación!se!realizara!un!ejemplo!con!una!reductora!de!25:1!y!un!motor!con!un!eje!de!12!dientes.!La!reductora!escogida!para!este!ejemplo!es!la!antigua!reductora!que!llevaba!el!robot.!!
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!Figura!3.10!–!Esquema!de!la!reductora.!!La!reducción!se!calcula!de!la!manera!siguiente,!mostrada!en!la!formula!general!anterior:!Numero!de!engranajes!4:!P 1º!Engranaje:!N11:!50!dientes!en!el!exterior!y!N12:!21!en!el!interior.!P 2º!Engranaje:!N21:!42!dientes!en!el!exterior!y!N22:!20!en!el!interior.!P 3º!Engranaje:!N31:!40!dientes!en!el!exterior!y!N32:!24!en!el!interior.!P 4º!Engranaje:!NE:!36!dientes.!!Para!hacer!el!calculo!de!la!reducción!también!necesitamos!un!numero!de!dientes!del!eje!del!motor!que!en!este!caso!es!de!Nm:!12.!Usando!la!formula!general!(3.6)!que!hemos!deducido!anteriormente,!obtendremos:!!!"#$%&ó!!!"!!"#$%&'%'ó! = ! !"·!"·!"·!"!"·!"·!"·!" = ! !"#$"""!"#$%# = 25!!! ! !!!!(3.7)!!Lo!que!hace!que,!para!que!el!eje!de!la!reductora!de!una!vuelta!completa,!el!motor!tiene!que!dar!25.!
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3.4$Ruedas$Omnidireccionales.$!Las!ruedas!que!se!usan!en!este!proyecto!son!ruedas!omnidireccionales!(o!suecas)!que!no!restringen!el!movimiento!del!robot.!!
!!Figura!3.11!P!Rueda!Omnidireccional.!!
!!Figura!3.12P!Rueda!Omnidireccional!(Vista!desde!el!frente!y!desde!arriba).!! Las!ruedas!omnidireccionales,!además!de!los!movimientos!básicos!de!atrás!y!adelante,!permiten!movimientos!complicados:!movimiento!en!todas!las!direcciones,!diagonalmente,!lateralmente!e!incluso!rotar!sobre!sí!mismo!en!360º.!!!!
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3.5$Selección$de$componentes$! Los!componentes!que!se!han!seleccionado!para!este!proyecto!son!los!siguientes:!!
3.5.1$Motores$! La!selección!de!los!motores!en!este!proyecto!fue!un!poco!especial!debido!a!una!incidencia!(explicada!en!el!capitulo!de!incidencias).!A!si!que!lo!que!se!tenia!que!buscar!era!una!reductora!que!encajara!en!el!eje!del!robot!móvil!Omnidireccional:!!
!!Figura!3.13!–!Eje!del!robot!móvil.!!La!reductora!que!se!encontró!que!más!se!acerco!para!encajar!en!el!eje!fue!la!reductora!de!McLennan!Servo!Supplies.!!!
!!Figura!3.14!–!Reductora.!!
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Las!características!de!esta!reductora!son:!!
Par!máximo!de!salida! 4!Nm!
Potencia!máxima!de!salida! 15!Vatios!
Carga!radial!máxima!en!el!eje!de!
salida!
25!N!
Carga!axial!máxima!en!el!eje!de!
salida!
20!N!
Diámetro!máximo!del!eje!del!motor! 6,35!mm!!Figura!3.15!–!Características!de!la!reductora.!!Al!no!ser!exactamente!igual!a!la!reductora!anterior,!se!tuvo!que!diseñar!y!fabricar!la!pieza!de!acoplamiento!entre!el!eje!y!la!reductora.!!
!
!Figura!3.16!–!Diseño!de!la!pieza!de!acoplamiento!EjePReductora.!
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Pasando!del!diseño!por!la!fresadora!para!la!fabricación!de!la!pieza,!quedando!así:!!
!!Figura!3.17!–!Pieza!de!acoplamiento!EjePReductora.!!Una!vez!ya!se!tenia!seleccionada!la!reductora,!se!tenia!que!elegir!un!motor!que!encajase!con!la!reductora!y!que!fuese!lo!suficientemente!fuerte!para!poder!mover!el!robot!móvil.!!En!la!documentación!de!la!propia!reductora!venia!una!lista!de!los!motores!con!los!que!era!compatible.!! El!motor!que!se!ha!seleccionado!para!el!robot!móvil!es!un!motor!PaP!unipolar!de!Crouzet.!!
!!Figura!3.18!–!Motor!PaP!unipolar!de!4!fases.!
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Con!las!siguientes!características:!!
Tensión!en!bornes!de!motor! 12,7!V!
Resistencia!por!fase! 26,7!Ω !
Par!de!mantenimiento! 240!mNm!
Angulo!de!paso! 7,5º!
Par!de!distensión!máximo! 16!mNm!
Masa! 540!g!
Intensidad!máxima!por!fase! 0,48!A!
Numero!de!fases! 4!!Figura!3.19!–!Características!del!motor!PaP!unipolar.!!
3.5.2$Drivers$! Como!el!PIC!no!funciona!con!el!mismo!voltaje!y!amperaje!que!los!motores!se!necesita!un!chip!para!controlar!al!motor!por!lo!que!es!necesario!un!“driver”.!Hay!muchos!!drivers!para!seleccionar!entre!los!que!se!encuentran:!El!UCN5804,!el!BA6286,!el!L293B,!el!L297!y!L298N,!por!poner!un!ejemplo.!Como!recomendación!el!driver!tiene!que!soportar!el!doble!de!amperaje!que!necesite!el!motor.!Pero!dadas!las!características!del!motor!y!la!explicación!de!los!drivers!dada!anteriormente!el!driver!que!encaja!perfectamente!es:!el!L298N.!!
!!Figura!3.20!–!Chip!L298N.!!
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!Y!tiene!la!siguiente!distribución!de!puertos:!!
!!Figura!3.21!–!Puertos!del!L298N.!!Con!las!siguientes!características:!!
Vs! 50!V!
Vss! 7!V!
Vi,!Ven! N0,3!a!7!V!
Io! 3!A!
Vsens! N1!a!2,3!V!
Ptot! 25!W!
Top! N25º!a!130º!C!
Tstg,!Tj! N40º!a!150º!C!!Figura!3.22!–!Características!del!L298N.!!!
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Y!la!siguiente!arquitectura:!!
!!Figura!3.23!–!Arquitectura!del!L298N.!!Como!se!puede!ver!en!la!arquitectura!tiene!dos!configuraciones!similares!a!un!puente!H!(Puente!H!dual).!Puente!H,!se!les!llama!así!ya!que!tienen!una!forma!similar!a!una!H,!se!construye!con!4!interruptores!(mecánicos!o!mediante!transistores)!!
!!Figura!3.24!–!Puente!H.!!
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Como!se!ve!en!la!figura!3.24!las!puertas!A,!B,!C,!D!pueden!ser!transistores!bipolares,!mosfets,!jfets,!relevadores,!etc.!Los!Puentes!H!se!usan!para!hacer!funcionar!el!elemento!central,!en!este!caso!un!motor,!en!los!dos!sentidos!(adelante!y!atrás)!sin!tener!que!manejar!voltajes!negativos.!Su!funcionamiento!es!muy!simple.!!No!se!debe!activar!las!puertas!A!y!B!o!C!y!D!a!la!vez,!ya!que!esto!podría!provocar!un!cortocircuito.!La!diferencia!con!el!puente!H!con!la!arquitectura!del!L298N!es!que!este!ultimo!tiene!una!entrada!EN!(Enable)!que!sirve!para!controlar!la!velocidad,!además!de!la!dirección.!Sin!embargo!como!estamos!usando!un!motor!reductor!no!hay!necesidad!de!esta!entrada!y!por!eso!se!mantendrá!en!un!1!lógico!siempre.!!El!esquema!del!driver!L298N!y!del!motor!seleccionado!quedaría!de!la!siguiente!manera:! !
!!Figura!3.25!Esquema!de!L298N!+!Motor!unipolar!4!fases.!!!!!!
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A!continuación!explicare!el!funcionamiento!de!la!arquitectura.!!! Para!facilitar!la!explicación,!simplificaremos!la!arquitectura!(Vista!en!la!Figura!3.25)!quitando!las!entradas!ENA!y!ENB,!las!puertas!AND!y!los!transistores,!y!las!cambiaremos!por!interruptores.!!También!simplificaremos!explicando!solo!uno!de!los!dos!puentes!H!ya!que!funcionan!de!la!misma!forma.!!Quedando!el!esquema!simplificado!de!la!siguiente!manera:!!
!!Figura!3.26!L!Esquema!simplificado!del!L298N!+!Motor!unipolar!4!fases.!!Como!se!ve!en!la!figura!anterior,!las!puertas!AND!junto!con!los!transistores!conectado!a!ellas,!que!estaban!conectadas!en!la!entrada!IN1!han!sido!cambiadas!por!interruptores.!Siendo!IN1!la!puerta!sin!negar!y!IN1’!la!puerta!negada.!Y!lo!mismo!pasa!para!la!entrada!IN2!e!IN2’.!!A!continuación!se!mostrara!como!funciona!el!circuito:!Si!enviamos!por!los!cuatro!puertos!del!microcontrolador!que!están!conectados!al!driver,!la!siguiente!trama!0001.!Nos!fijaremos!solo!en!los!dos!últimos!bits!que!serán!los!que!estén!conectado!a!las!entradas!del!driver!IN1!y!IN2!respectivamente.!(IN1!será!el!bit!de!menos!peso).!Al!enviar!un!‘1’!la!puerta!IN1!se!cierra!dejando!pasar!la!corriente!hasta!OUT1!y!al!punto!‘A’!de!la!bobina!y!abre!la!puerta!IN1’,!como!se!ve!en!la!figura!siguiente.!
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!!Figura!3.27!–!Esquema!simplificado!del!L298N!+!motor!unipolar!4!fases.!Paso!1a.!!!A!su!vez,!como!se!envía!un!‘0’!al!la!Puerta!IN2!esta!se!deja!abierta!y!se!cierra!la!IN2’!dejando!pasar!la!corriente,!como!se!puede!observar!en!la!figura!siguiente.!!
!!Figura!3.28–!Esquema!simplificado!del!L298N!+!motor!unipolar!4!fases.!Paso!1b.!!Con!lo!que!se!activa!la!parte!de!la!bobina!que!hay!entre!la!entrada!de!los!12V!y!el!punto!A’,!creando!el!campo!magnético!que!permitirá!realizar!el!paso!de!motor.!
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Para!hacer!el!siguiente!paso!de!motor,!se!envía!la!trama!‘0010’.!Que!hace!que!la!puerta!IN2!se!cierra!y!la!IN2’!se!quede!abierta,!como!se!ve!en!la!siguiente!figura.!!
!!Figura!3.29!–!Esquema!simplificado!del!L298N!+!motor!unipolar!4!fases.!Paso!2a.!!Como!el!bit!de!menos!peso!de!la!trama!enviada!es!un!0,!eso!hace!que!la!puerta!IN1!se!quede!abierta!y!la!IN1’!se!cierre!dejando!pasar!la!corriente!como!se!puede!ver!en!la!figura!siguiente.!!
!!Figura!3.30!–!Esquema!simplificado!del!L298N!+!motor!unipolar!4!fases.!Paso!2b.!
! 55!
3.5.3$Microcontrolador$! Hay!una!infinidad!de!microcontroladores!para!seleccionar,!los!más!usados!actualmente!son:!! P Intel:!MCSP48!(familia!8048)!y!MCS51!(familia!8051).!P Microchip:!16FXX,!16FXXX,!24F,!dsPIC30FXX!P National!Semiconductor:!COP8.!P NXP!Semiconductor:!80C51.!P Zilog:!Z8,!TMS70.!!La!selección!al!final!se!hizo!mirando!los!siguientes!parámetros:!! P Numero!de!puertos!P Facilidad!para!la!programación.!P Familiaridad!con!la!arquitectura!P Memoria!RAM,!ROM!y!EEPROM.!P Numero!de!Timers.!P Si!tiene!convertidor!AD!(AnalógicoPDigital).!P Frecuencia!de!Operación.!P Precio.!P Bus!I2C!!Al!final!el!microcontrolador!que!he!seleccionado!ha!sido!el!PIC16F877A!de!la!familia!de!Microchip.!Los!motivos!de!la!selección!han!sido!por!su!numero!de!puertos!(mínimo!4,!uno!para!comunicaciones!y!tres!para!cada!uno!de!los!motores),!numero!de!timers!(mínimo!1),!comunicación!serie,!pero!sobre!todo!he!seleccionado!este!PIC!por!la!familiarización!que!tengo!con!la!compañía!(Microchip)!y!la!familia!PIC16F8X.!Ya!que!es!similar!(de!la!misma!familia)!a!los!que!use!durante!el!curso.!!!!
!!Figura!3.31!–!PIC16F877A!encapsulado!PDIP40!
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Con!la!siguiente!distribución!de!los!puertos:!!
!!Figura!3.32!–!Puertos!del!PIC16F877A.!!Tiene!las!siguientes!características:!!
Frecuencia!de!Operación! DC!N!20!MHz!
FLASH! 8K!
Memoria!(bytes)! 368!
EEPROM! 256!
Interrupciones! 14!
I/O! A,!B,!C,!D!y!E!
Timers! 3!
Comunicación!Serie! MSSP,!USART!
Comunicación!Paralela! PSP!
Modulo!de!10!bits!AnalógicoN
Digital!
8!Canales!
!Figura!3.33!–!Tabla!de!características!PIC16F877A.!
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Que!tiene!la!siguiente!arquitectura:!!
!!Figura!3.34!–!Arquitectura!del!PIC16F877A.!!
! 58!
! !
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4.!Esquemas(PCBs.!
!En!este!capítulo!se!explicará!el!diseño!y!construcción!de!las!PCBs!que!se!han!usado!en!este!proyecto.!!El!diseño!que!se!ha!optado!para!este!proyecto!es!de!una!PCB!para!el!regulador!de!voltaje!(PCB!Regulador),!una!PCB!para!colocar!el!PIC!(PCB!Procesador),!tres!PCBs!para!cada!uno!de!los!drivers!de!los!motores!(PCB!Driver)!y!una!PCB!para!realizar!la!comunicación!inalámbrica.!!Quedando!el!esquema!del!proyecto!de!la!siguiente!manera:!! !
!!Figura!4.01!–!Esquema!de!PCBs.!
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A!continuación!explicaremos!el!esquema!eléctrico!de!la!PCB!Regulador!por!partes.!!El!circuito!se!conectara!con!la!batería!a!través!de!un!interruptor,!para!poder!encender!o!apagar!los!componentes,!quedando!el!esquema!de!la!siguiente!manera:!!
!!Figura!4.03!G!Esquema!de!entrada!(PCB!Regulador).!!El!regulador!que!se!ha!escogido!es!el!L7805CV,!que!es!el!regulador!que!pasara!de!los!12!Voltios!que!da!la!batería!a!los!5!Voltios!que!necesitamos.!!Quedando!el!esquema!de!la!siguiente!manera:!!
!!Figura!4.04!G!Esquema!del!L7805CV!(PCB!Regulador).!!Como!se!ve!en!la!figura!4.03!hay!un!led!para!indicar!que!el!regulador!funciona!perfectamente!dando!los!5V.!!Los!condensadores!C1,!C2!y!C3!hacen!la!función!de!filtro!enviando!las!posibles!CA!(Corriente!Alterna)!a!masa!y!de!estabilizador!de!tensión.!!!!
! 62!
Como!se!ha!explicado!anteriormente!esta!placa!tendrá!dos!salidas!para!los!motores!y!la!lógica,!quedando!el!esquema!de!la!siguiente!manera:!!
!!Figura!4.05!G!Esquema!del!salidas!(PCB!Regulador).!!
4.1.1$Enrutado$de$la$PCB$Regulador.$! Una!vez!finalizado!el!esquema!la!placa,!hay!que!enrutarla.!!Para!enrutarla,!se!ha!decidido!que!al!ser!una!placa!sencilla,!con!pocos!elementos,!!se!realizara!a!una!sola!cara,!para!abaratar!costes.!Quedando!de!la!siguiente!manera:!!
!!Figura!4.06!–!Enrutado!de!la!PCB!Regulador.!
! 63!
Como!el!programa!usado,!Altium,!es!muy!potente,!permite!una!generación!en!3D!para!ver!como!quedara!la!PCB.! !
!!Figura!4.07!–!Imagen!de!la!PCB!Regulador!en!3D.!!Y!finalmente,!una!vez!pasado!el!diseño!por!la!fresadora,!queda!así:!!
!!Figura!4.08!–!Foto!de!la!PCB!Regulador!sin!soldar.!
! 64!
Una!vez!tienes!la!placa!salida!de!la!fresadora,!se!sueldan!los!componentes,!quedando!la!placa!finalmente!para!su!uso.!!
!!Figura!4.09!–!Foto!de!la!PCB!Regulador!soldada.!!!!!!!!!!!!!!!!!!!!!!!
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A!continuación!explicaremos!el!esquema!eléctrico!de!la!PCB!Procesador!por!partes.!!El!PIC!necesita!estar!alimentado!a!5V!que!se!suministraran!por!la!siguiente!entrada:!!
!!Figura!4.11!–!Esquema!de!entrada!(PCB!Procesador).!!Para!confirmar!que!el!PIC!esta!alimentado!se!coloca!un!led!de!confirmación,!de!la!siguiente!manera:!!
!!Figura!4.12!–!Esquema!de!led!indicador!de!alimentación!(5V)!(PCB!Procesador).!!El!PIC16F877A,!que!tiene!las!características!ya!mencionadas!en!el!capitulo!anterior,!tendrá!el!siguiente!esquema:!!
! 67!
!! Figura!4.13!O!Esquema!del!PIC!(PCB!Procesador).!!Un!condensador!se!opone!a!los!cambios!bruscos!de!tensión!de!ahí!la!necesidad!de!poner!uno,!permitiendo!una!tensión!estable!entre!sus!bornes.!!Los!condensadores!C3!y!C4!hacen!esa!función,!también!denominada!de!condensadores!de!filtro.!!Se!utilizara!un!cristal!de!20Mhz!para!hacer!de!oscilador,!que!tendrá!el!siguiente!esquema:! !
!!Figura!4.14!O!Esquema!del!oscilador!(PCB!Procesador).!!
! 68!
El!PIC!tendrá!un!botón!de!RESET,!que!tendrá!el!siguiente!esquema:!!
!!Figura!4.15!O!Esquema!del!RESET!(PCB!Procesador).!!Para!que!el!PIC!se!pueda!programar!necesitara!la!siguiente!entrada:!!!
!!Figura!4.16!O!Esquema!de!Programación!(PCB!Procesador).!!El!programador!que!se!usara!es!el!ICD2,!que!usa!un!RJO11!que!tiene!6!pins,!!según!las!especificaciones!del!programador!el!pin!numero!6!no!se!usa!y!se!ha!optado!por!poner!un!colector!de!5!pins!en!la!placa.!!!!!!!!
! 69!
Y!para!conectar!el!PIC!con!las!demás!placas,!se!ara!mediante!los!puertos,!que!tendrán!el!siguiente!esquema:!!!
!!Figura!4.17!O!Esquema!de!puertos!(PCB!Procesador).!!!Se!ha!colocado!un!led!para!comprobar!que!el!PIC!funciona!perfectamente,!haciéndolo!correr!un!software!de!test!para!encender!y!apagar!el!led!en!un!intervalo!de!tiempo.!Se!ha!colocado!un!jumper!en!el!caso!de!que!el!led!no!se!use.!Que!dando!el!esquema!de!la!siguiente!forma:!!!
!!Figura!4.18!–!Esquema!de!led!(PCB!Procesador).!!!!!
! 70!
También!se!ha!realizado!el!esquema!para!la!comunicación!I2C!en!caso!de!que!sea!necesario,!en!futuras!ampliaciones.!Siendo!este!el!esquema:!!
!!Figura!4.19!–!Esquema!de!I2C!(PCB!Procesador)!! !!!!!!!!!!!!!!!!!!!!!!!!!
! 71!
4.2.2$Enrutado$de$la$PCB$Procesador.$ !Una!vez!terminado!el!esquemático,!se!pasa!a!enrutar!la!placa,!para!reducir!costes!se!decidió!hacerla!a!solo!una!cara,!quedando!de!la!siguiente!manera:!!
!!Figura!4.20!–!Enrutado!de!la!PCB!Procesador!!!!
! 72!
La!simulación!en!3D!será!la!siguiente:!!
!!Figura!4.21!–!Imagen!de!la!PCB!Procesador!en!3D.!!Y!finalmente!después!de!pasar!por!la!fresadora!quedaría!así:!!
!!Figura!4.22!–!Foto!de!la!PCB!Procesador!sin!soldar.!
! 73!
Y!una!vez!soldado!todos!los!componentes!quedara!de!la!siguiente!manera:!!
!!Figura!4.23!–!Foto!de!la!PCB!Procesador!soldada.!!!!!!!!!
! 74!
4.3$PCB$Driver.$! De!PCB!Driver!habrán!3,!como!se!indica!en!la!Figura!4.01,!para!cada!uno!de!los!motores.!
4.3.1$Esquema$de$la$PCB$Driver.$!
!!Figura!4.24!B!Esquema!de!la!PCB!Driver.!
! 75!
A!continuación!explicaremos!el!esquema!eléctrico!de!la!PCB!Driver!por!partes.!!Las!entradas!para!esta!placa!serán!3.!Una!para!conectar!los!puertos!de!la!PCB!Procesador!para!determinar!los!pasos!de!motor.!Otra!para!alimentar!la!lógica!de!driver!que!será!la!entrada!de!5V.!Y!por!ultimo!la!entrada!de!12V!que!será!la!tensión!de!salida!(OUT1…4).!!!
!!Figura!4.25!–!Esquema!de!entrada!(PCB!Driver).!!!Para!controlar!los!motores!se!ha!escogido!el!driver!L298N,!visto!en!el!capitulo!anterior,!que!tendrá!el!siguiente!esquema:!!!!!!!!!!!
! 76!
!!!
!!Figura!4.26!V!Esquema!del!L298N!(PCB!Driver).!!Los!condensadores!C1!y!C2!hacen!la!función!de!condensadores!de!filtro,!explicada!anteriormente.!!El!diodo!es!un!semiconductor,!significa!que!solo!conduce!en!un!sentido!(de!Ánodo!a!Cátodo)!lo!que!provee!de!protección!para!cambios!de!polaridad.!!Por!eso!en!las!salidas!se!necesitan!unos!diodos!de!protección.!!!Que!tendrán!el!siguiente!esquema:!!
! 77!
!!Figura!4.27!V!Esquema!de!los!diodos!de!protección!(PCB!Driver).!!Para!saber!en!que!paso!esta!el!motor,!se!colocan!los!siguientes!leds!indicativos:!!
!!Figura!4.28!V!Esquema!de!los!leds!para!pasos!del!motor!(PCB!Driver).!!!
! 78!
También!se!colocaron!dos!leds!más!para!indicar!si!al!driver!le!llegan!los!12V!y!5V!respectivamente.!!
!!!Figura!4.29!V!Esquema!de!los!leds!para!verificar!alimentación!(PCB!Driver).!!Las!salidas!del!la!placa,!que!irá!directamente!a!los!motores!quedará!de!la!siguiente!manera:!!
!!Figura!4.30!–!Esquema!de!salidas!(PCB!Driver).!!!!!!
! 79!
4.3.2%Enrutado%de%la%PCB%Driver.% !Finalmente!se!hace!el!enrutado!de!la!placa,!para!reducir!costes!se!decidió!hacerla!a!solo!una!cara,!lo!que!!conllevo!el!incremento!de!dificultad!en!el!enrutado!y!teniendo!que!usar!un!puente.!Quedando!finalmente!de!la!siguiente!manera:!!
!!Figura!4.31!–!Enrutado!de!la!PCB!Driver.!!
! 80!
La!simulación!en!3D!será!la!siguiente:!!
!!Figura!4.32!–!Imagen!de!la!PCB!Driver!en!3D.!!Para!acabar!se!envía!el!diseño!a!la!fresadora,!quedando!la!placa!así:!!
!!Figura!4.33!–!Foto!de!la!PCB!Driver!sin!soldar.!
! 81!
Finalmente!soldando!todos!los!componentes!y!colocando!el!disipador!del!driver!queda!la!PCB!así:!! !
!!Figura!4.34!–!Foto!de!la!PCB!Driver!soldada.!!!!
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A!continuación!explicaremos!el!esquema!eléctrico!de!la!PCB!Driver!por!partes.!!La!placa!necesitará!que!una!entrada!para!poder!comunicarse!con!el!PIC!y!así!poder!transmitir!los!datos,!que!tendrá!el!siguiente!esquema:!!
!!Figura!4.36!–!Esquema!de!entrada!(PCB!Comunicación).!!Como!el!dispositivo!que!transforma!la!comunicación!serie!a!Bluetooth!funciona!a!3V,!se!necesita!un!regulador!de!voltaje,!que!tendrá!el!siguiente!esquema:!!
!! Figura!4.37!–!Esquema!del!regulador!de!voltaje!(PCB!Comunicación).!!Los!condensadores!C1,!C2!y!C3!hacen!de!condensadores!de!filtro.!!!!!!!!!
! 84!
Para!confirmar!que!a!la!placa!se!le!suministran!los!5V!se!ha!colocado!un!led:!!
!!Figura!4.38!–!Esquema!de!led!indicador!de!alimentación!(PCB!Comunicación).!!Para!comprobar!cuando!se!hace!un!RESET!en!el!aparato!se!ha!colocado!un!led!indicativo:!!
!!Figura!4.39!–!Esquema!de!led!del!RESET!(PCB!Comunicación).!!!También!para!determinar!si!hay!una!conexión!establecida!se!ha!colocado!otro!led!para!indicarlo,!pero!como!el!aparato!indica!la!conexión!con!un!0,!se!ha!pensado!colocar!un!transistor!PNP:!!
! 85!
!! Figura!4.40!–!Esquema!de!led!de!conexión!(PCB!Comunicación).!!Como!el!aparato!funciona!a!3V!y!las!señales!que!le!llegaran!del!PIC!están!a!5V,!hay!que!rebajar!el!voltaje,!y!esto!se!realizara!de!la!siguiente!manera:!!
!! Figura!4.41!–!Esquema!de!ajustes!de!entra!(PCB!Comunicación).!!!
! 86!
En!la!comunicación!serie!se!puede!usar!si!se!quiere!un!control!de!errores,!pero!en!el!caso!que!no!se!quiera!esa!patilla!tiene!que!estar!conectada!a!masa!de!la!siguiente!manera:!!
!!Figura!4.42!–!Esquema!de!control!de!errores!(PCB!Comunicación).!!Y!finalmente!se!necesita!una!salida!para!colocar!el!dispositivo!Bluetooth:!!
!! Figura!4.43!–!Esquema!de!salida!(PCB!Comunicación).!!!!!!!!!!!!!!!!
! 87!
4.4.2$Enrutado$PCB$Comunicación.$! Finalmente!se!hace!el!enrutado!de!la!placa,!en!esta!se!ha!decidido!que!se!realizara!en!SMD!y!con!conectores!Through=Hole,!debido!a!esto!se!hará!a!doble!cara,!quedando!el!enrutado!de!las!caras!de!la!siguiente!manera:!!
!!
!! Figura!4.44!–!Enrutado!de!la!PCB!Comunicación.!
! 88!
!La!simulación!en!3D!será!la!siguiente:!!!
!! Figura!4.45!–!Imagen!de!l!a!PCB!Comunicación!en!3D.!!Para!acabar!se!envía!el!diseño!a!la!fresadora,!quedando!la!placa!así:!!
!!
!!Figura!4.46!–!Fotos!de!la!PCB!Comunicación!sin!soldar.!
! 89!
!Y!finalmente!una!vez!soldada!la!placa!queda!así:!!
!!Figura!4.47!–!Foto!de!la!PCB!Comunicación!soldada.!!
! 90!
! !
! 91!
5."Construcción!del$robot.!
En!este!apartado!se!explicará!como!se!desmonto!el!viejo!robot!y!como!se!armo!el!nuevo.!!
!! Figura!5.01!–!Foto!de!Robot!antiguo.!!El!primer!paso!a!realizar,!es!desmontar!el!robot!para!poder!colocar!las!nuevas!reductoras!con!sus!motores!correspondientes.!!Se!empieza!desmontando!el!robot!quitando!la!antigua!circuitería,!hecha!con!WireGWrap:! !
!!Figura!5.02!–!Foto!de!placa!de!wireGwrap.!!
! 92!
Quitaremos!los!componentes!de!la!placa!que!reutilizaremos,!como!por!ejemplo!los!disipadores!de!los!drivers!o!el!interruptor!para!el!regulador!de!voltaje.!!La!siguiente!será!la!extracción!de!las!ruedas.!!Para!poder!sacar!las!ruedas!es!mejor!desmontar!la!combinación!de!Rueda!+!Eje!+!Reductora!+!Motor!de!la!superficie!esférica.!!
!!Figura!5.03!–!Foto!Rueda!+!Eje!+!Reductora!+!Motor!Antiguos.!!La!reductoras!están!sujetadas!a!los!ejes!mediante!pasadores!y!prisioneros,!concretamente!por!dos!prisioneros!y!un!pasador!por!reductora.!!Los!prisioneros!se!pueden!sacar!fácilmente!con!una!llave!Allen,!pero!para!poder!sacar!los!pasantes!tuve!que!crear!una!pieza!a!partir!de!un!tornillo!limándolo.!!!
!!Figura!5.04!–!Foto!de!la!herramienta!creada!para!el!pasador.!!Un!pasador!es!un!tira!de!hierro!que!une!el!eje!de!la!rueda!con!el!eje!de!la!reductora!y!así!puedan!girar!al!unísono.!!
! 93!
!! Figura!5.05!–!Imagen!del!pasante!del!eje.!!Una!vez!sacada!la!reductora!pasamos!a!montar!la!nueva.!!Para!ello!tenemos!que!cambiar!la!pieza!de!acoplamiento!de!la!reductora!con!el!eje!y!colocar!la!pieza!que!se!diseño!y!se!creo!para!esta!función!(vista!en!el!tema!3).!!Una!vez!colocada!montamos!la!reductora.!!
!! Figura!5.06!–!Foto!de!la!reductora!nueva!con!eje.!!
! 94!
Los!motores!para!poder!encajarlos!en!las!reductoras!necesitas!que!se!les!coloque!un!engranaje,!el!cual!se!coloca!en!el!motor!mediante!un!pegamento!industrial!(Loctite!603).!!
!! Figura!5.07!–!Motor!sin!y!con!engranaje.!!Una!vez!colocado!el!engranaje!en!el!motor,!este!encaja!perfectamente!con!los!engranajes!de!la!reductora.!!!
!!Figura!5.08!–!Foto!del!Eje!+!Reductora!+!Motor!Nuevos.!
! 95!
Una!vez!colocado!el!motor!(Figura!5.07),!se!coloca!toda!la!pieza!en!la!plataforma!del!robot.!!!
!! Figura!5.09!–!Foto!de!la!plataforma!con!motores.!!!Se!repiten!los!pasos!anteriores!para!los!otros!dos!ejes.!!Una!vez!finalizada!la!colocación!de!los!motores!se!continua!con!el!cableado!y!la!colocación!de!las!PCBs.!!Para!poder!hacer!esto,!hay!que!hacer!un!esquema!del!cableado,!!para!determinar!la!longitud!de!los!mismos!hay!que!realizar!el!esquema!del!posicionamiento!de!las!PCBs!en!la!superficie!del!robot.!!
! 96!
!! Figura!5.10!–!Esquema!del!cableado!del!robot.!!Una!vez!finalizado!el!esquema!se!pasa!a!la!colocación!de!las!PCBs!en!la!estructura.!!Al!ser!la!superficie!del!robot!de!metal,!y!poder!producir!un!mal!funcionamiento!de!las!PCBs!(cortocircuitos,!etc.…),!estas!se!colocaran!en!una!placa!de!madera.!!Quedando!su!disposición!de!la!siguiente!manera:!!!!
! 97!
!!!Figura!5.11!–!Foto!del!posicionamiento!de!las!PCBs.!!Para!finalizar!la!construcción!del!robot!queda!la!colocación!de!los!cables.!!
!! Figura!5.12!–!Foto!del!robot!construido.!
! 98!
! !
! 99!
6."Comunicaciones.!
!En!este!proyecto!se!han!utilizado!los!siguientes!protocolos!de!comunicación:!!9!UART!9!Bluetooth!(ESD200)!
6.1$UART$! El!puerto!serie!UART!(acrónimo!de!Universal!Asynchronous!Recevier!/!Transmitter)!es!una!interface!de!comunicación!serie!que!se!utiliza!para!la!comunicación!entre!dos!dispositivos!por!un!cable,!es!decir!sin!una!señal!de!reloj!que!marque!el!ritmo!de!la!transmisión.!Por!eso,!la!comunicación!solo!se!puede!establecer!si!los!dos!dispositivos!están!configurados!a!la!misma!velocidad!y!con!las!mismas!opciones!(paridad,!bit!de!stop,!etc.…).!La!información!se!transmite!en!paquetes!de!bytes,!junto!con!los!bits!de!“Start”!y!“Stop”.!!El!puerto!UART!se!utiliza!en!conjunción!con!otros!estándares!de!comunicación,!como!el!estándar!RS9232.!!A!continuación!describiremos!una!trama!con!las!siguientes!opciones:!tamaño!de!8!bits,!1!bit!de!parida!y!1!bit!de!stop.!!!
!!! Figura!6.01–!Trama!de!datos!UART.!!La!transmisión!de!datos!empieza!con!un!byte!de!“Start”!que!pone!la!señal!a!nivel!bajo!(“0”),!ya!que!cuando!no!hay!transmisión!la!señal!esta!en!nivel!alto!(“1”).!A!continuación!se!sigue!con!la!transmisión!de!datos.!Dependiendo!de!la!configuración!un!byte!puede!tener!entre!5!i!8!bits.!Al!finalizar!los!datos!se!puede!enviar,!si!se!ha!configurado,!un!byte!de!“Paridad”!para!comprobar!que!la!transmisión!a!salido!con!éxito.!Este!byte!de!“Paridad”!se!puede!configurar!como!par!o!impar!!y!lo!que!hace!es!comprobar!si!el!numero!de!bits!en!nivel!alto!es!par!o!impar.!Para!finalizar!la!transmisión!de!datos!se!envía!un!byte!de!“Stop”!que!se!puede!configurar!entre!uno,!uno!y!medio!o!dos!bits.!!!
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5.2$Bluetooth$! La!comunicación!Bluetooth!se!ha!implementado!en!este!proyecto!se!ha!realizado!mediante!el!dispositivo!ESD200.!!
!!! Figura!6.02!–!Dispositivo!ESD200.! !!El!ESD200!es!de!la!casa!Sena,!es!un!dispositivo!Bluetooth!de!clase!2!con!una!potencia!de!emisión!de!2.5!mW!(4!dBm)!y!con!un!rango!de!comunicación!de!unos!30!metros!dependiendo!el!medio,!pudiendo!alcanzar!los!300!si!se!acopla!una!antena.!!
!!Figura!6.03–!Puertos!del!ESD200.!!El!la!figura!6.3!se!puede!ver!la!distribución!de!los!puertos!del!ESD200.!!Los!puertos!GND!y!VDD!son!la!masa!y!la!alimentación!de!corriente!respectivamente.!!El!puerto!Status!se!envía!una!señal!digital!para!indicar!que!ha!habido!una!conexión!Bluetooth,!funciona!a!nivel!bajo,!es!decir,!siempre!esta!a!nivel!alto!(“1”)!hasta!que!se!conecta!y!coloca!la!señal!a!nivel!bajo!(“0”).!!El!puerto!RST!(“Reset”)!es!una!señal!digital!para!poder!realizar!un!reset!al!dispositivo,!funciona!también!a!nivel!bajo.!!Los!siguientes!cuatro!puertos!(RxD,!TxD,!RTS!y!CTS)!son!para!la!comunicación!UART.!!Los!puertos!RxD!y!TxD!son!las!señales!de!transmisión!y!recepción!de!datos,!mientras!que!los!puertos!RTS!y!CTS!sirven!para!el!control!de!flujo!por!hardware.!
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El!dispositivo!ESD200!cuenta!con!4!modos!de!funcionamiento!diferentes:!!·!Modo!0:!En!este!modo,!el!modulo!Bluetooth!no!esta!activado!(no!se!puede!conectar!ningún!dispositivo).!Solo!espera!los!comandos!AT!para!la!configuración!del!dispositivo.!!·!Modo!1:!En!este!modo,!el!dispositivo!se!intenta!conectar!con!el!ultimo!dispositivo!Bluetooth!con!el!que!se!conecto.!En!este!modo!el!dispositivo!esta!funcionando!como!master!e!intentar!establecer!comunicación.!!!·!Modo!2:!Este!modo!es!parecido!al!modo!1,!pero!con!la!diferencia!que!actúa!como!esclavo.!Y!espera!la!conexión!del!ultimo!dispositivo!al!que!se!conecto.!!·!Modo!3:!En!este!modo!el!dispositivo!actúa!como!esclavo,!pero!la!diferencia!con!el!modo!2,!en!la!que!cualquier!dispositivo!se!puede!conectar!a!él.!!El!Dispositivo!ESD200!se!configura!mediante!comandos!AT!(tiene!que!estar!en!modo!0),!a!continuación!explicamos!los!más!importantes!y!que!se!han!usado!en!el!proyecto:! !
Comando' Función' Descripción'ATZ! Reset! Reset'del'software.'AT&F! Reset! Reset'de'hardware.'Retorna'el'dispositivo'al'
estado'de'fabrica.'AT! Port!UART! Comprueba'la'conexión'con'el'micro.'AT+UARTCONFIG,b,p,s,h! Port!UART! Configura'el'puerto'UART.'AT+BTINFO?! Información!BT! Retorna'la'información'de'la'conexión'BT.'AT+BTINQ?! Información!BT! Retorna'la'información'de'los'dispositivos'
cercanos'en'modo'‘inquiry’.'AT+BTLAST?! Información!BT! Retorna'información'sobre'el'ultimo'
dispositivo'BT'conectado.'AT+BTVER?! Información!BT! Retorna'la'versión'del'firmware.'AT+BTRSSI,n! Información!BT! Retorna'la'información'de'la'calidad'de'señal.'AT+BTMODE,n! Modo!BT! Cambia'el'modo'de'la'operación'del'dispositivo.'+++! Estado!BT! Pasa'del'modo'transmisión'de'datos'a'modo'
configuración.'ATO! Estado!BT! Pasa'de'modo'configuración'a'modo'
transmisión.'AT+BTCANCEL! Estado!BT! Cierra'la'conexión'BT.'ATD! Conexión!BT! Establece'conexión'con'el'ultimo'dispositivo'
conectado.'AT+BTKEY! Seguridad! Cambia'el'password'de'la'conexión'BT.'AT+BTNAME! Configuración! Cambian'el'nombre'del'dispositivo'BT.'AT+BTLPM! Configuración! Entra'en'modo'bajo'de'consumo.'! Figura!6.04!–!Comandos!AT!del!ESD200.!
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7.!Software.!
7.1$Firmware$! El!firmware!del!proyecto!es!el!programa!que!estará!corriendo!en!el!PIC!del!robot!móvil.!El!PICs!controlara:!C Control!de!la!velocidad!de!las!3!ruedas.!C Recibir!los!paquetes!de!transmisión!para!el!control!remoto.!C Transmitir!datos!al!programa!de!PC.!A!continuación!explicaré!el!código!mediante!unos!diagramas!de!flujo!de!las!funciones!más!importantes!:!Función!‘main’:!
!!Figura!7.01!–!Diagrama!del!‘Main’.!
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A!continuación!explicaremos!las!funciones!que!se!usan!en!el!main:!!
!!Figura!7.02!–!Diagrama!de!‘Configurar_PIC’.!!
!!Figura!7.03!–!Diagrama!de!‘Configurar_Bluetooth’.!
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!!Figura!7.04!–!Diagrama!de!‘Conectar_Bluetooth’.!!Y!finalmente!explicaremos!lo!que!sucede!en!el!Bucle!infinito!del!main:!
!!Figura!7.05!–!Diagrama!del!bucle!infinito.!
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El!Timer0!controlara!las!velocidades!de!los!tres!motores!con!su!interrupción.!Al!experimentar!con!los!motores!se!vio!que!estos!entraban!en!resonancia!haciendo!los!pasos!a!9!ms.!!Así!que!se!pensó!que!la!mejor!manera!para!controlar!los!pasos!de!motor!era!haciendo!que!el!timer0!tuviese!una!interrupción!cada!1!ms.!!Función!de!interrupción!del!Timer0!(solo!explicare!el!control!de!un!motor,!para!simplificarlo,!pero!para!los!demás!motores!es!idéntico.):!!
!! Figura!7.06!–!Diagrama!del!Timer0.!
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7.2$Software$control$remoto$! Para!programar!el!software!que!controlara!el!robot!móvil!desde!un!ordenador,!se!ha!decidido!el!lenguaje!de!programación!JAVA,!ya!que!es!un!lenguaje!multiplataforma!(una!vez!compilado!y!con!sus!librerías!puede!ejecutarse!en!cualquier!ordenador:!Windows,!Mac!o!Linux).!Para!poder!realizar!la!comunicación!en!serie,!se!ha!necesitado!la!librería!de!java:!RXTXcomm.jar.!!!A!continuación!explicaremos!la!interface:!!
!!Figura!7.07!–!Interface!del!software!de!control!remoto.!!Como!se!puede!ver!es!una!interface!bastante!amigable!para!el!usuario!con!diferentes!botones!para!acceder!a!las!funciones!básicas:!
C Conectarse/Desconectarse:!Mediante!al!botón! !o! !se!podrá!conectar!o!desconectarse!del!robot!respectivamente,!siempre!que!el!robot!este!enlazado!por!Bluetooth!con!el!ordenador!donde!se!ejecuta!la!aplicación.!C Direcciones:!Mediante!a!los!botones!de!dirección!(ejemplo:! )!se!podrá!mover!al!robot!en!esa!dirección.!C Stop:!Mediante!a!este!botón!( )!se!podrá!detener!el!robot!móvil.!!Como!se!puede!observar!en!la!imagen!de!la!interface,!el!software!también!contara!con!una!barra!de!menú!con!las!siguientes!opciones:!!
! 108!
% Robot:!!
o Conectarse/Desconectarse:!con!las!misma!función!que!el!botón!descrito!anteriormente.!!!
o Visor:!donde!se!mostrará!una!ventana!con!los!comandos!que!se!envían!al!robot!y!también!los!que!se!reciben.!!
o Salir:!donde!se!podrá!salir!de!la!aplicación.!!% Configuración:!!
o Configuración!de!Skin:!donde!se!podrá!cambiar!los!colores!y!apariencia!de!la!aplicación.!!% Ayuda:!!
o Ayuda:!donde!se!mostrará!una!ventana!con!ayuda!referente!a!la!aplicación.!!% Referente:!!
o Referente:!donde!se!mostrará!el!autor!y!año!de!la!aplicación.!!Al!presionar!unos!de!los!botones!para!conectarse!aparecerá!la!siguiente!ventana:!!
!!Figura!7.08!–!Ventana!de!conexión.!!!!!!!!!
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En!donde!se!podrá!seleccionar!uno!de!los!puertos!series!que!tiene!el!ordenador.!!Una!vez!conectado!ya!se!podrá!mover!el!robot!con!los!botones!de!dirección!o!con!las!teclas!que!se!especifican!en!la!ayuda!de!la!aplicación.!Mediante!el!visor:!!
!!Figura!7.09!–!Ventana!Visor.!!Podrás!ver!los!datos!que!envía!y!recibe!el!robot!mientras!esta!conectado!al!ordenador.
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7.3$Simulación$del$software$con$Proteus.$!Como!se!acabo!el!código!del!firmware!antes!que!la!construcción!del!robot,!se!simuló!con!Proteus!para!poder!hacer!depuraciones!de!código!y!comprobaciones!de!que!todo!funcionara!correctamente.! !
!! Figura!7.10!–!Esquema!de!la!simulación!con!Proteus.!
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Como!se!puede!ver!en!la!figura!7.10!se!simuló!el!PIC16F877A:!!
!!Figura!7.11!–!Simulación!del!PIC16F877A!con!Proteus.!!Al!ser!una!simulación!con!Proteus!no!hace!falta!colocar!en!el!esquema!los!condensadores!de!filtro!(vistos!en!el!capitulo!4).!!Para!simular!los!comandos!que!le!entraran!mediante!la!comunicación!serie!por!Bluetooth!se!utilizo!un!Terminal!Virtual.!!
!!Figura!7.12!–!Simulación!de!la!comunicación!serie!por!Bluetooth!con!Proteus.!!Así!mismo!se!utilizo!también!un!Switch!(SW2)!para!simular!la!señal!de!conexión!que!se!recibe!del!dispositivo!Bluetooth!cuando!se!establece!una!conexión.!!!!!!!!!!
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También!se!simuló!la!PCB!Driver!en!el!siguiente!esquema:!!
!!Figura!7.13!–!Simulación!de!drivers!de!motor!con!Proteus.!!Este!esquema!como!se!puede!ver!en!la!figura!7.10!se!repite!tres!veces!para!simular!las!tres!PCBs!que!controlaran!los!motores!(PCB!Driver),!cambiando!solo!las!labels!de!los!puertos!para!diferenciarlas!entre!las!tres.!!Como!con!la!simulación!del!PIC!no!hace!falta!poner!los!condensadores!o!los!diodos!de!protección.!!Y!finalmente!se!simularon!los!motores!unipolares!de!4!fases.!!
!! Figura!7.14!–!Simulación!de!motores!unipolares!de!4!fases!con!Proteus.!!Al!igual!que!con!la!simulación!de!los!drivers,!el!esquema!de!la!simulación!de!los!motores!se!repetirá!tres!veces!cambiando!los!labels!de!los!puertos!de!conexión.!!Mediante!esta!simulación!se!comprobó!que!el!código!del!firmware!y!la!cinemática!estaban!bien!implementadas.! !!
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8."Valoración*económica*y*
planificación.!
8.1$Valoración$económica.$! En!este!apartado!se!realiza!una!valoración!económica!de!los!costes!del!proyecto,!tanto!de!los!coste!de!material!(chips,!resistencias,!motores,!etc..),!como!de!mano!de!obra!(programación!de!firmware,!diseño!de!PCB,!etc.…).!A!continuación!se!especificaran!los!costes!de!componentes!de!cada!una!de!las!PCBs!por!separado:!!PCB!Regulador:!!
Cantidad' Referencia' Descripción' Fabricante' N/S'Fabricante' Precio' Total'
2' C1,!C2! CAPACITOR!ALUM!ELEC,!100UF,!50V! UNITED!CHEMIVCON! EKZE500ELL101MHB5D! 0,36!€! 0,72!€!
1' C3! CONDENSADOR,!100nF,!50V,!X7R,!RADIAL' MULTICOMP! MCRR25104X7RK0050! 0,31!€! 0,31!€!
1' D1! LED,!3MM,!VERDE' KINGBRIGHT! LV934GD! 0,20!€! 0,20!€!
1' INT1! INTERRUPTOR,!SPDT,!2,0A,!250V' MULTICOMP! 1MS1T1B5M1QE! 1,36!€! 1,36!€!
3' K1,!K2,!K3! BLOQUE!TERMINAL,!PCB,!2VÍAS' IMO!PRECISION!CONTROLS!! 20.501M/2!! 0,30!€! 0,9!€!
1' R1! RESISTOR,!330R,!0.25W,!5%! MULTICOMP! MCF!0.25W!330R! 0,018!€! 0,018!€!
1' U1! CI,!REG.!DE!TENSIÓN!+5,0!V,!7805,!TOV220V3! STMICROELECTRONICS! L7805CV! 0,72!€! 0,72!€!
1' ! HEATSINK!TO220!10.2°C/W!CLIP' MULTICOMP! MC33286! 1,39!€! 1,39!€!
TOTAL' V! V! V! V! V! 5,618!€!!Figura!8.01!V!!Tabla!de!precios!de!componentes!PCB!Regulador.!!
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PCB!Procesador:!!
Cantidad' Referencia' Descripción' Fabricante' N/S'Fabricante' Precio' Total'
2' C1,!C2! CAPACITOR!CERAMIC!22PF!50V,!C0G/NP0! MULTICOMP! MC0805N220J500A5.08MM! 0,033!€! 0,066!€!
2' C3,!C4! CONDENSADOR,!100nF,!50V,!Z5U,!RADIAL! MCRR25104Z5UM0050! MULTICOMP! 0,175!€! 0,525!€!
1' D1! LED,!3MM,!VERDE! KINGBRIGHT! LV934GD! 0,20!€! 0,20!€!
1' D2! LED,!3MM,!NARANJA! KINGBRIGHT! LV934ND! 0,29!€! 0,29!€!
1' D3! DIODO,!SS,!100V,!0,3!A,!DOV35! VISHAY!SEMICONDUCTOR! 1N4148VTR! 0,015!€! 0,015!€!
2' J1,!J2! BOARDVBOARD!CONNECTOR!HEADER,!2VÍAS,!1FILA!
GLOBAL!CONNECTOR!TECHNOLOGY! BG030V02VAV0650V0300VNVG! 0,062!€! 0,0124!€!
2' ! PUENTE,!MÓDULO!AMPLIFICADOR,!NEGRO,!ESTAÑADO!
TE!CONNECTIVITY!/!AMP! 0V0142270V3! 0,38!€! 0,76!€!
1' K1! BLOQUE!TERMINAL,!PCB,!2VÍAS,!5MM! IMO!PRECISION!CONTROLS!! 20.501M/2!! 0,30!€! 0,30!€!
1' K2! MACHO,!PIN!CUADRADO,!2,5!mm,!5VÍAS! MULTICOMP! MC34383! 0,48!€! 0,48!€!
2' ! CONECTOR!HEMBRA,!2,5!mm,!5VÍAS! MULTICOMP! MC34531! 0,24!€! 0,48!€!
1' K3! MACHO,!ACODADO,!PIN!CUADRADO,!2,5!mm,!8VÍAS!
MULTICOMP! MC34625! 0,052!€! 0,052!€!
1' ! CONECTOR!HEMBRA,!2,5!mm,!8VÍAS! MULTICOMP! MC34477! 0,021!€! 0,021!€!
3' K4,!K5,!K6! MACHO,!ACODADO,!PIN!CUADRADO,!2,5!mm,!10VÍAS!
MULTICOMP! MC34627! 0,041!€! 0,123!€!
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1' ! CONECTOR!HEMBRA,!2,5!mm,!10VÍAS! MULTICOMP! MC34479! 0,148!€! 0,148!€!
1' K7! MACHO,!ACODADO,!PIN!CUADRADO,!2,5!mm,!5VÍAS!
MULTICOMP! MC34683! 0,28!€! 0,28!€!
1' K8! MACHO,!ACODADO,!PIN!CUADRADO,!2,5!mm,!4VÍAS!
MULTICOMP! MC34621! 0,31!€! 0,31!€!
1' ! CONECTOR!HEMBRA,!2,5!mm,!4!VÍAS! MULTICOMP! MC34473! 0,182!€! 0,182!€!
2' R1,!R4! RESISTOR,!330R,!0.25W,!5%! MULTICOMP! MCF!0.25W!330R! 0,018!€! 0,036!€!
1' R2! Resistor,!10K,!0.25W,!5%! MULTICOMP! MCF!0.25W!10K! 0,018!€! 0,036!€!
2' R5,!R6! RESISTOR,!4K7,!0.25W,!5%! MULTICOMP! MCF!0.25W!4K7! 0,018!€! 0,036!€!
1' RESET! INTERRUPTOR,!SPNO,!CUADRANGULAR,!NEGRO!
C!&!K!COMPONENTS! D6C90LFS! 1,89!€! 1,89!€!
1' U1! I/P!V!CI,!MCU!FLASH!8!BITS,!16F877,!DIP40! MICROCHIP! PIC16F877A! 4,62!€! 4,62!€!
1' ! ZÓCALO,!40VÍAS,!TABLA!PC,!DIL! MULTICOMP! 227V40V06V05! 0,43!€! 0,43!€!
1' Y1! CRISTAL,!HCV49/U,!20.0MHZ! MULTICOMP! HC49UV20V20V30V60V00VATF! 1,35!€! 1,35!€!
TOTAL' V! V! V! V! V! 12,643!€!! Figura!8.02!V!!Tabla!de!precios!de!componentes!PCB!Procesador.!! !
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PCB!Driver:!
Cantidad' Referencia' Descripción' Fabricante' N/S'Fabricante' Precio' Total'
2' C1,!C2! CONDENSADOR,!100nF,!50V! MULTICOMP! MCRR50104Z5UM0050! 0,175!€! 0,35!€!
2' D1,!D2! LED,!3MM,!VERDE! KINGBRIGHT! LV934GD! 0,20!€! 0,4!€!
4' D3…!D6! LED,!3MM,!ROJO! KINGBRIGHT! LV934ID! 0,22!€! 0,88!€!
8' D7,!D8,!D9,!D10,!D11,!D12,!D13,!D14!
DIODO,!RÁPIDO,!1A,!100V! MULTICOMP! FR102! 0,018!€! 0,144!€!
2' J1,!J2! BOARDVBOARD!CONNECTOR!HEADER,!2VÍAS,!1FILA!
GLOBAL!CONNECTOR!TECHNOLOGY! BG030V02VAV0650V0300VNVG! 0,062!€! 0,0124!€!
2' ! PUENTE,!MÓDULO!AMPLIFICADOR,!NEGRO,!ESTAÑADO!
TE!CONNECTIVITY!/!AMP! 0V0142270V3! 0,38!€! 0,76!€!
2' K1,!K2! BLOQUE!TERMINAL,!PCB,!2VÍAS,!5MM! IMO!PRECISION!CONTROLS! 20.501M/2! 0,30!€! 0,60!€!
1' K3! MACHO,!ACODADO,!PIN!CUADRADO,!2,5!mm,!4VÍAS!
MULTICOMP! MC34621! 0,31!€! 0,31!€!
' ! CONECTOR!HEMBRA,!2,5!mm,!4!VÍAS! MULTICOMP! MC34473! 0,182!€! 0,182!€!
1' K4! BLOQUE!TERMINAL,!PCB,!4VÍAS,!5MM' IMO!PRECISION!CONTROLS! 20.501M/4! 0,58!€! 0,58!€!
1' R1! Resistor,!1K,!0,25W,!5%! MULTICOMP! MCF!0.25W!1K! 0,018!€! 0,018!€!
5' R2,!R3,!R4,!R5,!R6! Resistor,!330R,!0.25W,!5%! MULTICOMP! MCF!0.25W!330R! 0,018!€! 0,09!€!
1' U1! IC,!BRIDGE!DRIVER!DUAL,!298! STMICROELECTRONICS! L298N! 6,34!€! 6,34!€!
1' ! HEATSINK!MULTIWATT15V! AAVID!THERMALLOY! 6374BG' 1,39!€! 1,39!€!
TOTAL' V! V! V! V! V! 11,578!€!Figura!8.03!V!!Tabla!de!precios!de!componentes!PCB!Driver.!
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De!esta!PCB!se!necesitan!tres!copias!iguales!por!lo!que!el!precio!final!queda:!11,578!x!3!=!34,734!€!!PCB!Comunicaciones:!!
Cantidad' Referencia' Descripción' Fabricante' N/S'Fabricante' Precio' Total'
2' C1,!C3! CONDENSADOR,!CAJA!E,!100UF,!16V! PANASONIC! EEEFC1C101P! 0,46!€! 0,92!€!
1' C2! CONDENSADOR,!CAJA!B,!10!uF,!16V! PANASONIC! EEE1CA100SR! 0,15!€! 0,15!€!
1' D1! LED,!SMD,!VERDE! TOSHIBA! TLGU1002A(T02)! 0,44!€! 0,44!€!
1' D2! LED!0805!SUPER!BRIGHT!BLUE! MULTICOMP! OVSV0803! 0,24!€! 0,24!€!
1' D3! LED,!SMD,!AMARILLO! TOSHIBA! TLYU1002A(T02)!! 0,39!€! 0,39!€!
1' J1! BOARDVBOARD!CONNECTOR!HEADER,!2VÍAS,!1FILA!
GLOBAL!CONNECTOR!TECHNOLOGY!
BG030V02VAV0650V0300VNVG! 0,062!€! 0,062!€!
1' K1! MACHO,!ACODADO,!PIN!CUADRADO,!2,5!mm,!8VÍAS! MULTICOMP! MC34625! 0,052!€! 0,052!€!
' ! CONECTOR!HEMBRA,!2,5!mm,!8VÍAS! MULTICOMP! MC34477! 0,021!€! 0,021!€!
1' K2! RECEPTACLE,!2.54MM,!SINGLE,!10WAY! SAMTEC! SSQV110V01VGVS! 1,59!€! 1,59€!
1' Q1! TRANSISTOR,!PNP,!SOTV23! NXP! BC857! 0,057!€! 0,057!€!
1' R1! RESISTENCIA,!0805!130R! MULTICOMP! MC!0.1W!0805!1%!130R! 0,038!€! 0,038!€!
1' R2! RESISTENCIA,!0805,!10.000! TE!CONNECTIVITY!/!HOLSWORTHY!
RN73C2A10KBTDF! 1,36!€! 1,36!€!
1' R3! RESISTENCIA,!0805,!100R,!1%,!0.125W! VISHAY!DRALORIC! CRCW0805100RFKEA! 0,024!€! 0,024!€!
3' R4,R6,R8! RESISTOR,!0805,!68R,!1%! MULTICOMP! MCSR08X68R0FTL! 0,014!€! 0,042!€!
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31' R5,!R7,!R9! RESISTENCIA,!0805,!115K!0,1%!15PPM! TE!CONNECTIVITY!/!HOLSWORTHY!!
RP73D2A115KBTG! 0,47!€! 1,41!€!
1' R10! RESISTENCIA,!0805,!330R,!1%! VISHAY!DRALORIC! CRCW0805330RFKEA! 0,038!€! 0,038!€!
1' U1! LDO!VOLT!REG,!800MA,!3,3!V,!SOTV223! NATIONAL!SEMICONDUCTOR! LM1117IMPV3.3/NOPB! 0,76!€! 0,76!€!
1' ! ESD200!Module! SENA! ESD200! 41€! 41!€!
TOTAL' V! V! V! V! V! 48,594!€!!Figura!8.04!V!!Tabla!de!precios!de!componentes!PCB!Comunicación.!!A!continuación!se!especificará!el!coste!de!otros!materiales,!igualmente!necesarios:!!
Cantidad' Descripción' Fabricante' N/S'Fabricante' Precio' Total'
3' Motor!paso!a!paso!7.5deg!12.7V!12.5W! Crouzet! 82!940!003! 48,20!€! 144,6!€!
3' Cajas!Reductoras,!Relación!25:1,!4Nm! McLennan!Servo!Supplies! MRIG11!(25:1)! 88,88!€! 266,64!€!
3' Juego!de!Adaptadores,!Tamaño!23! Portescap! ADAPTOR!KIT!C! 11,03!€! 33,09!€!
1' Batería!plomo!ácido!Y7V12RS!12V!7Ah! RS! 537V5488! 14,5!€! 14,5!€!
TOTAL' V! V! V! V! 458,83!€!!Figura!8.05!–!Tabla!de!precios!de!componentes.!!Los!precios!de!los!componentes!se!tomaron!el!día!25/3/2012!con!lo!que!pueden!sufrir!variaciones.!!También!hace!falta!aclarar!que!no!es!necesariamente!usar!estos!mismos!componentes,!pudiendo!cambiarlos!por!otros!de!similares.!!!!!!!
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!Para!finalizar!se!especificara!el!precio!por!hora!de!la!mano!de!obra!empleado!en!el!proyecto:!!
Descripción' Horas' Precio/Hora' Total'
Diseñador'de'PCB' 480! 40!€! 19.200!€!
Programador' 240! 25!€! 6.000!€!
TOTAL' 960! V! 25.200!€!!Figura!8.06!–!Tabla!de!precios!de!mano!de!obra.!!El!precio!total!final!para!realizar!el!proyecto!es!de:!! PCB!Regulador:! 5,618'€'PCB!Procesador:! 12,643'€'PCB!Drivers:! 34,734'€'PCB!Comunicaciones:! 48,594'€'Otros!Componentes:! 458,83'€'Mano!de!Obra:! 25.200'€'
Total:' 25.760,419'€'! Figura!8.07!–!Tabla!del!precio!total!del!proyecto.!!!!!!!!!!!!
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8.2$Planificación.$! Para!la!realización!del!proyecto!se!han!asignado!un!numero!de!tareas!a!realizar!para!la!su!conclusión.!!Las!tareas!están!divididas!en:!! V Aprendizaje!de!entornos!de!desarrollo.!!V Cinemáticas!de!robots!móviles.!!V Diseño!de!las!placas!de!circuito!impreso.!!V Comunicaciones.!!V Hardware.!!V Emulación!de!firmware.!!V Testeo!de!firmware.!!V Documentación!del!PFC.!!Cada!una!de!estas!tareas!tienen!sus!respectivas!subtareas!que!explicamos!a!continuación:!!
• Aprendizaje!de!entornos!de!desarrollo:!
o Estudio!de!las!herramientas!de!desarrollo!como!por!ejemplo!Altium!Designer!’09.!
• Cinemáticas!de!robots!móviles:!
o Estudio!de!cinemáticas:!
! Estudio!de!varias!cinemáticas!de!robots!móviles,!sus!pros!y!contras!y!selección!final!de!la!cinemática!que!se!usara!en!el!proyecto.!
o Simulación!de!cinemática!omnidireccional!en!Matlab.!
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! Estudio!más!profundo!sobre!la!cinemática!omnidireccional!y!su!simulación!de!varias!trayectorias!con!la!herramienta!Matlab.!
• Diseño!de!las!placas!de!circuito!impreso:!
o Diseño!de!los!esquemas!eléctricos:!
! Diseño!del!esquema!eléctrico,!búsqueda!y!selección!de!los!componentes!eléctricos!necesarios!para!la!fabricación!de!las!PCBs.!
o Enrutado!de!las!PCBs:!
! Creación!de!las!reglas!a!seguir!para!su!enrutado!y!posterior!enrutamiento.!!
o Fabricación!y!montaje!de!las!PCBs.!
! Fabricación!en!la!fresadora!de!las!PCBs!al!finalizar!el!enrutado,!soldadura!de!los!componentes!de!cada!placa!y!testeos!eléctricos!de!cada!una.!!
• Comunicaciones:!
o Estudio!de!comunicaciones:!
! Estudio!de!los!métodos!de!comunicaciones!tanto!alámbricos!como!inalámbricos!que!se!usaran!en!las!comunicaciones!del!robot.!!
• Emulación!de!firmware:!
o Control!de!motores!paso!a!paso:!
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! Realización!de!una!simulación,!tanto!eléctrica!como!de!software,!de!motores!paso!a!paso!controlado!por!un!microcontrolador.!
o Firmware!de!control:!
! Simular!con!del!firmware!que!llevaran!los!diferentes!microcontroladores.!
o Firmware!de!comunicaciones:!
! Simulación!de!los!sistemas!de!comunicaciones!que!se!implementaran!en!el!proyecto.!
• Hardware:!
o Selección!de!motores!y!reductoras:!
! Estudio!sobre!motores!paso!a!paso!y!reductoras,!y!selección!de!los!motores!y!reductoras!a!comprar!que!se!colocaran!en!el!robot.!!
o Montaje!de!robot!móvil:!
! Montar!todos!los!componentes!del!robot!(motores,!reductoras,!PCBs,!batería,!…)!y!modificaciones!o!creaciones!de!componentes!en!el!torno!para!el!ajuste!de!los!motores!en!la!base!del!robot.!
• Testeo!de!firmware!en!robot!real:!
o Hacer!testeos!del!firmware!para!comprobar!que!todo!funciona!como!en!las!simulaciones!y!el!robot!físico.!
• Documentación!de!PFC:!
o Terminar!de!redactar!la!memoria!del!proyecto.!
o Preparar!la!presentación!del!proyecto.!
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9."Conclusiones*e!Incidencias.!
!
9.1$Conclusiones$! Durante!el!desarrollo!del!proyecto!he!puesto!en!practica!los!conocimientos!teóricos!de!las!siguientes!asignaturas:!Física,!Periféricos!e!Interfaces,!Sistemas!Digitales!y!Microcontroladores!y!Robótica.!!De!Física!he!usado!los!conocimientos!básicos!de!electrónica,!pero!en!lo!que!se!basa!casi!la!totalidad!del!proyecto!es!en!las!otras!3!asignaturas,!Robótica,!Periféricos!e!Interfaces,!Sistemas!Digitales!y!Microcontroladores.!!!Ya!que!de!ellas!he!sacado!los!conocimientos!de!programación!de!microcontroladores!y!cinemáticas!de!robots!móviles.!!Durante!este!proyecto!he!mejorado!mis!conocimientos!sobre!electrónica!que!eran!muy!reducidos,!ya!que!la!carrera!esta!más!enfocada!a!la!programación!que!a!la!electrónica.!!También,!he!consolidado!mis!conocimientos!de!programación!de!microcontroladores.!!Quisiera!hacer!un!especial!agradecimiento!al!técnico!de!laboratorio!Joan!Vidós!por!su!ayuda!y!consejos!en!el!apartado!de!la!electrónica,!sin!la!cual!el!proyecto!se!hubiera!demorado.!!!!
9.2$Incidencias$! Durante!la!realización!del!proyecto!surgieron!las!siguientes!incidencias:!!
9.2.1$Incidencia$con$reductora:$! Uno!de!los!problemas!que!tuve,!fue!al!comprobar!los!motores!del!robot,!había!uno!que!no!funcionaba!bien,!una!vez!desmontado!se!vio!que!el!motor!estaba!bien,!lo!que!no!funcionaba!era!la!caja!reductora.!!!Se!desmonto!para!ver!lo!que!estaba!mal!para!poder!arreglarla,!pero!se!vio!que!uno!de!los!engranaje!estaba!roto.!!!
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!!Figura!9.01!–!Reductora!antigua!rota.!! Solución:!!!Se!busco!una!reductora!con!las!mismas!características!(ratio,!eficiencia,!dimensiones,!…)!al!no!encontrarla!se!decidió!cambiar!las!tres!reductoras!y!los!tres!motores!por!unos!nuevos!y!lo!más!parecidos!a!los!antiguos.!!
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10."Bibliografía.!
!Para!realizar!este!proyecto!he!consultado!la!siguiente!documentación:!! : Software:!!
o Matlab:!!!
! http://www.mathworks.es/products/matlab/!!
o Proteus:!!
! http://www.labcenter.com/index.cfm!!
o CCS:!!!
! http://www.ccsinfo.com!!
o Altium!Designer:!!
! http://products.live.altium.com!!: Hardware:!!
o Los!Datasheets!de!los!siguientes!componentes!(bajados!de!alldatasheet):!!
! PIC16F877A!
! L7805CV!
! L298N!!
o ICD2:!!!
! www.microchip.com!!
o Motor!y!reductora:!!
! Motor!Philips!Antiguo:!!!
• http://www.premotec.com!!
! Reductora!Antigua:!!!
• http://www.premotec.com!
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!
! Reductora!nueva:!!!
• http://xurl.es/vdp9a!!
! Motor!nuevo:!!!
• http://xurl.es/57hv9!!
o Parani!ESD!200:!!
! http://sena.com/products/industrial_bluetooth/esd.php!!
o PIC:!!!
! foroPIC!:!http://todopic.mforos.com/!!: Otros:!!
o Puente!H:!!
! http://es.wikipedia.org/wiki/Puente_H_(electr%C3%B3nica)!!
o UART:!!
! http://es.wikipedia.org/wiki/Universal_Asynchronous_Receiver:Transmitter!!
o Apuntes:!!
! PI.!!
! SDMI.!!
! Robótica.!
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11."Anexos.!
!
11.1#Fresadora#! Durante!el!transcurso!del!tema!4,!se!ha!hablado!de!una!maquina!denominada!fresadora,!a!continuación!explicaremos!que!es:!!Una!fresadora!es!una!herramienta!utilizada!para!realizar!mecanizados!por!arranque!de!viruta!mediante!el!movimiento!de!una!herramienta!rotativa!de!varios!filos!de!corte!denominada!fresa.!!De!fresadoras!hay!de!muchos!tipos,!antiguamente!las!PCBs!se!hacían!con!ácidos,!actualmente!se!hacen!con!las!fresadoras!que!pueden!ser!manuales!(son!aquellas!que!tienes!que!ir!cambiando!las!brocas!y!las!fresas!según!las!necesites.),!automáticas!(son!aquellas!que!la!propia!fresa!hace!el!cambio!de!broca!o!de!fresa!según!las!necesite)!o!por!laser!(la!fresadora!usa!un!laser!para!hacer!las!pistas,!por!lo!tanto!es!más!precisa!y!no!hace!falta!calibrar).!!La!fresadora!que!hay!en!el!departamento!es!una!fresadora!manual!de!la!empresa!LPKF!y!el!modelo!es!PROTOMATC60.!!
!! Figura!11.1!–!Fresadora!LPKF!PROTOMATC60!!
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11.2#Código#!
11.2.1#Código#firmware#! Código!que!llevara!el!PIC16F877A,!el!cerebro!del!robot,!programado!en!C.!!
/**************************************************************************/ 
/*                                                                                                                                                */ 
/* Programa: Main                                                                                    */ 
/*                                                                                */ 
/* Descripción: El código del firmware del robot móvil.                         */ 
/*                                                                                */ 
/* Autor: Alejandro Veiga Lopez                                                  */ 
/*                                                                                  */ 
/* Fecha: 10/03/2012                                                            */ 
/*                                                                                */ 
/* Fecha de Ultima Modificación: 10/04/2012                                     */ 
/*                                                                                */ 
/* Versión: 1.6                                                                   */ 
/*                                                                                */ 
/**************************************************************************/ 
#include <16f877A.h> 
#include <stdio.h> 
 
#fuses HS, NOWDT, NOPROTECT, NOLVP, NOPUT, BROWNOUT 
#use delay (clock = 20000000) // Fosc = 20 Mhz 
 
#use rs232(BAUD=9600, BITS=8, PARITY=N, XMIT=PIN_C6, RCV=PIN_C7, 
DISABLE_INTS) 
 
#byte PORTA = 0x05 
#byte PORTB = 0x06 
#byte PORTC = 0x07 
#byte PORTD = 0x08 
#byte PORTE = 0x09 
 
/**************************************************************************/ 
/* Variables Constantes Globales.                                                 */ 
/**************************************************************************/ 
/* Numero de pasos que realizan los motores. */ 
#define NPASOS 4  
 
/**************************************************************************/ 
/* Funciones.                                                                */ 
/**************************************************************************/ 
/* Funciones de configuración. */ 
void configurar_PIC(void); 
void configurar_bluetooth(void); 
 
/* Esperar conexión de bluetooth. */ 
void conectar_bluetooth(); 
 
/* Funciones de printar. */ 
void menu_principal(void); 
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/**************************************************************************/ 
/* Variables Globales.                                                           */ 
/**************************************************************************/ 
/* Variable que determina si el bluetooth esta configurado. */ 
char bluetooth_conf = false; 
 
/* Pasos de motor. */ 
const char pasos_motor[] = {0b10100000, 0b01100000, 0b01010000, 0b10010000}; 
 
/* Variables para saber que motor esta encendido. 1 = Encendido, 0 = Apagado. */ 
short motor1_on = 0; 
short motor2_on = 0; 
short motor3_on = 0; 
 
/* Variables contadoras de tics que lleva un motor. */ 
int motor1_tics = 0; 
int motor2_tics = 0; 
int motor3_tics = 0; 
 
/* Variables contadoras para saber cuantos tics tiene que hacer cada motor. */ 
int motor1_tics_deseados = 0; 
int motor2_tics_deseados = 0; 
int motor3_tics_deseados = 0; 
 
/* Variables que determina la dirección de giro de los motores. 1 = Horaria, 0 = Antihorarioa. */ 
int motor1_direccion_paso = 1; 
int motor2_direccion_paso = 1; 
int motor3_direccion_paso = 1; 
 
/* Variables contadoras que determina el numero de paso de cada motor. */ 
int motor1_paso = 0; 
int motor2_paso = 0; 
int motor3_paso = 0; 
 
/**************************************************************************/ 
/* Función: interrupcion_TMR0.                                                                       */ 
/* Parámetros: -                                                                  */ 
/* Return: -                                                                      */ 
/* Explicación:                                                                   */ 
/*     Esta función salta con la interrupción del timer0 (1 mseg).     */ 
/*                                                                                */ 
/**************************************************************************/ 
#INT_TIMER0 
void interrupcion_TMR0() { 
  
 int tmp; 
  
 // Si estas desconectado apagas motores. 
 if (INPUT(PIN_C1)) motor1_on = motor2_on = motor3_on = 0; 
 
 ////////// 
 // Motor 1 
 ////////// 
 if (motor1_on) { 
 
  // Aumentamos tics del motor1. 
  motor1_tics++; 
    
  // Comprobamos si tiene que dar un paso el motor1. 
  if (motor1_tics >= motor1_tics_deseados) { 
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   // Reiniciamos tics motor1. 
   motor1_tics = 0; 
    
   // Hacemos el paso de motor que toca. 
   tmp = PORTA & 0b110000; 
   OUTPUT_A(tmp + (pasos_motor[motor1_paso] >> 4)); 
 
   // Comprobamos la dirección de giro del proximo paso. 
   if (motor1_direccion_paso == 1) motor1_paso++; 
   else if (motor1_direccion_paso == 0 ) motor1_paso--; 
 
   // Comprobamos que no nos pasomos del rango del vector de pasos. 
   motor1_paso = motor1_paso % NPASOS; 
 
  } 
  
 } 
 else { 
 
  tmp = PORTA & 0b110000; 
  OUTPUT_A(tmp + 0b001111); 
 
 } // IF motor1_on 
  
 ////////// 
 // Motor 2 
 ////////// 
 if (motor2_on) { 
 
  // Aumentamos tics del motor2. 
  motor2_tics++; 
    
  // Comprobamos si tiene que dar un paso el motor2. 
  if (motor2_tics >= motor2_tics_deseados) { 
     
   // Reiniciamos tics motor2. 
   motor2_tics = 0; 
    
   // Hacemos el paso de motor que toca. 
   tmp = PORTB & 0b00001111; 
   OUTPUT_B(tmp + pasos_motor[motor2_paso]); 
 
   // Comprobamos la direccion de giro del proximo paso. 
   if (motor2_direccion_paso == 1) motor2_paso++; 
   else if (motor2_direccion_paso == 0 ) motor2_paso--; 
 
   // Comprobamos que no nos pasomos del rango del vector de pasos. 
   motor2_paso = motor2_paso % NPASOS; 
 
  } 
  
 } 
 else { 
 
  tmp = PORTB & 0b00001111; 
  OUTPUT_B(tmp + 0b11110000); 
 
 }// IF motor2_on  
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    ////////// 
 // Motor 3 
 ////////// 
 if (motor3_on) { 
 
  // Aumentamos tics del motor3. 
  motor3_tics++; 
    
  // Comprobamos si tiene que dar un paso el motor3. 
  if (motor3_tics >= motor3_tics_deseados) { 
     
   // Reiniciamos tics motor3. 
   motor3_tics = 0; 
    
   // Hacemos el paso de motor que toca. 
   tmp = PORTD & 0b00001111; 
   OUTPUT_D(tmp + pasos_motor[motor3_paso]); 
 
   // Comprobamos la direccion de giro del proximo paso. 
   if (motor3_direccion_paso == 1) motor3_paso++; 
   else if (motor3_direccion_paso == 0 ) motor3_paso--; 
 
   // Comprobamos que no nos pasomos del rango del vector de pasos. 
   motor3_paso = motor3_paso % NPASOS; 
 
  } 
  
 } 
 else { 
 
  tmp = PORTD & 0b00001111; 
  OUTPUT_D(tmp + 0b11110000); 
 
 }// IF motor3_on 
  
} 
 
/**************************************************************************/ 
/* Función: main.                                                                       */ 
/* Parametros: -                                                                  */ 
/* Return: -                                                                      */ 
/* descripción:                                                                   */ 
/*      Es la funcion main, la primera en ejecutarse.                  */ 
/*                                                                                */ 
/**************************************************************************/ 
void main (void) { 
 
 // Variables para recoger la respuestas que vengan por el puerto serie. 
 char respuesta[9]; 
 int resp_ahora = 0; 
 int resp_ant = 0; 
 
 // Inicializamos variables. 
 motor1_on = motor2_on = motor3_on = 0; 
 motor1_tics = motor2_tics = motor3_tics = 0; 
 motor1_tics_deseados = motor2_tics_deseados = motor3_tics_deseados = 0; 
 motor1_direccion_paso = motor2_direccion_paso = motor3_direccion_paso = 0; 
 bluetooth_conf = false; 
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 // Configurar PIC.  
 configurar_PIC(); 
  
 // Configurar Bluetooth. 
 configurar_bluetooth(); 
 
 // Esperar a que el dispositivo bluetooth se conecte con el ordenador. 
 conectar_bluetooth(); 
 
 // Printamos el menu principal. 
 menu_principal();   
 
 while (true) { 
 
  printf("----Esperando instruccion para ejecutar----\r"); 
  gets(respuesta); 
 
  resp_ahora = strlen(respuesta); 
 
  printf("Tama\xa4o de los datos recividos: %i.\r", resp_ahora); 
 
  if (resp_ahora == 9 && resp_ant != 2) { 
 
   disable_interrupts(INT_TIMER0); // Interrupcion TIMER0 Desactivada. 
   // Cambio de variables. 
 
   // Calculo de variables para el motor 1. 
   motor1_direccion_paso = 1; 
   if (respuesta[0] == '-') motor1_direccion_paso = 0; 
   motor1_tics_deseados = ((respuesta[1] - 48) * 10) + (respuesta[2] - 48); 
   if (motor1_tics_deseados == 0) motor1_on = 0;   
   else motor1_on = 1; 
 
   // Calculo de variables para el motor 2. 
   motor2_direccion_paso = 1; 
   if (respuesta[3] == '-') motor2_direccion_paso = 0; 
   motor2_tics_deseados = ((respuesta[4] - 48) * 10) + (respuesta[5] - 48); 
   if (motor2_tics_deseados == 0) motor2_on = 0; 
   else motor2_on = 1; 
 
   // Calculo de variables para el motor 3. 
   motor3_direccion_paso = 1; 
   if (respuesta[6] == '-') motor3_direccion_paso = 0; 
   motor3_tics_deseados = ((respuesta[7] - 48) * 10) + (respuesta[8] - 48); 
   if (motor3_tics_deseados == 0) motor3_on = 0; 
   else motor3_on = 1; 
   
   // Fin del cambio de variables. 
   enable_interrupts(INT_TIMER0);  // Interrupcion TIMER0 Activada. 
      
   printf("Direccion del 1 Motor: %i.\r", motor1_direccion_paso); 
   printf("Tics del 1 Motor: %i.\r", motor1_tics_deseados); 
   printf("Direccion del 2 Motor: %i.\r", motor2_direccion_paso); 
   printf("Tics del 2 Motor: %i.\r", motor2_tics_deseados); 
   printf("Direccion del 3 Motor: %i.\r", motor3_direccion_paso); 
   printf("Tics del 3 Motor: %i.\r", motor3_tics_deseados); 
    
    } 
 
       resp_ant = resp_ahora; 
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 } 
 
} 
 
/**************************************************************************/ 
/* Función: configuracion_PIC.                                                 */ 
/* Parametros: -                                                                  */ 
/* Return: -                                                                      */ 
/* Descripción:                                                                   */ 
/*      Esta funcion configura todos los parametros del PIC:           */ 
/*    Puertos, Timer0, interrupciones.                              */ 
/*                                                                                */ 
/**************************************************************************/ 
void configurar_PIC (void) { 
  
 ///////////////////// 
 // Configurar PUERTOS 
 ///////////////////// 
 // Configurar PORTA 
 set_tris_A(0b000000);   // Configurar como I/O (1/0) 
 OUTPUT_A(0b111111);   // Inicializamos el puerto 
 
 set_tris_B(0b00000000);   // Configurar como I/O (1/0) 
 OUTPUT_B(0b11111111);  // Inicializamos el puerto 
 
 set_tris_C(0b10000011);   // Configurar como I/O (1/0) 
// OUTPUT_C(0b00000000);  // Inicializamos el puerto 
  
 set_tris_D(0b00000000);   // Configurar como I/O (1/0) 
 OUTPUT_D(0b11111111);  // Inicializamos el puerto 
 
 set_tris_E(0b000);   // Configurar como I/O (1/0) 
 OUTPUT_E(0b000);   // Inicializamos el puerto 
 
 ////////////////// 
 // Configurar TMR0 
 ////////////////// 
   setup_counters(RTCC_INTERNAL, RTCC_DIV_16); // Configuracion interrupcion TMR0. 
   set_timer0(56);         // Carga TMR0 para 1ms. 
 
 //////////////////////////// 
 // Configurar Interrupciones 
 //////////////////////////// 
 enable_interrupts(INT_TIMER0);   // Interrupcion TIMER0 Activada. 
 enable_interrupts(GLOBAL);   // Activadas Interrupciones Globales. 
 
} 
 
/**************************************************************************/ 
/* Funcion: configuracion_bluetoothP.                                              */ 
/* Parametros: -                                                                  */ 
/* Return: -                                                                      */ 
/* Descripción:                                                                   */ 
/*      Envia las ordenes AT para comfigurar la comunicacion           */ 
/*    inalambrica bluetooth.       */ 
/*                                                                                */ 
/**************************************************************************/ 
void configurar_bluetooth (void) { 
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 bluetooth_conf = false; 
 
 OUTPUT_LOW(PIN_C5);      // Reset 
 delay_ms(2000); 
 OUTPUT_HIGH(PIN_C5);  
  
 puts("AT&F\r");       // Reiniciar por defecto el 
dispositivo. 
 delay_ms(500); 
 puts("ATZ\r"); 
 delay_ms(1000); 
  
 puts("AT+UARTCONFIG,19200,N,0\r");  // Configurar comunicacion serie. 
 delay_ms(500); 
 puts("ATZ\r"); 
 delay_ms(1000); 
 
 puts("AT+BTNAME=\"ROBOT-ESAII\"\r"); // Configurar nombre de dispositivo. 
 delay_ms(500); 
 puts("ATZ\r"); 
 delay_ms(1000); 
 
 puts("AT+BTKEY=\"0000\"\r");   // Configurar contraseña del dispositivo. 
 delay_ms(500); 
 puts("ATZ\r"); 
 delay_ms(1000);  
 
 puts("AT+BTSCAN\r");     // Poner en modo conexion. 
 delay_ms(1000); 
 
 bluetooth_conf = true; 
 
} 
 
/**************************************************************************/ 
/* Función: conectar_bluetooth.                                         */ 
/* Parametros: -                                                                  */ 
/* Return: -                                                                      */ 
/* Descripción:                                                                   */ 
/*      Funcion que espera a que se realice una conexion bluetooth.   */ 
/*                                                                                */ 
/**************************************************************************/ 
void conectar_bluetooth() { 
 
 char respuesta_n; 
 
 if (bluetooth_conf) { 
   
  motor1_on = motor2_on = motor3_on = 0; 
 
  while (INPUT(PIN_C1)) { 
  
   OUTPUT_HIGH(PIN_D0); 
   delay_ms(500); 
   OUTPUT_LOW(PIN_D0); 
   delay_ms(500); 
  
  } 
  
  // Esperando respuesta de conexion. 
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  respuesta_n = getc(); // Conectado a ... 
  respuesta_n = getc(); // Ok. 
  delay_ms(500); 
 
 }  
 
} 
 
/**************************************************************************/ 
/* Función: menu_principal.                                                          */ 
/* Parametros: -                                                                  */ 
/* Return: -                                                                      */ 
/* Descripción:                                                                   */ 
/*      Printa el menu principal por el puerto serie.                  */ 
/*                                                                                */ 
/**************************************************************************/ 
void menu_principal (void) { 
  
 printf("/////////////////////////////\r"); 
 printf("//////// ROBOT MOVIL //////\r"); 
 printf("//// OMINIDIRECCIONAL /////\r"); 
 printf("/////////////////////////////\r"); 
 printf("/////////// VISOR ///////////\r"); 
 printf("/////////////////////////////\r\r"); 
 
} 
 
11.2.2#Código#de#aplicación#de#control#remoto#! Durante!el!tema!7,!se!explico!la!interface!de!la!aplicación!de!control!remoto!programado!en!JAVA.!A!continuación!introduciremos!las!partes!del!código!más!importante!de!la!aplicación.!!Primero!explicaremos!las!clases!Robot!Movil!y!Omidirecional:!!
/**   
  * 
  * Nombre de la Clase: RobotMovil 
  * 
  * Fecha de Inicio: 26/03/2012 
  * 
  * Fecha de Ultima Modificación: 26/03/2012 
  * 
  * Autor: Alejandro Veiga López 
  * 
  * Descripción: Clase que define un robot movil. 
  * 
  */ 
 
package robot; 
 
public class RobotMovil { 
 
      /* 
       * Radio en metros de la rueda. 
       */ 
     protected double radio; 
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      /** 
       * 1 Constructor de la clase. 
       */ 
     public RobotMovil() {     } 
 
      /** 
       * 2 Constructor de la clase. 
       */ 
     public RobotMovil(double r) { 
          radio = r; 
      } 
 
      /**  
        * Metodo get que retorna el radio. 
        * 
        * @return R 
        */ 
     public double getRadio() { 
          return radio; 
      } 
 
      /** 
      * Metodo set que cambia el radio. 
      * 
      */ 
     public void setRadio(double radio) { 
          this.radio = radio; 
      } 
 
      /** 
      * Método que calcula la cinemática. 
      * 
      */ 
      public void cinematica_inversa(double v, double grados, double theta) { 
         System.out.println("No esta definido."); 
      } 
 
 } !
/** 
  * 
  * Nombre de la Clase: Omnidireccional 
  * 
  * Fecha de Inicio: 26/03/2012 
  * 
  * Fecha de Ultima Modificación: 02/04/2012 
  * 
  * Autor: Alejandro Veiga López 
  * 
  * Descripción: Clase que define un robot móvil con cinemática omnidireccional. 
  * 
  */ 
 
package robot; 
 
import java.text.DecimalFormat; 
 
public class Omnidireccional extends RobotMovil { 
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    /* Radio de las ruedas. */ 
    private doublé R = 0.087; 
     
    /* Distancia de las ruedas al centro del robot. */ 
    private doublé LR = 0.325; 
     
    /* Angulo de posicionamiento de las ruedas. */ 
    private double Alpha1 = Math.PI / 2; 
    private double Alpha2 = (7 * Math.PI) / 6; 
    private double Alpha3 = (11 * Math.PI) / 6; 
     
    /*Tics de 10ms para hacer un paso de motor. */ 
    private int Tics1; 
    private int Tics2; 
    private int Tics3; 
     
    /**      
  * 1 Constructordelaclase. 
     */ 
    public Omnidireccional(){ 
         
        radio = R; 
         
        this.Tics1 = 0; 
         
        this.Tics2 = 0; 
         
        this.Tics3 = 0; 
         
    } 
     
    /**      
     * 2 Constructor de la clase. 
     */ 
    public Omnidireccional (double radio, double lr, double alpha1, double alpha2, double alpha3) 
{ 
         
        super(radio); 
         
        this.LR = lr; 
         
        this.Alpha1 = alpha1;  
         
        this.Alpha2 = alpha2; 
        
        this.Alpha3 = alpha3; 
         
        this.Tics1 = 0; 
         
        this.Tics2 = 0; 
         
        this.Tics3 = 0; 
     
    } 
     
    /**      
     *  Metodo get que retorna la distancia entre ruedas al centro. 
     *  @return LR 
     */ 
    public double getLR() { 
! 140!
         
        returnLR; 
     
    } 
     
    /** 
                 * Método set que cambia la distancia entre ruedas al centro.  
                 * 
     */ 
    public void setLR(double lr) { 
         
        this.LR = lr; 
     
    } 
     
    /** 
                 * Método get que retorna el Angulo de la rueda 1.  
*  @return Alpha1 
     */ 
    public doublé getAlpaha1() { 
         
        return Alpha1; 
     
    } 
 
    /** 
                * Método set que retorna el ángulo de la rueda 1. 
                * 
     */ 
    public void setAlpha1(double alpha1) { 
         
        this.Alpha1 = alpha1; 
     
    } 
     
    /** 
                * Método get que retorna el ángulo de la rueda 2. 
                * @return Alpha2 
     */ 
    public doublé getAlpaha2() { 
         
        return Alpha2; 
     
    } 
     
    /** 
• Método set que retorna el ángulo de la rueda 2.  
* 
     */ 
    public void setAlpha2(double alpha2) { 
         
        this.Alpha2 = alpha2; 
     
    } 
     
    /** 
• Método get que retorna el ángulo de la rueda 3.  
  * @return Alpha3 
     */ 
    public doublé getAlpaha3() { 
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        return Alpha3; 
     
    } 
     
    /** 
• Método set que retorna el ángulo de la rueda 3. 
* 
     */ 
    publicvoidsetAlpha3(double alpha3) { 
         
        this.Alpha3 = alpha3; 
     
    } 
     
    /** 
                 * Método get que retorna Tics1.  
* @return Tics1 
     */ 
    public int getTics1() { 
         
        return Tics1; 
     
    } 
     
    /** 
                 * Método get que retorna Tics2. 
* @return Tics2 
     */ 
    public int getTics2() { 
         
        return Tics2; 
     
    } 
     
     
    /** 
     * Método get que retorna Tics3.  
     * @return Tics3 
     */ 
    public int getTics3() { 
         
        return Tics3; 
     
    } 
     
    /** 
     * Método que calcula la cinemática inversa. 
     */ 
    @Override 
    public void cinematica_inversa(double v, double grados, double theta) { 
      
        double Vx = v * Math.cos(grados); 
        double Vy = v * Math.sin(grados); 
         
        Vx = roundTwoDecimals(Vx); 
        Vy = roundTwoDecimals(Vy); 
         
        double w1 = (1/radio) * ((Math.sin(Alpha1) * Vx) + (Math.cos(Alpha1) * Vy) + (LR * 
theta)); 
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        double w2 = (1/radio) * ((Math.sin(Alpha2) * Vx) + (Math.cos(Alpha2) * Vy) + (LR * 
theta)); 
        double w3 = (1/radio) * ((Math.sin(Alpha3) * Vx) + (Math.cos(Alpha3) * Vy) + (LR * 
theta)); 
   
        w1 = roundTwoDecimals(w1); 
        w2 = roundTwoDecimals(w2); 
        w3 = roundTwoDecimals(w3); 
         
        double v1 = w1 * radio; 
        double v2 = w2 * radio; 
        double v3 = w3 * radio; 
   
        v1 = roundTwoDecimals(v1); 
        v2 = roundTwoDecimals(v2); 
        v3 = roundTwoDecimals(v3); 
                 
        Tics1 = (int) ((0.04 / v1) * 10); 
        Tics2 = (int) ((0.04 / v2) * 10); 
        Tics3 = (int) ((0.04 / v3) * 10); 
         
        if (v1 == 0) Tics1 = 0; 
        if (v2 == 0) Tics2 = 0; 
        if (v3 == 0) Tics3 = 0; 
         
    } 
     
} 
 
 A!continuación!explicaremos!las!clases!para!crear!la!interface!de!la!aplicación,!solo!explicaremos!el!código!de!la!ventana!principal!ya!que!las!demás!son!similares:!!
/** 
 * 
 * Nombre de la Clase: Ventana 
 * 
 * Fecha de Inicio: 27/03/2012 
 * 
 * Fecha de Ultima Modificación: 27/03/2012 
 * 
 * Autor: Alejandro Veiga López 
 * 
 * Descripción: Clase padre que define una ventana y sus métodos. 
 * 
 */ 
package ventanas; 
 
/* Librerias Necesarias. */ 
import java.awt.BorderLayout; 
import java.awt.Color; 
import java.awt.Container; 
import javax.swing.JFrame; 
import javax.swing.JPanel; 
 
publicclassVentana { 
     
    /* Ventana */ 
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    protected JFrame jFrame; 
     
    /* Contenedor generico. */ 
    protected JPanel contentPaneJP; 
     
    /* Titulo de la ventana. */ 
    protected String Titulo; 
     
    /** 
     * 1 Constructordelaclase. 
     */ 
    publicVentana(String titulo) { 
         
        this.Titulo = titulo; 
         
    } 
     
    /** 
     * Método que crea el JFrame y JPanel. 
     */ 
    protected final void createJFrame(String titulo) { 
         
        jFrame = new JFrame(); 
        jFrame.setTitle(titulo); 
        jFrame.setDefaultCloseOperation(JFrame.EXIT_ON_CLOSE); 
         
        contentPaneJP = new JPanel(); 
        contentPaneJP.setLayout(new BorderLayout(0, 0)); 
         
        Container contentPane = jFrame.getContentPane(); 
        contentPane.add(contentPaneJP); 
         
    } 
     
    /** 
     * Método que coloca el JFrame en su posición y determina el tamaño. 
     */ 
    protected void locateJFrame() { 
         
        jFrame.pack();                      // Ajuste automatico del JFrame a los objetos. 
        jFrame.setResizable(false);         // Que no se pueda redimensionar. 
        jFrame.setLocationRelativeTo(null); // Centrado en la pantalla. 
        jFrame.setVisible(true);            // Hacer visible la ventana. 
     
    } 
     
    /** 
                * Método get que retorna el JFrame.  
                * @returnjFrame 
     */ 
    public final JFrame getJFrame() { 
         
        return jFrame; 
     
    } 
     
    /** 
                * Método get que retorna el Titulo del JFrame. 
                * @return jFrame 
     */ 
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    public final String getTitulo() { 
         
        return Titulo; 
     
    } 
     
    /** 
     * Método set que cambia el Titulo del JFrame. 
     */ 
    public final void setTitulo(String titulo) { 
         
        Titulo = titulo; 
        jFrame.setTitle(titulo); 
     
    } 
     
} 
 
 
/** 
 * 
 * Nombre de la Clase: VPrincipal 
 * 
 * Fecha de Inicio: 15/03/2012 
 * 
 * Fecha de Ultima Modificación: 02/04/2012 
 * 
 * Autor: Alejandro Veiga López 
 * 
 * Descripción: Clase que configura y crea la ventana principal de la aplicación. 
 * 
 */ 
package ventanas; 
 
/* Librerias Necesarias. */ 
import java.awt.*; 
import java.awt.event.InputEvent; 
import java.awt.event.KeyEvent; 
import javax.swing.*; 
import se.datadosen.component.ControlPanel; 
 
import control.vprincipal.*; 
 
import comunicacion.SerieApp; 
import gnu.io.PortInUseException; 
import java.io.IOException; 
 
import robot.Omnidireccional; 
 
public final class VPrincipal extends Ventana { 
     
    /* Los contonedores del JFrame. */ 
    private JPanel leftJP; 
    private ControlPanel left1CP; 
     
    private JPanel rightJP; 
    private ControlPanel right1CP; 
    private ControlPanel right2CP; 
    private ControlPanel right3CP; 
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    /* Barra de Menu y submenus. */ 
    private JMenuBar barraMenuJMB; 
    private JMenu menu01JM; 
    private JMenu menu02JM; 
    private JMenu menu03JM; 
    private JMenu menu04JM; 
     
    /* Items del menu de la barra de menus. */ 
    JMenuItem conectarseJMI; 
    JMenuItem visorJMI; 
    JMenuItem salirJMI; 
    JMenuItem skinJMI; 
    JMenuItem ayudaJMI; 
    JMenuItem referenteJMI; 
     
    /* Controles generales de la aplicacion. */ 
    private JLabel connectJL; 
    private JLabel logoJL; 
    private JLabel robotJL; 
    private JButton connectJB; 
    private JButton upJB; 
    private JButton downJB; 
    private JButton leftJB; 
    private JButton rightJB; 
    private JButton up_rightJB; 
    private JButton up_leftJB; 
    private JButton down_rightJB; 
    private JButton down_leftJB; 
    private JButton stopJB; 
    private JButton turn_leftJB; 
    private JButton turn_rightJB; 
     
    /* Imagenes de la aplicacion. */ 
    private Image iconoIm; 
    private ImageIcon logoIm1; 
    private ImageIcon logoIm2; 
    private ImageIcon connectIm; 
    private ImageIcon disconnectIm; 
    private ImageIcon robotIm; 
    private ImageIcon upIm; 
    private ImageIcon downIm; 
    private ImageIcon leftIm; 
    private ImageIcon rightIm; 
    private ImageIcon up_rightIm; 
    private ImageIcon up_leftIm; 
    private ImageIcon down_rightIm; 
    private ImageIcon down_leftIm; 
    private ImageIcon stopIm; 
    private ImageIcon turn_leftIm; 
    private ImageIcon turn_rightIm; 
     
    /* Los escuchadores de la aplicacion. */ 
    private ConectarListener conectarListener; 
    private VisorListener visorListener; 
    private SalirListener salirListener; 
    private SkinListener skinListener; 
    private AyudaListener ayudaListener; 
    private ReferenteListener referenteListener; 
     
    private TeclaListener teclaListener; 
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    private DireccionListener upListener; 
    private DireccionListener downListener; 
    private DireccionListener leftListener; 
    private DireccionListener rightListener; 
    private DireccionListener up_rightListener; 
    private DireccionListener up_leftListener; 
    private DireccionListener down_rightListener; 
    private DireccionListener down_leftListener; 
    private DireccionListener stopListener; 
    private DireccionListener turn_rightListener; 
    private DireccionListener turn_leftListener; 
     
    /* Tamaño de los botones. */ 
    private int altoJB = 80; 
    private int anchoJB = 80; 
     
    /* Variables de conexion. */ 
    private boolean conectado = false; 
    private SerieApp conexion; 
     
    /* Ventana del Visor. */ 
    private VVisor visor; 
     
    /* Robot Movil. */ 
    private Omnidireccional robot; 
     
    /** 
     * 1 Constructor de la clase. 
     */ 
    public VPrincipal(String titulo) { 
         
        /* Constructora del padre. */ 
        super(titulo); 
         
        /* Método Heredado. */ 
        createJFrame(titulo); 
         
        /* Métodos de la clase. */ 
        createContainers(); 
        locateContainers(); 
        createJMenuBar(); 
         
        createRecursos(); 
         
        createControls(); 
        locateControls(); 
         
        createListeners(); 
         
        createVisor(); 
         
        createRobot(); 
         
        /* Método Heredado. */ 
        locateJFrame(); 
         
    } 
     
    /** 
! 147!
     * Método que crea los contenedores para los objetos de la aplicación. 
     */ 
    private void createContainers() { 
         
        rightJP = new JPanel(); 
        right1CP = new ControlPanel(); 
        right2CP = new ControlPanel(); 
        right3CP = new ControlPanel(); 
         
        leftJP = new JPanel(); 
        left1CP = new ControlPanel(); 
 
    } 
     
    /** 
     * Metodo que coloca en su sitio a los contenedores. 
     */ 
    private void locateContainers() { 
         
        leftJP.add(left1CP, BorderLayout.CENTER); 
         
        rightJP.add(right1CP, BorderLayout.WEST); 
        rightJP.add(right2CP, BorderLayout.CENTER); 
        rightJP.add(right3CP, BorderLayout.EAST); 
         
        contentPaneJP.add(rightJP, BorderLayout.EAST); 
        contentPaneJP.add(leftJP, BorderLayout.WEST); 
         
    } 
     
    /** 
     * Método que crea la barra de menú. 
     */ 
    private void createJMenuBar() { 
         
        barraMenuJMB = new JMenuBar(); 
         
        menu01JM = new JMenu("Robot"); 
        menu02JM = new JMenu("Configuración"); 
        menu03JM = new JMenu("Ayuda"); 
        menu04JM = new JMenu("Referente"); 
         
        conectarseJMI = new JMenuItem("Conectarse/Desconectarse"); 
        conectarseJMI.setMnemonic('C'); 
        conectarseJMI.setRolloverEnabled(true); 
        conectarseJMI.setAccelerator(KeyStroke.getKeyStroke(KeyEvent.VK_C, 
InputEvent.CTRL_MASK)); 
        conectarseJMI.setToolTipText("Conectarse o desconectarse del Robot."); 
         
        visorJMI = new JMenuItem("Visor"); 
        visorJMI.setMnemonic('V'); 
        visorJMI.setRolloverEnabled(true); 
        visorJMI.setAccelerator(KeyStroke.getKeyStroke(KeyEvent.VK_V, 
InputEvent.CTRL_MASK)); 
        visorJMI.setToolTipText("Visor del Robot."); 
         
        salirJMI = new JMenuItem("Salir"); 
        salirJMI.setMnemonic('S'); 
        salirJMI.setRolloverEnabled(true); 
        salirJMI.setAccelerator(KeyStroke.getKeyStroke(KeyEvent.VK_S, 
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InputEvent.CTRL_MASK)); 
        salirJMI.setToolTipText("Salir de la aplicación."); 
         
        skinJMI = new JMenuItem("Configurar Skin"); 
        skinJMI.setMnemonic('K'); 
        skinJMI.setRolloverEnabled(true); 
        skinJMI.setAccelerator(KeyStroke.getKeyStroke(KeyEvent.VK_K, 
InputEvent.CTRL_MASK)); 
        skinJMI.setToolTipText("Configurar el skin de la aplicación."); 
         
        ayudaJMI = new JMenuItem("Ayuda"); 
        ayudaJMI.setMnemonic('A'); 
        ayudaJMI.setRolloverEnabled(true); 
        ayudaJMI.setAccelerator(KeyStroke.getKeyStroke(KeyEvent.VK_A, 
InputEvent.CTRL_MASK)); 
        ayudaJMI.setToolTipText("Ayuda de la aplicación."); 
         
        referenteJMI = new JMenuItem("Referente"); 
        referenteJMI.setMnemonic('R'); 
        referenteJMI.setRolloverEnabled(true); 
        referenteJMI.setAccelerator(KeyStroke.getKeyStroke(KeyEvent.VK_R, 
InputEvent.CTRL_MASK)); 
        referenteJMI.setToolTipText("Referente de la aplicación."); 
         
        menu01JM.add(conectarseJMI); 
        menu01JM.addSeparator(); 
        menu01JM.add(visorJMI); 
        menu01JM.addSeparator(); 
        menu01JM.add(salirJMI); 
         
        menu02JM.add(skinJMI); 
         
        menu03JM.add(ayudaJMI); 
         
        menu04JM.add(referenteJMI); 
         
        barraMenuJMB.add(menu01JM); 
        barraMenuJMB.add(menu02JM); 
        barraMenuJMB.add(menu03JM); 
        barraMenuJMB.add(menu04JM); 
         
        jFrame.setJMenuBar(barraMenuJMB); 
     
    } 
     
    /** 
     * Método que crea las imágenes que nos harán falta. 
     */ 
    public void createRecursos() { 
         
        Toolkit toolkit = Toolkit.getDefaultToolkit(); 
         
        iconoIm = toolkit.getImage(getClass().getResource("/imagenes/icono2.jpeg")); 
        jFrame.setIconImage(iconoIm); 
         
        logoIm1 = new ImageIcon(getClass().getResource("/imagenes/Logo_FIB.jpeg")); 
        logoIm1 = new ImageIcon(logoIm1.getImage().getScaledInstance(anchoJB+30, -1, 
java.awt.Image.SCALE_DEFAULT)); 
         
        logoIm2 = new ImageIcon(getClass().getResource("/imagenes/Logo_FIB2.png")); 
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        logoIm2 = new ImageIcon(logoIm2.getImage().getScaledInstance(anchoJB+50, -1, 
java.awt.Image.SCALE_DEFAULT)); 
         
        connectIm = new ImageIcon(getClass().getResource("/imagenes/connect.png")); 
        connectIm = new ImageIcon(connectIm.getImage().getScaledInstance(anchoJB/2, -1, 
java.awt.Image.SCALE_DEFAULT)); 
         
        disconnectIm = new ImageIcon(getClass().getResource("/imagenes/disconnect.png")); 
        disconnectIm = new ImageIcon(disconnectIm.getImage().getScaledInstance(anchoJB/2, -1, 
java.awt.Image.SCALE_DEFAULT)); 
         
        robotIm = new ImageIcon(getClass().getResource("/imagenes/Robot.jpg")); 
        robotIm = new ImageIcon(robotIm.getImage().getScaledInstance(anchoJB*4, -1, 
java.awt.Image.SCALE_DEFAULT)); 
         
        upIm = new ImageIcon(getClass().getResource("/imagenes/Up.jpg")); 
        upIm = new ImageIcon(upIm.getImage().getScaledInstance(anchoJB, -1, 
java.awt.Image.SCALE_DEFAULT)); 
         
        downIm = new ImageIcon(getClass().getResource("/imagenes/Down.jpg")); 
        downIm = new ImageIcon(downIm.getImage().getScaledInstance(anchoJB, -1, 
java.awt.Image.SCALE_DEFAULT)); 
         
        leftIm = new ImageIcon(getClass().getResource("/imagenes/Left.jpg")); 
        leftIm = new ImageIcon(leftIm.getImage().getScaledInstance(anchoJB, -1, 
java.awt.Image.SCALE_DEFAULT)); 
         
        rightIm = new ImageIcon(getClass().getResource("/imagenes/Right.jpg")); 
        rightIm = new ImageIcon(rightIm.getImage().getScaledInstance(anchoJB, -1, 
java.awt.Image.SCALE_DEFAULT)); 
         
        up_leftIm = new ImageIcon(getClass().getResource("/imagenes/Up-Left.jpg")); 
        up_leftIm = new ImageIcon(up_leftIm.getImage().getScaledInstance(anchoJB, -1, 
java.awt.Image.SCALE_DEFAULT)); 
         
        up_rightIm = new ImageIcon(getClass().getResource("/imagenes/Up-Right.jpg")); 
        up_rightIm = new ImageIcon(up_rightIm.getImage().getScaledInstance(anchoJB, -1, 
java.awt.Image.SCALE_DEFAULT)); 
         
        down_leftIm = new ImageIcon(getClass().getResource("/imagenes/Down-Left.jpg")); 
        down_leftIm = new ImageIcon(down_leftIm.getImage().getScaledInstance(anchoJB, -1, 
java.awt.Image.SCALE_DEFAULT)); 
               
        down_rightIm = new ImageIcon(getClass().getResource("/imagenes/Down-Right.jpg")); 
        down_rightIm = new ImageIcon(down_rightIm.getImage().getScaledInstance(anchoJB, -1, 
java.awt.Image.SCALE_DEFAULT)); 
         
        stopIm = new ImageIcon(getClass().getResource("/imagenes/stop.png")); 
        stopIm = new ImageIcon(stopIm.getImage().getScaledInstance(anchoJB, -1, 
java.awt.Image.SCALE_DEFAULT)); 
        
        turn_rightIm = new ImageIcon(getClass().getResource("/imagenes/Turn-Right.jpg")); 
        turn_rightIm = new ImageIcon(turn_rightIm.getImage().getScaledInstance(anchoJB, -1, 
java.awt.Image.SCALE_DEFAULT)); 
         
        turn_leftIm = new ImageIcon(getClass().getResource("/imagenes/Turn-Left.jpg")); 
        turn_leftIm = new ImageIcon(turn_leftIm.getImage().getScaledInstance(anchoJB, -1, 
java.awt.Image.SCALE_DEFAULT)); 
              
    } 
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    /** 
     * Método que crea los Controles de la aplicación (Botones, CajasdeTexto, etc..). 
     */ 
    private void createControls() { 
         
        logoJL = new JLabel(); 
        logoJL.setIcon(logoIm1); 
         
        connectJL = new JLabel("Conexión:"); 
         
        connectJB = new JButton(); 
        connectJB.setIcon(disconnectIm); 
        connectJB.setBackground(Color.red); 
        connectJB.setFocusable(false); 
        connectJB.setPreferredSize(new Dimension(anchoJB/2, altoJB/2)); 
        connectJB.setCursor(new Cursor(Cursor.HAND_CURSOR)); 
         
        robotJL = new JLabel(); 
        robotJL.setIcon(robotIm); 
         
        upJB = new JButton(); 
        upJB.setIcon(upIm); 
        upJB.setBackground(Color.white); 
        upJB.setFocusable(false); 
        upJB.setPreferredSize(new Dimension(anchoJB, altoJB)); 
        upJB.setCursor(new Cursor(Cursor.HAND_CURSOR)); 
         
        downJB = new JButton(); 
        downJB.setIcon(downIm); 
        downJB.setBackground(Color.white); 
        downJB.setFocusable(false); 
        downJB.setPreferredSize(new Dimension(anchoJB, altoJB)); 
        downJB.setCursor(new Cursor(Cursor.HAND_CURSOR)); 
         
        leftJB = new JButton(); 
        leftJB.setIcon(leftIm); 
        leftJB.setBackground(Color.white); 
        leftJB.setFocusable(false); 
        leftJB.setPreferredSize(new Dimension(anchoJB, altoJB)); 
        leftJB.setCursor(new Cursor(Cursor.HAND_CURSOR)); 
         
        rightJB = new JButton(); 
        rightJB.setIcon(rightIm); 
        rightJB.setBackground(Color.white); 
        rightJB.setFocusable(false); 
        rightJB.setPreferredSize(new Dimension(anchoJB, altoJB)); 
        rightJB.setCursor(new Cursor(Cursor.HAND_CURSOR)); 
         
        up_rightJB = new JButton(); 
        up_rightJB.setIcon(up_rightIm); 
        up_rightJB.setBackground(Color.white); 
        up_rightJB.setFocusable(false); 
        up_rightJB.setPreferredSize(new Dimension(anchoJB, altoJB)); 
        up_rightJB.setCursor(new Cursor(Cursor.HAND_CURSOR)); 
         
        up_leftJB = new JButton(); 
        up_leftJB.setIcon(up_leftIm); 
        up_leftJB.setBackground(Color.white); 
        up_leftJB.setFocusable(false); 
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        up_leftJB.setPreferredSize(new Dimension(anchoJB, altoJB)); 
        up_leftJB.setCursor(new Cursor(Cursor.HAND_CURSOR)); 
         
        down_rightJB = new JButton(); 
        down_rightJB.setIcon(down_rightIm); 
        down_rightJB.setBackground(Color.white); 
        down_rightJB.setFocusable(false); 
        down_rightJB.setPreferredSize(new Dimension(anchoJB, altoJB)); 
        down_rightJB.setCursor(new Cursor(Cursor.HAND_CURSOR)); 
         
        down_leftJB = new JButton(); 
        down_leftJB.setIcon(down_leftIm); 
        down_leftJB.setBackground(Color.white); 
        down_leftJB.setFocusable(false); 
        down_leftJB.setPreferredSize(new Dimension(anchoJB, altoJB)); 
        down_leftJB.setCursor(new Cursor(Cursor.HAND_CURSOR)); 
         
        stopJB = new JButton(); 
        stopJB.setIcon(stopIm); 
        stopJB.setBackground(Color.white); 
        stopJB.setFocusable(false); 
        stopJB.setPreferredSize(new Dimension(anchoJB, altoJB)); 
        stopJB.setCursor(new Cursor(Cursor.HAND_CURSOR)); 
         
        turn_leftJB = new JButton(); 
        turn_leftJB.setIcon(turn_leftIm); 
        turn_leftJB.setBackground(Color.white); 
        turn_leftJB.setFocusable(false); 
        turn_leftJB.setPreferredSize(new Dimension(anchoJB, altoJB*3)); 
        turn_leftJB.setCursor(new Cursor(Cursor.HAND_CURSOR)); 
         
        turn_rightJB = new JButton(); 
        turn_rightJB.setIcon(turn_rightIm); 
        turn_rightJB.setBackground(Color.white); 
        turn_rightJB.setFocusable(false); 
        turn_rightJB.setPreferredSize(new Dimension(anchoJB, altoJB*3)); 
        turn_rightJB.setCursor(new Cursor(Cursor.HAND_CURSOR)); 
         
    } 
     
    /** 
     * Método que coloca los controles en sus ControlPanels. 
     */ 
    private void locateControls() { 
         
        left1CP.add("tab", new JLabel("             ")); 
        left1CP.add("left", logoJL); 
         
        left1CP.add("tab", new JLabel("")); 
        left1CP.add("tab", new JLabel("")); 
        left1CP.add("tab", new JLabel("")); 
        left1CP.add("left", connectJL); 
        //left1CP.add("", new JLabel(" ")); 
        left1CP.add("", connectJB); 
         
        left1CP.add("br", new JLabel("    ")); 
         
        left1CP.add("center", robotJL); 
         
        right1CP.add("br", new JLabel("")); 
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        right1CP.add("br", new JLabel("")); 
        right1CP.add("br", new JLabel("")); 
        right1CP.add("br", new JLabel("")); 
        right1CP.add("br", new JLabel("")); 
        right1CP.add("br", new JLabel("")); 
        right1CP.add("br", new JLabel("")); 
        right1CP.add("br", turn_rightJB); 
         
        right2CP.add("br", new JLabel("")); 
        right2CP.add("br", new JLabel("")); 
        right2CP.add("br", new JLabel("")); 
        right2CP.add("br", new JLabel("")); 
        right2CP.add("br", new JLabel("")); 
        right2CP.add("br", up_leftJB); 
        right2CP.add("center", upJB); 
        right2CP.add("right", up_rightJB); 
        right2CP.add("right", new JLabel("  ")); 
        right2CP.add("br", leftJB); 
        right2CP.add("center", stopJB); 
        right2CP.add("right", rightJB); 
        right2CP.add("right", new JLabel("  ")); 
        right2CP.add("br", down_leftJB); 
        right2CP.add("center", downJB); 
        right2CP.add("right", down_rightJB); 
        right2CP.add("right", new JLabel("  ")); 
        
        right3CP.add("br", new JLabel("")); 
        right3CP.add("br", new JLabel("")); 
        right3CP.add("br", new JLabel("")); 
        right3CP.add("br", new JLabel("")); 
        right3CP.add("br", new JLabel("")); 
        right3CP.add("br", new JLabel("")); 
        right3CP.add("br", new JLabel("")); 
        right3CP.add("br", turn_leftJB); 
         
    } 
     
    /** 
     * Método que crea los escuchadores de la aplicación. 
     */ 
    private void createListeners() { 
         
        conectarListener = new ConectarListener(this); 
        conectarseJMI.addActionListener(conectarListener); 
        connectJB.addActionListener(conectarListener); 
         
        visorListener = new VisorListener(this); 
        visorJMI.addActionListener(visorListener); 
         
        salirListener = new SalirListener(); 
        salirJMI.addActionListener(salirListener); 
         
        skinListener = new SkinListener(this); 
        skinJMI.addActionListener(skinListener); 
         
        ayudaListener = new AyudaListener(); 
        ayudaJMI.addActionListener(ayudaListener); 
         
        referenteListener = new ReferenteListener(); 
        referenteJMI.addActionListener(referenteListener); 
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        teclaListener = new TeclaListener(this); 
        this.getJFrame().addKeyListener(teclaListener); 
         
        upListener = new DireccionListener(this, 0.04, Math.PI/2, 0); 
        upJB.addActionListener(upListener); 
 
        downListener = new DireccionListener(this, 0.04, -Math.PI/2, 0); 
        downJB.addActionListener(downListener); 
         
        rightListener = new DireccionListener(this, 0.04, 0, 0); 
        rightJB.addActionListener(rightListener); 
         
        leftListener = new DireccionListener(this, 0.04, Math.PI, 0); 
        leftJB.addActionListener(leftListener); 
         
        up_rightListener = new DireccionListener(this, 0.04, Math.PI/4, 0); 
        up_rightJB.addActionListener(up_rightListener); 
         
        up_leftListener = new DireccionListener(this, 0.04, 3*Math.PI/4, 0); 
        up_leftJB.addActionListener(up_leftListener); 
         
        down_rightListener = new DireccionListener(this, 0.04, -1*Math.PI/4, 0); 
        down_rightJB.addActionListener(down_rightListener); 
         
        down_leftListener = new DireccionListener(this, 0.04, -3*Math.PI/4, 0); 
        down_leftJB.addActionListener(down_leftListener); 
         
        turn_rightListener = new DireccionListener(this, 0, 0, 0.08); 
        turn_rightJB.addActionListener(turn_rightListener); 
         
        turn_leftListener = new DireccionListener(this, 0, 0, -0.08); 
        turn_leftJB.addActionListener(turn_leftListener); 
         
        stopListener = new DireccionListener(this, 0, 0, 0); 
        stopJB.addActionListener(stopListener); 
         
    } 
     
    /** 
* Método get que retorna el estado de la conexión. 
* @return conectado 
     */ 
    public boolean getConectado() { 
         
        return conectado; 
         
    } 
     
    /** 
                * Método get que retorna la conexión. 
* @return conexion 
     */ 
    public SerieApp getConexion() { 
         
        return conexion; 
         
    } 
     
    /** 
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                * Método get que retorna la ventana del visor. 
* @return visor 
     */ 
    public VVisor getVisor() { 
         
        return visor; 
         
    } 
     
    /** 
     * Método que cambia el logo de la aplicación. 
* @param logo 
     */ 
    public void cambiarLogo(int logo) { 
         
        if (logo == 1) logoJL.setIcon(logoIm1); 
        elseif (logo == 2) logoJL.setIcon(logoIm2); 
         
    } 
     
    /** 
                 * Metodo que se conecta con el puerto. 
* @param puerto: (Nombre del puerto) 
     */ 
    public void conectar(String puerto) { 
         
        try { 
             
            conexion = new SerieApp(puerto, this); 
            conectado = true; 
            connectJB.setIcon(connectIm); 
            connectJB.setBackground(Color.green); 
         
        } 
        catch (PortInUseException e) { 
             
            JOptionPane.showMessageDialog(null, "El PUERTO ESTA EN USO", "Error", 
JOptionPane.ERROR_MESSAGE); 
            desconectar(); 
             
        } 
        catch (Exception e) { 
             
            JOptionPane.showMessageDialog(null, "Error desconocido.", "Error", 
JOptionPane.ERROR_MESSAGE); 
            desconectar(); 
             
        } 
    } 
     
    /** 
     * Método que se desconecta del puerto. 
     */ 
    public void desconectar() { 
         
        try { 
             
            conexion.enviarDatos("000000000\r"); 
         
        }             
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        catch (Exception e) { 
             
            JOptionPane.showMessageDialog(null, "Error deconocido: " + e.getMessage() + ".", 
"Error", JOptionPane.ERROR_MESSAGE);  
             
        } 
         
        conexion.cerrar(); 
        conectado = false; 
        connectJB.setIcon(disconnectIm); 
        connectJB.setBackground(Color.red); 
        visor.clearText(); 
        visor.getJFrame().setVisible(false); 
         
        JOptionPane.showMessageDialog(null, "Te has desconectado.", "Desconexión.", 
JOptionPane.WARNING_MESSAGE); 
         
    } 
     
    /** 
     * Método que crea un visor. 
     */ 
    private void createVisor() { 
         
        visor = new VVisor("Visor de comandos del robot"); 
        visor.getJFrame().setVisible(false); 
     
    } 
     
    /** 
     * Método que crea un robot. 
     */ 
    public void createRobot() { 
         
        robot = new Omnidireccional(); 
     
    } 
     
    /** 
                 * Método get que retorna el robot. 
* @returnrobot 
     */ 
    public Omnidireccional getRobot() { 
         
        return robot; 
     
    } 
     
    /** 
     * Metodo para enviar la dirección en la que se moverá el robot. 
     */ 
    public void enviarDireccion(double vel, double grado, double theta) { 
         
        robot.cinematica_inversa(vel, grado, theta); 
        
        try { 
         
            if (robot.getTics1() >= 0) conexion.enviarDatos("+"); 
             
            if(robot.getTics1() != 0) conexion.enviarDatos(String.valueOf(robot.getTics1())); 
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            elseconexion.enviarDatos("00"); 
                 
            if (robot.getTics2() >= 0) conexion.enviarDatos("+"); 
             
            if(robot.getTics2() != 0) conexion.enviarDatos(String.valueOf(robot.getTics2())); 
            elseconexion.enviarDatos("00"); 
             
            if (robot.getTics3() >= 0) conexion.enviarDatos("+"); 
             
            if(robot.getTics3() != 0) conexion.enviarDatos(String.valueOf(robot.getTics3())); 
            elseconexion.enviarDatos("00"); 
             
            conexion.enviarDatos("\r"); 
             
            //Thread.sleep(250); 
             
        } 
        catch (IOException e) { 
             
            JOptionPane.showMessageDialog(null, "Error al enviar datos: " + e.getMessage() + ".", 
"Error", JOptionPane.ERROR_MESSAGE);  
            desconectar(); 
         
        } 
        catch (Exception e) { 
             
            JOptionPane.showMessageDialog(null, "Error deconocido: " + e.getMessage() + ".", 
"Error", JOptionPane.ERROR_MESSAGE);  
            desconectar(); 
         
        } 
         
    } 
 
} 
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/** 
 * 
 * Nombre de la Clase: Puerto 
 * 
 * Fecha de Inicio: 27/03/2012 
 * 
 * Fecha de Ultima Modificación: 28/03/2012 
 * 
 * Autor: Alejandro Veiga López 
 * 
 * Descripción: Clase padre de comunicación que selecciona el puerto.  
 * 
 */ 
package comunicacion; 
 
/* Librerias Necesarias. */ 
import gnu.io.CommPortIdentifier; 
import java.util.Enumeration; 
 
public class Puerto { 
 
    /* Identificador de puerto. */ 
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    protected CommPortIdentifier portId = null; 
     
    /* Numero de puertos. */ 
    protectedintn_puertos = 0; 
 
    /* Numero de puertos  Serie. */ 
    protectedintn_puertos_serie = 0; 
     
    /* Numero de puertos. Paralelo*/ 
    protectedintn_puertos_paralelo = 0; 
     
    /* Numero de puertos I2C. */ 
    protectedintn_puertos_i2c = 0; 
     
    /* Puertos. */ 
    String[] puertos; 
     
    /* Puertos Serie. */ 
    String[] puertos_serie; 
     
    /* Puertos Paralelos. */ 
    String[] puertos_paralelo; 
     
    /* Puertos I2C. */ 
    String[] puertos_i2c; 
     
    /*     * 1 Constructor de la clase.     */ 
    public Puerto() { 
     
        Enumeration portEnum = CommPortIdentifier.getPortIdentifiers(); 
  
        n_puertos = 0; 
        n_puertos_serie = 0; 
        n_puertos_paralelo = 0; 
        n_puertos_i2c = 0; 
         
        while (portEnum.hasMoreElements()) { 
             
            CommPortIdentifier currPortId = (CommPortIdentifier) portEnum.nextElement(); 
  
            n_puertos++; 
             
            switch (currPortId.getPortType()) { 
             
                case CommPortIdentifier.PORT_PARALLEL: 
                    n_puertos_paralelo++; 
                    break; 
                 
                case CommPortIdentifier.PORT_SERIAL: 
                    n_puertos_serie++; 
                    break; 
               
                case CommPortIdentifier.PORT_I2C: 
                    n_puertos_i2c++; 
                    break; 
                   
            } 
             
        } 
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        puertos = new String[n_puertos]; 
        puertos_serie = new String[n_puertos_serie]; 
        puertos_paralelo = new String[n_puertos_paralelo]; 
        puertos_i2c = new String[n_puertos_i2c]; 
         
        n_puertos = 0; 
        n_puertos_serie = 0; 
        n_puertos_paralelo = 0; 
        n_puertos_i2c = 0; 
         
        portEnum = CommPortIdentifier.getPortIdentifiers(); 
         
        while (portEnum.hasMoreElements()) { 
             
            CommPortIdentifier currPortId = (CommPortIdentifier) portEnum.nextElement(); 
  
            puertos[n_puertos] = currPortId.getName(); 
            n_puertos++;    
             
            switch (currPortId.getPortType()) { 
             
                case CommPortIdentifier.PORT_PARALLEL: 
                     puertos_paralelo[n_puertos_paralelo] = currPortId.getName(); 
                     n_puertos_paralelo++; 
                     break; 
                 
                case CommPortIdentifier.PORT_SERIAL: 
                     puertos_serie[n_puertos_serie] = currPortId.getName(); 
                     n_puertos_serie++; 
                     break; 
               
                case CommPortIdentifier.PORT_I2C: 
                     puertos_i2c[n_puertos_i2c] = currPortId.getName(); 
                     n_puertos_i2c++; 
                     break; 
                   
            } 
             
        } 
         
    } 
     
    /** 
                * 2 Constructor de la clase. 
                */ 
    protected Puerto(String puerto) { 
     
        Enumeration portEnum = CommPortIdentifier.getPortIdentifiers(); 
  
        while (portEnum.hasMoreElements()) { 
             
            CommPortIdentifier currPortId = (CommPortIdentifier) portEnum.nextElement(); 
  
            if (puerto.equals(currPortId.getName())) { 
                 
                portId = currPortId; 
                break; 
             
            } 
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        } 
         
    } 
     
    /** 
                 * Método get que retorna los puertos serie. 
* @return puertos_serie 
*/ 
    public String[] getPuertosSerie(){ 
         
        return puertos_serie; 
         
    } 
     
    /** 
     * Metodo get que retorna los puertos paralelos. 
* @return puertos_paralelo 
*/ 
    public String[] getPuertosParalelo(){ 
         
        return puertos_paralelo; 
         
    } 
     
    /** 
     * Metodo get que retorna los puertos I2C. 
* @return puertos_i2c     */ 
    public String[] getPuertosI2C(){ 
         
        return puertos_i2c; 
         
    } 
     
} 
 
/** 
 * 
 * Nombre de la Clase: Serie 
 * 
 * Fecha de Inicio: 19/03/2012 
 * 
 * Fecha de Ultima Modificación: 28/03/2012 
 * 
 * Autor: Alejandro Veiga López 
 * 
 * Descripción: Clase que controla la comunicación serie. 
 * 
 */ 
package comunicacion; 
 
/* Librerias Necesarias. */ 
import gnu.io.*; 
import java.io.IOException; 
import java.io.InputStream; 
import java.io.OutputStream; 
import javax.swing.JOptionPane; 
 
import ventanas.VPrincipal; 
 
public class Serie extends Puerto implements SerialPortEventListener { 
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    /* Ventana Principal. */ 
    private VPrincipal app  = null; 
     
    /* Puerto Serie. */ 
    protected SerialPort serialPort = null; 
     
    /* Tiempo de espera para conexion. */ 
    protectedstaticfinalintTIME_OUT = 2000; 
     
    /* Canal para recibir datos. */ 
    protected InputStream input = null; 
     
    /* Canal para enviar datos. */ 
    protected OutputStream output = null; 
     
    /** 
                 * 1 Constructor de la clase. 
*/ 
    public Serie(String puerto) throws PortInUseException, Exception { 
         
        super(puerto); 
         
        if (portId == null) { 
             
            JOptionPane.showMessageDialog(null, "No se puede encontrar el puerto.", "Error", 
JOptionPane.ERROR_MESSAGE); 
            thrownew Exception(); 
                 
        } 
        else crear_serialPort(); 
         
    } 
   
    /** 
     * Método para crear la comunicación serie. 
     */ 
    private void crear_serialPort() throws PortInUseException, Exception { 
      
        serialPort = (SerialPort) portId.open("App", TIME_OUT); 
  
        serialPort.setSerialPortParams(19200, SerialPort.DATABITS_8, SerialPort.STOPBITS_1, 
SerialPort.PARITY_NONE); 
        serialPort.setFlowControlMode( SerialPort.FLOWCONTROL_NONE ); 
                     
        input = serialPort.getInputStream(); 
        output = serialPort.getOutputStream(); 
         
        serialPort.addEventListener(this); 
        serialPort.notifyOnDataAvailable(true); 
          
    } 
     
     /** 
     * Método para enviar datos por el puerto serie. 
     */ 
    public void enviarDatos(String data) throws IOException { 
  
        output.write(data.getBytes()); 
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    } 
     
    /** 
     * Método sobrescrito para poder leer los datos del puerto serie. 
     */ 
    @Override 
    public synchronized void serialEvent(SerialPortEvent evt) { 
         
        String logText; 
         
        if (evt.getEventType() == SerialPortEvent.DATA_AVAILABLE) { 
             
            try { 
                 
                byte singleData = (byte) input.read(); 
                 
                if (singleData != 10 && singleData != 13) { 
                     
                    logText = new String(newbyte[] {singleData}); 
                    System.out.printf(logText); 
                 
                } 
                else System.out.printf("\n"); 
   
            } 
            catch (Exception e) { 
                 
                logText = "\n Fallo al leer datos. (" + e.toString() + ")"; 
                System.out.printf(logText + "\n"); 
             
            } 
             
        } 
         
    } 
 
     /** 
     * Método para cerrar la comunicación serie. 
     */ 
    public void cerrar() { 
          
        try {  
             
            if (input != null) input.close(); 
             
            if (output != null) output.close();  
             
            if (serialPort != null) { 
                 
                serialPort.removeEventListener(); 
                serialPort.close(); 
             
            } 
             
        }  
        catch (Exception e) {  
             
            JOptionPane.showMessageDialog(null, "Error al cerrar conexion: " + e.getMessage() + ".", 
"Error", JOptionPane.ERROR_MESSAGE);  
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        }  
         
    } 
     
} 
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 !
