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摘  要:在多态多类的一阶逻辑基础之上, 围绕类型系统、模块系统、控制机制、元程序设计和输入 /输出部分对
G&odel语言功能进行分析. 重点比较了逻辑程序设计语言 G&ode l与 Prolog的联系与区别,通过比较分析, 表明由于摒
弃了 Prolog语言中的非逻辑成分, 引入了多种新的语言成分, G&odel语言具有更好的说明性语义和执行效率 .
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Abstr act:We analyzed the funct ions of the G&odel language on the bassis of the first2order logic w ith polymorph ism
and mult i types. The focus was on its types, modu le system, controlmechan isms, meta2programm ing, and input /
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例 1 G&ode l语言的类型说明示例
BASE Day, P erson. % 基类说明
CONSTRUCTOR List /1. % 类型构造算子
CONSTANT Ni:l List( a ) .
Monday, Tuesday: Day.
F red, B il:l Person.
% 常量说明
FUNCTION Cons: a * List( a ) y List( a ). % 函数说明
PREDICATE Append: L ist( a ) * L ist( a ) * L ist( a ). % 谓词说明








4) FUNCT ION和 PREDICATE分别说明了函数
和谓词类型, 对应 G&ode l语言中的项和原子. G&odel
语言的函数和谓词都是基于类型的, 函数和谓词的
每一个参数都需要进行类型说明.
在上面的示例中, Day和 Person是基类, CON2
STANT说明 Nil是 L ist( a )类型的一个常量, M on2
day、Tuesday分别是 Day类型的常量, F red、B ill分别
是 Person类型的常量. FUNCTION说明了 Cons是一
个二元函数,它把二元组 (第 1个参数是 a类型,第
2个参数是 L ist( a )类型 )映射到一个 L ist( a )类
型的元素. PREDICATE说明了 Append是一个三元





/常量 0, 把构造子视为 /函数 0来构造获得函数类
型, 这 样 就 可 以 构 造 诸 如 L ist ( Day )、
L ist( L ist(Day) )等可数无限的类型的集合.
例中, a是一个类型变量, 允许反映 G&ode l语言
的参数多态性,它可以替换任意一个可以构造的类
型.一个类型是一个项, 它可以如下构造:将基类视
为 /常量0,类型参数 (选取子 )视为 /变量 0, 构造子
视为 /函数 0.例如,对上述说明来说, 所有类型的集
合将是 Day、Person、List(Day)、L ist( List(Day) )、a、























例 2 设有 Prolog程序片段
1) Reverse( [ ], [ ] ).
2) Reverse ( [H | T ] , Rev) z Reverse ( T,
TR ) C Append( TR, [H ], Rev).
这里, Append( X, Y, Z )谓词将列表X和 Y按顺
序合并成新表 Z . 如该程序目标子句为 Append( [ 1,
2], [ 3, 4], Z ),则 Z的输出结果为 [ 1, 2, 3, 4]. Re2
verse( X, Y)谓词是将X列表逆转得到新表 Y.如果
目标子句为 Reverse ( [ 2, 4, 3], Y), 容易得到 Y =
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类问题.其中 cut最重要的作用是, 丢掉在它所出现




例 3 设有 Prolog程序片段
1) member( X, [X | T ] ) z ! .
2) member( X, [Y | T ] ) z member( X, T ) .
member( X, Y)谓词判断 X是否为列表 Y中的
元素. 在没有加 / ! 0之前,执行目标子句 member( X,
[ 1, 2, 3] )时, X将在分别输出 1, 2, 3后陷入死循环.
引入 / ! 0以后, X将在输出 1以后停止执行. 但是,











例 4 对应于同样的问题, G&odel语言采用的源
程序如下:
PREDICATE Reverse: List( a ) * List( a ).
DELAY Reverse( X, Y ) UNT IL
NONVAR( X ) DNONVAR ( Y ).
  1)Reverse( [ ], [ ] ).
2)Reverse( [H | T ], Rev ) z Reverse( T, TR )
C Append( TR, [H ], Rev ).
其中, DELAY延迟的语法形式为 DELAY Atom
UNT IL Cond, A tom为原子, Cond为条件集. 这里,
Cond为 NONVAR ( X ) C NONVAR ( Y ). 程序表示
在操作中只有当 Reverse( )内X、Y中任意一项被实
例化, 才能对 Reverse( )所对应的子句进行处理,否
则,延迟将挂起对谓词 Reverse( )的调用,直到条件
被满足.
所以, 当例 2中同样的目标子句 Reverse ( Y,
[ 2, 4, 3] )被执行时,首先,目标子句满足 DELAY条
件,在与子句 1匹配失败后, 与子句二合一, 生成 2
个子目标 Reverse ( T, TR )和 Append ( TR, [H ],
Rev).由于子目标 1不满足延迟条件被挂起, 子目
标 2被执行, Append( )谓词将 TR和H 分别实例化
为 [ 2, 4]和 3.此时,子目标 1延迟条件满足, 立刻将
其执行唤醒,对 Reverse( T , [ 2, 4] )进行操作. 如此





G&odel的剪枝操作 comm it类似于 Prolog中的
cut机制,但它是建立在并发语言的 comm it机制之
上,具有更好的说明性语义. 然而, G&odel的剪枝操
作也会带来和 prolog中 cut一样的问题, 如剪去了
有效答案所在的分支等, 但 G&ode l语言通过增强对
谓词的 DELAY说明就能够很好地解决这个问题.
对于上述程序,若没有对其增加 DELAY说明,
当执行目标语句 member ( X , [ 1, 2, 3] ) C X = 2
时,第 1个子目标在与子句 1合一后得到 X = 1结
束回溯.这个结果与子目标 2相矛盾,从而无法得出
正确的结果.当对其增加如下说明:
DELAY  member( X, [Y | _ ] ) UNTIL NON2
VAR ( X ) C NONVAR ( Y ).
对该目标子句,第 1个子目标由于不满足条件
而被挂起,直到第 2个子目标执行将 X实例化为 2,
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想方法,更易于反映现代软件的设计理念.





Monday, Tuesday, W ednesday, Thursday,
Friday, Saturday, Sunday: Day;
PRED ICATE Append: List ( a ) * List ( a ) *
L ist(a ); Append3: L ist( a )* L ist(a )*
L ist( a )* List( a ).
LOCAL M5.
Append(N i,l X, X ). Append( Cons ( U,
X), Y, Cons ( U, Z ) ) z Append ( X,
Y, Z ).
Append3( X, Y, Z, U ) z Append( X, Y,
W ) & Append(W, Z, U ).
MODULE M6.
IMPORT M5.
PRED ICATE Member2: a * a * List( a ).
Member2( X, Y, Z ) z Append3( _, [ X
| _], [Y | _] , Z ).
  模块M5包含一个输出部分 EXPORT和本地部
分 LOCAL, 其中 BASE、CONSTANT和 PREDICATE
已在类型系统中介绍, 这里重点讨论模块与模块之
间的连接以及内部的关系. 在模块 M5中, 引入了
L ists模块,它是处理表结构的系统模块, 通过这个
模块, 可以执行谓词 Append3, 它的参数类型是表类
型. M6模块引入了前面的自定义模块 M5, 它除了
继承 L ists模块以外, 还使用了 M5模块中的 Ap2
pend3来处理 Member2谓词. 其中, Append谓词用
于将第 1个参数表和第 2个参数表合并成新表,并
且第 1个表在第 2个之前. Append3定义了 3个表
的合并操作.在模块 M6定义的谓词 Member2中调
用了M5中 Append3.当且仅当X和 Y是列表 Z的元
素且 X在 Y的前面 Member2为真. 如当询问 Mem2
ber2( Friday, Monday, [ Thursday, Friday, Monday] )
时,该程序将返回真.
同样的程序 M6,若用 Prolog编写,则除了编写


























例 6 设有 Prolog程序:
1)member( X, [X | T ] ).
2)member( X, [H | T ] ) z member( X, T ).
若用 Prolog元程序之一的 solve标准解释器可
表示为
1) solve(member( X, [X | T ] ).
2 ) solve ( m ember ( X, [H | T ] ) ) z
clause(member(X, [H | T ] ), m ember ( X, T ) )
solve(m ember(X, T ) ).
当执行 solve( X , [ 1, 2, 3] )时, 可以分别得到
X= 1, 2, 3. 但是, 这种非基本表示会在执行过程中
由于元级变量的绑定带来一些非说明性语义问题.
例如,当目标子句为 Var( X ) member1( X , [ 1, 2,
3] ), 其中元程序子句 Var( X )用来判断 X是否是
自由变量,可以分别得到结果 X = 1, 2, 3.但是,在执
行目标子句 member1( X , [ 1, 2, 3] ) Var( X )时, 却




1) if ( A tom (member, [ var ( 0 ), Term ( cons,
[ var( 0), var( 1) ] ) ] ), true).
2) if ( A tom (member, [ var ( 0 ), Term ( cons,
[ var( 2), var ( 1 ) ] ) ] ), A tom ( member, [ var ( 0 ),
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var( 1) ] ) )
其中:语句H z B表示为 if (H, B ),谓词 mem2
ber( X, Y )表示为 Atom (member, [ X, Y ] ), 表项
[ X | Y ]表示为 Term ( cons, [ X, Y ] ),并且 var( 0)、
var( 1)、var( 2)分别代表上述元程序中的 3个变量
X、T、H . 在对于目标子句 member1 ( X , [ 1, 2, 3] )
















元程序数据库进行修改,例如 retract ( ) 删除语句.






例 7 设有 G&odel程序:
MODULE M1.
IMPORT Lists, Program s.
PREDICATE Appenda: L ist ( a )* List( a ) *
List( a ).
Appenda( X, Y, Z ) z
Append(X, Y, Z )C
De leteStatement(P, Lists, Append, P )
  模块M1引入了 Lists和 Programs模块, Lists模
块中包括了谓词 Append ( X, Y, Z ), 表示将列表元
素 X 和 Y合并成新表 Z. 例如, 目标子句为
Append( [ 1, 2], [ 3, 4], Z ), 可得 Z = [ 1, 2, 3, 4].
Program s模块提供了动态元程序设计所需要的谓词
DeleteStatemen t( P, S, F, Q ), 其中: P、Q分别为一个
程序的表示, S是这个程序中一个打开的用户模块
的名字, F 是出现在这个模块中的一条语句的表
示.该谓词表示将 P 程序引入的 S模块中的 F 语句
删除, 接着将整个修改后的程序保存为 Q . 显然,




对于目标 Appenda( [ 1, 2], [ 3, 4], Z ),返回结
果 Z = [ 1, 2, 3, 4],同时,该目标的执行还将程序 P
中的 L ists模块的 Append语句删除, 修改后的程序
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简单、直观.
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