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ВИЗУАЛИЗАЦИЯ КРУПНОФОРМАТНЫХ РАСТРОВЫХ ИЗОБРАЖЕНИЙ 
Рассматриваются общие способы хранения, чтения и обработки растровых изображений. 
Отмечаются способы повышения производительности визуализации крупноформатных изображе-
ний. Предлагается способ визуализации крупноформатных растровых изображений с одновременной 
трансформацией в режиме реального времени для задач с динамично меняющимся интерфейсом. 
Введение 
Растровая форма представления изображений имеет широкое распространение среди 
пользователей цифровых технологий. Традиционно для их передачи, хранения и обработки ис-
пользуются бинарные файлы различных форматов [1, 2]. Большое разнообразие форматов фай-
лов обусловлено различными областями их применения. Условно можно выделить две основ-
ные группы представления данных: в сжатой и несжатой формах. Сжатая форма данных в ос-
новном используется для обмена и хранения информации. Для ее обработки необходимо вы-
полнить предварительное преобразование растра в массив, представленный в виде двухмерной 
матрицы, значения которой соответствуют яркостям пикселей растрового изображения. Необ-
ходимость выполнения таких преобразований объясняется простотой доступа к отдельным пик-
селям растрового изображения для повышения быстродействия обработки данных. В свою оче-
редь, несжатая форма хранения данных использует уже готовые структуры, в которых положе-
нию каждого пикселя соответствует отдельная ячейка двухмерной матрицы. Несмотря на боль-
шие объемы, несжатая форма хранения данных широко используется в программных продук-
тах, где первоочередной задачей является повышение производительности обработки растро-
вых изображений. К таким программным продуктам можно отнести всевозможные графиче-
ские редакторы, геоинформационные комплексы и системы, векторизаторы и др. 
Объектом исследования статьи являются данные, представленные в несжатой растровой 
форме. Их физические размеры составляют несколько десятков мегабайт. В основном данные 
таких объемов используются в геоинформационных системах для представления крупноформат-
ных топографических карт с высоким разрешением. Разработка программных комплексов для их 
обработки требует реализации специальных алгоритмов, выполняющих эффективную обработку 
данных в режиме реального времени в условиях динамично меняющегося интерфейса. 
1. Способы чтения растровых данных 
Любая обработка растрового изображения начинается с его полной либо частичной за-
грузки в оперативную память компьютера. Считывание данных может быть выполнено с про-
извольного носителя информации (жесткого, оптического, электронного диска), загружено че-
рез Интернет либо получено непосредственно от устройства ввода (сканера, фотоприемной 
матрицы и др.). Изображения, полученные от устройств ввода, нередко имеют большие объемы 
и не всегда могут быть размещены непосредственно в оперативной памяти компьютера. По-
этому перед дальнейшей обработкой они сохраняются на жестком носителе. Далее будет рас-
сматриваться только ситуация обработки данных с жестких носителей. 
Время загрузки изображения или его части зависит от физического объема данных и от 
пропускной способности источника информации. Поэтому полная загрузка растра в основном 
используется для отображения небольших по размеру изображений (пиктограмм, фоновых ри-
сунков) либо для непродолжительных манипуляций непосредственно с данными крупнофор-
матного изображения. 
Частичная загрузка растра используется для обработки крупноформатных изображений, 
размеры которых превышают максимальные размеры экрана в несколько раз. В этом случае в 
оперативную память загружается только часть изображения, необходимая для его отображения. 
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Такой способ обработки данных широко применяется в программах просмотра растровых изо-
бражений, в которых информация «подчитывается» из файла по мере надобности. 
Основное место хранения растровых файлов – дисковые носители (винчестеры). Извест-
но, что обращение к этим устройствам для выполнения операций чтения/записи требует суще-
ственных затрат машинного времени по сравнению с аналогичными операциями, которые вы-
полняются непосредственно в оперативной памяти [3]. Поэтому для повышения производи-
тельности считывания данных предлагаются следующие рекомендации: 
Снижение разрешения изображений. Как правило, это тривиальный способ увеличения 
производительности. Он заключается в уменьшении физических размеров изображения за счет 
снижения разрешения без ухудшения его качественных характеристик, пригодных для даль-
нейшей обработки. 
Кодирование цвета. Обычно яркость пикселей цветного растрового изображения пред-
ставлена прямым заданием интенсивностей составляющих r, g и b. Такой способ предпочтите-
лен для изображений с плавными переходами цвета. В отдельных случаях яркость пикселей 
может быть представлена в 8-битовой псевдоцветной форме, где цвет пикселя преобразуется с 
использованием цветового куба, состоящего из 175 оттенков цвета (5 уровней красного, 
7 уровней зеленого и 5 уровней синего) и 32 оттенков серого. Это позволяет уменьшить физи-
ческие размеры изображения за счет снижения качества цветопередачи. 
Сжатие данных [4, 5]. Этот способ позволяет сократить физический размер файла на же-
стком диске в несколько раз, что повышает скорость его считывания, но, как отмечено, для об-
работки потребуется дополнительное преобразование данных к нормальной несжатой форме. 
Использование специальных форматов файлов. В основном обработка изображений осу-
ществляется в оперативной памяти компьютера. Нередко полная загрузка крупноформатных 
растров непосредственно в оперативную память невозможна или неэффективна. В таких случа-
ях данные обрабатываются небольшими частями путем дозагрузки с внешних носителей. Из-
вестно, что для эффективного выполнения дисковых операций немалое значение имеет после-
довательное считывание данных в оперативную память. Для этого используются специальные 
способы структурированного представления данных в файлах [6, 7]. 
Существует множество способов повышения производительности загрузки данных, но 
каждый из них в своей основе использует рассмотренные выше рекомендации, позволяющие 
оптимизировать работу с их источником. Так, в сети Интернет получил широкое распростране-
ние способ разделения исходного растра на множество изображений небольшого размера. 
В таком представлении каждый файл является частью большой растровой мозаики [8–10]. Спи-
сок файлов мозаики с указанием их координатного расположения в единой системе координат 
хранится в специальном файле. Для обработки такого изображения достаточно выполнить за-
грузку необходимых фрагментов мозаики в соответствии с их положением в списке. Эта опера-
ция повышает производительность представления данных пользователю за счет загрузки в пер-
вую очередь видимой части изображения и дозагрузки оставшейся по мере необходимости. 
Подобное хранение данных может быть представлено в виде отдельного файла, в котором 
каждому прямоугольному фрагменту изображения (блоку) соответствует определенное место в 
файле. Такая структура представления изображения в виде отдельных блоков внутри файла на-
зывается «черепичной» [6]. Каждый блок изображения имеет фиксированный размер последова-
тельно размещенных данных. Положение отдельных блоков легко определяется исходя из их 
размеров. Для обработки требуемого фрагмента растра загружаются соответствующие блоки. 
Такая реализация позволяет оптимизировать обработку фрагментов изображения, но требует его 
разбивки на отдельные блоки для изображений, представленных в ином формате. 
Другим способом повышения производительности обработки крупноформатных растров 
является построение пирамиды изображения [9, 11]. Способ первоначально был разработан 
применительно к задачам машинного зрения и сжатия изображений. Пирамида изображения 
представляет собой набор изображений в уменьшающемся масштабе, организованный в форме 
пирамиды (рис. 1). По мере движения вверх по пирамиде масштаб (размеры и разрешение) ори-
гинала уменьшается. Целиком заполненная пирамида состоит из J+1 уровней, где J= log2N, а 
N×N – размеры изображения. В большинстве случаев пирамида усекается до Р+1 уровней, где 
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P лежит в пределах 1≤Р≤J. Таким образом, исходное изображение в уменьшенном масштабе 
ограничивается Р приближениями. Все уровни пирамиды могут быть сохранены в едином би-
нарном файле в виде набора приближений изображения с различными разрешениями.  
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Рис.1. Пирамидальное представление растрового изображения 
Из рисунка видно, что в основании пирамиды (уровень 0) лежит оригинал высокого раз-
решения, а вершина пирамиды состоит из приближений низкого разрешения (уровни 1 и 2). 
Такая организация построения данных позволяет в процессе обработки изображения осуществ-
лять выборку приближений изображения с разрешением, близким к заданному уровню детали-
зации (масштабу). Это повышает скорость чтения с дисковых носителей за счет минимизации 
обращений к ним и позволяет получить качественное отображение данных в произвольном 
масштабе. Избыточное чтение данных практически отсутствует, так как все операции выпол-
няются с растром нужного приближения. 
Нередко для обработки больших объемов данных операционной системой (например, 
Windows) предусмотрено прямое отображение файла в память. В таком случае нет необходи-
мости в промежуточных операциях по размещению данных в памяти. Вместо этого выполняет-
ся их прямое отображение на адресное пространство приложения [3, 12], которое не требует от 
программиста принятия мер по оптимизации работы с носителем данных, так как все «берет на 
себя» механизм виртуальной памяти операционной системы. В результате происходит эконо-
мия ресурсов операционной системы и повышение скорости считывания данных. 
2. Визуализация крупноформатных изображений 
Функционирование большинства геоинформационных комплексов основано на обработке 
крупноформатных изображений. Большие размеры отдельных фрагментов объясняются высоки-
ми требованиями к их разрешению (300–600 dpi) для выполнения детальной обработки мелких 
объектов изображения. Основной решаемой задачей комплексов является оперативность получе-
ния результата обработки документов в режиме реального времени. Ниже рассмотрена оптими-
зация выполнения преобразований применительно к обработке крупноформатных изображений. 
2.1. Масштабирование крупноформатного растра 
Масштабирование растра является широко используемой операцией в обработке изобра-
жений [1]. Оно может применяться для отображения документа на экране монитора, когда его 
оригинальные размеры превышают максимальные размеры экрана, или для увеличения локаль-
ной области фрагмента изображения в процессе его детальной обработки. Из общеизвестных 
способов масштабирования можно выделить три основных [7]: 
– интерполяцию по ближайшему пикселю. Отличается простотой реализации, но вместе с 
тем качество конечного результата не всегда удовлетворительно. Увеличение изображения 
приводит к возникновению ступенек, которые образуются за счет того, что непрерывные кри-
вые изменения цвета становятся ступенчатыми, а уменьшение изображения приводит к исчез-
новению мелких деталей; 
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– билинейную интерполяцию. Выполняется на основе четырех соседних пикселей. Позволя-
ет получить плавные края изображений, однако увеличенное изображение получается не резким; 
– бикубическую интерполяцию. Осуществляется путем анализа 16 соседних пикселей, что 
обеспечивает более гладкое увеличение размеров. Дает несколько лучшие результаты, чем би-
линейная интерполяция.  
Перечисленные способы приводят к дефектам в виде следов интерполяции. В последнее 
время появились более сложные алгоритмы (например, S-Spline), которые позволяют минимизи-
ровать эти дефекты. Они подвергают анализу бóльшую область вокруг каждого пикселя, чтобы 
качественно увеличить изображение, но такие решения требуют значительных временных затрат 
и используются при подготовке документа к печати путем его многократного увеличения. 
Применение данных алгоритмов интерполяции дает удовлетворительный результат при 
увеличении изображения, но при его уменьшении в несколько раз эта операция эквивалентна 
прореживающей выборке с большим шагом. В таких случаях на глубоких уровнях масштаби-
рования наблюдается ступенчатость контуров, так как выбранные пиксели иногда оказываются 
плохими представителями областей. Для получения качественного результата необходимо вы-
полнить анализ бóльшего диапазона данных, представляющих результирующий пиксель, а это 
влечет за собой снижение производительности. 
Для повышения производительности обработки изображения и сохранения его качества 
на низких уровнях предлагается использовать структуру представления изображения в виде 
пирамиды ее масштабных представлений. В этом случае для масштабирования изображения 
необходимо выбрать наиболее близкий уровень пирамиды и выполнить его обработку с приме-
нением ранее описанных способов интерполяции.  
2.2. Линейные преобразования крупноформатных изображений 
Кроме масштабирования (растяжения) нередко выполняются и другие линейные преоб-
разования растра, например сдвиг, скос, вращение в плоскости, отражение относительно верти-
кальной либо горизонтальной осей. В обычных условиях преобразование растра изображения 
небольшого размера выполняется путем его отображения на подготовленный двухмерный 
растр с учетом коэффициентов аффинного преобразования. 
В общем виде аффинное преобразование плоскости [13] в однородных координатах мож-
но записать следующим образом: 
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где     Rij – элементы преобразования плоскости; 
tx, ty – параметры переноса плоскости; 
R – матрица преобразования плоскости; 
x, y – координаты положения результирующего пикселя; 
x′, y′ – координаты положения исходного пикселя. 
Преобразование растра с учетом коэффициентов аффинного преобразования может быть 
выполнено с использованием кусочно-линейного алгоритма [14], который позволяет трансфор-
мировать произвольные выпуклые четырехугольники друг в друга. Так как каждое прямо-
угольное изображение может быть представлено парой его треугольных частей (треугольни-
ков), для каждого треугольника исходного изображения устанавливается треугольник, лежа-
щий в плоскости результирующего изображения. Затем для каждой установленной пары тре-
угольников вычисляются коэффициенты аффинного преобразования при переходе от одного 
треугольника к другому с помощью системы уравнений, полученной из (2): 
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Для обработки изображения с учетом необходимых деформаций выполняется попиксель-
ный обход подготовленного растра. Для каждого пикселя определяется треугольник, которому 
он принадлежит. На основании коэффициентов аффинного преобразования одного треугольни-
ка в другой (3) определяется значение яркости пикселя на исходном изображении, которое при-
сваивается текущему пикселю. 
При обработке крупноформатного изображения выделение большого объема данных для 
последующего заполнения яркостями пикселей исходного изображения неэффективно, что свя-
зано с высокими затратами системных ресурсов и низкой производительностью. Для решения 
этой задачи предлагается выполнять обработку растра постепенно, небольшими прямоуголь-
ными блоками. После заполнения каждого блока данными они могут быть сохранены в файл. 
Такой способ позволит выполнить обработку крупноформатного изображения без существен-
ной нагрузки на системную часть вычислительной машины. 
Как правило, описанная ситуация встречается при окончательной обработке данных. 
В реальных условиях результаты промежуточных преобразований данных должны быть представ-
лены пользователю для дальнейшего анализа. В основном вывод данных осуществляется посредст-
вом окон операционной системы [3, 15]. Ограниченные размеры окон способствуют обработке 
крупноформатного изображения небольшими блоками, так как нет необходимости считывать те 
данные, которые не попадут в область видимости прямоугольного окна операционной системы. 
3. Практическая реализация 
Для визуализации крупноформатных растровых изображений предлагается использовать 
комбинированный способ, основанный на представлении изображения в виде пирамиды масштаб-
ных приближений с возможностью частичной обработки растра алгоритмом кусочно-линейного 
преобразования. Такая интеграция позволит повысить качество результата преобразования растра, 
уменьшенного в несколько раз, за счет обработки ближайшего к масштабу приближения растро-
вого изображения, полученного из пирамиды. Для повышения быстродействия и рационального 
использования системных ресурсов обработка изображения выполняется небольшими прямо-
угольными блоками, в частных случаях не превышающими размеры экрана монитора. 
В связи с тем что не каждый формат файла поддерживает механизм размещения пирами-
ды данных в едином файле, предлагается создать дополнительный файл, структура которого 
должна содержать представления изображения с различными разрешениями. При заполнении 
уровней пирамиды и вычислении яркостей пикселей предлагается использовать вид фильтра-
ции с усреднением по окрестности [1, 7]. Это позволит получить качественный результат при 
уменьшении изображения в несколько раз. Программная реализация таких преобразований 
легко решается на уровне процессора в виде простейших логических и математических опера-
ций, что сокращает время создания пирамиды. Глубина представления яркости пикселей пира-
миды может отличаться от глубины пикселей исходного изображения. Например, для изобра-
жений, представленных в градациях черного и белого цветов, для качественного отображения 
результата уровни пирамиды могут быть представлены в градациях серого цвета.  
Для отображения данных исходного растра предлагается использовать 32-битное пред-
ставление пикселя в формате RGBA независимо от исходного значения глубины цвета изобра-
жения. Данное предложение сделано из следующих соображений: 
– представление исходного изображения в черно-белом формате позволит получить каче-
ственный результат при уменьшении оригинала в несколько раз; 
– возможно сохранение дополнительной информации о прозрачности результата изобра-
жения для случаев, когда в процессе вычисления исходного положения пикселя результат ока-
жется за границами изображения; 
– 32-битное представление пикселя позволит ускорить копирование полученного резуль-
тата преобразования в контекст устройства операционной системы [12], который часто исполь-
зует такое же представление пикселя. 
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Для загрузки данных предлагается применять виртуальную память операционной систе-
мы с прямым отображением файла на адресное пространство приложения. 
Кроме визуализации данных с линейным преобразованием растра может возникнуть не-
обходимость его отображения с учетом произвольных нелинейных искажений. Для выполнения 
таких операций предлагается применять триангуляцию [16] изображения по заданному набору 
узловых точек. Деформация отдельных треугольных частей изображения на ограниченной пря-
моугольной поверхности не потребует больших временных затрат, но позволит получить каче-
ственный результат в любом масштабе. 
Все рассмотренные рекомендации дадут возможность выполнить визуализацию крупно-
форматных изображений с высокой производительностью, качеством и минимальными сис-
темными требованиями. Алгоритм обработки данных предложенным способом может быть 
представлен в следующем виде: 
1. Проверка существования файла с масштабными представлениями растра. Если таковой 
отсутствует, создать его. 
2. Перечисление списка пар треугольников для преобразования изображения. 
3. Определение области вывода результата для пары треугольников. 
4. Вычисление коэффициентов аффинного преобразования для пары треугольников. 
5. Отображение пикселей треугольной области с учетом коэффициентов преобразования. 
6. Переход к п. 3, пока не будут отображены все треугольники, попадающие в прямо-
угольную область. 
4. Оценки эффективности 
Эффективность использования данного способа представлена в виде диаграмм, которые 
позволяют оценить загрузку процессора, эффективность использования буферов чтения-записи 
данных, физической памяти компьютера и файла подкачки операционной системы (рис. 2). 
Диаграммы получены с помощью программного обеспечения Process Explorer v11.33 [17]. 
Масштаб времени по горизонтали – 3 с в клетке. 
На диаграммах представлено поочередное создание анонсов (100×100 пикселей) 
13 изображений 2613×3692 пикселя и одного изображения 7083×7222 пикселя. Слева от раздели-
телей (линии белого цвета) показано использование ресурсов компьютера с применением пред-
ложенного способа, справа – с применением средствами операционной системы Windows XP. 
Средние значения продолжительности выполнения данных операций представлены в таблице. 
Размеры тестового изображения 
2613×3692 7083×7222 Pentium 4, 2.4 ГГц 
ОЗУ: 512 МБ 
Windows XP Предложенный алгоритм Windows XP 
Предложенный 
алгоритм 
Продолжительность 
формирования пирамиды, с – ≈ 0,6 – ≈ 4 
Продолжительность  
создания образа (100×100), с ≈ 2 ≈ 0,01 ≈ 6,5 ≈ 0,01 
Из диаграмм на рис. 2 следует, что производительность загрузки по предложенному спо-
собу существенно выше обычной, вместе с тем объем используемой физической памяти значи-
тельно меньше. 
Обычно для повышения производительности обработки данных разработчики програм-
много обеспечения используют прямое отображение файла в память. На диаграммах (рис. 3) 
представлено сравнение использования системных ресурсов при просмотре изображений пред-
ложенным способом и средствами программы ACDSee. Следует отметить, что во время про-
смотра данных выполнялось динамическое изменение масштаба. Возросшая нагрузка исполь-
зования процессора видна на соответствующей диаграмме. 
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Рис. 2. Диаграммы использования буферов чтения-записи (3 МБ в клетке) 
и физической памяти (50 МБ в клетке) 
 
Рис. 3. Диаграммы работы предложенного способа и программного обеспечения ACDSee 
На диаграммах слева от разделителей представлено использование системных ресурсов 
предложенным алгоритмом, справа – средствами ACDSee. Видно, что при практически одина-
ковых выполняемых операциях использование системных ресурсов (файла подкачки (100 МБ в 
клетке) и физической памяти (50 МБ в клетке)) средствами ACDSee практически соответствует 
размеру загружаемого файла. Такая реализация допустима при обработке одного изображения, 
но крайне неэффективна для нескольких изображений, если они в совокупном объеме превы-
шают физическую память вычислительной машины. 
Для оценки эффективности предложенного алгоритма при одновременной работе с не-
сколькими крупноформатными растровыми изображениями представлены диаграммы пооче-
редного формирования пирамиды четырех изображений 7083×7222 пикселя, 146 МБ (рис. 4), 
их визуализации в различных масштабах и вращение относительно опорной точки в режиме 
реального времени. 
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Рис. 4. Диаграммы использования системных ресурсов  
при обработке крупноформатных растровых изображений 
На диаграммах слева от разделителей показана загрузка четырех фрагментов, справа – 
выполнение аффинных преобразований. Видно, что выполнение дополнительных преобразова-
ний растровых изображений не сказывается на использовании дополнительных системных ре-
сурсов по сравнению с рассмотренными способами. Это делает применение данного алгоритма 
эффективным в задачах, где необходима обработка данных, превышающих физические ресур-
сы вычислительных машин. 
Заключение 
В статье предложен способ обработки крупноформатных растровых изображений, осно-
ванный на представлении растра в виде пирамиды приближений изображения различного раз-
решения. Такое решение позволяет осуществить произвольное преобразование растра с огра-
ниченным использованием системных ресурсов, высокой производительностью и качествен-
ным представлением результата в произвольном масштабе для решения задач динамического 
изменения интерфейса в режиме реального времени. 
Способ реализован и опробован в аппаратно-программном комплексе семейства Дис-
кан [18]. Данные комплексы предназначены для ввода крупноформатных документов мало-
форматным планшетным сканером по фрагментам. В отличие от существующих средств круп-
ноформатного ввода (рулонные сканеры) с помощью данных комплексов можно ввести доку-
менты произвольных размеров с алюминиевых и диэлектрических (фанера, картон и др.) носи-
телей. Это стало возможным благодаря технологии, в основе которой лежит визуализация про-
цесса ввода документа на всех этапах – от задания произвольной области сканирования до 
окончательного формирования электронной копии документа. Для обеспечения конкуренто-
способности и высокой производительности обработка данных осуществляется в режиме ре-
ального времени, что требует использования быстродействующих алгоритмов. Поиск общих 
точек в местах перекрытия произвольно расположенных фрагментов, деформация отдельных 
областей для получения качественного результата совмещения фрагментов, отображение схе-
мы сканирования документа в произвольных масштабах – решение этих задач невозможно без 
использования специальных алгоритмов обработки крупноформатных растров. Предложенный 
способ позволил решить такие задачи с минимальными требованиями к системным ресурсам 
операционной системы. Это дало возможность использовать комплексы семейства Дискан 
практически на любых вычислительных машинах для получения качественной электронной 
копии документа. 
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LARGESCALE IMAGE VISUALISATION 
In this paper we consider the basic ways of storing, reading and processing the image data. The ways 
to improve the efficiency of image visualization are also considered. Large-scale image visualization with 
transformation in real time for the tasks with dynamically changing interface is proposed. 
