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Abstract. Symbolic Finite Automata and Register Automata are two
orthogonal extensions of finite automata motivated by real-world prob-
lems where data may have unbounded domains. These automata address
a demand for a model over large or infinite alphabets, respectively. Both
automata models have interesting applications and have been successful
in their own right. In this paper, we introduce Symbolic Register Au-
tomata, a new model that combines features from both symbolic and
register automata, with a view on applications that were previously out
of reach. We study their properties and provide algorithms for emptiness,
inclusion and equivalence checking, together with experimental results.
1 Introduction
Finite automata are a ubiquitous formalism that is simple enough to model
many real-life systems and phenomena. They enjoy a large variety of theoret-
ical properties that in turn play a role in practical applications. For example,
finite automata are closed under Boolean operations, and have decidable empti-
ness and equivalence checking procedures. Unfortunately, finite automata have
a fundamental limitation: they can only operate over finite (and typically small)
alphabets. Two orthogonal families of automata models have been proposed to
overcome this: symbolic automata and register automata. In this paper, we show
that these two models can be combined yielding a new powerful model that can
cover interesting applications previously out of reach for existing models.
Symbolic finite automata (SFA) allow transitions to carry predicates over
rich first-order alphabet theories, such as linear arithmetic, and therefore extend
classic automata to operate over infinite alphabets [11]. For example, an SFA can
define the language of all lists of integers in which the first and last elements are
positive integer numbers. Despite their increased expressiveness, SFAs enjoy the
same closure and decidability properties of finite automata—e.g., closure under
Boolean operations and decidable equivalence and emptiness.
Register automata (RA) support infinite alphabets by allowing input charac-
ters to be stored in registers during the computation and to be compared against
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existing values that are already stored in the registers [16]. For example, an RA
can define the language of all lists of integers in which all numbers appearing in
even positions are the same. RAs do not have some of the properties of finite
automata (e.g., they cannot be determinized), but they still enjoy many useful
properties that have made them a popular model in static analysis, software
verification, and program monitoring [14].
In this paper, we combine the best features of these two models—first order
alphabet theories and registers—into a new model, symbolic register automata
(SRA). SRA are strictly more expressive than SFA and RA. For example, an SRA
can define the language of all lists of integers in which the first and last elements
are positive rational numbers and all numbers appearing in even positions are
the same. This language is not recognizable by either an SFA nor by an RA.
While other attempts at combining symbolic automata and registers have re-
sulted in undecidable models with limited closure properties [10], we show that
SRAs enjoy the same closure and decidability properties of (non-symbolic) reg-
ister automata. We propose a new application enabled by SRAs and implement
our model in an open-source automata library.
In summary, our contributions are:
– Symbolic Register Automata (SRA): a new automaton model that can han-
dle complex alphabet theories while allowing symbols at arbitrary positions
in the input string to be compared using equality (§ 3).
– A thorough study of the properties of SRAs. We show that SRAs are closed
under intersection, union and (deterministic) complementation, and provide
algorithms for emptiness and forward (bi)simulation (§ 4).
– A study of the effectiveness of our SRA implementation on handling regu-
lar expressions with back-references (§ 5). We compile a set of benchmarks
from existing regular expressions with back-references (e.g., (\d)[a-z]∗\1)
and show that SRAs are an effective model for such expressions and exist-
ing models such as SFAs and RAs are not. Moreover, we show that SRAs
are more efficient than the java.util.regex library for matching regular
expressions with back-references.
2 Motivating example
In this section, we illustrate the capabilities of symbolic register automata using
a simple example. Consider the regular expression rp shown in Figure 1a. This
expression, given a sequence of product descriptions, checks whether the prod-
ucts have the same code and lot number. The reader might not be familiar with
some of the unusual syntax of this expression. In particular, rp uses two back-
references \1 and \2. The semantics of this construct is that the string matched
by the regular expression for \1 (resp. \2) should be exactly the string that
matched the subregular expression r appearing between the first (resp. second)
two parenthesis, in this case (.{3}) (resp. (.)). Back-references allow regular
expressions to check whether the encountered text is the same or is different
C:(.{3}) L:(.) D:[^\s]+( C:\1 L:\2 D:[^\s]+)+
(a) Regular expression rp (with back-reference).
C:X4a L:4 D:bottle C:X4a L:4 D:jar
(b) Example text matched by rp.
C:X4a L:4 D:bottle C:X5a L:4 D:jar
(c) Example text not matched by rp.
C
1
: true/   r1 ‘ ’
D ^\s
true/   r2 true/   r3 L : true/   r4
2
: true/=r1 ‘ ’true/=r2 true/=r3 L : true/=r4 ‘ ’   ^\s
^\s
  ^\s
:
D‘ ’ :
C
‘ ’
‘ ’
(d) Snippets of a symbolic register automaton Ap corresponding to rp.
Fig. 1: Regular expression for matching products with same code and lot
number—i.e., the characters of C and L are the same in all the products.
from a string/character that appeared earlier in the input (see Figures 1b and
1c for examples of positive and negative matches).
Representing this complex regular expression using an automaton model re-
quires addressing several challenges. The expression rp:
1. operates over large input alphabets consisting of upwards of 216 characters;
2. uses complex character classes (e.g., \s) to describe different sets of charac-
ters in the input;
3. adopts back-references to detect repeated strings in the input.
Existing automata models do not address one or more of these challenges. Finite
automata require one transition for each character in the input alphabet and
blow-up when representing large alphabets. Symbolic finite automata (SFA) al-
low transitions to carry predicates over rich structured first-order alphabet theo-
ries and can describe, for example, character classes [11]. However, SFAs cannot
directly check whether a character or a string is repeated in the input. An SFA
for describing the regular expression rp would have to store the characters af-
ter C: directly in the states to later check whether they match the ones of the
second product. Hence, the smallest SFA for this example would require billions
of states! Register automata (RA) and their variants can store characters in
registers during the computation and compare characters against values already
stored in the registers [16]. Hence, RAs can check whether the two products have
the same code. However, RAs only operate over unstructured infinite alphabets
and cannot check, for example, that a character belongs to a given class.
The model we propose in this paper, symbolic register automata (SRA), com-
bines the best features of SFAs and RAs—first-order alphabet theories and
registers—and can address all the three aforementioned challenges. Figure 1d
shows a snippet of a symbolic register automaton Ap corresponding to rp. Each
transition in Ap is labeled with a predicate that describes what characters can
trigger the transition. For example, ^\s denotes that the transition can be trig-
gered by any non-space character, L denotes that the transition can be triggered
by the character L, and true denotes that the transition can be triggered by any
character. Transitions of the form ϕ/→ ri denote that, if a character x satisfies
the predicate ϕ, the character is then stored in the register ri. For example, the
transition out of state 1 reads any character and stores it in register r1. Finally,
transitions of the form ϕ/= ri are triggered if a character x satisfies the pred-
icate ϕ and x is the same character as the one stored in ri. For example, the
transition out of state 2 can only be triggered by the same character that was
stored in r1 when reading the transition out state 1—i.e., the first characters in
the product codes should be the same.
SRAs are a natural model for describing regular expressions like rp, where
capture groups are of bounded length, and hence correspond to finitely-many
registers. The SRA Ap has fewer than 50 states (vs. more than 100 billion for
SFAs) and can, for example, be used to check whether an input string matches
the given regular expression (e.g., monitoring). More interestingly, in this paper
we study the closure and decidability properties of SRAs and provide an imple-
mentation for our model. For example, consider the following regular expression
rpC that only checks whether the product codes are the same, but not the lot
numbers:
C:(.{3}) L:. D:[^\s]+( C:\1 L:. D:[^\s]+)+
The set of strings accepted by rpC is a superset of the set of strings accepted by
rp. In this paper, we present simulation and bisimulation algorithms that can
check this property. Our implementation can show that rp subsumes rpC in 25
seconds and we could not find other tools that can prove the same property.
3 Symbolic Register Automata
In this section we introduce some preliminary notions, we define symbolic register
automata and a variant that will be useful in proving decidability properties.
Preliminaries. An effective Boolean algebra A is a tuple (D, Ψ, J K,⊥,>,∧,∨,¬),
where: D is a set of domain elements; Ψ is a set of predicates closed under the
Boolean connectives and ⊥,> ∈ Ψ . The denotation function J K : : Ψ → 2D
is such that J⊥K = ∅ and J>K = D, for all ϕ,ψ ∈ Ψ , Jϕ ∨ ψK = JϕK ∪ JψK,Jϕ∧ψK = JϕK∩ JψK, and J¬ϕK = D \ JϕK. For ϕ ∈ Ψ , we write isSat(ϕ) wheneverJϕK 6= ∅ and say that ϕ is satisfiable. A is decidable if isSat is decidable. For each
a ∈ D, we assume predicates atom(a) such that Jatom(a)K = {a}.
Example 1. The theory of linear integer arithmetic forms an effective BA, where
D = Z and Ψ contains formulas ϕ(x) in the theory with one fixed integer variable.
For example, divk := (x mod k) = 0 denotes the set of all integers divisible by k.
Notation. Given a set S, we write P(S) for its powerset. Given a function
f : A → B, we write f [a 7→ b] for the function such that f [a 7→ b](a) = b
and f [a 7→ b](x) = f(x), for x 6= a. Analogously, we write f [S 7→ b], with
S ⊆ A, to map multiple values to the same b. The pre-image of f is the function
f−1 : P(B) → P(A) given by f−1(S) = {a | ∃b ∈ S : b = f(a)}; for readability,
we will write f−1(x) when S = {x}. Given a relation R ⊆ A×B, we write aRb
for (a, b) ∈ R.
Model definition. Symbolic register automata have transitions of the form:
p
ϕ/E,I,U−−−−−→ q
where p and q are states, ϕ is a predicate from a fixed effective Boolean algebra,
and E, I, U are subsets of a fixed finite set of registers R. The intended inter-
pretation of the above transition is: an input character a can be read in state
q if (i) a ∈ JϕK, (ii) the content of all the registers in E is equal to a, and (iii)
the content of all the registers in I is different from a. If the transition succeeds
then a is stored into all the registers U and the automaton moves to q.
Example 2. The transition labels in Figure 1d have been conveniently simplified
to ease intuition. These labels correspond to full SRA labels as follows:
ϕ/→r =⇒ ϕ/∅, ∅, {r} ϕ/=r =⇒ ϕ/{r}, ∅, ∅ ϕ =⇒ ϕ/∅, ∅, ∅ .
Given a set of registers R, the transitions of an SRA have labels over the following
set: LR = Ψ × {(E, I, U) ∈ P(R) × P(R) × P(R) | E ∩ I = ∅}. The condition
E ∩ I = ∅ guarantees that register constraints are always satisfiable.
Definition 1 (Symbolic Register Automaton). A symbolic register au-
tomaton (SRA) is a 6-tuple (R,Q, q0, v0, F,∆), where R is a finite set of regis-
ters, Q is a finite set of states, q0 ∈ Q is the initial state, v0 : R → D ∪ {]} is
the initial register assignment (if v0(r) = ], the register r is considered empty),
F ⊆ Q is a finite set of final states, and ∆ ⊆ Q × LR × Q is the transition
relation. Transitions (p, (ϕ, `), q) ∈ ∆ will be written as p ϕ/`−−→ q.
An SRA can be seen as a finite description of a (possibly infinite) labeled tran-
sition system (LTS), where states have been assigned concrete register values,
and transitions read a single symbol from the potentially infinite alphabet. This
so-called configuration LTS will be used in defining the semantics of SRAs.
Definition 2 (Configuration LTS). Given an SRA S, the configuration LTS
CLTS(S) is defined as follows. A configuration is a pair (p, v) where p ∈ Q is
a state in S and a v : R → D ∪ {]} is register assignment; (q0, v0) is called the
initial configuration; every (q, v) such that q ∈ F is a final configuration. The
set of transitions between configurations is defined as follows:
p
ϕ/E,I,U−−−−−→ q ∈ ∆ E ⊆ v−1(a) I ∩ v−1(a) = ∅
(p, v)
a−→ (q, v[U 7→ a]) ∈ CLTS(S)
Intuitively, the rule says that a SRA transition from p can be instantiated to
one from (p, v) that reads a when the registers containing the value a, namely
v−1(a), satisfy the constraint described by E, I (a is contained in registers E
but not in I). If the constraint is satisfied, all registers in U are assigned a.
A run of the SRA S is a sequence of transitions in CLTS(S) starting from the
initial configuration. A configuration is reachable whenever there is a run ending
up in that configuration. The language of an SRA S is defined as
L (S) := {a1 . . . an ∈ Dn | ∃(q0, v0) a1−→ . . . an−−→ (qn, vn) ∈ CLTS(S), qn ∈ F}
An SRA S is deterministic if its configuration LTS is; namely, for every word
w ∈ D? there is at most one run in CLTS(S) spelling w. Determinism is important
for some application contexts, e.g., for runtime monitoring. Since SRAs subsume
RAs, nondeterministic SRAs are strictly more expressive than deterministic ones,
and language equivalence is undecidable for nondeterministic SRAs [26].
We now introduce the notions of simulation and bisimulation for SRAs, which
capture whether one SRA behaves “at least as” or “exactly as” another one.
Definition 3 ((Bi)simulation for SRAs). A simulation R on SRAs S1 and
S2 is a binary relation R on configurations such that (p1, v1)R(p2, v2) implies:
– if p1 ∈ F1 then p2 ∈ F2;
– for each transition (p1, v1)
a−→ (q1, w1) in CLTS(S1), there exists a transition
(p2, v2)
a−→ (q2, w2) in CLTS(S2) such that (q1, w1)R(q2, w2).
A simulation R is a bisimulation if R−1 is a also a simulation. We write S1 ≺ S2
(resp. S1 ∼ S2) whenever there is a simulation (resp. bisimulation) R such that
(q01, v01)R(q02, v02), where (q0i, v0i) is the initial configuration of Si, for i = 1, 2.
We say that an SRA is complete whenever for every configuration (p, v) and
a ∈ D there is a transition (p, v) a−→ (q, w) in CLTS(S). The following results
connect similarity and language inclusion.
Proposition 1. If S1 ≺ S2 then L (S1) ⊆ L (S2). If S1 and S2 are deterministic
and complete, then the other direction also holds.
It is worth noting that given a deterministic SRA we can define its completion
by adding transitions so that every value a ∈ D can be read from any state.
Remark 1. RAs and SFAs can be encoded as SRAs on the same state-space:
– An RA is encoded as an SRA with all transition guards >;
– an SFA can be encoded as an SRA with R = ∅, with each SFA transition
p
ϕ−→ q encoded as p ϕ/∅,∅,∅−−−−−→ q. Note that the absence of registers implies
that the CLTS always has finitely many configurations.
SRAs are strictly more expressive than both RAs and SFAs. For instance, the
language {n0n1 . . . nk | n0 = nk, even(ni), ni ∈ Z, i = 1, . . . , k} of finite sequences
of even integers where the first and last one coincide, can be recognized by an
SRA, but not by an RA or by an SFA.
Boolean closure properties. SRAs are closed under intersection and union.
Intersection is given by a standard product construction whereas union is ob-
tained by adding a new initial state that mimics the initial states of both au-
tomata.
Proposition 2 (Closure under intersection and union). Given SRAs S1
and S2, there are SRAs S1∩S2 and S1∪S2 such that L (S1∩S2) = L (S1)∩L (S2)
and L (S1 ∪ S2) = L (S1) ∪L (S2).
SRAs in general are not closed under complementation, because RAs are not.
However, we still have closure under complementation for a subclass of SRAs.
Proposition 3. Let S be a complete and deterministic SRA, and let S be the
SRA defined as S, except that its final states are Q\F . Then L (S) = D?\L (S).
4 Decidability properties
In this section we will provide algorithms for checking determinism and emptiness
for an SRA, and (bi)similarity of two SRAs. Our algorithms leverage symbolic
techniques that use the finite syntax of SRAs to indirectly operate over the
underlying configuration LTS, which can be infinite.
Single-valued variant. To study decidability, it is convenient to restrict reg-
ister assignments to injective ones on non-empty registers, that is functions
v : R → D ∪ {]} such that v(r) = v(s) and v(r) 6= ] implies r = s. This is
also the approach taken for RAs in the seminal papers [26,16]. Both for RAs
and SRAs, this restriction does not affect expressivity. We say that an SRA is
single-valued if its initial assignment v0 is injective on non-empty registers. For
single-valued SRAs, we only allow two kinds of transitions:
Read transition: p
ϕ/r=−−−→ q triggers when a ∈ JϕK and a is already stored in r.
Fresh transition: p
ϕ/r•−−−→ q triggers when the input a ∈ JϕK and a is fresh, i.e.,
is not stored in any register. After the transition, a is stored into r.
SRAs and their single-valued variants have the same expressive power. Trans-
lating single-valued SRAs to ordinary ones is straightforward:
p
ϕ/r=−−−→ q =⇒ p ϕ/{r},∅,∅−−−−−−→ q p ϕ/r
•
−−−→ q =⇒ p ϕ/∅,R,{r}−−−−−−→ q
The opposite translation requires a state-space blow up, because we need to
encode register equalities in the states.
Theorem 1. Given an SRA S with n states and r registers, there is a single-
valued SRA S′ with O(nrr) states and r+1 registers such that S ∼ S′. Moreover,
the translation preservers determinism.
Normalization. While our techniques are inspired by analogous ones for non-
symbolic RAs, SRAs present an additional challenge: they can have arbitrary
predicates on transitions. Hence, the values that each transition can read, and
thus which configurations it can reach, depend on the history of past transitions
and their predicates. This problem emerges when checking reachability and sim-
ilarity, because a transition may be disabled by particular register values, and so
lead to unsound conclusions, a problem that does not exist in register automata.
Example 3. Consider the SRA below, defined over the BA of integers.
S = 0 1
2
3
div3/r
•
<latexit sha1_base64="OKahbzVoz3YBtsXg5QR7sqY05yU=">AAAFL3icdZRNb9MwGMe9rcAoL+vggsQloprEAY2mq9i4TVS07ILKS7dJbRY5jtNadZzIdrZWnvk0XEHi0yAuiCufApw0ok1aLEV68n9+9v+JH8deTImQjcaPjc2tyo2bt7ZvV+ /cvXd/p7b74FRECUe4jyIa8XMPCkwJw31JJMXnMccw9Cg+8ybtNH92ibkgEfsoZzF2QjhiJCAISiO5tUfDEMqxCJRPLt0D/ZxfDL2EUizdWr2x38iGtRrYeVAH+ei5u1t/hn6EkhAziSgUYmA3YukoyCVBFOvqMBE4hmgCR3hgQgZDLByVfYK29oziW0HEzcOklanLMxQMhZiFniGzgsu5VFyXGyQyOHIUYXEiMUNzoyChloysdD8sn3CMJJ2ZACJOTK0WGkMOkTS7Vt1btokFhRJPdVHNLGOMSvI0YQRFPi7LVE4lh4XdUIbEgbEs7hGk1FHTWRFN3bgIRFGFnMMSKGQI+Yz7ulodMnyFojCEzFdD0/gPWG qV9d0LVPqiV5CTBXCyJt1ZpDvldCzG6ey5z8V8sRWiUyQ6JSI7G7kHglS9LZt0COtFVzkhEFc97QYlJlhm0lXmTBHi2I/1wHaUqSc9c8oI2opdVbd12dSjSZE1Av4fPIGMm29I8es0f13KcwOYs7So7rV235er89NqcrcBH3mOauwftpov7Oaz9Fc8ah28/BfoNZ1uL/rUXtPG7iLdXZfO+9h1Vw+B6WG72MO2NleGXb4gVoPT5r5t4net+vGr/PLYBo/BE/AU2OAQHIM3oAf6AIFP4DP4Ar5WvlW+V35Wfs3RzY18zkNQGJXffwFkjNXd</latexit><latexit sha1_base64="OKahbzVoz3YBtsXg5QR7sqY05yU=">AAAFL3icdZRNb9MwGMe9rcAoL+vggsQloprEAY2mq9i4TVS07ILKS7dJbRY5jtNadZzIdrZWnvk0XEHi0yAuiCufApw0ok1aLEV68n9+9v+JH8deTImQjcaPjc2tyo2bt7ZvV+ /cvXd/p7b74FRECUe4jyIa8XMPCkwJw31JJMXnMccw9Cg+8ybtNH92ibkgEfsoZzF2QjhiJCAISiO5tUfDEMqxCJRPLt0D/ZxfDL2EUizdWr2x38iGtRrYeVAH+ei5u1t/hn6EkhAziSgUYmA3YukoyCVBFOvqMBE4hmgCR3hgQgZDLByVfYK29oziW0HEzcOklanLMxQMhZiFniGzgsu5VFyXGyQyOHIUYXEiMUNzoyChloysdD8sn3CMJJ2ZACJOTK0WGkMOkTS7Vt1btokFhRJPdVHNLGOMSvI0YQRFPi7LVE4lh4XdUIbEgbEs7hGk1FHTWRFN3bgIRFGFnMMSKGQI+Yz7ulodMnyFojCEzFdD0/gPWG qV9d0LVPqiV5CTBXCyJt1ZpDvldCzG6ey5z8V8sRWiUyQ6JSI7G7kHglS9LZt0COtFVzkhEFc97QYlJlhm0lXmTBHi2I/1wHaUqSc9c8oI2opdVbd12dSjSZE1Av4fPIGMm29I8es0f13KcwOYs7So7rV235er89NqcrcBH3mOauwftpov7Oaz9Fc8ah28/BfoNZ1uL/rUXtPG7iLdXZfO+9h1Vw+B6WG72MO2NleGXb4gVoPT5r5t4net+vGr/PLYBo/BE/AU2OAQHIM3oAf6AIFP4DP4Ar5WvlW+V35Wfs3RzY18zkNQGJXffwFkjNXd</latexit><latexit sha1_base64="OKahbzVoz3YBtsXg5QR7sqY05yU=">AAAFL3icdZRNb9MwGMe9rcAoL+vggsQloprEAY2mq9i4TVS07ILKS7dJbRY5jtNadZzIdrZWnvk0XEHi0yAuiCufApw0ok1aLEV68n9+9v+JH8deTImQjcaPjc2tyo2bt7ZvV+ /cvXd/p7b74FRECUe4jyIa8XMPCkwJw31JJMXnMccw9Cg+8ybtNH92ibkgEfsoZzF2QjhiJCAISiO5tUfDEMqxCJRPLt0D/ZxfDL2EUizdWr2x38iGtRrYeVAH+ei5u1t/hn6EkhAziSgUYmA3YukoyCVBFOvqMBE4hmgCR3hgQgZDLByVfYK29oziW0HEzcOklanLMxQMhZiFniGzgsu5VFyXGyQyOHIUYXEiMUNzoyChloysdD8sn3CMJJ2ZACJOTK0WGkMOkTS7Vt1btokFhRJPdVHNLGOMSvI0YQRFPi7LVE4lh4XdUIbEgbEs7hGk1FHTWRFN3bgIRFGFnMMSKGQI+Yz7ulodMnyFojCEzFdD0/gPWG qV9d0LVPqiV5CTBXCyJt1ZpDvldCzG6ey5z8V8sRWiUyQ6JSI7G7kHglS9LZt0COtFVzkhEFc97QYlJlhm0lXmTBHi2I/1wHaUqSc9c8oI2opdVbd12dSjSZE1Av4fPIGMm29I8es0f13KcwOYs7So7rV235er89NqcrcBH3mOauwftpov7Oaz9Fc8ah28/BfoNZ1uL/rUXtPG7iLdXZfO+9h1Vw+B6WG72MO2NleGXb4gVoPT5r5t4net+vGr/PLYBo/BE/AU2OAQHIM3oAf6AIFP4DP4Ar5WvlW+V35Wfs3RzY18zkNQGJXffwFkjNXd</latexit><latexit sha1_base64="OKahbzVoz3YBtsXg5QR7sqY05yU=">AAAFL3icdZRNb9MwGMe9rcAoL+vggsQloprEAY2mq9i4TVS07ILKS7dJbRY5jtNadZzIdrZWnvk0XEHi0yAuiCufApw0ok1aLEV68n9+9v+JH8deTImQjcaPjc2tyo2bt7ZvV+ /cvXd/p7b74FRECUe4jyIa8XMPCkwJw31JJMXnMccw9Cg+8ybtNH92ibkgEfsoZzF2QjhiJCAISiO5tUfDEMqxCJRPLt0D/ZxfDL2EUizdWr2x38iGtRrYeVAH+ei5u1t/hn6EkhAziSgUYmA3YukoyCVBFOvqMBE4hmgCR3hgQgZDLByVfYK29oziW0HEzcOklanLMxQMhZiFniGzgsu5VFyXGyQyOHIUYXEiMUNzoyChloysdD8sn3CMJJ2ZACJOTK0WGkMOkTS7Vt1btokFhRJPdVHNLGOMSvI0YQRFPi7LVE4lh4XdUIbEgbEs7hGk1FHTWRFN3bgIRFGFnMMSKGQI+Yz7ulodMnyFojCEzFdD0/gPWG qV9d0LVPqiV5CTBXCyJt1ZpDvldCzG6ey5z8V8sRWiUyQ6JSI7G7kHglS9LZt0COtFVzkhEFc97QYlJlhm0lXmTBHi2I/1wHaUqSc9c8oI2opdVbd12dSjSZE1Av4fPIGMm29I8es0f13KcwOYs7So7rV235er89NqcrcBH3mOauwftpov7Oaz9Fc8ah28/BfoNZ1uL/rUXtPG7iLdXZfO+9h1Vw+B6WG72MO2NleGXb4gVoPT5r5t4net+vGr/PLYBo/BE/AU2OAQHIM3oAf6AIFP4DP4Ar5WvlW+V35Wfs3RzY18zkNQGJXffwFkjNXd</latexit>
[0, 10
] ^ div5/r
=
<latexit sha1_base64="GKZfiYBxFfsLZU5Onl0/c4Ks0FQ=">AAAFOnicdZRNb9MwGMe9rcAobxscuURUkzhMIymDjQPSREXLLqi87EVqs8hxnM2a40S2s7Xy/AH4NFxB4otw5Ya4cgc7jWiTFkuVnv6fn/N/4ueJw4wSIV33+9LySuPa9RurN5u3bt+5 e29t/f6hSHOO8AFKacqPQygwJQwfSCIpPs44hklI8VF43rH5owvMBUnZRznOsJ/AU0ZigqA0UrDWGribnus7QwpZ5AwTKM9ErCJyoYNnzhOHn6iX2lDullssZz7wyqAFytUP1lf+DKMU5QlmElEoxMBzM+kryCVBFOvmMBc4g+gcnuKBCRlMsPBV8Tba2TBK5MQpNz8mnUKd3aFgIsQ4CQ1ZlFvPWXFRbpDLeNdXhGW5xAxNjOKcOjJ17NE4EeEYSTo2AUScmFoddAY5RNIcYHNj1iYTFEo80lW1sMwwqsmjnBGURrguUzmSHFZOQxkSx8ayekaQUl+NxlXUunERi6oKOYc1UMgE8jGPdLM5ZPgSpUlimq2GZgY+YKlV0fU wVvaPnkP2p8D+gnR3mu7W05k4s7snPieTh80R3SrRrRHFbJQeCFL1tm7SJayfXpaEQFz1dRDXmHiWsU+ZMFWI4yjTA89Xph47c8oI2skC1fJ03TSkeZU1Av4ffA4ZN+9g8Subv6rluQHMLE2re62D9/XqIltN6Tbgp6Gv3K2d7fZzr71pP8Xd7acv/gV6Qac70z51FrSxN033FqXLPvaC+SEwPexUe9ixV4ZXvyDmg8P2lmfid9utvVfl5bEKHoJH4DHwwA7YA29AHxwABD6Bz+AL+Nr41vjR+Nn4NUGXl8o9D0BlNX7/BRGW2I4=</latexit><latexit sha1_base64="GKZfiYBxFfsLZU5Onl0/c4Ks0FQ=">AAAFOnicdZRNb9MwGMe9rcAobxscuURUkzhMIymDjQPSREXLLqi87EVqs8hxnM2a40S2s7Xy/AH4NFxB4otw5Ya4cgc7jWiTFkuVnv6fn/N/4ueJw4wSIV33+9LySuPa9RurN5u3bt+5 e29t/f6hSHOO8AFKacqPQygwJQwfSCIpPs44hklI8VF43rH5owvMBUnZRznOsJ/AU0ZigqA0UrDWGribnus7QwpZ5AwTKM9ErCJyoYNnzhOHn6iX2lDullssZz7wyqAFytUP1lf+DKMU5QlmElEoxMBzM+kryCVBFOvmMBc4g+gcnuKBCRlMsPBV8Tba2TBK5MQpNz8mnUKd3aFgIsQ4CQ1ZlFvPWXFRbpDLeNdXhGW5xAxNjOKcOjJ17NE4EeEYSTo2AUScmFoddAY5RNIcYHNj1iYTFEo80lW1sMwwqsmjnBGURrguUzmSHFZOQxkSx8ayekaQUl+NxlXUunERi6oKOYc1UMgE8jGPdLM5ZPgSpUlimq2GZgY+YKlV0fU wVvaPnkP2p8D+gnR3mu7W05k4s7snPieTh80R3SrRrRHFbJQeCFL1tm7SJayfXpaEQFz1dRDXmHiWsU+ZMFWI4yjTA89Xph47c8oI2skC1fJ03TSkeZU1Av4ffA4ZN+9g8Subv6rluQHMLE2re62D9/XqIltN6Tbgp6Gv3K2d7fZzr71pP8Xd7acv/gV6Qac70z51FrSxN033FqXLPvaC+SEwPexUe9ixV4ZXvyDmg8P2lmfid9utvVfl5bEKHoJH4DHwwA7YA29AHxwABD6Bz+AL+Nr41vjR+Nn4NUGXl8o9D0BlNX7/BRGW2I4=</latexit><latexit sha1_base64="GKZfiYBxFfsLZU5Onl0/c4Ks0FQ=">AAAFOnicdZRNb9MwGMe9rcAobxscuURUkzhMIymDjQPSREXLLqi87EVqs8hxnM2a40S2s7Xy/AH4NFxB4otw5Ya4cgc7jWiTFkuVnv6fn/N/4ueJw4wSIV33+9LySuPa9RurN5u3bt+5 e29t/f6hSHOO8AFKacqPQygwJQwfSCIpPs44hklI8VF43rH5owvMBUnZRznOsJ/AU0ZigqA0UrDWGribnus7QwpZ5AwTKM9ErCJyoYNnzhOHn6iX2lDullssZz7wyqAFytUP1lf+DKMU5QlmElEoxMBzM+kryCVBFOvmMBc4g+gcnuKBCRlMsPBV8Tba2TBK5MQpNz8mnUKd3aFgIsQ4CQ1ZlFvPWXFRbpDLeNdXhGW5xAxNjOKcOjJ17NE4EeEYSTo2AUScmFoddAY5RNIcYHNj1iYTFEo80lW1sMwwqsmjnBGURrguUzmSHFZOQxkSx8ayekaQUl+NxlXUunERi6oKOYc1UMgE8jGPdLM5ZPgSpUlimq2GZgY+YKlV0fU wVvaPnkP2p8D+gnR3mu7W05k4s7snPieTh80R3SrRrRHFbJQeCFL1tm7SJayfXpaEQFz1dRDXmHiWsU+ZMFWI4yjTA89Xph47c8oI2skC1fJ03TSkeZU1Av4ffA4ZN+9g8Subv6rluQHMLE2re62D9/XqIltN6Tbgp6Gv3K2d7fZzr71pP8Xd7acv/gV6Qac70z51FrSxN033FqXLPvaC+SEwPexUe9ixV4ZXvyDmg8P2lmfid9utvVfl5bEKHoJH4DHwwA7YA29AHxwABD6Bz+AL+Nr41vjR+Nn4NUGXl8o9D0BlNX7/BRGW2I4=</latexit>
< 0 _ > 10/r=
<latexit sha1_base64="vUqh8NVyZlLbjg2BNN+6mFYpSpE=">AAAFLXicdZRbb9MwFMe9rcAotw0kXnixqCbxgEZSJjbERRMVHXtB5bKL1GSR4zhtNMeJbIe18vxleAWJT8MDEuKVjwF2G9ElLX46Of+f/T/2cRzmNBHScX4sLa80Ll2+snq1ee36jZu31 tZvH4qs4Jgc4Ixm/DhEgtCEkQOZSEqOc05QGlJyFJ52rH70iXCRZOyjHOfET9GAJXGCkTSpYO3uc+hA7xn0DAhfQtd5xE/UCx2stZxNZzLgfOCWQQuUoxesr/zxogwXKWESUyRE33Vy6SvEZYIp0U2vECRH+BQNSN+EDKVE+GqyAQ03TCaCsSkhzpiEk+zFGQqlQozT0JApkkNR12xykdYvZLzjq4TlhSQMT43igkKZQXsaMEo4wZKOTYAwT0ytEA8RR1iaM2tuXLTJBUWSjHQ1O7HMCa6lRwVLcBaReprKkeSochrKkCQ2ltUzQpT6ajSuotaNi1hUs4hzVAOFTBEf80g3mx4jZzhLU8Qi5Zm2fyBSK8+uFMbKfug5ZH8G7C +QuzO5W5dzMbSzpz4n08XmiG6V6NaIyd0oPTCi6m3dpJuwXnZWEgJz1dNBXGPii4xdZcpUIU6iXPddX5l67J1TJqFhHqiWq+umIS2qrEmQ/8GniHGzB4ufW/28pnMDmLs0q+61Dt7Xq4tsNaVbnw9CXzmb21vtJ277of0Vd7YeP/0X6AWd7sz61FnQxr2ZvLdILvu4F8xfAtPDTrWHHftkuPUHYj44bG+6Jn631dp9VT4eq+AeuA8eABdsg13wBvTAAcDgHHwGX8DXxrfG98bPxq8purxUzrkDKqPx+y+6JtJZ</latexit><latexit sha1_base64="vUqh8NVyZlLbjg2BNN+6mFYpSpE=">AAAFLXicdZRbb9MwFMe9rcAotw0kXnixqCbxgEZSJjbERRMVHXtB5bKL1GSR4zhtNMeJbIe18vxleAWJT8MDEuKVjwF2G9ElLX46Of+f/T/2cRzmNBHScX4sLa80Ll2+snq1ee36jZu31 tZvH4qs4Jgc4Ixm/DhEgtCEkQOZSEqOc05QGlJyFJ52rH70iXCRZOyjHOfET9GAJXGCkTSpYO3uc+hA7xn0DAhfQtd5xE/UCx2stZxNZzLgfOCWQQuUoxesr/zxogwXKWESUyRE33Vy6SvEZYIp0U2vECRH+BQNSN+EDKVE+GqyAQ03TCaCsSkhzpiEk+zFGQqlQozT0JApkkNR12xykdYvZLzjq4TlhSQMT43igkKZQXsaMEo4wZKOTYAwT0ytEA8RR1iaM2tuXLTJBUWSjHQ1O7HMCa6lRwVLcBaReprKkeSochrKkCQ2ltUzQpT6ajSuotaNi1hUs4hzVAOFTBEf80g3mx4jZzhLU8Qi5Zm2fyBSK8+uFMbKfug5ZH8G7C +QuzO5W5dzMbSzpz4n08XmiG6V6NaIyd0oPTCi6m3dpJuwXnZWEgJz1dNBXGPii4xdZcpUIU6iXPddX5l67J1TJqFhHqiWq+umIS2qrEmQ/8GniHGzB4ufW/28pnMDmLs0q+61Dt7Xq4tsNaVbnw9CXzmb21vtJ277of0Vd7YeP/0X6AWd7sz61FnQxr2ZvLdILvu4F8xfAtPDTrWHHftkuPUHYj44bG+6Jn631dp9VT4eq+AeuA8eABdsg13wBvTAAcDgHHwGX8DXxrfG98bPxq8purxUzrkDKqPx+y+6JtJZ</latexit><latexit sha1_base64="vUqh8NVyZlLbjg2BNN+6mFYpSpE=">AAAFLXicdZRbb9MwFMe9rcAotw0kXnixqCbxgEZSJjbERRMVHXtB5bKL1GSR4zhtNMeJbIe18vxleAWJT8MDEuKVjwF2G9ElLX46Of+f/T/2cRzmNBHScX4sLa80Ll2+snq1ee36jZu31 tZvH4qs4Jgc4Ixm/DhEgtCEkQOZSEqOc05QGlJyFJ52rH70iXCRZOyjHOfET9GAJXGCkTSpYO3uc+hA7xn0DAhfQtd5xE/UCx2stZxNZzLgfOCWQQuUoxesr/zxogwXKWESUyRE33Vy6SvEZYIp0U2vECRH+BQNSN+EDKVE+GqyAQ03TCaCsSkhzpiEk+zFGQqlQozT0JApkkNR12xykdYvZLzjq4TlhSQMT43igkKZQXsaMEo4wZKOTYAwT0ytEA8RR1iaM2tuXLTJBUWSjHQ1O7HMCa6lRwVLcBaReprKkeSochrKkCQ2ltUzQpT6ajSuotaNi1hUs4hzVAOFTBEf80g3mx4jZzhLU8Qi5Zm2fyBSK8+uFMbKfug5ZH8G7C +QuzO5W5dzMbSzpz4n08XmiG6V6NaIyd0oPTCi6m3dpJuwXnZWEgJz1dNBXGPii4xdZcpUIU6iXPddX5l67J1TJqFhHqiWq+umIS2qrEmQ/8GniHGzB4ufW/28pnMDmLs0q+61Dt7Xq4tsNaVbnw9CXzmb21vtJ277of0Vd7YeP/0X6AWd7sz61FnQxr2ZvLdILvu4F8xfAtPDTrWHHftkuPUHYj44bG+6Jn631dp9VT4eq+AeuA8eABdsg13wBvTAAcDgHHwGX8DXxrfG98bPxq8purxUzrkDKqPx+y+6JtJZ</latexit>
v0(r) = 0
<latexit sha1_base64="qmzOPrj8LQV2Atufr2Y3J3y6JA0=">AAAFH3icdZRdb9MwFIa9LcAoXxtcchNRTRoSmpJSsXGBNFHRshtUPrpNtCFyHKeN6jiR7WytPP8LbkHi13CHuN2vAbuNaJMWS5FO3vPY74mP4yAjMReOc72xuWXduHlr+3btzt 179x/s7D485WnOEO6hlKTsPIAck5jinogFwecZwzAJCD4Lxi2TP7vAjMcp/SSmGfYSOKRxFCMotPT5wnf22VP7le34O3XnwJkNezVwi6AOitH1d7f+DMIU5QmmAhHIed91MuFJyESMCFa1Qc5xBtEYDnFfhxQmmHtyVrKy97QS2lHK9EOFPVOXZ0iYcD5NAk0mUIx4NWfEdbl+LqIjT8Y0ywWmaG4U5cQWqW2+3w5jhpEgUx1AxGJdq41GkEEk9C7V9pZtMk6gwBNVVmeWGUYVeZLTGKUhrspETASDpd2QmsSRtizvESTEk5NpGTVujEe8rELGYAXkIoFsykJVqw0ovkRpkkAayoFu9EcslByYlYJImhe1gp wsgJM16fYi3a6mMz4ys+c+X+aLrRDtMtGuELOzUXggSOS7qkk7pt30siA4YrKr/KjCRMuMWWXOlCGGw0z1XU/qesyZk1pQdubLuquqpgHJy6wW8P/gMaRMf4PBr0z+qpJnGtBnaVHdG+V/qFYXmmoKtz4bBp50Dg6bjRdu45n5FY+az1/+C9SaTrcWfWqtaWNnke6sSxd97Pirh0D3sFXuYUvpK8OtXhCrwWnjwNXx+2b9+HVxeWyDx+AJ2AcuOATH4C3ogh5AgIKv4Bv4bv2wflq/rN9zdHOjmPMIlIZ1/RebPc4G</latexit><latexit sha1_base64="qmzOPrj8LQV2Atufr2Y3J3y6JA0=">AAAFH3icdZRdb9MwFIa9LcAoXxtcchNRTRoSmpJSsXGBNFHRshtUPrpNtCFyHKeN6jiR7WytPP8LbkHi13CHuN2vAbuNaJMWS5FO3vPY74mP4yAjMReOc72xuWXduHlr+3btzt 179x/s7D485WnOEO6hlKTsPIAck5jinogFwecZwzAJCD4Lxi2TP7vAjMcp/SSmGfYSOKRxFCMotPT5wnf22VP7le34O3XnwJkNezVwi6AOitH1d7f+DMIU5QmmAhHIed91MuFJyESMCFa1Qc5xBtEYDnFfhxQmmHtyVrKy97QS2lHK9EOFPVOXZ0iYcD5NAk0mUIx4NWfEdbl+LqIjT8Y0ywWmaG4U5cQWqW2+3w5jhpEgUx1AxGJdq41GkEEk9C7V9pZtMk6gwBNVVmeWGUYVeZLTGKUhrspETASDpd2QmsSRtizvESTEk5NpGTVujEe8rELGYAXkIoFsykJVqw0ovkRpkkAayoFu9EcslByYlYJImhe1gp wsgJM16fYi3a6mMz4ys+c+X+aLrRDtMtGuELOzUXggSOS7qkk7pt30siA4YrKr/KjCRMuMWWXOlCGGw0z1XU/qesyZk1pQdubLuquqpgHJy6wW8P/gMaRMf4PBr0z+qpJnGtBnaVHdG+V/qFYXmmoKtz4bBp50Dg6bjRdu45n5FY+az1/+C9SaTrcWfWqtaWNnke6sSxd97Pirh0D3sFXuYUvpK8OtXhCrwWnjwNXx+2b9+HVxeWyDx+AJ2AcuOATH4C3ogh5AgIKv4Bv4bv2wflq/rN9zdHOjmPMIlIZ1/RebPc4G</latexit><latexit sha1_base64="qmzOPrj8LQV2Atufr2Y3J3y6JA0=">AAAFH3icdZRdb9MwFIa9LcAoXxtcchNRTRoSmpJSsXGBNFHRshtUPrpNtCFyHKeN6jiR7WytPP8LbkHi13CHuN2vAbuNaJMWS5FO3vPY74mP4yAjMReOc72xuWXduHlr+3btzt 179x/s7D485WnOEO6hlKTsPIAck5jinogFwecZwzAJCD4Lxi2TP7vAjMcp/SSmGfYSOKRxFCMotPT5wnf22VP7le34O3XnwJkNezVwi6AOitH1d7f+DMIU5QmmAhHIed91MuFJyESMCFa1Qc5xBtEYDnFfhxQmmHtyVrKy97QS2lHK9EOFPVOXZ0iYcD5NAk0mUIx4NWfEdbl+LqIjT8Y0ywWmaG4U5cQWqW2+3w5jhpEgUx1AxGJdq41GkEEk9C7V9pZtMk6gwBNVVmeWGUYVeZLTGKUhrspETASDpd2QmsSRtizvESTEk5NpGTVujEe8rELGYAXkIoFsykJVqw0ovkRpkkAayoFu9EcslByYlYJImhe1gp wsgJM16fYi3a6mMz4ys+c+X+aLrRDtMtGuELOzUXggSOS7qkk7pt30siA4YrKr/KjCRMuMWWXOlCGGw0z1XU/qesyZk1pQdubLuquqpgHJy6wW8P/gMaRMf4PBr0z+qpJnGtBnaVHdG+V/qFYXmmoKtz4bBp50Dg6bjRdu45n5FY+az1/+C9SaTrcWfWqtaWNnke6sSxd97Pirh0D3sFXuYUvpK8OtXhCrwWnjwNXx+2b9+HVxeWyDx+AJ2AcuOATH4C3ogh5AgIKv4Bv4bv2wflq/rN9zdHOjmPMIlIZ1/RebPc4G</latexit>
R = {r}
<latexit sha1_base64="dcmztYIO2HWSB6+nFZK6JVEq9rs=">AAAFHnicdZRPb9MwGMa9LcAo/zY4comoJnFAVVIqNg5IExUtu6Ay6DbUhMpxnDaq40S2w1p5/hRcQeLTcENc4dOA3Ua0SYulSG+e92c/b /w6DjISc+E4v7e2d6xr12/s3qzdun3n7r29/ftnPM0Zwn2UkpRdBJBjElPcF7Eg+CJjGCYBwefBpG3y558w43FK34tZhv0EjmgcxQgKLX04tV/YnmSeGu7VnYYzH/Z64BZBHRSjN9zf+eOFKcoTTAUikPOB62TCl5CJGBGsal7OcQbRBI7wQIcUJpj7cl6xsg+0EtpRyvRDhT1XV2dImHA+SwJNJlCMeTVnxE25QS6iI1/GNMsFpmhhFOXEFqltPt8OY4aRIDMdQMRiXauNxpBBJPQm1Q5WbTJOoMBTVVbnlhlGFXma0xilIa7 KREwFg6XdkJrEkbYs7xEkxJfTWRk1boxHvKxCxmAF5CKBbMZCVat5FF+iNEkgDaWn+/wOCyU9s1IQSfOi1pCTJXCyId1ZpjvVdMbHZvbC5+NisTWiUyY6FWJ+NgoPBIl8UzXpxLSXXhYER0z21DCqMNEqY1ZZMGWI4TBTA9eXuh5z5qQWlJ0NZd1VVdOA5GVWC/h/8ARSpr/B4Fcmf1XJMw3os7Ss7pUanlarC001hduAjQJfOo3DVvOZ23xifsWj1tPn/wK1odPtZZ/aG9rYXaa7m9JFH7vD9UOge9gu97Btrgy3ekGsB2fNh qvjt6368cvi8tgFD8Ej8Bi44BAcg9egB/oAgQR8Bl/AV+ub9d36Yf1coNtbxZwHoDSsX38BtdrOeA==</latexit><latexit sha1_base64="dcmztYIO2HWSB6+nFZK6JVEq9rs=">AAAFHnicdZRPb9MwGMa9LcAo/zY4comoJnFAVVIqNg5IExUtu6Ay6DbUhMpxnDaq40S2w1p5/hRcQeLTcENc4dOA3Ua0SYulSG+e92c/b /w6DjISc+E4v7e2d6xr12/s3qzdun3n7r29/ftnPM0Zwn2UkpRdBJBjElPcF7Eg+CJjGCYBwefBpG3y558w43FK34tZhv0EjmgcxQgKLX04tV/YnmSeGu7VnYYzH/Z64BZBHRSjN9zf+eOFKcoTTAUikPOB62TCl5CJGBGsal7OcQbRBI7wQIcUJpj7cl6xsg+0EtpRyvRDhT1XV2dImHA+SwJNJlCMeTVnxE25QS6iI1/GNMsFpmhhFOXEFqltPt8OY4aRIDMdQMRiXauNxpBBJPQm1Q5WbTJOoMBTVVbnlhlGFXma0xilIa7 KREwFg6XdkJrEkbYs7xEkxJfTWRk1boxHvKxCxmAF5CKBbMZCVat5FF+iNEkgDaWn+/wOCyU9s1IQSfOi1pCTJXCyId1ZpjvVdMbHZvbC5+NisTWiUyY6FWJ+NgoPBIl8UzXpxLSXXhYER0z21DCqMNEqY1ZZMGWI4TBTA9eXuh5z5qQWlJ0NZd1VVdOA5GVWC/h/8ARSpr/B4Fcmf1XJMw3os7Ss7pUanlarC001hduAjQJfOo3DVvOZ23xifsWj1tPn/wK1odPtZZ/aG9rYXaa7m9JFH7vD9UOge9gu97Btrgy3ekGsB2fNh qvjt6368cvi8tgFD8Ej8Bi44BAcg9egB/oAgQR8Bl/AV+ub9d36Yf1coNtbxZwHoDSsX38BtdrOeA==</latexit><latexit sha1_base64="dcmztYIO2HWSB6+nFZK6JVEq9rs=">AAAFHnicdZRPb9MwGMa9LcAo/zY4comoJnFAVVIqNg5IExUtu6Ay6DbUhMpxnDaq40S2w1p5/hRcQeLTcENc4dOA3Ua0SYulSG+e92c/b /w6DjISc+E4v7e2d6xr12/s3qzdun3n7r29/ftnPM0Zwn2UkpRdBJBjElPcF7Eg+CJjGCYBwefBpG3y558w43FK34tZhv0EjmgcxQgKLX04tV/YnmSeGu7VnYYzH/Z64BZBHRSjN9zf+eOFKcoTTAUikPOB62TCl5CJGBGsal7OcQbRBI7wQIcUJpj7cl6xsg+0EtpRyvRDhT1XV2dImHA+SwJNJlCMeTVnxE25QS6iI1/GNMsFpmhhFOXEFqltPt8OY4aRIDMdQMRiXauNxpBBJPQm1Q5WbTJOoMBTVVbnlhlGFXma0xilIa7 KREwFg6XdkJrEkbYs7xEkxJfTWRk1boxHvKxCxmAF5CKBbMZCVat5FF+iNEkgDaWn+/wOCyU9s1IQSfOi1pCTJXCyId1ZpjvVdMbHZvbC5+NisTWiUyY6FWJ+NgoPBIl8UzXpxLSXXhYER0z21DCqMNEqY1ZZMGWI4TBTA9eXuh5z5qQWlJ0NZd1VVdOA5GVWC/h/8ARSpr/B4Fcmf1XJMw3os7Ss7pUanlarC001hduAjQJfOo3DVvOZ23xifsWj1tPn/wK1odPtZZ/aG9rYXaa7m9JFH7vD9UOge9gu97Btrgy3ekGsB2fNh qvjt6368cvi8tgFD8Ej8Bi44BAcg9egB/oAgQR8Bl/AV+ub9d36Yf1coNtbxZwHoDSsX38BtdrOeA==</latexit>
All predicates on transitions are satisfiable, yet L (S) = ∅. To go from 0 to 1, S
must read a value n such that div3(n) and n 6= 0 and then n is stored into r. The
transition from 1 to 2 can only happen if the content of r also satisfies div5(n) and
n ∈ [0, 10]. However, there is no n satisfying div3(n)∧n 6= 0∧div5(n)∧n ∈ [0, 10],
hence the transition from 1 to 2 never happens.
To handle the complexity caused by predicates, we introduce a way of normaliz-
ing an SRA to an equivalent one that stores additional information about input
predicates. We first introduce some notation and terminology.
A register abstraction θ for S, used to “keep track” of the domain of regis-
ters, is a family of predicates indexed by the registers R of S. Given a register
assignment v, we write v |= θ whenever v(r) ∈ JθrK for v(r) 6= ], and θr = ⊥
otherwise. Hereafter we shall only consider “meaningful” register abstractions,
for which there is at least one assignment v such that v |= θ.
With the contextual information about register domains given by θ, we say
that a transition p
ϕ/`−−→ q ∈ ∆ is enabled by θ whenever it has at least an instance
(p, v)
a−→ (q, w) in CLTS(S), for all v |= θ. Enabled transitions are important when
reasoning about reachability and similarity.
Checking whether a transition has at least one realizable instance in the CLTS
is difficult in practice, especially when ` = r•, because it amounts to checking
whether JϕK \ img(v) 6= ∅, for all injective v |= θ.
To make the check for enabledness practical we will use minterms. For a set
of predicates Φ, a minterm is a minimal satisfiable Boolean combination of all
predicates that occur in Φ. Minterms are the analogue of atoms in a complete
atomic Boolean algebra. E.g. the set of predicates Φ = {x > 2, x < 5} over the
theory of linear integer arithmetic has minterms mint(Φ) = {x > 2∧x < 5, ¬x >
2 ∧ x < 5, x > 2 ∧ ¬x < 5}. Given ψ ∈ mint(Φ) and ϕ ∈ Φ, we will write ϕ @ ψ
whenever ϕ appears non-negated in ψ, for instance (x > 2) @ (x > 2 ∧ ¬x < 5).
A crucial property of minterms is that they do not overlap, i.e., isSat(ψ1 ∧ ψ2)
if and only if ψ1 = ψ2, for ψ1 and ψ2 minterms.
Lemma 1 (Enabledness). Let θ be a register abstraction such that θr is a
minterm, for all r ∈ R. If ϕ is a minterm, then p ϕ/`−−→ q is enabled by θ iff:
(1) if ` = r=, then ϕ = θr; (2) if ` = r
•, then |JϕK| > E (θ, ϕ),
where E (θ, ϕ) = |{r ∈ R | θr = ϕ}| is the # of registers with values from JϕK.
Intuitively, (1) says that if the transition reads a symbol stored in r satisfying ϕ,
the symbol must also satisfy θr, the range of r. Because ϕ and θr are minterms,
this only happens when ϕ = θr. (2) says that the enabling condition JϕK \
img(v) 6= ∅, for all injective v |= θ, holds if and only if there are fewer registers
storing values from ϕ than the cardinality of ϕ. That implies we can always
find a fresh element in JϕK to enable the transition. Registers holding values
from ϕ are exactly those r ∈ R such that θr = ϕ. Both conditions can be
effectively checked: the first one is a simple predicate-equivalence check, while the
second one amounts to checking whether ϕ holds for at least a certain number
k of distinct elements. This can be achieved by checking satisfiability of ϕ ∧
¬atom(a1) ∧ · · · ∧ ¬atom(ak−1), for a1, . . . , ak−1 distinct elements of JϕK.
Remark 2. Using single-valued SRAs to check enabledness might seem like a re-
striction. However, if one would start from a generic SRA, the process to check
enabledness would contain an extra step: for each state p, we would have to
keep track of all possible equations among registers. In fact, register equalities
determine whether (i) register constraints of an outgoing transition are satisfi-
able; (ii) how many elements of the guard we need for the transition to happen,
analogously to condition 2 of Lemma 1. Generating such equations is the key
idea behind Theorem 1, and corresponds precisely to turning the SRA into a
single-valued one.
Given any SRA, we can use the notion of register abstraction to build an equiva-
lent normalized SRA, where (i) states keep track of how the domains of registers
change along transitions, (ii) transitions are obtained by breaking the one of the
original SRA into minterms and discarding the ones that are disabled according
to Lemma 1. In the following we write mint(S) for the minterms for the set of
predicates {ϕ | p ϕ/`−−→ q ∈ ∆} ∪ {atom(v0(r)) | v0(r) ∈ D, r ∈ R}. Observe that
an atomic predicate always has an equivalent minterm, hence we will use atomic
predicates to define the initial register abstraction.
Definition 4 (Normalized SRA). Given an SRA S, its normalization N(S)
is the SRA (R,N(Q),N(q0), v0,N(F ),N(∆)) where:
– N(Q) = {θ | θ is a register abstraction over mint(S) ∪ {⊥}} × Q; we will
write θ B q for (θ, q) ∈ N(Q).
– N(q0) = θ0 B q0, where (θ0)r = atom(v0(r)) if v0(r) ∈ D, and (θ0)r = ⊥ if
v0(r) = ];
– N(F ) = {θ B p ∈ N(Q) | p ∈ F}
– N(∆) ={θ B p θr/r
=
−−−−→ θ B q | p ϕ/r
=
−−−→ q ∈ ∆,ϕ @ θr} ∪
{θ B p ψ/r
•
−−−→ θ[r 7→ ψ]B q | p ϕ/r
•
−−−→ q ∈ ∆,ϕ @ ψ, |JψK| > E (θ, ψ)}
The automaton N(S) enjoys the desired property: each transition from θ B p is
enabled by θ, by construction. N(S) is always finite. In fact, suppose S has n
states, m transitions and r registers. Then N(S) has at most m predicates, and
|mint(S)| is O(2m). Since the possible register abstractions are O(r2m), N(S) has
O(nr2m) states and O(mr223m) transitions.
Example 4. We now show the normalized version of Example 3. The first step is
computing the set mint(S) of minterms for S, i.e., the satisfiable Boolean combi-
nations of {atom(0), div3, [0, 10] ∧ div5, < 0∨ > 10}. For simplicity, we represent
minterms as bitvectors where a 0 component means that the corresponding pred-
icate is negated, e.g., [1, 1, 1, 0] stands for the minterm atom(0)∧ ([0, 10]∧div3)∧
div5 ∧ ¬(< 0∨ > 10). Minterms and the resulting SRA N(S) are shown below.
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2
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[0, 0, 0, 1],
[0, 0, 1, 0],
[0, 1, 0, 0],
[0, 1, 0, 1],
[1, 1, 1, 0]
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<latexit sha1_base64="vTDBK6IISdUVt5ErTR931QQ+o5U=">AAAFG3icdZRNb9MwGMe9LcAobxscuURUkzigknQVGwekiYqWXVB5aTepzSrHcdpQx4lsh7Xy/B24gsSn4Ya4cuDTgN1GtEmLpUhP/s/P/j/x49hPScSF4/ze2t6xrl2/sXuzcuv2nbv39vbv93iSMYS 7KCEJO/chxySiuCsiQfB5yjCMfYLP/EnT5M8+YcajhH4QsxR7MRzRKIwQFFrqPWUX8oUa7lWdmjMf9nrg5kEV5KMz3N/5MwgSlMWYCkQg533XSYUnIRMRIlhVBhnHKUQTOMJ9HVIYY+7JebnKPtBKYIcJ0w8V9lxdnSFhzPks9jUZQzHm5ZwRN+X6mQiPPRnRNBOYooVRmBFbJLb5djuIGEaCzHQAEYt0rTYaQwaR0DtUOVi1STmBAk9VUZ1bphiV5GlGI5QEuCwTMRUMFnZDahKH2rK4R5AQT05nRdS4MR7yogoZgyWQixiyGQtUpTKg+BIlcQxpIAe6ye+xUHJgVvJDaV7UGnK6BE43pFvLdKucTvnYzF74XCwWWyNaRaJVIuZnI/dAkMg3ZZNWRDvJZ U5wxGRHDcMSE64yZpUFU4QYDlLVdz2p6zFnTmpB2elQVl1VNvVJVmS1gP8HTyBl+hsMfmXyV6U804A+S8vqXqnhu3J1gakmd+uzke9Jp3bUqD9z60/Mr3jcOHz+L1AbOt1c9qm5oY3tZbq9KZ33sT1cPwS6h81iD5vmynDLF8R60KvXXB2/bVRPXuaXxy54CB6Bx8AFR+AEvAYd0AUIfASfwRfw1fpmfbd+WD8X6PZWPucBKAzr11/BO82d</latexit><latexit sha1_base64="vTDBK6IISdUVt5ErTR931QQ+o5U=">AAAFG3icdZRNb9MwGMe9LcAobxscuURUkzigknQVGwekiYqWXVB5aTepzSrHcdpQx4lsh7Xy/B24gsSn4Ya4cuDTgN1GtEmLpUhP/s/P/j/x49hPScSF4/ze2t6xrl2/sXuzcuv2nbv39vbv93iSMYS 7KCEJO/chxySiuCsiQfB5yjCMfYLP/EnT5M8+YcajhH4QsxR7MRzRKIwQFFrqPWUX8oUa7lWdmjMf9nrg5kEV5KMz3N/5MwgSlMWYCkQg533XSYUnIRMRIlhVBhnHKUQTOMJ9HVIYY+7JebnKPtBKYIcJ0w8V9lxdnSFhzPks9jUZQzHm5ZwRN+X6mQiPPRnRNBOYooVRmBFbJLb5djuIGEaCzHQAEYt0rTYaQwaR0DtUOVi1STmBAk9VUZ1bphiV5GlGI5QEuCwTMRUMFnZDahKH2rK4R5AQT05nRdS4MR7yogoZgyWQixiyGQtUpTKg+BIlcQxpIAe6ye+xUHJgVvJDaV7UGnK6BE43pFvLdKucTvnYzF74XCwWWyNaRaJVIuZnI/dAkMg3ZZNWRDvJZ U5wxGRHDcMSE64yZpUFU4QYDlLVdz2p6zFnTmpB2elQVl1VNvVJVmS1gP8HTyBl+hsMfmXyV6U804A+S8vqXqnhu3J1gakmd+uzke9Jp3bUqD9z60/Mr3jcOHz+L1AbOt1c9qm5oY3tZbq9KZ33sT1cPwS6h81iD5vmynDLF8R60KvXXB2/bVRPXuaXxy54CB6Bx8AFR+AEvAYd0AUIfASfwRfw1fpmfbd+WD8X6PZWPucBKAzr11/BO82d</latexit><latexit sha1_base64="vTDBK6IISdUVt5ErTR931QQ+o5U=">AAAFG3icdZRNb9MwGMe9LcAobxscuURUkzigknQVGwekiYqWXVB5aTepzSrHcdpQx4lsh7Xy/B24gsSn4Ya4cuDTgN1GtEmLpUhP/s/P/j/x49hPScSF4/ze2t6xrl2/sXuzcuv2nbv39vbv93iSMYS 7KCEJO/chxySiuCsiQfB5yjCMfYLP/EnT5M8+YcajhH4QsxR7MRzRKIwQFFrqPWUX8oUa7lWdmjMf9nrg5kEV5KMz3N/5MwgSlMWYCkQg533XSYUnIRMRIlhVBhnHKUQTOMJ9HVIYY+7JebnKPtBKYIcJ0w8V9lxdnSFhzPks9jUZQzHm5ZwRN+X6mQiPPRnRNBOYooVRmBFbJLb5djuIGEaCzHQAEYt0rTYaQwaR0DtUOVi1STmBAk9VUZ1bphiV5GlGI5QEuCwTMRUMFnZDahKH2rK4R5AQT05nRdS4MR7yogoZgyWQixiyGQtUpTKg+BIlcQxpIAe6ye+xUHJgVvJDaV7UGnK6BE43pFvLdKucTvnYzF74XCwWWyNaRaJVIuZnI/dAkMg3ZZNWRDvJZ U5wxGRHDcMSE64yZpUFU4QYDlLVdz2p6zFnTmpB2elQVl1VNvVJVmS1gP8HTyBl+hsMfmXyV6U804A+S8vqXqnhu3J1gakmd+uzke9Jp3bUqD9z60/Mr3jcOHz+L1AbOt1c9qm5oY3tZbq9KZ33sT1cPwS6h81iD5vmynDLF8R60KvXXB2/bVRPXuaXxy54CB6Bx8AFR+AEvAYd0AUIfASfwRfw1fpmfbd+WD8X6PZWPucBKAzr11/BO82d</latexit><latexit sha1_base64="vTDBK6IISdUVt5ErTR931QQ+o5U=">AAAFG3icdZRNb9MwGMe9LcAobxscuURUkzigknQVGwekiYqWXVB5aTepzSrHcdpQx4lsh7Xy/B24gsSn4Ya4cuDTgN1GtEmLpUhP/s/P/j/x49hPScSF4/ze2t6xrl2/sXuzcuv2nbv39vbv93iSMYS 7KCEJO/chxySiuCsiQfB5yjCMfYLP/EnT5M8+YcajhH4QsxR7MRzRKIwQFFrqPWUX8oUa7lWdmjMf9nrg5kEV5KMz3N/5MwgSlMWYCkQg533XSYUnIRMRIlhVBhnHKUQTOMJ9HVIYY+7JebnKPtBKYIcJ0w8V9lxdnSFhzPks9jUZQzHm5ZwRN+X6mQiPPRnRNBOYooVRmBFbJLb5djuIGEaCzHQAEYt0rTYaQwaR0DtUOVi1STmBAk9VUZ1bphiV5GlGI5QEuCwTMRUMFnZDahKH2rK4R5AQT05nRdS4MR7yogoZgyWQixiyGQtUpTKg+BIlcQxpIAe6ye+xUHJgVvJDaV7UGnK6BE43pFvLdKucTvnYzF74XCwWWyNaRaJVIuZnI/dAkMg3ZZNWRDvJZ U5wxGRHDcMSE64yZpUFU4QYDlLVdz2p6zFnTmpB2elQVl1VNvVJVmS1gP8HTyBl+hsMfmXyV6U804A+S8vqXqnhu3J1gakmd+uzke9Jp3bUqD9z60/Mr3jcOHz+L1AbOt1c9qm5oY3tZbq9KZ33sT1cPwS6h81iD5vmynDLF8R60KvXXB2/bVRPXuaXxy54CB6Bx8AFR+AEvAYd0AUIfASfwRfw1fpmfbd+WD8X6PZWPucBKAzr11/BO82d</latexit>
[0, 1, 0, 1]/r=
<latexit sha1_base64="vTDBK6IISdUVt5ErTR931QQ+o5U=">AAAFG3icdZRNb9MwGMe9LcAobxscuURUkzigknQVGwekiYqWXVB5aTepzSrHcdpQx4lsh7Xy/B24gsSn4Ya4cuDTgN1GtEmLpUhP/s/P/j/x49hPScSF4/ze2t6xrl2/sXuzcuv2nbv39vbv93iSMYS 7KCEJO/chxySiuCsiQfB5yjCMfYLP/EnT5M8+YcajhH4QsxR7MRzRKIwQFFrqPWUX8oUa7lWdmjMf9nrg5kEV5KMz3N/5MwgSlMWYCkQg533XSYUnIRMRIlhVBhnHKUQTOMJ9HVIYY+7JebnKPtBKYIcJ0w8V9lxdnSFhzPks9jUZQzHm5ZwRN+X6mQiPPRnRNBOYooVRmBFbJLb5djuIGEaCzHQAEYt0rTYaQwaR0DtUOVi1STmBAk9VUZ1bphiV5GlGI5QEuCwTMRUMFnZDahKH2rK4R5AQT05nRdS4MR7yogoZgyWQixiyGQtUpTKg+BIlcQxpIAe6ye+xUHJgVvJDaV7UGnK6BE43pFvLdKucTvnYzF74XCwWWyNaRaJVIuZnI/dAkMg3ZZNWRDvJZ U5wxGRHDcMSE64yZpUFU4QYDlLVdz2p6zFnTmpB2elQVl1VNvVJVmS1gP8HTyBl+hsMfmXyV6U804A+S8vqXqnhu3J1gakmd+uzke9Jp3bUqD9z60/Mr3jcOHz+L1AbOt1c9qm5oY3tZbq9KZ33sT1cPwS6h81iD5vmynDLF8R60KvXXB2/bVRPXuaXxy54CB6Bx8AFR+AEvAYd0AUIfASfwRfw1fpmfbd+WD8X6PZWPucBKAzr11/BO82d</latexit><latexit sha1_base64="vTDBK6IISdUVt5ErTR931QQ+o5U=">AAAFG3icdZRNb9MwGMe9LcAobxscuURUkzigknQVGwekiYqWXVB5aTepzSrHcdpQx4lsh7Xy/B24gsSn4Ya4cuDTgN1GtEmLpUhP/s/P/j/x49hPScSF4/ze2t6xrl2/sXuzcuv2nbv39vbv93iSMYS 7KCEJO/chxySiuCsiQfB5yjCMfYLP/EnT5M8+YcajhH4QsxR7MRzRKIwQFFrqPWUX8oUa7lWdmjMf9nrg5kEV5KMz3N/5MwgSlMWYCkQg533XSYUnIRMRIlhVBhnHKUQTOMJ9HVIYY+7JebnKPtBKYIcJ0w8V9lxdnSFhzPks9jUZQzHm5ZwRN+X6mQiPPRnRNBOYooVRmBFbJLb5djuIGEaCzHQAEYt0rTYaQwaR0DtUOVi1STmBAk9VUZ1bphiV5GlGI5QEuCwTMRUMFnZDahKH2rK4R5AQT05nRdS4MR7yogoZgyWQixiyGQtUpTKg+BIlcQxpIAe6ye+xUHJgVvJDaV7UGnK6BE43pFvLdKucTvnYzF74XCwWWyNaRaJVIuZnI/dAkMg3ZZNWRDvJZ U5wxGRHDcMSE64yZpUFU4QYDlLVdz2p6zFnTmpB2elQVl1VNvVJVmS1gP8HTyBl+hsMfmXyV6U804A+S8vqXqnhu3J1gakmd+uzke9Jp3bUqD9z60/Mr3jcOHz+L1AbOt1c9qm5oY3tZbq9KZ33sT1cPwS6h81iD5vmynDLF8R60KvXXB2/bVRPXuaXxy54CB6Bx8AFR+AEvAYd0AUIfASfwRfw1fpmfbd+WD8X6PZWPucBKAzr11/BO82d</latexit><latexit sha1_base64="vTDBK6IISdUVt5ErTR931QQ+o5U=">AAAFG3icdZRNb9MwGMe9LcAobxscuURUkzigknQVGwekiYqWXVB5aTepzSrHcdpQx4lsh7Xy/B24gsSn4Ya4cuDTgN1GtEmLpUhP/s/P/j/x49hPScSF4/ze2t6xrl2/sXuzcuv2nbv39vbv93iSMYS 7KCEJO/chxySiuCsiQfB5yjCMfYLP/EnT5M8+YcajhH4QsxR7MRzRKIwQFFrqPWUX8oUa7lWdmjMf9nrg5kEV5KMz3N/5MwgSlMWYCkQg533XSYUnIRMRIlhVBhnHKUQTOMJ9HVIYY+7JebnKPtBKYIcJ0w8V9lxdnSFhzPks9jUZQzHm5ZwRN+X6mQiPPRnRNBOYooVRmBFbJLb5djuIGEaCzHQAEYt0rTYaQwaR0DtUOVi1STmBAk9VUZ1bphiV5GlGI5QEuCwTMRUMFnZDahKH2rK4R5AQT05nRdS4MR7yogoZgyWQixiyGQtUpTKg+BIlcQxpIAe6ye+xUHJgVvJDaV7UGnK6BE43pFvLdKucTvnYzF74XCwWWyNaRaJVIuZnI/dAkMg3ZZNWRDvJZ U5wxGRHDcMSE64yZpUFU4QYDlLVdz2p6zFnTmpB2elQVl1VNvVJVmS1gP8HTyBl+hsMfmXyV6U804A+S8vqXqnhu3J1gakmd+uzke9Jp3bUqD9z60/Mr3jcOHz+L1AbOt1c9qm5oY3tZbq9KZ33sT1cPwS6h81iD5vmynDLF8R60KvXXB2/bVRPXuaXxy54CB6Bx8AFR+AEvAYd0AUIfASfwRfw1fpmfbd+WD8X6PZWPucBKAzr11/BO82d</latexit><latexit sha1_base64="vTDBK6IISdUVt5ErTR931QQ+o5U=">AAAFG3icdZRNb9MwGMe9LcAobxscuURUkzigknQVGwekiYqWXVB5aTepzSrHcdpQx4lsh7Xy/B24gsSn4Ya4cuDTgN1GtEmLpUhP/s/P/j/x49hPScSF4/ze2t6xrl2/sXuzcuv2nbv39vbv93iSMYS 7KCEJO/chxySiuCsiQfB5yjCMfYLP/EnT5M8+YcajhH4QsxR7MRzRKIwQFFrqPWUX8oUa7lWdmjMf9nrg5kEV5KMz3N/5MwgSlMWYCkQg533XSYUnIRMRIlhVBhnHKUQTOMJ9HVIYY+7JebnKPtBKYIcJ0w8V9lxdnSFhzPks9jUZQzHm5ZwRN+X6mQiPPRnRNBOYooVRmBFbJLb5djuIGEaCzHQAEYt0rTYaQwaR0DtUOVi1STmBAk9VUZ1bphiV5GlGI5QEuCwTMRUMFnZDahKH2rK4R5AQT05nRdS4MR7yogoZgyWQixiyGQtUpTKg+BIlcQxpIAe6ye+xUHJgVvJDaV7UGnK6BE43pFvLdKucTvnYzF74XCwWWyNaRaJVIuZnI/dAkMg3ZZNWRDvJZ U5wxGRHDcMSE64yZpUFU4QYDlLVdz2p6zFnTmpB2elQVl1VNvVJVmS1gP8HTyBl+hsMfmXyV6U804A+S8vqXqnhu3J1gakmd+uzke9Jp3bUqD9z60/Mr3jcOHz+L1AbOt1c9qm5oY3tZbq9KZ33sT1cPwS6h81iD5vmynDLF8R60KvXXB2/bVRPXuaXxy54CB6Bx8AFR+AEvAYd0AUIfASfwRfw1fpmfbd+WD8X6PZWPucBKAzr11/BO82d</latexit>
[0, 1, 0, 0],
[0, 1, 0, 1]
mint(S) =
<latexit sha1_base64="uB/uaMu6/yD91rSxjcqrdeG3tEA=">AAAFR3icdZTf btMwFMbd0cEo/7pxiZAiqklDQlNTKjYukCYqOnaDCqPbpDZEjuNsVh0nsh3WyvMVT8MtPAWPwFNwh7jETiO6pMVSpZPv+znnxOfUQUqJkO32z9rajfr6zVsbtxt37t67 /6C5uXUikowjPEQJTfhZAAWmhOGhJJLis5RjGAcUnwaTnvVPP2MuSMI+ylmKvRieMxIRBKWR/ObjcQzlhYhUTJjUO/kTglQd66fOK8dvttq77Xw5y4FbBC1QrIG/Wd8a hwnKYswkolCIkdtOpacglwRRrBvjTOAUogk8xyMTMhhj4an8O7SzbZTQiRJufkw6uXp9h4KxELM4MGReddWz4ipvlMlo31OEpZnEDM0TRRl1ZOLYQ3FCwjGSdGYCiDgx tTroAnKIpDm6xvb1NKmgUOKpLqt5yhSjijzNGEFJiKsylVPJYek0lCFxZFKWzwhS6qnprIzabFxEoqxCzmEFFDKGfMbDsooz02HdaIwZvkRJHEMWqrEZiGMstconIIi UfdBLyNECOFph9xd2v2qn4sLunuf5NH/ZEtEvE/0KkY9LkcNO6btqkj5hg+SyIATiaqD9qMJE1xn7ljlThjgOUz1yPWXqsWOojKCd1FctV1eTBjQrs0bA/4MnkHHzDRa /sv5VxecGMOO1qO6N9j9UqwttNUW2ET8PPNXe3et2XridZ/bfud99/vJfoFd0urfoU29FGw8X9uEqu+jjob88BKaHvXIPe9rcIm71zlgOTjq7ronfd1sHr4v7ZAM8Ak/ ADnDBHjgAb8EADAECX8BX8A18r/+o/6r/rv+Zo2u1Ys9DUFrrtb87QN1T</latexit><latexit sha1_base64="uB/uaMu6/yD91rSxjcqrdeG3tEA=">AAAFR3icdZTf btMwFMbd0cEo/7pxiZAiqklDQlNTKjYukCYqOnaDCqPbpDZEjuNsVh0nsh3WyvMVT8MtPAWPwFNwh7jETiO6pMVSpZPv+znnxOfUQUqJkO32z9rajfr6zVsbtxt37t67 /6C5uXUikowjPEQJTfhZAAWmhOGhJJLis5RjGAcUnwaTnvVPP2MuSMI+ylmKvRieMxIRBKWR/ObjcQzlhYhUTJjUO/kTglQd66fOK8dvttq77Xw5y4FbBC1QrIG/Wd8a hwnKYswkolCIkdtOpacglwRRrBvjTOAUogk8xyMTMhhj4an8O7SzbZTQiRJufkw6uXp9h4KxELM4MGReddWz4ipvlMlo31OEpZnEDM0TRRl1ZOLYQ3FCwjGSdGYCiDgx tTroAnKIpDm6xvb1NKmgUOKpLqt5yhSjijzNGEFJiKsylVPJYek0lCFxZFKWzwhS6qnprIzabFxEoqxCzmEFFDKGfMbDsooz02HdaIwZvkRJHEMWqrEZiGMstconIIi UfdBLyNECOFph9xd2v2qn4sLunuf5NH/ZEtEvE/0KkY9LkcNO6btqkj5hg+SyIATiaqD9qMJE1xn7ljlThjgOUz1yPWXqsWOojKCd1FctV1eTBjQrs0bA/4MnkHHzDRa /sv5VxecGMOO1qO6N9j9UqwttNUW2ET8PPNXe3et2XridZ/bfud99/vJfoFd0urfoU29FGw8X9uEqu+jjob88BKaHvXIPe9rcIm71zlgOTjq7ronfd1sHr4v7ZAM8Ak/ ADnDBHjgAb8EADAECX8BX8A18r/+o/6r/rv+Zo2u1Ys9DUFrrtb87QN1T</latexit><latexit sha1_base64="uB/uaMu6/yD91rSxjcqrdeG3tEA=">AAAFR3icdZTf btMwFMbd0cEo/7pxiZAiqklDQlNTKjYukCYqOnaDCqPbpDZEjuNsVh0nsh3WyvMVT8MtPAWPwFNwh7jETiO6pMVSpZPv+znnxOfUQUqJkO32z9rajfr6zVsbtxt37t67 /6C5uXUikowjPEQJTfhZAAWmhOGhJJLis5RjGAcUnwaTnvVPP2MuSMI+ylmKvRieMxIRBKWR/ObjcQzlhYhUTJjUO/kTglQd66fOK8dvttq77Xw5y4FbBC1QrIG/Wd8a hwnKYswkolCIkdtOpacglwRRrBvjTOAUogk8xyMTMhhj4an8O7SzbZTQiRJufkw6uXp9h4KxELM4MGReddWz4ipvlMlo31OEpZnEDM0TRRl1ZOLYQ3FCwjGSdGYCiDgx tTroAnKIpDm6xvb1NKmgUOKpLqt5yhSjijzNGEFJiKsylVPJYek0lCFxZFKWzwhS6qnprIzabFxEoqxCzmEFFDKGfMbDsooz02HdaIwZvkRJHEMWqrEZiGMstconIIi UfdBLyNECOFph9xd2v2qn4sLunuf5NH/ZEtEvE/0KkY9LkcNO6btqkj5hg+SyIATiaqD9qMJE1xn7ljlThjgOUz1yPWXqsWOojKCd1FctV1eTBjQrs0bA/4MnkHHzDRa /sv5VxecGMOO1qO6N9j9UqwttNUW2ET8PPNXe3et2XridZ/bfud99/vJfoFd0urfoU29FGw8X9uEqu+jjob88BKaHvXIPe9rcIm71zlgOTjq7ronfd1sHr4v7ZAM8Ak/ ADnDBHjgAb8EADAECX8BX8A18r/+o/6r/rv+Zo2u1Ys9DUFrrtb87QN1T</latexit><latexit sha1_base64="uB/uaMu6/yD91rSxjcqrdeG3tEA=">AAAFR3icdZTf btMwFMbd0cEo/7pxiZAiqklDQlNTKjYukCYqOnaDCqPbpDZEjuNsVh0nsh3WyvMVT8MtPAWPwFNwh7jETiO6pMVSpZPv+znnxOfUQUqJkO32z9rajfr6zVsbtxt37t67 /6C5uXUikowjPEQJTfhZAAWmhOGhJJLis5RjGAcUnwaTnvVPP2MuSMI+ylmKvRieMxIRBKWR/ObjcQzlhYhUTJjUO/kTglQd66fOK8dvttq77Xw5y4FbBC1QrIG/Wd8a hwnKYswkolCIkdtOpacglwRRrBvjTOAUogk8xyMTMhhj4an8O7SzbZTQiRJufkw6uXp9h4KxELM4MGReddWz4ipvlMlo31OEpZnEDM0TRRl1ZOLYQ3FCwjGSdGYCiDgx tTroAnKIpDm6xvb1NKmgUOKpLqt5yhSjijzNGEFJiKsylVPJYek0lCFxZFKWzwhS6qnprIzabFxEoqxCzmEFFDKGfMbDsooz02HdaIwZvkRJHEMWqrEZiGMstconIIi UfdBLyNECOFph9xd2v2qn4sLunuf5NH/ZEtEvE/0KkY9LkcNO6btqkj5hg+SyIATiaqD9qMJE1xn7ljlThjgOUz1yPWXqsWOojKCd1FctV1eTBjQrs0bA/4MnkHHzDRa /sv5VxecGMOO1qO6N9j9UqwttNUW2ET8PPNXe3et2XridZ/bfud99/vJfoFd0urfoU29FGw8X9uEqu+jjob88BKaHvXIPe9rcIm71zlgOTjq7ronfd1sHr4v7ZAM8Ak/ ADnDBHjgAb8EADAECX8BX8A18r/+o/6r/rv+Zo2u1Ys9DUFrrtb87QN1T</latexit> {
<latexit sha1_base64="cNNfeusp2wh79Hh/cBCl2FeX/qA=">AAA FF3icdZRPb9MwGMa9LcAo/zY4comoJnFAVTIqNm4TFS27oDLoNqkJkeM4bVTHiWyHtfL8DbiCxKfhhrhy5NOA3Ua0SYulSG+e92c/b/w6DnOS cOE4v7e2d6wbN2/t3m7cuXvv/oO9/YfnPCsYwgOUkYxdhpBjklA8EIkg+DJnGKYhwRfhpGPyF58w40lGP4hZjv0UjmgSJwgKLZ15MthrOi1n Puz1wC2DJihHP9jf+eNFGSpSTAUikPOh6+TCl5CJBBGsGl7BcQ7RBI7wUIcUppj7cl6qsg+0EtlxxvRDhT1XV2dImHI+S0NNplCMeT1nxE25Y SHiY18mNC8EpmhhFBfEFpltvtuOEoaRIDMdQMQSXauNxpBBJPTuNA5WbXJOoMBTVVXnljlGNXla0ARlEa7LREwFg5XdkJrEsbas7hEkxJfTWR U1bozHvKpCxmAN5CKFbMYi1Wh4FF+hLE0hjaSnG/weCyU9s1IYS/Oi1pDTJXC6Id1dprv1dM7HZvbC5+NisTWiWyW6NWJ+NkoPBIl8WzfpJrS fXZUER0z2VRDXmHiVMassmCrEcJSroetLXY85c1ILys4D2XRV3TQkRZXVAv4fPIGU6W8w+LXJX9fyTAP6LC2re62Cs3p1kammdBuyUehLp3X UPnzhHj4zv+Jx+/nLf4Ha0OnOsk+dDW3sLdO9Temyj71g/RDoHnaqPewofWW49QtiPTg/bLk6ftdunrwqL49d8Bg8AU+BC47ACXgD+mAAEIjB Z/AFfLW+Wd+tH9bPBbq9Vc55BCrD+vUXtSjMGA==</latexit><latexit sha1_base64="cNNfeusp2wh79Hh/cBCl2FeX/qA=">AAA FF3icdZRPb9MwGMa9LcAo/zY4comoJnFAVTIqNm4TFS27oDLoNqkJkeM4bVTHiWyHtfL8DbiCxKfhhrhy5NOA3Ua0SYulSG+e92c/b/w6DnOS cOE4v7e2d6wbN2/t3m7cuXvv/oO9/YfnPCsYwgOUkYxdhpBjklA8EIkg+DJnGKYhwRfhpGPyF58w40lGP4hZjv0UjmgSJwgKLZ15MthrOi1n Puz1wC2DJihHP9jf+eNFGSpSTAUikPOh6+TCl5CJBBGsGl7BcQ7RBI7wUIcUppj7cl6qsg+0EtlxxvRDhT1XV2dImHI+S0NNplCMeT1nxE25Y SHiY18mNC8EpmhhFBfEFpltvtuOEoaRIDMdQMQSXauNxpBBJPTuNA5WbXJOoMBTVVXnljlGNXla0ARlEa7LREwFg5XdkJrEsbas7hEkxJfTWR U1bozHvKpCxmAN5CKFbMYi1Wh4FF+hLE0hjaSnG/weCyU9s1IYS/Oi1pDTJXC6Id1dprv1dM7HZvbC5+NisTWiWyW6NWJ+NkoPBIl8WzfpJrS fXZUER0z2VRDXmHiVMassmCrEcJSroetLXY85c1ILys4D2XRV3TQkRZXVAv4fPIGU6W8w+LXJX9fyTAP6LC2re62Cs3p1kammdBuyUehLp3X UPnzhHj4zv+Jx+/nLf4Ha0OnOsk+dDW3sLdO9Temyj71g/RDoHnaqPewofWW49QtiPTg/bLk6ftdunrwqL49d8Bg8AU+BC47ACXgD+mAAEIjB Z/AFfLW+Wd+tH9bPBbq9Vc55BCrD+vUXtSjMGA==</latexit><latexit sha1_base64="cNNfeusp2wh79Hh/cBCl2FeX/qA=">AAA FF3icdZRPb9MwGMa9LcAo/zY4comoJnFAVTIqNm4TFS27oDLoNqkJkeM4bVTHiWyHtfL8DbiCxKfhhrhy5NOA3Ua0SYulSG+e92c/b/w6DnOS cOE4v7e2d6wbN2/t3m7cuXvv/oO9/YfnPCsYwgOUkYxdhpBjklA8EIkg+DJnGKYhwRfhpGPyF58w40lGP4hZjv0UjmgSJwgKLZ15MthrOi1n Puz1wC2DJihHP9jf+eNFGSpSTAUikPOh6+TCl5CJBBGsGl7BcQ7RBI7wUIcUppj7cl6qsg+0EtlxxvRDhT1XV2dImHI+S0NNplCMeT1nxE25Y SHiY18mNC8EpmhhFBfEFpltvtuOEoaRIDMdQMQSXauNxpBBJPTuNA5WbXJOoMBTVVXnljlGNXla0ARlEa7LREwFg5XdkJrEsbas7hEkxJfTWR U1bozHvKpCxmAN5CKFbMYi1Wh4FF+hLE0hjaSnG/weCyU9s1IYS/Oi1pDTJXC6Id1dprv1dM7HZvbC5+NisTWiWyW6NWJ+NkoPBIl8WzfpJrS fXZUER0z2VRDXmHiVMassmCrEcJSroetLXY85c1ILys4D2XRV3TQkRZXVAv4fPIGU6W8w+LXJX9fyTAP6LC2re62Cs3p1kammdBuyUehLp3X UPnzhHj4zv+Jx+/nLf4Ha0OnOsk+dDW3sLdO9Temyj71g/RDoHnaqPewofWW49QtiPTg/bLk6ftdunrwqL49d8Bg8AU+BC47ACXgD+mAAEIjB Z/AFfLW+Wd+tH9bPBbq9Vc55BCrD+vUXtSjMGA==</latexit><latexit sha1_base64="cNNfeusp2wh79Hh/cBCl2FeX/qA=">AAA FF3icdZRPb9MwGMa9LcAo/zY4comoJnFAVTIqNm4TFS27oDLoNqkJkeM4bVTHiWyHtfL8DbiCxKfhhrhy5NOA3Ua0SYulSG+e92c/b/w6DnOS cOE4v7e2d6wbN2/t3m7cuXvv/oO9/YfnPCsYwgOUkYxdhpBjklA8EIkg+DJnGKYhwRfhpGPyF58w40lGP4hZjv0UjmgSJwgKLZ15MthrOi1n Puz1wC2DJihHP9jf+eNFGSpSTAUikPOh6+TCl5CJBBGsGl7BcQ7RBI7wUIcUppj7cl6qsg+0EtlxxvRDhT1XV2dImHI+S0NNplCMeT1nxE25Y SHiY18mNC8EpmhhFBfEFpltvtuOEoaRIDMdQMQSXauNxpBBJPTuNA5WbXJOoMBTVVXnljlGNXla0ARlEa7LREwFg5XdkJrEsbas7hEkxJfTWR U1bozHvKpCxmAN5CKFbMYi1Wh4FF+hLE0hjaSnG/weCyU9s1IYS/Oi1pDTJXC6Id1dprv1dM7HZvbC5+NisTWiWyW6NWJ+NkoPBIl8WzfpJrS fXZUER0z2VRDXmHiVMassmCrEcJSroetLXY85c1ILys4D2XRV3TQkRZXVAv4fPIGU6W8w+LXJX9fyTAP6LC2re62Cs3p1kammdBuyUehLp3X UPnzhHj4zv+Jx+/nLf4Ha0OnOsk+dDW3sLdO9Temyj71g/RDoHnaqPewofWW49QtiPTg/bLk6ftdunrwqL49d8Bg8AU+BC47ACXgD+mAAEIjB Z/AFfLW+Wd+tH9bPBbq9Vc55BCrD+vUXtSjMGA==</latexit>
{
<latexit sha1_base64="cNNfeusp2wh79Hh/cBCl2FeX/qA=">AAAFF3icdZRPb9MwGMa9LcAo/zY4comoJnFAVTIqNm4TFS27oDLoNqkJkeM4bVTHiWyHtfL8DbiCxKfhhrhy5NOA3Ua0SYulSG+e92c/b/w6DnOScOE4v7e2d6wbN2/t3m7cuXvv/oO9/YfnPCsYwgOUkYxdhpBjklA8EIkg+DJnGKYhwRfhpGPyF58w40lGP4hZjv0UjmgSJwgKLZ15MthrOi1nPuz1wC2DJihHP9jf+eNFGSpSTAUikPOh6+TCl5CJBBGsGl7BcQ7RBI7wUIcUppj7cl6qsg+0EtlxxvRDhT1XV2dImHI+S0NNplCMeT1nxE25YSHiY18mNC8EpmhhFBfEFpltvtuOEoaRIDMdQMQSXauNxpBBJPTuNA5WbXJOoMBTVVXnljlGNXla0ARlEa7LREwFg5XdkJrEsbas7hEkxJfTWRU1bozHvKpCxmAN5CKFbMYi1Wh4FF+hLE0hjaSnG/weCyU9s1IYS/Oi1pDTJXC6Id1dprv1dM7HZvbC5+NisTWiWyW6NWJ+NkoPBIl8WzfpJrSfXZUER0z2VRDXmHiVMassmCrEcJSroetLXY85c1ILys4D2XRV3TQkRZXVAv4fPIGU6W8w+LXJX9fyTAP6LC2re62Cs3p1kammdBuyUehLp3XUPnzhHj4zv+Jx+/nLf4Ha0OnOsk+dDW3sLdO9Temyj71g/RDoHnaqPewofWW49QtiPTg/bLk6ftdunrwqL49d8Bg8AU+BC47ACXgD+mAAEIjBZ/AFfLW+Wd+tH9bPBbq9Vc55BCrD+vUXtSjMGA==</latexit> <latexit sha1_base64="cNNfeusp2wh79Hh/cBCl2FeX/qA=">AAAFF3icdZRPb9MwGMa9LcAo/zY4comoJnFAVTIqNm4TFS27oDLoNqkJkeM4bVTHiWyHtfL8DbiCxKfhhrhy5NOA3Ua0SYulSG+e92c/b/w6DnOScOE4v7e2d6wbN2/t3m7cuXvv/oO9/YfnPCsYwgOUkYxdhpBjklA8EIkg+DJnGKYhwRfhpGPyF58w40lGP4hZjv0UjmgSJwgKLZ15MthrOi1nPuz1wC2DJihHP9jf+eNFGSpSTAUikPOh6+TCl5CJBBGsGl7BcQ7RBI7wUIcUppj7cl6qsg+0EtlxxvRDhT1XV2dImHI+S0NNplCMeT1nxE25YSHiY18mNC8EpmhhFBfEFpltvtuOEoaRIDMdQMQSXauNxpBBJPTuNA5WbXJOoMBTVVXnljlGNXla0ARlEa7LREwFg5XdkJrEsbas7hEkxJfTWRU1bozHvKpCxmAN5CKFbMYi1Wh4FF+hLE0hjaSnG/weCyU9s1IYS/Oi1pDTJXC6Id1dprv1dM7HZvbC5+NisTWiWyW6NWJ+NkoPBIl8WzfpJrSfXZUER0z2VRDXmHiVMassmCrEcJSroetLXY85c1ILys4D2XRV3TQkRZXVAv4fPIGU6W8w+LXJX9fyTAP6LC2re62Cs3p1kammdBuyUehLp3XUPnzhHj4zv+Jx+/nLf4Ha0OnOsk+dDW3sLdO9Temyj71g/RDoHnaqPewofWW49QtiPTg/bLk6ftdunrwqL49d8Bg8AU+BC47ACXgD+mAAEIjBZ/AFfLW+Wd+tH9bPBbq9Vc55BCrD+vUXtSjMGA==</latexit> <latexit sha1_base64="cNNfeusp2wh79Hh/cBCl2FeX/qA=">AAAFF3icdZRPb9MwGMa9LcAo/zY4comoJnFAVTIqNm4TFS27oDLoNqkJkeM4bVTHiWyHtfL8DbiCxKfhhrhy5NOA3Ua0SYulSG+e92c/b/w6DnOScOE4v7e2d6wbN2/t3m7cuXvv/oO9/YfnPCsYwgOUkYxdhpBjklA8EIkg+DJnGKYhwRfhpGPyF58w40lGP4hZjv0UjmgSJwgKLZ15MthrOi1nPuz1wC2DJihHP9jf+eNFGSpSTAUikPOh6+TCl5CJBBGsGl7BcQ7RBI7wUIcUppj7cl6qsg+0EtlxxvRDhT1XV2dImHI+S0NNplCMeT1nxE25YSHiY18mNC8EpmhhFBfEFpltvtuOEoaRIDMdQMQSXauNxpBBJPTuNA5WbXJOoMBTVVXnljlGNXla0ARlEa7LREwFg5XdkJrEsbas7hEkxJfTWRU1bozHvKpCxmAN5CKFbMYi1Wh4FF+hLE0hjaSnG/weCyU9s1IYS/Oi1pDTJXC6Id1dprv1dM7HZvbC5+NisTWiWyW6NWJ+NkoPBIl8WzfpJrSfXZUER0z2VRDXmHiVMassmCrEcJSroetLXY85c1ILys4D2XRV3TQkRZXVAv4fPIGU6W8w+LXJX9fyTAP6LC2re62Cs3p1kammdBuyUehLp3XUPnzhHj4zv+Jx+/nLf4Ha0OnOsk+dDW3sLdO9Temyj71g/RDoHnaqPewofWW49QtiPTg/bLk6ftdunrwqL49d8Bg8AU+BC47ACXgD+mAAEIjBZ/AFfLW+Wd+tH9bPBbq9Vc55BCrD+vUXtSjMGA==</latexit> <latexit sha1_base64="cNNfeusp2wh79Hh/cBCl2FeX/qA=">AAAFF3icdZRPb9MwGMa9LcAo/zY4comoJnFAVTIqNm4TFS27oDLoNqkJkeM4bVTHiWyHtfL8DbiCxKfhhrhy5NOA3Ua0SYulSG+e92c/b/w6DnOScOE4v7e2d6wbN2/t3m7cuXvv/oO9/YfnPCsYwgOUkYxdhpBjklA8EIkg+DJnGKYhwRfhpGPyF58w40lGP4hZjv0UjmgSJwgKLZ15MthrOi1nPuz1wC2DJihHP9jf+eNFGSpSTAUikPOh6+TCl5CJBBGsGl7BcQ7RBI7wUIcUppj7cl6qsg+0EtlxxvRDhT1XV2dImHI+S0NNplCMeT1nxE25YSHiY18mNC8EpmhhFBfEFpltvtuOEoaRIDMdQMQSXauNxpBBJPTuNA5WbXJOoMBTVVXnljlGNXla0ARlEa7LREwFg5XdkJrEsbas7hEkxJfTWRU1bozHvKpCxmAN5CKFbMYi1Wh4FF+hLE0hjaSnG/weCyU9s1IYS/Oi1pDTJXC6Id1dprv1dM7HZvbC5+NisTWiWyW6NWJ+NkoPBIl8WzfpJrSfXZUER0z2VRDXmHiVMassmCrEcJSroetLXY85c1ILys4D2XRV3TQkRZXVAv4fPIGU6W8w+LXJX9fyTAP6LC2re62Cs3p1kammdBuyUehLp3XUPnzhHj4zv+Jx+/nLf4Ha0OnOsk+dDW3sLdO9Temyj71g/RDoHnaqPewofWW49QtiPTg/bLk6ftdunrwqL49d8Bg8AU+BC47ACXgD+mAAEIjBZ/AFfLW+Wd+tH9bPBbq9Vc55BCrD+vUXtSjMGA==</latexit>
m 2
<latexit sha1_base64="Nafrek4absLPvZwgMnS4QOedfak=">AAAFGnicdZRNb9MwGMe9LcAobxscuURUkzigqtkqNm4TFS27oPLSbVITKsdxWquOE9kOa+X5M3AFiU/DDXHlwqcBu41okxZLkZ78n5/9f+LHcZhRImSz+X tre8e5cfPW7u3anbv37j/Y2394LtKcI9xHKU35ZQgFpoThviSS4suMY5iEFF+Ek7bNX3zCXJCUfZCzDAcJHDESEwSlkfqJ6xM23Ks3G835cNcDrwjqoBi94f7OHz9KUZ5gJhGFQgy8ZiYDBbkkiGJd83OBM4gmcIQHJmQwwSJQ82q1e2CUyI1Tbh4m3bm6OkPBRIhZEhoygXIsqjkrbsoNchmfBIqwLJeYoYVRnFNXpq79dDciHCNJZyaAiBNTq4vGkEMkzQbVDlZtMkGhxFNdVueWGUYVeZozgtIIV2Uqp5LD0m4oQ+LYWJb3CFIaqOmsjFo3LmJRViHnsAIKm UA+45Gu1XyGr1CaJJBFyjc9fo+lVr5dKYyVfdFryNkSONuQ7izTnWo6E2M7e+HzcbHYGtEpE50KMT8bhQeCVL2pmnQI66VXBSEQVz09jCtMvMrYVRZMGeI4yvTAC5Spx545ZQTtZkNV93TVNKR5mTUC/h88gYybb7D4tc1fV/LcAOYsLat7pYfvqtVFtprCbcBHYaCajePW4XPv8Jn9FU9aRy/+BXpDp9vLPrU3tLG7THc3pYs+dofrh8D0sF3uYVubK8OrXhDrwflhwzPx21b99GVxeeyCx+AJeAo8cAxOwWvQA32AAAGfwRfw1fnmfHd+OD8X6PZWMecRKA3n 1192kM0f</latexit><latexit sha1_base64="Nafrek4absLPvZwgMnS4QOedfak=">AAAFGnicdZRNb9MwGMe9LcAobxscuURUkzigqtkqNm4TFS27oPLSbVITKsdxWquOE9kOa+X5M3AFiU/DDXHlwqcBu41okxZLkZ78n5/9f+LHcZhRImSz+X tre8e5cfPW7u3anbv37j/Y2394LtKcI9xHKU35ZQgFpoThviSS4suMY5iEFF+Ek7bNX3zCXJCUfZCzDAcJHDESEwSlkfqJ6xM23Ks3G835cNcDrwjqoBi94f7OHz9KUZ5gJhGFQgy8ZiYDBbkkiGJd83OBM4gmcIQHJmQwwSJQ82q1e2CUyI1Tbh4m3bm6OkPBRIhZEhoygXIsqjkrbsoNchmfBIqwLJeYoYVRnFNXpq79dDciHCNJZyaAiBNTq4vGkEMkzQbVDlZtMkGhxFNdVueWGUYVeZozgtIIV2Uqp5LD0m4oQ+LYWJb3CFIaqOmsjFo3LmJRViHnsAIKm UA+45Gu1XyGr1CaJJBFyjc9fo+lVr5dKYyVfdFryNkSONuQ7izTnWo6E2M7e+HzcbHYGtEpE50KMT8bhQeCVL2pmnQI66VXBSEQVz09jCtMvMrYVRZMGeI4yvTAC5Spx545ZQTtZkNV93TVNKR5mTUC/h88gYybb7D4tc1fV/LcAOYsLat7pYfvqtVFtprCbcBHYaCajePW4XPv8Jn9FU9aRy/+BXpDp9vLPrU3tLG7THc3pYs+dofrh8D0sF3uYVubK8OrXhDrwflhwzPx21b99GVxeeyCx+AJeAo8cAxOwWvQA32AAAGfwRfw1fnmfHd+OD8X6PZWMecRKA3n 1192kM0f</latexit><latexit sha1_base64="Nafrek4absLPvZwgMnS4QOedfak=">AAAFGnicdZRNb9MwGMe9LcAobxscuURUkzigqtkqNm4TFS27oPLSbVITKsdxWquOE9kOa+X5M3AFiU/DDXHlwqcBu41okxZLkZ78n5/9f+LHcZhRImSz+X tre8e5cfPW7u3anbv37j/Y2394LtKcI9xHKU35ZQgFpoThviSS4suMY5iEFF+Ek7bNX3zCXJCUfZCzDAcJHDESEwSlkfqJ6xM23Ks3G835cNcDrwjqoBi94f7OHz9KUZ5gJhGFQgy8ZiYDBbkkiGJd83OBM4gmcIQHJmQwwSJQ82q1e2CUyI1Tbh4m3bm6OkPBRIhZEhoygXIsqjkrbsoNchmfBIqwLJeYoYVRnFNXpq79dDciHCNJZyaAiBNTq4vGkEMkzQbVDlZtMkGhxFNdVueWGUYVeZozgtIIV2Uqp5LD0m4oQ+LYWJb3CFIaqOmsjFo3LmJRViHnsAIKm UA+45Gu1XyGr1CaJJBFyjc9fo+lVr5dKYyVfdFryNkSONuQ7izTnWo6E2M7e+HzcbHYGtEpE50KMT8bhQeCVL2pmnQI66VXBSEQVz09jCtMvMrYVRZMGeI4yvTAC5Spx545ZQTtZkNV93TVNKR5mTUC/h88gYybb7D4tc1fV/LcAOYsLat7pYfvqtVFtprCbcBHYaCajePW4XPv8Jn9FU9aRy/+BXpDp9vLPrU3tLG7THc3pYs+dofrh8D0sF3uYVubK8OrXhDrwflhwzPx21b99GVxeeyCx+AJeAo8cAxOwWvQA32AAAGfwRfw1fnmfHd+OD8X6PZWMecRKA3n 1192kM0f</latexit><latexit sha1_base64="Nafrek4absLPvZwgMnS4QOedfak=">AAAFGnicdZRNb9MwGMe9LcAobxscuURUkzigqtkqNm4TFS27oPLSbVITKsdxWquOE9kOa+X5M3AFiU/DDXHlwqcBu41okxZLkZ78n5/9f+LHcZhRImSz+X tre8e5cfPW7u3anbv37j/Y2394LtKcI9xHKU35ZQgFpoThviSS4suMY5iEFF+Ek7bNX3zCXJCUfZCzDAcJHDESEwSlkfqJ6xM23Ks3G835cNcDrwjqoBi94f7OHz9KUZ5gJhGFQgy8ZiYDBbkkiGJd83OBM4gmcIQHJmQwwSJQ82q1e2CUyI1Tbh4m3bm6OkPBRIhZEhoygXIsqjkrbsoNchmfBIqwLJeYoYVRnFNXpq79dDciHCNJZyaAiBNTq4vGkEMkzQbVDlZtMkGhxFNdVueWGUYVeZozgtIIV2Uqp5LD0m4oQ+LYWJb3CFIaqOmsjFo3LmJRViHnsAIKm UA+45Gu1XyGr1CaJJBFyjc9fo+lVr5dKYyVfdFryNkSONuQ7izTnWo6E2M7e+HzcbHYGtEpE50KMT8bhQeCVL2pmnQI66VXBSEQVz09jCtMvMrYVRZMGeI4yvTAC5Spx545ZQTtZkNV93TVNKR5mTUC/h88gYybb7D4tc1fV/LcAOYsLat7pYfvqtVFtprCbcBHYaCajePW4XPv8Jn9FU9aRy/+BXpDp9vLPrU3tLG7THc3pYs+dofrh8D0sF3uYVubK8OrXhDrwflhwzPx21b99GVxeeyCx+AJeAo8cAxOwWvQA32AAAGfwRfw1fnmfHd+OD8X6PZWMecRKA3n 1192kM0f</latexit> {
<latexit sha1_base64="cNNfeusp2wh79Hh/cBCl2FeX/qA=">AAAFF3icdZRPb9MwGMa9LcAo/zY4comoJnFAVTIqNm4TFS27oDLoNqkJkeM4bVTHiWyHtfL8DbiCxKfh hrhy5NOA3Ua0SYulSG+e92c/b/w6DnOScOE4v7e2d6wbN2/t3m7cuXvv/oO9/YfnPCsYwgOUkYxdhpBjklA8EIkg+DJnGKYhwRfhpGPyF58w40lGP4hZjv0UjmgSJwgKLZ15MthrOi1nPuz1wC2DJihHP9jf+eNFGSpSTAUikPOh6+TCl5CJBBGsGl7BcQ7RBI7wUIcUppj7cl6qsg+0EtlxxvRDhT1XV2dImHI+S0NNplCMeT1nxE25YSHiY18mNC8Epmhh FBfEFpltvtuOEoaRIDMdQMQSXauNxpBBJPTuNA5WbXJOoMBTVVXnljlGNXla0ARlEa7LREwFg5XdkJrEsbas7hEkxJfTWRU1bozHvKpCxmAN5CKFbMYi1Wh4FF+hLE0hjaSnG/weCyU9s1IYS/Oi1pDTJXC6Id1dprv1dM7HZvbC5+NisTWiWyW6NWJ+NkoPBIl8WzfpJrSfXZUER0z2VRDXmHiVMassmCrEcJSroetLXY85c1ILys4D2XRV3TQkRZXVAv4f PIGU6W8w+LXJX9fyTAP6LC2re62Cs3p1kammdBuyUehLp3XUPnzhHj4zv+Jx+/nLf4Ha0OnOsk+dDW3sLdO9Temyj71g/RDoHnaqPewofWW49QtiPTg/bLk6ftdunrwqL49d8Bg8AU+BC47ACXgD+mAAEIjBZ/AFfLW+Wd+tH9bPBbq9Vc55BCrD+vUXtSjMGA==</latexit><latexit sha1_base64="cNNfeusp2wh79Hh/cBCl2FeX/qA=">AAAFF3icdZRPb9MwGMa9LcAo/zY4comoJnFAVTIqNm4TFS27oDLoNqkJkeM4bVTHiWyHtfL8DbiCxKfh hrhy5NOA3Ua0SYulSG+e92c/b/w6DnOScOE4v7e2d6wbN2/t3m7cuXvv/oO9/YfnPCsYwgOUkYxdhpBjklA8EIkg+DJnGKYhwRfhpGPyF58w40lGP4hZjv0UjmgSJwgKLZ15MthrOi1nPuz1wC2DJihHP9jf+eNFGSpSTAUikPOh6+TCl5CJBBGsGl7BcQ7RBI7wUIcUppj7cl6qsg+0EtlxxvRDhT1XV2dImHI+S0NNplCMeT1nxE25YSHiY18mNC8Epmhh FBfEFpltvtuOEoaRIDMdQMQSXauNxpBBJPTuNA5WbXJOoMBTVVXnljlGNXla0ARlEa7LREwFg5XdkJrEsbas7hEkxJfTWRU1bozHvKpCxmAN5CKFbMYi1Wh4FF+hLE0hjaSnG/weCyU9s1IYS/Oi1pDTJXC6Id1dprv1dM7HZvbC5+NisTWiWyW6NWJ+NkoPBIl8WzfpJrSfXZUER0z2VRDXmHiVMassmCrEcJSroetLXY85c1ILys4D2XRV3TQkRZXVAv4f PIGU6W8w+LXJX9fyTAP6LC2re62Cs3p1kammdBuyUehLp3XUPnzhHj4zv+Jx+/nLf4Ha0OnOsk+dDW3sLdO9Temyj71g/RDoHnaqPewofWW49QtiPTg/bLk6ftdunrwqL49d8Bg8AU+BC47ACXgD+mAAEIjBZ/AFfLW+Wd+tH9bPBbq9Vc55BCrD+vUXtSjMGA==</latexit><latexit sha1_base64="cNNfeusp2wh79Hh/cBCl2FeX/qA=">AAAFF3icdZRPb9MwGMa9LcAo/zY4comoJnFAVTIqNm4TFS27oDLoNqkJkeM4bVTHiWyHtfL8DbiCxKfh hrhy5NOA3Ua0SYulSG+e92c/b/w6DnOScOE4v7e2d6wbN2/t3m7cuXvv/oO9/YfnPCsYwgOUkYxdhpBjklA8EIkg+DJnGKYhwRfhpGPyF58w40lGP4hZjv0UjmgSJwgKLZ15MthrOi1nPuz1wC2DJihHP9jf+eNFGSpSTAUikPOh6+TCl5CJBBGsGl7BcQ7RBI7wUIcUppj7cl6qsg+0EtlxxvRDhT1XV2dImHI+S0NNplCMeT1nxE25YSHiY18mNC8Epmhh FBfEFpltvtuOEoaRIDMdQMQSXauNxpBBJPTuNA5WbXJOoMBTVVXnljlGNXla0ARlEa7LREwFg5XdkJrEsbas7hEkxJfTWRU1bozHvKpCxmAN5CKFbMYi1Wh4FF+hLE0hjaSnG/weCyU9s1IYS/Oi1pDTJXC6Id1dprv1dM7HZvbC5+NisTWiWyW6NWJ+NkoPBIl8WzfpJrSfXZUER0z2VRDXmHiVMassmCrEcJSroetLXY85c1ILys4D2XRV3TQkRZXVAv4f PIGU6W8w+LXJX9fyTAP6LC2re62Cs3p1kammdBuyUehLp3XUPnzhHj4zv+Jx+/nLf4Ha0OnOsk+dDW3sLdO9Temyj71g/RDoHnaqPewofWW49QtiPTg/bLk6ftdunrwqL49d8Bg8AU+BC47ACXgD+mAAEIjBZ/AFfLW+Wd+tH9bPBbq9Vc55BCrD+vUXtSjMGA==</latexit><latexit sha1_base64="cNNfeusp2wh79Hh/cBCl2FeX/qA=">AAAFF3icdZRPb9MwGMa9LcAo/zY4comoJnFAVTIqNm4TFS27oDLoNqkJkeM4bVTHiWyHtfL8DbiCxKfh hrhy5NOA3Ua0SYulSG+e92c/b/w6DnOScOE4v7e2d6wbN2/t3m7cuXvv/oO9/YfnPCsYwgOUkYxdhpBjklA8EIkg+DJnGKYhwRfhpGPyF58w40lGP4hZjv0UjmgSJwgKLZ15MthrOi1nPuz1wC2DJihHP9jf+eNFGSpSTAUikPOh6+TCl5CJBBGsGl7BcQ7RBI7wUIcUppj7cl6qsg+0EtlxxvRDhT1XV2dImHI+S0NNplCMeT1nxE25YSHiY18mNC8Epmhh FBfEFpltvtuOEoaRIDMdQMQSXauNxpBBJPTuNA5WbXJOoMBTVVXnljlGNXla0ARlEa7LREwFg5XdkJrEsbas7hEkxJfTWRU1bozHvKpCxmAN5CKFbMYi1Wh4FF+hLE0hjaSnG/weCyU9s1IYS/Oi1pDTJXC6Id1dprv1dM7HZvbC5+NisTWiWyW6NWJ+NkoPBIl8WzfpJrSfXZUER0z2VRDXmHiVMassmCrEcJSroetLXY85c1ILys4D2XRV3TQkRZXVAv4f PIGU6W8w+LXJX9fyTAP6LC2re62Cs3p1kammdBuyUehLp3XUPnzhHj4zv+Jx+/nLf4Ha0OnOsk+dDW3sLdO9Temyj71g/RDoHnaqPewofWW49QtiPTg/bLk6ftdunrwqL49d8Bg8AU+BC47ACXgD+mAAEIjBZ/AFfLW+Wd+tH9bPBbq9Vc55BCrD+vUXtSjMGA==</latexit>
{
<latexit sha1_base64="cNNfeusp2wh79Hh/cBCl2FeX/qA=">AAAFF3icdZRPb9MwGMa9LcAo/zY4comoJnFAVTIqNm4TFS27oDLoNqkJkeM4bVTHiWyHtfL8DbiCxKfhhrhy5NOA3Ua0SYulSG+e92c/b/w6DnOScOE4v7e2d6wbN2/t3m7cuXvv/oO9/YfnPCsYwgOUkYxdhpBjklA8EIkg+DJnGKYhwRfhpGPyF58w40lGP4hZjv0UjmgSJwgKLZ15MthrOi1nPuz1wC2DJihHP9jf+eNFGSpSTAUikPOh6+TCl5CJBBGsGl7BcQ7RBI7wUIcUppj7cl6qsg+0EtlxxvRDhT1XV2dImHI+S0NNplCMeT1nxE25YSHiY18mNC8EpmhhFBfEFpltvtuOEoaRIDMdQMQSXauNxpBBJPTuNA5WbXJOoMBTVVXnljlGNXla0ARlEa7LREwFg5XdkJrEsbas7hEkxJfTWRU1bozHvKpCxmAN5CKFbMYi1Wh4FF+hLE0hjaSnG/weCyU9s1IYS/Oi1pDTJXC6Id1dprv1dM7HZvbC5+NisTWiWyW6NWJ+NkoPBIl8WzfpJrSfXZUER0z2VRDXmHiVMassmCrEcJSroetLXY85c1ILys4D2XRV3TQkRZXVAv4fPIGU6W8w+LXJX9fyTAP6LC2re62Cs3p1kammdBuyUehLp3XUPnzhHj4zv+Jx+/nLf4Ha0OnOsk+dDW3sLdO9Temyj71g/RDoHnaqPewofWW49QtiPTg/bLk6ftdunrwqL49d8Bg8AU+BC47ACXgD+mAAEIjBZ/AFfLW+Wd+tH9bPBbq9Vc55BCrD+vUXtSjMGA==</latexit> <latexit sha1_base64="cNNfeusp2wh79Hh/cBCl2FeX/qA=">AAAFF3icdZRPb9MwGMa9LcAo/zY4comoJnFAVTIqNm4TFS27oDLoNqkJkeM4bVTHiWyHtfL8DbiCxKfhhrhy5NOA3Ua0SYulSG+e92c/b/w6DnOScOE4v7e2d6wbN2/t3m7cuXvv/oO9/YfnPCsYwgOUkYxdhpBjklA8EIkg+DJnGKYhwRfhpGPyF58w40lGP4hZjv0UjmgSJwgKLZ15MthrOi1nPuz1wC2DJihHP9jf+eNFGSpSTAUikPOh6+TCl5CJBBGsGl7BcQ7RBI7wUIcUppj7cl6qsg+0EtlxxvRDhT1XV2dImHI+S0NNplCMeT1nxE25YSHiY18mNC8EpmhhFBfEFpltvtuOEoaRIDMdQMQSXauNxpBBJPTuNA5WbXJOoMBTVVXnljlGNXla0ARlEa7LREwFg5XdkJrEsbas7hEkxJfTWRU1bozHvKpCxmAN5CKFbMYi1Wh4FF+hLE0hjaSnG/weCyU9s1IYS/Oi1pDTJXC6Id1dprv1dM7HZvbC5+NisTWiWyW6NWJ+NkoPBIl8WzfpJrSfXZUER0z2VRDXmHiVMassmCrEcJSroetLXY85c1ILys4D2XRV3TQkRZXVAv4fPIGU6W8w+LXJX9fyTAP6LC2re62Cs3p1kammdBuyUehLp3XUPnzhHj4zv+Jx+/nLf4Ha0OnOsk+dDW3sLdO9Temyj71g/RDoHnaqPewofWW49QtiPTg/bLk6ftdunrwqL49d8Bg8AU+BC47ACXgD+mAAEIjBZ/AFfLW+Wd+tH9bPBbq9Vc55BCrD+vUXtSjMGA==</latexit> <latexit sha1_base64="cNNfeusp2wh79Hh/cBCl2FeX/qA=">AAAFF3icdZRPb9MwGMa9LcAo/zY4comoJnFAVTIqNm4TFS27oDLoNqkJkeM4bVTHiWyHtfL8DbiCxKfhhrhy5NOA3Ua0SYulSG+e92c/b/w6DnOScOE4v7e2d6wbN2/t3m7cuXvv/oO9/YfnPCsYwgOUkYxdhpBjklA8EIkg+DJnGKYhwRfhpGPyF58w40lGP4hZjv0UjmgSJwgKLZ15MthrOi1nPuz1wC2DJihHP9jf+eNFGSpSTAUikPOh6+TCl5CJBBGsGl7BcQ7RBI7wUIcUppj7cl6qsg+0EtlxxvRDhT1XV2dImHI+S0NNplCMeT1nxE25YSHiY18mNC8EpmhhFBfEFpltvtuOEoaRIDMdQMQSXauNxpBBJPTuNA5WbXJOoMBTVVXnljlGNXla0ARlEa7LREwFg5XdkJrEsbas7hEkxJfTWRU1bozHvKpCxmAN5CKFbMYi1Wh4FF+hLE0hjaSnG/weCyU9s1IYS/Oi1pDTJXC6Id1dprv1dM7HZvbC5+NisTWiWyW6NWJ+NkoPBIl8WzfpJrSfXZUER0z2VRDXmHiVMassmCrEcJSroetLXY85c1ILys4D2XRV3TQkRZXVAv4fPIGU6W8w+LXJX9fyTAP6LC2re62Cs3p1kammdBuyUehLp3XUPnzhHj4zv+Jx+/nLf4Ha0OnOsk+dDW3sLdO9Temyj71g/RDoHnaqPewofWW49QtiPTg/bLk6ftdunrwqL49d8Bg8AU+BC47ACXgD+mAAEIjBZ/AFfLW+Wd+tH9bPBbq9Vc55BCrD+vUXtSjMGA==</latexit> <latexit sha1_base64="cNNfeusp2wh79Hh/cBCl2FeX/qA=">AAAFF3icdZRPb9MwGMa9LcAo/zY4comoJnFAVTIqNm4TFS27oDLoNqkJkeM4bVTHiWyHtfL8DbiCxKfhhrhy5NOA3Ua0SYulSG+e92c/b/w6DnOScOE4v7e2d6wbN2/t3m7cuXvv/oO9/YfnPCsYwgOUkYxdhpBjklA8EIkg+DJnGKYhwRfhpGPyF58w40lGP4hZjv0UjmgSJwgKLZ15MthrOi1nPuz1wC2DJihHP9jf+eNFGSpSTAUikPOh6+TCl5CJBBGsGl7BcQ7RBI7wUIcUppj7cl6qsg+0EtlxxvRDhT1XV2dImHI+S0NNplCMeT1nxE25YSHiY18mNC8EpmhhFBfEFpltvtuOEoaRIDMdQMQSXauNxpBBJPTuNA5WbXJOoMBTVVXnljlGNXla0ARlEa7LREwFg5XdkJrEsbas7hEkxJfTWRU1bozHvKpCxmAN5CKFbMYi1Wh4FF+hLE0hjaSnG/weCyU9s1IYS/Oi1pDTJXC6Id1dprv1dM7HZvbC5+NisTWiWyW6NWJ+NkoPBIl8WzfpJrSfXZUER0z2VRDXmHiVMassmCrEcJSroetLXY85c1ILys4D2XRV3TQkRZXVAv4fPIGU6W8w+LXJX9fyTAP6LC2re62Cs3p1kammdBuyUehLp3XUPnzhHj4zv+Jx+/nLf4Ha0OnOsk+dDW3sLdO9Temyj71g/RDoHnaqPewofWW49QtiPTg/bLk6ftdunrwqL49d8Bg8AU+BC47ACXgD+mAAEIjBZ/AFfLW+Wd+tH9bPBbq9Vc55BCrD+vUXtSjMGA==</latexit>
m/r•
<latexit sha1_base64="aOPxLwNSS0yfi5ABOWX5wxyBSEo=">AAAFInicdZRNb9MwGMe9LcAobxscuURUkzigkpSKjdtERcsuqLx0m9RkleM4bVTHCbbDWnn+HFxB4tNwQ5yQ+C5gtxFt0mIp0pP/87P/T/w4DjISc+E4v7 a2d6xr12/s3qzdun3n7r29/funPM0Zwn2UkpSdB5BjElPcF7Eg+DxjGCYBwWfBpG3yZ58w43FKP4hZhv0EjmgcxQgKLfnJU3YhvSAnBAs13Ks7DWc+7PXALYI6KEZvuL/zxwtTlCeYCkQg5wPXyYQvIRMxIljVvJzjDKIJHOGBDilMMPflvGplH2gltKOU6YcKe66uzpAw4XyWBJpMoBjzas6Im3KDXERHvoxplgtM0cIoyoktUttsgR3GDCNBZjqAiMW6VhuNIYNI6I2qHazaZJxAgaeqrM4tM4wq8jSnMUpDXJWJmAoGS7shNYkjbVneI0iIL6ezMmrcGI94 WYWMwQrIRQLZjIWqVvMovkRpkkAaSk/3+r1ur/TMSkEkzYtaQ06WwMmGdGeZ7lTTGR+b2Qufi8Via0SnTHQqxPxsFB4IEvmmatKJaS+9LAiOmOypYVRholXGrLJgyhDDYaYGri91PebMSS0oOxvKuquqpgHJy6wW8P/gCaRMf4PBr0z+qpJnGtBnaVndKzV8V60uNNUUbgM2CnzpNA5bzedu84n5FY9az178C9SGTreXfWpvaGN3me5uShd97A7XD4HuYbvcw7a5MtzqBbEenDYbro7fturHL4vLYxc8BI/AY+CCQ3AMXoMe6AMEPoLP4Av4an2zvls/rJ8LdH urmPMAlIb1+y9oB9D3</latexit><latexit sha1_base64="aOPxLwNSS0yfi5ABOWX5wxyBSEo=">AAAFInicdZRNb9MwGMe9LcAobxscuURUkzigkpSKjdtERcsuqLx0m9RkleM4bVTHCbbDWnn+HFxB4tNwQ5yQ+C5gtxFt0mIp0pP/87P/T/w4DjISc+E4v7 a2d6xr12/s3qzdun3n7r29/funPM0Zwn2UkpSdB5BjElPcF7Eg+DxjGCYBwWfBpG3yZ58w43FKP4hZhv0EjmgcxQgKLfnJU3YhvSAnBAs13Ks7DWc+7PXALYI6KEZvuL/zxwtTlCeYCkQg5wPXyYQvIRMxIljVvJzjDKIJHOGBDilMMPflvGplH2gltKOU6YcKe66uzpAw4XyWBJpMoBjzas6Im3KDXERHvoxplgtM0cIoyoktUttsgR3GDCNBZjqAiMW6VhuNIYNI6I2qHazaZJxAgaeqrM4tM4wq8jSnMUpDXJWJmAoGS7shNYkjbVneI0iIL6ezMmrcGI94 WYWMwQrIRQLZjIWqVvMovkRpkkAaSk/3+r1ur/TMSkEkzYtaQ06WwMmGdGeZ7lTTGR+b2Qufi8Via0SnTHQqxPxsFB4IEvmmatKJaS+9LAiOmOypYVRholXGrLJgyhDDYaYGri91PebMSS0oOxvKuquqpgHJy6wW8P/gCaRMf4PBr0z+qpJnGtBnaVndKzV8V60uNNUUbgM2CnzpNA5bzedu84n5FY9az178C9SGTreXfWpvaGN3me5uShd97A7XD4HuYbvcw7a5MtzqBbEenDYbro7fturHL4vLYxc8BI/AY+CCQ3AMXoMe6AMEPoLP4Av4an2zvls/rJ8LdH urmPMAlIb1+y9oB9D3</latexit><latexit sha1_base64="aOPxLwNSS0yfi5ABOWX5wxyBSEo=">AAAFInicdZRNb9MwGMe9LcAobxscuURUkzigkpSKjdtERcsuqLx0m9RkleM4bVTHCbbDWnn+HFxB4tNwQ5yQ+C5gtxFt0mIp0pP/87P/T/w4DjISc+E4v7 a2d6xr12/s3qzdun3n7r29/funPM0Zwn2UkpSdB5BjElPcF7Eg+DxjGCYBwWfBpG3yZ58w43FKP4hZhv0EjmgcxQgKLfnJU3YhvSAnBAs13Ks7DWc+7PXALYI6KEZvuL/zxwtTlCeYCkQg5wPXyYQvIRMxIljVvJzjDKIJHOGBDilMMPflvGplH2gltKOU6YcKe66uzpAw4XyWBJpMoBjzas6Im3KDXERHvoxplgtM0cIoyoktUttsgR3GDCNBZjqAiMW6VhuNIYNI6I2qHazaZJxAgaeqrM4tM4wq8jSnMUpDXJWJmAoGS7shNYkjbVneI0iIL6ezMmrcGI94 WYWMwQrIRQLZjIWqVvMovkRpkkAaSk/3+r1ur/TMSkEkzYtaQ06WwMmGdGeZ7lTTGR+b2Qufi8Via0SnTHQqxPxsFB4IEvmmatKJaS+9LAiOmOypYVRholXGrLJgyhDDYaYGri91PebMSS0oOxvKuquqpgHJy6wW8P/gCaRMf4PBr0z+qpJnGtBnaVndKzV8V60uNNUUbgM2CnzpNA5bzedu84n5FY9az178C9SGTreXfWpvaGN3me5uShd97A7XD4HuYbvcw7a5MtzqBbEenDYbro7fturHL4vLYxc8BI/AY+CCQ3AMXoMe6AMEPoLP4Av4an2zvls/rJ8LdH urmPMAlIb1+y9oB9D3</latexit><latexit sha1_base64="aOPxLwNSS0yfi5ABOWX5wxyBSEo=">AAAFInicdZRNb9MwGMe9LcAobxscuURUkzigkpSKjdtERcsuqLx0m9RkleM4bVTHCbbDWnn+HFxB4tNwQ5yQ+C5gtxFt0mIp0pP/87P/T/w4DjISc+E4v7 a2d6xr12/s3qzdun3n7r29/funPM0Zwn2UkpSdB5BjElPcF7Eg+DxjGCYBwWfBpG3yZ58w43FKP4hZhv0EjmgcxQgKLfnJU3YhvSAnBAs13Ks7DWc+7PXALYI6KEZvuL/zxwtTlCeYCkQg5wPXyYQvIRMxIljVvJzjDKIJHOGBDilMMPflvGplH2gltKOU6YcKe66uzpAw4XyWBJpMoBjzas6Im3KDXERHvoxplgtM0cIoyoktUttsgR3GDCNBZjqAiMW6VhuNIYNI6I2qHazaZJxAgaeqrM4tM4wq8jSnMUpDXJWJmAoGS7shNYkjbVneI0iIL6ezMmrcGI94 WYWMwQrIRQLZjIWqVvMovkRpkkAaSk/3+r1ur/TMSkEkzYtaQ06WwMmGdGeZ7lTTGR+b2Qufi8Via0SnTHQqxPxsFB4IEvmmatKJaS+9LAiOmOypYVRholXGrLJgyhDDYaYGri91PebMSS0oOxvKuquqpgHJy6wW8P/gCaRMf4PBr0z+qpJnGtBnaVndKzV8V60uNNUUbgM2CnzpNA5bzedu84n5FY9az178C9SGTreXfWpvaGN3me5uShd97A7XD4HuYbvcw7a5MtzqBbEenDYbro7fturHL4vLYxc8BI/AY+CCQ3AMXoMe6AMEPoLP4Av4an2zvls/rJ8LdH urmPMAlIb1+y9oB9D3</latexit>
[r 7! (y- R- y- R)]
<latexit sha1_base64="4CkH+2fqJulziHPBA78BnvhosvM=">AAAFOHicdVRNb9MwGPa2AqN8dXDkEqgmcaiqpExs3CYqWnZB5aPbpCREjuNs0Rwnsh3WyvOZX8MVJP4JN26IK38A7DaiTVostXr7PI/9vH7ftw5zknBh29 83Nrca167f2L7ZvHX7zt17rZ37xzwrGMJjlJGMnYaQY5JQPBaJIPg0ZximIcEn4UXf8CcfMeNJRt+LaY79FJ7RJE4QFBoKWo9cZnkpzLnILE/gieCxdO2O5XQs8+0rP2i17a49W9Zq4JRBG5RrFOxs/fGiDBUppgIRyLnr2LnwJWQiQQSrpldwnEN0Ac+wq0MKU8x9ObuLsnY1EllxxvSHCmuGLu+QMOV8moZamUJxzuucAddxbiHiA18mNC8EpmhuFBfE0hc3hbGihGEkyFQHELFE52qhc8ggErp8zd1lm5wTqGulqujMMseoBk8KmqAswnWYiIlgsFINqZU4 1pbVGkFCfDmZVqXGjfGYV1HIGKwJuUghm7JINZsexZcoS1NII+npCXiHhZKeOSmMpfmhViRHC8HRGnqwoAd1OufnZvfc58P8sBXFoKoY1BSz2Sg9ECTydd1kkNBRdlkqOGJypIK4pomXNeaUuaYqYjjKlev4UudjZk5qQFl5INuOqpuGpKhqNYD/J76AlOk7GPmV4a9qPNMCPUuL7F6q4G09u8hkU7q57Cz0pd3d3+s9c3od81c82Hv6/F+g1nS6v+hTf00bhwt6uI4u+zgMVodA97Bf7WFf6SfDqT8Qq8Fxr+vo+M1e+/BF+Xhsg4fgMXgCHLAPDsErMAJjgM An8Bl8AV8b3xo/Gj8bv+bSzY1yzwNQWY3ffwFNOtdS</latexit><latexit sha1_base64="4CkH+2fqJulziHPBA78BnvhosvM=">AAAFOHicdVRNb9MwGPa2AqN8dXDkEqgmcaiqpExs3CYqWnZB5aPbpCREjuNs0Rwnsh3WyvOZX8MVJP4JN26IK38A7DaiTVostXr7PI/9vH7ftw5zknBh29 83Nrca167f2L7ZvHX7zt17rZ37xzwrGMJjlJGMnYaQY5JQPBaJIPg0ZximIcEn4UXf8CcfMeNJRt+LaY79FJ7RJE4QFBoKWo9cZnkpzLnILE/gieCxdO2O5XQs8+0rP2i17a49W9Zq4JRBG5RrFOxs/fGiDBUppgIRyLnr2LnwJWQiQQSrpldwnEN0Ac+wq0MKU8x9ObuLsnY1EllxxvSHCmuGLu+QMOV8moZamUJxzuucAddxbiHiA18mNC8EpmhuFBfE0hc3hbGihGEkyFQHELFE52qhc8ggErp8zd1lm5wTqGulqujMMseoBk8KmqAswnWYiIlgsFINqZU4 1pbVGkFCfDmZVqXGjfGYV1HIGKwJuUghm7JINZsexZcoS1NII+npCXiHhZKeOSmMpfmhViRHC8HRGnqwoAd1OufnZvfc58P8sBXFoKoY1BSz2Sg9ECTydd1kkNBRdlkqOGJypIK4pomXNeaUuaYqYjjKlev4UudjZk5qQFl5INuOqpuGpKhqNYD/J76AlOk7GPmV4a9qPNMCPUuL7F6q4G09u8hkU7q57Cz0pd3d3+s9c3od81c82Hv6/F+g1nS6v+hTf00bhwt6uI4u+zgMVodA97Bf7WFf6SfDqT8Qq8Fxr+vo+M1e+/BF+Xhsg4fgMXgCHLAPDsErMAJjgM An8Bl8AV8b3xo/Gj8bv+bSzY1yzwNQWY3ffwFNOtdS</latexit><latexit sha1_base64="4CkH+2fqJulziHPBA78BnvhosvM=">AAAFOHicdVRNb9MwGPa2AqN8dXDkEqgmcaiqpExs3CYqWnZB5aPbpCREjuNs0Rwnsh3WyvOZX8MVJP4JN26IK38A7DaiTVostXr7PI/9vH7ftw5zknBh29 83Nrca167f2L7ZvHX7zt17rZ37xzwrGMJjlJGMnYaQY5JQPBaJIPg0ZximIcEn4UXf8CcfMeNJRt+LaY79FJ7RJE4QFBoKWo9cZnkpzLnILE/gieCxdO2O5XQs8+0rP2i17a49W9Zq4JRBG5RrFOxs/fGiDBUppgIRyLnr2LnwJWQiQQSrpldwnEN0Ac+wq0MKU8x9ObuLsnY1EllxxvSHCmuGLu+QMOV8moZamUJxzuucAddxbiHiA18mNC8EpmhuFBfE0hc3hbGihGEkyFQHELFE52qhc8ggErp8zd1lm5wTqGulqujMMseoBk8KmqAswnWYiIlgsFINqZU4 1pbVGkFCfDmZVqXGjfGYV1HIGKwJuUghm7JINZsexZcoS1NII+npCXiHhZKeOSmMpfmhViRHC8HRGnqwoAd1OufnZvfc58P8sBXFoKoY1BSz2Sg9ECTydd1kkNBRdlkqOGJypIK4pomXNeaUuaYqYjjKlev4UudjZk5qQFl5INuOqpuGpKhqNYD/J76AlOk7GPmV4a9qPNMCPUuL7F6q4G09u8hkU7q57Cz0pd3d3+s9c3od81c82Hv6/F+g1nS6v+hTf00bhwt6uI4u+zgMVodA97Bf7WFf6SfDqT8Qq8Fxr+vo+M1e+/BF+Xhsg4fgMXgCHLAPDsErMAJjgM An8Bl8AV8b3xo/Gj8bv+bSzY1yzwNQWY3ffwFNOtdS</latexit><latexit sha1_base64="4CkH+2fqJulziHPBA78BnvhosvM=">AAAFOHicdVRNb9MwGPa2AqN8dXDkEqgmcaiqpExs3CYqWnZB5aPbpCREjuNs0Rwnsh3WyvOZX8MVJP4JN26IK38A7DaiTVostXr7PI/9vH7ftw5zknBh29 83Nrca167f2L7ZvHX7zt17rZ37xzwrGMJjlJGMnYaQY5JQPBaJIPg0ZximIcEn4UXf8CcfMeNJRt+LaY79FJ7RJE4QFBoKWo9cZnkpzLnILE/gieCxdO2O5XQs8+0rP2i17a49W9Zq4JRBG5RrFOxs/fGiDBUppgIRyLnr2LnwJWQiQQSrpldwnEN0Ac+wq0MKU8x9ObuLsnY1EllxxvSHCmuGLu+QMOV8moZamUJxzuucAddxbiHiA18mNC8EpmhuFBfE0hc3hbGihGEkyFQHELFE52qhc8ggErp8zd1lm5wTqGulqujMMseoBk8KmqAswnWYiIlgsFINqZU4 1pbVGkFCfDmZVqXGjfGYV1HIGKwJuUghm7JINZsexZcoS1NII+npCXiHhZKeOSmMpfmhViRHC8HRGnqwoAd1OufnZvfc58P8sBXFoKoY1BSz2Sg9ECTydd1kkNBRdlkqOGJypIK4pomXNeaUuaYqYjjKlev4UudjZk5qQFl5INuOqpuGpKhqNYD/J76AlOk7GPmV4a9qPNMCPUuL7F6q4G09u8hkU7q57Cz0pd3d3+s9c3od81c82Hv6/F+g1nS6v+hTf00bhwt6uI4u+zgMVodA97Bf7WFf6SfDqT8Qq8Fxr+vo+M1e+/BF+Xhsg4fgMXgCHLAPDsErMAJjgM An8Bl8AV8b3xo/Gj8bv+bSzY1yzwNQWY3ffwFNOtdS</latexit>
On each transition we show how it is broken down to minterms, and for each
state we show the register abstraction (note that state 1 becomes two states in
N(S)). The transition from 1 to 2 is not part of N(S) – this is why it is dotted. In
fact, in every register abstraction [r 7→ m] reachable at state 1, the component
for the transition guard [0, 10]∧div5 in the minterm m (3rd component) is 0, i.e.,
([0, 10] ∧ div5) 6@ m. Intuitively, this means that r will never be assigned a value
that satisfies [0, 10]∧div5. As a consequence, the construction of Definition 4 will
not add a transition from 1 to 2.
Finally, we show that the normalized SRA behaves exactly as the original one.
Proposition 4. (p, v) ∼ (θ B p, v), for all p ∈ Q and v |= θ. Hence, S ∼ N(S).
Emptiness and Determinism. The transitions of N(S) are always enabled
by construction, therefore every path in N(S) always corresponds to a run in
CLTS(N(S)).
Lemma 2. The state θBp is reachable in N(S) if and only if there is a reachable
configuration (θ B p, v) in CLTS(N(S)) such that v |= θ. Moreover, if (θ B p, v)
is reachable, then all configurations (θ B p, w) such that w |= θ are reachable.
Therefore, using Proposition 4, we can reduce the reachability and emptiness
problems of S to that of N(S).
Theorem 2 (Emptiness). There is an algorithm to decide reachability of any
configuration of S, hence whether L (S) = ∅.
Proof. Let (p, v) a configuration of S. To decide whether it is reachable in
CLTS(S), we can perform a visit of N(S) from its initial state, stopping when
a state θ B p such that v |= θ is reached. If we are just looking for a final state,
we can stop at any state such that p ∈ F . In fact, by Proposition 4, there is a
run in CLTS(S) ending in (p, v) if and only if there is a run in CLTS(N(S)) ending
in (θBp, v) such that v |= θ. By Lemma 2, the latter holds if and only if there is
a path in N(S) ending in θB p. This algorithm has the complexity of a standard
visit of N(S), namely O(nr2m +mr223m). uunionsq
Now that we characterized what transitions are reachable, we define what it
means for a normalized SRA to be deterministic and we show that determinism
is preserved by the translation from SRA.
Proposition 5 (Determinism). N(S) is deterministic if and only if for all
reachable transitions p
ϕ1/`1−−−−→ q1, p ϕ2/`2−−−−→ q2 ∈ N(∆) the following holds: ϕ1 6= ϕ2
whenever either (1) `1 = `2 and q1 6= q2, or; (2) `1 = r•, `2 = s•, and r 6= s;
One can check determinism of an SRA by looking at its normalized version.
Proposition 6. S is deterministic if and only if N(S) is deterministic.
Similarity and bisimilarity. We now introduce a symbolic technique to de-
cide similarity and bisimilarity of SRAs. The basic idea is similar to symbolic
(bi)simulation [26,19] for RAs. Recall that RAs are SRAs whose transition
guards are all >. Given two RAs S1 and S2 a symbolic simulation between them
is defined over their state spaces Q1 and Q2, not on their configurations. For this
to work, one needs to add an extra piece of information about how registers of
the two states are related. More precisely, a symbolic simulation is a relation on
triples (p1, p2, σ), where p1 ∈ Q1, p2 ∈ Q2 and σ ⊆ R1 ×R2 is a partial injective
function. This function encodes constraints between registers: (r, s) ∈ σ is an
equality constraint between r ∈ R1 and s ∈ R2, and (r, s) /∈ σ is an inequality
constraint. Intuitively, (p1, p2, σ) says that all configurations (p1, v1) and (p2, v2)
such that v1 and v2 satisfy σ – e.g., v1(r) = v2(s) whenever (r, s) ∈ σ – are in
the simulation relation (p1, v1) ≺ (p2, v2). In the following we will use v1 ./ v2 to
denote the function encoding constraints among v1 and v2, explicitly: σ(r) = s
if and only if v1(r) = v2(s) and v1(r) 6= ].
Definition 5 (Symbolic (bi)similarity [26]). A symbolic simulation is a re-
lation R ⊆ Q1 × Q1 × P(R1 × R2) such that if (p1, p2, σ) ∈ R, then p1 ∈ F1
implies p2 ∈ F2, and if p1 `−→ q1 ∈ ∆13 then:
1. if ` = r=:
(a) if r ∈ dom(σ), then there is p2 σ(r)
=
−−−−→ q2 ∈ ∆2 such that (q1, q2, σ) ∈ R.
(b) if r /∈ dom(σ) then there is p2 s
•
−→ q2 ∈ ∆2 s.t. (q1, q2, σ[r 7→ s]) ∈ R.
2. if ` = r•:
(a) for all s ∈ R2 \ img(σ), there is p2 s
=
−−→ q2 ∈ ∆2 such that (q1, q2, σ[r 7→
s]) ∈ R, and;
(b) there is p2
s•−→ q2 ∈ ∆2 such that (q1, q2, σ[r 7→ s]) ∈ R.
Here σ[r 7→ s] stands for σ \ (σ−1(s), s) ∪ (r, s), which ensures that σ stays
injective when updated.
Given a symbolic simulation R, its inverse is defined as R−1 = {t−1 | t ∈ R},
where (p1, p2, σ)
−1 = (p2, p1, σ−1). A symbolic bisimulation R is a relation such
that both R and R−1 are symbolic simulations.
Case 1 deals with cases when p1 can perform a transition that reads the register
r. If r ∈ dom(σ), meaning that r and σ(r) ∈ R2 contain the same value, then p2
3 We will keep the > guard implicit for succinctness.
must be able to read σ(r) as well. If r /∈ dom(σ), then the content of r is fresh
w.r.t. p2, so p2 must be able to read any fresh value — in particular the content
of r. Case 2 deals with the cases when p1 reads a fresh value. It ensures that p2
is able to read all possible values that are fresh for p1, be them already in some
register s – i.e., s ∈ R2 \ img(σ), case 2(a) – or fresh for p2 as well – case 2(b). In
all these cases, σ must be updated to reflect the new equalities among registers.
Keeping track of equalities among registers is enough for RAs, because the
actual content of registers does not determine the capability of a transition to
fire (RA transitions have implicit > guards). As seen in Example 3, this is no
longer the case for SRAs: a transition may or may not happen depending on the
register assignment being compatible with the transition guard.
As in the case of reachability, normalized SRAs provide the solution to this
problem. We will reduce the problem of checking (bi)similarity of S1 and S2 to
that of checking symbolic (bi)similarity on N(S1) and N(S2), with minor modifi-
cations to the definition. To do this, we need to assume that minterms for both
N(S1) and N(S2) are computed over the union of predicates of S1 and S2.
Definition 6 (N-simulation). A N-simulation on S1 and S2 is a relation R ⊆
N(Q1) × N(Q2) × P(R1 × R2), defined as in Definition 5, with the following
modifications:
(i) we require that θ1Bp1
ϕ1/`1−−−−→ θ′1Bq1 ∈ N(∆1) must be matched by transitions
θ2 B p2
ϕ2/`2−−−−→ θ′2 B q2 ∈ N(∆2) such that ϕ2 = ϕ1.
(ii) we modify case 2 as follows (changes are underlined):
2(a)’ for all s ∈ R2 \ img(σ) such that ϕ1 = (θ2)s, there is θ2 B p2 ϕ1/s
=
−−−−→
θ′2 B q2 ∈ N(∆2) such that (θ′1 B q1, θ′2 B q2, σ[r 7→ s]) ∈ R, and;
2(b)’ if E (θ1, ϕ1) + E (θ2, ϕ1) < |Jϕ1K|, then there is θ2 B p2 ϕ1/s•−−−−→ θ′2 B q2 ∈
N(∆2) such that (θ
′
1 B q1, θ′2 B q2, σ[r 7→ s]) ∈ R.
A N-bisimulation R is a relation such that both R and R−1 are N-simulations.
We write S1
N≺ S2 (resp. S1 N∼ S2) if there is a N-simulation (resp. bisimulation)
R such that (N(q01),N(q02), v01 ./ v02) ∈ R.
The intuition behind this definition is as follows. Recall that, in a normalized
SRA, transitions are defined over minterms, which cannot be further broken
down, and are mutually disjoint. Therefore two transitions can read the same
values if and only if they have the same minterm guard. Thus condition (i) makes
sure that matching transitions can read exactly the same set of values. Analo-
gously, condition (ii) restricts how a fresh transition of N(S1) must be matched
by one of N(S2): 2(a)’ only considers transitions of N(S2) reading registers s ∈ R2
such that ϕ1 = (θ2)s because, by definition of normalized SRA, θ2 B p2 has no
such transition if this condition is not met. Condition 2(b)’ amounts to requiring
a fresh transition of N(S2) that is enabled by both θ1 and θ2 (see Lemma 1), i.e.,
that can read a symbol that is fresh w.r.t. both N(S1) and N(S2).
N-simulation is sound and complete for standard simulation.
Theorem 3. S1 ≺ S2 if and only if S1
N≺ S2.
As a consequence, we can decide similarity of SRAs via their normalized versions.
N-simulation is a relation over a finite set, namely N(Q1)×N(Q2)×P(R1×R2),
therefore N-similarity can always be decided in finite time. We can leverage
this result to provide algorithms for checking language inclusion/equivalence for
deterministic SRAs (recall that they are undecidable for non-deterministic ones).
Theorem 4. Given two deterministic SRAs S1 and S2, there are algorithms to
decide L (S1) ⊆ L (S2) and L (S1) = L (S2).
Proof. By Proposition 1 and Theorem 3, we can decide L (S1) ⊆ L (S2) by
checking S1
N≺ S2. This can be done algorithmically by iteratively building a
relation R on triples that is an N-simulation on N(S1) and N(S2). The algorithm
initializes R with (N(q01),N(q02), v01 ./ v02), as this is required to be in R
by Definition 6. Each iteration considers a candidate triple t and checks the
conditions for N-simulation. If satisfied, it adds t to R and computes the next
set of candidate triples, i.e., those which are required to belong to the simulation
relation, and adds them to the list of triples still to be processed. If not, the
algorithm returnsL (S1) 6⊆ L (S2). The algorithm terminates returningL (S1) ⊆
L (S2) when no triples are left to process. Determinism of S1 and S2, and hence
of N(S1) and N(S2) (by Proposition 6), ensures that computing candidate triples
is deterministic. To decide L (S1) = L (S2), at each iteration we need to check
that both t and t−1 satisfy the conditions for N-simulation.
If S1 and S2 have, respectively, n1, n2 states, m1,m2 transitions, and r1, r2
registers, the normalized versions have O(n1r12
m1) and O(n2r22
m2) states. Each
triple, taken from the finite set N(Q1)×N(Q2)×P(R1×R2), is processed exactly
once, so the algorithm iterates O(n1n2r1r22
m1+m2+r1r2) times. uunionsq
5 Evaluation
We have implemented SRAs in the open-source Java library SVPALib [25]. In
our implementation, constructions are computed lazily when possible (e.g., the
normalized SRA for emptiness and (bi)similarity checks). All experiments were
performed on a machine with 3.5 GHz Intel Core i7 CPU with 16GB of RAM
(JVM 8GB), with a timeout value of 300s. The goal of our evaluation is to answer
the following research questions:
Q1: Are SRAs more succinct than existing models when processing strings over
large but finite alphabets? (§ 5.1)
Q2: What is the performance of membership for deterministic SRA and how
does it compare to the matching algorithm in java.util.regex? (§ 5.2)
Q3: Are SRAs decision procedures practical? (§ 5.3)
Benchmarks. We focus on regular expressions with back-references, therefore
all our benchmarks operate over the Boolean algebra of Unicode characters with
interval—i.e., the set of characters is the set of all 216 UTF-16 characters and the
SRA SFA
states tr reg |reg| states tr
IP2 44 46 3 10 4,013 4,312
IP3 44 46 4 10 39,113 42,112
IP4 44 46 5 10 372,113 402,112
IP6 44 46 7 10 — —
IP9 44 46 10 10 — —
Name-F 7 10 2 26 201 300
Name-L 7 10 2 26 129 180
Name 7 10 3 26 3,201 4,500
XML 12 16 4 52 — —
Pr-C2 26 28 3 216 — —
Pr-C3 28 30 4 216 — —
Pr-C4 30 32 5 216 — —
Pr-C6 34 36 7 216 — —
Pr-C9 40 42 10 216 — —
Pr-CL2 26 28 3 216 — —
Pr-CL3 28 30 4 216 — —
Pr-CL4 30 32 5 216 — —
Pr-CL6 34 36 7 216 — —
Pr-CL9 40 42 10 216 — —
(a) Size of SRAs vs SFAs. (—) denotes the
SFA didn’t fit in memory. |reg| denotes how
many different characters a register stored.
SRA S1 SRA S2 L1=∅ L1=L1 L2 ⊆ L1
Pr-C2 Pr-CL2 0.125s 0.905s 3.426s
Pr-C3 Pr-CL3 1.294s 5.558s 24.688s
Pr-C4 Pr-CL4 13.577s 55.595s —
Pr-C6 Pr-CL6 — — —
Pr-CL2 Pr-C2 1.067s 0.952s 0.889s
Pr-CL3 Pr-C3 10.998s 11.104s 11.811s
Pr-CL4 Pr-C4 — — —
Pr-CL6 Pr-C6 — — —
IP-2 IP-3 0.125s 0.408s 1.845s
IP-3 IP-4 1.288s 2.953s 21.627s
IP-4 IP-6 18.440s 42.727s —
IP-6 IP-9 — — —
(b) Performance of decision procedures.
In the table Li = L (Si), for i = 1, 2.
SRA SFA
states tr reg |reg| states tr
IP2 44 46 3 10 4,013 4,312
IP3 44 46 4 10 39,113 42,112
IP4 44 46 5 10 372,113 402,112
IP6 44 46 7 10 — —
9 10 — —
Name-F 7 10 2 26 201 300
Name-L 7 10 2 26 29 80
Name 7 10 3 26 3,201 4,500
XML 12 1 4 52
Pr-C2 26 28 3 216 — —
Pr-C3 28 3 4 216 — —
Pr-C4 30 32 5 216 — —
Pr-C6 34 36 7 216
r- 9 40 42 10 216
r- L2 26 28 3 216
r- L3 28 30 4 216
r- L4 30 32 5 216
r- L6 34 36 7 216
r- L9 40 42 10 216
(a) Size of SRAs vs SFAs. (—) denotes the
SFA didn’t fit in memory. |reg| denotes how
many di↵erent characters a register stored.
SRA S1 SRA S2 L1=; L1=L1 L2 ✓ L1
Pr-C2 Pr-CL2 0.125s 0.905s 3.426s
Pr-C3 Pr-CL3 1.294s 5.558s 24.688s
Pr-C4 Pr-CL4 13.577s 55.595s —
Pr-C6 Pr-CL6 — — —
Pr-CL2 Pr-C2 1.067s 0.952s 0.889s
Pr-CL3 Pr-C3 10.998s 11.104s 11.811s
Pr-CL4 Pr-C4 — — —
Pr-CL6 Pr-C6 — — —
IP-2 IP-3 0.125s 0.408s 1.845s
IP-3 IP-4 1.288s 2.953s 21.627s
IP-4 IP-6 18.440s 42.727s —
IP-6 IP-9 — — —
(b) Performance of decision procedures.
In the table Li = L (Si), for i = 1, 2.
101 102 103 104 105 106 107 108 109
10 3
10 2
10 1
100
101
102
Java SR
A
input length
m
em
b
er
sh
ip
ti
m
e
(s
)
(c) SRA membership and Java regex
matching performance. Missing data
points for Java are stack overflows.
Fig. 2: Experimental results.
addresses that match for n positions (IPn). We also create variants of the prod-
uct benchmark presented in Section 2 where we vary the numbers of characters
in the code and lot number. All the SRAs are deterministic.
5.1 Succinctness of SRAs vs SFAs
In this experiment, we relate the size of SRAs over finite alphabets to the size
of the smallest equivalent SFAs. For each SRA, we construct the equivalent SFA
by equipping the state space with the values stored in the registers at each step
(this construction e↵ectively builds the configuration LTS). Figure 2a shows
the results. As expected, SFAs tend to blow up in size when the SRA contains
multiple registers or complex register values. In cases where the register values
range over small sets (e.g., [0-9]) it is often feasible to build an SFA equivalent
to the SRA, but the construction always yields very large automata. In cases
where the registers can assume many values (e.g., 216) SFAs become prohibitively
large and do not fit in memory. To answer Q1, even for finite alphabets, it is
not feasible to compile SRAs to SFAs. Hence, SRAs are a succinct model.
(c) SRA embership and Java
regex matching performance. Miss-
ing data points for Java are stack
overflows.
Fig. 2: Experimental results.
predicates are union of intervals (e.g., [a-zA-Z]).4 Our benchmark set contains
19 SRAs that represent variants of regular expressions with back-references ob-
tained from the regular-expression crowd-sourcing website RegExLib [22]. The
expressions check whether inputs have, for example, matching first/last name
initials or both (Name-F, Name-L and Name), correct Product Codes/Lot num-
ber of total length n (Pr-Cn, Pr-CLn), matching XML tags (XML), and IP
addresses that match for n positions (IPn). We also create variants of the prod-
uct benchmark presented in Section 2 where we vary the numbers of characters
in the code and lot number. All the SRAs are deterministic.
5.1 Succinctness of SRAs vs SFAs
In this experiment, we relate the size of SRAs over finite alphabets to the size
of the smallest equivalent SFAs. For each SRA, we construct the equivalent SFA
4 Our experiments are over finite alphabets, but the Boolean algebra can be infinite
by taking the alphabet to be positive integers and allowing intervals to contain ∞ as
upper bound. This modification does not affect the running time of our procedures,
therefore we do not report it.
by equipping the state space with the values stored in the registers at each step
(this construction effectively builds the configuration LTS). Figure 2a shows
the results. As expected, SFAs tend to blow up in size when the SRA contains
multiple registers or complex register values. In cases where the register values
range over small sets (e.g., [0-9]) it is often feasible to build an SFA equivalent
to the SRA, but the construction always yields very large automata. In cases
where the registers can assume many values (e.g., 216) SFAs become prohibitively
large and do not fit in memory. To answer Q1, even for finite alphabets, it is
not feasible to compile SRAs to SFAs. Hence, SRAs are a succinct model.
5.2 Performance of membership checking
In this experiment, we measure the performance of SRA membership, and we
compare it with the performance of the java.util.regex matching algorithm.
For each benchmark, we generate inputs of length varying between approxi-
mately 100 and 108 characters and measure the time taken to check member-
ship. Figure 2c shows the results. The performance of SRA (resp. Java) is not
particularly affected by the size of the expression. Hence, the lines for different
expressions mostly overlap. As expected, for SRAs the time taken to check mem-
bership grows linearly in the size of the input (axes are log scale). Remarkably,
even though our implementation does not employ particular input processing
optimizations, it can still check membership for strings with tens of millions of
characters in less than 10 seconds. We have found that our implementation is
more efficient than the Java regex library, matching the same input an average
of 50 times faster than java.util.regex.Matcher. java.util.regex.Matcher
seems to make use of a recursive algorithm to match back-references, which
means it does not scale well. Even when given the maximum stack size, the
JVM will return a Stack Overflow for inputs as small as 20,000 characters. Our
implementation can match such strings in less than 2 seconds. To answer Q2,
deterministic SRAs can be efficiently executed on large inputs and
perform better than the java.util.regex matching algorithm.
5.3 Performance of decision procedures
In this experiment, we measure the performance of SRAs simulation and bisim-
ulation algorithms. Since all our SRAs are deterministic, these two checks cor-
respond to language equivalence and inclusion. We select pairs of benchmarks
for which the above tests are meaningful (e.g., variants of the problem discussed
at the end of Sec. 2). The results are shown in Figure 2b. As expected, due to
the translation to single-valued SRAs, our decision procedures do not scale well
in the number of registers. This is already the case for classic register automata
and it is not a surprising result. However, our technique can still check equiva-
lence and inclusion for regular expressions that no existing tool can handle. To
answer Q3, bisimulation and simulation algorithms for SRAs only scale
to small numbers of registers.
6 Conclusions
In this paper we have presented Symbolic Register Automata, a novel class of au-
tomata that can handle complex alphabet theories while allowing symbol com-
parisons for equality. SRAs encompass – and are strictly more powerful – than
both Register and Symbolic Automata. We have shown that they enjoy the same
closure and decidability properties of the former, despite the presence of arbi-
trary guards on transitions, which are not allowed by RAs. Via a comprehensive
set of experiments, we have concluded that SRAs are vastly more succinct than
SFAs and membership is efficient on large inputs. Decision procedures do not
scale well in the number of registers, which is already the case for basic RAs.
Related work. RAs were first introduced in [16]. There is an extensive lit-
erature on register automata, their formal languages and decidability proper-
ties [12,21,24,7,20], including variants with global freshness [26,19] and totally
ordered data [4,13]. SRAs are based on the original model of [16], but are much
more expressive, due to the presence of guards from an arbitrary decidable the-
ory.
In recent work, variants over richer theories have appeared. In [9] RA over
rationals were introduced. They allow for a restricted form of linear arithmetic
among registers (RAs with arbitrary linear arithmetic subsume two-counter au-
tomata, hence are undecidable). SRAs do not allow for operations on regis-
ters, but encompass a wider range of theories without any loss in decidability.
Moreover, [9] does not study Boolean closure properties. In [8,15], RAs allow-
ing guards over a range of theories – including (in)equality, total orders and
increments/sums – are studied. Their focus is different than ours as they are
interested primarily in active learning techniques, and several restrictions are
placed on models for the purpose of the learning process. We can also relate
SRAs with Quantified Event Automata [2], which allow for guards and assign-
ments to registers on transitions. However, in QEA guards can be arbitrary,
which could lead to several problems, e.g. undecidable equivalence.
Symbolic automata were first introduced in [27] and many variants of them
have been proposed [11]. The one that is closer to SRAs is Symbolic Extended
Finite Automata (SEFA) [10]. SEFAs are SFAs in which transition can read
more than one character at a time. A transition of arity k reads k symbols which
are consumed if they satisfy the predicate ϕ(x1, . . . , xk). SEFAs allow arbitrary
k-ary predicates over the input theory, which results in most problems being
undecidable (e.g., equivalence and intersection emptiness) and in the model not
being closed under Boolean operations. Even when deterministic, SEFAs are
not closed under union and intersection. In terms of expressiveness, SRAs and
SEFAs are incomparable. SRAs can only use equality, but can compare symbols
at arbitrary points in the input while SEFAs can only compare symbols within
a constant window, but using arbitrary predicates.
Several works study matching techniques for extended regular expressions [3,5,23,17].
These works introduce automata models with ad-hoc features for extended reg-
ular constructs – including back-references – but focus on efficient matching,
without studying closure and decidability properties. It is also worth noting
that SRAs are not limited to alphanumeric or finite alphabets. On the negative
side, SRAs cannot express capturing groups of an unbounded length, due to the
finitely many registers. This limitation is essential for decidability.
Future work. In [20] a polynomial algorithm for checking language equivalence
of deterministic RAs is presented. This crucially relies on closure properties of
symbolic bisimilarity, some of which are lost for SRAs. We plan to investigate
whether this algorithm can be adapted to our setting. Extending SRAs with
more complex comparison operators other than equality (e.g., a total order <)
is an interesting research question, but most extensions of the model quickly
lead to undecidability. We also plan to study active automata learning for SRAs,
building on techniques for SFAs [1], RAs [6,8,15] and nominal automata [18].
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A Proofs
Proof (of Proposition 2). Intersection and union are defined as follows:
1. S1 ∩ S2 = (R∩, Q∩, q0∩, v0∩, F∩, ∆∩) where R∩ = R1 unionmulti R2; Q∩ = Q1 × Q2;
q0∩ = (q01, q02); v0∩ = [v01, v02]; F∩ = F1 × F2; and
∆∩ = {(p1, p2) ϕ1∧ϕ2/`1∪`2−−−−−−−−→ (q1, q2) | ∀i = 1, 2: pi ϕi/`i−−−→ qi ∈ ∆i}
where (E1, I1, U1) ∪ (E2, I2, U2) = E1 ∪ E2, I1 ∪ I2, U1 ∪ U2.
2. S1 ∪ S2 = (R∪, Q∪, q0∪, v0∪, F∪, ∆∪) where R∪ = R1 unionmultiR2; Q∪ = Q1 ∪Q2 ∪
{qˆ0}; q0∪ = qˆ0; v0∪ = [v01, v02]; F∪ = F1 ∪F2 ∪ I, where I = {qˆ0} if q0i ∈ Fi,
for some i ∈ {1, 2}, and I = ∅ otherwise. Transitions are given by
∆∪ =
⋃
i∈{1,2}
∆i ∪ {qˆ0 ϕ/E,I,U−−−−−→ q | q0i ϕ/E,I,U−−−−−→ q ∈ ∆i}
Proof (of Theorem 1). For notational convenience, we introduce an additional
label for single-valued SRAs: p
ϕ/•−−→ q whenever a fresh symbol is read, but not
stored anywhere. This can be translated back to ordinary single-valued transi-
tions by adding a new register rˆ, replacing p
ϕ/•−−→ q with a pair of transitions
p q
ϕ/rˆ•
ϕ/rˆ=
, and by adding p
ϕ/rˆ=−−−→ q for every transition p ϕ/r
•
−−−→ q.
Let S = (R,Q, q0, v0, F,∆). The SRA S
′ = (R,Q′, q′0, v
′
0, F
′, ∆′) is defined as
follows:
– Q′ = {(q, f) | q ∈ Q, f : R→ R};
– v′0 is any function R → D ∪ {]} injective on non-empty registers such that
img(v′0) = img(v0);
– q′0 = (q0, f0), where f0 is such that v0 = v
′
0 ◦ f0;
– F ′ = {(q, f) ∈ Q′ | q ∈ F};
– ∆′ is generated by the following rules
(reg)
p
ϕ/E,I,U−−−−−→ q S ∝ E, I f−1(r) = S
(p, f)
ϕ/r=−−−→ (q, f [U 7→ r])
(nop)
p
ϕ/E,I,∅−−−−−→ q ∅ ∝ E, I
(p, f)
ϕ/•−−→ (q, f)
(fresh)
p
ϕ/E,I,U−−−−−→ q ∅ ∝ E, I f−1(r) ⊆ U U 6= ∅
(p, f)
ϕ/r•−−−→ (q, f [U 7→ r])
where S ∝ E, I whenever E ⊆ S and I ∩ S = ∅.
Moreover, for (fresh), we assume that the choice of r only depends on f and
U , i.e., given any two transitions p1
ϕ1/E1,I1,U−−−−−−−→ q1 and p2 ϕ2/E2,I2,U−−−−−−−→ q2 of
S, the rule (fresh) produces a unique pair (p1, f)
ϕ1/r
•
−−−−→ (q1, f [U 7→ r]) and
(p2, f)
ϕ2/r
•
−−−−→ (q2, f [U 7→ r]). This can be achieved by ordering the registers and
picking the least r such that f−1(r) ⊆ U .
We now prove that the following relation is a bisimulation between S and S′:
R = {((p, v), ((p, f), w) | v = w ◦ f}
We first prove the following, which will be useful in all the cases below.
Lemma 3. Let X ⊆ R and let v = w ◦ f , with v, w, f as above. For any r ∈ R
such that f−1(r) ⊆ X, and any a ∈ D, we have
v[X 7→ a] = w[r 7→ a] ◦ f [X 7→ r]
Proof. We proceed by cases. Let s ∈ X. Then we have v[X 7→ a](s) = a and
(w[r 7→ a] ◦ f [X 7→ r])(s) = w[r 7→ a](r) = a. If s /∈ X, then we must have
f(s) 6= r, because f−1(r) ⊆ X, so (w[r 7→ a] ◦ f [X 7→ r])(s) = w[r 7→ a](f(s)) =
w(f(s)) = v(s) = v[X 7→ a](s), by the hypothesis v = w ◦ f .
Clearly we have ((q0, v0), ((p, f0), v
′
0)) ∈ R, by construction. We first prove
that R is a simulation. Suppose we have (p, v)
a−→ (q, v′) ∈ CLTS(S), instance of
p
ϕ/E,I,U−−−−−→ q, so v−1(a) ∝ E, I and v′ = v[U 7→ a]. We need to find a matching
transition in CLTS(S′) from any ((p, f), w) such that w is injective on non-empty
registers and v = w ◦ f . We have two cases:
– Suppose a ∈ img(v), and let S = v−1(a). Since v = w ◦ f , there must
be r ∈ R (unique, by injectivity of w) such that f(S) = {r}. Therefore,
recalling the assumption S ∝ E, I, by (reg) there is p ϕ/r
=
−−−→ q and, since
w(r) = (w ◦ f)(E) = v(E) = a, there is ((p, f), w) a−→ ((q, f [U 7→ r]), w) ∈
CLTS(S′). We have
v[U 7→ a] = v[U ∪ S 7→ a] (v(S) = a)
= (w ◦ f)[E ∪ S 7→ a] (v = w ◦ f)
= w[r 7→ a] ◦ f [S ∪ U 7→ r] (Lemma 3 and f−1(r) = S ⊆ S ∪ U)
= w ◦ f [U 7→ r] (a = w(r), f−1(r) = S)
from which we get (q, v[U 7→ a])R((q, f [U 7→ r]), w).
– Suppose a ∈ JϕK \ img(v). Then we have ∅ ∝ E, I. If a ∈ img(w), with
r = w(a), we must have f−1(r) = ∅, therefore f−1(r) ∝ E, I. We can now
use (reg) to obtain (p, f)
ϕ/r=−−−→ (q, f [U 7→ r]) ∈ ∆′. This transition has an
instance ((p, f), w)
a−→ ((q, f [U 7→ r]), w) in CLTS(S′). We have v[U 7→ a] =
w ◦ f [U 7→ r], because w(r) = a, so (q, v[U 7→ a])R((q, f [U 7→ r]), w). If
a /∈ img(w), we can apply either (reg) or (fresh), depending on U :
• Suppose U 6= ∅, and consider r ∈ R such that that f−1(r) ⊆ U . Such
r must exist: if f is injective then it is obvious (this crucially depends
on U 6= ∅), otherwise there is r such that f−1(r) = ∅ ⊆ U . Therefore
by (fresh) there is a transition (p, f)
ϕ/r•−−−→ (q, f [U 7→ r]) ∈ ∆′, which
has an instance ((p, f), w)
a−→ ((q, f [U 7→ r]), w[r 7→ a]) in CLTS(S′).
By Lemma 3 and f−1(r) ⊆ U (see previous point), we have v[U 7→ a] =
w[r 7→ a]◦f [U 7→ r], from which (q, v[U 7→ a])R((q, f [U 7→ r]), w[r 7→ a])
follows.
• Suppose U = ∅. Then by (nop) there is (p, f) ϕ/•−−→ (q, f) ∈ ∆′. This
transition has an instance ((p, f), w)
a−→ ((q, f), w) in CLTS(S′). By as-
sumption v = w ◦ f , so (q, v)R((q, f), w).
Now we prove that R−1 is a simulation. Suppose we have ((p, f), w) a−→ ((q, f ′), w′)
in CLTS(S′). We need to find a matching transition in CLTS(S) from any (p, v)
such that v = w ◦ f . We proceed by cases:
– Suppose a ∈ img(w), with w(r) = a. Then there must be (p, f) ϕ/r
=
−−−→ (q, f ′)
in ∆′ and we have w′ = w. This transition is given by (reg), so we have
p
ϕ/E,I,U−−−−−→ q ∈ ∆, f ′ = f [U 7→ r] and f−1(r) = S ∝ E, I. By injectivity
of w and v = w ◦ f , we must have v−1(a) = S. Therefore there is (p, v) a−→
(q, v[U 7→ a]) in CLTS(S). We have v[U 7→ a] = w ◦ f [U 7→ r], so ((q, f [U 7→
r]), w)R−1(q, v[U 7→ a]).
– Suppose a ∈ JϕK \ img(w). Then we must have a /∈ img(v), because img(v) ⊆
img(w). We have two cases:
• Suppose (p, f) ϕ/r
•
−−−→ (q, f ′) ∈ ∆′. Then we have w′ = w[r 7→ a]. By
(fresh), there is p
ϕ/E,I,U−−−−−→ q ∈ ∆. Because a /∈ img(v) implies v−1(a) =
∅, and we have ∅ ∝ E, I, there is (p, v) a−→ (q, v[U 7→ a]) in CLTS(S). By
f−1(r) ⊆ U and Lemma 3, there is v[U 7→ a] = w[r 7→ a] ◦ f [U 7→ r], so
((q, f [U 7→ r]), w[r 7→ a])R−1(q, v[U 7→ a]).
• Suppose (p, f) ϕ/•−−→ (q, f) ∈ ∆′. Then by (nop) there must be p ϕ/E,I,∅−−−−−→
q ∈ ∆. Because a /∈ img(v), we have v−1(a) = ∅, and because ∅ ∝ E, I
there is (p, v)
a−→ (q, v) in CLTS(S). By the assumption v = w ◦ f , we get
((q, f), v)R−1(q, w).
Now we show that, if S is deterministic, so is S′. We proceed by contradiction.
Suppose S′ is not deterministic, i.e., there is a reachable configuration ((p, f), w)
in CLTS(S′) and two transitions ((p, f), w) a−→ ((q1, f1), w1) and ((p, f), w) a−→
((q2, f2), w2) such that ((q1, f1), w1) 6= ((q2, f2), w2). Then these transitions must
be instances of (p, f)
ϕi/`i−−−→ (qi, fi) ∈ ∆′, for i = 1, 2. We have three cases:
– if `1 = r
=, then we must also have `2 = r
= (and vice versa), because
a = w(r), and w1 = w2 = w. Since S ∼ S′, there must be a reachable
configuration (p, v) in CLTS(S) such that v = w ◦ f , and two transitions
(p, v)
a−→ (qi, vi) such that vi = w ◦ fi, for i = 1, 2. Now, we must have either
q1 6= q2 or v1 6= v2. In fact, suppose q1 = q2 and v1 = v2, then we would have
v1 = w ◦ f1 =⇒ w ◦ f1 = w ◦ f2 (v2 = w ◦ f2 ∧ v1 = v2)
=⇒ f1 = f2 (injectivity of w)
which implies ((q1, f1), w1) = ((q2, f2), w2), contradicting our initial assump-
tion on non-determinism of S. Therefore (q1, v1) 6= (q2, v2), and S is non-
deterministic as well.
– if `1 = r
•, then we have `2 ∈ {•, s•} and w1 = w[r 7→ a], w2 ∈ {w2, w[s 7→
a]}, because a /∈ img(w). Suppose `2 = •. By the definition of ∆′, the
two transitions of S′ we are considering must correspond to transitions
p
ϕi/Ei,Ii,Ui−−−−−−−→ qi ∈ ∆ such that ∅ ∝ Ei, Ii where U2 can be empty, and
fi = f [Ui 7→ r], for i = 1, 2. Let (p, v) be a reachable configuration in
CLTS(S) such that v = w ◦f , which must exist by S ∼ S′. Then those transi-
tions in ∆ have instances (p, v)
a−→ (qi, v[Ui 7→ a]), for i = 1, 2. We distinguish
the two cases:
• If `2 = •, then v[U2 7→ a] = v 6= v[U1 7→ a], because a /∈ img(w) and
v = w ◦ f imply a /∈ img(v), and because U1 6= ∅, by the premise of
(fresh). Therefore we have (q1, v[U1 7→ a]) 6= (q2, v), from which non-
determinism of S follows.
• If `2 = s•, then we must have either q1 6= q2 or v[U1 7→ a] 6= v[U2 7→ a].
In fact, suppose q1 = q2 and v[U1 7→ a] = v[U2 7→ a]. Because a /∈
img(v), the latter equality implies U1 = U2, thus r = s, because we
assumed that (fresh) picks a unique r for each pair (f, U1) (= (f, U2)).
It follows that f1 = f2 and w1 = w2, from which we get the contradiction
((q1, f1), w1) = ((q2, f2), w2).
– the case `1 = • is symmetrical to the one above. uunionsq
Proof (of Lemma 1).
1. p
ϕ/r=−−−→ q is enabled if and only if v(r) ∈ JϕK. Since both θr and ϕ are
minterms, this holds if and only if θr = ϕ.
2. Suppose the transition is enabled, that is, for any (p, v) such that v |= θ
there is (p, v)
a−→ (q, v[r 7→ a]) in CLTS(S), with a ∈ JϕK \ img(v). Since v
is injective on non-empty registers and ϕ 6= ⊥, by definition of minterm, v
picks |{r ∈ R | θr = ϕ}| distinct elements from JϕK. Therefore, for a to exist,JϕK must have at least |{r ∈ R | θr = ϕ}|+ 1 elements.
Viceversa, suppose |JϕK| > |{r ∈ R | θr = ϕ}| = k, and take any v |= θ.
By injectivity of v on non-empty registers, we have |img(v)∩ JϕK| = k. Since
|JϕK| > k, there exists a ∈ JϕK \ img(v), therefore there is (p, v) a−→ (p, v[r 7→
a]) in CLTS(S).
uunionsq
Proof (of Proposition 4). We will prove that
R = {((p, v), (θ B p, v) | v |= θ}
is a bisimulation. We first prove that it is a simulation. Consider (p, v) ∈ CLTS(S)
and any transition (p, v)
a−→ (q, w). We will prove that this transition can be
simulated by one from ((p, v), θ) such that v |= θ. We proceed by cases on which
transition in ∆ has generated (p, v)
a−→ (q, w):
– p
ϕ/r=−−−→ q: then w = v, a ∈ JϕK and v(r) = a and a ∈ JϕK. By v |= θ we also
have a ∈ JθrK, therefore ϕ @ θr, which implies θBp θr/r=−−−−→ (q, θ) ∈ N(∆). By
Lemma 1(1) this transition is enabled, therefore there is (θBp, v) a−→ ((q, θ), v)
in CLTS(N(S)), which is the required simulating transition. In fact, v |= θ
implies (q, v)R((q, θ), v).
– p
ϕ/r•−−−→ q: then w = v[r 7→ a] and a ∈ JϕK \ img(v). Take the minterm
ψ ∈ mint(S) such that a ∈ JψK (there is only one, by definition of minterm).
We will prove that θBp ψ/r
•
−−−→ (q, θ[r 7→ ψ]) ∈ N(∆). Clearly we have ψ @ ϕ,
as a ∈ JϕK. We have to check |JψK| > |{r ∈ R | θr = ψ}|: the proof is the same
as Lemma 1(2), showing by contradiction that (p, v)
a−→ (q, v[r 7→ a]) such
that a ∈ JψK cannot be generated from p ϕ/r•−−−→ q whenever |JψK| ≤ |{r ∈ R |
θr = ψ}|. Therefore θ B p ψ/r
•
−−−→ (q, θ[r 7→ ψ]) ∈ N(∆) and, by Lemma 1(2),
it is enabled, i.e., there is (θ B p, v) b−→ ((p, θ[r 7→ ψ]), v[r 7→ b]) such that
b ∈ JψK\img(v). Notice that there is such a transition for any b ∈ JψK\img(v),
in particular for b = a we get the required simulating transition. In fact,
because of the assumptions v |= θ and a ∈ JψK, we have v[r 7→ a] |= θ[r 7→ ψ]
from which, by definition of R, we get (p, v[r 7→ a])R((p, θ[r 7→ ψ]), v[r 7→ a]).
We now prove that R−1 is a simulation. Consider (θ B p, v) ∈ CLTS(N(S)) such
that v |= θ and any transition (θ B p, v) a−→ ((q, γ), w). We will prove that this
transition can be simulated by one from (p, v). We proceed by cases on which
transition in N(∆) has generated (θ B p, v) a−→ ((q, γ), w):
– θ B p θr/r
=
−−−−→ (q, θ): then θ = γ, w = v, a ∈ JθrK, v(r) = a. By definition of
N(∆), there is p
ϕ/r=−−−→ q ∈ ∆ such that ϕ @ θr, which implies JθrK ⊆ JϕK.
Therefore a ∈ JϕK, and this transition from∆ instantiates to (p, v) a−→ (q, v) ∈
CLTS(S). This is the required simulating transition, because v |= θ implies
((q, θ), v)R−1(q, v).
– θ B p ψ/r
•
−−−→ (q, θ[r 7→ ψ]): then γ = θ[r 7→ ψ], w = v[r 7→ a] and a ∈JψK \ img(v). By definition of N(∆), there is p ϕ/r•−−−→ q ∈ ∆ such that ϕ @ ψ.
Therefore we have JψK ⊆ JϕK, which implies a ∈ JϕK \ img(v), so there is
(p, v)
a−→ (q, v[r 7→ a]) in CLTS(S) corresponding to p ϕ/r
•
−−−→ q. This is the
required simulating transition. In fact, because of the assumptions v |= θ
and a ∈ JψK, we have v[r 7→ a] |= θ[r 7→ ψ] from which, by definition of R,
we get ((p, θ[r 7→ ψ]), v[r 7→ a])R−1(p, v[r 7→ a]).
uunionsq
Proof (of Lemma 2). For the first part of the claim, we shall prove that there is
a path θ0B q0
ϕ1/`1−−−−→ θ1B q1 ϕ2/`2−−−−→ . . . ϕn/`n−−−−→ θnB qn in N(S) if and only if there
is a run (θ0Bq0, v0) a1−→ (θ1Bq1, v1) a2−→ . . . an−−→ (θnBqn, vn) in CLTS(N(S)) such
that vn |= θn. The right-to-left part is obvious, because every run in CLTS(N(S))
is instance of a path of N(S). For the other direction, we will proceed by the
length n of the paths. It is obvious for n = 0. For n > 0, suppose it holds for a
path ending in θn B qn, so there is a run ending in (θn B qn, vn) for all vn |= θn.
Suppose there is
θn B qn
ϕn+1/`n+1−−−−−−−→ θn+1 B qn+1 ∈ N(∆). (1)
Because vn |= θn by induction hypothesis and (1) is enabled by θn, there is
(θn B qn, vn) a−→ (θn+1 B qn+1, vn+1) in CLTS(N(S)). We either have θn+1 = θn
and vn+1 = vn, if `n+1 ∈ R, or θn+1 = θn[r 7→ ϕn+1] and vn+1 = vn[a 7→ r], if
`n+1 = r
•, with a ∈ Jϕn+1K. In both cases we have vn+1 |= θn+1, which concludes
this part of the claim.
For the second part, we will show that if there is a path of length n reaching
(θB p, v) then there is one of the same length reaching (θB p, w), for all w |= θ.
We proceed again by induction on n. It is obvious for n = 0, because only (θ0 B
q0, v0) is reachable. Suppose it holds for n > 0, and suppose (θn+1B qn+1, vn+1)
can be reached via a path of length n + 1. Then we have to show that all
(θn+1 B qn+1, wn+1) such that wn |= θn are reachable. Suppose (θn B qn, vn) a−→
(θn+1B qn+1, vn+1) is the last transition in the run to (θn+1B qn+1, vn+1). Then
this is instance of a transition of N(S) of the form (1). We proceed by cases on
`n+1:
– if `n+1 = r
=, then θn+1 = θn and vn+1 = vn. By inductive hypothesis, we
have that all (θn B qn, wn) such that wn |= θn are reachable. Since (1) is
enabled by θn, it follows that there are (θnB qn, wn)
wn(r)−−−−→ (θnB qn+1, wn),
for all wn |= θn, which concludes the proof for this case.
– if `n+1 = r
•, then θn+1 = θn[r 7→ ϕn+1] and vn+1(r) = a. Consider any
wn+1 |= θn+1, with wn+1 6= vn+1. We will show that there must be b ∈J(θn)rK such that wn+1[r 7→ b] is injective, which implies wn+1[r 7→ b] |=
θn. The claim would then follow: in fact, (θn B qn, wn+1[r 7→ b]) would be
reachable by the inductive hypothesis, and since (1) is enabled by θn, there
is an instance of (1) going to (θn+1Bqn+1, wn+1). Suppose there is no such b.
Then J(θn)rK is already completely contained in the image of wn+1 (R\{r}).
Since wn+1 is injective, and θn and θn+1 are made of minterms, we have
|{r′ ∈ R \ {r} | (θn+1)r′ = (θn)r}| = |J(θn)rK|
Now, (θn)r′ = (θn+1)r′ for r
′ ∈ R \ {r}, so from the equation above we get
that θn maps J(θn)rK + 1 registers to (θn)r. This contradicts reachability of
(θnBqn, vn), because there cannot be any injective vn such that vn |= θn. uunionsq
Proof (of Proposition 5). For the right-to-left implication, suppose N(S) is not
deterministic. Then there are two reachable transitions (θB p, v) a−→ (θ1B q1, v1)
and (θBp, v) a−→ (θ2Bq2, v2) in CLTS(N(S)) such that (θ1Bq1, v1) 6= (θ2Bq2, v2).
Suppose these two transitions are respectively instances of θ B p ϕ1/`1−−−−→ θ1 B q1
and θB p ϕ2/`2−−−−→ θ2B q2. Then we have the following cases, corresponding to the
ones in the statement:
1. Suppose v1 = v2, then we must have `1 = `2 and θ1 B q1 6= θ2 B q2, because
we assumed (θ1 B q1, v1) 6= (θ2 B q2, v2). Since a ∈ Jϕ1 ∧ ϕ2K and ϕ1, ϕ2 are
minterms, we obtain ϕ1 = ϕ2.
2. Suppose v1 6= v2, then we must have `1 = r• and `2 = s•, for r 6= s, because
assignments are only changed by transitions reading fresh symbols. Again,
we have a ∈ Jϕ1 ∧ ϕ2K, thus ϕ1 = ϕ2.
For the other direction, we assume that there are two reachable transitions
θ B p ϕ1/`1−−−−→ θ1 B q1, θ B p ϕ2/`2−−−−→ θ2 B q2 ∈ N(∆) that violate the condition, and
we show that N(S) is not deterministic. We proceed by cases:
– `1 = `2, q1 6= q2 and ϕ1 = ϕ2. Then θ1 = θ2. Take a reachable configuration
(θ B p, v), which exists because θ B p is reachable, by Proposition 4. Then
the two transitions can be instantiated to (θ B p, v) v(r)−−→ (θ B q1, v) and
(θ B p, v) v(r)−−→ (θ B q2, v). Nondeterminism follows from q1 6= q2.
– `1 = r
•, `2 = s•, r 6= s and ϕ1 = ϕ2. Take a reachable configuration
(θ B p, v), then since the two transitions are enabled by construction, there
is a ∈ Jϕ1K \ img(v). Therefore the two transitions can be instantiated to
(θBp, v) a−→ (θ1Bq1, v[r 7→ a]) and (θBp, v) a−→ (θ2Bq2, v[s 7→ a]). By r 6= s,
we have v[r 7→ a] 6= v[s 7→ a], from which nondeterminism follows.
uunionsq
A.1 Proof of Theorem 3
Given any two SRAs S1 and S2, by Theorem 4 we have S1 ≺ S2 if and only if
N(S1) ≺ N(S2). We will now show that N(S1) ≺ N(S2) if and only if S1
N≺ S2. We
show the two directions separately in the following lemmata.
Lemma 4. Let R be a N-simulation such that
(N(q01),N(q02), v01 ./ v02) ∈ R.
Then the following relation:
R′ = {((θ1 B p1, v1), (θ2 B p2, v2)) |(θ1 B p1, θ2 B p2, σ) ∈ R,
v1 |= θ1, v2 |= θ2, v1, v2 |= σ}
is a simulation on N(S1) and N(S2) such that ((N(q01), v01), (N(q02), v02)) ∈ R′.
Proof. First of all, by definition of R′, (N(q01),N(q02), v01 ./ v02) ∈ R implies
((N(q01), v0), (N(q02), σ0)) ∈ R′. The other conditions follow by definition of
θ01, θ02 and v01 ./ v02.
We will now prove that R′ is a simulation. Suppose ((θ1 B p1, v1), (θ2 B
p2, v2)) ∈ R′, hence (θ1 B p1, θ2 B p2, σ) ∈ R. By Definition 5, we must have
that θ1 B p1 ∈ N(F1) implies θ2 B p2 ∈ N(F2). Now, suppose (θ1 B p1, v1) a−→
(θ′1 B q1, v′1). We have to prove that there is (θ2 B p2, v2)
a−→ (θ′2 B q2, v′2) such
that ((θ′1Bq1, v′1), (θ′2Bq2, v′2)) ∈ R′. Let (θ1Bp1, v1) a−→ (θ′1Bq1, v′1) be instance
of θ1 B p1
ϕ1/`1−−−−→ θ′1 B q1. We proceed by cases on `1:
1. `1 = r
=: Then θ′1 = θ1, v
′
1 = v1, a = v1(r) and we have two cases.
(a) If r ∈ dom(σ), then by definition of R there is θ2Bp2 ϕ1/σ(r)
=
−−−−−−→ θ2B q2 ∈
N(∆2) such that (θ1Bq1, θ2Bq2, σ) ∈ R. This transition is enabled by θ2,
so by v2 |= θ2 and a = v2(σ(r)), by definition of σ, we get the existence
of (θ2 B p2, v2) a−→ (θ2 B p2, v2) in CLTS(N(S2)). This is the required
simulating transition. In fact, from (θ1 B q1, θ2 B q2, σ) ∈ R, and the
assumptions v1 |= θ1 and v2 |= θ2, we obtain ((θ1Bq1, v1), (θ2Bq2, v2)) ∈
R′, by definition of R′.
(b) If r /∈ dom(σ), then by definition of R there is θ2Bp2 ϕ1/s
•
−−−−→ θ2[r 7→ ϕ1]B
q2 ∈ N(∆2) such that (θ1 B q1, θ2[r 7→ ϕ1] B q2, σ[r 7→ s]) ∈ R. Since
r /∈ dom(σ) and a ∈ Jϕ1K, we have a ∈ Jϕ1K \ img(v2). Therefore there
is (θ2 B p2, v2) a−→ (θ2[r 7→ ϕ1] B q2, v2[s 7→ a]) ∈ N(∆2). This is the
required simulating transition. In fact, we have v1 |= θ1 and, from v2 |= θ2
and a ∈ Jϕ1K, we get v2[s 7→ a] |= θ2[s 7→ ϕ1]. Moreover, we have
(θ1 B q1, θ2[r 7→ ϕ1] B q2, σ[r 7→ s]) ∈ R, and σ[r 7→ s] encodes the new
equality v1(r) = v2[r 7→ v1(r)](s). Therefore, by definition of R′, we
obtain ((θ1 B q1, v1), (θ2[s 7→ ϕ1]B q2, v2[s 7→ a])) ∈ R′.
2. `1 = r
•: Then θ′1 = θ[r 7→ ϕ1], v′1 = v1[r 7→ a], a ∈ Jϕ1K \ img(v1), and we
have two cases:
(a) There is s ∈ R2 such that v2(s) = a. Since a /∈ img(v1), we have s ∈
R2 \ dom(σ), so by Definition 6 there is θ2 B p2 ϕ1/s
=
−−−−→ θ2 B q2 ∈ N(∆2)
such that (θ1[r 7→ ϕ1] B q1, θ2 B q2, σ[r 7→ s]) ∈ R, which instantiates
to (θ2 B p2, v2) a−→ (θ2 B q2, v2) in CLTS(N(S2)). The argument is then
similar to the point 1.(b).
(b) No s ∈ R2 is such that v2(s) = a. Then we must have E (θ1, ϕ1) +
E (θ2, ϕ1) < |Jϕ1K|. In fact, if this is not the case, we would have
|(img(v1) ∪ img(v2)) ∩ Jϕ1K| = |Jϕ1K|
by injectivity of v1 and v2 and v1 |= θ1, v2 |= θ2. Therefore there would
be no a ∈ Jϕ1K\(img(v1)∪ img(v2)), a contradiction. Hence, by definition
of R, there is θ2 B p2
ϕ1/s
•
−−−−→ θ2[s 7→ ϕ1]B q2 ∈ N(∆2) such that
(θ1[r 7→ ϕ1]B q1, θ2[s 7→ ϕ1]B q2, σ[r 7→ s]) ∈ R. (2)
Because a ∈ Jϕ1K\ img(v2), this transition instantiates to (θ2Bp2, v2) a−→
(θ2[r 7→ ϕ1] B p2, v2[s 7→ a]) in CLTS(N(S)2). Since vi |= θi, i = 1, 2,
a ∈ Jϕ1K and v1, v2 |= σ, we have v1[r 7→ a] |= θ2[r 7→ ϕ1], v2[s 7→
a] |= θ2[s 7→ ϕ1], and v1[r 7→ a], v2[s 7→ a] |= σ[r 7→ s]. Therefore, by
definition of R′, (2) implies
((θ1[r 7→ ϕ1]B q1, v1[r 7→ a]), (θ2[s 7→ ϕ1]B q2, v2[s 7→ a]) ∈ R′.
Lemma 5. Let R be a simulation on N(S1) and N(S2) such that
((N(q01), v01), (N(q02), v02) ∈ R.
Then the following relation:
R′ = {(θ1 B p1, θ2 B p2, σ) |∃v1 |= θ1, v2 |= θ2 : ((θ1 B p1, v1), (θ2 B p2, v2)) ∈ R,
σ = v1 ./ v2}
is a N-simulation on N(S1) and N(S2) such that ((N(q01), v0), (N(q02), σ0)) ∈ R′
Proof. First of all, ((N(q01), v0), (N(q02), σ0)) ∈ R′ clearly follows from
((N(q01), v01), (N(q02), v02)) ∈ R.
We will now prove that R′ is a N-simulation. Suppose (θ1Bp1, θ2Bp2, σ) ∈ R′.
Then, by definition of R′, there are ((θ1 B p1, v1), (θ2 B p2, v2)) ∈ R such that
v1 |= θ1, v2 |= θ2. Since R is a simulation, we must have that θ1 B p1 ∈ N(F1)
implies θ1 B p1 ∈ N(F2). Now, suppose θ1 B p1 ϕ1/`1−−−−→ θ′1 B q1 ∈ N(∆1). We
have to exhibit transitions from θ2 B p2 that match the definition of normalised
symbolic bisimulation:
1. `1 = r
=: then θ′1 = θ1. Since θ1B p1
ϕ1/r
=
−−−−→ θ1B q1 is enabled by θ1, by con-
struction, and v1 |= θ1, there is (θ1B p1, v1) a−→ (θ1B q1, v1) in CLTS(N(S1)).
Since R is a bisimulation, there is (θ2Bp2, v2) a−→ (θ′2Bq1, v′2) in CLTS(N(S2)).
We have two cases:
(a) r ∈ dom(σ), then v2(σ(r)) = a, and the transition in CLTS(S2) must
be instance of some θ2 B p2
ϕ2/r
=
−−−−→ θ2 B q2 ∈ N(∆2). Now, since a ∈Jϕ1K ∩ Jϕ2K, and ϕ1 and ϕ2 are minterms (recall that N(S1) and N(S2)
are defined over the same set of minterms), we must have ϕ2 = ϕ1.
Therefore the given transition of N(S2) is the required simulating one. In
fact, because R is a bisimulation, we have ((θ1Bq1, v1), (θ2Bq2, v2)) ∈ R,
which implies (θ1 B q1, θ2 B q2, σ) ∈ R′, by definition of R′.
(b) r /∈ dom(σ), then a /∈ img(v2), and the transition in CLTS(S2) must be
instance of some θ2 B p2
ϕ2/s
•
−−−−→ θ2[s 7→ ϕ2] B q2 ∈ N(∆2). By the same
reasoning as above, we must have ϕ1 = ϕ2. Because R is a bisimulation,
we have ((θ1 B q1, v1), (θ2[s 7→ ϕ2] B q2, v2[s 7→ a])) ∈ R, which implies
(θ1 B q1, θ2[r 7→ ϕ1]B q2, v1 ./ v2[s 7→ a]) ∈ R′, by definition of R′.
2. `1 = r
•: then θ′1 = θ[r 7→ ϕ1]. Since θ1 B p1
ϕ1/r
=
−−−−→ θ[r 7→ ϕ1] B q1 is
enabled by θ[r 7→ ϕ1], by construction, and v1 |= θ1, there is (θ1B p1, v1) a−→
(θ[r 7→ ϕ1] B q1, v1[r 7→ a]) in CLTS(N(S1)), for all a ∈ Jϕ1K \ img(v1). The
values of a can be of two kinds:
(a) a = v2(s), for some s. This holds if and only if s ∈ R2 \ dom(σ) and
ϕ1 = (θ2)s. In fact, s ∈ R2 \ dom(σ) if and only if v2(s) /∈ img(v1),
by definition of σ, and ϕ1 = (θ2)s if and only if v2(s) ∈ Jϕ1K, because
the two predicates are minterms. Therefore the condition on s above is
equivalent to v2(s) ∈ Jϕ1K \ img(v1).
Because R is a simulation, there is a transition (θ2Bp2, v2) a−→ (θ2Bq2, v2)
in CLTS(N(S2)). This transition must be instance of some θ2Bp2
ϕ1/s
=
−−−−→
θ2 B q2 ∈ N(∆2). This is the required simulating transition. In fact, we
have ((θ1[r 7→ ϕ1]B q1, v1[r 7→ a]), (θ2 B q2, v2)) ∈ R, which implies
(θ1 B q1, θ2 B q2, v1[r 7→ a] ./ v2) ∈ R′
Notice that v1[r 7→ a] ./ v2 = σ[r 7→ s] follows from the assumption
σ = v1 ./ v2, and from v1[r 7→ a](r) = v2(s).
(b) a /∈ img(v2). Then the transition above must be an instance of θ2 B
p2
ϕ1/s
•
−−−−→ θ2[r 7→ ϕ1]B q2. The argument proceeds similarly as the point
above.
uunionsq
Proof (of Proposition 6).
Suppose S is not deterministic, then there is a reachable configuration (p, v)
in CLTS(S) and two transitions (p, v)
a−→ (q1, v1) and (p, v) a−→ (q2, v2), with
(q1, v1) 6= (q2, v2). By Proposition 4, these transitions exist if an only if there are
two transitions (θBp, v) a−→ (θ1Bq1, v1), (θBp, v) a−→ (θ2Bq2, v2) in CLTS(N(S))
i.e., if and only if N(S) is not deterministic. uunionsq
B Additional results
Proposition 7. Given a deterministic single-valued SRA S, let pred : Q× (R ∪
{•})→ Ψ be the function
pred(p, x) =

∨{ϕ | p ϕ/x−−→ q ∈ ∆} x ∈ R∨{ϕ | p ϕ/r•−−−→ q ∈ ∆} x = •
where
∨ ∅ = ⊥. Let S′ = (R,Q ∪ {sink}, q0, v0, , F,∆′) be given by
∆′ = ∆ ∪∆¬ ∪∆sink
∆¬ =
⋃
p∈Q
{p ¬pred(p,r)/r−−−−−−−−→ sink | r ∈ R} ∪ {p ¬pred(p,•)/r˜
•
−−−−−−−−→ sink}
∆sink = {sink >/r−−→ sink | r ∈ R} ∪ {sink >/r˜
•
−−−→ sink}
where r˜ ∈ R is a chosen register. Then S′ is complete and deterministic, and
L (S′) = L (S).
Proof. We first show that S′ is complete, i.e, that for any configuration (p, v) of
S′ and any a ∈ D there is a transition (p, v) a−→ (q, w) in CLTS(S′). This is clearly
true for p = sink, as its outgoing transitions can read anything. If p 6= sink, then
either there is r ∈ R such that v(r) =, or a /∈ img(v). In the first case, either
a ∈ Jpred(p, r)K, and so a transition in ∆ can read it, or a ∈ ¬Jpred(p, r)K, and
so a transition in ∆¬ can read it. The case a /∈ img(v) is analogous.
Notice that this case analysis also tells us that the transitions in ∆, ∆¬ and
∆sink are mutually exclusive, from which determinism follows.
The last claim L (S) = L (S′) follows from the fact that all the additional
transitions of S′ go to sink, which is non-accepting. uunionsq
