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XML Extensible Markup Language Razsˇirljivi oznacˇevalni jezik
HTML Hyper Text Markup Language Jezik za oznacˇevanje nadbese-
dila
CSS Cascading Style Sheets predloge, ki dolocˇajo izgled
spletnih strani




HTTP Hyper Text Transfer Protocol Protokol za prenos nadbesedila
CLI Command Line Interface Znakovni uporabniˇski vmesnik
IDE Integrated Development Sy-
stem
Vgrajen razvojni sistem
SQL Structured Query Language Strukturiran povprasˇevalni je-
zik
JSON JavaScript Object Notation Notacija objektov JavaScript
JDK Java Development Kit Java razvojni komplet
SDK Software Development Kit Programski razvojni komplet
URL Uniform Resource Locator Enolicˇni lokator vira

Povzetek
Naslov: Izdelava mobilne aplikacije za vodenje manjˇse delovne skupine
Avtor: Luka Bracˇun
Namen diplomske naloge je izdelava mobilne aplikacije za vodenje manjˇsih de-
lovnih skupin na podlagi zˇe obstojecˇe spletne aplikacije. Aplikacija je na voljo
za naprave z operacijskim sistemom Android in iOS. Uporabniku omogocˇa
enostavno analizo zasedenosti zaposlenih. Omogocˇa pregled dela na posame-
znih projektih in pregled zasedenosti posameznikov s projekti. Glavni namen
mobilne aplikacije je enostavno vnasˇanje evidence dela po projektih za upo-
rabnike, saj je ta del preko spletne aplikacije lahko zamuden. V diplomski
nalogi primerjam skupine tehnologij za izdelavo mobilnih aplikacij. Za izde-
lavo mobilne aplikacije uporabim nacˇin sprotno zgrajene aplikacije in sicer
orodja NativeScript, ki ga tudi podrobneje opiˇsem. Nato predstavim potek
razvoja aplikacije in ugotovitve glede uporabniˇske izkusˇnje.
Kljucˇne besede: aplikacija za vodenje podjetij, mobilna aplikacija, Native-
Script, Angular, sprotno zgrajena aplikacija.

Abstract
Title: Creating a mobile application for managing a small work group
Author: Luka Bracˇun
The purpose of this diploma is developing a mobile application for managing
small work groups, which will be designed as a mobile view of an already
existing web application. The application is available for Android and iOS
devices. The application allows the user to easily analyse the occupancy of
employees. It provides an overview of work on individual projects and project
occupation of individuals. The main purpose of the mobile application is the
easy entry of work report data for users, which can be time consuming in a
web application. In the diploma I compare available technology groups for
developing mobile applications. For my application I use just in time com-
piled application technology. I use and describe NativeScript development
tool. Then I describe the process of developing my application and findings
about user experience.
Keywords: application for bussiness managment, mobile application, Na-




Kljub obstoju sˇtevilnih spletnih orodij za vodenje podjetij in projektov,
vecˇina manjˇsih podjetij za ta namen uporablja orodja za urejanje besedila in
tabele. V nasˇem podjetju smo namesto teh zˇeleli uporabljati namensko apli-
kacijo. Ker nismo nasˇli aplikacije, ki bi bila hitra in enostavna za uporabo in
zraven imela vse potrebne funkcije, smo se odlocˇili za razvoj lastne aplikacije.
Razvili smo spletno aplikacijo, namenjeno predvsem nacˇrtovanju projektov.
Aplikacija je namenjena tudi vnasˇanju opravljenih ur po projektih, za eno-
staven vpogled dela v preteklosti. Ker smo ugotovili, da je za vnasˇanje ur na
spletni aplikaciji potrebnih prevecˇ korakov, smo se odlocˇili za razvoj mobilne
aplikacije, katere primaren namen je vnasˇanje ur.
V diplomskem delu se osredotocˇim na razvoj mobilne aplikacije. V nada-
ljevanju sledi primerjava podobnih aplikacij in opis nasˇe aplikacije. V cˇetrtem
poglavju primerjam glavne skupine tehnologij za razvoj mobilnih aplikacij.
Sam se odlocˇim za uporabo nacˇina sprotno zgrajene aplikacije in sicer orodja
NativeScript, ki ga podrobneje opiˇsem v petem poglavju. Na koncu predsta-






Na trgu je na voljo veliko aplikacij za vodenje podjetij in nacˇrtovanje projek-
tov. Kljub temu veliko manjˇsih podjetij za vodenje kadra uporablja Excelove
tabele. V podjetju smo preizkusili nekaj aplikacij, ki so se nam na prvi pogled
zdele uporabne.
2.1 Teamweek
Teamweek je aplikacija, ki je bila navdih za nasˇo aplikacijo, saj tudi ta upo-
rablja pogled, podoben Excelovim tabelam. Omogocˇa pregled projektov po
uporabnikih - Slika 2.1. Projekti so razdeljeni na manjˇse naloge, ki jim lahko
dolocˇimo ime, predvideno sˇtevilo ur na dan, odgovorno osebo, datum in uro
zacˇetka in konca ter opombe.
Ob preizkusu uporabe aplikacije Teamweek v podjetju smo ugotovili, da
aplikacija ponuja prevecˇ funkcij in je zato naporna za uporabo. Ponuja tudi
uporabo mobilne aplikacije, katera enako kot spletna aplikacija ponuja pre-
gled po dnevih. Vnos projektov preko aplikacije se je za zaposlene izkazal kot
dolgotrajen postopek. Zato smo se odlocˇili, da bomo razvili svojo aplikacijo.
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Slika 2.1: Teamweek - pregled po nalogah [5]
Slika 2.2: Obrazec za vnos naloge na Teamweek mobilni aplikaciji ima prevecˇ
vnosnih polj in zato ni hiter in enostaven za uporabo
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2.2 Trello
Trello je aplikacija, namenjena predvsem vodenju projektov. Projekte raz-
deli na naloge - Slika 2.3, katerim se lahko doda prioriteto, stanje in rok.
Tukaj projekti niso razporejeni po cˇasovnici, zato ni mozˇno videti, koliko je
kateri zaposleni sˇe prost. Aplikacija je dobra za vodenje nalog v projektu,
ne pa toliko za razporejanje nalog po dnevih. Mobilna aplikacija prikazuje
enak pogled kot spletna aplikacija, z vnosom nalog, prilagojenim za mobilne
naprave.




Ker nismo nasˇli resˇitve, ki bi nam bila vsˇecˇ, smo se lotili izdelave lastne
aplikacije za vodenje ekipe in projektov. Z delom na zaledni aplikaciji sem
zacˇel avgusta 2018, na spletni aplikaciji pa oktobra 2018.
Aplikacija se najprej deli na organizacije. Vsaka organizacija vsebuje upo-
rabnike, projekte in prosˇnje. Tako je lahko uporabnik z istim uporabniˇskim
racˇunom cˇlan vecˇ organizacij. Uporabniki se delijo na administratorje in na-
vadne uporabnike. Administratorji lahko vnasˇajo podatke za vse uporabnike,
navadni uporabniki pa samo zase. Projekti so razdeljeni na naloge, ki imajo
dolocˇen datum zacˇetka in konca in sˇtevilo ur. Opcijsko jim je mozˇno dolocˇiti
tudi prioriteto in opis. Vsak projekt ima dolocˇeno ime in barvo projekta ter
po potrebi tudi sliko. Uporabniki lahko ustvarjajo prosˇnje za dopust, delo
od doma in bolniˇsko odsotnost, ki jih vnaprej dolocˇena oseba lahko sprejme
oz. zavrne.
3.1 Zaledna aplikacija
Zaledna aplikacija je narejena z ogrodjem NestJS[4]. NestJS je ogrodje
za gradnjo nadgradljivih (angl. scalable) Node.js zalednih aplikacij. V
ozadju uporablja knjizˇnico Express, zato je NestJS kompatibilen z vsemi
knjizˇnicami, ki so napisane za Express. Nad Expressom je ustvarjena ab-
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straktna plast za poenostavljeno uporabo knjizˇnice, omogocˇa pa tudi direkten
dostop do knjizˇnice, za vse ostale funkcionalnosti. Kot navdih za nastanek
NestJS je bil Angular (5.2), zato se tudi NestJS deli na module. Podobno
kot se moduli pri Angularju delijo na komponente in servise, se pri NestJS
delijo na kontrolerje in servise. V kontrolerjih izpostavimo HTTP klice in jih
usmerimo v servise, v katerih se izvede nadaljna logika.
Za podatkovno bazo aplikacija uporablja MongoDB. MongoDB je doku-
mentno orientirana podatkovna baza, kar pomeni, da namesto shranjevanja
podatkov v tabelah kot pri SQL bazah shranjuje podatke v dokumentih,
podobnih JSON dokumentom. Dokumenti so locˇeni v kolekcije (angl. collec-
tions). Trenutna aplikacija vsebuje devet razlicˇnih kolekcij.
3.2 Spletna aplikacija
Spletna aplikacija je narejena z ogrodjem Angular (5.2). Poleg zaslona za
prijavo in registracijo je sestavljena iz naslednjih zaslonov:
• Pregled uporabnikov po projektu
Omogocˇa izbiro projekta in pregled dela vseh, ki sodelujejo na projektu,
kot prikazuje slika 3.1. Poleg izbire projektov vsebuje tudi gumba Free
view in Busy view, ki omogocˇata pregled zasedenosti vseh uporabnikov
na enem zaslonu. Pogleda sta si med sabo nasprotna. Prvi prikazuje,
koliko so uporabniki sˇe prosti, drugi pa, koliko so zˇe zasedeni.
Spodaj levo se nahaja zeleni gumb, ki je na voljo samo uporabnikom
tipa administrator. Ob kliku nanj se odpre okno, kjer lahko admini-
strator izbere uporabnike, ki delajo na izbranem projektu.
• Pregled projektov po uporabniku
Omogocˇa izbiro uporabnika in pregled njegovega dela po vseh njegovih
projektih, kot prikazuje slika 3.2. V prvi vrstici se nahaja sesˇtevek vseh
ur, ki so vnesˇene po projektih.
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Tako kot na prejˇsnjem pogledu se tudi tukaj nahaja zeleni gumb. Ob
kliku nanj se tudi tukaj odpre okno, kjer lahko administrator izbere
projekte, na katerih dela izbran uporabnik.
• Nastavitve
Ta zaslon je na voljo samo uporabnikom tipa administrator. Omogocˇa
spreminjanje nastavitev organizacije in spreminjanje nastavitev za vsa-
kega izmed ostalih uporabnikov.
Slika 3.1: Pregled uporabnikov po projektu
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Slika 3.2: Pregled projektov po uporabniku
Poglavje 4
Primerjava tehnologij za razvoj
mobilnih aplikacij
Za razvoj mobilnih aplikacij so na voljo sˇtiri tehnologije - nativna (angl.
native), hibridna (angl. hybrid), navzkrizˇno zgrajena (angl. cross compiled)
in sprotno zgrajena (angl. just-in-time compiled). Pri nativni tehnologiji se
aplikacijo razvije za vsako platformo posebej, pri ostalih pa se uporabi isto
kodo za razvoj na obeh platformah.
V primeru enostavnih spletnih aplikacij, mobilne aplikacije ne potrebu-
jemo, saj lahko taksˇno spletno stran preoblikujemo v progresivno spletno
aplikacijo (angl. progressive web application). To pomeni, da je spletna apli-
kacija prijazna za uporabo na mobilnih napravah. Cˇe bi tako zˇeleli preobli-
kovati zahtevnejˇso spletno aplikacijo, bi zelo verjetno priˇslo do suboptimalne
uporabniˇske izkusˇnje na obeh platformah. V taksˇnih primerih se moramo
najprej odlocˇiti, katero tehnologijo bomo uporabili.
4.1 Nativna aplikacija
Nativne aplikacije so najbolj razsˇirjen tip aplikacije. Zgrajene so za vsako
platformo posebej in za vsako platformo v drugem programskem jeziku. Pri
platformi iOS sta to Objective-C ali Swift, pri Android pa Java ali Kotlin.
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Swift in Kotlin sta bila razvita s ciljem hitrejˇsega razvoja nativnih aplika-
cij. Za njihov razvoj se uporablja tudi za vsako platformo specificˇen IDE,
Xcode za iOS in AndroidStudio za Android. Uporabniˇski vmesnik lahko gra-
dimo s pomocˇjo graficˇnih orodij ali s spreminjanjem datotek XML. Nativne
aplikacije omogocˇajo najboljˇso teoreticˇno zmogljivost in dobro dokumentiran
dostop do vseh funkcij naprave. Njihov razvoj je najdrazˇji, saj je potrebno
razviti za vsako platformo svojo aplikacijo.
4.2 Hibridna aplikacija
Hibridna aplikacija je kombinacija nativne in spletne aplikacije. Cˇeprav se
aplikacija namesti enako kot nativna aplikacija, je tehnicˇno gledano sˇe vedno
spletna aplikacija. V aplikaciji, ki jo namestimo, je vgrajen spletni brskal-
nik, ki odpre napisano spletno aplikacijo. Za razliko od cˇistokrvnih spletnih
aplikacij, hibridna aplikacija omogocˇa dostop do nekaterih funkcij naprave,
kot je npr. kamera naprave. Hibridne aplikacije so pocˇasnejˇse od nativ-
nih aplikacij in nacˇeloma ponujajo slabsˇo uporabniˇsko izkusˇnjo od nativnih
aplikacij, saj ne uposˇtevajo platformnega oblikovalskega jezika (angl. design
language). Prednost hibridnih aplikacij sta hitrost in cena razvoja, saj je
potrebno enako znanje, kot pri razvoju spletnih aplikacij. Hibridni nacˇin
izdelave je najbolj primeren za enostavne aplikacije, ki ne zahtevajo veliko
prilagajanja specificˇnim funkcijam naprav. Najbolj znani razvojni orodji,
ki implementirata ta nacˇin razvoja aplikacij, sta Cordova, ki ga je razvilo
podjetje Apache, in Ionic.
4.3 Navzkrizˇno zgrajena aplikacija
Navzkrizˇno zgrajena aplikacija omogocˇa uporabo iste kode za gradnjo aplika-
cij na obeh platformah. Programerjeva koda se tako prevede v za vsako plat-
formo nativno aplikacijo. Za razliko od nativne aplikacije je pri navzkrizˇno
zgrajeni aplikaciji potrebno znanje enega programskega jezika. Omogocˇa
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popoln dostop do funkcij naprave in je po zmogljivosti zelo blizu nativni
aplikaciji. Najbolj znani razvojni orodji, ki implementirata ta nacˇin razvoja,
sta Microsoftov Xamarin in Googlov Flutter.
4.4 Sprotno zgrajena aplikacija
Sprotno zgrajena aplikacija je zelo podobna navzkrizˇno zgrajeni aplikaciji.
Medtem ko se njen uporabniˇski vmesnik zares prevede v uporabniˇski vmesnik
nativne aplikacije, se logika aplikacije izvaja v JavaScript virtualni napravi
(angl. virtual machine). Tako se aplikacija gradi sproti, med izvajanjem
aplikacije. Taksˇna aplikacija ima enak dostop do vseh funkcij kot nativna
aplikacija. JavaScript aplikacija lahko tecˇe najvecˇ na eni procesorski niti
naenkrat, zato ima sprotno zgrajena aplikacija v primerjavi z nativno apli-
kacijo manjˇso teoreticˇno zmogljivost. Najvecˇja prednost pred navzkrizˇno
zgrajenimi aplikacijami je uporaba enakih orodij kot za spletne tehnologije.
Najbolj znani razvojni orodji, ki implementirata ta nacˇin razvoja, sta Face-






NativeScript je relativno novo, odprtokodno razvojno ogrodje za hkratno
izdelavo mobilnih aplikacij na platformah Android in iOS. Razvilo ga je pod-
jetje Telerik, ki je od leta 2014 del podjetja Progress. Prva javno dostopna
verzija je izsˇla maja 2015[3] in je omogocˇala izvajanje logike v program-
skem jeziku JavaScript, za gradnjo uporabniˇskega vmesnika pa je uporabljala
oznacˇevalni jezik XML. Leto kasneje je bila z izidom verzije 2.0 omogocˇena
integracija z ogrodjem Angular (5.2).
5.1.1 Izvajanje kode
Problem pri hkratnem razvoju nativnih aplikacij za platformi Android in iOS
je uporaba razlicˇnih programskih jezikov. Android uporablja programski je-
zik Java, iOS pa Objective-C. NativeScript se izogne temu problemu tako,
da za izvajanje aplikacije uporablja v vsako platformo vgrajeno JavaScript
izvajalno okolje. Pri Androidu je to Googlov V8 [7], ki je bil razvit za Google
Chrome in ga uporablja tudi node.js. Applov iOS pa uporablja JavaScript-
Core, ki ga uporablja tudi brskalnik Safari. Poleg JavaScript kode aplikacijo
15
16 Luka Bracˇun
sestavljata tudi XML in CSS. XML se prevede v za vsako platformo njej
nativne elemente uporabniˇskega vmesnika. Iz CSS datotek se tem elemen-
tom dodajo stili, podobno kot pri HTML aplikaciji. NativeScript CLI zdruzˇi
programerjevo kodo skupaj z NativeScript komponentami, kot je prikazano
na sliki 5.1.
Slika 5.1: Povezano delovanje NativeScript komponent in programerjeve kode
gradi nativno iOS in Android aplikacijo med njenim delovanjem [8]
5.1.2 Glavni moduli
Za komunikacijo med platformno specificˇnimi elementi in programerjevo Ja-
vaScript kodo skrbi Nativescriptov abstraktni sloj modulov. Tako progra-
merju ni potrebno poznati platformno specificˇnega API-ja.
• Application module skrbi za abstrakcijo platformno specificˇnega API-
ja. Omogocˇa upravljanje z zˇivljenjskim ciklom (angl. life cycle) apli-
kacije in lovljenje dogodkov (angl. events).
• Console module preusmeri klice JavaScript konzole v konzolo mo-
bilne naprave. Tako lahko programer izpisuje v konzolo z ukazom con-
sole.log(), enako kot pri spletnih aplikacijah.
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• Application Settings module omogocˇa shranjevanje primitivnih po-
datkovnih tipov v napravo. Podobno kot localstorage pri spletnih apli-
kacijah. Tako se programerjev klic pri izvajanju na platformi Android
preusmeri na komponento SharedPreferences, na platformi iOS pa na
komponento NSUserDefaults.
• Http module omogocˇa posˇiljanje HTTP zahtev tipa get in post. S
temi metodami lahko zahtevamo podatke iz oddaljenega strezˇnika.
• Image Source module omogocˇa nalaganje slik iz naprave v aplikacijo,
kot tudi shranjevanje slik iz aplikacije v napravo.
• Timer module omogocˇa izvajanje delov kode v definiranih cˇasovnih
intervalih ali s cˇasovnim zamikom.
• Trace module je uporaben za razhrosˇcˇevanje aplikacije. Omogocˇa
izpisovanje raznih diagnosticˇnih informacij med izvajanjem aplikacije.
• Image Cache module vsebuje razred Cache, ki skrbi za prenos slik iz
oddaljenih strezˇnikov in predpomnjenje (angl. caching) zˇe prenesenih
slik.
• Connectivity module omogocˇa dostop do podatkov o omrezˇjih, na
katera je naprava prikljucˇena.
• Platform module priskrbi informacije o napravi in njenem operacij-
skem sistemu, kot so model naprave, tip naprave, verzija operacijskega
sistema, jezik naprave, proizvajalec naprave in dimenzije naprave.
• Fps Meter module omogocˇa izpisovanje sˇtevila slicˇic na sekundo med
izvajanjem aplikacije. Tako lahko enostavno najdemo pocˇasnejˇse dele
aplikacije in jih po potrebi izboljˇsamo in pohitrimo.
• File System module poenostavi delo z datotecˇnim sistemom naprave,
kot je na primer branje in pisanje datotek.
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• Gestures module omogocˇa uporabo gest v aplikaciji. Omogocˇa geste,
kot so dotik, dvojni dotik, dolgi dotik in drsenje po zaslonu.
5.1.3 Uporabniˇski vmesnik
Za gradnjo uporabniˇskega vmesnika NativeScript uporablja datoteke XML.
XML datoteka je sestavljena iz postavitvenih elementov (angl. layouts).
Otroci postavitvenih elementov so lahko novi postavitveni elementi ali gra-
dniki (angl. widgets). Postavitveni elementi so skupaj z gradniki prevedeni
v nativni pogled (angl. native view) naprave. Najpogosteje uporabljeni po-
stavitveni elementi so:
• Stack Layout, ki otroke postavlja enega zraven drugega v vrsto ali
stolpec,
• Grid Layout, katerega razdelimo na vrstice in stolpce, ter otroke raz-
poredimo v poljubne celice,
• Absolute Layout, kateri omogocˇa razporeditev otrok glede na razda-
ljo od levega zgornjega kota postavitvenega elementa.
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5.2 Angular
Angular je odprtokodno razvojno ogrodje namenjeno razvoju spletnih aplika-
cij. Prva verzija (2.0) je bila razvita septembra 2016 kot popoln prepis (angl.
rewrite) kode projekta AngularJS pod vodstvom Googla. Za razvijanje apli-
kacij v Angularju se uporablja jezik TypeScript, ki je nadnabor (angl. su-
perset) jezika JavaScript. JavaScript obogati s podatkovnimi tipi, vmesniki,
razredi, generki in enumeratorji. Pred grajenjem aplikacije se TypeScript
prevede (angl. transpile) v JavaScript.
Angular aplikacija se na prvem nivoju deli na module, ki omejijo kontekst
vsebovanih komponent. Ti moduli razdelijo kodo na manjˇse dele, ki delujejo
vsak zase. Vsaka aplikacija ima korenski (angl. root) modul in navadno vsaj
sˇe nekaj funkcijskih (angl. feature) modulov. Vsak modul je naprej razdeljen
na komponente (angl. components), katere definirajo in spreminjajo prikaz.
Vsaka komponenta je sestavljena iz treh datotek:
• TypeScript vsebuje logiko komponente in spreminja podatke, ki jih
komponenta prikazuje. Vsebuje metode, ki se izvajajo ob prejetih do-
godkih iz HTML datoteke.
• HTML je predloga postavitve elementov na zaslonu. S pomocˇjo la-
stnostnih povezav (angl. property binding) vstavi podatke iz Type-
Script datoteke, s pomocˇjo dogodkovnih povezav (angl. event binding)
pa omogocˇa prozˇenje akcij ob uporabnikovi interakciji.
• CSS vsebuje stile, ki jih uporablja HTML datoteka iste komponente.
Komponente uporabljajo servise (angl. services), ki podajo funkcional-
nost, ki ni direktno povezana s prikazom elementov. Servisi so lahko defi-
nirani v korenskem modulu in dostopni vsem komponentam, ali pa v funk-
cijskem modulu in dostopni samo komponentam, ki so definirane v istem
modulu. Cˇe zˇelimo dodeliti dostop do komponente ali servisa tujemu mo-
dulu, moramo v lokalnem modulu izbrane komponente in servise oznacˇiti kot
izvozne in v tujem modulu uvoziti lokalni modul. To omogocˇa enostavno
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organizacijo kode, ki olajˇsa razvoj kompleksnih aplikacij. Omogocˇa tudi po-
novno uporabnost komponent in nalaganje po potrebi (angl. lazy Loading),
tako se zmanjˇsa kolicˇina kode, ki mora biti nalozˇena ob zagonu aplikacije.
Poleg komponent in servisov obstajajo tudi cevi (angl. pipes) in direk-
tive (angl. directives). Cevi omogocˇajo preoblikovanje podatkov tik pred
prikazom v uporabniku prijazen pogled. Vgrajene cevi v Angular omogocˇajo
prikaz datumov, valut, odstotkov in preoblikovanje besedila v velike oziroma
male cˇrke. Direktive omogocˇajo spreminjanje komponent na enak nacˇin kot
komponenta sama. Uporabimo jih, ko zˇelimo neko spremembo uporabiti na
vecˇ mestih v kodi, npr. cˇe zˇelimo vecˇ gumbom dodati animacijo.




Razvoj aplikacije je vecˇinoma potekal na operacijskem sistemu Ubuntu. Za
specificˇne popravke in zagon aplikacije na platformi iOS pa je bil uporabljen
racˇunalnik z operacijskim sistemom MacOS, saj je aplikacijo za iOS mozˇno
poganjati samo iz Applovega operacijskega sistema. Kot urejevalnik kode je
bil uporabljen Microsoftov Visual Studio Code, z vticˇnikom NativeScript, ki
omogocˇi dopolnjevanje kode (angl. code completion).
6.1 Postavitev okolja
Za razvoj Android aplikacij je potrebna namestitev JDK verzije 8 ali vecˇ
in Android SDK, ki ga lahko namestimo z namestitvijo razvojnega orodja
Android Studio. Slednjega kasneje uporabimo tudi za kreiranje virtualnih
naprav in osebnega kljucˇa za nalaganje aplikacij v trgovino Google Play.
Nastaviti moramo tudi dve spremenljivki okolja (angl. environment variable):
JAVA HOME, ki hrani pot do namesˇcˇenega JDK in ANDROID HOME, ki
hrani pot do namesˇcˇenega Android SDK. Za razvoj iOS aplikacij je potrebna
namestitev razvojnega okolja Xcode, Ruby knjizˇnice xcodeproj, upravljalca
knjizˇnic CocoaPods in Python paketa six.
Za namestitev in poganjanje orodja NativeScript potrebujemo namesˇcˇen
nodejs. Nodejs je izvajalno okolje za programski jezik JavaScript, ki tako
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kot izvajalno okolje na Androidu za interpretacijo kode JavaScript uporablja
Googlov V8. NativeScript namestimo z ukazom npm install -g nativescript.
Zastavica -g namesti izbrani paket globalno, ki omogocˇi uporabo ukaza tns
v kateremkoli direktoriju. Sedaj lahko ustvarimo nov NativeScript projekt
z ukazom tns create <ime-projekta> -ng, kjer zastavica -ng projektu doda
knjizˇnice za Angular. Aplikacijo nato pozˇenemo z ukazom tns run android.
Cˇe imamo mobilno napravo povezano z racˇunalnikom, se aplikacija zazˇene
na mobilni napravi, drugacˇe pa na virtualni napravi.
6.2 Struktura projekta
Slika 6.1: Datotecˇna struktura NativeScript projekta
Korenski direktorij NativeScript projekta je prikazan na sliki 6.1. Se-
stavljajo ga pet map in razne datoteke za upravljanje nastavitev uporablje-
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nih orodij. Med temi datotekami je za programerja predvsem pomembna
datoteka package.json, ki definira odvisnosti (angl. dependency) nasˇega
projekta od zunanjih knjizˇnic. Izvorna koda teh knjizˇnic se ob ukazu npm
install prenese v direktorij node_modules. Mapa App_Resources vsebuje
ikone, slike in zagonski zaslon za obe platformi. V mapi hooks se nahajajo
dodatne mape, ki vsebujejo JavaScript datoteke. Te datoteke se izvedejo
glede na to, v kateri mapi se nahajajo, ob procesu gradnje aplikacije. V
mapi platforms se nahajajo za vsako platformo specificˇne datoteke, ki jih
zgenerira NativeScript med gradnjo aplikacije. Mapa, v kateri se dogaja
vecˇina programiranja, je mapa src.
6.2.1 Direktorij src
Slika 6.2: Datotecˇna struktura mape src
Direktorij src oblikuje programer sam. Sestava moje aplikacije je prika-
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zana na sliki 6.2 in vsebuje naslednje elemente:
• Mapa app vsebuje vse gradnike uporabniˇskega vmesnika. V mojem
primeru integracije z ogrodjem Angular to pomeni, da vsebuje vse mo-
dule in komponente.
• Mapa environments vsebuje okoljske spremenljivke, kot je na primer
URL naslov za dostop do zaledne aplikacije.
• Mapa fonts vsebuje uporabljene pisave. NativeScript sam prepozna
pisave, dodane v to mapo, in jih vkljucˇi v zgoraj omenjeno platforms
mapo.
• Mapa guards vsebuje razred AuthGuard, ki ob vsakem zagonu aplika-
cije preveri, cˇe je uporabnik prijavljen v aplikacijo, sicer ga preusmeri
na prijavni zaslon.
• Mapa interceptors vsebuje razred HttpRequestInterceptor, ki pre-
strezˇe vsako HTTP zahtevo in ji v primeru, da je uporabnik prijavljen
v aplikacijo, doda zˇeton, ki vsebuje kodirane informacije o uporabniku.
• Mapa interfaces vsebuje modele objektov, ki jih aplikacija uporablja.
• Mapa resolvers vsebuje razrede, ki pred nalaganjem dolocˇenih zaslo-
nov prenesejo zahtevane podatke iz zaledne aplikacije.
• Mapa services vsebuje servise, ki se pri moji aplikaciji vecˇinoma
uporabljajo za dostop do zaledne aplikacije.
• Mapa store vsebuje razrede, ki hranijo podatke med izvajanjem apli-
kacije. Tako za podatke, ki jih zˇe imamo, ni potrebno ponovno prozˇenje
klicev na zaledno aplikacijo.
• Mapa utils vsebuje pripomocˇke za delo z datumi, ki sem jih implemen-
tiral zˇe pri gradnji spletne aplikacije za resˇevanje tezˇav s premikanjem
ure.
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• Datoteke .scss so stilske datoteke, ki se ob gradnji aplikacije preve-
dejo v datoteke .css. Datoteke s koncˇnico .android.scss NativeScript
samodejno uporabi samo pri gradnji Android aplikacij, tiste s koncˇnico
ios.scss pa pri gradnji iOS aplikacij. Tako imamo lahko na vsaki plat-
formi drugacˇe oblikovan uporabniˇski vmesnik.
• Datoteka main.ts se poklicˇe ob zagonu aplikacije, ter zazˇene korenski
modul aplikacije.
• Datoteka package.json vsebuje nastavitve za obe JavaScript virtu-
alni napravi in pot do zacˇetne datoteke (v mojem primeru main.ts).
6.3 Zasloni
Zasloni aplikacije so vecˇinoma razviti po predlogah, ki jih je naredil obliko-
valec po najnovejˇsih smernicah oblikovanja.[9] V nekaj primerih je priˇslo do
manjˇsega odstopanja od predlog zaradi dolocˇenih izboljˇsav, ki sva jih z vodjo
projekta naknadno dorekla.
6.3.1 Prijava in registracija
Zaslona za prijavo in registracijo uporabnikov sta enaka predlogam na sliki
6.3. Zgrajena sta z uporabo postavitvenega elementa GridLayout, ki v tem
primeru zaslon razdeli na tri vrstice in en stolpec. Prva vrstica vsebuje napis
Teamplay, druga vrstica vsebuje obrazec na sredini zaslona, tretja vrstica pa
zasede prazen prostor na dnu zaslona. Za preverjanje pravilnosti izpolnjenega
obrazca je uporabljen vgrajen Angularjev modul Reactive Forms. S pomocˇjo
tega modula se pri vnosu preveri pravilnost e-naslova ter zadostna dolzˇina
gesla. Ko uporabnik vnese svoj e-naslov, geslo in pritisne gumb Login, se
posˇlje zahtevek na zaledno aplikacijo. Cˇe je odziv zaledne aplikacije pozitiven,
se uporabniku prikazˇe domacˇi zaslon.
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Slika 6.3: Predlogi zaslonov za prijavo in registracijo
6.3.2 Domacˇi zaslon
Na domacˇem zaslonu je priˇslo do prvega odstopanja od predloge. Pri obli-
kovanju predlog je bil miˇsljen osrednji del zaslona kot prostor za kartice, ki
prikazujejo danasˇnji nacˇrt, nacˇrt projektov in razna dodatna obvestila, med
katerimi se premikamo z drsenjem prsta po zaslonu. Ob posvetovanju z vodjo
projekta sva ugotovila, da bi bilo veliko bolj uporabno nadomestiti obvestila
s prikazom uporabnikovih nalog. Namesto premikanja med obvestili pa se
sedaj premikamo po dnevih. Tako lahko uporabnik zˇe na domacˇem zaslonu
aplikacije vpiˇse sˇtevilo ur, ki jih je opravil na vsakem izmed projektov. Za-
radi prostorske stiske na napravah z manjˇsim razmerjem stranic zaslona pa
je bil gumb za dodajanje dela premaknjen iz spodnjega dela zaslona v kar-
tico. Ob dotiku tega gumba se odpre okno, prikazano na sliki 6.5, za izbiro
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projekta. Tukaj uporabnik izbira med projekti, ki mu jih je administrator
vnaprej dolocˇil na spletni aplikaciji. Projekti, za katere je uporabnik zˇe vnesel
sˇtevilo ur, so posivljeni in se jih ne more dotakniti. Ob dotiku enega izmed
ostalih projektov se odpre dodatno okno za izbiro sˇtevila ur. Ko uporabnik
izbere sˇtevilo ur, se vrne nazaj na prvotno stanje zaslona, kjer lahko opazi
spremembe, ki jih je naredil. V primeru, da zˇeli uporabnik spremeniti sˇtevilo
ur na katerem izmed zˇe obstojecˇih vnosov, se dotakne vnosa in se mu odpre
prej omenjeno okno za vnos sˇtevila ur. Cˇe zˇeli uporabnik izbrisati vnos, se
mora dotakniti vnosa za dalj cˇasa (angl. long press), nakar se mu odpre okno
za potrditev izbrisa.
Slika 6.4: Primerjava predloge (levo) in dejanskega zaslona (desno)
Zaradi neskoncˇnega sˇtevila datumov in posledicˇno kartic sem moral im-
plementirati dinamicˇno dodajanje novih kartic. To pomeni, da je pri premi-
kanju v prihodnost oz. preteklost potrebno dodajati vedno nove kartice. Za
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Slika 6.5: Dodajanje porocˇila o delu na projektu.
implementacijo kartic sem uporabil vticˇnik nativescirpt-pager [2], ki v ozadju
uporablja nativne knjizˇnice obeh platform. Ker je vticˇnik zgrajen z namenom
prikazovanja koncˇnega sˇtevila kartic, sem imel z implementacijo dinamicˇnega
dodajanja kartic na zacˇetku nekaj tezˇav. K srecˇi NativeScript omogocˇa nepo-
sreden dostop do nativnih objektov, zato sem lahko ob poglobitvi v izvorno
kodo vticˇnika nasˇel primerne nativne metode, ki sem jih moral poklicati za
dinamicˇno dodajanje novih kartic. Koncˇna implementacija deluje tako, da
so v tabeli vedno natanko tri kartice - predhodna, trenutna in naslednja. Ob
premiku na naslednjo kartico se prva kartica izbriˇse in se na konec tabele
doda nova. Ob premiku na predhodno kartico se zadnja kartica izbriˇse in se
na zacˇetek tabele doda nova.
Poleg kartic so na zaslonu prikazani tudi podatki o trenutnem uporabniku,
sˇtevilo dni do naslednjega praznika, sˇtevilo dni dopusta, ki jih ima uporabnik
Diplomska naloga 29
sˇe na voljo, in gumbi za navigacijo na ostale zaslone. Na spodnjem delu
zaslona se nahajajo gumbi za prosˇnje. Uporabnik lahko zaprosi za dopust,
delo od doma ali bolniˇski stalezˇ. V zgornjem levem kotu se nahaja gumb, ki
odpre stranski meni (angl. side drawer), v zgornjem desnem kotu pa gumb,
ki odpre zaslon s prikazom koledarja.
6.3.3 Koledar
Slika 6.6: Primerjava predloge (levo) in dejanskega zaslona (desno)
Pri izdelavi zaslona s koledarjem ni priˇslo do vecˇjega odstopanja od obli-
kovalcˇeve predloge. Najdemo lahko dve manjˇsi razliki. Namesto projektov,
ki se raztezajo cˇez vecˇ dni, so prikazani za vsak dan posebej, saj jih upo-
rabniki tako tudi vnasˇajo. Na vsakem elementu je napisano sˇtevilo ur, ki
jih element predstavlja. Ime projekta, kateremu element pripada, spoznamo
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po barvi elementa in legendi barv projektov na dnu zaslona, med katerimi se
lahko pomikamo z vodoravnim drsenjem. Ob kliku na katerikoli dan se odpre
okno, podobno tistemu na domacˇem zaslonu, kjer lahko dodajamo in urejamo
opravljene naloge. Druga razlika so zmanjˇsane razdalje okoli elementov, saj
moramo predvsem na manjˇsih napravah stisniti veliko elementov na majhen
prostor.
Med meseci se lahko premikamo z drsenjem po zaslonu ali z dotikom
pusˇcˇic ob imenu meseca. Tako kot pri karticah na domacˇem zaslonu je tudi
tukaj neskoncˇno sˇtevilo mesecev. Najprej sem za implementacijo uporabil
enak algoritem kot za kartice na domacˇem zaslonu. Zaradi velikega sˇtevila
elementov na vsaki kartici se je ta metoda izkazala slabsˇe kot na domacˇem
zaslonu. Med nalaganjem nove kartice je proces izrisovanja na zaslon zasedel
prevelik del procesorske niti in zato animacija premikajocˇe se kartice ni lepo
tekla.
Vticˇnik omogocˇa funkcijo nalaganja kartic po potrebi (angl. lazy loading).
To pomeni, da se elementi na zaslonu izriˇsejo, sˇele tik preden bodo na vrsti
za prikaz, in je hitrost nalaganja kartic neodvisna od sˇtevila mesecev, ki so
shranjeni v tabeli. Zato sem se odlocˇil, da v tabelo nalozˇim vse mesece od leta
2010 do leta 2050, saj bo to zadostovalo za vse funkcije uporabe aplikacije.
Sedaj med premikanjem med meseci skrbim samo sˇe za osvezˇevanje podatkov.
To sem implementiral tako, da ima aplikacija vedno na voljo podatke vsaj sˇe
za dva mesece okoli prikazanega.
6.3.4 Zasloni za prosˇnje
Aplikacija vsebuje tri zaslone za prosˇnje, ki so sestavljeni iz istih komponent.
Ko na domacˇem zaslonu kliknemo enega izmed gumbov za prosˇnje, se poda-
tek o tem, za kaksˇno vrsto prosˇnje gre, posˇlje kot parameter v naslovu URL.
Prva stran komponente je sestavljena podobno kot zaslon s koledarjem. Tudi
tukaj je uporabljeno veliko ampak koncˇno sˇtevilo mesecev v kombinaciji z na-
laganjem po potrebi. Z zeleno barvo so oznacˇene zˇe odobrene prosˇnje, kot
je prikazano na sliki 6.7. Cˇe zˇelimo dodati novo prosˇnjo, izberemo datum
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Slika 6.7: Koledar in potrditveno okno zaslona za prosˇnje
oziroma razpon datumov, tako da se dotaknemo enega oziroma dveh datu-
mov. Datuma, katerih smo se dotaknili, se obarvata temno modro, razpon
med njima pa svetlo modro. Cˇe zˇelimo potrditi izbiro, se dotaknemo gumba
za dodajanje prosˇnje desno spodaj. To nas pripelje do potrditvenega okna,
kjer lahko dodatno preverimo izbiro datumov. V primeru prosˇnje dopustov
imamo prikazano sˇtevilo dni, ki so nam sˇe na voljo.
6.3.5 Stranski meni
Stranski meni lahko odpremo s klikom na ikono za meni na zacˇetnem zaslonu,
ali cˇe podrsamo iz levega roba proti sredini zaslona. Zgoraj se nahaja seznam
organizacij, v katerih je uporabnik registriran in lahko z dotikom med njimi
preklaplja. Sledi kartica z uporabnikovimi podatki, ki jih lahko z dotikom
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ureja ali nalozˇi novo profilno sliko. Cˇe uporabnik ne nalozˇi profilne slike, se
zgenerira slika z njegovimi zacˇetnicami, kot je prikazano na sliki 6.8. Spodaj
najdemo sˇe gumbe za prijavo hrosˇcˇev, ogled strani o aplikaciji in gumb za
odjavo uporabnika.
Slika 6.8: Stranski meni aplikacije
Poglavje 7
Ugotovitve
Za programerja, ki se je zˇe srecˇal z razvojem spletnih aplikacij, je razvoj mo-
bilnih aplikacij z ogrodjem NativeScript dovolj enostavno. Zame je najvecˇja
prednost ogrodja NativeScript hitrost gradnje enostavnega uporabniˇskega
vmesnika, saj ponuja odlicˇen nabor postavitvenih elementov. Cˇe pa zˇelimo
narediti uporabniˇski vmesnik, ki uporablja zahtevnejˇse elemente, hitro nale-
timo na tezˇave s hitrostjo aplikacije. Sam sem imel najvecˇ tezˇav pri gradnji
drsnih kartic na zaslonu s koledarjem. Zaradi velikega sˇtevila elementov
na vsaki izmed kartic je aplikacija ob premikanju med karticami delovala
prepocˇasi. Najvecˇji del razvoja sem tako porabil prav za ta zaslon. Uspelo
mi je dosecˇi zadovoljivo hitrost na novejˇsi generaciji mobilnih naprav. Pri
starejˇsih generacijah je na tem zaslonu aplikacija sˇe vedno prepocˇasna. Za po-
hitritev tega zaslona bo v prihodnosti najverjetneje potrebno zgraditi ta za-
slon v nativni kodi vsake platforme in ga vkljucˇiti v NativeScript kot vticˇnik.
Z ogrodjem NativeScript je vkljucˇevanje nativne kode odlicˇno podprto, kar
je tudi ena izmed prednosti ogrodja.
7.1 Uporabniˇska izkusˇnja
Glavni cilj te mobilne aplikacije je bil poenostavitev vnasˇanja delovnih ur.
Da bi izvedel, ali je bil cilj dosezˇen, sem sestavil vprasˇalnik, na katerega je
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odgovorilo pet sodelavcev v podjetju. Vprasˇalnik je vseboval sˇtiri vprasˇanja
z odgovori na lestvici od 1 do 5, kjer 1 pomeni sploh se ne strinjam, 5 pa
pomeni se popolnoma strinjam. Pri vsakem vprasˇanju je bilo mogocˇe tudi
podati predlog za izboljˇsavo.
1. Uporaba aplikacije je enostavna, jasna in razumljiva.





2. Postavitev funkcij aplikacije je smiselna.






3. Vpisovanje sˇtevila ur na projektih je mogocˇe opraviti z dovolj
majhnim sˇtevilom korakov in je enostavno.





4. To aplikacijo bi v prihodnosti zˇelel uporabljati.





Pet odgovorov je sicer majhno sˇtevilo in ne ponuja statisticˇnega zakljucˇka,
vendar pa mi je to sluzˇilo kot okvirna ocena, ali sem aplikacijo razvijal v pra-
vilni smeri. Na podlagi prevladujocˇe pozitivnega odziva uporabnikov skle-
pam, da je aplikacija dovolj enostavna za uporabo. Pri postavitvi funkcij
aplikacije sem dobil komentar, da bi bilo morda bolje na domacˇem zaslonu
namesto diskretnega premikanja po dnevih imeti cˇasovno os z vpisanimi pro-
jekti, podobno kot na spletni aplikaciji. Ta funkcionalnost bo v prihodnosti
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na voljo ob rotaciji mobilne naprave v vodoravni pogled, saj bo tako vecˇ
prostora za cˇasovno os.
Zadnji dve vprasˇanji sta najbolj pomembni, saj podata odgovor na to,
ali smo uspesˇno dosegli na zacˇetku zastavljene cilje. Dodajanje delovnih ur
je po odprtju aplikacije mogocˇe s samo dvema dotikoma, kar mislim, da je
dovolj enostavno in hitro za uporabnike.
Glede na rezultate vprasˇalnika menim, da je zacˇetni cilj aplikacije dovolj
dobro dosezˇen. Zaradi enostavnosti in hitrosti uporabe je aplikacija neko-
liko funkcionalno omejena. Aplikacija se bo v prihodnje sˇe razvijala, najprej
imam namen implementirati zgoraj naveden predlog, nato pa se bodo pocˇasi
dodajale nove funkcionalnosti, kot so npr. obvestila in narocˇnine. Ko bo
aplikacija v produkciji, se bomo sproti prilagajali zˇeljam narocˇnikov in im-
plementirali dodatne funkcionalnosti.
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