Abstract. Previous research on closed-source software found that highly coupled software modules were more defect prone, which makes it important to understand the e ect of coupling on defect proneness in open-source software (OSS) projects. For this purpose, we used Cox proportional hazards modeling with recurrent events. We found that the e ect of coupling was significant, and we quantified this e ect on defect proneness.
Introduction
Coupling is the degree to which a program element is related to or interacts with other program elements. The higher the average coupling of elements in software, the more complex and defect prone it is considered to be [7] . The previous research on closed-source software has shown that highly coupled software modules are more defect prone compared to less coupled ones [2, 5] . Therefore, it is important to build statistical models to understand the relationship between coupling and defect-proneness in OSS.
However, the evolutionary aspects of OSS development processes require specialized modeling techniques. The structural characteristics of OSS modules (e.g., coupling) can change in the post-release period. Making the situation even more complicated, new modules can be added or some modules might be removed from a system shortly after measurement time. The traditional approaches to quality modeling, which measure specific system snapshots and relate them to future defect counts, cannot accommodate these special characteristics of OSS.
The main research contribution of this study is to develop and evaluate a statistical model in order to understand the e ect of coupling on defect proneness while taking the dynamic aspects of OSS development into account. For this purpose, we adopted Cox proportional hazards modeling with recurrent events.
In the rest of the paper, we first explain our modeling approach and the data used in the study. Then, we present our modeling results. Finally, we discuss the implications of this work and conclude the paper.
Cox Proportional Hazards Model for Recurrent Events
Cox proportional hazards model [3] (henceforth Cox model ) has become the most common technique used for various time-to-event analysis purposes in many fields [4, 8] . Cox model is connected to the counting process and Martingale theory [1] , which makes it suitable for recurrent events. In recurrent event modeling, an event of interest is observed for a subject multiple times during a follow-up period [4] .
In our study, each defect fix made to a class was considered an event. Being more defect prone meant having a higher risk of having events. We had a single time-dependent covariate, Coupling Between Objects (CBO), denoted by x(t) below. CBO for a class C is defined as the number of methods and instance variables of other classes used by C.
We specify the hazard function, which is the instantaneous risk of an event for class i at time t, as:
is the coe⇤cient for x i (t) and ⇥ 0 is an unspecified non-negative function of time called the baseline hazard function. It is the instantaneous hazard of having an event without any covariate e ect, when = 0.
Cox model is semi-parametric because it does not explicitly describe a baseline hazard function. It is proportional because the hazard ratio for two subjects would only depend on the di erences in their covariate values. If one writes the right side of the Equation 1 for two subjects, say classes j and k, and takes their ratio, the result should be e
, which is the instantaneous relative risk. Note that should remain constant over time. This is an important assumption of any Cox model, known as proportional hazards assumption. We checked this assumption for our model (see Section 4) . The details of the Cox model, such as the estimation of , can be found in [4, 8] .
3 Data for Recurrent Event Modeling Table 1 presents hypothetical data for demonstration purposes. The subjects are classes, and the events of interest here are defect fixes. Each new class introduced to the system during an observation period is followed up until the observation period ends or until the class is deleted. Modifications made during the followup time are entered as observations, which correspond to the rows in Table 1 . Each modification creates a new observation with a (start, end] time interval, where start is a time infinitesimally greater than the modification time; end is either the time of the next modification, or the end of the observation period, or the time of deletion, whichever comes first. The open bracket on the left and the closed bracket on the right mean that at any end time t, the observation that has t in its end column should be used in the internal computations of the Cox model. For example, for t = 50, the third row should be used. Open and closed brackets enable us to model non-overlapping observations. They carry no meaning about the timings of other data items, which are explained below. When a class is added to the system, a new observation is entered with start = 0. The event cell is set to 1 if an event (defect fix) takes place at the time represented by end, or 0 otherwise. A class deletion is handled easily by entering a final observation whose event is set to 1 if the class is deleted for corrective maintenance, or 0 otherwise. CBO is a time-dependent covariate and its column carries the coupling measurements of the class at start. Its value may change during successive observations but can remain constant like a fixed covariate too. The state column in Table 1 is used to create a conditional Cox model. For any class, state is initially set to 0, and it becomes 1 after the class experiences an event, and always remains at 1 thereafter. We developed Perl scripts to extract data from the CVS (Concurrent Versions System) of the Mozilla project between May 29, 2002 (with the release of Mozilla 1.0) and Feb 22, 2006, which was the observation period of our study. We obtained a complete measurement history of every single C++ class introduced to Mozilla during this observation period. The start and end times were computed in minutes based on the time tags of the CVS commits. The event data were obtained by automatically parsing the log portions of CVS commits and searching for the words 'defect', 'fix', and 'bug' in a non-case-sensitive manner to detect corrective changes. Our manual examination of 100 randomly collected CVS logs showed that the accuracy of the automated approach was 98%. Once a CVS commit was classified as a corrective change, the e ected classes were determined with their most recent observations. The event field of those observations was set to 1. At the end, we obtained 15,545 observations that belonged to 4,089 classes.
Modeling and Results
The resulting conditional Cox model is shown in Figure 1 . The model shows that CBO is highly significant with a very large z-statistic and a zero p value when entered using log transformation. This functional form of CBO was determined by inspecting the plots obtained by using the Poisson approximation [8] . The entire model is also very significant as shown by the Likelihood ratio, Wald, score, and robust score tests. Both normal and robust estimates show this significance. The coe⇤cient for the log1p(CBO) 1 is 0.661, and its standard error estimate is 0.0117. The robust sandwich estimate of the standard error, which takes the intra-subject correlation into account, is 0.0297. Both of these standard error estimates are small, therefore, we can safely useˆ = 0.661. There was no interaction between log CBO and time (p = 0.93). Therefore, the proportional hazards assumption of the Cox model was satisfied. An Arjas plot between the cumulative expected and cumulative actual number of events was drawn to see the overall fitness of the model. This plot closely followed the 45 o line, which showed good fitness. We also looked at the correlations between the expected and actual events. The Spearman's correlation was 0.77 and the Somer's D xy rank correlation was 0.72. As a result, the model shown in Figure  1 has passed all the tests for a good fitting model.
Implications
The model in Figure 1 indicates that one unit of increase in the natural log of coupling caused Mozilla classes to experience a defect fix at a rate 94% higher. Our results have important implications considered the recent findings about the coupling in some OSS products.
Schach and O utt [6] found that the degree of common coupling in the Linux kernel posed risks to the first release, and this situation deteriorated during the successive releases of this kernel. Yu et al. [9] performed a categorization of common coupling within kernel-based software and applied this categorization to the Linux kernel. They argued that without preventive actions, the maintainability of the Linux kernel would continue to be problematic. In a comparison of coupling in di erent OSS products, Yu et al. [10] found that the Linux kernel compared unfavorably with respect to three BSD kernels, namely, FreeBSD, NetBSD, and OpenBSD.
The above findings combined with our results show that OSS developers can take some preventive actions to improve quality. First, the quality assurance activities, such as inspections and testing, can be focused on highly coupled modules. Second, restructuring OSS software to reduce coupling can also improve quality in the long run.
Conclusion
The dynamic nature of OSS development requires a dynamic modeling approach to understand the relationship between coupling and defect proneness well. The traditional approaches that measure systems snapshots and count future defects cannot accommodate changing measures, added modules, deleted modules, etc.
Our modeling results showed that coupling has a significant e ect on defectproneness. Therefore, coupling should be monitored and managed in OSS projects to produce reliable and maintainable OSS products. The modeling approach explained here can be tightly integrated into an evolutionary OSS development in a seamless manner and can be used at any time while building models. The capabilities of the existing OSS tools can be easily combined for this purpose.
As the future work, we plan to collect data from additional OSS products and projects to generalize the identified relationship between coupling and defect proneness across a set of di erent OSS products.
