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vii. Abstract 
This report will show the development of a Delta Parallel robot, to aid in teaching the basics of 
robotic motion programming. The platform developed will be created at a fraction of the cost of 
conventional commercial training systems. This report will therefore show the development 
procedure as well as the development of some of the example training material. The system will use 
wireless serial data communication in the form of a Bluetooth connection. This connection will allow 
an Android tablet, functioning as the human-machine interface (HMI) for the system, to 
communicate with the motion controller. The motion controller is based in the C environment. This 
will allow future development of the machine, and allow the system to be used on an integral level, 
should the trainers require an in depth approach. The motion control software will be implemented 
on a RoBoard, a development board specifically designed for low- to mid-range robotics. The 
conclusion of this report will show an example task being completed on the training platform. This 
will demonstrate some of the basic robotic motion programming aspects which include point to 
point, linear, and circular motion types but will also include setting and resetting outputs. 
Performance parameters such as repeatability and reproducibility are important, as it will indirectly 
show the level of ease with which the system can be manipulated from the software. Finally, the 
results will be briefly discussed and some recommendations for improvements on the training 
system and suggestions for future development will be given. 
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1. Introduction 
This chapter provides a brief outline of the study and motivation for the project. The introduction 
will discuss all objectives, provide brief system specifications and will conclude by providing an 
overview of the remaining chapters in the study. 
1.1. Motivation 
Robotics form a large part of automation, as it provides a way for menial or repetitive tasks to be 
completed with a high level of accuracy and repeatability (Ghosal, 2006). As such, for an engineer 
who is interested in automation, it is important to have a basic understanding of industrial robotics. 
It is beneficial that this understanding be achieved at an early level of tertiary education. Therefore, 
a tool to teach the basic concepts of industrial robotic motion programming must be considered. 
There is a need for exposure to industrial robotics in a classroom environment. Furthermore, to 
make the technology to achieve this goal financially accessible to technical high schools, Further 
Educational Training Colleges and Universities with budgetary constraints. It was discovered that the 
exposure to practical equipment in a teaching environment, especially at a younger age, is of greater 
benefit than abstract knowledge alone (Barak & Zadok, 2009). The development of a robotic 
platform to use as a training tool is thus beneficial, not only to students of a younger age, but also to 
students who do not develop as quickly as those that have an understanding of the abstract 
knowledge. Therefore the “learning-by-doing” approach will be tested in this case, as the platform 
will provide an inexpensive solution for training institutions (Jara et al., 2011) as opposed to 
procuring high-priced training equipment that could cost in excess of R100 000. 
Inexpensive teaching platforms rarely, if ever include, enough aspects to effectively teach the basic 
concepts of industrial robotics motion programming. Therefore, training software and platforms that 
include all the required aspects are too expensive for most developing institutions to afford. It is 
dangerous to have students exposed to heavy-duty industrial robots in a small area, therefore, a 
smaller, safer platform must be developed that teaches some of the basic concepts which are 
common to most robotic controllers used in industry. This will allow educators to teach the subject 
to a larger group than is recommended by most robotics trainers. Robotics trainers have an 
unwritten rule that the largest group of students per industrial robot should be 5. This is considered 
the maximum safe number of learners to have in proximity to an industrial robot during training. The 
controller will be designed to emulate teaching pendant designs from both KUKA and Fanuc. 
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1.2. Objectives and Specification 
The platform design for consideration will be selected in such a way that it is easy to maintain with 
fewer moving parts. The educational purpose of the platform will be threefold. Firstly, the platform 
will be used to teach the basics of robotic controller motion programming. Secondly, the platform 
can be used as a demonstration model to allow students to practically visualise robot kinematics. 
This will ease a kinematic model approach to other mechanical platforms, not only robotics. Lastly, 
the platform will use open source applications where possible, to allow for further expansion and 
development both mechanically and in software developments. 
The further development of the platform can form part of classes or be completely separate for use 
as an honours level project. Examples will be discussed by the conclusion of this document. 
The platform is designed with an Android open source application development environment that 
will be wirelessly connected to the motion controller via Bluetooth. This permits further 
development in the application of open source or mobile applications in industrial monitoring or 
control. Bluetooth has been selected as it provides the users with a serial link protocol for use, as 
serial communication is simple (Huang, 2005). It is also selected as there are many industrial 
developments using wireless data communication techniques, which allow integration into larger 
cells or systems. This enables concurrent communication without cumbersome wiring, thus creating 
a central point of communication that also permits further expansion of work cells (Williams, 2003). 
1.3. Chapter overview 
1.3.1. Problem statement 
This chapter discusses the main focus and aim of the study in detail. This section includes the 
multiplicity of the study to ensure a Mechatronics component is present. 
1.3.2. Literature review 
 A short history of robotic platforms and the differences between the major platforms are discussed 
in this review. The educational aspect of the training platform will be covered in further detail and a 
method to compile the set of training material will be included. The control techniques and cross 
platform communication is also discussed in this chapter, specifically mentioning the development 
of the Android based platform. 
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1.3.3. Mechanical design 
In this chapter the selection of the platform type and all the mechanical designs pertaining to the 
platform will be discussed. The material selection (where applicable) will be given and a bill of 
materials will be constructed. This chapter will also include the final construction of the project 
along with the physical specifications. Some of the calculations for component selection are included 
in this chapter. 
1.3.4. Kinematics 
The forward and inverse kinematics used for the platform will be discussed in this chapter. As the 
conventional Denavit-Hartenberg convention is not used, the method of obtaining the kinematics 
using geometric manipulation will be shown. The adaptation of the kinematics to the software will 
be discussed, but shown in the software implementation in the chapter entitled Software design. 
1.3.5. Electronic design 
The design and implementation (and therefore the selection process) of the electronic components 
are shown here. The computational hardware requirements as well as selection and platform 
integration will be discussed. A block diagram and brief wiring schematic will also be included in this 
Section. 
1.3.6. Software design 
This chapter will discuss the integration of two separate platforms, the implementation of the 
obtained kinematics in software, the communication protocol used, the appropriation of the 
software methods and classes, and will discuss the implementation of code on both C++ and Java 
(Android) platforms. 
1.3.7. Controller design and methodology 
The focus of this chapter is on the adaptation of existing robotic motion teaching technologies to the 
training platform. The implementation of the motion programming functions (such as Point-to-Point, 
Linear and Circular commands) as well as the integration of the kinematics into the control will be 
discussed. The controller’s storage functions and general I/O functions are also discussed. . 
1.3.8. Test strategy and experimental setup 
In this section the strategy for testing and the experimental setup will be discussed. This chapter will 
include the method used to obtain the results. The meaningful results will be shown here and 
further discussed in the chapter titled Validation and conclusion. 
1.3.9. Validation and conclusion 
Finally, the results of the testing will be shown and discussed. Recommendations of improvements 
to the current project, as well as future developments will be included in this chapter.  
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2. Problem statement 
The main aim of the research is to provide a platform to teach the basics of industrial robotics as it 
would be taught by a robotic manufacturer’s trainer. The basic course outline will follow a similar 
course outline to the “Basic KUKA” training course currently on offer at the Nelson Mandela 
Metropolitan University (NMMU). An example exercise will be created and completed on the 
training platform. The information obtained will be shown in the results section of this document.  
2.1.  Selecting a platform and the design thereof 
Selecting the platform will be the primary problem, as the design needs to satisfy the requirement 
that it be easy to maintain and that the platform needs to have a high availability of spare parts.  
Furthermore, the platform must also be selected in such a way that it can be incorporated into the 
courses where robot kinematics are taught.  It must be mobile and reliable so that it can be moved 
simply from one place to another without loss of accuracy or risk of requiring recalibration. The 
platform must also allow for further development and thus requires the use of products with an 
open source development environment, or products that can use non-proprietary software. This will 
decrease the development cost of the platform, as there are no costs connected to software 
licensing for open source applications. 
Once the mechanical type for the platform has been selected, working drawings of the platform 
must be completed so that it can be manufactured. After the design has been manufactured, the 
testing phases can continue, as set out by the main problem statement. Following completion and 
analysis of the test samples the design will be scrutinized for accuracy. 
2.2. Design of the controller interface 
The controller design will utilise the Android Development suite as stated in the rationale of this 
document. The Eclipse IDE software is used, as it is the most commonly used Android development 
platform (Darcey & Conder, 2010). The controller must be designed such that it incorporates all the 
basic required actions that can be found in industrial robotics. These actions include motion 
programming and basic logic control. Controllers for current industrial robots must therefore be 
inspected so that the basic design and layout for the developed controller can be formed. It must be 
ergonomic and intuitive to use, but must not deviate from the industrial controllers upon which it 
will be based. 
The controller will not only be based on the Android system, but will also be connected to a C-based 
program communicating via Bluetooth. It will therefore have to calculate the motion paths as set out 
by the parameters the user inputs when programming the platform. These motion paths will include 
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point-to-point motion, linear motion and circular motion, as most industrial controllers use these 
three movement schemes.. 
2.3. Integration of different development systems 
The controller and Android tablet will not be using the same protocols to communicate to their 
respective peripheral devices. Bluetooth is a suitable communication link between the platforms as 
it provides a simple and effective solution. Two separate applications and the integration of both 
tablet and controller application will be completed. 
Android is an open source based application that can be uploaded to the development section of the 
application stores (called the Android Marketplace, and more recently Play Store) (Meier, 2010). The 
application that has been developed can also be linked directly to the hardware without publishing 
the application. The hardware and software integration will prove difficult as the hardware 
manufacturers are varied for the Android platform. The native coding platform uses Java which is 
produced by Oracle (Darcey & Conder, 2010). The syntax for Java is different to that of C-based 
programs and therefore, the integration of the two applications will not be as seamless as it would 
be if the same platform were to be used on both the pendant and the controller. 
The controller receives instructions from a tablet, and completes the calculations necessary to 
enable the control of the actuators used as mentioned in chapter 2.2. 
2.4. Development of learning tasks for the platform 
A learning task has to be developed for the designed platform that will quantify the knowledge 
gained from the basic lectures. The learning task needs to be compiled to allow students from 
different stages in their studies to understand and complete the task.  
Development of sample tasks will allow students to show their competitive nature, which, according 
to (Robinson, 1996) is a good idea, as it promotes quicker development. Even though Mr Robinson 
(1996) states that simulation is a better compilation to teach robotics, nothing can truly substitute a 
fully operational robot within a work cell. Simulations are safer than using an actual robot, so the 
learning tasks must be compiled in such a way as to never put the learners in a dangerous situation. 
The learning task must also encompass all of the content from the basic controller design premise.  
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2.5. Development of lectures for the platform 
A set of lectures must be developed that incorporate the basics of the control of a robot. These 
lectures must be compiled in such a fashion that it can be taught to learners in variable levels of 
their courses and must also allow for subjects from various courses. The lectures must also be 
designed in such a way that the basic outcomes of the learning task will be taught. 
The lectures must contain the following basic information that relates to robotics: 
 Safety 
 Robotic Systems 
 Basic terms or jargon used in robotics 
 Operator control 
 Program navigation 
 Co-ordinate systems 
 Motion Programming 
 Logic (I/O) Programming 
The outline for the course is a selection of modules from the “Basic KUKA” course developed by 
NMMU. An example of the presentation is included as a PowerPoint presentation on the 
accompanying disc and in Appendix E. 
2.6. Interpretation of data 
A task will be outlined and completed on the training platform, however the assessment of the task 
needs to be objective, and can be difficult. The repeatability, reproducibility and payload testing will 
be assessed and compared. These data is included in the results section in this document. 
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3. Literature review 
The literature review shows how the DELTA parallel kinetic manipulator (PKM) was selected as the 
appropriate platform for this experiment. It will, however, also review the methods of teaching 
platforms in general, and how to establish a learning task that quantifies a practical application of 
knowledge. 
3.1. Robot platforms 
The most common robotic platforms in use today are 5- or 6-DOF articulated robot arms of which all 
the joints are rotary joints (Sandin, 2003). These platforms are more commonly used as they 
demonstrate versatility and complexity of motion. They are widely used in industrial manufacturing 
applications such as assembly, painting, and welding to name a few (Sandin, 2003).  
Other platform types include Selective Compliance Adaptive Robot Arm (SCARA) (Ghosal, 2006). This 
platform has fewer motors than the standard 6-DOF articulated robot arm, but fewer degrees of 
freedom. The robot was designed to be completely rigid in the z-direction and compliant in the x- 
and y- directions, therefore making it more suited to drilling applications (Ghosal, 2006). The SCARA 
system is preferential to standard Cartesian systems, as it can operate faster than most of the 
Cartesian manipulators that have to use linear motion. The kinematics for the SCARA platform can 
be obtained by using a cylindrical co-ordinate system which simplifies the operation. 
Spherical Robots can also be considered, as the work envelope can be a lot larger than that of the 
SCARA robot (Ghosal, 2006), however the physical platform is smaller than that of the conventional 
6-axis articulated robot arm. The training platform needs to be compact, therefore the physical 
space necessary can be thought of as one of the primary requirements. The spherical robot has two 
spherical joints which allow the robot end effector to move in a sphere from the centre of the fixed 
position. Adding a prismatic joint to the end effector will allow for more complex movement and 
increase the work envelope. The kinematics can be simplified for the platform by using the Polar co-
ordinate system to navigate. Spherical robots are less widely used in manufacturing today as most of 
the industrial robot platforms grew from the layout of a spherical platform. This platform type was 
commonly used in die-casting and welding applications however more complex systems can do 
those applications quicker and more efficiently, and includes other operations, making the selection 
more dynamic. 
A Cartesian robot could also be selected as a suitable platform, but the use of linear motion is 
expensive as it requires expensive ball screws. Lead screws are less expensive than ball screws but 
these are not preferred as they are less accurate. Other options include using smaller prismatic 
joints, but the cost of the equipment is higher than the rotary actuators which can be used. Ensuring 
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that the cost remains low is another requirement, and therefore, these expensive mechanical 
components are disregarded as possible solutions. 
The above mentioned robots are serial link robots, as they have one fixed end, one free end, and no 
closed loops. The closed loops are used when calculating the kinematics of the free end in relation to 
a known point (most commonly the fixed end). Normally, the platform is quite heavy, as the servo 
motors closer to the fixed end need to be powerful enough to carry the weight of the links 
containing the rest of the joints for the platform. This characteristic makes the platform more 
expensive to design, and more expensive to maintain. The platform itself can be as rigid as the links, 
but the disadvantage is that the motors have to produce sufficient holding torque to hold the links in 
place. Another issue is that of inaccuracy, motor encoders can either become worn or lose the 
absolute position of a certain joint. If the error occurs on more than one joint, the error will stack 
and cause an even larger error at the end effector. There are studies that have attempted to 
determine whether the general convention for accuracy in accordance to parallel vs. serial 
manipulators is true or false, however, the results were inconclusive. The study did maintain 
however, that convention shows a parallel manipulator will have average errors as opposed to 
cumulative errors (Briot & Bonev, 2007). Maintenance on the robot would also require mastering of 
the entire system to ensure that the encoders are recording exact positions in relation to the others. 
In the case of the parallel manipulator, these can be done individually, whereas it is not 
recommended to complete individual mastering on a serial manipulator. 
The advantages of parallel link manipulators include the fact that errors cannot be stacked, as the 
platform includes many links with its own fixed point and a joint end effector with many loops that 
control the motion. This means that if a single actuator is inaccurate, only that motor will contribute 
towards the error, which will still be combined if multiple actuators have errors, but less so than in 
the case of a parallel manipulator. This creates the average error and not a cumulative or stacked 
error. Another advantage is that most parallel manipulators have the actuators on the fixed end of 
the links. This permits the use of motors that are smaller than those in use on serial manipulators, 
since they do not have to compensate for the additional weight of links and actuators. Selecting 
smaller actuators reduces the cost of the machine, making the platform financially accessible. The 
parallel platform can be found in differing configurations, as is the same for serial link manipulators. 
Most of the platforms are considered extremely rigid and well-suited to pick and place operations. 
Two of the different parallel platforms will be discussed. 
The Stewart-Gough Platform (also known as a hexapod) uses six prismatic joints to create a platform 
that will have six degrees of freedom. This platform was initially (and now more commonly) used as 
LITERATURE review 
21 | P a g e  
 
a basis for flight simulators (Ghosal, 2006) (Merlet, 2006). All of the actuators are connected to the 
one side of a fixed platform in the shape of a hexagon. The mobile platform is normally a triangle 
with two adjacent actuators connected to an apex. This allows the mobile platform to have 
movement in x,y,z and a,b,c (which is movement in the Cartesian system as well as rotation about 
these axes). Figure 1 below shows an example of such a platform (Ghosal, 2006): 
 
Figure 1: Stewart-Gough 6 DOF PKM 
As mentioned with the Cartesian manipulator however, the cost of linear actuation is considerably 
more than that of rotary actuation. Thus the DELTA parallel robot was considered. 
Similarly to the Stewart-Gough platform, the DELTA also moves a platform in relation to a fixed 
platform. In general, a DELTA manipulator will only have three rotary actuators set 120 degrees 
apart on the fixed platform, connected to the moving platform with links in the form of 
parallelograms (Merlet, 2006). The parallelogram contains universal joints to allow free movement 
in all directions. The three input angles of the motors will then convert into a Cartesian co-ordinate. 
This platform does not allow for rotation directly, but a wrist can be placed on the end effector to 
create a,b,c rotation. An example of the layout of a general DELTA manipulator and a typical work 
envelope can be seen in the Figure 2 and Figure 3: 
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Figure 2: DELTA PKM 
 
Figure 3: Typical work envelope of the DELTA robot (Stan, n.d.) 
The advantages of this platform is that the components are inexpensive and can be found at most 
hobby stores (depending on the size of the application), the linkages are simple and require little 
work to assemble, moreover the platform is rigid. Whilst kinematics for the platform is complex 
when working from first principles, when using the intersection of spheres principle to calculate 
point positions based on known information, these calculations simplify. This is useful to consider as 
it can now be used on varying academic levels from technical high schools to honours level degrees, 
thus bolstering the selection as a training platform. 
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The control methodology for the system can also be described by Figure 4 taken from (Stan, n.d.):  
 
Figure 4: Controller schematic for a DELTA robot (Sandin, 2003) 
From the positions of the links, one can use the forward kinematics to re-determine the position if 
one so desires. It can also be seen that the MPC controllers are separate for each of the links, an 
attempt it will be made to use a single controller for all the links as there is no discernible feedback 
from the Digital servo-motors. 
3.2. Teaching platforms 
Manufacturers use their own equipment and robots to provide training on their equipment. There 
are other manufacturers like FESTO DIDACTIC that offer training solutions by incorporating external 
products such as Mitsubishi Robots with some of the training equipment on offer. These platforms 
are, however, industrial machines and thus require constant supervision from a trainer or manager 
whilst in operation. This does not therefore allow students or learners to use the platform whenever 
they might need to do so. 
The expense of setting up training platforms from those currently on offer by various manufacturers, 
can start from R100,000 and potentially increase into the millions. The aim of the research is to 
develop a cheap platform to teach the basics of robotics, thereby making it financially accessible to 
the institutions mentioned in chapter 1 of this document. The financial challenge is therefore to 
create a machine that can be produced for under R20,000. Current indications show that the basic 
components required are as follows, showing approximated costs in Table 1 below: 
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Table 1: Component list 
Component Cost 
RoBoard from Netram R 3,700 
Capacitive Multi-touch Android tablet R 2,300 
Digital Servo-motors R 1,800     (R 600 x3) 
Mechanical structure R 4,000 
Fittings and sundry R 1,000 
 
Table 1 shows the approximated cost of the platform at around R12,800, leaving R7,200 for the 
unforeseen costs that will occur. It is understood that the development costs are not included in the 
price for the machine. These costs include the amount of engineering hours spent on research and 
development of the platform. The reason these costs are not included is due to the uncertainty of 
how many of the platforms are to be developed. The development cost is a once off charge and can 
be divided into the number of machines built. 
3.3. Development of learning tasks 
The term learning task will be used in this report, as the term “test” does not necessarily assist in the 
learning process, but is rather a method of measuring the selected competence (Robinson, 1996).  
The learning task that should be developed for this project should encompass some of the basic 
concepts of robot programming, but must also accommodate the physical differences in the two 
different platforms. The DELTA robot, for example, will not be able to show rotations about x, y and 
z axes, and does not require a tool centre point (TCP) to be calibrated because of that fact. Therefore 
the creation of the learning task must ensure that the concepts taught on the training platform will 
be similarly implementable on any industrial serial robot as that of the proposed one. 
The learning task will therefore show some of the basics of motion, including point-to-point motion, 
linear motion and circular motion and will also include I/O control. 
The learning task will be simple to accommodate the students that will be in different levels in their 
study careers. The learning task will also teach the learners where and when to use the different 
types of motion and how I/O control can be used in a linear program. 
The learning task is included as Appendix D of this document and uses at least one point to point, 
one linear, one circular motion, obstacle avoidance and I/O control. 
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The development of the task is very important, as the perceptions pertaining to robotics are only as 
effective as the training material that teaches the concepts (Taylor, 1996). Taylor also states that, 
software simulations are more prevalent in training, but having a physical model that can operate in 
a similar fashion to most industrial robots is beneficial, as it keeps the learners involved. Taylor 
mentions that keeping the learners involved will allow them to think on research based topics or 
further development on the platforms that they have experienced. 
The learning task should, however, not only keep the learners involved with the project, but must 
also be compiled in such a way that useful data can be extracted from it. It is difficult to determine 
vocational competency using such a learning task. Further development of the learning task can be 
considered at a later stage or offered as a task to educators or students. 
3.4. Control Techniques 
To understand what is required as part of robotic motion programming, the manuals from both 
KUKA and Fanuc were consulted. These manuals discuss the ability of the robots to perform certain 
tasks and also show the motion ranges for the specific types and mounting positions. The pendants 
were reviewed closely to be able to adjust the functions and implement a basic range of these 
functions for the platform. This chapter will discuss the similarities in pendant design, a 
methodology for motion control, and the servo motion control. 
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3.4.1. Pendant design 
The teach pendant is the main interface between the robot programmer and the motion that is 
desired from the robot (KUKA Roboter GmbH, 2003). This interface needs to be intuitive to allow 
users to understand the basic functions without complex training, similarly, this principle will be 
applied to the training model.. Figure 5 shows the basic pendant design from KUKA and Figure 6 the 
pendant design from Fanuc:  
 
Figure 5: KUKA KRC2 Teach pendant (Global Robots USA, 2004) 
 
Figure 6: Fanuc M16iB Teach Pendant 
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It can be noted from both of these pendant designs that there are distinct buttons for the 
manipulation of each of the axes. There is also a text input on each of the pendants (QWERTY 
keyboard on the KUKA and multi-tap buttons on the Fanuc) to allow the users text inputs. In both 
these cases there are mid position Dead man Switches that are hard wired to the control system. 
Both offer a screen to observe the status of the robot as well as the current motion program running 
whilst functions for moving navigating through the program and the functions of the robot are also 
included. 
The motion functions that are prevalent in both teaching pendants can be summarised in Table 2: 
Table 2: Motion Programming functions and equivalences 
Function Equivalent KUKA Equivalent Fanuc 
Point-to-Point “PTP” “J” 
Linear interpolation “LIN” “L” 
Circular interpolation “CIRC” “C” 
Delay function “WAIT” “W” 
Output Set function “SET” “S” 
Output Reset function “RESET” “R” 
 
 
Figure 7: Motion Comparison 
Figure 7 above shows the differences in Point-to-Point, Linear and Circular interpreted motion. 
There are also functions common to both pendants that include waiting for a given input and logic 
“if” statements. These functions will, however, not form part of the scope of the study. The pendant 
used for the project must therefore be designed in such a way as to include all of the functions 
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mentioned in the table above. The control methods for the motion functions will be described in the 
Controller design chapter in this study. 
Other features that are generally committed to the pendant are current position in both world and 
joint co-ordinate systems. Provisions have been made on the main screen to accommodate these 
features. The system continuously sends the position after a movement command has been sent to 
the motors, therefore if an emergency stop procedure has been initiated and reset, the system 
returns to the Home position and resets the position display. 
3.4.2. Motion control techniques 
In order to be able to accurately represent a path, parametric equations must be used with an 
independent variable that will dictate the position at any given parameter (Stewart, 2003). The 
theory of path representation will therefore be used to accurately plot the parameters needed for 
the motion functions. 
Linear function will therefore calculate the parametric equations for a line using the following 
equations taken from (Stewart, 2003) and confirmed in (Williams, n.d.): 
 ( )         
 ( )         
 ( )         
Where [x0,y0,z0] is an initial point, and [a,b,c] is obtained as the direction (difference) vector between 
the initial and final points. The parameter t is then varied between starting and finishing points for 
the two vectors. 
Alternatively, one can calculate the equation of the line in 2 dimensional space and vary the height 
(z-axis) with the parametric equations. This method can also be used, as there is no orientation data 
necessary for the DELTA platform. One must first calculate the gradient the using the gradient and a 
substituted point generate the equation of a line in standard from: 
 ( )       
   
  
  
 
The line equation then uses the initial and final x values as the main parameter and varies the z 
parameter with the variance of the x parameter, thus creating the three dimensional space. 
For Circular interpolation, the three points are again reduced to two dimensions for the simplicity of 
control. The elevation is calculated in the same way as mentioned above. Before the equation of the 
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circle for the two planar points can be considered, the points A, B and C must satisfy the following 
conditions (Stewart, 2003): 
 Points A and B cannot be coincident. 
 The line AB exists and point C is not on that line. 
 The plane ABC exists. 
The circle can then be calculated by using the following equation and simplifying: 
(    )
  (    )
     
The following parametric equations will then hold: 
        
        
         
The parameters “t” and “θ” are varied by the same differential to achieve the proposed circular 
movement. 
The point to point motion is a simple path plan, storing the initial and final points and moving from 
initial to final states without any interpolation. 
3.4.3. Servo Control 
Digital servo motors will be used, as these motors can be sent the position command once and the 
motors will hold that position (Huang, 2005). As the system does not have feedback, a high level of 
internal position sensing is required for accuracy. The servo-motors will be controlled by a 
conventional PWM system that will be varied between upper and lower limits to control the position 
of the lower control platform of the DELTA robot. Further discussion of the methods used for servo 
control form part of the Electronic design chapter of this study. 
3.5. Android Platform 
The Android platform is a Linux based operating system widely used by smartphone and tablet 
devices (Darcey & Conder, 2010), (Meier, 2010). Android was developed in 2005 and in 2007 became 
widely used as an open source development platform. Owing to the fact that the platform is open 
source, it allows users to access hardware that was not previously available to them. 
In an industrial application aspect, any Android device can run a developed application to assist in a 
multitude of tasks, such as monitoring and control of mobile devices and remote hardware (Darcey 
& Conder, 2010).  National instruments has recognised that Android, amongst other tablet operating 
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systems, has become more prevalent in industry and has also allowed some of the functionality of 
LabView to be integrated to Android applications (National Instruments Forum, 2010). 
The Android SDK can be obtained freely from the developer website and the programs used to 
debug and compile applications use Java as the native language. Eclipse is favoured by most of the 
developers, as a lot of the built-in functionality includes the Android standard protocols list. Unlike 
other manufacturers that require a “developer’s start-up cost”, Android is free to develop. 
Publishing applications on the Google Play Store, which is a website that allows users to download 
applications uploaded by developers, can also allow for the expansion of certain products 
worldwide. 
There are existing examples on the market that integrate the Android tablet/smartphone technology 
with electronic components. Amarino is an example of an application that has been integrated into 
an Arduino environment, allowing effective control or monitoring from a remote location using 
Bluetooth. An example of the Amarino application can be seen in Figure 8 below: 
 
Figure 8: Amarino used to control LED's on Arduino (Price, 2010) 
The figure above shows how an Android application can be linked to an Arduino to control the LED’s. 
Among other facets, the hardware of the tablet itself can also be accessed and controlled if the 
correct permissions are set in the application development (Google, n.d.). The hardware that can be 
accessed may include, but not limited to, the accelerometer, the device’s Bluetooth, GPS 
functionality (if available), messaging and browser functions (Meier, 2010). Some developers will be 
able to use some of the functions to remotely connect to devices that are otherwise difficult to 
access through conventional means by using the browser for example. 
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Application development will thus allow anyone with these devices to be able to use the application 
(Kaufman, 2010). The benefit of this feature can be shown by the example of a manager using the 
application in an office of a plant, who will be able to receive alerts of any stoppages on a line in the 
plant, thus allowing communication to maintenance and plant engineers. Production data can be 
accessed at any time from multiple locations without physically logging data. 
In this study, the Android tablet will be selected as a pendant analogue, but applications can also be 
developed by future users to create their own control software links. The tablet will communicate 
wirelessly via Bluetooth with the only drawback being that no hardwired safety features can be used 
on the tablet. 
3.6. Cross platform communication 
The system will require communication between the control platform, in this case the RoBoard, and 
the teach pendant, in this case the Android Tablet device. This cross platform communication needs 
to be efficient to allow each application to run independently whilst allowing instructions to be 
passed between devices. 
The RoBoard will be used to control all the motion and to store the data in text files, as the 
information needs to be non-volatile. Information is then communicated serially to the android 
device using a serial port tunnel. Serial communication is one of the simpler protocols to implement 
and control (Huang, 2005). This will allow effective communication between the Visual C++ platform 
and the Java based Android platform. 
3.7. Assessments 
To put a quantitative value on an abstract object such as knowledge gained is difficult. As such, an 
assessment needs to be compiled in such a way that comparative competence can be measured 
(Rauner & Heineman, 2010). Assessments must therefore show, that the knowledge gained through 
the use of the proposed training equipment will allow confidence in training on industrial training 
equipment.  
Consequently, the assessment must be basic, but all-encompassing, including all facets that have 
been placed in the required topic. 
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3.8. Applications for a training platform 
The applications for a training platform are not exclusive to training, as the training tool could be 
simply used as a pick and place robot. The relatively low payload and high speed functionality makes 
it suitable to the packing and food industry and the platform can also be used to physically 
demonstrate how kinematics relates to one another in a classroom environment, since abstract 
visualisation of the concepts could prove difficult. 
Design aspects can also be taught with the training tool, such as gripper design (taking into 
consideration the payload and the weight the motors can handle), optimal motion path design and 
fixture design to mention a few. As the platform has limited manoeuvrability, fixture design becomes 
more complex, because there is no rotation about any axis. 
The training platform can also be used to develop computational skills and can thus be used in “pure 
programming” classes. The students will be required to write a program that will manipulate the 
robot without having to teach the positions in. Alternatively, students can use the Android 
development kit and develop an application that will communicate intent to the controller, thus 
allowing concepts from Communication Systems and Project planning to be incorporated into the 
curriculum. 
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4. Mechanical design 
This chapter discusses the mechanical designs for the DELTA robot. The design process to enable the 
device as a classroom training tool must be considered. This design will form part of the initial design 
proposed by Reymond Clavel in the 1980’s, but will be modified as the system specification would 
require. Some studies indicate methods for creating a delta platform, as is the case in (Chercelenov, 
2009) which is a compilation playlist of delta robot examples. There are other examples of inverted 
DELTA robots, but the level of useful applications is lower for an inverted system. 
4.1.  Mechanical design parameters 
Most of the design parameters were determined by allowing local sourcing of components which 
will allow fast-tracking of the project, but which also allow for future maintenance requirements to 
be sourced locally. With this in mind the following design parameters are required: 
 Low Cost design 
 High level of manoeuvrability 
 Compact in Design 
 Modular in assembly to assist in maintenance 
 Ease of access to electronic devices 
 Simple implementation 
 Rigid 
These parameters are deemed the primary design aspects and as such the design aims to satisfy all 
the above conditions. 
  
MECHANICAL design 
34 | P a g e  
 
4.2.  Concept drawings 
Some of the concepts were drawn in CATIA to examine costs. The first is seen in the Figures 9 and 10 
below: 
 
Figure 9: Mock complete trolley system 
 
Figure 10: Mock mechanism close-up 
This concept was deemed unfit, as the manufacturing costs would prove too high for the complex 
mechanism that holds the motors at 120° apart. The machining required for the top and bottom 
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platforms alone would exceed the costs approximated for the mechanical fixture in Section 3.2. 
Therefore, a redesign was compiled, taking some of the design aspects of the first design. A mock-up 
of the redesign can be seen in Figure 11 below, however some adjustments still needed to be made 
to this design: 
 
Figure 11: Mock final design 
Figure 12 overleaf shows the final concept design, which includes the use of angle iron to reduce 
costs. In all cases, due to the structural rigidity and relatively low cost, mild steel was used. 
Aluminium was considered for some of the design parts, but it was deemed too expensive. The 
lower control arms were off the shelf threaded rods which have been hardened, also selected for 
cost saving. The three supports are off the shelf aluminium extrusions which were only selected as 
they allow for ease of future expansion.  
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Figure 12: Final CAD Design 
Figure 13 below shows the use of rod ends that will allow 15 degrees of angular movement with free 
rotation. These fittings will be used to allow free movement of the lower control platform. 
 
Figure 13: Ball and socket rod end (Industrial Gas Springs, n.d.) 
The final design will be shown later in this chapter, minor modifications were made to the final 
concept design that relate to problems experienced whilst prototyping. 
4.3.  Mechanical component selection 
As most of the components were selected based on cost and availability, mild steel was used for 
most of the mechanical structure, in some cases swapping to some off the shelf components such as 
threaded rods. The other components that had to be selected were the servo motors for the design. 
The servo motors were selected from the XQ-Power range, model S5040D as they provided the best 
torque at 3.9 Nm for the price of R580 (Shenzen Model Electronics, 2012). These motors would be 
required to support the weight of the mechanical arms and share the lower platform’s weight 
between the three motors, at a distance equal to the upper control arm’s length. Figure 14 and the 
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calculations below show the suitability for the motors (Gere & Goodno, 2009), (Serway & Jewett, 
2004). 
 
Figure 14: Free body diagram of the motor assembly 
These masses were determined by using CATIA and the point load had an added factor of safety. The 
distributed load will act as an effective point load of the full load at half the distance away: 
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As mentioned earlier, the servo motors are capable of exercising a moment of 3.91 Nm, thus proving 
that if the load is shared equally between the motors (Merlet, 2006) they will be more than 
sufficient to carry the load. 
A cabinet to house the design also needed to be considered, size being the most critical aspect. 
Initially, a stationery cabinet was considered, but deemed too expensive for the design as 
modifications would still have to be made to the completed product. Finally, a wooden cabinet was 
designed and built, the structure being rigid but light allowing greater manoeuvrability. Plastic 
shopping cart wheels with rubber outer were selected as they provide a smooth running capability 
for a structure of this weight. Furthermore, The wheels are all free rotating allowing the system to 
be rotated freely. The final design can be seen in Figure 15 overleaf: 
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Figure 15: Final Design 
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5. Kinematics 
This Section will discuss the forward and inverse kinematics for the mechanical system. The 
kinematics extrapolated in this Section will be included in the software design, but the implementing 
code will be included in this chapter for the sake of completeness. 
The conventional method for determining the forward and inverse kinematics for a system is to use 
the Denavit-Hartenberg convention (D-H convention) (Ghosal, 2006). However, for the simplicity of 
implementing the forward and inverse kinematics in code, a simpler approach will be used. This 
approach will include the intersection of spheres principle and will use geometry and trigonometry 
instead of matrix calculations to obtain the resulting kinematics. Figure 16 shows the notations that 
will be used for the platform in the forward and inverse kinematics sections: 
 
Figure 16: Kinematics notation convention 
Thus to obtain the parameters for control, the position E0 based on the input angles (θ1, θ2, θ3) must 
be found. Inverse kinematics must also be available to obtain the input angles based on position E0. 
Table 3 below shows the physical values for the parameters, all values are in millimetres, as 
programming in standard units (metres) could cause inaccuracies. 
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Table 3: Parameter list for Kinematics 
Parameter Description Value [mm] 
f Fixed platform length 617.779 
r Mobile platform length 151.962 
rf Control arm length 155.000 
re Link arm length 300.000 
 
5.1. Inverse Kinematics 
Each of the robot control arms can only be manipulated in a plane, either the YZ-plane or a positive 
and negative rotation of 120° about the Z-axis. For simplicity, the YZ-plane will be considered and 
the other functions will be determined by using a rotational transformation. 
Exploiting the fact that the joint can only be moved in the YZ-plane, it can be determined that a 
circle can be formed with a centre point F1 and a radius rf (control arm length) as shown in Figure 17 
below: 
 
Figure 17: Intersection of Sphere and Circle 
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The controlled platform consists of universal joints, thus allowing the lower link arm to create a 
sphere with centre E1 and with radius re. The dark circle shown in the figure above is the intersection 
of the sphere and the YZ-plane. This circle has a centre (as shown) of E’1 and a radius created 
between joint J1 at the end of the control arm and the centre. Point J1 can now be calculated as the 
intersection of the F1 and E’1 circles. The resultant solution will yield two answers, of which, the 
lower valued Y solution is used. Once we have calculated the position of J1, the value for θ1 can be 
obtained. Figure 18 depicts the section showing the values used in the equations to follow: 
 
Figure 18: YZ-Plane section 
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A similar process can be used to obtain θ2 and θ3 by using a transformation to add and subtract 120° 
respectively as a rotation about z. This only requires the recalculation of the new x- and y-co-
ordinates. Using the newly obtained values, the above method is repeated. 
5.2. Forward Kinematics 
To be able to calculate E0 based on the three input angles, we will need the points J1, J2, and J3 as 
determined in the Inverse Kinematics section. From the inverse kinematics it can also be found that 
three spheres can be constructed using JiEi (i = 1, 2, and 3 respectively) rotating around Ji and having 
radius re. Using a translational transformation, one can obtain a point J’i which will allow them to 
intersect at the point E0.  
Once the translational transformation has been applied, the J’I points can be found to be as follows: 
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The points above are then used to create the following sets of equations used to calculate the 
forward kinematics. Thus, solving the forward kinematics would require the solution of three 
simultaneous equations of the form: 
  
  (    )
  (    )
  (    )
  
         
     
    
  
Allowing i = 1, 2, and 3 then subtracting 2 from 1, 3 from 1 and 3 from 2 the following three 
equations hold: 
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Manipulating the first two equations above, the following holds: 
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From these equations a quadratic function for z can be found: 
(  
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 )    
This equation will yield two roots of which the smallest equation roots will be selected to be 
substituted into the primary equations in order to obtain the resulting x and y values. 
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5.3. Implementing the mathematics in code 
A couple of considerations need to be made when implementing complex mathematics as a function 
or class in code. Declaring constants for specific trigonometric ratios that are used regularly will not 
only simplify the code to anyone observing it, but will also reduce the chances of mistakes. It would 
also be wise to write two separate functions for the forward and inverse kinematics that will allow 
parameter passing between them. As mentioned earlier in the chapter, millimetres are used, as the 
use of metres will greatly reduce the resolution of the controller seeing that the highest number of 
decimals that are useful is three. 
Another consideration is whether the point is valid. This can only be checked when solving the 
quadratic equation and finding that the Root has a negative argument, and thus an imaginary result. 
When calculating the inverse, validity checks must be made to see whether for the given set of 
angles, an intersection of the sphere and circle exists. 
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6. Electronic design 
This chapter discusses the electronic design for the entire system. As the platform was selected for 
its low level of complexity, the requirement for electronic components is greatly reduced. The power 
supply, motors and robotic controller form the main components for the electrical design. The block 
diagram depicted by Figure 19 shows the basic outline of the components used: 
 
Figure 19: Electrical Block Diagram 
6.1. Power Supply 
A 350W PC power supply was selected, as it was the least expensive alternative. Other options that 
were considered included a 24VDC (10A) supply with regulation circuitry and a designed power 
supply using a step down transformer, rectifier and regulation circuit. The PC power supply was 
favoured as the output had the least amount of voltage ripple, providing a more stable voltage and 
current reducing the risk of damage to electrical components. Although the PC power supply 
provides regulated voltages of 12VDC, 5VDC and 3.3VDC, this project only requires the 12VDC and 
5VDC to be used. 
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6.2. Motors 
The selected servo-motors that were determined in chapter 4.3 of this study are digital servo motors 
that require an input voltage of between 6V and 7.4V. This requires a regulation circuit that can 
convert one of the two available voltages to this range. A 6V (3A) regulator requiring an input of 
between 12-24V was sourced. Both this self-contained package and the motors were obtained from 
the same supplier. Each of the motors require around 0.7A while in motion as part of the 
manufacturer’s claims (Shenzen Model Electronics, 2012). For integrated safety, two supplies will be 
used in parallel thus allowing a maximum of 6A current. 
When supplying the motors with 6V and sufficient current, the stall torque for the motors equate to 
38.4kg.cm which equates to 3.77N.m. This torque figure, as shown in the chapter 4.3 of this 
document is sufficient for the operation of the platform. 
The motors are digital and require a pulse train centered on a duty cycle of 20ms whilst the servo 
motors have an operating range of 110° between a pulse selection of 900µs-2100µs. As the motors 
were mounted in a way to exploit the operating range, the following equation was obtained to 
calculate the pulse count from the input angle: 
   (     )            
The pulse count calculation above is used in conjunction with the forward and inverse kinematics 
equations to allow manipulation of the lower platform. 
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6.3. RoBoard 
The control circuitry that is used for this platform is developed by DMP Electronics and is generally 
used for entry level robotics. This system allows the installation of Windows XP, Linux or a 
proprietary operating system which allows the manipulation of various types of I/O. Figure 20 below 
shows the general layout for the RB110 RoBoard selected for this platform: 
 
Figure 20: RoBoard RB110 
As the RoBoard requires a supply of between 9-24VDC, using the PC PSU will supply an acceptable 
12V. The RoBoard allows isolation of general purpose inputs and outputs (GPIO) and a separate 
power source to be supplied. One of two connections can be used to supply auxiliary power. The 
first connection is the white connector to the top left, labelled “Power Input (PWM)”, however, 
power can also be directly supplied to the devices using the pins as located on the right hand side of 
the board, labelled “PWM S1-S16”. In this project, as we are using two supplies in parallel, and for 
ease of maintenance, the right hand side will be used. Only three channels are configured for use as 
PWM channels, the rest of the channels are set as default to be GPIO. Further details on the setup 
process will be shown in the software chapter. 
A mini PCI VGA card was selected to allow the integration of a PC monitor if there was need for one. 
The PC monitor was used to install and maintain the operating system, but was also used to 
establish network connection and used in testing the platform. 
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Windows Compact was installed on the platform for the following reasons: 
 Ease of installation of software 
 Allowing further development 
 Integration of Visual Studio applications 
 Network Protocols included 
 Drivers included for basic devices 
 Relatively well-known operating system 
The reasons listed above are the most prevalent for selecting the system. Linux could also have been 
used as an operating system, however, if the tool needs to be used as an educational training tool, 
the use of Windows allows most users access without having to set privileges or to install certain 
protocols. As mentioned in the list above, Windows also has networking set up, allowing a Bluetooth 
serial link to be set up as part of the operating system, reducing the risk of a dropped connection. 
The RoBoard offers real-time execution once the application starts running, which is critical as rapid 
movements from the robot will be required. Other capabilities of the RoBoard which make it ideal 
for future expansion include the I2C and RS485 channels. 
6.4. Android tablet 
The Android tablet had to be selected in such a way that it was inexpensive, but still capable of 
maintaining a communication channel. Therefore a tablet had to be selected with Bluetooth version 
of at least v2.0, as this revision can transmit and receive at faster speeds, and the communication 
channel, once open, is more reliable than previous revisions.  
Additionally, the selected tablet had to have a respectable battery life. The selected IDEOS S7 Slim 
tablet specifies a standby time of 180h, and a talk time of 8h, both of which exceed a normal 
working day cycle. 
The IDEOS S7 Slim has multi touch functionality which was initially meant to incorporate a dead man 
switch. However, the Android operating system version 2.2 does not support direct implementation 
of the multi touch functionality. A view has to be created which overlays the current layout, but the 
dimensions and locations of the view cannot be lined up without using XML which, as described later 
in the study, is not preferred as it could cause object clashing when loading the application onto the 
tablet. The newer version of the Android operating system may make multi touch intrinsic, but 
would also require a different permission set. With this selection, the platform moves at a speed 
that is manageable enough and stall power is set at less than 2kg. For these reasons, it was deemed 
acceptable to omit implementation the dead man switch. If an update can be brought to the tablet 
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(which at the compilation of this document was unavailable for the S7 Slim) a reassessment can be 
made. 
Finally the tablet was selected with a capacitive touch screen which is simpler to use and more 
accurate than a resistive screen. This also allows for future application developments as the tablet 
does not require hardware updates. A 7 inch tablet was preferred over a 10 inch tablet (the two 
most common sizes for tablets) as it is easier to manoeuvre when creating a motion program. 
6.5. Safety 
The electrical isolation of the system can be switched off with a selector switch, which cuts power to 
the entire system. Alternatively, should there be a problem with the motors or the GPIO, an E-Stop 
can be pressed which will isolate the power sent to the rail. This does not stop the program and will 
necessitate that the robot be moved back to the home position before restarting movement. The E-
Stop is a simple twist release and as the GPIO operates at 3.3V, little protection is required on restart 
after an E-Stop operation. As can be seen in the design chapter, the E-Stop is mounted on top of the 
fixture, allowing anyone to press it. 
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7. Software design 
This section will show the development of the control application, built in Visual Studio using the C++ 
language, and the HMI Android application built using Eclipse with the Android SDK. A brief 
description of the installation procedure for the Eclipse IDE and the Android SDK will also be 
provided. 
Open source software is used throughout the project, to allow further development at no cost. The 
Visual Express platform can be freely obtained from the Microsoft website, which will allow building 
and compiling a release of an application for use on the RoBoard.  
The Eclipse IDE can also be obtained freely and utilises Java to create methods and classes. Eclipse 
can be used for standard Java applications, but in this case the Android SDK is included in the setup. 
The SDK allows development of Android applications and allows application building and compilation 
to a specific version of Android. Other benefits of the SDK package include prebuilt Android classes 
which can be included into other applications, extending users to allow control and monitoring of 
hardware, as well as  widgets such as buttons and menu’s that can be exploited from the Android 
Operating system package. One can choose to install Android Virtual Devices (AVD) as part of the 
SDK, which allows emulation of devices. The emulator can be used to see how an application installs 
to different OS platforms (as the Android OS ranges from 1.6 to 4.4), but also to see how an 
application will look on a certain screen size, as buttons often have a physical dimension (at a 
dimension of dp) instead of a percentage of scalable screen size. A possible issue that could occur 
would be that of an application which is developed and built for a 10” tablet, but is loaded onto a 
cellphone with a 4” screen, resulting in loss of form data. 
7.1. SDK and IDE installation procedure 
As Android development is relatively new, the technology is updated regularly. The Android 
Development team (Google, n.d.) have compiled a package that includes everything required 
(including the Eclipse IDE) to compile, debug and install applications. However, should this method 
not work, an archived version can be obtained using the following method: 
 Download the Eclipse IDE from the eclipse.org/downloads website 
o Any version is suitable, but Eclipse Classic is preferred with Android Developers 
o Install the package, fully ensuring the creation of a workspace in a folder which has 
full read/write privileges 
 Once Eclipse is fully installed, obtain the latest version of the Java Development Kit, available 
from the Oracle website. 
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o Ensure the version is suited to the operating system it will be installed to, as the 
installation requires certain system files 
 Finally, obtain the Android SDK Tools setup wizard for the appropriate OS and install 
o The SDK tools will install the Android Development that will be used to update 
Eclipse 
o This package also includes the emulators. 
Once the above procedure has been followed, the respective components need to be updated 
before use, to avoid Android OS problems during compilation or installation of application files. The 
SDK must be updated first, as this will include all the new devices and operating system 
specifications that can be included into the Eclipse design environment. To update, open the SDK 
manager and select the possible Android OS packages that will be developed and all the appropriate 
tools. Installing all facets will be beneficial, as it will allow development on all known android 
devices. Figure 21 below shows the SDK manager, use the checkboxes and the “Install packages” 
button to complete the update. 
 
Figure 21: SDK manager screen 
Once the SDK has been updated, Eclipse must be set up to include the Android functions. To do so, 
close the SDK, open Eclipse and use the following procedure: 
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 Select Help > Install New Software 
 Once the following dialog box opens (Figure 22), select Add in the top right hand corner: 
 
Figure 22: Eclipse Install New Software Dialog 
 A resulting “Add repository” dialog box will allow entering a name and website to obtain 
new packages. 
 Enter the address as shown in the figure above in the “Work with:” field. 
 Wait for the pending dialog to update and select Development tools to install. 
 Click on next, selecting all the tools to be downloaded, and click next again to finish reading 
the terms and conditions. 
 Once the installation has finished, restart Eclipse. 
This will now allow the user to select the specific Android Operating system, to develop an 
application and will also allow the use of certain hardware tool setup wizards.  
For the purposes of the project, this method was favoured, as a student can complete this procedure 
on a home PC and develop applications using an Emulator without having to incur any additional 
costs. This could then be used in future assessments or as development projects. An example of an 
emulator running an application can be seen in Figure 23 overleaf. A computer keyboard can still be 
used even though there is a button array forming a keyboard on the emulator face. It should 
however be noted that some hardware options require PC hardware to function, such as Bluetooth. 
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Figure 23: Android Emulator with Virtual Keyboard 
Finally, the tablet device must be set to developer mode when installing applications. Open the 
“Settings” tab, navigate to “Applications” and select “Developer Options”, ensure that the settings 
are as shown in Figure 24 below: 
 
Figure 24: Developer options 
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7.2. Establishing Bluetooth communication 
Communication between the HMI and the control equipment is vital. The communication medium 
requires that only one device may have an open connection at any given time. This reduces the risk 
of interference with other devices using a similar protocol. Bluetooth was selected as the 
communication medium, as the protocol can be set up to act as a serial link, which will allow 
transmission and reception of data at a high communication rate. The method used to implement 
the serial link also has a built-in buffer that forms part of the Android application builder, allowing 
multiple instructions to be polled. This seldom occurs for any instruction besides the jog commands. 
In this section, the serial communication will be divided into two parts, one for the Android setup, 
and another for the Visual C program. 
The Android Development tools website critically explains the use of Bluetooth when developing an 
application. Careful note must be taken to allow the application permissions which the Bluetooth 
hardware uses to establish and maintain communication (Google, n.d.). Once the communication 
has been opened, permissions must also be set to allow sending and receiving of data. This process 
can be simplified by pairing the Android device beforehand with the RoBoard and setting up the 
COM port to allow serial communication. 
Eclipse ensures that the permissions are set when integrating hardware components into 
applications. These permissions and other control classes can be imported and are used to control 
the current device that is connected. Table 4 below shows the classes that must be imported and 
included in the application setup to allow methods to be utilised when setting up and using the 
communication channel. 
Table 4: Bluetooth import list 
Import code Description 
Java.util.UUID Class used to create a Universally Unique 
IDentifier  
Android.bluetooth.bluetoothadapter Class used to perform fundamental Bluetooth 
tasks (initiate device discovery, query paired 
devices, create a server to listen to other 
devices) allows use of predefined methods to 
control the tasks 
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Android.bluetooth.bluetoothdevice Allows the user to create a connection with a 
respective device or query information about the 
device. This class is used to obtain hardware 
addresses (MAC address) 
Android.bluetooth.bluetoothserversocket This is used to listen for incoming Bluetooth 
connections, which is important in this case, as 
the RoBoard initiates the connection 
Android.bluetooth.bluetoothsocket Used to control the connected or connecting 
Bluetooth socket. This class manages the 
connection on the client side to initiate incoming 
and outgoing communications. It will also 
include the methods used to create a “READ” 
and “WRITE” function. 
(Google, n.d.) 
Once the above classes have been imported, methods can be written to control the communications 
from the Android tablet. In this study, each of these methods and classes are discussed briefly. The 
code for the methods can be found in the appendices. 
A class named BluetoothChatService is defined. This class includes the methods used to establish 
communication, managing the communication once connection has been established, to listen for 
incoming connections, and to create streams for data communication. In this class the UUID is 
created and called to establish communication to any other device, in this case the RoBoard. A name 
will be given to the Bluetooth connection and the connection states will be established. The 
connection states can be any of the following: 
 None  -Used when there is no connection 
 Listen  -Used when waiting for an incoming connection 
 Connecting -Used to close any other functions while the device is connecting 
 Connected -Used to show an active connection and refuses other connections 
This class includes methods to set the states for the connection and to check the current status of 
the connection. 
A method to start the communication is implemented that will initially set the connection to the 
listen state. When the program starts, this method is called to check whether there is an active 
connection with another device. If a queried device does not respond, it changes the connected 
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state to a listening state and waits for an incoming signal to re-establish a communication channel. 
When the communication channel is established, the state changes to a connecting state, wherein 
the device name and permissions are queried. If the device is in the “Paired Devices” list of the 
Android tablet, the permissions will be taken from the manifest when the devices were initially 
paired. 
A method to stop all communications is implemented so that the connections can be severed safely 
when either of the applications are closed by a user or in the event of a power failure. This will allow 
the tablet device to release the socket connection and re-establish communication when the 
applications are both running successfully. In this case the state is reset to none. 
During all communication channels, note must be made of whether both devices have the 
permissions required to effect successful communication or not. If at any point this does not occur, a 
method is called that handles the process. This method will return the connection to a listening state 
and will inform the user that a connection attempt has been unsuccessful. It is imperative that both 
applications are in the correct state for communication to be successful. Unsuccessful 
communication is effectively remedied by restarting both applications. If connection is lost, the 
tablet will return to a listening state, but restarting both applications will be required for effective 
control. 
An unsynchronised write method is implemented, checking to see whether the connection is still 
active and the buffer has not yet reached a full state. Only when these conditions are satisfied will 
the written instruction be placed in the buffer. If the buffer is full, the current write instruction has 
to be completed at least once before the new write instruction can be placed in the buffer. In a 
similar method, accepting a thread can also be completed if the reading buffer is empty, if not, a 
read instruction is given and the buffer can now accept the new instruction. 
To test the conditions initially, methods were created to substantiate the connection from the tablet 
and allow the RoBoard to listen for an incoming connection. For completeness, this code section has 
been included in the program, but is not used, as the communication has to be established by the 
RoBoard. This is because initialisation has to occur on the controller first. 
7.3. Bluetooth setup on RoBoard 
Once a Bluetooth communication device has been set up, a COM channel has to be configured for 
incoming connections, and another for outgoing connections. Both of these connections need to 
have permissions set to allow serial linked communications. Exploiting the fact that Windows XP is 
used, one can use the Bluetooth Settings Dialog to enable all the settings. At this point it must be 
shown that the tablet has to be paired to the RoBoard Bluetooth connection device to allow ease of 
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connection. The Windows XP pairing wizard is used as it provides an effective step by step process to 
pair the devices. During the pairing process take heed that the Bluetooth settings on the tablet must 
be visibile to other devices. The figures (Figure 25, 26 and 27) below show how the settings can be 
manipulated. 
 
Figure 25: Bluetooth settings Windows XP 
 
Figure 26: Setting the correct options for outgoing COM port 
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Figure 27: Ensure Discoverable is set to "Always Discoverable" on Android tablet 
Once the above procedure has been followed, note must be taken of the outgoing COM port 
number, as it will be used to establish the communication with the tablet. 
7.4. Boost Libraries and Visual C 
Serial communication can be easily established when using a microcontroller or equivalent device. 
However, certain permissions must be set to allow an application to use the hardware on a PC based 
system. In this case, the Boost library created by Berman Dawes and David Abrahams is used, as it 
defines all the required information within the application to allow for effective serial 
communication. The library has been developed specifically for the C++ environment and includes 
other facets besides serial communication. During compilation of the application, it is important to 
ensure that all the core functionalities from the entire library are included to avoid any problems 
that could be caused from linked files within the library. The linking process can be found on the 
development website www.boost.org. A tutorial is available on the website that will show a step by 
step process to include the Boost library in the build for the application (Boost C++ Libraries, 2010).  
To build within the Visual Express environment, one has to select the project file and edit the 
properties. With the properties page open, select Configuration Properties and then C/C++. On the 
right hand side an option will show Additional Include Directories. This option should include the 
path to the Boost library. In the same section, the Precompiled Headers option needs to be change 
to “Not Using Precompiled Headers”. Once these options have been set, the solution can  be built 
including some of the header files required for serial communication. 
A header file was created using the ASIO header included in the Boost library. Within this header a 
class function was created that will establish a serial link on the outgoing COM port as discussed in 
Section 7.3. The class was given the title SimpleSerial which included the library functions for writing, 
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reading, opening and closing the serial port. As per the standard transmission rate for Bluetooth, the 
baud rate is set to 2400bps. It must be remembered that the namespace “boost” must also be 
included in the definition section of the C++ application, as some of the methods used in the 
SimpleSerial header uses the convention from the library, and not the standard convention usually 
associated with C++. The readLine command, which reads the buffer until either a carriage return 
function or a period has been reached, will continue to block the communication until an instruction 
has been given. The writeString command takes a string of characters and converts them to bytes to 
use the built in library functions to transmit a given instruction. The SimpleSerial Header file is 
included in the appendix of this document with the remainder of the code. 
7.5. RoBoard Libraries and functionality 
To exploit the full functionality of the RoBoard, a predefined library can be imported for use in 
linking and compiling the application. The library will create a newly useable namespace and 
predefined functions and classes to manipulate the hardware. To include the library, a similar 
procedure must be followed to that of the Boost library. The main RoBoard library file can be 
obtained from the main downloads site, www.roboard.com/downloads_ml.htm.  A binary version 
(requiring VS2005/2008 with SP1) was used in this project. Once the file has been obtained, it must 
be extracted to a known folder to be used in the linking process. Take careful note of the path as 
some of the files extracted from the binary must later be copied into a working folder. 
Once the files have been extracted, four folders will be visible, each of the folders contain files that 
may be useful in future development processes, however, the “Include”, “Lib” and “WinIO” folders 
will be used. The “Include” folder contains all the predefined files and headers that can be included 
at the top of a working application. The “Lib” folder contains the linking information in a library 
format that can be used to successfully link and compile the application. The “WinIO” folder will be 
used once the compiled application needs to be transferred to the working operating system, in this 
case Windows XP. 
Similarly, one must open the configuration settings and navigate to the “General” page under the 
“C/C++” option under the configuration properties header. In the “Additional include” directories, 
add the “Include” folder path to the application taking care not to replace the Boost Library 
inclusions. In the “Linker” tab under “Configuration Properties” on the general page, the “Additional 
Library Directories” must be set to include the VC folder with the version in use (either 2005 or 2008, 
in this case 2008). Under the “Input” page, “Additional Dependencies” must include 
“RoBoIO_DLL.lib”, this file must not be browsed for, but simply input, as the linked library will search 
for the line. Finally, once the application has successfully built, the released file needs to be copied 
to the RoBoard under Windows XP. All the files in the “WinIO” directory extracted from the binary 
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must be copied to the same path as the application otherwise a kernel error will occur when 
attempting to run the application.  
When setting the “Configuration Properties” for the application it must be noted that the drop down 
menu in the top of the property page must be set to “All”, as setting the parameters for only the 
“Debug” or “Release” exclusively can cause problems during testing. 
7.6. Android application development 
The most important part of the Android application was to ensure that the HMI design mimicked 
conventional pendant designs and be intuitive. This will allow users who do not necessarily have the 
knowledge of robotic motion programming to gain a skill set quicker, as the buttons will all be 
relatively self-explanatory. Other facets are to include the communication protocol which is 
explained in detail in Section 7.2, as well as the confirmations and control methods for sending and 
receiving instructions. In this section, the basic concepts for all the components within the Android 
application will be discussed. 
7.6.1. Android HMI design 
To develop the main application screen, one can use XML, however there could be difficulties with 
this method in that dimensional information does not translate to devices with differing screen 
resolutions, and could thus cause all the buttons on the information screen to clash. To avoid this, 
the built in editor for Eclipse was used. Figure 28 below shows the final design for the tablet 
interface. 
 
Figure 28: Final Design for the tablet Interface 
The design editor uses a drag and drop with layout principle, therefore three vertical layouts were 
inserted within a horizontal layout and set to predetermined widths. Within each of these layouts 
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other functions such as buttons, a list selector and labels were included. When using the manifest 
file for the layout, the orientation rotation must be set to false, so that the application always starts 
up in a landscape orientation to avoid object clashing. The layout was also set with the parameter in 
the right hand side drop menu to be the “Theme.Black.NoTitleBar.Fullscreen” to ensure that the 
entire screen is utilised with the buttons. 
From Figure 28 it can also be seen that all the motion programming buttons are on the left hand side 
whilst the motion control buttons are on the right hand side. The buttons to run the application line 
by line (FWD and BWD) and to run the full application (RUN) have also been included. The method 
for each of these will be explained in the C application section. 
The List Selector in the centre of the design will contain the data for each of the lines of a program. 
To select a line, simply touch that line or to delete a selected line of code, the line must be touched 
and held until the following dialog appears as shown by Figure 29: 
 
Figure 29: Delete confirmation dialog 
Other dialogs include the “NEW” and “LOAD” dialogs, seen in Figure 30 below: 
 
Figure 30: "LOAD" and "NEW" dialog boxes 
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The “SET” and “RESET” dialog uses the same layout and can be seen Figure 31 below: 
 
Figure 31: "SET" and "RESET" selection dialog 
The “WAIT” dialog acts in a similar way to the “NEW” or “LOAD” in the sense that it requires user 
input, however, the input is limited to numbers only, as shown in Figure 32. 
 
Figure 32: "WAIT" dialog 
Any information that the user needs to read from the RoBoard is input in the Android “Toast” 
functionality, which displays a message on the screen and waits for the user to finalise the correct 
input. An example of a toast message can be seen in Figure 33 below: 
 
Figure 33: Toast preview 
The position of the Toast message can be set by the user, however the default position, which is 
used in this project, is in the lower quadrant of the screen. An example of Toast messages being 
used in the application is to ask the user to continue to a final point when using the CIRC instruction. 
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7.6.2. Android Application development 
As the Java  used for the application was a new design environment for the author, the design of the 
application will be expanded to include some of the facets that may be considered basic. The first 
aspect that must be considered is, as a mobile application, there are multiple entry points into an 
application, therefore careful consideration must be made when coding some of the instructions. 
Table 5 below shows a basic outline of the entry points used in the application and what basic 
considerations were included: 
Table 5: Entry point table 
Function Entry called Considerations 
onCreate When the application is created for the 
first time 
Initial conditions 
onStart After the application is created 
successfully and the initial conditions 
are met 
Where should the program 
start 
onPause When the “Back” option is selected or a 
system process is called to the front 
What state of communication 
must be maintained 
onResume When the application is opened after 
an “onPause” occurred 
Check the state of 
communication and re-
establish if necessary 
onDestroy When a critical error occurs possibly as 
a result of faulty communication or 
division by zero that has not been 
accounted for 
Ensure all communications are 
severed and open 
onStop When the application is closed 
normally by the user (or the tablet is 
switched off during an onPause) 
Ensure all unhandled processes 
can be finished and 
communications are open 
onActivityResult When any part of the application calls 
an activity that requires a change of 
state, used often in this application as 
communication status handler 
Ensure that the correct state of 
communication is maintained 
as the application builds from 
the state 
onCreateOptionsMenu When connecting to another device, an 
option menu can be called up, this 
handler will start as soon as the option 
is selected. 
Create all the options that will 
ensure discoverability and 
connectivity 
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onOptionsItemSelected When any of the items are selected 
from the above function 
Handle each case as it comes 
 
When the application is created, the main application layout must be brought forward, and  set to a 
specific layout type. As mentioned in the HMI design section, a layout that is full screen and does not 
use a title bar is used. The “requestWindowFeature” function is used to call the no title option and 
allows the user to specify additional options such as “Full Screen” with the “getWindow.setFlags” 
function. With the parameters for the window set, the window must be filled with a resource. The 
layout resource that was defined in the HMI design section was selected and the function 
“setContentView” was used. With the view created, the application must allow Bluetooth 
connections to accept incoming connections from the RoBoard, however during application creation, 
the status of the Bluetooth adaptor within the Android device must be queried. If the device is not 
functional, the application uses a Toast message to show that the Bluetooth device is not available 
and brings the application to a controlled close. If all of the parameters start up successfully, the 
application progresses using to the onStart process.  
On the application start, the first request would be to initiate the communication. The application 
checks that the Bluetooth adaptor is enabled and prompts the user to switch the adaptor on if it is 
not already in operation. If at any point this is unsuccessful, the same process is used as the one at 
the end of the onCreate process, bringing the program to a controlled stop. Within this 
communication setup, the activity request will be called to change the current state of 
communication. If the change is successful, the main application sweep, called “setupChat” is called. 
When the program is paused, the current communication status is checked and stored. Similarly, 
when the application is resumed, the same process is followed to ensure that communication has 
not been lost and that the data reception buffer is not full. If there is any information in the buffer, 
the process will attempt to handle it. 
If the onDestroy entry point is called due to a critical error, the most important aspect to consider is 
to open the communications port, as any problems during this cycle with a restart of the application 
will cause an unhandled exception error with the Android device and would require a restart. In the 
same way, the onStop entry point will attempt to close the connection, but will attempt to finish all 
unhandled operations before doing so. 
The other three entry points mentioned in Table 5 are called as parts of the other entry points, the 
onActivityResult, as mentioned in the onCreate and onStart sections above, pertain to the 
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communication state and is used to change the state. It is also used in the onPause and onResume 
functions to obtain the current communication status. The menu entry point functions must always 
allow the user to enable discoverability of the device, in the event that the pairing may have been 
lost. This will ensure that if the communication needs to be re-established, that one can do it from 
within the application and would therefore not require closing the application and re-starting. The 
item selection entry point is specifically mentioned as the menu is not considered part of the explicit 
program, but rather forms part of the Android operating system. 
The main program sweep, called setupChat, remains idle until a user input is sensed. In most cases 
the user input on any of the buttons will send a simple string to the RoBoard that will be deciphered 
and added to the motion program. A protocol called onClickListener is initiated on the main view to 
determine which button is pressed. This is called by comparing the result of the onClickListener 
function with the ID of each of the buttons on the selected layout. Once a button is pressed the 
string is sent using the function “sendMessage” as described in the Bluetooth section of this 
document. However some of the buttons require a higher level of application control.  
The buttons that do not require higher levels of control can be seen in Table 6 below: 
Table 6: Standard button messages 
Button ID Message 
PTP Btnptp p 
LIN Btnlin l 
CIRC Btncirc c 
FWD Btnfwd = 
BWD Btnbwd - 
Speed + Btnspeedu ] 
Speed - Btnspeedd [ 
RUN Btnrun v 
HOME Btnhome h 
 
Other buttons, like the Jog and Motion Type buttons require more information, as the button 
displays the current jog or motion type. When each of these buttons are pressed, the label of the 
button is used to determine the next combination which is required. Figure 34 below shows the 
display differences. 
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Figure 34: Button Cycles 
With the Joint/World button, the labels for the movement buttons must also be changed from x,y,z 
to J1,J2,J3 and vice versa. 
The motion buttons had to use a different method, as a user can press and hold the buttons for a 
period so that the motion can occur. If the above method was used for the motion buttons, the user 
would have to press and release the button repeatedly to control the motion. In this case, each of 
the motion buttons create their own onTouchListener protocol and a handling system that can be 
called repeatedly while the button is held down with a  certain delay in between the handling calls. 
However, the system still acts in the same way as the normal functions in that the application still 
only sends a message. The handler in the case of the motion buttons are called with an interval of 
100ms on the ACTION_DOWN event, and removes all the callbacks on the ACTION_UP event, thus 
allowing other buttons to use the same handler. Table 7 below shows the messages used for each of 
the motion buttons: 
Table 7: Motion button message structure 
Axis Message (UP) Message (DOWN) 
x 9 8 
y 6 5 
z 3 2 
 
The motion messages were selected in such a way that if a standard keyboard were to be used, the 
numpad would serve as a control, the rows being the axes and the columns being the increase or 
decrease parameter. 
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The “SET”, “RESET”, “NEW”, “LOAD” and “WAIT” buttons require the initialisation of a dialog in 
which a user will either process a selection, or enter some information into an edit box using the soft 
touch keyboard. The handling function for each of these buttons is formed in the same way as the 
conventional requirements, but a new layout must be created within a Popup window. A system 
dialog could also have been used, but parameter passing between system dialog and application 
would have required setting of further permissions, whereas a popup is seen as a part of the same 
layout and application. With the new layouts inflated, the messages are constructed either based on 
the button selection or the edit box content confirmed by an “OK” button. Once the information has 
been confirmed, the message and parameters are sent to the RoBoard to be deciphered and 
included in the motion program. Typical message structures for the above mentioned can be seen in 
Table 8 below: 
Table 8: Typical message structures 
Button Typical message 
NEW n Test 
LOAD l Test 
SET s “x”              (where x is 1, 2 or 3) 
RESET r “x”              (where x is 1, 2 or 3) 
WAIT w 1000         (were the number is in ms) 
 
The list selector will allow the user to select a specific line. In the same way, an onTouchListener was 
set for the motion buttons, allowing different touch actions to occur. An onTouchListener was set for 
the list selector allowing touch and long touch actions. On a single touch a message is transmitted 
showing “lst” and a number. The number is the selected line and will allow the RoBoard to confirm 
the selected line in the program. If a line has a long touch action, a popup dialog will be set up that 
will require the user to confirm a delete action. Should the action be cancelled, no message is 
transmitted. However, if there is a line that was deleted, the entire program is re-loaded without the 
deleted line. 
Finally, the sending and receiving of messages need to be shown. The sendMessage function is 
adapted so that the communications to be received on the RoBoard can be terminated using a 
specific character, in this project the character is a period “.”. Therefore, during the sendMessage 
procedure the connection status is queried, if the connection is unsuccessful, it prompts the user to 
either enable Bluetooth, or in extreme cases will notify the user that Bluetooth is unavailable and 
will attempt to close the remaining processes and exit the application. If the message to be sent is 
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non-empty, the current string is edited to include the period and the entire stream is converted to 
byte-data to be sent using the established serial link. The data communication will receive 
notification that data has been sent, and will clear the information from the buffer, subsequently 
executing the next instruction. 
When an incoming message is read, it is placed into the buffer to allow multiple instructions to 
occur. The first character is then monitored to decipher the message from the RoBoard. If the first 
character is an “X” (note capital) then the list is cleared from the entire program. This function is 
used to add the lines of the motion program to the list selector. Should the first character be either 
x, y or z (lower case), then the following number parameters will be inserted into the labels, and thus 
show the current Cartesian co-ordinates for the manipulator on the HMI. When the first character of 
the read message is a blank character and the read message is a non-empty string, then the message 
is listed in the list selector as it forms part of the motion program. If the lines do not start with any of 
the above-mentioned characters, it is simply output as a Toast message. This is normally used to 
notify the user if any additional information or actions are required. 
7.7. C++ Application design 
The C++ application is built with the control and communication methodology already instantiated. 
The program would therefore only require the use of handling functions that will determine which 
message needs to be placed into the motion program, and which message will change the status of 
the application. Implementation of the kinematics in chapter 5 will form part of a single header 
function and the communications discussed in the Boost Section of this chapter will require the class 
SimpleSerial to set up and use the communications channel. The remaining functions and how each 
of the functions integrates into the final released application will be discussed hereunder. As the 
application is a console application it can be edited to not use the Bluetooth tablet as a main HMI. 
Initial testing of the application used a standard keyboard to introduce the functions to the motion 
program. It would therefore be useful to note that a screen is necessary if this functionality is to be 
used. Should the tablet be used, a screen connected to the RoBoard is neither necessary nor critical, 
but is still recommended as Windows functions can then be used. 
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When the program is initialised the linked libraries call a set number of header files and include 
some functionality from Windows, Boost, or RoBoard. These functions and a brief description can be 
seen in Table 9 below: 
Table 9: List of inclusions and descriptions thereof 
Include File Description 
stdafx.h Precompiled header, assists with linking and 
command lists 
stdio.h Allows addressing standard IO using the STD 
namespace 
conio.h Similar to stdio, but with C denotation allowing 
use of the “<<” and “>>” operators among others 
math.h Allows the use of mathematical functions such as 
exponents and trigonometric functions 
iostream Allows manipulating files from within the 
application context 
cstdlib Standard library to include common functions 
cstdio Similar to conio and stdio, but using slightly 
different notations, mostly used in the 
simpleserial.h header file 
fstream Similar to iostream, but allows text files to be 
assigned and manipulated as a variable within 
the application context 
string Allows using and manipulating strings as a 
variable within application context, also allows 
the conversion between strings and other 
formats such as bytes, float and char array 
roboard_dll.h Includes reserved terms and classes used to 
control IO on the RoBoard, but also to use the 
internal processor to process instructions in real 
time once the application is started 
Modules.h The forward and inverse kinematic calculations 
and the classes and checks that go with it are 
included in this header file 
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simpleserial.h Using the Boost library and headers, the 
simpleserial header will allow the setup of a 
serial communication that will allow sending and 
receiving messages 
boost/asio.hpp The boost libraries that are included to exploit 
an open serial communication structure, the 
concepts used in the asio header are exploited 
with the simpleserial class 
 
When the program initialises, the namespaces “std” and “boost” must be used and global variables 
are defined for the parameters that are used throughout the program. These variables include the 
current values of x, y, and z, as well as the value of the previous known x, y, z in terms of the motion 
program. A character array is also defined at this point, ensuring that the current and last programs 
loaded are stored. The home position, based on an input angle of 0° for each joint is set and stored 
as constant float values. A global serial link is established before any of the other states are set, to 
ensure that a communication channel can be opened. Once the communication channel has been 
successfully opened, the current states for the motion, jog type, speed and current line are initialised 
to the default conditions, as they would be on the Android application. All outputs for the RoBoard 
are initially set to off, and do not have any data retention. This means that if any selected 
component which has been implemented requires an active low, a not gate will have to be 
incorporated.  
The main program cycle is called after the user defined functions have been declared. It initialises 
the type of RoBoard to be used and sets the specific channels that will be used for servo motor 
manipulation. Each of the channels are set with the generic servo motor type, as no feedback is 
available on the motors. The channels are then set to enter PWM mode and remain in this state until 
the program is finished. The remaining channels have been set to be incorporated as general 
purpose I/O, but only three pins are used in this case to simplify the design and include the items. 
Currently there is no accommodation made for an input, since the inclusion of a sensor at this stage 
in the production would increase the cost of the prototype. However, a 3V supply was applied and 
tested to a channel and can be used as in input signal. The GPIO are at a TTL input level, thus 
requiring a voltage level of between 0-3.3VDC. 
The next phase of the program sweep initialises the position to those set in the global variables, the 
motors move to the home position and the outputs are set to the default values. Values for the 
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current and last points are changed to allow movement into the program. The last working program 
is opened via a file called “last_program.txt” which only has a line containing the last program that 
was opened. Upon the program closing, the current program defined by the character array replaces 
the line that was in the “last_program.txt” file. Once the program file is open, it is sent via the serial 
link to the Android application and updates the list selector to contain the program lines. Following 
the completed initialisation, the current state (showing the home positions at this point) is sent 
through to the Android application to be shown on the HMI. 
Once all the parameters have been passed and the initial conditions are set without error, a loop is 
entered which waits for an instruction from the Android application. The serial communication that 
has been set up globally is used to read a line into a temporary string, if the string length is longer 
than a single character, it is not one of the basic instructions from the Android application and would 
require further action. Therefore, the first character of the string is compared, and if it contains an 
“l” which would mean the instruction is a list touch, it will store and convert the remaining part of 
the string into an integer and change the current line to that value. The other options will then 
progress through a case statement where the parameters are read into the actions and call the user 
defined functions for each button pressed on the HMI. When multiple parameters are passed, as in 
the case with “SET”, “RESET”, ”LOAD”, ”NEW” and “WAIT” a similar process is followed to convert 
the remaining characters to the respective formats. 
The control structure for the messages implemented in the program is covered in the following 
chapter. The program has two facets, one adds lines to the program in the form of a file that can be 
edited with a text editor, and the second facet is running each cycle. The forms of the instructions 
are similar to that of the Android application sending messages. Initially, there is one character that 
starts the line then a series of parameters and an open space before the line is ended. The open 
space is important as the program will continue to look for an item on the line until an empty space 
is found. If the space is not included at the end of the line, an unhandled exception will be thrown, 
however, if the application is used solely with the Android application, this can be avoided. Each 
time an instruction (PTP, LIN, CIRC, SET, RESET, WAIT) is added to the program, the line is added to 
the working file and a message is sent to the Android application to clear and insert all the lines 
within the working program. 
One of the exceptions to the basic functions is the CIRC command which requires the user to move 
to an auxiliary point on the arc to be calculated and prompts the user to go to the final point and re-
input the CIRC command. The method may seem unconventional, but a similar process is used by 
both KUKA and FANUC. 
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When creating a new file, or loading an existing file, the user must input the exact phrase used. The 
reasoning for this is twofold, initially it is to stop an unauthorised user editing a working file, and 
secondly it is used for convenience. Special care has been made to ensure that duplicate files cannot 
be created. If a file has been misspelled during a load operation, the system will prompt the user 
that the file does not exist and that the operation must be retried. Both the prompts will require the 
user to press the respective buttons again to commence the operation. 
The FWD and BWD commands take the global variable “current_line” and run the line, or the line 
before, respectively. The run command initialises the current line to zero and does not stop until the 
entire program is finished. It cannot be stopped halfway through the program when the run button 
has been pressed. If an unsafe scenario occurs, the emergency stop button must be pressed and the 
system homed. Once the system has been homed, the first line can be selected and the FWD and 
BWD buttons can be used to navigate the program. A user defined function was created to execute 
each of the instructions. It was programmed to accept single instructions at a time to allow the FWD, 
BWD and RUN commands to use the same function. The execute function accepts a string from the 
line taken from the working file. Once the line has been passed a command parameter is selected 
which is the first character of the passed string. The command parameter is taken into a case 
scenario and the rest of the parameters are handled on the basis of the initial command instruction. 
For example the SET and RESET commands both only have one parameter that has to be found 
where CIRC has the most at nine points (3 co-ordinates with 3 points). In each case it must be 
carefully noted whether the application needs to convert the parameter into an integer or a floating 
point value. The control methodologies for each of the functions are discussed in Chapter 8 of this 
study. 
The motion buttons controlling the axes either in the Cartesian or Joint co-ordinate system will 
check what the current conditions are for Movement type, Jog type and speed and set the motions 
accordingly. If the system is set to Joint mode with 5mm intervals, the system will calculate 5mm 
movement based on the joint position and recalculate the new Joint angle. The user will have to 
release the button and press it again to continue the motion. When the system is set to continuous 
mode, the system will move at a given rate (which is currently set to 2mm per 100ms) to move. This 
allows the machine to move freely. Finer movements can be made by modifying the program and 
can be included. The system performance is very coarse, and therefore manipulations of less than 
1mm have been disregarded. 
User defined functions have been declared to move the motors and send the instructions via the 
RoBoard channels to the respective motors. To simplify the motion instructions, an axis label and 
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direction is given through to a predefined function. The function checks the axis to be commanded 
and also observes the validity of the planned point of control. If the point is valid, the motion will 
increase by the factor set out by the movement type. The current positions are stored in the 
respective global variables and a function is called to calculate the pulses required for the control 
(described in Chapter 8). The calculated pulses are used in the RoBoard Library function SendPWM. 
User defined functions have further been calculated to check the validity and parameters for the 
equations of either the line created by the two points and used in the LIN function, or the equation 
of the circle created by three points. The control method for the movements in each of these cases 
was also programmed and is included in the controller design chapter. 
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8. Controller design methodology 
This chapter will discuss the methods used to implement the motion commands and those used to 
control the GPIO of the RoBoard. The methods described in this section use the knowledge that can 
be obtained from the datasheet and working documents for the RoBoard obtainable from the 
RoBoard website (DMP Electronics Inc, 2009).  
The focus in this section will show, using the datasheet, how the Operating System was installed on 
the RoBoard, and will describe different methods used when running and programming a motion 
program..  
8.1. Installing an Operating System on the RoBoard 
There are various operating systems that can be used for the RoBoard, some of which are open 
source (as is the case with Linux based operating systems), or “Abandonware” as is the case with 
Windows XP. The Abandonware XP can be obtained and installed on the RoBoard without issuing 
licence fees, if the device is to be used for educational purposes (DMP Electronics Inc., 2011). 
Windows XP is seen to be a more common development environment, and as it is used more often 
than Linux in most institutions, it was selected for this project to promote future development and 
to exploit system functions regarding networking. 
Seeing that the RoBoard does not have facilities for an optical drive and the hard disk is a microSD 
memory card, the USB installation was used. To successfully install Windows XP using this method, a 
USB Flash Drive larger than 2GB must be used and an Abandonware version of Windows XP must be 
obtained. A PC running Windows will be used to create a bootable disk for installing Windows XP. 
However, a program called nLite must first be downloaded and installed, as this will be used to 
create the image on the Flash Drive. Other software and drivers need to be obtained to create a 
windows environment that includes the RoBoard drivers and capabilities. Table 10 below shows the 
sites where these items may be downloaded from: 
Table 10: Download list for RoBoard Setup 
# Description URL 
1 nLite www.nliteos.com/download.html 
2 WinSetupFromUSB www.msfn.org/board/install-USBWinSetupF-t120444.html 
3 WinXP RoBoard Drivers www.roboard.com/download_ml.htm 
 
Once the items in the table above have been downloaded, open nLite and select the “Next” button. 
Click on “Browse” and select the location of the Windows XP install CD and click “OK”, a resulting 
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dialog box asking users to select the save location will prompt the user to save the file. Create a 
folder named “RB_XP” and select that location. Allow the copy to finish and click next, until the 
“Task Selection” page is reached. Select the “Driver”, “Unattended” and “Bootable ISO” options and 
click next to proceed to the driver page. Insert a single driver and choose the LAN driver 
(NETRDC.INF) from the folder with the Windows XP drivers (item 3 in the table above). Repeat the 
process for the VGA driver (xg20gr.inf) and click next. For the unattended settings, insert the correct 
CD key and select Standard computer, selecting the checkboxes for turning off the firewall, 
hibernate and skip OOBE. The Users page must also be modified to include an administrator and 
password. Click next and start the process which will integrate the drivers into the XP image, when 
the process finishes, click next. Find the option marked Make ISO, select a location to save the file 
and wait for the process to finish. When the process is finished, mount the newly created image with 
any suitable tool and insert the flash drive before launching the WinSetupFromUSB application. 
Once launched, select the Bootice option, then select the USB disk and click on the “Perform 
Format” button, where the user should select the USB-HDD mode with single partition and the NTFS 
File System. Confirm the resulting dialogs and select the Process MBR button, then GRUB for DOS 
0.4.5a and clicking the “Install/Config” button, followed by the “Save to disk” option and confirm the 
Dialog once completed. Copy all the files from the “grub4dos” folder onto the root of the newly 
created Bootable disk and select the mounted XP image and click OK. The next dialog will allow you 
to press “GO”, wait for the process to finish, confirm the job is done and click on exit. The Flash Drive 
is now a bootable disk and can be inserted into the USB port of the RoBoard. Power up the RoBoard 
with the flash drive inserted and enter the BIOS setting which will allow booting off a portable disk. 
Install Windows as normal. 
8.2. Point-to-point control methodology 
Point-to-point motion control (PTP) moves from an initial point to a final point with the least amount 
of movement from all joints. With a six axis controller, the positions are stored for each of the joints, 
and the position and angle of the end effector is calculated. Once these positions are stored, an 
evaluation is made as to whether the position must be controlled with the stored joint positions, or 
whether a new inverse calculation needs to create an amended joint angle parameter list. In serial 
robotics, it is a more complex process, as one end effector position can be obtained with a complex 
number of solutions, however, with the DELTA parallel platform there are only two possible 
solutions for each co-ordinate. This allows the system to either store the joint positions and control 
to them, or to store the previous and current positions then move between them without 
interpolating points  between the initial and final points. 
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To implement this procedure on the controller, the final x, y and z values for the desired position are 
stored in a running program file to be called upon as the program executes the instructions. The PTP 
instruction will intermittently check to see whether the point is valid and will move without any 
speed limit to this position from a previously stored location. This location is either the home 
position (at the start of the program, the platform must move to a known location), or the previous 
location controlled within the program. Once the instruction is completed, the new position is stored 
as the “current position” for use in the next instruction of the program.  
8.3. Linear control methodology 
A linear control instruction differs from a point to point instruction in that  it requires the motion 
path to be known at all points between initial and final locations. Therefore, a set of parametric 
equations need to be calculated to represent the motion path between the two known points. As 
the motion path is a straight line, the two points will be used to calculate the equation for a straight 
line. The orientation angle cannot change with a DELTA parallel platform, so a two dimensional line 
equation will be calculated using the initial and final points. 
       
   
  
  
 
          
Once the parameters have been calculated using the initial and final points, a division scale or 
resolution must be selected. The difference in x-values will be selected and divided by 1000 to select 
the resolution that exploits the fast moving platform. Elevation (or difference in z-values) will also be 
divided by 1000 and thus linked to the linear equations above. The following equations will 
represent the linear motion programming: 
          
    
     
         
 
    (                   ) 
*   (     )    
           +                   (                ) 
The motion controller will calculate the inverse kinematics for the location (x1+xN, yN, zN) and move 
to that location. The divisions and delay between steps ensures that the correct position is 
maintained and that the controlled position satisfies the linear instruction between the initial and 
final points. 
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Implementation requires storage of the initial and final points, which will allow all the calculations in 
the section above to be successful, only requiring inspection of the path’s validity. 
8.4. Circular control methodology 
A similar process is used to calculate the parametric equations for the motion path to emulate 
circular motion. As orientation is fixed with the DELTA platform, the parametric equations formed 
will require changing an angle and calculating the respective x and y positions. The elevation will 
again be divided with the same resolution as the angle difference. The parametric equations and z 
equation are as follows: 
            
            
         
Where Δz is the difference in elevation values divided by the same resolution as the difference in θ-
values and r is the resulting radius formed. The values xc and yc are the centre for the resulting circle. 
To effectively calculate the above equations, three points will be required. The program will ask the 
user to continue to an auxiliary point on the planned circle path and once the position has been 
captured, require the user to move to the final point and capture that point. This procedure will 
provide the three points required to calculate the parameters for the parametric equations above. 
The conditions will require that the points are not all co-linear, as this will cause a division by zero in 
the calculations of the parameters. 
To calculate the centre point for the resulting circle, assume that the three points have the following 
co-ordinates: 
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  (        ) 
The centre can then be calculated by using the equation for a circle and simplifying: 
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The initial and final values for θ are calculated by substituting the initial and final x-values into the 
parametric equations. The difference is then calculated and divided by 1000 to obtain an accurate 
position which will satisfy the equation representing the circular path. 
8.5. Servo motor control 
The RoBoard requires setup of the board and the channels to use the pins for servo motor control. 
These pins can be set up in a variety of methods, including manufacturer specific methods which 
allow certain start and stop functionalities to be included in the methods called to control. The servo 
motors used in this project are generic motors with no feedback, but with potentiometric position 
control. Therefore, the following command needs to be used to set the first three sets of output pins 
for servo motor control: 
rcservo_Init(RCSERVO_USEPINS1+ RCSERVO_USEPINS2+ RCSERVO_USEPINS3); 
The above function will initialise pin set 1, 2 and 3 to be used as servo motor control pins. The pin 
control method and subsequent class calling the controlling function must also be selected, for each 
set of pins, the following instruction will be used: 
 rcservo_SetServo(RCSERVO_PINS1, RCSERVO_SERVO_DEFAULT_NOFB); 
To manipulate the servo motors, the following instructions will be used: 
 rcservo_EnterPWMMode(); 
 rcservo_SendCPWM(pin, PWM_period, PWM_duty); 
In the above case, the PWM_period term will remain the same at 20ms (parameters are in terms of 
µs) whilst the duty cycle will vary between 900µs and 2100µs, delivering an angle change of 110°. 
Effective control of the angle will require the pulses to be calculated based on the mechanical 
configuration. Figure 35 overleaf shows the required angles and the resultant pulse calculation 
based on the difference in duty cycle and the operating range. 
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Figure 35: Pulse calculation method 
                      
The parameter values 10.91 and 1118.1 are calculated based on the orientation that the motors 
require. The operating range is 110° which equates to the operating pulse range of 1200µs, 
therefore for each degree of movement, there is a duty cycle of 10.91µs. The offset is -20°, which 
results in a duty cycle of 218.1µs. The operating movement starts at 900µs resulting in the offset of 
1118.1µs. In the pulse calculation, the input angle must carry its polarity or sign for the equation to 
be valid. 
8.6. General Input and Output control 
The remaining pins on the RoBoard that have not been set up as servo control pins will form part of 
the General Purpose Input and Output bank (GPIO bank). For this project, three pins are used and 
configured for this purpose. It must be noted that the operating voltage range for these pins are TTL 
logic levels, therefore a range of 0V-3.3V DC. The training platform does not include inputs, as this 
will be left for future development. The control program has been set up to set one of three outputs 
at a time using the following function: 
 rcservo_OutPin(RCSERVO_PINSx, condition); 
Where the condition is 0 for false or off, and 1 for true or on, and x is the pin number connected to 
the respective output. The commands used to control the outputs are simply “SET” and “RESET” 
with a dialog that requires user input to select either 1, 2 or 3. 
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8.7. Wait control  
In some cases, a delay is required between certain instructions. The “WAIT” function has been 
included and requires the user to input a time in ms. If a correct time has been selected, the function 
will write the delay instruction and the time to delay to the program instruction list. When the delay 
is called, the RoBoard uses a clock to sleep for the given period of time. The RoBoard has been 
selected as the program running with real time instructions can be controlled without checking 
system cycles or pulses. 
8.8. Program maintenance 
The programs are written to a file without an extension, partly for safety but mostly for ease of 
access when collecting the data and calling the program list. Using this method means that should a 
user browse the files, one cannot simply open the file without selecting a program to do so and 
therefore the files cannot be modified without using the control program. 
Basic text files are used to store the respective instructions in a list, so that each position or 
parameter can be stored to within the program’s specific accuracy. A program can only be opened 
by typing in the correct filename into the “Open” dialog on the HMI. An incorrect filename will result 
in no program opening thus reducing the risk of other users opening files that they did not create, 
and modifying them. A new program can be created by pressing the “New” button, and the user 
creates the file by selecting a filename that only they will know. When the new file opens, a homing 
command is automatically inserted as the first line of the program. This is done to ensure that there 
is always a known position at the start of the program cycle. 
If the user selects the “Run” command, the current program file is read and initialised to start from 
the first instruction. Each subsequent instruction is read and executed sequentially ensuring that the 
next position that occurs will always be as a result of a previous position. 
The user may also select the “FWD” or “BWD” instructions which will execute the instruction after or 
before the one selected. To repeat the operation a new line must be selected. As opposed to 
conventional robotic systems, the entire instruction will be completed rather than parts of the 
instruction, until the next instruction is found.  
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8.9. Program instruction structure 
Each instruction, when programmed using the tablet, will insert a line into the aforementioned file. 
The structure of each of the instructions can be seen in Table 11 below: 
Table 11: Program instruction structure 
Instruction P1 P2 P3 Description 
P Controlled point   Point to point 
L Previous point Controlled point  Linear 
C Previous point Prompt point Final Point Circular 
S Output number   Set 
R Output number   Reset 
W Time in ms   Wait 
 
In each case, the instruction line must end with a blank space “ “ before the line termination 
command “endl” is given. For all the motion instructions, each parameter has three points, one for 
each part of the co-ordinate. 
When the program is called to run either a line or the entire program, the program list will be read. 
The first character within the line will determine the processing structure for the remaining 
parameters. Therefore, if a “P” command is found, the program will only look for one parameter, as 
opposed to the “C” command where the program requires the input of three parameters. Each of 
the program instructions is structured as a string within a text file, requiring the text to be converted 
to a number format that can be used within the remainder of the control program. 
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9. Test strategy and experimental setup 
This chapter will describe the test strategies used to assess various parts of the project design. The 
payload, accuracy, repeatability and reproducibility experimentation methods will be shown 
followed by the results for each of these tests. Finally, a learning task will be completed and 
demonstrated on the platform. 
9.1. Payload test 
Within the payload test, the potential heaviest load will be ascertained. As this will be a static load 
condition, the payload at maximum movement speed will be a third of the maximum payload. 
The experiment will require a linear scale (or a suitable pull scale) being fixed to the base platform 
whereafter the platform will be commanded to retract completely in an attempt to fully deflect the 
scale. The experiment will be repeated ten times and the maximum deviation recorded.. Figure 36 
below shows a diagrammatical representation of the experimental procedure. 
 
Figure 36: Payload experimental setup 
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Typically, DELTA robotic platforms of this size have a payload of around 1kg. The experimental setup 
is shown in Figure 37 below and the experiment repeated 5 times. 
 
Figure 37: Payload Experiment 
It must be noted that the scale has a mass of 1.3kg. Table 12 below shows the results for the 5 
experiments in kg. The divisions on the scale are in 0.5 kg increments, but estimation was made for 
values where the pin fell between points. 
Table 12: Payload results 
Experiment # Lift capacity (kg) 
1 1.5 
2 1.5 
3 2.0 
4 1.75 
5 1.25 
 
The mean for the data above is 1.6kg with a standard deviation of 0.28kg. The mass of the scale 
must be added to the total mass lifted, therefore the static payload is approximately 2.9kg, which is 
above average for a platform of this size. 
9.2. Accuracy test 
The accuracy test would require manipulation of the working files if the standard application and 
HMI is to be used. Therefore a secondary application is created that will calculate and predict an 
exact co-ordinate. This test will fix a writing implement in the form of a whiteboard marker to the 
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end effector of the platform and a piece of blank paper to the workspace. Figure 38 below shows the 
proposed pattern to test accuracy. The experimental setup used for the accuracy, repeatability and 
reproducibility tests as is shown in Figure 39 overleaf. 
 
Figure 38: Accuracy test pattern 
 
Figure 39: Experimental setup 
In the accuracy test, the centre point is placed and each of the radial points will have a distance 
measured to determine whether the calculated distance of 50mm in each axis is correct. An angled 
square will also be used to determine the angles made between the radial points to determine 
accuracy of the axes. A piece of string will be used to measure the points. The test result is shown in 
Table 13 and Figure 40 below. 
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Figure 40: Vernier calibration used for accuracy test 
Table 13: Accuracy results 
Test Number Point 2 Point 3 Point 4 Point 5 Angle (312) 
1 50.05 49.15 52.10 50.05 90° 
2 52.00 51.10 51.05 48.05 88° 
3 52.05 50.00 50.50 50.55 91° 
 
Table 14: Statistical Data 
Point number Mean Standard Deviation 
2 51.37 1.14 
3 50.08 0.98 
4 51.22 0.81 
5 49.55 1.32 
Angle 312 89.67° 1.53 
 
The maximum error was during test 1 creating point 4. The value of the error was 2.1mm (with the 
available division scale on the Vernier as can be seen from the statistical data in Table 14. 
The data above shows an inaccuracy of between 1 to 2mm, which is acceptable, given the coarse 
movement of the machine and the low grade of the servo motors. 
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9.3. Repeatability test 
The repeatability test will use the same procedure as that mentioned in the accuracy test and will be 
repeated on the same piece of paper 10-15 times after which  the groupings will be noted. The 
spread of the points will determine the repeatability of the machine and indirectly will show the 
precision of the machine. The results can be seen in Figure 41 below: 
 
Figure 41: Repeatability experimental results 
The experiment above showed a drift in the accuracy. Even though the points are always a similar 
distance away from the origin, the general spread of the points are not in the same area. A circle was 
drawn to encompass most of the calculated points, and the radius was measured using the Vernier 
as can be seen in the previous figure. All of the points except point 2 required a circle with a radius 
of 10.55 to encompass all the points. Point two required a circle with a radius of 10.00mm. 
From the above figures and data, the platform shows a moderate level of repeatability, thereby also 
showing the machine’s level of precision.. Each of the points displays an accurate correlation 
between the points within a cycle, but the cycles do not always repeat in exactly the same location. 
Flexing of the motor brackets is one of the major causes of the drifts, and the method of acquiring 
the related data may also be flawed. This required a re-assessment of the brackets and the test was 
re-done with the new, stronger brackets. As shown in Figure 42 below, for the same 10 cycle sweep, 
the points are closer together than in the initial test. All of the points fall within a circle with a radius 
of 5mm. 
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Figure 42: Second repeatability test results 
When considering the diameter of the bullet nosed marker used for the test has a diameter of 3mm, 
and a large portion of the data points collected above were less than 1mm away from the centre 
grouping, the repeatability of the test was quite high.. 
9.4. Reproducibility test 
The reproducibility test can be seen as one of the more important performance parameters to be 
determined for the platform. It will indirectly describe how easily the platform can be manoeuvred, 
which is one of the design parameters required. The test procedure for the reproducibility test will 
be the same as the one shown for the repeatability test (that is 10-15 cycles of the accuracy test), 
but in a different location and will require setup of the platform in two locations. The tests will 
therefore be performed at the author’s workshop initially with a second test performed at a 
laboratory at Nelson Mandela Metropolitan University.  
The results for the initial test are the same as the test results in Section 9.3, and the second test 
results and comparison can be shown in Figure 43 overleaf. 
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Figure 43: Reproducibility test 
The second repetition of the repeatability test shows a high correlation to that of the first. The test 
required dissembling the marking system and moving the platform to and from the locations 
specified, and being re-plugged. 
9.5. Suitability test 
A learning task, as in Appendix D of this document, was completed with the training platform. The 
PTP, LIN and CIRC all completed successfully. There was, however, an issue with the CIRC instruction 
which was not always able to calculate the optimal control circular path, however, in most cases 
with the smaller radius arcs, this proved to be an infrequent occurrence. 
Examples of the completion of the learning task as set out in Appendix D can be seen as the video 
“Learning Task” on the accompanying DVD. 
Another task, titled “Box Task” on the DVD, shows how the platform can be used to touch a box in 
multiple locations without knocking the unstable box over. This shows the efficacy of the linear 
functions. 
Some of the other videos included on the DVD show the movement using the motion buttons and 
the “Set” and “Reset” functions.  
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10. Validation and conclusion 
10.1. Validation 
The aim of this project is to establish whether an inexpensive model can be developed and built for 
use as a substitute training tool for teaching the basic principles of robotic motion programming. The 
project has shown the success of the given aim, but has also shown the creation of a mechanical and 
electrical design for the physical platform and design of the software for the controller on the 
specific platform, thereby encompassing all of the Mechatronics aspects of the masters. The other 
design parameters that had to be met are as follows: 
 Cost 
 Ease of use 
 Ease of maintenance 
 Simplicity of design 
These design parameters are discussed in section 10.3.1. 
10.2. Recommendations  
The inclusion of a deadman switch and a proper emergency stop sequence could be integrated to 
assist in the completeness of the system. With the technology and time available for the project, the 
basic outline for such was seen to have a higher priority and therefore did not feature in the design 
process. The components have been selected in such a way that no hardware manipulation is 
required to implement the extra recommendations for the project, but would require intensive 
software redesigns. 
Another recommendation that can be given to the project is to use a higher grade of digital servo 
motor. To keep the cost of the project down, which was the main aim, less expensive lower grade 
motors were used. These motors did not have a particularly fast response time nor did they provide 
any feedback for position or speed control. This made speed control for the project difficult and the 
differences in speeds for the platform were hardly noticeable. Motors that are roughly the same 
specification as the selected servo motors, but that do offer  feedback, are in the region of about 
R1,600 each which brings the total approximated cost up to R16,460 assuming the same power 
supply and regulator can be used. The motor brackets were designed to allow movement and 
placement of the motor, however these are too thin to effectively contain the high inertia caused by 
the movement. New brackets manufactured from a thicker material with a larger support and 
resistance to bending are to be used for the M2 platform. 
VALIDATION and conclusion 
90 | P a g e  
 
The use of lighter materials will inevitably increase the cost of the platform, but use of polymers or 
plastics could potentially be viable if more than 5 of the machines need to be made at a time. 
Gentech, a local injection moulding company, was asked on the opinion of creating the lower 
platform, and the resulting answer required high volumes to make the process viable. 
Future developments can include end effector design, which is difficult for this platform as the 
payload is relatively low already. Another development is to add a rotational axis to the end effector 
or to use a vision system to develop component placement or selection. A dynamic response system 
can be developed as a part of training or teaching robotic kinematics or control. 
10.3. Conclusion 
10.3.1. Design parameters 
Cost: 
The total cost for the platform can be seen in Table 15 below: 
Table 15: Final Cost of Platform 
Component Final Cost 
RoBoard RB110 Starter + Memory Card R 3, 715.00 
IDEOS S7 SLIM Tablet R 2, 199.00 
Metalwork for Frame incl. Extrusion R 4, 120.00 
XQ-Power range, model S5040D (x3) R 1, 140.00 
Wooden Cabinet, incl. Castors R     749.00 
Keyboard, Mouse, Screen R     949.00 
Power Supply R     199.00 
Wiring, Solder and fittings R     168.00 
Delivery and Sundry Charges R     380.00 
Development Hours Approximately 1200 
Software R          0.00 
TOTAL R 13,619.00 
 
The total cost for the platform, as seen from Table 15, is R13,619.00. The least expensive commercial 
platform that is non-industrial can be obtained from CrustCrawler. This platform totals to US$ 
1,900.00 and does not include any of the fixtures, power supplies or trolley. Some of the industrial 
platforms exceed a cost of R300,000.00 for a basic industrial setup. It can therefore be concluded 
that the cost constraint has been met, even though the initial estimate of R12,000.00 was not, as the 
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cost fell below the R20,000 target. The development hours have not been included as a cost. This is 
due to the fact that a lot of the development time was spent with troubleshooting and debugging 
rather than design construction. The design cost of the platform will decrease with the production of 
other machines. The labour cost can be done by a single person and if all the components are 
obtained before beginning construction, the platform can be assembled in less than one working day 
(8 hours). The cost of a general labourer to assemble the platform is approximated at R52.50 (based 
on minimum wage of R2,100.00 per month at 40 work hours per month). This increases the cost of 
one machine by R420.00, totalling R14,039.00 per machine. 
Ease of use: 
The platform is easy to assemble and disassemble, requiring few moving parts. There is one switch 
which enables the controller, and one emergency stop. The software used by the controller is 
Windows-based therefore the skill required for general operation is low. Secondly, the tablet 
application has been simplified to only have basic options, thereby increasing the ease of use. 
Finally, the link is established automatically when the initial commissioning is completed, requiring 
no input from inexperienced users.  
Ease of maintenance: 
All of the components are locally sourced, with the exception of the RoBoard which was delivered by 
Netram. The support structure is still within South Africa therefore making it easy to source and 
replace components. The connection for each of the components is modular as far as possible to 
make maintenance requirements a minimum. 
The most difficult components to replace are the motors, which require soldering of wires. In future, 
these connections should be replaced either with joining lugs, or possibly strip connectors. The 
entire RoBoard can be replaced by removing the microSD card and connecting cables, replacing the 
board, then re-installing the cables and microSD card on the new unit. 
Simplicity of design:  
The entire design is modular and contains few moving parts that require maintenance. The design 
included aspects that were commonplace to most South African students. These aspects included 
basic mobile tablet applications, and the use of Windows on the controller platform. 
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10.3.2. Payload 
Generally a DELTA platform of roughly this size has a payload of approximately 1-3kg, which it can 
move at maximum speed. The experimentally obtained static payload of 2.9kg, when placed on the 
developed DELTA platform, is not able to move the load at full speed, which is expected. When 
establishing that the full speed movement conditions for a dynamic load are roughly a third of the 
maximum static load condition and testing movement with the new load condition, the platform 
performs adequately at full speed.  
It should however be noted that the high level of inertia within the system makes it difficult for the 
low end servo motors to continuously cope with full speed manipulation of the dynamic payload. 
The suggestion is to incorporate a factor of safety within the payload, which would require that the 
dynamic load condition be 60% of the tested load. This results in a dynamic load condition of 
approximately 1.7kg. 
10.3.3. Accuracy 
The results from the accuracy test show that the device can sometimes overshoot the mark, and as 
such, a controller can be developed to control the speed and position. This would require additional 
hardware such as an encoder system that will allow for feedback and thus a closed loop system. 
At this low level of use, however, the system can be seen as performing adequately as the deviation 
does not exceed a maximum of 1.32mm, which is an error of less than 26.4% of the required 
movement of 50mm. 
It has been noted that the accuracy of the machine improves at levels higher than the platform table 
top and that the optimal height level is roughly the length of the top connecting arm of the platform. 
Accuracy also seems to improve if a linear interpolation between the points is created by dividing 
the distance by 100 steps and controlling to each of the steps. 
Finally, the device was not produced to comply with an extremely high level of accuracy. Instead, it 
was developed to teach the basic principles of motion programming. A decision had to be made to 
produce the training tool as either an expensive system which was accurate, or as an inexpensive 
system which still showed an acceptable level of accuracy. The stated aim of this project was to 
create a low cost system and therefore the lower accuracy is tolerable. 
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10.3.4. Repeatability and Reproducibility 
Whilst the platform does not exhibit the highest levels of accuracy, the repeatability and 
reproducibility is of a sufficiently high level. The points that have been commanded may not always 
be exact, but the repeated use of the platform within the same application base is remarkable.  
The platform is easy to move from one location to another, as most of the components are modular. 
If space allows, the entire system can be moved as one, due to there being very few components 
that are not fixed to the platform. 
The system shows a high level of reproducibility, as the results for the second repeatability test 
follows the first almost exactly. This gives a certain confidence in ensuring the device will work when 
moving it from one classroom to the next, or indeed one location to the next. 
10.3.5. Suitability test 
The system performed relatively well in most cases, excepting some of the CIRC instruction 
operations. This will allow lecturers or trainers to leave students to complete certain learning tasks if 
required to do so. The low number of components means that the system is easy to manage and 
maintain as well as making fault finding simpler. As mentioned in the aims of this report, the 
components used are all sourced locally to ensure that each component can be replaced easily if it 
should be broken by misuse or failure. 
The platform can perform all of the functions as defined in the introductions. Videos of these 
instructions can be seen on the supplementary DVD. 
10.3.6. Learning task and training notes 
The learning task and training notes for the system have been developed and are included in the 
appendices. The development process for each of these tasks has not been included in the report, as 
it does not correlate directly to the development of the platform, but rather serves as an instruction 
manual that is to be included with the use of the platform as a training tool. 
The training notes include the sections that were required in chapter 2. The notes follow a course 
outline that is similar to that of the KUKA Basic Course developed by NMMU, and is similar to a 
course developed by the author for an FET college based on a Fanuc robot. 
The learning task includes each basic command to some extent in a basic learning example of a pick 
and place operation. The learning task can be seen in the appendices and requires the user to move 
to a desired location rapidly, approach a second location from directly above, switch on an output 
(that could be connected to a gripper but in this case it is an LED) and retreat to the location above. 
A circular movement must then be made to avoid an obstacle and a similar procedure is followed to 
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place the block down again on a secondary location. A representation of the process can be seen in 
Figure 44: 
 
Figure 44: Learning task instruction 
10.3.7. Final conclusions 
In final conclusion, the platform was designed to allow the teaching of robotic motion programming 
in a classroom environment. The platform has taken the basic motion principles from KUKA, Fanuc 
and FESTO and their respective command systems. The machine is mobile to allow free movement 
between locations and is inexpensive enough to allow the machine to be developed and distributed 
to FET colleges and Technical high schools, as well as universities where industrial robot training can 
be difficult to produce. 
The platform still has a large vibration component when the machine is under a static condition, 
which is attributed to the weight of the lower platform, the joints and the motors being of a lower 
grade than necessary. These components can be redesigned or replaced with better components, 
which would improve performance but also drastically increase the price of the platform. 
The platform design plans can also be given to some of the abovementioned potential users of the 
platform to allow classes or groups to build the machine themselves and possibly reducing either 
manufacturing costs, or using student hours to complete the machine as a project. 
The platform is a respectable representation of what is possible with the basics of robotic motion 
programming and is seen as a suitable replacement for parties that cannot afford the more 
expensive options. 
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Appendix A – Manufacturing drawings and component list 
Please note that the drawings in the following section are not to scale. Please see the CD for the 
accurate digital formats of the dxf files. The drawings have been included as part of the 
manufacturing drawing processes. The component list is as follows: 
Part Quantity 
Arm MS  3 
Bottom frame MS 3 
Top Frame 3 
Lugs 6 
Wooden stops 6 
Motor bracket 3 
Threaded rods 6 
Universal joint rod end 12 
Aluminium profile (600mm) 3 
Wooden Cabinet 1 
PC Screen 1 
Keyboard and mouse 1 
RoBoard RB110 1 
IDEOS S7 slim Android tablet 1 
Bluetooth Module  
XQ-Power Motors 3 
Power regulators 2 
Hex head aluminium profile screws 6 
PSU (PC) 1 
35mm DIN rail (200mm) 1 
Detent switch 1 
E-Stop 1 
Terminal blocks 12 
Screws and washers 24 
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Appendix B – Visual C++ code 
B.1. Main Program code 
// DELTA BLUE is a Delta PKM that has been designed as a training tool 
// The device uses Bluetooth to communicate to a tablet from which it receives instructions 
// The device then analyses the instructions to be given to the RoBoard to manipulate the servo motors or 
other IO. 
// Application Created by Sarel Bezuidenhout 2012. 
 
#include "stdafx.h" 
#include "stdio.h" 
#include "conio.h" 
#include "math.h" 
#include <iostream> 
#include <cstdlib> 
#include <cstdio> 
#include <fstream> 
#include <string> 
#include "roboard_dll.h" 
#include "Modules.h" 
#include "simpleserial.h" 
 
using namespace std; 
using namespace boost; 
 
float xc, yc, zc, r,current_x,current_y,current_z,last_x,last_y,last_z;  // Variables used to 
maintain program position and cycles 
char current_program[80];          
   //Shows the current file that must be edited 
 
const float home_x = 0; 
const float home_y = 0; 
const float home_z = -78.7861;         
   //Home co-ordinates based on a 0 degree input for all axes 
string strcom = "COM4";          
    //com port for the serial communication which is Bluetooth in this case 
SimpleSerial serial(strcom,2400);         
  //Opens the serial port for the entirety of the program. if communication fails at any 
point the program will exit 
 
//other initial conditions are set here 
int current_motion=0; 
int current_jog=0;  
int current_speed=0; 
int current_line=0; 
int last_line; 
 
bool out_1 = false; 
bool out_2 = false; 
bool out_3 = false; 
 
//declarations of user defined functions 
void getpulse(float theta1,float theta2,float theta3,float &pulse1,float &pulse2,float &pulse3); 
void sendtomot(float x,float y,float z); 
void get_final(float &final_x,float &final_y, float &final_z); 
void pos_init(void); 
void sendProgram(void); 
void run_prog(void); 
void movmot(char axis,float amount); 
void run_l(int line_no); 
void wait_exe(int delay_time); 
void getcirc(float ax,float ay,float az,float bx,float by,float bz,float cx,float cy,float cz); 
void movcirc(float a, float b, float c,float theta1, float theta2, float z1,float z2); 
void getlin(float ax,float ay,float az,float bx,float by,float bz); 
void movlin(float m,float c, float x1, float z1, float delx, float delz,float ya, float yb); 
void getsphere(float a1,float a2,float a3,float b1,float b2,float b3,float c1,float c2,float c3,float 
d1,float d2,float d3); 
void movsph(float thetax, float phix, float thetay, float phiy); 
void sendMessage(string temp); 
void showcurrent(void); 
void ptp(void); 
void lin(void); 
void circ(void); 
void add_set(int outnum); 
void add_reset(int outnum); 
void set(int outnum); 
void reset(int outnum); 
void wait(int delay_time); 
void newprog(char temp_str[80]); 
void load(char loadfile[80]); 
void save(void); 
void fwd(void); 
void bwd(void); 
void x_up(void); 
void x_down(void); 
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void y_up(void); 
void y_down(void); 
void z_up(void); 
void z_down(void); 
void jog_type(void); 
void move_type(void); 
void speed_up(void); 
void speed_down(void); 
void last_program(void); 
void exe(string line); 
void delete_line(void); 
 
 
 
 
int _tmain(int argc, _TCHAR* argv[]) 
{ 
 string temp; 
 bool blist = false; 
 roboio_SetRBVer(RB_110); 
  if (rcservo_Init(RCSERVO_USEPINS1 + RCSERVO_USEPINS2 + RCSERVO_USEPINS3) == false)  
    {  
        printf("ERR: rcservo_Initialize() fails (%s)!\n", roboio_GetErrMsg());  
        return 1;  
    }  
 rcservo_SetServo(RCSERVO_PINS1,RCSERVO_SERVO_DEFAULT_NOFB); 
 rcservo_SetServo(RCSERVO_PINS2,RCSERVO_SERVO_DEFAULT_NOFB); 
 rcservo_SetServo(RCSERVO_PINS3,RCSERVO_SERVO_DEFAULT_NOFB); 
 rcservo_EnterPWMMode(); 
 pos_init();     //initialises position to those set globally 
 showcurrent();    //shows the current status of the delta robot 
 
 //Main program sweep 
 while (true){ 
  temp = serial.readLine(); 
  blist = false; 
  if (temp.length()>1){ 
   if(temp[0] == 'l'){ 
    string temp2 = ""; 
     for (int i = 3;i < temp.length();i++){ 
      temp2 = temp2 + temp[i]; 
     }//endfor 
     current_line = atoi(temp2.c_str()); 
     if(current_line == (last_line -1)){ 
       current_line++;} 
    temp = " "; 
    blist = true; 
   } 
 
  }//endif 
        unsigned char ch = temp[0]; 
            //This will call the program instructions and handle them accordingly 
            switch(ch)  
   {//beginsw 
    case 'p': 
                    ptp(); 
     break; 
 
    case 'l': 
                    lin(); 
     break; 
 
                case 'c': 
                    circ(); 
     break; 
 
    case 's':{ 
     //checks the second parameter and stores it for use 
     string outthing = ""; 
     outthing = outthing + temp[2]; 
                    add_set(atoi(outthing.c_str())); 
     break;} 
 
    case 'r':{ 
     //checks the second parameter and stores it for use 
     string outthing = ""; 
     outthing = outthing + temp[2]; 
                    add_reset(atoi(outthing.c_str())); 
     break;} 
 
    case 'w':{ 
     //checks the second parameter and stores it for use 
     string timething = ""; 
     for (int i = 1; i < temp.length(); i++){  
      timething = timething + temp[i]; 
     } 
     int delay_time = atoi(timething.c_str()); 
                    wait(delay_time); 
     break;} 
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    case 'n':{ 
     //checks the second parameter and stores it for use 
     char namething[80]; 
     for (int i = 1; i < temp.length(); i++){  
      namething[i] = temp[i]; 
     } 
      
                    newprog(namething); 
     break;} 
 
    case 'o':{ 
     //checks the second parameter and stores it for use 
     char namething[80]; 
     for (int i = 1; i < temp.length(); i++){  
      namething[i] = temp[i]; 
     } 
                    load(namething); 
     break;} 
 
    case 'v': 
                    run_prog(); 
     break; 
 
    case '=': 
                    fwd(); 
     break; 
 
    case '-': 
                    bwd(); 
     break; 
 
    case '9': 
                    x_up(); 
     break; 
 
    case '8': 
                    x_down(); 
     break; 
 
    case '6': 
                    y_up(); 
     break; 
 
    case '5': 
                    y_down(); 
     break; 
 
    case '3': 
                    z_up(); 
     break; 
 
    case '2': 
                    z_down(); 
     break; 
 
    case 'j': 
                    jog_type(); 
     break; 
 
    case 'm': 
                    move_type(); 
     break; 
 
    case ']': 
                    speed_up(); 
     break; 
 
    case '[': 
                    speed_down(); 
     break; 
 
    case 'h': 
     //predefined constants for the home position are used to ensure 
ease of changing the home position 
                    sendtomot(home_x,home_y,home_z); 
     break; 
 
    case 'd':{ 
     delete_line(); 
     blist = true; 
     break;} 
 
    case 'x':{ 
     last_program(); 
     break;} 
 
            }//endsw 
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  //Sleep(1000); 
   if (blist == false){ 
    showcurrent();} 
  
 
 }//endwhile 
 return 0; 
} 
 
 
void showcurrent(void)  //this function shows the current status of the machine 
{ 
 string co_ord; 
 std::system("CLS"); 
 cout << "The current open program is: "<<current_program<<endl<<endl; 
 printf("The current x: %1.2f\nThe current y: %1.2f\nThe current z: 
%1.2f\n",current_x,current_y,current_z); 
 if (out_1 == true) 
  printf("\nThe state of OUT_1 is TRUE"); 
 else if (out_1 == false) 
  printf("\nThe state of OUT_1 is FALSE"); 
 if (out_2 == true) 
  printf("\nThe state of OUT_2 is TRUE"); 
 else if (out_2 == false) 
  printf("\nThe state of OUT_2 is FALSE"); 
 if (out_3 == true) 
  printf("\nThe state of OUT_3 is TRUE\n\n"); 
 else if (out_3 == false) 
  printf("\nThe state of OUT_3 is FALSE\n\n"); 
 cout << "The current line is: " << current_line << endl<<endl; 
 
  stringstream ss; 
  ss.str(""); 
  ss << current_x; 
  co_ord = ss.str(); 
  sendMessage("x" + co_ord); 
  Sleep(20); 
  ss.str(""); 
  ss << current_y; 
  co_ord = ss.str(); 
  sendMessage("y" + co_ord); 
  Sleep(20); 
  ss.str(""); 
  ss << current_z; 
  co_ord = ss.str(); 
  sendMessage("z" + co_ord); 
  Sleep(20); 
 return; 
} 
 
void ptp(void){  //adds a point to point instruction with the co-ordinates to the current working 
file 
 
 int count = 0; 
 ifstream sup; 
 sup.open(current_program); 
 ofstream ftemp; 
 ftemp.open("temp"); 
 string line; 
 while (!sup.eof()) 
    { 
  getline(sup,line); 
        if (count != current_line) 
        { 
            ftemp << line << endl; 
        } 
  else 
  { 
   ftemp << line << endl; 
   ftemp << "P " << current_x << " " << current_y << " " << current_z<< " " <<endl; 
    
  } 
  count++; 
    } 
    ftemp.close(); 
    sup.close(); 
    remove(current_program); 
    rename("temp",current_program); 
 
 
 last_x = current_x; 
 last_y = current_y; 
 last_z = current_z; 
 sendProgram(); 
 return; 
} 
 
void lin(void){  //adds a linear instruction (between this point and the last point) to the 
working file 
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 int count = 0; 
 ifstream sup; 
 sup.open(current_program); 
 ofstream ftemp; 
 ftemp.open("temp"); 
 string line; 
 while (!sup.eof()) 
    { 
  getline(sup,line); 
        if (count != current_line) 
        { 
            ftemp << line << endl; 
        } 
  else 
  { 
   ftemp << line << endl; 
   ftemp << "L " <<last_x<<" "<<last_y<<" "<<last_z<<" "<< current_x << " " << 
current_y << " " << current_z << " " <<endl; 
 
  } 
  count++; 
    } 
    ftemp.close(); 
    sup.close(); 
    remove(current_program); 
    rename("temp",current_program); 
 
 last_x = current_x; 
 last_y = current_y; 
 last_z = current_z; 
 sendProgram(); 
 return; 
} 
 
void circ(void){ //adds a circular instruction to the working file by using the current point and the first 
point. Prompts the user for the final point 
 float final_x,final_y,final_z; 
 
 int count = 0; 
 ifstream sup; 
 sup.open(current_program); 
 ofstream ftemp; 
 ftemp.open("temp"); 
 string line; 
 while (!sup.eof()) 
    { 
  getline(sup,line); 
        if (count != current_line) 
        { 
            ftemp << line << endl; 
        } 
  else 
  { 
   ftemp << line << endl; 
   ftemp << "C " <<last_x<<" "<<last_y<<" "<<last_z<<" "<< current_x << " " << 
current_y << " " << current_z ; 
   get_final(final_x,final_y,final_z); 
   ftemp << " "<< final_x << " " << final_y << " " << final_z <<" " <<endl; 
  } 
  count++; 
    } 
    ftemp.close(); 
    sup.close(); 
    remove(current_program); 
    rename("temp",current_program); 
 
 last_x = current_x; 
 last_y = current_y; 
 last_z = current_z; 
 current_line++; 
 sendProgram(); 
 return; 
} 
 
void set(int outnum){ // execution strategy for setting or resetting outputs. 
  
 switch (outnum){ 
  case 0: return; 
  case 1: {out_1=true; 
    rcservo_OutPin(RCSERVO_PINS8,1); 
    return;} 
  case 2: {out_2=true; 
    rcservo_OutPin(RCSERVO_PINS6,1); 
    return;} 
  case 3: {out_3=true; 
    rcservo_OutPin(RCSERVO_PINS7,1); 
    return;} 
 } 
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 return; 
} 
 
void reset(int outnum){ 
 
  
 switch (outnum){ 
  case 0: return; 
  case 1: {out_1=false; 
    rcservo_OutPin(RCSERVO_PINS8,0); 
    return;} 
  case 2: {out_2=false; 
    rcservo_OutPin(RCSERVO_PINS6,0); 
    return;} 
  case 3: {out_3=false; 
    rcservo_OutPin(RCSERVO_PINS7,0); 
    return;} 
 } 
 return; 
} 
 
void wait(int delay_time){  //prompts the user to input a time, and adds the delay time to 
the working file. 
 
 int count = 0; 
 ifstream sup; 
 sup.open(current_program); 
 ofstream ftemp; 
 ftemp.open("temp"); 
 string line; 
 while (!sup.eof()) 
    { 
  getline(sup,line); 
        if (count != current_line) 
        { 
            ftemp << line << endl; 
        } 
  else 
  { 
   ftemp << line << endl; 
   ftemp << "W " << delay_time << " " <<endl; 
 
  } 
  count++; 
    } 
    ftemp.close(); 
    sup.close(); 
    remove(current_program); 
    rename("temp",current_program); 
 
 sendProgram(); 
 return; 
} 
 
void newprog(char temp_str[80]){ //allows the user to enter the title for a new program, this program 
becomes the current working file 
 int temp = 0; 
 
 cout<<"Please enter a file name: "; 
 
 ifstream inp; 
  
 inp.open(temp_str, ifstream::in); 
 inp.close(); 
 if(inp.fail()) 
 { 
  ofstream myfile; 
  myfile.open (temp_str); 
  myfile << "P "<<home_x<<" "<<home_y<<" "<<home_z<<" " <<endl; 
  myfile.close(); 
 
  for (temp=0;temp<80;temp++) 
   current_program[temp] = temp_str[temp]; 
 
  current_line = 0; 
 } 
else 
 { 
  cout << "The filename already exists, please re-try NEW operation"; 
  sendMessage(" The filename already exists, please re-try NEW operation"); 
 } 
 sendProgram(); 
  
 return; 
} 
 
void load(char loadfile[80]){  //as an added safety feature user has to enter the program 
exactly as was written to open it. becomes current working file 
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 int a; 
 cout<<"Please enter your program filename: "; 
  
 
 ifstream inp; 
  
 inp.open(loadfile, ifstream::in| ios_base::out | ios_base::app); 
 inp.close(); 
 if(inp.fail()) 
 { 
  cout << "File does not exist, please re-try LOAD operation."; 
  sendMessage(" File does not exist, please re-try LOAD operation."); 
 } 
else 
 { 
  cout << "The file: " << loadfile << " has been loaded" << endl; 
  for (a=0;a<80;a++) 
   current_program[a] = loadfile[a]; 
  current_line = 0; 
 } 
 sendProgram(); 
 return; 
} 
 
 
void fwd(void){ //executes the current line (defaults to the last line if nothing was selected 
 run_l(current_line); 
 return; 
} 
 
void bwd(void){// executes the line before the current line (not recommended for motion) 
 if (current_line >1) 
  run_l(current_line-1); 
 else  
  printf("Cannot run Backwards"); 
 return; 
} 
// the following functions increase position either as joint or as cartesian manipulation 
void x_up(void){ 
 float amount = 0.0; 
 
 switch(current_motion){ 
  case 0: amount = 1; 
    break; 
  case 1: amount = 1; 
    break; 
  case 2: amount = 5; 
    break; 
 } 
 movmot('x',amount); 
 
 return; 
} 
 
void x_down(void){ 
 float amount = 0.0; 
 
 switch(current_motion){ 
  case 0: amount = -1; 
    break; 
  case 1: amount = -1; 
    break; 
  case 2: amount = -5; 
    break; 
 } 
 movmot('x',amount); 
 return; 
} 
 
void y_up(void){ 
 float amount = 0.0; 
 
 switch(current_motion){ 
  case 0: amount = 1; 
    break; 
  case 1: amount = 1; 
    break; 
  case 2: amount = 5; 
    break; 
 } 
 movmot('y',amount); 
 return; 
} 
 
void y_down(void){ 
 float amount = 0.0; 
 
 switch(current_motion){ 
  case 0: amount = -1; 
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    break; 
  case 1: amount = -1; 
    break; 
  case 2: amount = -5; 
    break; 
 } 
 movmot('y',amount); 
 return; 
} 
 
void z_up(void){ 
 float amount = 0.0; 
 
 switch(current_motion){ 
  case 0: amount = 1; 
    break; 
  case 1: amount = 1; 
    break; 
  case 2: amount = 5; 
    break; 
 } 
 movmot('z',amount); 
 return; 
} 
 
void z_down(void){ 
 float amount = 0.0; 
 
 switch(current_motion){ 
  case 0: amount = -1; 
    break; 
  case 1: amount = -1; 
    break; 
  case 2: amount = -5; 
    break; 
 } 
 movmot('z',amount); 
 return; 
} 
 
void jog_type(void){ 
 
 if (current_jog == 0){ 
  current_jog = 1; 
  printf("The current Jog type is JOINT\n"); 
  return; 
 }  
 if (current_jog == 1){ 
  current_jog = 0; 
  printf("The current Jog type is WORLD\n"); 
  return; 
 } 
 
} 
 
void move_type(void){ 
 if(current_motion == 0){ 
  current_motion = 1; 
  printf("The current motion is limited to 1mm increments \n"); 
  return; 
 } 
 if (current_motion == 1){ 
  current_motion = 2; 
  printf("The current motion is limited to 5mm increments\n"); 
  return; 
 } 
 if (current_motion == 2){ 
  current_motion = 0; 
  printf("The current motion type is CONTINUOUS"); 
  return; 
 } 
} 
 
void speed_up(void){ 
 switch (current_speed){ 
  case 3: {current_speed=2; 
    printf("Current Speed set to 50""%"); 
    return; 
    } 
  case 2: {current_speed=1; 
    printf("Current Speed set to 90""%"); 
    return; 
    } 
  case 1: {current_speed=0; 
    printf("Current Speed set to 100""%"); 
    return; 
    } 
  case 0: {printf("Current Speed MAX 100""%"); 
    return; 
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    } 
 } 
} 
 
void speed_down(void){ 
 
 switch (current_speed){ 
  case 0: {current_speed=1; 
    printf("Current Speed set to 90""%"); 
    return; 
    } 
  case 1: {current_speed=2; 
    printf("Current Speed set to 50""%"); 
    return; 
    } 
  case 2: {current_speed=3; 
    printf("Current Speed set to 10""%"); 
    return; 
    } 
  case 3: {printf("Current Speed MIN 10""%"); 
    return; 
    } 
 } 
} 
 
void pos_init(void) 
{ 
 roboio_SetRBVer(RB_110); 
  
 
 sendtomot(home_x,home_y,home_z); 
 rcservo_OutPin(RCSERVO_PINS8,0);//output 1 
 rcservo_OutPin(RCSERVO_PINS7,0);//output 3 
 rcservo_OutPin(RCSERVO_PINS6,0);//output 2 
 
 last_x = current_x; 
 last_y = current_y; 
 last_z = current_z; 
  
 string line; 
 ifstream myfile; 
 myfile.open("last_prog.txt"); 
 getline(myfile,line); 
 myfile.close(); 
 int a = 0; 
 while ( a < line.length()) 
 { 
  current_program[a] = line[a]; 
  cout<<line[a]; 
  a++; 
 } 
 
 sendProgram(); 
 
 return; 
} 
 
void movmot(char axis, float amount) 
{ 
 float t1,t2,t3,p1,p2,p3; 
 switch ( axis ) 
      { 
         case 'x':   
    { 
     if (current_jog == 0) 
     sendtomot(current_x + amount, current_y, current_z); 
     else if(current_jog == 1) 
     { 
      delta_calcInverse(current_x,current_y,current_z,t1,t2,t3); 
 
      if(amount>0) 
      t1=t1+1; 
      else if (amount < 0) 
      t1=t1-1; 
 
      delta_calcForward(t1,t2,t3,p1,p2,p3); 
      sendtomot(p1,p2,p3); 
     } 
     break; 
    } 
         case 'y':              
            { 
     if (current_jog == 0) 
     sendtomot(current_x, current_y +amount, current_z); 
     else if(current_jog == 1) 
     { 
      delta_calcInverse(current_x,current_y,current_z,t1,t2,t3); 
 
      if(amount>0) 
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      t2 = t2+1; 
      else if (amount < 0) 
      t2=t2-1; 
 
      delta_calcForward(t1,t2,t3,p1,p2,p3); 
      sendtomot(p1,p2,p3); 
     } 
     break; 
    } 
         case 'z':  
            { 
     if (current_jog == 0) 
     sendtomot(current_x, current_y, current_z+amount); 
     else if(current_jog == 1) 
     { 
      delta_calcInverse(current_x,current_y,current_z,t1,t2,t3); 
 
      if(amount>0) 
      t3=t3+1; 
      else if (amount < 0) 
      t3=t3-1; 
 
      delta_calcForward(t1,t2,t3,p1,p2,p3); 
      sendtomot(p1,p2,p3); 
     } 
     break; 
    } 
      } 
 
 return; 
} 
 
 
void sendtomot(float x,float y,float z) 
{ 
float theta1,theta2,theta3; 
int sta; 
float p1,p2,p3; 
 
 sta = delta_calcInverse(x,y,z,theta1,theta2,theta3); 
 if (sta==0){ 
 current_x = x; 
 current_y = y; 
 current_z = z; 
 getpulse(theta1,theta2,theta3,p1,p2,p3); 
 rcservo_SendPWM(RCSERVO_PINS1, 20000, p1,1500); 
 rcservo_SendPWM(RCSERVO_PINS2, 20000, p2,1500); 
 rcservo_SendPWM(RCSERVO_PINS3, 20000, p3,1500); 
 //rcservo_Close(); 
 }  
 
 return; 
} 
 
void getcirc(float ax,float ay,float az,float bx,float by,float bz,float cx,float cy,float cz) 
{ 
 float xc1,yc1,r1, thetaa, thetab, thetac; 
 
 xc1 = 0.5*((ax*ax +ay*ay)*(cy-by) + (bx*bx+by*by)*(ay-cy) + (cx*cx+cy*cy)*(by-ay))/(ax*(cy-by) + 
bx*(ay-cy) +cx*(by-ay)); 
 yc1 = 0.5*((ax*ax +ay*ay)*(cx-bx) + (bx*bx+by*by)*(ax-cx) + (cx*cx+cy*cy)*(bx-ax))/(ay*(cx-bx) + 
by*(ax-bx) +cy*(bx-ax)); 
 
 r1 = sqrt( pow(ax-xc,2) + pow(ay-yc,2)); 
 
 thetaa = atan(ay/ax); 
 if (ax<0) 
  thetaa = 3.142 - thetaa ; 
 thetab = atan(by/bx); 
 if (bx<0) 
  thetab = 3.142 - thetab; 
 thetac = atan(cy/cx); 
 if (cx<0) 
  thetac = 3.142 - thetac; 
 
 movcirc(xc1,yc1,r1,thetaa,thetab,az,bz); 
 movcirc(xc1,yc1,r1,thetab,thetac,bz,cz); 
 
 return; 
 
} 
 
void movcirc(float a, float b, float c,float theta1, float theta2, float z1,float z2) 
{ 
int t; 
float deltheta,delz,xt,yt,zt,thetat; 
 
 deltheta = (theta2-theta1)/100; 
 delz = (z2-z1)/100; 
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 thetat = theta1; 
  
 for (t=0; t<=101; t++)  
 { 
  xt = a + c*cos(thetat + t*deltheta); 
  yt = b + c*sin(thetat + t*deltheta); 
  zt = z1 + t*delz; 
 
 
 sendtomot(xt, yt, zt); 
 } 
  
   
 return; 
} 
 
void getlin(float ax,float ay,float az,float bx,float by,float bz) 
{ 
float m,c,delx,delz;  
if (bx-ax !=0){ 
 m = (by-ay)/(bx-ax); 
 c = by - m*bx; 
 delx = (bx-ax)/100; 
 delz = (bz-az)/100; 
} 
else if (bx-ax == 0){ 
 c=0; 
 m=1; 
 delx=0; 
 delz=(bz-az)/100; 
} 
 
 movlin(m,c,ax,az,delx,delz,ay,by); 
 return; 
} 
void movlin(float m,float c, float x1, float z1, float delx, float delz,float ya, float yb) 
{ 
int t; 
float xt,yt,zt,dely; 
dely = (yb-ya)/100; 
 
if (delx != 0){ 
 for (t=0; t<=101; t++)  
 { 
  xt = x1 + t*delx; 
  yt = xt*m +c; 
  zt = z1 + t*delz; 
 
 
 sendtomot(xt, yt, zt); 
 } 
} 
else if (delx == 0){ 
 for (t=0; t<=101; t++)  
 { 
  xt = x1; 
  yt = ya+dely*t; 
  zt = z1 + t*delz; 
 
 
 sendtomot(xt, yt, zt); 
 } 
 
} 
 return; 
} 
 
void getsphere(float a1,float a2,float a3,float b1,float b2,float b3,float c1,float c2,float c3,float 
d1,float d2,float d3) 
{ 
float thetaa, phia, thetab, phib, thetac, phic, thetad, phid; 
 
  //Calculating the centre of the sphere using 4 points 
     xc = ((a1*a1 + a2*a2 + a3*a3) * (c2 * d3 + d2 * b3 + b2 * c3 - d2 * c3 - b2 * d3 - c2 * b3) + 
(b1*b1 + b2*b2 + b3*b3) * (d2 * c3 + c2 * a3 + a2 * d3 - c2 * d3 - a2 * c3 - d2 * a3) + (c1*c1 + c2*c2 + 
c3*c3) * (a2 * b3 + b2 * d3 + d2 * a3 - b2 * a3 - d2 * b3 - a2 * d3) + (d1*d1 + d2*d2 + d3*d3) * (b2 * a3 + 
a2 * c3 + c2 * b3 - a2 * b3 - c2 * a3 - b2 * c3)) / (2 * (a1) * (c2 * d3 + d2 * b3 + b2 * c3 - d2 * c3 - b2 
* d3 - c2 * b3) + (b1) * (d2 * c3 + c2 * a3 + a2 * d3 - c2 * d3 - a2 * c3 - d2 * a3) + (c1) * (a2 * b3 + b2 
* d3 + d2 * a3 - b2 * a3 - d2 * b3 - a2 * d3) + (d1) * (b2 * a3 + a2 * c3 + c2 * b3 - a2 * b3 - c2 * a3 - 
b2 * c3)); 
        yc = ((a1*a1 + a2*a2 + a3*a3) * (c3 * d1 + d3 * b1 + b3 * c1 - d3 * c1 - b3 * d1 - c3 * b1) + 
(b1*b1 + b2*b2 + b3*b3) * (d3 * c1 + c3 * a1 + a3 * d1 - c3 * d1 - a3 * c1 - d3 * a1) + (c1*c1 + c2*c2 + 
c3*c3) * (a3 * b1 + b3 * d1 + d3 * a1 - b3 * a1 - d3 * b1 - a3 * d1) + (d1*d1 + d2*d2 + d3*d3) * (b3 * a1 + 
a3 * c1 + c3 * b1 - a3 * b1 - c3 * a1 - b3 * c1)) / (2 * (a2) * (c3 * d1 + d3 * b1 + b3 * c1 - d3 * c1 - b3 
* d1 - c3 * b1) + (b2) * (d3 * c1 + c3 * a1 + a3 * d1 - c3 * d1 - a3 * c1 - d3 * a1) + (c2) * (a3 * b1 + b3 
* d1 + d3 * a1 - b3 * a1 - d3 * b1 - a3 * d1) + (d2) * (b3 * a1 + a3 * c1 + c3 * b1 - a3 * b1 - c3 * a1 - 
b3 * c1)); 
        zc = ((a1*a1 + a2*a2 + a3*a3) * (c1 * d2 + d1 * b2 + b1 * c2 - d1 * c2 - b1 * d2 - c1 * b2) + 
(b1*b1 + b2*b2 + b3*b3) * (d1 * c2 + c1 * a2 + a1 * d2 - c1 * d2 - a1 * c2 - d1 * a2) + (c1*c1 + c2*c2 + 
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c3*c3) * (a1 * b2 + b1 * d2 + d1 * a2 - b1 * a2 - d1 * b2 - a1 * d2) + (d1*d1 + d2*d2 + d3*d3) * (b1 * a2 + 
a1 * c2 + c1 * b2 - a1 * b2 - c1 * a2 - b1 * c2)) / (2 * (a3) * (c1 * d2 + d1 * b2 + b1 * c2 - d1 * c2 - b1 
* d2 - c1 * b2) + (b3) * (d1 * c2 + c1 * a2 + a1 * d2 - c1 * d2 - a1 * c2 - d1 * a2) + (c3) * (a1 * b2 + b1 
* d2 + d1 * a2 - b1 * a2 - d1 * b2 - a1 * d2) + (d3) * (b1 * a2 + a1 * c2 + c1 * b2 - a1 * b2 - c1 * a2 - 
b1 * c2)); 
   
 
  //Calculating the radius of the sphere 
  r = sqrt( (a1 - xc)*(a1 - xc) + (a2 - yc)*(a2 - yc) + (a3 - zc)*(a3 - zc) ); 
 
        thetaa = acos((a3 - zc) / r); 
        phia = acos((a1 - xc) / (r * sin(thetaa))); 
        thetab = acos((b3 - zc) / r); 
        phib = acos((b1 - xc) / (r * sin(thetab))); 
        thetac = acos((c3 - zc) / r); 
        phic = acos((c1 - xc) / (r * sin(thetac))); 
        thetad = acos((d3 - zc) / r); 
        phid = acos((d1 - xc) / (r * sin(thetad))); 
 
  movsph(thetaa,phia,thetab,phib); 
  movsph(thetab,phib,thetac,phic); 
  movsph(thetac,phic,thetad,phid); 
 
 return; 
} 
 
void movsph(float thetax, float phix, float thetay, float phiy) 
{ 
 int t; 
 float xn, yn, zn, thetat, phit,deltheta,delphi; 
 
 //initialisation 
 deltheta = (thetay-thetax)/100; 
 delphi = (phiy-phix)/100; 
 thetat = thetax; 
 phit = phix; 
 
 //loop calculation 
 for (t=0; t<=101; t++)  
 { 
    xn =  r*sin(thetat)*cos(phit); 
 yn =  r*sin(thetat)*sin(phit); 
 zn =  r*cos(thetat); 
 thetat = thetax + deltheta*t; 
 phit = phix + delphi*t; 
 
 sendtomot(xn, yn, zn); 
 } 
 
printf("\n"); 
 
 return; 
} 
void get_final(float &final_x,float &final_y,float &final_z){ 
 string aux_point; 
 bool temp = true; 
 cout<<"Please move to the final point in the arc and press 'c'."<<endl; 
 sendMessage(" Please continue to the final point and press the CIRC button"); 
 while(temp) 
 { 
   
  aux_point = serial.readLine(); 
   
        unsigned char ch = aux_point[0]; 
            switch(ch)  
   { 
    case '9': 
                    x_up(); 
     break; 
    case '8': 
                    x_down(); 
     break; 
    case '6': 
                    y_up(); 
     break; 
    case '5': 
                    y_down(); 
     break; 
    case '3': 
                    z_up(); 
     break; 
    case '2': 
                    z_down(); 
     break; 
    case 'c': 
     temp = false; 
     break; 
   }//endsw 
 showcurrent(); 
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 }// end while 
 final_x = current_x; 
 final_y = current_y; 
 final_z = current_z; 
 
 return; 
} 
 
 
void run_l(int line_no){ 
 int a = 0; 
 string temp; 
 std::system("CLS"); 
 ifstream myfile; 
 myfile.open(current_program,ios_base::out|ios_base::app); 
 while (a<line_no){ 
  getline(myfile,temp); 
  a++; 
 } 
 myfile.close(); 
 exe(temp); 
 current_line = line_no; 
 return; 
} 
void run_prog(void){ 
 string temp; 
 std::system("CLS"); 
 ifstream myfile; 
 current_line = -1; 
 myfile.open(current_program,ios_base::out | ios_base::app); 
 while(myfile){ 
 getline(myfile,temp); 
 exe(temp); 
 current_line++; 
 } 
 myfile.close(); 
 return; 
} 
 
void add_set(int outnum){ 
 
 int count = 0; 
 ifstream sup; 
 sup.open(current_program); 
 ofstream ftemp; 
 ftemp.open("temp"); 
 string line; 
 while (!sup.eof()) 
    { 
  getline(sup,line); 
        if (count != current_line) 
        { 
            ftemp << line << endl; 
        } 
  else 
  { 
   ftemp << line << endl; 
   ftemp << "S " <<outnum<< " " <<endl; 
 
  } 
  count++; 
    } 
    ftemp.close(); 
    sup.close(); 
    remove(current_program); 
    rename("temp",current_program); 
 sendProgram(); 
 return; 
} 
 
void add_reset(int outnum){ 
 
 int count = 0; 
 ifstream sup; 
 sup.open(current_program); 
 ofstream ftemp; 
 ftemp.open("temp"); 
 string line; 
 while (!sup.eof()) 
    { 
  getline(sup,line); 
        if (count != current_line) 
        { 
            ftemp << line << endl; 
        } 
  else 
  { 
   ftemp << line << endl; 
   ftemp << "R " <<outnum<<" " << endl; 
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  } 
  count++; 
    } 
    ftemp.close(); 
    sup.close(); 
    remove(current_program); 
    rename("temp",current_program); 
 sendProgram(); 
 return; 
} 
void last_program(void){ 
 ofstream myfile; 
 myfile.open("last_prog.txt"); 
 myfile << current_program << endl; 
 myfile.close(); 
 exit(1); 
 return; 
} 
 
void exe(string line){ 
 char command = line[0]; 
 char c_let; 
 string values = ""; 
 float x1,y1,z1,x2,y2,z2,x3,y3,z3; 
 
 switch(command){ 
  case 'S': { 
     values = values + line[2]; 
     set(atoi(values.c_str())); 
     break; 
     } 
  case 'R':{ 
     values = values + line[2]; 
     reset(atoi(values.c_str())); 
     break;} 
  case 'P':{ 
     for(int i = 2;i < line.length();i++) 
     { 
      c_let = line[i]; 
      while(c_let != ' ') 
      { 
       values = values+c_let; 
       i++; 
       c_let = line[i]; 
 
      } 
      x1 = atof(values.c_str()); 
      i++; 
      c_let = line[i]; 
      values = ""; 
      while(c_let != ' ') 
      { 
       values = values+c_let; 
       i++; 
       c_let = line[i]; 
   
      } 
      y1 = atof(values.c_str()); 
 
      i++; 
      c_let = line[i]; 
      values = ""; 
      while(c_let != ' ') 
      { 
       values = values+c_let; 
       i++; 
       c_let = line[i]; 
   
      } 
      z1 = atof(values.c_str()); 
     } 
     sendtomot(x1,y1,z1); 
     break;} 
  case 'L':{ 
     for(int i = 2;i < line.length();i++) 
     { 
      c_let = line[i]; 
      while(c_let != ' ') 
      { 
       values = values+c_let; 
       i++; 
       c_let = line[i]; 
 
      } 
      x1 = atof(values.c_str()); 
      i++; 
      c_let = line[i]; 
      values = ""; 
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      while(c_let != ' ') 
      { 
       values = values+c_let; 
       i++; 
       c_let = line[i]; 
   
      } 
      y1 = atof(values.c_str()); 
 
      i++; 
      c_let = line[i]; 
      values = ""; 
      while(c_let != ' ') 
      { 
       values = values+c_let; 
       i++; 
       c_let = line[i]; 
   
      } 
      z1 = atof(values.c_str()); 
 
      i++; 
      c_let = line[i]; 
      values = ""; 
      while(c_let != ' ') 
      { 
       values = values+c_let; 
       i++; 
       c_let = line[i]; 
   
      } 
      x2 = atof(values.c_str()); 
 
      i++; 
      c_let = line[i]; 
      values = ""; 
      while(c_let != ' ') 
      { 
       values = values+c_let; 
       i++; 
       c_let = line[i]; 
   
      } 
      y2 = atof(values.c_str()); 
 
      i++; 
      c_let = line[i]; 
      values = ""; 
      while(c_let != ' ') 
      { 
       values = values+c_let; 
       i++; 
       c_let = line[i]; 
   
      } 
      z2 = atof(values.c_str()); 
     } 
     getlin(x1,y1,z1,x2,y2,z2); 
      
     break;} 
  case 'C':{ 
     for(int i = 2;i < line.length();i++) 
     { 
      c_let = line[i]; 
      while(c_let != ' ') 
      { 
       values = values+c_let; 
       i++; 
       c_let = line[i]; 
 
      } 
      x1 = atof(values.c_str()); 
      i++; 
      c_let = line[i]; 
      values = ""; 
      while(c_let != ' ') 
      { 
       values = values+c_let; 
       i++; 
       c_let = line[i]; 
   
      } 
      y1 = atof(values.c_str()); 
 
      i++; 
      c_let = line[i]; 
      values = ""; 
      while(c_let != ' ') 
      { 
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       values = values+c_let; 
       i++; 
       c_let = line[i]; 
   
      } 
      z1 = atof(values.c_str()); 
 
      i++; 
      c_let = line[i]; 
      values = ""; 
      while(c_let != ' ') 
      { 
       values = values+c_let; 
       i++; 
       c_let = line[i]; 
   
      } 
      x2 = atof(values.c_str()); 
 
      i++; 
      c_let = line[i]; 
      values = ""; 
      while(c_let != ' ') 
      { 
       values = values+c_let; 
       i++; 
       c_let = line[i]; 
   
      } 
      y2 = atof(values.c_str()); 
 
      i++; 
      c_let = line[i]; 
      values = ""; 
      while(c_let != ' ') 
      { 
       values = values+c_let; 
       i++; 
       c_let = line[i]; 
   
      } 
      z2 = atof(values.c_str()); 
 
      i++; 
      c_let = line[i]; 
      values = ""; 
      while(c_let != ' ') 
      { 
       values = values+c_let; 
       i++; 
       c_let = line[i]; 
   
      } 
      x3 = atof(values.c_str()); 
 
      i++; 
      c_let = line[i]; 
      values = ""; 
      while(c_let != ' ') 
      { 
       values = values+c_let; 
       i++; 
       c_let = line[i]; 
   
      } 
      y3 = atof(values.c_str()); 
 
      i++; 
      c_let = line[i]; 
      values = ""; 
      while(c_let != ' ') 
      { 
       values = values+c_let; 
       i++; 
       c_let = line[i]; 
   
      } 
      z3 = atof(values.c_str()); 
     } 
     getcirc(x1,y1,z1,x2,y2,z2,x3,y3,z3); 
     break;} 
  case 'W':{  
     for(int i = 2;i < line.length();i++) 
     { 
      c_let = line[i]; 
      while(c_let != ' ') 
      { 
       values = values+c_let; 
       i++; 
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       c_let = line[i]; 
 
      } 
      x1 = atof(values.c_str()); 
     } 
     wait_exe(x1); 
     break;} 
 } 
   
 
 return; 
} 
 
void sendMessage(string temp){ 
  serial.writeString(temp); 
  
 return; 
} 
 
void sendProgram(void){ 
  serial.writeString("X"); 
  Sleep(100); 
  string line; 
  ifstream myfile; 
  myfile.open(current_program); 
  current_line = 0; 
  while(!myfile.eof()){ 
   getline(myfile,line); 
   serial.writeString(line); 
   if(line.length() > 0) 
    current_line++; 
   Sleep(20); 
  } 
 last_line = current_line; 
 myfile.close(); 
 
 
 
  
 return; 
} 
void wait_exe(int delay_time){ 
 Sleep(delay_time); 
 return; 
} 
 
void getpulse(float theta1,float theta2,float theta3,float &pulse1,float &pulse2,float &pulse3){ 
 pulse1 = theta1*10.91 + 1118.1; 
 pulse2 = theta2*10.91 + 1118.1; 
 pulse3 = theta3*10.91 + 1118.1; 
 return; 
} 
void delete_line(void) 
{ 
 int count = 0; 
 ifstream sup; 
 sup.open(current_program); 
 ofstream ftemp; 
 ftemp.open("temp"); 
 string line; 
 while (!sup.eof()) 
    { 
  getline(sup,line); 
        if (count != current_line) 
        { 
            ftemp << line << endl; 
        } 
  count++; 
    } 
    ftemp.close(); 
    sup.close(); 
    remove(current_program); 
    rename("temp",current_program); 
 sendProgram(); 
 return; 
} 
B.1. SimpleSerial Header File 
#include <boost/asio.hpp> 
 
class SimpleSerial 
{ 
public: 
    /** 
     * Constructor. 
     * \param port device name 
APPENDIX B – Visual C++ code 
125 | P a g e  
 
     * \param baud_rate communication speed 
     * \throws boost::system::system_error if cannot open the 
     * serial device 
     */ 
    SimpleSerial(std::string port, unsigned int baud_rate) 
    : io(), serial(io,port) 
    { 
        serial.set_option(boost::asio::serial_port_base::baud_rate(baud_rate)); 
    } 
 
    /** 
     * Write a string to the serial device. 
     * \param s string to write 
     * \throws boost::system::system_error on failure 
     */ 
    void writeString(std::string s) 
    { 
        boost::asio::write(serial,boost::asio::buffer(s.c_str(),s.size())); 
    } 
 
    /** 
     * Blocks until a line is received from the serial device. 
     * Eventual '\n' or '\r\n' characters at the end of the string are removed. 
     * \return a string containing the received line 
     * \throws boost::system::system_error on failure 
     */ 
    std::string readLine() 
    { 
        //Reading data char by char, code is optimized for simplicity, not speed 
        using namespace boost; 
        char c; 
        std::string result; 
        for(;;) 
        { 
            asio::read(serial,asio::buffer(&c,1)); 
            switch(c) 
            { 
                case '\r': 
                    break; 
                case '\n': 
                    return result; 
    case '.': 
     return result; 
                default: 
                    result+=c; 
            } 
        } 
    } 
 
private: 
    boost::asio::io_service io; 
    boost::asio::serial_port serial; 
}; 
B.2. Modules.h inclusion 
// robot geometry 
const float e = 151.962;   // End effector or bottom platform 
const float f = 617.779;   // Top platform with motors 
const float re = 300; // bottom part 
const float rf = 155;  // Control Link or top arm 
 
// trigonometric constants 
const float sqrt3 = sqrt(3.0); 
const float pi = 3.141592653;    // PI 
const float sin120 = sqrt3/2.0; 
const float cos120 = -0.5; 
const float tan60 = sqrt3; 
const float sin30 = 0.5; 
const float tan30 = 1/sqrt3; 
 
//********************************************************************************************** 
// forward kinematics: (theta1, theta2, theta3) -> (x0, y0, z0) 
// returned status: 0=OK, -1=non-existing position 
int delta_calcForward(float theta1, float theta2, float theta3, float &x0, float &y0, float &z0) 
{ 
  float t = (f-e)*tan30/2; 
  float dtr = pi/(float)180.0; 
 
  theta1 *= dtr; 
  theta2 *= dtr; 
  theta3 *= dtr; 
 
  float y1 = -(t + rf*cos(theta1)); 
  float z1 = -rf*sin(theta1); 
 
  float y2 = (t + rf*cos(theta2))*sin30; 
  float x2 = y2*tan60; 
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  float z2 = -rf*sin(theta2); 
 
  float y3 = (t + rf*cos(theta3))*sin30; 
  float x3 = -y3*tan60; 
  float z3 = -rf*sin(theta3); 
 
  float dnm = (y2-y1)*x3-(y3-y1)*x2; 
 
  float w1 = y1*y1 + z1*z1; 
  float w2 = x2*x2 + y2*y2 + z2*z2; 
  float w3 = x3*x3 + y3*y3 + z3*z3; 
 
  // x = (a1*z + b1)/dnm 
  float a1 = (z2-z1)*(y3-y1)-(z3-z1)*(y2-y1); 
  float b1 = -((w2-w1)*(y3-y1)-(w3-w1)*(y2-y1))/2.0; 
 
  // y = (a2*z + b2)/dnm; 
  float a2 = -(z2-z1)*x3+(z3-z1)*x2; 
  float b2 = ((w2-w1)*x3 - (w3-w1)*x2)/2.0; 
 
  // a*z^2 + b*z + c = 0 
  float a = a1*a1 + a2*a2 + dnm*dnm; 
  float b = 2*(a1*b1 + a2*(b2-y1*dnm) - z1*dnm*dnm); 
  float c = (b2-y1*dnm)*(b2-y1*dnm) + b1*b1 + dnm*dnm*(z1*z1 - re*re); 
 
  // discriminant 
  float d = b*b - (float)4.0*a*c; 
  if (d < 0) { // non-existing point 
    //PlayTone(300,20); while (bSoundActive); 
    //PlayTone(1500,20); while (bSoundActive); 
    //PlayTone(300,50); while (bSoundActive); 
    //StopAllTasks(); 
    return -1; 
  } 
 
  z0 = -(float)0.5*(b+sqrt(d))/a; 
  x0 = (a1*z0 + b1)/dnm; 
  y0 = (a2*z0 + b2)/dnm; 
  return 0; 
} 
 
//********************************************************************************************** 
// inverse kinematics 
// helper function, calculates angle theta1 (for YZ-pane) 
int delta_calcAngleYZ(float x0, float y0, float z0, float &theta) 
{ 
  float y1 = -0.5 * 0.57735 * f; // f/2 * tg 30 
  y0 -= 0.5 * 0.57735    * e;    // shift center to edge 
  // z = a + b*y 
  float a = (x0*x0 + y0*y0 + z0*z0 +rf*rf - re*re - y1*y1)/(2*z0); 
  float b = (y1-y0)/z0; 
  // discriminant 
  float d = -(a+b*y1)*(a+b*y1)+rf*(b*b*rf+rf); 
  if (d < 0) { // non-existing point 
    //PlayTone(300,20); while (bSoundActive); 
    //PlayTone(1500,20); while (bSoundActive); 
    //PlayTone(300,50); while (bSoundActive); 
    //StopAllTasks(); 
    return -1; 
  } 
  float yj = (y1 - a*b - sqrt(d))/(b*b + 1); // choosing outer point 
  float zj = a + b*yj; 
  theta = 180.0*atan(-zj/(y1 - yj))/pi + ((yj>y1)?180.0:0.0); 
  return 0; 
} 
 
//********************************************************************************************** 
// inverse kinematics: (x0, y0, z0) -> (theta1, theta2, theta3) 
// returned status: 0=OK, -1=non-existing position 
int delta_calcInverse(float x0, float y0, float z0, float &theta1, float &theta2, float &theta3) 
{ 
  theta1 = theta2 = theta3 = 0; 
  int status = delta_calcAngleYZ(x0, y0, z0, theta1); 
  if (status == 0) status = delta_calcAngleYZ(x0*cos120 + y0*sin120, y0*cos120-x0*sin120, z0, theta2);  // 
rotate coords to +120 deg 
  if (status == 0) status = delta_calcAngleYZ(x0*cos120 - y0*sin120, y0*cos120+x0*sin120, z0, theta3);  // 
rotate coords to -120 deg 
  return status; 
} 
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Appendix C – Android Code 
C.0. Main Program code 
package com.example.android.BluetoothChat; 
import java.util.ArrayList; 
import android.app.Activity; 
import android.bluetooth.BluetoothAdapter; 
import android.bluetooth.BluetoothDevice; 
import android.content.Intent; 
import android.graphics.Color; 
import android.os.Bundle; 
import android.os.Handler; 
import android.os.Message; 
import android.util.Log; 
import android.view.Gravity; 
import android.view.LayoutInflater; 
import android.view.Menu; 
import android.view.MenuInflater; 
import android.view.MenuItem; 
import android.view.MotionEvent; 
import android.view.View; 
import android.view.ViewGroup.LayoutParams; 
import android.view.Window; 
import android.view.WindowManager; 
import android.widget.AdapterView; 
import android.widget.ArrayAdapter; 
import android.widget.Button; 
import android.widget.EditText; 
import android.widget.ListView; 
import android.widget.PopupWindow; 
import android.widget.TextView; 
import android.widget.Toast; 
 
public class BluetoothChat extends Activity { 
    // Debugging 
    private static final String TAG = "BluetoothChat"; 
    private static final boolean D = true; 
 
    // Message types sent from the BluetoothChatService Handler 
    public static final int MESSAGE_STATE_CHANGE = 1; 
    public static final int MESSAGE_READ = 2; 
    public static final int MESSAGE_WRITE = 3; 
    public static final int MESSAGE_DEVICE_NAME = 4; 
    public static final int MESSAGE_TOAST = 5; 
 
    // Key names received from the BluetoothChatService Handler 
    public static final String DEVICE_NAME = "device_name"; 
    public static final String TOAST = "toast"; 
 
    // Intent request codes 
    private static final int REQUEST_CONNECT_DEVICE = 1; 
    private static final int REQUEST_ENABLE_BT = 2; 
 
 
    // Name of the connected device 
    private String mConnectedDeviceName = null; 
    // String buffer for outgoing messages 
    private StringBuffer mOutStringBuffer; 
    // Local Bluetooth adapter 
    private BluetoothAdapter mBluetoothAdapter = null; 
    // Member object for the chat services 
    private BluetoothChatService mChatService = null; 
 
 
    @Override 
    public void onCreate(Bundle savedInstanceState) { 
        super.onCreate(savedInstanceState); 
        if(D) Log.e(TAG, "+++ ON CREATE +++"); 
 
        // Set up the window layout 
        requestWindowFeature(Window.FEATURE_NO_TITLE); 
        getWindow().setFlags(WindowManager.LayoutParams.FLAG_FULLSCREEN,  
                                WindowManager.LayoutParams.FLAG_FULLSCREEN); 
        setContentView(R.layout.prototype); 
 
 
        // Get local Bluetooth adapter 
        mBluetoothAdapter = BluetoothAdapter.getDefaultAdapter(); 
 
        // If the adapter is null, then Bluetooth is not supported 
        if (mBluetoothAdapter == null) { 
            Toast.makeText(this, "Bluetooth is not available", Toast.LENGTH_LONG).show(); 
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            finish(); 
            return; 
        } 
         
    } 
 
    @Override 
    public void onStart() { 
        super.onStart(); 
        if(D) Log.e(TAG, "++ ON START ++"); 
 
        // If BT is not on, request that it be enabled. 
        // setupChat() will then be called during onActivityResult 
        if (!mBluetoothAdapter.isEnabled()) { 
            Intent enableIntent = new Intent(BluetoothAdapter.ACTION_REQUEST_ENABLE); 
            startActivityForResult(enableIntent, REQUEST_ENABLE_BT); 
        // Otherwise, setup the chat session 
        } else { 
            if (mChatService == null) setupChat(); 
        } 
    } 
 
    @Override 
    public synchronized void onResume() { 
        super.onResume(); 
        if(D) Log.e(TAG, "+ ON RESUME +"); 
 
        // Performing this check in onResume() covers the case in which BT was 
        // not enabled during onStart(), so we were paused to enable it... 
        // onResume() will be called when ACTION_REQUEST_ENABLE activity returns. 
        if (mChatService != null) { 
            // Only if the state is STATE_NONE, do we know that we haven't started already 
            if (mChatService.getState() == BluetoothChatService.STATE_NONE) { 
              // Start the Bluetooth chat services 
              mChatService.start(); 
            } 
        } 
    } 
 
    private void setupChat() { 
        Log.d(TAG, "setupChat()"); 
         
             
            try { 
                View.OnClickListener handler = new View.OnClickListener(){ 
                    public void onClick(View v) { 
                        //we will use switch statement and just 
                        //get thebutton's id to make things easier 
                        switch (v.getId()) { 
 
                            case R.id.btnptp:  
                             sendMessage("p"); 
                             break; 
                            case R.id.btnlin:  
                             sendMessage("l"); 
                                break; 
                            case R.id.btncirc:  
                             sendMessage("c"); 
                                break; 
                            case R.id.btnsave:  
                             sendMessage("a"); 
                                break; 
                            case R.id.btnfwd:  
                             sendMessage("="); 
                                break; 
                            case R.id.btnbwd: 
                             sendMessage("-"); 
                                break; 
                            case R.id.btnmovetype:  
                             sendMessage("j"); 
                             Button ButtonMovetype = (Button)findViewById(R.id.btnmovetype); 
                             Button xu = (Button)findViewById(R.id.btnxu); 
                             Button xd = (Button)findViewById(R.id.btnxd); 
                             Button yu = (Button)findViewById(R.id.btnyu); 
                             Button yd = (Button)findViewById(R.id.btnyd); 
                             Button zu = (Button)findViewById(R.id.btnzu); 
                             Button zd = (Button)findViewById(R.id.btnzd); 
                             String temp = (String) ButtonMovetype.getText().toString(); 
                             //Toast.makeText(getApplicationContext(), temp, Toast.LENGTH_SHORT).show(); 
                             
                             if(temp.equals("World")){ 
                             ButtonMovetype.setText("Joint"); 
                             xu.setText("J1 +"); 
                             xd.setText("J1 -"); 
                             yu.setText("J2 +"); 
                             yd.setText("J2 -"); 
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                             zu.setText("J3 +"); 
                             zd.setText("J3 -"); 
                              
                             } 
                             if(temp.equals("Joint")){ 
                             ButtonMovetype.setText("World"); 
                             xu.setText("x+"); 
                             xd.setText("x-"); 
                             yu.setText("y+"); 
                             yd.setText("y-"); 
                             zu.setText("z+"); 
                             zd.setText("z-");  
                              
                             } 
                                break; 
                            case R.id.btnjogtype:  
                             sendMessage("m"); 
                             Button ButtonJogtype = (Button)findViewById(R.id.btnjogtype); 
                             
                             temp = (String) ButtonJogtype.getText().toString(); 
                             //Toast.makeText(getApplicationContext(), temp, Toast.LENGTH_SHORT).show(); 
                             if(temp.equals("Continuous")){ 
                             ButtonJogtype.setText("1mm");  
                             } 
                             if(temp.equals("1mm")){ 
                             ButtonJogtype.setText("5mm");  
                             } 
                             if(temp.equals("5mm")){ 
                             ButtonJogtype.setText("Continuous");  
                             } 
                             
                                break; 
                            case R.id.btnspeedu:  
                             sendMessage("]"); 
                                break; 
                            case R.id.btnspeedd:  
                             sendMessage("["); 
                                break; 
                            case R.id.btnhome:  
                             sendMessage("h"); 
                                break; 
                            case R.id.btnrun:  
                             sendMessage("v"); 
                                break; 
                        } 
                    } 
                }; 
                     
                findViewById(R.id.btnptp).setOnClickListener(handler); 
                findViewById(R.id.btnlin).setOnClickListener(handler); 
                findViewById(R.id.btncirc).setOnClickListener(handler); 
                findViewById(R.id.btnset).setOnClickListener(handler); 
                findViewById(R.id.btnreset).setOnClickListener(handler); 
                findViewById(R.id.btnnew).setOnClickListener(handler); 
                findViewById(R.id.btnload).setOnClickListener(handler); 
                findViewById(R.id.btnsave).setOnClickListener(handler); 
                findViewById(R.id.btnhome).setOnClickListener(handler); 
                findViewById(R.id.btnrun).setOnClickListener(handler); 
                findViewById(R.id.btnbwd).setOnClickListener(handler); 
                findViewById(R.id.btnfwd).setOnClickListener(handler); 
                findViewById(R.id.btnxu).setOnClickListener(handler); 
                findViewById(R.id.btnxd).setOnClickListener(handler); 
                findViewById(R.id.btnyu).setOnClickListener(handler); 
                findViewById(R.id.btnyd).setOnClickListener(handler); 
                findViewById(R.id.btnzu).setOnClickListener(handler); 
                findViewById(R.id.btnzd).setOnClickListener(handler); 
                findViewById(R.id.btnmovetype).setOnClickListener(handler); 
                findViewById(R.id.btnjogtype).setOnClickListener(handler); 
                findViewById(R.id.btnspeedu).setOnClickListener(handler); 
                findViewById(R.id.btnspeedd).setOnClickListener(handler); 
                findViewById(R.id.btnwait).setOnClickListener(handler); 
                 
                     
                }catch(Exception e){ 
                     Log.e("Android Button Tutorial", e.toString()); 
                }  
         
            ListView proglist = (ListView)findViewById(R.id.lstselector); 
             
             
            proglist.setOnItemClickListener(new AdapterView.OnItemClickListener() { 
             public void onItemClick(AdapterView<?> parent, View itemClicked, 
             int position, long id) { 
              String temp = (String) "lst"; 
              temp = temp + String.valueOf(position); 
              sendMessage(temp); 
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              for(int a = 0; a < parent.getChildCount(); a++) 
                    { 
                        parent.getChildAt(a).setBackgroundColor(Color.BLACK); 
                    } 
              itemClicked.setBackgroundColor(Color.rgb(255, 140, 0)); 
             } 
            }); 
             
            proglist.setOnItemLongClickListener(new AdapterView.OnItemLongClickListener() { 
             public boolean onItemLongClick(AdapterView<?> parent, View itemClicked,final int 
position_long,long id){ 
               
              LayoutInflater layoutInflater = 
(LayoutInflater)getBaseContext().getSystemService(LAYOUT_INFLATER_SERVICE);   
                    View popupView = layoutInflater.inflate(R.layout.con_del, null);   
                    final PopupWindow popupWindow = new 
PopupWindow(popupView,LayoutParams.WRAP_CONTENT,LayoutParams.WRAP_CONTENT); 
                     
                    Button btn_ok = (Button) popupView.findViewById(R.id.btn_ok); 
                    btn_ok.setOnClickListener(new View.OnClickListener() { 
       
      @Override 
      public void onClick(View v) { 
       sendMessage("lst" + String.valueOf(position_long)); 
       try { 
              //thread to sleep for the specified number of 
milliseconds 
              Thread.sleep(500); 
              } catch (Exception e) { 
                    e.printStackTrace(); 
              } 
       sendMessage("d"); 
       popupWindow.dismiss(); 
      } 
     }); 
                     
                    Button btncancel = (Button) popupView.findViewById(R.id.btncancel); 
                    btncancel.setOnClickListener(new View.OnClickListener() { 
       
      @Override 
      public void onClick(View v) { 
       popupWindow.dismiss(); 
      } 
     }); 
 
                    popupWindow.showAtLocation(itemClicked,Gravity.CENTER, 0, 0); 
     return false; 
             } 
   }); 
             
            //X up 
            Button bxu = (Button) findViewById(R.id.btnxu); 
            bxu.setOnTouchListener(new View.OnTouchListener() { 
 
                private Handler mHandler; 
                Button btn = (Button) findViewById(R.id.btnjogtype); 
 
                @Override public boolean onTouch(View v, MotionEvent event) { 
                    switch(event.getAction()) { 
                    case MotionEvent.ACTION_DOWN: 
                        if (mHandler != null) return true; 
                        mHandler = new Handler(); 
                        if(btn.getText().toString().equals("Continuous")) 
                         {mHandler.postDelayed(mAction, 100);} 
                        if(!btn.getText().toString().equals("Continuous")) 
                     {sendMessage("9");} 
                        break; 
                    case MotionEvent.ACTION_UP: 
                        if (mHandler == null) return true; 
                        mHandler.removeCallbacks(mAction); 
                        mHandler = null; 
                        break; 
                    } 
                    return false; 
                } 
 
                Runnable mAction = new Runnable() { 
                    @Override public void run() { 
                        sendMessage("9"); 
                        mHandler.postDelayed(this, 500); 
                    } 
                }; 
 
            }); 
            // X down 
            Button bxd = (Button) findViewById(R.id.btnxd); 
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            bxd.setOnTouchListener(new View.OnTouchListener() { 
 
                private Handler mHandler; 
                Button btn = (Button) findViewById(R.id.btnjogtype); 
                @Override public boolean onTouch(View v, MotionEvent event) { 
                    switch(event.getAction()) { 
                    case MotionEvent.ACTION_DOWN: 
                        if (mHandler != null) return true; 
                        mHandler = new Handler(); 
                        if(btn.getText().toString().equals("Continuous")) 
                     {mHandler.postDelayed(mAction, 100);} 
                        if(!btn.getText().toString().equals("Continuous")) 
                     {sendMessage("8");} 
                        break; 
                    case MotionEvent.ACTION_UP: 
                        if (mHandler == null) return true;                         
                        mHandler.removeCallbacks(mAction); 
                        mHandler = null; 
                        break; 
                    } 
                    return false; 
                } 
 
                Runnable mAction = new Runnable() { 
                    @Override public void run() { 
                        sendMessage("8"); 
                        mHandler.postDelayed(this, 500); 
                    } 
                }; 
 
            }); 
            //Y up 
            Button byu = (Button) findViewById(R.id.btnyu); 
            byu.setOnTouchListener(new View.OnTouchListener() { 
 
                private Handler mHandler; 
                Button btn = (Button) findViewById(R.id.btnjogtype); 
                @Override public boolean onTouch(View v, MotionEvent event) { 
                    switch(event.getAction()) { 
                    case MotionEvent.ACTION_DOWN: 
                        if (mHandler != null) return true; 
                        mHandler = new Handler(); 
                        if(btn.getText().toString().equals("Continuous")) 
                     {mHandler.postDelayed(mAction, 100);} 
                        if(!btn.getText().toString().equals("Continuous")) 
                     {sendMessage("6");} 
                        break; 
                    case MotionEvent.ACTION_UP: 
                        if (mHandler == null) return true;                         
                        mHandler.removeCallbacks(mAction); 
                        mHandler = null; 
                        break; 
                    } 
                    return false; 
                } 
 
                Runnable mAction = new Runnable() { 
                    @Override public void run() { 
                        sendMessage("6"); 
                        mHandler.postDelayed(this, 500); 
                    } 
                }; 
 
            }); 
            //Y down 
            Button byd = (Button) findViewById(R.id.btnyd); 
            byd.setOnTouchListener(new View.OnTouchListener() { 
 
                private Handler mHandler; 
                Button btn = (Button) findViewById(R.id.btnjogtype); 
                @Override public boolean onTouch(View v, MotionEvent event) { 
                    switch(event.getAction()) { 
                    case MotionEvent.ACTION_DOWN: 
                        if (mHandler != null) return true; 
                        mHandler = new Handler(); 
                        if(btn.getText().toString().equals("Continuous")) 
                     {mHandler.postDelayed(mAction, 100);} 
                        if(!btn.getText().toString().equals("Continuous")) 
                     {sendMessage("5");} 
                        break; 
                    case MotionEvent.ACTION_UP: 
                        if (mHandler == null) return true;                         
                        mHandler.removeCallbacks(mAction); 
                        mHandler = null; 
                        break; 
                    } 
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                    return false; 
                } 
 
                Runnable mAction = new Runnable() { 
                    @Override public void run() { 
                        sendMessage("5"); 
                        mHandler.postDelayed(this, 500); 
                    } 
                }; 
 
            }); 
            //z up 
            Button bzu = (Button) findViewById(R.id.btnzu); 
            bzu.setOnTouchListener(new View.OnTouchListener() { 
 
                private Handler mHandler; 
                Button btn = (Button) findViewById(R.id.btnjogtype); 
                @Override public boolean onTouch(View v, MotionEvent event) { 
                    switch(event.getAction()) { 
                    case MotionEvent.ACTION_DOWN: 
                        if (mHandler != null) return true; 
                        mHandler = new Handler(); 
                        if(btn.getText().toString().equals("Continuous")) 
                     {mHandler.postDelayed(mAction, 100);} 
                        if(!btn.getText().toString().equals("Continuous")) 
                     {sendMessage("3");} 
                        break; 
                    case MotionEvent.ACTION_UP: 
                        if (mHandler == null) return true;                         
                        mHandler.removeCallbacks(mAction); 
                        mHandler = null; 
                        break; 
                    } 
                    return false; 
                } 
 
                Runnable mAction = new Runnable() { 
                    @Override public void run() { 
                        sendMessage("3"); 
                        mHandler.postDelayed(this, 500); 
                    } 
                }; 
 
            }); 
             
            Button bzd = (Button) findViewById(R.id.btnzd); 
            bzd.setOnTouchListener(new View.OnTouchListener() { 
 
                private Handler mHandler; 
                Button btn = (Button) findViewById(R.id.btnjogtype); 
                @Override public boolean onTouch(View v, MotionEvent event) { 
                    switch(event.getAction()) { 
                    case MotionEvent.ACTION_DOWN: 
                        if (mHandler != null) return true; 
                        mHandler = new Handler(); 
                        if(btn.getText().toString().equals("Continuous")) 
                     {mHandler.postDelayed(mAction, 100);} 
                        if(!btn.getText().toString().equals("Continuous")) 
                     {sendMessage("2");} 
                        break; 
                    case MotionEvent.ACTION_UP: 
                        if (mHandler == null) return true;                         
                        mHandler.removeCallbacks(mAction); 
                        mHandler = null; 
                        break; 
                    } 
                    return false; 
                } 
 
                Runnable mAction = new Runnable() { 
                    @Override public void run() { 
                        sendMessage("2"); 
                        mHandler.postDelayed(this, 500); 
                    } 
                }; 
 
            }); 
             
           Button bset = (Button) findViewById(R.id.btnset); 
           bset.setOnClickListener(new View.OnClickListener() { 
     
    @Override 
    public void onClick(View v) { 
      
     LayoutInflater layoutInflater = 
(LayoutInflater)getBaseContext().getSystemService(LAYOUT_INFLATER_SERVICE);   
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                    View popupView = layoutInflater.inflate(R.layout.set_dialog, null);   
                    final PopupWindow popupWindow = new 
PopupWindow(popupView,LayoutParams.WRAP_CONTENT,LayoutParams.WRAP_CONTENT); 
                     
                    Button btnset1 = (Button) popupView.findViewById(R.id.pop_set1); 
                    btnset1.setOnClickListener(new View.OnClickListener() { 
       
      @Override 
      public void onClick(View v) { 
       sendMessage("s 1"); 
       popupWindow.dismiss(); 
      } 
     }); 
                     
                    Button btnset2 = (Button) popupView.findViewById(R.id.pop_set2); 
                    btnset2.setOnClickListener(new View.OnClickListener() { 
       
      @Override 
      public void onClick(View v) { 
       sendMessage("s 2"); 
       popupWindow.dismiss(); 
      } 
     }); 
                    Button btnset3 = (Button) popupView.findViewById(R.id.pop_set3); 
                    btnset3.setOnClickListener(new View.OnClickListener() { 
       
      @Override 
      public void onClick(View v) { 
       sendMessage("s 3"); 
       popupWindow.dismiss(); 
      } 
     }); 
                     
                    Button btncancel = (Button) popupView.findViewById(R.id.btncancel); 
                    btncancel.setOnClickListener(new View.OnClickListener() { 
       
      @Override 
      public void onClick(View v) { 
       popupWindow.dismiss(); 
      } 
     }); 
 
                    popupWindow.showAtLocation(v,Gravity.CENTER, 0, 0); 
      
    } 
   }); 
            
           Button breset = (Button) findViewById(R.id.btnreset); 
           breset.setOnClickListener(new View.OnClickListener() { 
     
    @Override 
    public void onClick(View v) { 
      
     LayoutInflater layoutInflater = 
(LayoutInflater)getBaseContext().getSystemService(LAYOUT_INFLATER_SERVICE);   
                    View popupView = layoutInflater.inflate(R.layout.set_dialog, null);   
                    final PopupWindow popupWindow = new 
PopupWindow(popupView,LayoutParams.WRAP_CONTENT,LayoutParams.WRAP_CONTENT); 
                     
                    Button btnset1 = (Button) popupView.findViewById(R.id.pop_set1); 
                    btnset1.setOnClickListener(new View.OnClickListener() { 
       
      @Override 
      public void onClick(View v) { 
       sendMessage("r 1"); 
       popupWindow.dismiss(); 
      } 
     }); 
                     
                    Button btnset2 = (Button) popupView.findViewById(R.id.pop_set2); 
                    btnset2.setOnClickListener(new View.OnClickListener() { 
       
      @Override 
      public void onClick(View v) { 
       sendMessage("r 2"); 
       popupWindow.dismiss(); 
      } 
     }); 
                    Button btnset3 = (Button) popupView.findViewById(R.id.pop_set3); 
                    btnset3.setOnClickListener(new View.OnClickListener() { 
       
      @Override 
      public void onClick(View v) { 
       sendMessage("r 3"); 
       popupWindow.dismiss(); 
      } 
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     }); 
                     
                    Button btncancel = (Button) popupView.findViewById(R.id.btncancel); 
                    btncancel.setOnClickListener(new View.OnClickListener() { 
       
      @Override 
      public void onClick(View v) { 
       popupWindow.dismiss(); 
      } 
     }); 
 
                    popupWindow.showAtLocation(v,Gravity.CENTER, 0, 0); 
      
    } 
   }); 
            
           Button bnew = (Button) findViewById(R.id.btnnew); 
           bnew.setOnClickListener(new View.OnClickListener() { 
     
    @Override 
    public void onClick(View v) { 
      
     LayoutInflater layoutInflater = 
(LayoutInflater)getBaseContext().getSystemService(LAYOUT_INFLATER_SERVICE);   
                    View popupView = layoutInflater.inflate(R.layout.new_dialog, null);   
                    final PopupWindow popupWindow = new 
PopupWindow(popupView,LayoutParams.WRAP_CONTENT,LayoutParams.WRAP_CONTENT); 
                    popupWindow.setFocusable(true); 
                    final EditText etxt = (EditText)popupView.findViewById(R.id.edtnew); 
                     
                    Button btnnok = (Button) popupView.findViewById(R.id.new_ok); 
                    btnnok.setOnClickListener(new View.OnClickListener() { 
      
      @Override 
      public void onClick(View v) { 
        
        
       String temp = "n " + etxt.getText().toString(); 
        
       sendMessage(temp); 
       popupWindow.dismiss(); 
      } 
     }); 
                     
                    Button btncancel = (Button) popupView.findViewById(R.id.btncancel); 
                    btncancel.setOnClickListener(new View.OnClickListener() { 
       
      @Override 
      public void onClick(View v) { 
       popupWindow.dismiss(); 
      } 
     }); 
 
                    popupWindow.showAtLocation(v,Gravity.CENTER, 0,-50); 
      
    } 
   }); 
         
           Button bwait = (Button) findViewById(R.id.btnwait); 
           bwait.setOnClickListener(new View.OnClickListener() { 
     
    @Override 
    public void onClick(View v) { 
      
     LayoutInflater layoutInflater = 
(LayoutInflater)getBaseContext().getSystemService(LAYOUT_INFLATER_SERVICE);   
                    View popupView = layoutInflater.inflate(R.layout.wait_dialog, null);   
                    final PopupWindow popupWindow = new 
PopupWindow(popupView,LayoutParams.WRAP_CONTENT,LayoutParams.WRAP_CONTENT); 
                    popupWindow.setFocusable(true); 
                    final EditText etxt = (EditText)popupView.findViewById(R.id.edttime); 
                     
                    Button btnnok = (Button) popupView.findViewById(R.id.btnwait_ok); 
                    btnnok.setOnClickListener(new View.OnClickListener() { 
      
      @Override 
      public void onClick(View v) { 
        
        
       String temp = "w " + etxt.getText().toString(); 
        
       sendMessage(temp); 
       popupWindow.dismiss(); 
      } 
     }); 
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                    Button btncancel = (Button) popupView.findViewById(R.id.btncancel); 
                    btncancel.setOnClickListener(new View.OnClickListener() { 
       
      @Override 
      public void onClick(View v) { 
       popupWindow.dismiss(); 
      } 
     }); 
 
                    popupWindow.showAtLocation(v,Gravity.CENTER, 0,-50); 
      
    } 
   }); 
            
           Button bload = (Button) findViewById(R.id.btnload); 
           bload.setOnClickListener(new View.OnClickListener() { 
     
    @Override 
    public void onClick(View v) { 
      
     LayoutInflater layoutInflater = 
(LayoutInflater)getBaseContext().getSystemService(LAYOUT_INFLATER_SERVICE);   
                    View popupView = layoutInflater.inflate(R.layout.load_dialog, null);   
                    final PopupWindow popupWindow = new 
PopupWindow(popupView,LayoutParams.WRAP_CONTENT,LayoutParams.WRAP_CONTENT); 
                    popupWindow.setFocusable(true); 
                    final EditText etxt = (EditText)popupView.findViewById(R.id.edtload); 
                     
                    Button btnnok = (Button) popupView.findViewById(R.id.load_ok); 
                    btnnok.setOnClickListener(new View.OnClickListener() { 
      
      @Override 
      public void onClick(View v) { 
        
        
       String temp = "o " + etxt.getText().toString(); 
        
       sendMessage(temp); 
       popupWindow.dismiss(); 
      } 
     }); 
                     
                    Button btncancel = (Button) popupView.findViewById(R.id.btncancel); 
                    btncancel.setOnClickListener(new View.OnClickListener() { 
       
      @Override 
      public void onClick(View v) { 
       popupWindow.dismiss(); 
      } 
     }); 
 
                    popupWindow.showAtLocation(v,Gravity.CENTER, 0,-50); 
      
    } 
   }); 
 
 
        // Initialize the BluetoothChatService to perform bluetooth connections 
        mChatService = new BluetoothChatService(this, mHandler); 
 
        // Initialize the buffer for outgoing messages 
        mOutStringBuffer = new StringBuffer(""); 
    } 
 
    @Override 
    public synchronized void onPause() { 
        super.onPause(); 
        if(D) Log.e(TAG, "- ON PAUSE -"); 
    } 
 
    @Override 
    public void onStop() { 
        super.onStop(); 
        if(D) Log.e(TAG, "-- ON STOP --"); 
    } 
 
    @Override 
    public void onDestroy() { 
        super.onDestroy(); 
        // Stop the Bluetooth chat services 
         
        if (mChatService != null){ 
         sendMessage("x"); 
         mChatService.stop(); 
        } 
        if(D) Log.e(TAG, "--- ON DESTROY ---"); 
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    } 
 
    private void ensureDiscoverable() { 
        if(D) Log.d(TAG, "ensure discoverable"); 
        if (mBluetoothAdapter.getScanMode() != 
            BluetoothAdapter.SCAN_MODE_CONNECTABLE_DISCOVERABLE) { 
            Intent discoverableIntent = new Intent(BluetoothAdapter.ACTION_REQUEST_DISCOVERABLE); 
            discoverableIntent.putExtra(BluetoothAdapter.EXTRA_DISCOVERABLE_DURATION, 300); 
            startActivity(discoverableIntent); 
        } 
    } 
 
    /** 
     * Sends a message. 
     * @param message  A string of text to send. 
     */ 
    private void sendMessage(String message) { 
        // Check that we're actually connected before trying anything 
        if (mChatService.getState() != BluetoothChatService.STATE_CONNECTED) { 
            Toast.makeText(this, R.string.not_connected, Toast.LENGTH_SHORT).show(); 
            return; 
        } 
 
        // Check that there's actually something to send 
        if (message.length() > 0) { 
         message = message + "."; 
            // Get the message bytes and tell the BluetoothChatService to write 
            byte[] send = message.getBytes(); 
            mChatService.write(send); 
 
            // Reset out string buffer to zero and clear the edit text field 
            mOutStringBuffer.setLength(0); 
            //mOutEditText.setText(mOutStringBuffer); 
        } 
    } 
 
    // The action listener for the EditText widget, to listen for the return key 
    /*private TextView.OnEditorActionListener mWriteListener = 
        new TextView.OnEditorActionListener() { 
        public boolean onEditorAction(TextView view, int actionId, KeyEvent event) { 
            // If the action is a key-up event on the return key, send the message 
            if (actionId == EditorInfo.IME_NULL && event.getAction() == KeyEvent.ACTION_UP) { 
                String message = view.getText().toString(); 
                sendMessage(message); 
            } 
            if(D) Log.i(TAG, "END onEditorAction"); 
            return true; 
        } 
    };*/ 
 
    // The Handler that gets information back from the BluetoothChatService 
    private final Handler mHandler = new Handler() { 
        @Override 
        public void handleMessage(Message msg) { 
            switch (msg.what) { 
            case MESSAGE_STATE_CHANGE: 
                if(D) Log.i(TAG, "MESSAGE_STATE_CHANGE: " + msg.arg1); 
                switch (msg.arg1) { 
                case BluetoothChatService.STATE_CONNECTED: 
                   // mTitle.setText(R.string.title_connected_to); 
                    //mTitle.append(mConnectedDeviceName); 
                    //mConversationArrayAdapter.clear(); 
                    break; 
                case BluetoothChatService.STATE_CONNECTING: 
                    //mTitle.setText(R.string.title_connecting); 
                    break; 
                case BluetoothChatService.STATE_LISTEN: 
                case BluetoothChatService.STATE_NONE: 
                    //mTitle.setText(R.string.title_not_connected); 
                    break; 
                } 
                break; 
            case MESSAGE_WRITE: 
                //byte[] writeBuf = (byte[]) msg.obj; 
                // construct a string from the buffer 
                //String writeMessage = new String(writeBuf); 
                //mConversationArrayAdapter.add("Me:  " + writeMessage); 
                break; 
            case MESSAGE_READ: 
                byte[] readBuf = (byte[]) msg.obj; 
                // construct a string from the valid bytes in the buffer 
                String readMessage = new String(readBuf, 0, msg.arg1); 
                 
                ListView proglist = (ListView) findViewById(R.id.lstselector); 
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                //This section adds items to the listview 
                if (readMessage.startsWith("X")) 
                { 
                 proglist.setAdapter(null); 
                } else if(readMessage.startsWith("x") || readMessage.startsWith("y") || readMessage.startsWith("z") ) 
{ 
                 //do handler for the text here 
                 TextView txtx = (TextView) findViewById(R.id.edtx); 
                 TextView txty = (TextView) findViewById(R.id.edty); 
                 TextView txtz = (TextView) findViewById(R.id.edtz); 
                  if (readMessage.startsWith("x")){ 
                   txtx.setText(readMessage.substring(1)); 
                  } 
                  if(readMessage.startsWith("y")){ 
                   txty.setText(readMessage.substring(1)); 
                  } 
                  if (readMessage.startsWith("z")){ 
                   txtz.setText(readMessage.substring(1)); 
                  } 
                   
                  
                }else if(!readMessage.startsWith(" ")){ 
                ArrayList<String> stringArrayList = new ArrayList<String>(); 
                for (int i=0; i<proglist.getCount(); i++)  
                { 
                 stringArrayList.add((String) proglist.getItemAtPosition(i)); 
                } 
                stringArrayList.add(readMessage); //add to arraylist 
                String [] stringArray = stringArrayList.toArray(new String[stringArrayList.size()]); 
                ArrayAdapter<String> adapt = new ArrayAdapter<String>(getApplicationContext(),R.layout.lst_item, 
stringArray); 
                proglist.setAdapter(adapt); 
                }else{ 
                 Toast.makeText(getApplicationContext(), readMessage, Toast.LENGTH_SHORT).show(); 
                } 
                // end of section 
                 
                 
                 
                 
                break; 
            case MESSAGE_DEVICE_NAME: 
                // save the connected device's name 
                mConnectedDeviceName = msg.getData().getString(DEVICE_NAME); 
                Toast.makeText(getApplicationContext(), "Connected to " 
                               + mConnectedDeviceName, Toast.LENGTH_SHORT).show(); 
                break; 
            case MESSAGE_TOAST: 
                Toast.makeText(getApplicationContext(), msg.getData().getString(TOAST), 
                               Toast.LENGTH_SHORT).show(); 
                break; 
            } 
        } 
    }; 
 
    public void onActivityResult(int requestCode, int resultCode, Intent data) { 
        if(D) Log.d(TAG, "onActivityResult " + resultCode); 
        switch (requestCode) { 
        case REQUEST_CONNECT_DEVICE: 
            // When DeviceListActivity returns with a device to connect 
            if (resultCode == Activity.RESULT_OK) { 
                // Get the device MAC address 
                String address = data.getExtras() 
                                     .getString(DeviceListActivity.EXTRA_DEVICE_ADDRESS); 
                // Get the BLuetoothDevice object 
                BluetoothDevice device = mBluetoothAdapter.getRemoteDevice(address); 
                // Attempt to connect to the device 
                mChatService.connect(device); 
            } 
            break; 
        case REQUEST_ENABLE_BT: 
            // When the request to enable Bluetooth returns 
            if (resultCode == Activity.RESULT_OK) { 
                // Bluetooth is now enabled, so set up a chat session 
                setupChat(); 
            } else { 
                // User did not enable Bluetooth or an error occured 
                Log.d(TAG, "BT not enabled"); 
                Toast.makeText(this, R.string.bt_not_enabled_leaving, Toast.LENGTH_SHORT).show(); 
                finish(); 
            } 
        } 
    } 
 
    @Override 
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    public boolean onCreateOptionsMenu(Menu menu) { 
        MenuInflater inflater = getMenuInflater(); 
        inflater.inflate(R.menu.option_menu, menu); 
        return true; 
    } 
 
    @Override 
    public boolean onOptionsItemSelected(MenuItem item) { 
        switch (item.getItemId()) { 
        case R.id.scan: 
            // Launch the DeviceListActivity to see devices and do scan 
            Intent serverIntent = new Intent(this, DeviceListActivity.class); 
            startActivityForResult(serverIntent, REQUEST_CONNECT_DEVICE); 
            return true; 
        case R.id.discoverable: 
            // Ensure this device is discoverable by others 
            ensureDiscoverable(); 
            return true; 
        } 
        return false; 
    } 
     
} 
C.1. Chat Service 
package com.example.android.BluetoothChat; 
import java.io.IOException; 
import java.io.InputStream; 
import java.io.OutputStream; 
import java.lang.reflect.InvocationTargetException; 
import java.lang.reflect.Method; 
import java.util.UUID; 
import android.bluetooth.BluetoothAdapter; 
import android.bluetooth.BluetoothDevice; 
import android.bluetooth.BluetoothServerSocket; 
import android.bluetooth.BluetoothSocket; 
import android.content.Context; 
import android.os.Bundle; 
import android.os.Handler; 
import android.os.Message; 
import android.util.Log; 
 
public class BluetoothChatService { 
    // Debugging 
    private static final String TAG = "BluetoothChatService"; 
    private static final boolean D = true; 
 
    // Name for the SDP record when creating server socket 
    private static final String NAME = "BluetoothChat"; 
 
    // Unique UUID for this application 
    private static final UUID MY_UUID = UUID.fromString("00001101-0000-1000-8000-00805F9B34FB"); 
 
    // Member fields 
    private final BluetoothAdapter mAdapter; 
    private final Handler mHandler; 
    private AcceptThread mAcceptThread; 
    private ConnectThread mConnectThread; 
    private ConnectedThread mConnectedThread; 
    private int mState; 
 
    // Constants that indicate the current connection state 
    public static final int STATE_NONE = 0;       // we're doing nothing 
    public static final int STATE_LISTEN = 1;     // now listening for incoming connections 
    public static final int STATE_CONNECTING = 2; // now initiating an outgoing connection 
    public static final int STATE_CONNECTED = 3;  // now connected to a remote device 
 
    /** 
     * Constructor. Prepares a new BluetoothChat session. 
     * @param context  The UI Activity Context 
     * @param handler  A Handler to send messages back to the UI Activity 
     */ 
    public BluetoothChatService(Context context, Handler handler) { 
        mAdapter = BluetoothAdapter.getDefaultAdapter(); 
        mState = STATE_NONE; 
        mHandler = handler; 
    } 
 
    /** 
     * Set the current state of the chat connection 
     * @param state  An integer defining the current connection state 
     */ 
    private synchronized void setState(int state) { 
        if (D) Log.d(TAG, "setState() " + mState + " -> " + state); 
APPENDIX C – Android Code 
139 | P a g e  
 
        mState = state; 
 
        // Give the new state to the Handler so the UI Activity can update 
        mHandler.obtainMessage(BluetoothChat.MESSAGE_STATE_CHANGE, state, -1).sendToTarget(); 
    } 
 
    /** 
     * Return the current connection state. */ 
    public synchronized int getState() { 
        return mState; 
    } 
 
    /** 
     * Start the chat service. Specifically start AcceptThread to begin a 
     * session in listening (server) mode. Called by the Activity onResume() */ 
    public synchronized void start() { 
        if (D) Log.d(TAG, "start"); 
 
        // Cancel any thread attempting to make a connection 
        if (mConnectThread != null) {mConnectThread.cancel(); mConnectThread = null;} 
 
        // Cancel any thread currently running a connection 
        if (mConnectedThread != null) {mConnectedThread.cancel(); mConnectedThread = null;} 
 
        // Start the thread to listen on a BluetoothServerSocket 
        if (mAcceptThread == null) { 
            mAcceptThread = new AcceptThread(); 
            mAcceptThread.start(); 
        } 
        setState(STATE_LISTEN); 
    } 
 
    /** 
     * Start the ConnectThread to initiate a connection to a remote device. 
     * @param device  The BluetoothDevice to connect 
     */ 
    public synchronized void connect(BluetoothDevice device) { 
        if (D) Log.d(TAG, "connect to: " + device); 
 
        // Cancel any thread attempting to make a connection 
        if (mState == STATE_CONNECTING) { 
            if (mConnectThread != null) {mConnectThread.cancel(); mConnectThread = null;} 
        } 
 
        // Cancel any thread currently running a connection 
        if (mConnectedThread != null) {mConnectedThread.cancel(); mConnectedThread = null;} 
 
        // Start the thread to connect with the given device 
        mConnectThread = new ConnectThread(device); 
        mConnectThread.start(); 
        setState(STATE_CONNECTING); 
    } 
 
    /** 
     * Start the ConnectedThread to begin managing a Bluetooth connection 
     * @param socket  The BluetoothSocket on which the connection was made 
     * @param device  The BluetoothDevice that has been connected 
     */ 
    public synchronized void connected(BluetoothSocket socket, BluetoothDevice device) { 
        if (D) Log.d(TAG, "connected"); 
 
        // Cancel the thread that completed the connection 
        if (mConnectThread != null) {mConnectThread.cancel(); mConnectThread = null;} 
 
        // Cancel any thread currently running a connection 
        if (mConnectedThread != null) {mConnectedThread.cancel(); mConnectedThread = null;} 
 
        // Cancel the accept thread because we only want to connect to one device 
        if (mAcceptThread != null) {mAcceptThread.cancel(); mAcceptThread = null;} 
 
        // Start the thread to manage the connection and perform transmissions 
        mConnectedThread = new ConnectedThread(socket); 
        mConnectedThread.start(); 
 
        // Send the name of the connected device back to the UI Activity 
        Message msg = mHandler.obtainMessage(BluetoothChat.MESSAGE_DEVICE_NAME); 
        Bundle bundle = new Bundle(); 
        bundle.putString(BluetoothChat.DEVICE_NAME, device.getName()); 
        msg.setData(bundle); 
        mHandler.sendMessage(msg); 
 
        setState(STATE_CONNECTED); 
    } 
 
    /** 
     * Stop all threads 
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     */ 
    public synchronized void stop() { 
        if (D) Log.d(TAG, "stop"); 
        if (mConnectThread != null) {mConnectThread.cancel(); mConnectThread = null;} 
        if (mConnectedThread != null) {mConnectedThread.cancel(); mConnectedThread = null;} 
        if (mAcceptThread != null) {mAcceptThread.cancel(); mAcceptThread = null;} 
        setState(STATE_NONE); 
    } 
 
    /** 
     * Write to the ConnectedThread in an unsynchronized manner 
     * @param out The bytes to write 
     * @see ConnectedThread#write(byte[]) 
     */ 
    public void write(byte[] out) { 
        // Create temporary object 
        ConnectedThread r; 
        // Synchronize a copy of the ConnectedThread 
        synchronized (this) { 
            if (mState != STATE_CONNECTED) return; 
            r = mConnectedThread; 
        } 
        // Perform the write unsynchronized 
        r.write(out); 
    } 
 
    /** 
     * Indicate that the connection attempt failed and notify the UI Activity. 
     */ 
    private void connectionFailed() { 
        setState(STATE_LISTEN); 
 
        // Send a failure message back to the Activity 
        Message msg = mHandler.obtainMessage(BluetoothChat.MESSAGE_TOAST); 
        Bundle bundle = new Bundle(); 
        bundle.putString(BluetoothChat.TOAST, "Unable to connect device"); 
        msg.setData(bundle); 
        mHandler.sendMessage(msg); 
    } 
 
    /** 
     * Indicate that the connection was lost and notify the UI Activity. 
     */ 
    private void connectionLost() { 
        setState(STATE_LISTEN); 
 
        // Send a failure message back to the Activity 
        Message msg = mHandler.obtainMessage(BluetoothChat.MESSAGE_TOAST); 
        Bundle bundle = new Bundle(); 
        bundle.putString(BluetoothChat.TOAST, "Device connection was lost"); 
        msg.setData(bundle); 
        mHandler.sendMessage(msg); 
    } 
 
    /** 
     * This thread runs while listening for incoming connections. It behaves 
     * like a server-side client. It runs until a connection is accepted 
     * (or until cancelled). 
     */ 
    private class AcceptThread extends Thread { 
        // The local server socket 
        private final BluetoothServerSocket mmServerSocket; 
 
        public AcceptThread() { 
            BluetoothServerSocket tmp = null; 
 
            // Create a new listening server socket 
            try { 
                tmp = mAdapter.listenUsingRfcommWithServiceRecord(NAME, MY_UUID); 
            } catch (IOException e) { 
                Log.e(TAG, "listen() failed", e); 
            } 
            mmServerSocket = tmp; 
        } 
 
        public void run() { 
            if (D) Log.d(TAG, "BEGIN mAcceptThread" + this); 
            setName("AcceptThread"); 
            BluetoothSocket socket = null; 
 
            // Listen to the server socket if we're not connected 
            while (mState != STATE_CONNECTED) { 
                try { 
                    // This is a blocking call and will only return on a 
                    // successful connection or an exception 
                    socket = mmServerSocket.accept(); 
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                } catch (IOException e) { 
                    Log.e(TAG, "accept() failed", e); 
                    break; 
                } 
 
                // If a connection was accepted 
                if (socket != null) { 
                    synchronized (BluetoothChatService.this) { 
                        switch (mState) { 
                        case STATE_LISTEN: 
                        case STATE_CONNECTING: 
                            // Situation normal. Start the connected thread. 
                            connected(socket, socket.getRemoteDevice()); 
                            break; 
                        case STATE_NONE: 
                        case STATE_CONNECTED: 
                            // Either not ready or already connected. Terminate new socket. 
                            try { 
                                socket.close(); 
                            } catch (IOException e) { 
                                Log.e(TAG, "Could not close unwanted socket", e); 
                            } 
                            break; 
                        } 
                    } 
                } 
            } 
            if (D) Log.i(TAG, "END mAcceptThread"); 
        } 
 
        public void cancel() { 
            if (D) Log.d(TAG, "cancel " + this); 
            try { 
                mmServerSocket.close(); 
            } catch (IOException e) { 
                Log.e(TAG, "close() of server failed", e); 
            } 
        } 
    } 
 
 
    /** 
     * This thread runs while attempting to make an outgoing connection 
     * with a device. It runs straight through; the connection either 
     * succeeds or fails. 
     */ 
    private class ConnectThread extends Thread { 
        private final BluetoothSocket mmSocket; 
        private final BluetoothDevice mmDevice; 
 
        public ConnectThread(BluetoothDevice device) { 
            mmDevice = device; 
            BluetoothSocket tmp = null; 
 
            Method m = null; 
            try{ 
             m = device.getClass().getMethod("createRfcommSocket",new Class[] {int.class}); 
            } catch (SecurityException e){ 
             e.printStackTrace(); 
            } catch (NoSuchMethodException e){ 
             e.printStackTrace(); 
            } 
             
            try { 
                tmp = (BluetoothSocket) m.invoke(device, 1); 
            } catch (IllegalArgumentException e) { 
                // TODO Auto-generated catch block 
                e.printStackTrace(); 
            } catch (IllegalAccessException e) { 
                // TODO Auto-generated catch block 
                e.printStackTrace(); 
            } catch (InvocationTargetException e) { 
    // TODO Auto-generated catch block 
    e.printStackTrace(); 
   } 
             
             
            // Get a BluetoothSocket for a connection with the 
            // given BluetoothDevice 
            try { 
                tmp = device.createRfcommSocketToServiceRecord(MY_UUID); 
            } catch (IOException e) { 
                Log.e(TAG, "create() failed", e); 
            } 
            mmSocket = tmp; 
        } 
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        public void run() { 
            Log.i(TAG, "BEGIN mConnectThread"); 
            setName("ConnectThread"); 
 
            // Always cancel discovery because it will slow down a connection 
            mAdapter.cancelDiscovery(); 
 
            // Make a connection to the BluetoothSocket 
            try { 
                // This is a blocking call and will only return on a 
                // successful connection or an exception 
                mmSocket.connect(); 
            } catch (IOException e) { 
                connectionFailed(); 
                // Close the socket 
                try { 
                    mmSocket.close(); 
                } catch (IOException e2) { 
                    Log.e(TAG, "unable to close() socket during connection failure", e2); 
                } 
                // Start the service over to restart listening mode 
                BluetoothChatService.this.start(); 
                return; 
            } 
 
            // Reset the ConnectThread because we're done 
            synchronized (BluetoothChatService.this) { 
                mConnectThread = null; 
            } 
 
            // Start the connected thread 
            connected(mmSocket, mmDevice); 
        } 
 
        public void cancel() { 
            try { 
                mmSocket.close(); 
            } catch (IOException e) { 
                Log.e(TAG, "close() of connect socket failed", e); 
            } 
        } 
    } 
 
    /** 
     * This thread runs during a connection with a remote device. 
     * It handles all incoming and outgoing transmissions. 
     */ 
    private class ConnectedThread extends Thread { 
        private final BluetoothSocket mmSocket; 
        private final InputStream mmInStream; 
        private final OutputStream mmOutStream; 
 
        public ConnectedThread(BluetoothSocket socket) { 
            Log.d(TAG, "create ConnectedThread"); 
            mmSocket = socket; 
            InputStream tmpIn = null; 
            OutputStream tmpOut = null; 
 
            // Get the BluetoothSocket input and output streams 
            try { 
                tmpIn = socket.getInputStream(); 
                tmpOut = socket.getOutputStream(); 
            } catch (IOException e) { 
                Log.e(TAG, "temp sockets not created", e); 
            } 
 
            mmInStream = tmpIn; 
            mmOutStream = tmpOut; 
        } 
 
        public void run() { 
            Log.i(TAG, "BEGIN mConnectedThread"); 
            byte[] buffer = new byte[1024]; 
            int bytes; 
 
            // Keep listening to the InputStream while connected 
            while (true) { 
                try { 
                    // Read from the InputStream 
                    bytes = mmInStream.read(buffer); 
 
                    // Send the obtained bytes to the UI Activity 
                    mHandler.obtainMessage(BluetoothChat.MESSAGE_READ, bytes, -1, buffer) 
                            .sendToTarget(); 
                } catch (IOException e) { 
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                    Log.e(TAG, "disconnected", e); 
                    connectionLost(); 
                    break; 
                } 
            } 
        } 
 
        /** 
         * Write to the connected OutStream. 
         * @param buffer  The bytes to write 
         */ 
        public void write(byte[] buffer) { 
            try { 
                mmOutStream.write(buffer); 
 
                // Share the sent message back to the UI Activity 
                mHandler.obtainMessage(BluetoothChat.MESSAGE_WRITE, -1, -1, buffer) 
                        .sendToTarget(); 
            } catch (IOException e) { 
                Log.e(TAG, "Exception during write", e); 
            } 
        } 
 
        public void cancel() { 
            try { 
                mmSocket.close(); 
            } catch (IOException e) { 
                Log.e(TAG, "close() of connect socket failed", e); 
            } 
        } 
    } 
} 
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Appendix D – Learning Task 
Basic Motion Programming Task 
Name and surname: Student number 
  
Study the following scenario and complete the task using motion programming principles. Each student will be allocated a 
time of 30 minutes and a 2 minute period for demonstration: 
 
1. Use a coarse movement to achieve a position above the block 
2. Use a fine linear movement to approach the block without touching 
3. Switch on output 1 
4. Retreat using a slow linear motion 
5. Move around (NOT OVER!) the wall as shown in the front and top views to the final position 
6. Use a fine linear movement to place the block 
7. Switch off output 1 
8. Retreat a safe distance 
9. Return home 
# Marks Achieved and comment 
1 10  
2 10  
3 10  
4 10  
5 20  
6 10  
7 10  
8 10  
9 10  
TOTAL SCORE:   /100 
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Appendix E – PowerPoint Presentation Basic Robotics 
 
