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 Abstract 
 
English 
 
It is usual that in video games, players adopt the most comfortable way of                           
playing. They use some weapons more than others, they move in the easiest way                           
for them, to the point where they often use 2 or 3 tools or weapons, and stop                                 
using the rest. 
 
The objective of this project is to make a 2D dungeon procedurally generated,                         
and introduce an artificial intelligence that determines how this map should be.                       
The player's game mode on one level will determine the type of map for the next,                               
in order to challenge the player and take him out of his comfort zone. Everything                             
a map can contribute (harmful structures, environment, materials ...) will be                     
influenced by the actions previously taken by the player. 
 
This document details a study of the different applications in the procedural                       
generation and artificial intelligence in video games, talking about key issues                     
such as the difficulty curve or the flow of a game. 
 
The proposed solution is capable of modifying the player's behavior and                     
generating solvable and personalized levels for each type of player. The validation                       
method is based on the opinion of a tester team that has tested the video game                               
and explains their feelings of both artificial intelligence and the way in which the                           
map was generated. 
 
This project aims to provide a system rarely seen in video games. Normally 
artificial intelligence is applied to things that we perceive as "alive" (everything 
that can have a minimum of intelligence, robots, people, animals, etc.) but on rare 
occasions we see intelligence applied to something that is not supposed to be 
smart, like a map.   
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Castellano 
 
Es habitual que en los videojuegos, los jugadores adopten la manera de jugar que                           
les sea más cómoda. Utilizan unas armas más que otras, se desplazan de la forma                             
que les resulta más sencilla, hasta el punto en que muchas veces utilizan 2 o 3                               
herramientas o armas, dejando de utilizar el resto. 
 
El objetivo de este proyecto es generar una mazmorra 2D de manera procedural,                         
e introducir una inteligencia artificial que determine cómo ha de ser el mapa                         
generado. El modo de juego del jugador en un nivel determinará el tipo de mapa                             
para el siguiente, con el fin de retar al jugador y llevarlo fuera de su zona de                                 
confort. Todo lo que pueda aportar un mapa (estructuras dañinas, ambiente,                     
materiales...) estará influenciado por las acciones tomadas anteriormente por el                   
jugador. 
 
En este documento se detalla un estudio de las diferentes aplicaciones en la                         
generación procedural e inteligencia artificial en videojuegos, hablando de temas                   
clave como la curva de dificultad o el flow de un juego.  
 
La solución propuesta es capaz de modificar la conducta del jugador y de generar                           
niveles superables y personalizados a cada tipo de jugador. El método de                       
validación se basa en la opinión de un equipo tester que ha probado el                           
videojuego y explica sus sensaciones tanto de la inteligencia artificial como de la                         
forma en la que se ha generado el mapa.   
 
Este proyecto pretende aportar un sistema poco visto en los videojuegos.                     
Normalmente la inteligencia artificial es aplicada a componentes que percibimos                   
como “vivos” (todo aquello que pueda tener un mínimo de inteligencia, robots,                       
personas, animales, etc.) pero en contadas ocasiones vemos una inteligencia                   
aplicada en algo que  se supone que carece de ella, como un mapa. 
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1. Introducción y contextualización 
 
 
La idea principal del proyecto es la integración de una inteligencia artificial en la                           
generación procedural de un mapa 2D tipo mazmorra. El modo de juego del                         
jugador en un nivel determinará el tipo de mapa para el siguiente nivel, con el fin                               
de retar al jugador y llevarlo fuera de su zona de confort. Si utiliza muchas veces                               
algunas herramientas o armas, o si muere repetidas veces en unas situaciones                       
determinadas, el mapa que se generará posteriormente irá cambiando, de forma                     
que tenga que ir modificando su modo de juego o utilizar diferentes                       
herramientas para poder desplazarse y llegar a la meta. 
 
1.1. Objetivos 
 
El principal objetivo es poder modificar la conducta de un jugador mediante un                         
mapa. Para lograrlo, este mapa ha de ser generado proceduralmente y ha de                         
tener algún sistema inteligente que determine cómo actuar en el siguiente nivel.                       
Por ello, este principal objetivo se desglosa en los siguientes sub-objetivos: 
 
● Implementar un método de generación procedural que constituya el                 
esqueleto de la mazmorra y las complete con estructuras internas                   
(elementos dañinos, objetos de salud, etc.). 
● Construir una inteligencia artificial que sea lógica (que tenga sentido la                     
colocación de los elementos), que genere un nivel viable (que el jugador                       
pueda completar el nivel) y que siga la curva de dificultad idónea para no                           
aburrir ni frustrar al jugador. 
 
Como objetivos adicionales: 
 
● Dar un aspecto de juego finalizado. 
● Entretener y retar a los jugadores. 
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1.2. Stakeholders 
 
Se han incluido los actores implicados en el caso que se desarrolle y publique un                             
videojuego con esta metodología. 
1.2.1. Director del proyecto y desarrollador 
Javier Béjar Alonso es el director del proyecto. Me ha guiado durante todo el                           
trabajo y ha resuelto las dudas que me han ido surgiendo sobre la construcción                           
de la inteligencia artificial.  
Al ser un TFG de modalidad A, no hay ninguna empresa que proporcione soporte                           
o equipo de desarrollo, por lo que la única desarrolladora es la autora de este                             
trabajo. 
1.2.2. Desarrolladores 
Al ser un sistema procedural, el desarrollador únicamente ha de programar cómo                       
se han de generar los diferentes niveles. No ha de desarrollarlos uno a uno, por lo                               
que en el caso de tener un videojuego con muchos niveles, es más eficiente al ser                               
procedural. 
1.2.3. Jugadores 
Al integrar una IA en el algoritmo de generación, obtenemos niveles                     
personalizados a cada estilo de juego. Esto fomenta la rejugabilidad y por tanto                         
alarga la vida del juego. El dinero que gastan en comprarlo lo ven amortizado si el                               
juego dura lo suficiente. 
1.2.3. Empresa publicadora 
Si los jugadores ven que el coste del videojuego es amortizado, obtendrán más                         
ventas, por tanto la empresa que publica el videojuego logrará mayores                     
beneficios. 
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1.3. Alcance 
 
El proyecto se divide en dos temas principales claramente diferenciados: la                     
generación procedural y la inteligencia artificial.  
 
Las fases iniciales del proyecto se basarán en la generación procedural de las                         
mazmorras. Para construir un nivel de manera procedural dividiremos el proceso                     
en dos etapas: la primera será la creación del nivel, una composición de salas                           
vacías conectadas entre sí; la segunda será la colocación de estructuras en las                         
salas vacías generadas en la etapa anterior, ítems y elementos dañinos, entre                       
otros. 
 
Una vez implementado un algoritmo que genere un mapa de manera correcta,                       
procederemos a construir la inteligencia artificial para modificar cómo y dónde se                       
generan las estructuras.  
 
A lo largo del transcurso del nivel, se irán recogiendo datos sobre el modo de                             
juego del jugador: herramientas y habilidades que utiliza para avanzar (ganchos,                     
jetpack, herramientas de excavación, movimiento rápido tipo dash, saltos…), zonas                   
donde muere o recibe daño habitualmente (pinchos, piedras aplastantes, sierras                   
mecánicas...) e ítems utilizados (pociones de salud). 
 
Una vez obtenemos estos datos, construimos un heurístico que dé más peso a la                           
creación de estructuras perjudiciales para el jugador. Si el daño causado por una                         
sierra es mayor que el causado por pinchos, en la generación del nivel siguiente                           
tendrán más peso las estructuras tipo sierra que los pinchos. Si ha utilizado                         
muchas veces un gancho para avanzar por paredes rocosas, en los siguientes                       
niveles las paredes serán de un material en el que el gancho no podrá adherirse                             
por mucho tiempo. Estos son algunos de los ejemplos que se ven en este                           
proyecto. 
 
El motor de videojuegos que se ha utilizado es Unity, pues es muy conocido y                             
usado. Existe tanta información y tutoriales sobre este motor que es muy fácil                         
hallar respuesta a las dudas que surjan e incluso encontrar soluciones parciales                       
que se puedan adaptar.  
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Ilustración 1: Primera etapa de generación procedural 
 
 
Ilustración 2: Segunda etapa de generación procedural 
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1.4. Obstáculos 
1.4.1 Conocimiento de Unity 
Pese haber estudiado un curso de Unity en la UPC con VGA FIB, mis                           
conocimientos a este nivel de complejidad son limitados. No tengo demasiada                     
experiencia en este motor ni tampoco controlo todos los aspectos del mismo. No                         
obstante, aunque supone un hándicap, no es ningún impedimento, sino una                     
oportunidad de aprender y mejorar. 
1.4.2 Tiempo 
El tiempo disponible para realizar este proyecto son unos cuatro meses                     
aproximadamente. Considero que se trata de un período muy ajustado para                     
desarrollar y finalizar un juego, por ese motivo se han dividido los objetivos en                           
necesarios y opcionales para considerar acabado el Trabajo Final de Grado. 
1.4.3 No lograr ajustar la dificultad 
Al ser una percepción personal, puede que el grupo que pruebe el videojuego                         
tenga menos habilidad que el resto de personas, por lo que debería escoger una                           
muestra bastante numerosa para obtener resultados más fiables. Como esto no                     
es viable, me he debido ajustar al feedback que me ha proporcionado el grupo de                             
testers elegido. 
1.4.4 Mal uso de la IA 
Podría ocurrir que algún jugador que sea habilidoso saltando sobre pinchos                     
decida alterar el heurístico de manera manual haciendo que aparezcan más                     
estructuras con pinchos que otras que le cueste más de superar. Es tan sencillo                           
como hacerse daño de forma deliberada en estructuras con pinchos para                     
engañar a la inteligencia artificial. Confiaremos inicialmente en la buena fé del                       
jugador y que juega limpio.  
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1.5. Contextualización 
 
Antes de explicar el desarrollo de la solución propuesta en este proyecto, es                         
necesario ofrecer un contexto a la situación actual de los temas que toca este                           
trabajo. Además, observando ejemplos de aplicaciones diferentes que utilizan                 
este método se pueden obtener ideas o soluciones parciales para ser reutilizadas                       
en este trabajo. 
 
Existen muchos ejemplos interesantes que se podrían comentar, pero para no                     
dilatar demasiado el apartado solo se han nombrado algunos de los más                       
singulares como muestra  del alcance que tiene esta técnica. 
1.5.1.  Generación procedural 
 
La generación procedural es un concepto que desde hace unos años vemos cada                         
vez más presente ​en los videojuegos. Aun así, no es algo nuevo. De hecho, se                             
utilizó en las primeras generaciones de videojuegos para solventar los problemas                     
de memoria que tenían entonces. Anteriormente no disponían de espacio                   
suficiente para almacenar niveles hechos previamente por lo que, el contenido                     
como los mapas, entre otros, fueron generados algorítmicamente sobre la                   
marcha [1]. Así podían construir miles de niveles en muy poco espacio, por                         
ejemplo el juego ​The Sentinel (Firebird , 1986) tiene aproximadamente 10.000                     
niveles almacenados en únicamente 64 kB. Además del espacio en memoria, al                       
crearse automáticamente, no es necesario diseñar a mano las infinitas                   
posibilidades que ofrece la generación por procedimientos. 
 
Dos juegos que influenciaron mucho en los primeros pasos de la generación                       
procedural son; el ​Rogue ​(Toy y Wichmann, 1980), cuyas mazmorras y la posición                         
de los ítems eran generados cada vez que comenzaba un nuevo juego, y ​Elite                           
(Acornsoft, 1984), en el que se van creando sistemas estelares a medida que se va                             
jugando. 
 
Hoy día ya no existen restricciones de memoria, y aun así, los videojuegos con                           
contenido generado proceduralmente cada vez son más comunes, y es que,                     
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aparte de ahorrar en memoria, este tipo de generación fomenta la rejugabilidad y                         
contribuye enormemente al factor sorpresa. Como los mapas se construyen de                     
manera aleatoria, cada vez que inicias una nueva partida, el juego es                       
completamente diferente. No únicamente se generan mapas de esta manera: en                     
el videojuego ​Boorderlands ​(2K Games, 2009) se elaboran armas de forma                     
procedural, llegando a tener el Guinness World Record por el mayor número de                         
armas en un videojuego, exactamente la friolera cifra de 17.750.000 armas [2].                       
Modelarlas una a una hubiese resultado imposible. 
 
No Man’s Sky (Hello Games, 2016) nos presenta un mundo abierto generado por                         
procedimientos. Naves, criaturas y galaxias enteras son procedurales. En la                   
ilustración 3 vemos cómo es el modelo potencial de una criatura antes de                         
generarse [3].  
 
En ​Spore (Maxis, 2008), uno de los principales atractivos es la creación por parte                           
del jugador de una criatura única (​Ilustración 4​). La estructura del esqueleto de la                           
criatura puede ser radicalmente diferente en cada creación, por lo que realizar                       
una animación de movimiento por cada posible criatura es técnicamente                   
imposible. Es por ello que ​Spore utiliza la generación de animaciones de manera                         
procedural, dependiendo de la estructura que haya creado el jugador [4,5]. 
1.5.2.  Inteligencia artificial 
 
“El videojuego es uno de los raros dominios en el que la ciencia y el arte se                                 
encuentran e interaccionan. Esto hace de los juegos un dominio único y de los                           
favoritos para el estudio de la inteligencia artificial” [6]. Se han visto mayores                         
mejoras en el estudio de la IA en el campo de los videojuegos que como campo                               
aparte, e incluso, los videojuegos han sido calificados como ​killer application para                       
la IA [7].  
 
La inteligencia artificial en los videojuegos ha mejorado mucho. De enemigos que                       
atacan directamente, como en ​Tomb Raider II ​(CoreDesing, 1997), se ha pasado a                         
enemigos que planean sus propias rutas e incluso ajustan los ataques, como por                         
ejemplo en ​The Witcher III ​(CD Projekt RED, 2015) [8]. Cada vez adquieren una                           
mecánica más compleja, más realista y, por tanto, más entretenida, gracias a la                         
acción de la inteligencia artificial. 
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 Ilustración 3: Modelo potencial de una criatura 
 
 
Ilustración 4: Diferentes criaturas creadas en Spore 
 
No solamente se ha conseguido mejorar aspectos jugables, sino también se ha                       
conseguido crear inteligencias artificiales ligadas a las emociones, como es el                     
caso de ​The Last Guardian (genDESIGN, 2016) que pretende generar una                     
conexión especial entre el jugador y su acompañante. 
 
Otro ejemplo de inteligencia artificial interesante es el videojuego Far Cry 3                       
(Ubisoft, 2012), en el que los animales cuentan con una inteligencia artificial muy                         
avanzada, donde no solo se mueven de un lugar a otro, sino que también cazan,                             
se esconden, huyen, y cambian de actitud dependiendo de su entorno [9]. 
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1.5.3.  Curva de dificultad 
 
En los últimos años ha surgido una tendencia en los videojuegos en la que se                             
valora cada vez más la dificultad. La curva de dificultad ha de estar correctamente                           
ajustada para que un jugador no se sienta frustrado ni tampoco se aburra. Si el                             
juego es demasiado difícil, puede provocar que el jugador se desmotive; por                       
contra, si es demasiado fácil no verá ningún reto y terminará por no volver a jugar                               
[10]. ​Una buena curva es síntoma de un buen juego y por ende de un buen                               
desarrollo. 
 
La saga ​Dark Souls (From Software, 2011) es uno de los videojuegos con mejor                           
curva de dificultad. Recompensa al jugador cuando se aprende las diferentes                     
mecánicas de cada uno de los bosses, enseña que luchar con los enemigos de                           
uno a uno es mejor que enfrentarse a dos de ellos, o que incluso evitar una batalla                                 
es la mejor opción. El simple hecho de superar algo que parecía en un principio                             
extremadamente difícil, es suficiente recompensa como para hacer regresar al                   
jugador. Es una sensación adictiva la cual cada vez más personas desean                       
experimentar. 
 
1.5.4.  Flow en el videojuego 
 
“El flow o flujo es un estado mental que mantiene a las personas enfocadas en                             
una actividad. Cuando algún factor, como la monotonía o alguna interrupción,                     
hace perder el flujo, se corre el riesgo de que las personas abandonen lo que                             
estaban haciendo.” [11] 
 
Es importante poner especial atención en este punto, ya que para que una                         
inteligencia artificial sea buena, no ha de sacar al jugador fuera del flujo. No ha de                               
crear situaciones imposibles o ilógicas: el jugador siempre ha de poder llegar a la                           
meta final y las estructuras e ítems han de estar bien colocados (no deben estar                             
flotando o superpuestas entre sí). 
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 Ilustración 5: Curva de dificultad 
1.6. Estado del arte 
 
Actualmente existen muchos videojuegos que utilizan la generación por                 
procedimientos para crear mapas.  
 
Dead Cells (Motion Twin, 2017) es un videojuego 2D tipo roguelike y                     1    
metroidvania cuyo mapa es generado proceduralmente. Los ítems, enemigos y 2                    
estructuras se generan de manera aleatoria, siguiendo siempre unas reglas                   
básicas y balanceadas: el jugador siempre podrá completar el nivel, los ítems y                         
enemigos quedan repartidos a lo largo del nivel, no hay zonas con concentración                         
excesiva ni zonas vacías. 
 
The Binding of Isaac (E​dmund McMillen, 2011) consiste en una serie de salas de                           
tamaño similar, generadas proceduralmente al inicio de partida. No es del todo                       
aleatorio, ya que cada nivel ha de contener una serie de salas determinadas:                         
habrá una habitación de oro, de tienda, de jefe de nivel y otras habitaciones                           
especiales y secretas, que pueden contener objetos también especiales. 
 
1. ​Roguelike​: G​énero orientado a que el jugador se adentre en una mazmorra creada                           
procedimentalmente cada nivel. Inspirado en el juego del mismo nombre ​Rogue​. 
2. ​Metroidvania​: ​subgénero de videojuego de acción-aventura con concepto de juego similar a la                           
serie de ​Metroid ​y la serie de ​Castlevania. 
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Por último, destacaría el videojuego ​Spelunky ​(Mossmouth, 2009), pues, a                   
diferencia de los anteriores títulos, los mapas generados son completamente                   
destructibles, de manera que provoca mayor dinamismo en el juego.  
1.6.1. Estudios anteriores 
 
TinyKeep ​(Phigames, 2014) utiliza la generación por procedimientos para crear                   
mazmorras. Uno de los desarrolladores publicó en Reddit la manera con la que                         
generaban los mapas [12]. A raíz de esta publicación, se creó un blog en                           
Gamasutra en el que se detallan los pasos descritos a nivel pseudocódigo [13]. 
 
Asimismo, existen muchos tutoriales sobre generación procedural de cuevas o 
mazmorras en la misma página de tutoriales de Unity [14][15]. 
1.6.2. Frontera de conocimiento 
 
En los apartados anteriores sólo se han nombrado ejemplos de generación                     
procedural de mapas, pues de inteligencia artificial aplicada a un mapa no se ha                           
encontrado ningún estudio o ejemplo parecido a la idea de este trabajo. Al no                           
tener ningún tipo de referencia similar resulta complicado el análisis de esta                       
parte.  
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2. Planificación 
 
2.1 Planificación temporal 
 
El tiempo disponible para realizar este proyecto es de junio a octubre del 2018, el                             
cual finalizará con la exposición oral entre los días 22 y 26 de octubre. 
 
Desarrollar completamente un videojuego en este corto período de tiempo es                     
una ardua tarea, teniendo en cuenta que solo lo realiza una persona. Es de suma                             
importancia haber calendarizado correctamente las tareas a ejecutar, pues de                   
esta manera el trabajo se vuelve mucho más estructurado. Es indispensable tener                       
siempre a mano el plan de contingencias, creado con anterioridad, para cubrir                       
cualquier imprevisto. 
 
2.1.1. Descripción de las tareas 
 
Fase procedural 
Primera etapa: Generación de salas vacías 
En esta etapa se han analizado posibles métodos de generación procedural. El                       
algoritmo creado es capaz de generar salas conectadas entre sí, sin ningún tipo                         
de contenido. Posteriormente se han ejecutado tests exhaustivos para detectar                   
errores.  
 
Segunda etapa: Generación de estructuras en una sala 
Al igual que en la anterior, se han analizado los posibles métodos y se ha                             
implementado un algoritmo capaz de generar estructuras en una sala. Se han                       
ejecutado tests exhaustivos con tal de detectar posibles fallos en la generación. 
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Artes gráficas 
Aquí se define el estilo y el diseño del juego y se detallan qué estructuras e ítems                                 
se utilizarán. Se crean sprites  y animaciones. 1  
Esta etapa puede ser paralela a la anterior, pero ha de estar finalizada antes de la                               
fase de testeo por parte del equipo tester. 
 
Fase IA 
Esta es la fase de diseño del heurístico de la inteligencia artificial con la cual se                               
recoge información del jugador para determinar qué estructuras son                 
perjudiciales para él.  
 
Una vez implementada, se dará a probar al equipo téster para que dé su opinión.                             
En base a esto, se modificarán parámetros clave que conforman la inteligencia                       
para ajustarse mejor a la curva de dificultad idónea. Esta última parte de                         
test-modificación se realizará en varias ocasiones hasta darlo por finalizado. 
 
Mejoras opcionales 
Este paso está destinado a valorar posibles mejoras del videojuego, como añadir                       
música, perfeccionar animaciones o sprites, agregar funcionalidades, menú de                 
pausa, etc. Al finalizar, se comprobará que todo funcione correctamente. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
1. Sprite: ​Bitmap 2D usado como parte de los gráficos 
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2.1.2. Calendario estimado 
 
*Diagrama de Gantt disponible en el anexo 
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2.1.3. Calendario real
 
*Diagrama de Gantt disponible en el anexo 
 
Se ha intentado seguir con rigor el calendario establecido, salvo algunas 
diferencias. Por ejemplo, el número de días dedicado a la primera fase de 
generación procedural ha sido inferior al predicho, dejando margen a otras fases 
más complicadas y que realmente han requerido más tiempo de lo esperado. El 
proyecto ha finalizado en el tiempo establecido. 
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2.1.4. Planes de contingencia 
 
Debido a contratiempos causados por entregas y exámenes del cuatrimestre de                     
primavera del 2018, ha sido complicado ajustarse al calendario establecido, por lo                       
que, la mejor opción que se encontró fue posponer la entrega y defensa del                           
proyecto para el segundo turno. Esto ha provocado cambios en las fechas de                         
entrega, pero en general no ha cambiado sustancialmente la programación de                     
días dedicados a las diferentes fases del proyecto. 
 
El anterior calendario propuesto tenía una duración aproximada de 540 horas (30                       
horas a la semana con posibilidad de aumentar estas horas en caso necesario). El                           
actual ha tomado en total unos días extra debido a las vacaciones de Agosto. Si                             
bien antes se disponía de 89 días para hacer el proyecto, finalmente ha resultado                           
en total 102 días de proyecto, 71 si no contamos el período vacacional. Esto ha                             
provocado que las horas de trabajo al día se alarguen, pero aun así no superan el                               
número de horas natural en una jornada laboral completa. 
 
No obstante, si únicamente nos centramos en la planificación del proyecto, no ha                         
surgido ningún imprevisto durante el desarrollo del mismo, por lo que el                       
calendario no se ha visto muy afectado, así que no se ha puesto en marcha                             
ningún plan de contingencia. En caso de que hubiera ocurrido algún imprevisto,                       
se habrían considerado las siguientes soluciones. 
 
Mala planificación 
 
Modificar calendario 
En el caso de que falte tiempo, podría recurrirse al período de tiempo dedicado a                             
las mejoras. Priorizando, por tanto, las funcionalidades principales. 
 
Crunch Mode 
Si aún con la extensión de esos días extra es imposible llegar a la fecha límite de                                 
entrega, se aumentarían el número de horas de trabajo para poder cumplir con el                           
calendario estipulado. 
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 Utilizar assets prefabricados 
Existen páginas web con contenido descargable totalmente gratuito: personajes,                 
fondos, texturas, música… Si no es posible crearlos por falta de tiempo, se podría                           
sacrificar la etapa de artes gráficas y hacer uso de archivos ya existentes.  
 
Eliminar fases 
Como la etapa de desarrollo de la IA implica una serie de fases de mejora para                               
ajustar la curva de dificultad, si el tiempo apremia, estas fases podrían reducirse                         
en número. No obstante, esta solución solo será utilizada en caso extremo, dado                         
que uno de los objetivos principales de este trabajo es poder ofrecer una IA que                             
proporcione una curva de dificultad óptima. 
 
Avería del ordenador 
En caso de avería, se dispone de otro ordenador con las mismas características                         
que podría utilizar. 
 
Problema con tester 
Si uno de los integrantes del equipo tester no puede seguir evaluando el                         
videojuego, se podría elegir a uno nuevo (el cual tendría que probar todas las                           
versiones anteriores) a no ser que el número de testers restante fuera                       
considerable y se seguiría con el feedback de los demás. 
 
Pérdida del proyecto 
Además de guardarse el proyecto en git y github, se irán realizando copias de                           
seguridad de forma periódica en un disco duro externo, por lo que la posibilidad                           
de que la pérdida del proyecto, en el PC de desarrollo, provoque una modificación                           
en el calendario es prácticamente nula. 
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2.2. Recursos 
2.2.1. Recursos humanos 
Game Designer 
Como su nombre indica, es el encargado de diseñar el videojuego y su gameplay. 
Su trabajo también consiste en asegurar que todos cumplen con su rol y que                           
todo funciona correctamente. Es el principal responsable para llevar a buen                     
término la ejecución del proyecto.  
 
Artista 
El rol del artista es diseñar todo lo que se verá: sprites, animaciones, texturas, etc.                             
En este apartado se ha optado por incluir al denominado ingeniero de sonido,                         
que es el encargado de poner música y efectos sonoros al videojuego.  
 
Programador 
El programador construye tanto el sistema procedural como la inteligencia                   
artificial. Debe plasmar en código los conceptos elaborados por el game designer.                       
También se encargará de programar los controles y la interfaz que servirá al                         
jugador para comunicarse con el videojuego. 
 
Equipo Tester 
Un grupo de 10 personas probarán el videojuego en todas sus diferentes                       
versiones y se ajustará la curva de la dificultad según el feedback que se reciba.                             
Los testers únicamente informarán sobre la dificultad del videojuego, si les parece                       
aburrido, imposible o les ofrece algún tipo de reto. Su trabajo no consistirá en                           
encontrar bugs, ni mal funcionamientos del sistema. Para recoger mejor las                     
opiniones de los testers, se les pedirá rellenar un pequeño formulario por cada                         
versión que prueben. De esta manera se evitarán feedbacks vagos y se podrá                         
sustraer una opinión más generalizada, por lo que se podrán comparar opiniones                       
de una forma más eficiente. 
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2.2.2. Recursos materiales 
 
● Ordenador para desarrollar proyecto: ​El ordenador que se utilizará para el                     
desarrollo del TFG debe ser capaz de ejecutar Unity con fluidez. Las                       
características necesarias en el PC dependen de la complejidad del proyecto                     
en sí [16], por no ser un juego que exprima mucho los graficos (ya que se                               
trataría de un 2D bastante básico) ni tampoco necesita recalcular                   
constantemente físicas en diferentes objetos u otros parámetros, no es                   
necesario tener un ordenador de última generación, pero sí que tenga un                       
rendimiento de CPU aceptable. 
● Ordenadores de los testers​: ​Al tratarse de un juego muy sencillo, se podría                         
ejecutar con cualquier PC actual. 
● Disco duro externo: En él se irán guardando las copias de seguridad                       
realizadas periódicamente. Se ha optado por este método, pues un proyecto                     
de esta envergadura tiene demasiado peso como para hacer backups en                     
lugares  de almacenamiento en la nube. 
 
2.2.3. Recursos software 
 
● Unity: Software principal para el desarrollo de este proyecto. Con él se                       
construirá todo el videojuego, a excepción de los sprites y las animaciones. 
● Visual Studio: ​IDE para desarrollo del código del videojuego. 
● Spine 2D: ​Software de animación 2D. 
● Photoshop y Paint Tool Sai: Herramientas de dibujo para la creación de                       
sprites y texturas. 
● Fruity Loops:​ Software para la creación de música. 
● Git y GitHub: ​Herramientas para el control de versiones y gestor de                       
repositorios. 
● Google Docs:​ Herramienta para la confección de la memoria del proyecto. 
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2.3. Gestión económica 
 
Una vez identificados los recursos necesarios, calcularemos las diferencias de                   
presupuesto estimado y real debido a los cambios realizados en el calendario.  
2.3.1. Recursos humanos 
 
El desarrollo de este trabajo ha sido llevado a cabo por una sola persona. Se                             
encargará, por tanto, de todos los roles que comprenden el desarrollo de un                         
videojuego: Game designer, artista (tanto artista 2D como ingeniero de audio) y                       
programador.  
 
Haciendo uso del diagrama de Gantt definido anteriormente, se pueden fijar las                       
horas en las que participan cada uno de los roles y determinar el presupuesto real                             
en recursos humanos, basándose en los sueldos medios en España de los                       
diferentes puestos de trabajo [17]. 
 
 
Rol  Horas  Remuneración (€/h)  Nº  Coste estimado 
Game Designer  140  17,83 €/h  1  2.496,2 € 
Programador  315  11,50 €/h  1  3.622,5 € 
Artista   66  7,53 €/h  1  496,98 € 
Tester  18  6,22 €/h  10  1.119,6 € 
        7.735,28 € 
 
El cálculo para obtener la remuneración en horas es el siguiente: Salario anual / (250 días                               
laborables * 8h/dia) 
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2.3.2 Recursos materiales 
 
Se ha estimado que la vida útil de un dispositivo hardware es de unos 4 años                               
aproximadamente. Asumiendo que hay alrededor de 250 días laborables,                 
teniendo en cuenta las festividades en Cataluña en el año 2018 [18], y que se                             
trabajan unas 8h diarias, obtenemos un total de 2.000 horas al año. En 4 años de                               
vida útil se alcanzan 8.000 horas totales.  
 
 
Hardware  Precio 
unidad 
Horas  Amortización 
(€/h) 
Nº  Precio 
total 
Amortización 
PC desarrollo  2.200 €  540  0.275 €/h  1  2.200 €  605 € 
PC tester  300 €  20  0,063 €/h  10  3.000 €  112,50 € 
Disco Duro  59 €  540  0,0074 €/h  1  59 €  0,44 € 
          5.259 €  717,94 € 
 
El cálculo para obtener la amortización es el siguiente: Precio hardware / 4 años * (250 días                                 
laborables * 8h/dia) 
2.3.3 Recursos software 
 
Algunos softwares tienen diferentes precios dependiendo de los ingresos de la                     
empresa que los utilice. En el caso de Unity, si la empresa tiene unos ingresos                             
inferiores a 100.000 dólares, el software es gratuito [19]. Spine 2D también tiene un                           
coste variable: si supera los 500.000 dólares de ingresos, la empresa ha de                         
comprar una versión superior [20]. 
 
Como este proyecto no lo desarrollará ninguna empresa con ingresos, se                     
calculará el coste estimado utilizando la versión software de precio más bajo. 
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La vida útil de un software es inferior a la del hardware, aproximadamente 2 años.                             
En este período de tiempo se alcanzarían unas 4.000 horas totales teniendo en                         
cuenta que se trabajan 250 días al año y 8 horas al día. 
 
Software  Precio  Amortización (€/h)  Amortización 
Unity  0 €  -  0 € 
Visual Studio  0 €  -  0 € 
Spine 2D   55,94 €  0,014 €/h  0,79 € 
Photoshop  36,29 €*  0,23 €/h**  8,35 € 
Paint Tool Sai  41,36 €  0,011 €/h  0,46 € 
Fruity Loops  189 €  0,047 €/h  8,89 € 
Git/GitHub  0 €  -  0 € 
Google Docs  0 €  -  0 € 
  322,59 €    18,49 € 
 
* Photoshop cuesta 36,29€ mensuales. Como la creación de sprites dura 
aproximadamente un mes, se comprará una única vez. 
** Calculado en base a un mes de vida útil, es decir, unas 160 horas. 
2.3..4 Costes indirectos 
 
Existen una serie de gastos, como el consumo energético [21] o el acceso a                           
internet, que no son considerados como coste de recursos materiales o humanos.  
 
Producto  Precio  Unidades  Coste aproximado 
Consumo energético  0,23 €/kWh  140,4 kWh*  32,30 € 
Internet ADSL  20 €/mes  5 meses  100 € 
      132,30 € 
 
*El consumo medio de un PC de sobremesa es de 260W la hora [22], por 540 horas totales                                   
de proyecto suman 140,4 kWh 
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2.3.5. Imprevistos 
 
Tal y como se ha explicado anteriormente, no han surgido imprevistos que hayan                         
modificado el presupuesto de forma drástica, por lo que no ha sido necesario                         
utilizar ningún tipo de contingencia económica. Los planes de contingencia eran                     
los siguientes: 
 
Malfuncionamiento de algún equipo 
Es posible que algún equipo hubiese dejado de funcionar correctamente. En ese                       
caso, sería necesario repararlo o bien reemplazarlo por uno nuevo. El riesgo, no                         
obstante, es bastante bajo, ya que el hardware utilizado es prácticamente nuevo.                       
En ningún caso, ni el reemplazo ni la reparación superaría los 1.000 euros. Como                           
medida de contingencia se sumaría esta cantidad al presupuesto final. 
 
Crunch Mode 
Una de las soluciones dadas para el problema de la falta de tiempo es el modo                               
crunch, en el que se amplía el horario de trabajo durante unos días con tal de                               
llegar a la fecha límite acordada. Estas horas extra se han de pagar a un precio                               
más elevado que de costumbre, entre un 150% y un 200% del sueldo base. Si                             
aumentamos 5 horas por día durante la última semana de entrega: 
 
Rol*  Horas  Aumento sueldo 
base 
Remuneración 
(€/h) 
Coste estimado 
Programado
r 
25  150%  17,25 €/h  431,25 € 
         
*Se ha calculado únicamente el sueldo extra del programador, ya que es al único que le                               
afectaría el crunch mode. 
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2.3.6. Contingencia adicional 
 
Como medida de contingencia adicional y para asegurar que todos los gastos                       
entran en el presupuesto a pesar de posibles desviaciones, se ha optado por                         
cargarle un 5% de más en el presupuesto total. 
 
2.3.7. Presupuesto final 
Una vez desglosados los costes, procedemos a dar el presupuesto final. 
 
Concepto  Coste 
estimado  
Recursos humanos  7.735,28 € 
Recursos hardware  717,94 € 
Recursos software  18,49 € 
Costes indirectos  132,30 € 
Imprevistos (Recursos 
humanos + 
malfuncionamiento de 
equipo) 
1431,25 € 
+ Contingencia (5%)  430,20 € 
Total sin IVA  10.465,46 € 
+IVA (21%)  2.197,74 
Total con IVA  12.663,20 € 
 
 
El presupuesto total con IVA estimado en el anterior informe era de 13.576,29 €,                           
casi 1.000 € menos que el actualmente calculado (y que más se acerca a la                             
realidad). El importe en recursos humanos ha sido un poco superior al predicho,                         
pero gracias a la ausencia de imprevistos, no ha sido necesario reservar tanta                         
cantidad de dinero, por lo que se han visto compensados ambos aspectos.   
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3. Metodología final y rigor 
3.1. Métodos de trabajo 
 
El flow en un videojuego y la curva de dificultad, son dos aspectos meramente                           
subjetivos. A uno le puede suponer frustrante algo que a otra persona le puede                           
parecer más sencillo. Es por ello que la inteligencia artificial necesita                     
modificaciones constantes para adaptarse a las sensaciones que reciben los                   
testers del videojuego. La metodología propuesta es la realización de un                     
prototipado. La idea inicial es utilizar una IA básica y posteriormente mejorarla y                         
hacerla más avanzada.  
3.1.2. Otras fases del desarrollo del videojuego 
 
El videojuego y sus diferentes componentes han sido diseñados de forma                     
incremental. Las estructuras dañinas no se han desarrollado todas al mismo                     
tiempo, se han añadido una a una dejando para un futuro la posibilidad de añadir                             
nuevas estructuras. Se ha optado por este tipo de metodología ya que permite                         
tener acabados ciertos aspectos permitiendo ampliar y añadir nuevos sistemas                   
en un futuro.  
3.2. Herramientas de seguimiento 
 
Mediante correo electrónico y entrevistas con el director, se ha mantenido un                       
seguimiento del proyecto, para resolver dudas o modificar partes del proyecto en                       
el caso de que el director lo indicara.  
 
Además, como la metodología aplicada se apoya en el feedback con los usuarios                         
finales, quizá es interesante recuperar una versión anterior a la actual por                       
encontrarla mejor balanceada. Por ello se han utilizado herramientas de control                     
de versiones y gestores de repositorios (Git y GitHub) a las que el director también                             
tiene acceso. 
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3.3. Método de validación 
 
Como se ha dicho anteriormente, la visión del jugador es lo más importante. Es                           
imprescindible que un grupo de personas hagan de tester durante el proceso de                         
ajuste al modelo de curva de dificultad idónea. Cualquier persona es válida para                         
serlo, aunque es fundamental que experimente todas las versiones desde el                     
principio hasta el final para poder dar un mejor feedback sobre qué versiones le                           
parecen más desafiantes. 
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4. Análisis de alternativas 
 
Teniendo en cuenta los ejemplos anteriormente mencionados en la sección de                     
contextualización, se han valorado varias alternativas para afrontar las distintas                   
fases del problema. 
4.1. Primera fase procedural: Generación de salas vacías 
 
Se han analizado diferentes vías para generar las salas de manera procedural de                         
las cuales se destacan 3 opciones: 
4.1.1. Opción 1: Cuadrícula  
 
Este estilo de generación es bastante utilizado dada su sencillez. Lo podemos ver                         
en videojuegos como The Binding of Isaac (​Ilustración 6​). Generar las                     
habitaciones en forma de cuadrícula permite tener más control sobre su tamaño                       
y sobre la generación de estructuras dañinas, ya que se pueden tener preparadas                         
salas con estructuras dañinas ya colocadas. No necesita un algoritmo complicado                     
para saber si la sala inicial comunica con la final, pues todas comunican entre sí. El                               
problema principal de este sistema es que las salas tienen un aspecto                       
prefabricado y demasiado cuadriculado. Para este problema se busca algo más                     
orgánico, dando la sensación de estar en una cueva. 
4.1.2. Opción 2: Triangulación de Delaunay 
 
Posteriormente se valoró generar salas separadas y unirlas por pasillos mediante                     
triangulación de Delaunay (​Ilustración 7​), pero esta opción tiene un consumo alto                       
de cómputo. Además, todavía da sensación prefabricada, ya que puedes                   
diferenciar las salas de los pasillos, y eso es un efecto no deseado. 
 
 
32 
  
Ilustración 6: Mapa de The Binding of Isaac 
 
 
Ilustración 7: Generación de salas y pasillos [13] 
 
4.1.3. Opción 3: Motor de físicas 
 
Esta opción contempla la posibilidad de generar salas de tamaño aleatorio y                       
separarlas con las físicas del motor de Unity (​Ilustración 8​). De esta forma se                           
obtiene un recorrido completamente aleatorio y gran sensación orgánica de una                     
forma sencilla y sin necesidad de algoritmos complicados. El problema de esta                       
solución es que no se obtiene control sobre el tamaño real de las salas ni tampoco                               
la adyacencia de estas. 
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Ilustración 8: Generación de salas separadas con físicas [13] 
4.1.4. Opción escogida 
 
De las tres opciones mencionadas, la que más se acercaba a la forma de una                             
cueva es la última. Es impredecible y orgánica, justo lo que se buscaba en un                             
inicio, así que finalmente se eligió esta opción.  
 
Para solventar el problema de adyacencias se ha implementado un método que                       
utiliza programación dinámica para construir una lista de adyacencia por cada                     
sala, a partir del cual se crea un BFS para tener más control sobre las salas.  
4.2. Segunda fase procedural: Generación de 
estructuras 
 
El método de generación de salas elegido condiciona en gran medida a la                         
colocación de estructuras, ya que si se escoge un método más rígido (como la                           
cuadrícula) se obtiene mayor control en cuanto a posición y comunicación entre                       
salas. Tal y como se ha mencionado antes, se pueden tener incluso salas                         
prefabricadas y simplemente colocarlas en la posición donde toque. Pero este                     
tipo de soluciones hace que el jugador empiece a detectar patrones o salas                         
conocidas, y no es el comportamiento que se busca. 
 
Intentar tener control sobre todas las salas es ineficiente. Además, para                     
aprovechar todo el espacio, se tendría que comprobar el área resultante de la                         
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intersección de más de dos salas ya que en esta unión puede haber espacio                           
suficiente para una estructura pero no bastante capacidad en cada sala por                       
separado. 
 
Por ello se ha optado por un sistema de ensayo error, en el que se escoge una                                 
posición semi-aleatoria y se comprueba si la estructura tiene cabida o no en ese                           
lugar.  
 
Esta solución en un principio analizaba posiciones vacías completamente                 
aleatorias, pero se ha ido refinando para que el ratio de error sea cada vez más                               
bajo. Actualmente solo se verifican las posiciones en las que un tipo de estructura                           
puede colocarse, por ejemplo si se trata de una estructura grande, no tiene                         
sentido comprobar una posición pegada a una pared, en cambio una estructura                       
que necesite pared, como unos pinchos, no se comprobará en posiciones donde                       
no existan paredes alrededor. Al separar los puntos vacíos por clases, se obtiene                         
un mayor ratio de acierto que comprobando todos los puntos vacíos posibles.  
 
Determinar la posición de una estructura mediante métodos aleatorios no                   
siempre da los mejores resultados puesto que se podrían llegar a colocar en                         
posiciones poco interesantes (​Ilustración 9​). Como el algoritmo de detección de                     
posición válida es rápido, podemos permitirnos analizar unas cuantas posiciones                   
más y darles unas puntuaciones según lo interesante del lugar. Una vez                       
construida una lista de posiciones se elegirá la que mayor puntuación de interés                         
tenga. En el ejemplo de la ilustración 9 este ejemplo, si se trata de una estructura                               
que cierra el paso en un determinado pasillo, tendrá más puntuación la posición                         
en la que tenga más espacio a los lados (marcado en verde), en cambio si es una                                 
zona de poco tránsito, tendrá poca puntuación (marcado en rojo).   
4.3. Fase IA 
 
El estudio de alternativas en esta etapa ha sido más enfocado a añadir mejoras                           
que a elegir entre una opción u otra. Se ha empezado con una idea de IA básica,                                 
en la que se aumenta el número de estructuras dañinas más perjudiciales para el                           
jugador y se han ido introduciendo matices como la utilización de la IA en el                             
número de health packs o en el tamaño generado de las salas .  
Para más detalle sobre las aplicaciones de la inteligencia artificial dadas en este proyecto ver el                               
punto de diseño e implementación. 
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Ilustración 9: Posición con alta puntuación (verde) y baja puntuación (rojo) 
4.4 Motor de videojuegos 
 
Otro aspecto a tener en cuenta es qué motor de videojuegos utilizar para este                           
proyecto. Se han valorado dos de los más conocidos, Unity y Unreal Engine.                         
Finalmente se ha decidido utilizar Unity por su mayor accesibilidad (la curva de                         
aprendizaje es menos pronunciada con este software [23]) y porque además ya                       
poseo algunos conocimientos gracias al curso de VGA FIB. 
4.5. Gameplay y arte 
 
El reto de este TFG es modelar un mapa 2D a través de una IA. En los primeros                                   
esbozos e ideas del proyecto se pensó en trabajar con mapas tipo Mario Bros, en                             
los que hay un terreno prácticamente lineal y van apareciendo estructuras                     
dañinas que el jugador ha de sortear.  
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 Ilustración 10: Sprites del videojuego 
 
Posteriormente se quiso subir el nivel de customización haciendo que el terreno                       
también forme parte de la generación procedural e inteligencia artificial. El                     
jugador tendrá que lidiar con otro obstáculo más, el terreno, y pensar en qué                           
herramientas son adecuadas para superar el nivel.  
 
El arte de un videojuego ha ir acorde con el gameplay. Combinar las diferentes                           
herramientas con estructuras dañinas y este peculiar terreno tipo cueva, no es                       
tarea fácil. En los primeros concept art se inspiraron básicamente en Spelunky:                       
utilizando el interior de una cueva y con una temática tipo Indiana Jones, pero                           
algunas de las herramientas, como el jetpack, no terminaban de encajar.                     
Finalmente se empezó a considerar otros escenarios, más flexibles y creativos,                     
como un mundo extraterrestre. Así pues salió la idea de que el personaje principal                           
sea un astronauta que ha de luchar en una tierra hostil para lograr salir de ahí. 
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5. Diseño e implementación 
 
En este apartado se describirán los diferentes algoritmos que proporcionan                   
solución a cada uno de los objetivos propuestos en este proyecto. 
5.1 Primera fase procedural: Generación de salas vacías 
 
A continuación se detalla el desarrollo de la generación procedural de salas                       
vacías. 
El objetivo de esta fase es generar un conjunto de salas vacías cuya disposición se                             
parezca al interior de una cueva. Para lograr esta sensación, primero se generan                         
salas de diferentes tamaños y se colocan en posiciones aleatorias comprendidas                     
dentro del área de una elipse (​Ilustración 11​). El tamaño de algunas salas                         
especiales también depende del tipo de estructuras más frecuente: Si las                     
estructuras más usuales son aquellas que necesitan una distancia entre el techo y                         
el suelo que no sea ni muy grande ni muy pequeño, estas salas especiales                           
tenderán a ser de forma tipo pasillo en vez de ser cuadradas. Este procedimiento                           
favorecerá posteriormente a la fase de colocación de estructuras. 
 
En este momento, todas las salas están colisionando entre sí, pero gracias a las                           
físicas de Unity, pueden ser separadas las unas de las otras, quedando una                         
geografía tal y como muestra la ilustración 12. El motivo de utilizar una elipse para                             
colocar inicialmente las salas, es que el motor de físicas de unity, tiende a separar                             
objetos de forma vertical, así que si queremos un nivel más horizontal, hemos de                           
repartir las posiciones hacia los lados. 
 
A continuación se obtiene un listado de todas las salas generadas, su tamaño y                           
posición final, pero por ahora se desconoce qué relación tienen unas salas con                         
otras. Para solucionarlo, se visita cada una de las salas comprobando si justo al                           
lado hay otra. Como se trata de un juego basado en tiles, no se ha de verificar                                 
cada una de las infinitas posiciones que tiene un plano, sino que únicamente se                           
miran las posiciones en las que se podría colocar un tile. No obstante, no todas las                               
veces en las que se detecta colisión existe una real conexión. La disposición de los                             
tiles en el ejemplo de la ilustración 13 sería como la de la ilustración 14. 
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 Ilustración 11: Las salas se colocan dentro del área de una elipse 
 
 
Ilustración 12: Las salas se separan gracias a las físicas de Unity 
 
Para garantizar que el jugador puede pasar de una sala a otra, son necesarios                           
como mínimo 4 tiles de colisión (ya que el jugador ocupa 2 tiles de alto y se ha de                                     
tener en cuenta el margen de cada sala, que ocupa un tile cada uno). Entonces,                             
cada vez que se analice la colisión de un tile, no solo ha de ver su colisión                                 
inmediata sino también la de sus vecinos, es decir, que el cómputo del algoritmo                           
se multiplicaría por 4, ya que ha de realizar una misma operación 4 veces. Como                             
solución a esta ineficiencia, se utiliza programación dinámica: Una vez se evalúa                       
una posición, esta se almacenará y servirá para que las siguientes posiciones no                         
tengan que detectar de nuevo las colisiones de sus vecinos. Al tener en cuenta 4                             
vecinos, solamente nos hará falta una estructura de 4 posiciones. 
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 Ilustración 13: Se detectan las colisiones de las salas 
 
 
Ilustración 14: Ejemplo hipotético de cómo sería el margen de las salas 
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 Todas las salas detectadas como colindantes, se guardan como tabla de                     
adyacencia para su posterior uso en el algoritmo BFS. Mediante BFS no solo es                           
posible conocer las componentes conexas, sino también cómo están distribuidas,                   
siendo la última sala considerada la más lejana a la primera sala estudiada. De                           
este modo se pueden elegir como salas inicio y final las salas del principio y fin de                                 
este BFS por lo que nos aseguramos de que comuniquen entre ellas. No                         
podemos asegurar que estas dos salas están separadas entre sí, pero es muy                         
probable de que así sea. Este método también es útil para colocar los health                           
packs (por ejemplo si solo se ha de colocar 1, la mejor opción es que esté en una                                   
sala a mitad de camino entre el inicio y el final). 
 
Asimismo, también se crean diferentes listas de posiciones vacías según su tipo                       
(suelo, techo, pared, etc) para que a la hora de añadir estructuras sea mucho más                             
rápido. 
5.2 Segunda fase procedural: Generación de estructuras 
 
Colocar una estructura en una posición válida es sencillo, pero determinar que el                         
resultado final sea factible y el jugador pueda pasar el nivel, es más complicado. Al                             
no tener completo control sobre las salas, se tendría que, o bien ir comprobando                           
las estructuras una a una, verificando que no estén demasiado juntas o bien ir                           
trazando un recorrido de posibles caminos por los que el jugador podría pasar,                         
pero al ser un mapa tan grande, sería demasiado costoso. Además, si en cualquier                           
caso algunas de las estructuras limitaran el paso al jugador, éstas deberían ser                         
ubicadas en otro sitio (ya que es importante mantener el número de estructuras                         
dedicadas a cada una, pues se trata de una inteligencia artificial que intenta                         
adecuar la dificultad a un jugador, si se quitan estructuras no se ajustaría a su                             
nivel personalizado de dificultad). La solución a este problema es integrar en la                         
misma estructura una zona margen de actuación, es decir, establecer qué                     
espacio necesita el jugador para sortear las estructuras dañinas e incluirlo                     
directamente como espacio propio de la estructura. De este modo siempre nos                       
aseguramos de que el jugador puede pasar de nivel (​Ilustración 15​). 
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 Ilustración 15: Ejemplo de área margen para los pinchos 
 
 
No todas las estructuras son iguales: unas ocupan mucho espacio, otras necesitan                       
de algún soporte en las que ser colocadas, etc. Es por ello que gestionar la                             
colocación de las estructuras de la misma manera es ineficiente, ya que se                         
verificarían posiciones en las que de todas formas la estructura no va a poderse                           
colocar. Aquí entran en juego aquellas listas de posiciones vacías separadas por                       
su condición (de pared, suelo, etc) generadas en la fase anterior. Cada estructura,                         
sólo examinará la lista del grupo al que pertenezca. El procedimiento es similar en                           
todas las estructuras: se selecciona una posicion vacia de la zona que toque y se                             
comprueba que en esa posición realmente no hay nada cerca, ya que, aun                         
tratándose de una posición vacía, podría entrar en conflicto con el área margen                         
de alguna otra estructura. 
 
5.2.1 Material 
Normalmente, los materiales se almacenan en vetas o filones, es decir, suelen                       
estar agrupados, por lo que un algoritmo aleatorio de generación no se puede                         
considerar válido. El procedimiento optado ha sido un algoritmo de relleno por                       
difusión o flood-fill. Se determinan unos puntos a lo largo de todo el mapa que                             
servirán como fuente de relleno. A cada paso se irán sumando las posiciones                         
vecinas que estén libres, hasta que ninguna quede vacía. Decidir cuántos puntos                       
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de flood empezarán el algoritmo por cada material será determinado por la IA,                         
según la dureza del material que se precise. 
 
5.3 Fase IA 
 
La inteligencia artificial ha sido construida desde una idea básica hasta su 
especialización. Para explicar qué hace es preciso describir las fases por las que ha 
pasado la IA y poder comprender de una manera más simple las razones por las 
cuales se ha decidido hacerlo de esta manera y no de otra. 
5.3.1. Fases del desarrollo 
 
Fase inicial 
Al principio, la IA construida aumentaba de dificultad según la habilidad del                       
jugador frente a unas estructuras u otras. Si era dañado por una estructura más                           
que por otra, esta se consideraba más difícil, por lo que se aumentaba el número                             
de estructuras de ese tipo. Esto podría acabar por ser frustrante para el jugador ya                             
que llegaría un punto en que le resultaría demasiado difícil avanzar si únicamente                         
se incrementa el número de estructuras que peor se le dan.  
 
Ajustando dificultad excesiva 
Para solventar la dificultad excesiva que pueda provocar la IA, la siguiente mejora                         
tendría en cuenta este factor, de modo que si el jugador se daña un número de                               
veces superior al considerado como demasiado difícil, el número de estructuras                     
de ese tipo bajará.  
 
Ajustando el número total de estructuras 
A medida que van aumentando los niveles, el número general de estructuras                       
también incrementa. Es posible que el nivel acabe por tener un número de                         
estructuras dañinas demasiado grande y por tanto muy difícil para el jugador.                       
Para solucionar este problema, se considerará que hay demasiadas estructuras si                     
recibe excesivos golpes de muchas estructuras diferentes. Si esto ocurriese, el                     
número de estructuras totales disminuirá. 
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Ajustando el número de health packs 
Posteriormente se añadió una IA a la generación de health packs, pues es otra de                             
las variables a tener en cuenta para el desarrollo de una curva de dificultad                           
adecuada, ya que de poco serviría ajustar el número de estructuras para retar al                           
jugador, si puede curarse de forma infinita.  
 
Para determinar si incrementar o disminuir el número de health packs se tienen                         
en cuenta dos factores, la cantidad de daño recibido y el número de muertes: Si el                               
jugador recibe excesivo daño pero muere poco, se considera que el jugador se                         
está curando en demasía, por lo que el número de health packs bajará; Por otro                             
lado, si el jugador es dañado muy pocas veces y muere mucho, se considera que                             
no está recibiendo suficientes curas, por lo que el número subirá. 
 
Materiales e inteligencia artificial 
No solamente se aplica la IA a la colocación de estructuras, sino que el material                             
del que están hechas las paredes también es afectado por la IA. La dureza de las                               
rocas dependerá de las acciones del jugador. 
Por ejemplo, si el jugador utiliza repetidas veces el gancho para agarrarse a las                           
paredes, el material deberá ser más poroso para dificultar la adherencia. Este tipo                         
de material es idóneo para el pico, pues el material se fragmenta con rapidez. Por                             
contra, si se abusa del uso del pico, los materiales comenzarán a ser más duros, a                               
necesitar más tiempo para picarlos e incluso llegando al extremo de no poder ser                           
fragmentados, material idóneo a su vez para el gancho, el cual podrá soportar el                           
peso del jugador sin desprenderse del material. Este método permite al jugador                       
diferentes vías de actuación para poder llegar a la sala final sin problemas, ni                           
sensación de ahogo. 
 
Otros aspectos 
Actualmente existe un sistema de temperatura el cual regula la utilización del                       
jetpack. Cuanto más utilizas el jetpack, más temperatura general tendrá el nivel, y                         
por tanto el dispositivo se calentará antes y podrá usarse por menos tiempo.                         
Otros aspectos que no se han implementado todavía pero en un futuro podrían                         
introducirse, son la humedad, que determina el nivel de agua que hay, o                         
combinaciones entre temperatura y humedad, dando lugar a diferentes                 
ecosistemas: seco, húmedo y cálido, gélido o incluso volcánico. 
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Salas especiales 
Finalmente, se añadió una nueva particularidad a la primera generación de salas                       
(la primera etapa de la fase procedural). Tal y como se ha explicado                         
anteriormente, dada la naturaleza de algunas estructuras, unas son de forma                     
circular y necesitan más espacio para sortearlas, mientras otras precisan de un                       
techo y un suelo para ser colocadas. Para facilitar la colocación de estas                         
estructuras se han reservado un número de salas que variarán de tamaño según                         
las estructuras más perjudiciales para el jugador. O bien serán amplias salas para                         
dar cabida a las estructuras circulares o tipo pasillo, en el que el techo y el suelo                                 
no estén muy separados. 
 
Todas las variables nombradas (daño máximo, número máximo de muertes…)                   
son las que se han ido  ajustando según el feedback recibido por el equipo tester. 
 
5.4 Arte y diseño 
 
Para favorecer la generación procedural, el videojuego es un tile-based game, es                       
decir, un juego construido en una cuadrícula. El principal problema de este tipo                         
de juegos es la repetición de sus tiles. Pueden ser detectados fácilmente si los                           
tiles tienen diseños complicados o singulares, así que deben ser simples. Pero en                         
este caso, en el videojuego que se está construyendo es muy importante que el                           
jugador distinga de un vistazo de qué material es cada tile, por lo que el diseño                               
del material ha de tener ciertas particularidades para diferenciarse uno de otro,                       
con lo que puede comportar a un diseño fácilmente detectable como tile.  
 
Oxygen not included (Klei Enterntainment, Early Access 2017) pese a ser un tile                         
based-game no se detecta este efecto tileado (​Ilustración 16​). En nuestro caso se                         
ha seguido un sistema parecido de tileado. Para conseguir ese efecto se ha de                           
utilizar unos tiles de mayor tamaño que se renderizan únicamente si un shader                         
especial (máscara) deja pasar el pixel. Para comunicarse entre sí el shader hace                         
servir valores de referencia en el stencil buffer para distinguir a qué imagen                         
afecta.  
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 Ilustración 16:Materiales en Oxygen not included 
 
Primero, se ejecuta el shader de la máscara, y crea en el stencil buffer un valor de                                 
referencia (​Ilustración 17​). Cada material crea su propio valor. Una vez                     
renderizados los píxeles de la máscara, se ejecuta el shader de la imagen. Este                           
último solo ejecutara el fragment shader si para ese píxel el valor de referencia                           
stencil buffer de la máscara asignada es igual a su valor de referencia (​Ilustración                           
18​), por lo que la imagen se pintara por encima de todo los pixeles renderizados                             
de la máscara a la que está enlazada. El resultado es que, pese a tener 3 imágenes                                 
en una misma posición, únicamente se renderizan aquellos píxeles en los que su                         
máscara está presente (​Ilustración 19​). 
   
46 
  
Ilustración 17: Fragmento del shader de la máscara (Material 1 y 2) 
 
 
Ilustración 18:Fragmento del shader de la imagen( Material 1 y 2) 
 
 
Ilustración 19: Ejemplo propio del uso de máscaras en un Tilemap 
47 
6. Tests y resultados 
 
Para realizar la prueba con los testers se ha construido una pequeña demo junto                           
a un tutorial que enseña cómo usar las herramientas de las que disponen. De esta                             
forma cuando empiecen a jugar sabrán qué herramientas les han parecido más                       
útiles y cuáles no. 
 
La impresión general de los testers es que realmente sí que modificaron su forma                           
de jugar, pero no era una sensacion que captaran de forma definida, es decir, los                             
testers no utilizaron únicamente una opción desde el principio, sino que                     
alternaban de herramienta según la opción que les parecía más sencilla o rápida.                         
Como en general no abusaban de una solo utensilio, el mapa cambiaba de forma                           
bastante lenta casi imperceptible a menos que se superan muchos niveles. Pero                       
esto es un hecho que no se puede cambiar, ya que en el caso de una persona que                                   
sí abuse de unas pocas herramientas, el mapa no puede cambiar de forma muy                           
brusca, ya que sacaría al jugador del flow del videojuego. 
 
Por otro lado, también han notado un cambio en cuanto a las estructuras, pues                           
las más dificultosas para ellos eran las que más predominaban en los niveles más                           
avanzados. Aun así un par de personas comentaron que algunas estructuras eran                       
demasiado difíciles en comparación a otras. A raíz de este hecho, a cada                         
estructura se le ha dado un peso según su facilidad de ser sorteada. Por ejemplo,                             
por cada estructura tipo láser (considerada como la estructura más abusiva del                       
juego) equivalen a 5 estructuras de pinchos, debido a su disposición pues en el                           
caso de los pinchos al estar agrupados y tener poco campo de acción es más                             
sencillo esquivarlos (​Ilustración 21​). 
 
Un tester comentó que no sentía ningún tipo de necesidad de explorar, que no                           
había incentivos para seguir pasando niveles. Al tratarse de un juego inacabado,                       
no posee ningún tipo de historia ni se explican los motivos de por qué el                             
personaje se encuentra en esa situación, cuál es su fin, etc. Al no ser posible dotar                               
a la demo de una trama debido al tiempo ajustado del que se dispone, se han                               
incluido una serie de monedas que se colocan aleatoriamente en todo el mapa.                         
Es una solución sencilla y rápida que fue muy bien recibida por los demás testers.  
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Ilustración 20: Comparación entre mínima dureza de piedra (arriba) y máxima (abajo) 
 
 
Ilustración 21: Comparación de áreas afectadas 
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Ilustración 22: Sistema de minado 
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7. Conclusiones 
 
El propósito de este proyecto era poder cambiar la conducta y ajustar una curva                           
de dificultad específica a cada jugador a través de modificaciones en el mapa.                         
Para ello, los objetivos principales establecidos fueron: 
 
● Implementar un método de generación procedural que constituya el                 
esqueleto de la mazmorra y las complete con estructuras internas                   
(elementos dañinos, objetos de salud, etc.). 
● Construir una inteligencia artificial que sea lógica (que la colocación de los                       
elementos tenga sentido), que genere un nivel viable (que el jugador                     
pueda completarlo) y que siga la curva de dificultad idónea para no aburrir                         
ni frustrar al jugador. 
 
Y como objetivos adicionales: 
 
● Dar un aspecto de juego finalizado. 
● Entretener y retar a los jugadores. 
 
Se ha podido llegar a una solución satisfactoria para los principales objetivos:                       
logrando generar proceduralmente un nivel asequible e interesante y construido                   
una inteligencia artificial que adapta el mapa al jugador.  
 
Aunque las impresiones de los testers eran positivas, es difícil adaptarse a todos                         
los usuarios y ritmos, pues algunos utilizan las herramientas de forma equilibrada                       
y otros no. La curva de dificultad ha resultado ser lenta para algunos, y para otros                               
demasiado rápida, pero de todas maneras, la IA ha sido eficaz y se ha adaptado a                               
su forma de juego. 
 
En definitiva, todos los objetivos principales han sido cumplidos en el tiempo                       
establecido. Se ha creado un videojuego que explora una vía diferente de                       
introducir una inteligencia artificial. Los objetivos adicionales no se puede                   
considerar como inalcanzados, pues según las palabras de los propios testers, se                       
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han divertido con la demostración y el juego tiene casi todos los elementos de un                             
juego acabado, aunque siempre se pueden mejorar. 
 
7.1. Futuro del proyecto 
 
Este proyecto está en vías de expansión por lo que es susceptible de cualquier                           
mejora siempre que se desee, tales como nuevas funcionalidades,                 
perfeccionamientos visuales, etc. En futuras versiones sería interesante incluir                 
enemigos que luchen contra el jugador y que operen de la misma forma que las                             
estructuras o materiales del mapa. Podrían existir distintos tipos de enemigos, al                       
igual que estructuras, que sean débiles a un tipo de arma diferente, así obligaría                           
al jugador a cambiar de modo de ataque según el enemigo al que se enfrenten. 
 
Otro punto a considerar es cambiar las estructuras que hay actualmente. Algunas                       
son demasiado abusivas y su radio de acción es demasiado alto comparado con                         
otras. 
 
Se podrían mejorar aspectos visuales, animaciones, añadir más herramientas y                   
por tanto más variables que afecten al mapa. Ya que hay un sistema de                           
temperatura, se podría introducir otros aspectos ambientales, como humedad o                   
profundidad y den lugar a ecosistemas diferentes: nevado si la temperatura es                       
muy baja, lluvia en zonas de humedad,  o lava si hay mucha temperatura, etc. 
 
7.2. Integración de conocimientos 
 
En este TFG se han trabajado aspectos de varias asignaturas comunes y de la                           
especialidad Computación. Para el apartado de generación procedural se han                   
utilizado técnicas de programación dinámica (enseñado en Algorítmica) en la                   
detección de salas contiguas para colocar o no tiles y detectar salas adyacentes.  
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Unity utiliza C# para los scripts, un lenguaje orientado a objetos. Se han puesto en                             
práctica conceptos estudiados en asignaturas como PRO2, PROP y demás                   
asignaturas que utilizan algún lenguaje orientado a objetos.  
 
Asignaturas como IDI en las que se trabaja tanto diseño de interfaces como                         
manejo de sistemas basados en eventos (Android o Qt) han sido útiles para la                           
recogida de eventos de teclado y ratón y para la confección de una interfaz de                             
usuario, necesaria para la comunicación entre el juego y el jugador.  
 
La asignatura de Gráficos ha tenido especial importancia a la hora del uso de                           
shaders, pues hay escasos tutoriales sobre este tema a diferencia de otros                       
ámbitos (como inteligencia artificial o generación procedural) para Unity. 
 
Y por último, como elemento principal de este proyecto, la inteligencia artificial                       
aplicada en este trabajo parte de la base impartida en la asignatura de IA, en la                               
que se trabaja con heurísticos y sistemas basados en el conocimiento, pues a                         
partir de la información sobre el jugador se pretende sacar el estilo de juego, para                             
poder construir un nivel acorde a sus  puntos fuertes y débiles. 
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8. Informe de sostenibilidad 
 
El análisis de sostenibilidad de un proyecto se divide en tres partes: 
● Proyecto puesto en producción​ (PPP): Planificación, desarrollo e 
implantación del proyecto. 
● Vida útil​: Período que empieza una vez implantado y acaba con su 
desmantelamiento. 
● Riesgos​: Variables que pueden condicionar el éxito o el fracaso del 
proyecto. Los podemos identificar previamente, pero no controlar. 
 
Para obtener un informe adecuado de sostenibilidad, se han de realizar estudios 
sobre las partes anteriormente mencionadas en tres ámbitos diferentes: ámbito 
económico, ambiental y social. 
8.1. Ámbito económico 
8.1.1. Proyecto puesto en producción (PPP) 
En la sección de presupuesto se han estimado los costes de este proyecto, tanto                           
recursos humanos como materiales de hardware y software. La suma total es                       
poco más de 12.600 €.   
 
El presupuesto estimado es bastante ajustado si lo comparamos con otros                     
videojuegos, en parte debido a la duración del proyecto. La gran particularidad de                         
este trabajo es que al proporcionar una solución procedural, el tiempo empleado                       
en diseñar y programar niveles diferentes es completamente nulo. Así pues, al                       
contrario que en otros videojuegos, no se dedica tanto presupuesto al diseño, y                         
por tanto el coste en recursos humanos es inferior.  
 
Para reducir el impacto económico, he intentado ajustarme al máximo al                     
calendario y así no tener que emplear dinero adicional en horas extra. Además, los                           
assets de terceros utilizados han sido expresamente buscados gratuitos para no                     
aumentar el presupuesto. Gracias a ello, el presupuesto estimado al inicio del                       
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proyecto se ajusta mucho al final y todo aquello reservado como contingencia ha                         
podido ser ahorrado. 
8.1.2. Vida útil 
Con esta solución tanto los mapas como el gameplay varía en cada partida, por lo                             
que tiene un alto componente rejugable. Por ejemplo, en el caso del videojuego                         
ya mencionado, ​The Binding of Isaac​, se necesitan unas 230 horas para                       
completarlo del todo y obtener todo los logros. En cambio, juegos más lineales                         
como ​Tomb Raider (Crystal Dynamics, 2013), se necesitan solamente 20 horas                     
para obtener todo lo que este juego puede ofrecer. En general, los videojuegos                         
con sistemas procedurales suelen ofrecer más horas jugables sin necesariamente                   
cansar al jugador o aburrirlo, por tanto, las horas de desarrollo de un videojuego                           
procedural se ven mejor empleadas. 
 
Las actualizaciones que pudiera tener este videojuego añadirían nuevo                 
contenido, y por lo tanto la vida útil del juego se alargaría aún más. 
8.1.3. Riesgos 
Actualmente los juegos generados de manera procedural son cada vez más                     
comunes. Es muy posible que empresas de la competencia creen videojuegos                     
más completos, más divertidos o mejor publicitados, y por ello este videojuego                       
quede en un segundo plano. 
8.2. Ámbito ambiental 
8.2.1. Proyecto puesto en producción (PPP) 
El desarrollo de este proyecto no ha supuesto un gran impacto ambiental. Los                         
posibles efectos que hayan influido al medio ambiente son mínimos, propios de                       
un consumo moderado de energía. En particular, el consumo medio por hora de                         
un PC de sobremesa es de 260W la hora. En las 540 horas que dura el proyecto, se                                   
consume un total de 140,4kW.  
 
Se han tomado todas las medidas necesarias para minimizar el consumo y por                         
tanto el impacto ambiental que pudiera causar, como no dejar los equipos                       
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encendidos si no se están utilizando. Además tampoco se ha contribuido al                       
aumento del llamado vertedero tecnológico, pues todo el hardware que se                     
emplea es de uso personal; ha sido adquirido antes del proyecto y se seguirá                           
haciendo uso de él una vez acabado. Por último, las herramientas utilizadas en el                           
desarrollo y documentación del trabajo no son consumibles, como papel o tinta,                       
por lo que no se genera ningún tipo de residuo.  
 
Si volviera a realizar el proyecto, seguramente se utilizarían menos recursos, pues                       
el desarrollo sería mucho más rápido al partir de los conocimientos adquiridos                       
gracias a la realización del TFG. Al saber qué y cómo hacer las cosas, el tiempo                               
que se dedica sería menor y por tanto el ordenador se utilizaría menos horas y a                               
su vez el impacto causado por el uso de corriente se vería disminuido. 
8.2.2. Vida útil 
Si consideramos que un videojuego con componentes procedurales ofrece mayor                   
número de horas jugables, entonces se podría decir que el consumo energético                       
será mayor para alguien que quiera completar un juego procedural al 100% en                         
contraposición a un videojuego más lineal. Pero esto no es del todo cierto, ya que                             
las horas que emplea una persona en jugar suelen ser las mismas sea el                           
videojuego que sea, es decir, el jugador no tiene por qué jugar durante más horas                             
si el juego es más largo; el jugador seguirá jugando unas determinadas horas a la                             
semana: Si acaba un juego, jugará a otro, y si no lo termina, seguirá jugando con                               
el. El consumo por tanto, seguirá siendo el mismo que en el caso de un                             
videojuego normal. 
 
La idea es que este proyecto de videojuego se pueda distribuir en formato digital,                           
por lo que tampoco generaría residuos. 
8.2.3. Riesgos 
No existe ningún riesgo conocido que pueda aumentar la huella ecológica de 
este proyecto. 
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8.3. Ámbito social 
8.3.1. Proyecto puesto en producción (PPP) 
Al no estar muy familiarizada con Unity, este proyecto me ha aportado nuevos                         
retos con los que he podido mejorar y he aprendido de mis propios errores.                           
Además supone un excelente ejercicio de disciplina ya que para poder llegar a las                           
fechas límite establecidas he tenido que trabajar todos los días. Establecer                     
horarios de trabajo ha dado lugar a una reorganización de mi vida cotidiana. 
8.3.2. Vida útil 
La industria del videojuego siempre está a la búsqueda de nuevas mecánicas e                         
ideas. Asimismo, los jugadores también buscan nuevos métodos de                 
entretenimiento para no caer en la monotonía. Este proyecto propone una                     
mecánica diferente a las que normalmente se ven en los videojuegos. Pese a                         
todo, esta primera idea puede que no acabe cuajando entre los usuarios finales,                         
pues necesita ser más desarrollada.  
 
El desarrollo experimental beneficia tanto a desarrolladores como a jugadores, ya                     
que aportar nuevas ideas significa construir nuevos caminos y bifurcaciones                   
altamente explotables. Así, los desarrolladores pueden estudiar nuevas maneras                 
de enfocar los videojuegos y los jugadores se beneficiarán de las mecánicas                       
innovadoras surgidas.  
 
No existe una necesidad real, ni sería algo que aprovechara toda la humanidad,                         
pues está diseñado exclusivamente para el colectivo de jugadores y                   
desarrolladores de videojuegos y a los  realmente les interesaría. 
8.3.3. Riesgos 
No existe ningún riesgo conocido que pueda perjudicar a la población. 
 
57 
8.4. Identificación de leyes y regulaciones 
 
8.4.1. PEGI (Pan European Game Information) 
 
PEGI es un sistema europeo de clasificación de contenido para videojuegos y                       
software de entretenimiento. Para dotar de información orientativa sobre la edad                     
adecuada para su consumo usa dos tipos de iconos descriptores: uno relativo a la                           
edad recomendada y otro a un contenido específico.  
 
En el caso de este videojuego, al emplear estructuras que puedan dañar o incluso                           
matar al jugador, la clasificación debería ser ​violencia ​y ​para edades mayores de                         
7 años​. 
 
 
8.4.2. Regulaciones en el software utilizado 
 
Algunos softwares tienen diferentes precios dependiendo de los ingresos de la                     
empresa que los utilice. Tal y como se ha mencionado en apartados anteriores, las                           
empresas con ingresos inferiores a 100.000 dólares pueden utilizar la versión                     
gratuita de Unity [19]. Como este proyecto no lo desarrollará ninguna empresa                       
con ingresos, el coste estimado calculado ha sido utilizando la versión software                       
gratuita. 
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8.4.3. Copyright 
 
Casi todos los assets que por ahora tiene el videojuego son completamente                       
realizados a mano. Los que no, son assets descargados de manera totalmente                       
legal y gratuita a través de el Asset Store de Unity.  Los assets utilizados son: 
● Texturas de los materiales de las rocas. Autores: ZugZug [24], Diffins Store                       
[25], ​Mafubash​ [26]. 
● Screen Shake con Ez Camera Shake. Autor: Road Turtle Games [27]. 
● Asset para textos TextMesh Pro. Autor: Unity [28]. 
 
No se ha descargado ningún otro contenido adicional ni se ha hecho uso de                           
código de terceros.  
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