Desktop sharing through video- and audio-conferences by Zukal, Martin
VYSOKÉ UČENÍ TECHNICKÉ V BRNĚ
BRNO UNIVERSITY OF TECHNOLOGY
FAKULTA ELEKTROTECHNIKY A KOMUNIKAČNÍCH TECHNOLOGIÍ
ÚSTAV TELEKOMUNIKACÍ
FACULTY OF ELECTRICAL ENGINEERING AND COMMUNICATION
DEPARTMENT OF TELECOMMUNICATIONS
SDÍLENÍ PLOCHY PŘI VIDEO A AUDIOKONFERENCÍCH
DIPLOMOVÁ PRÁCE
MASTER'S THESIS
AUTOR PRÁCE Bc. MARTIN ZUKAL
AUTHOR
BRNO 2010
VYSOKÉ UČENÍ TECHNICKÉ V BRNĚ
BRNO UNIVERSITY OF TECHNOLOGY
FAKULTA ELEKTROTECHNIKY A KOMUNIKAČNÍCH
TECHNOLOGIÍ
ÚSTAV TELEKOMUNIKACÍ
FACULTY OF ELECTRICAL ENGINEERING AND COMMUNICATION
DEPARTMENT OF TELECOMMUNICATIONS
SDÍLENÍ PLOCHY PŘI VIDEO A
AUDIOKONFERENCÍCH
DESKTOP SHARING THROUGH VIDEO- AND AUDIO-CONFERENCES
DIPLOMOVÁ PRÁCE
MASTER'S THESIS
AUTOR PRÁCE Bc. MARTIN ZUKAL
AUTHOR









magisterský navazující studijní obor
Telekomunikační a informační technika
Student: Bc. Martin Zukal ID: 78430
Ročník: 2 Akademický rok: 2009/2010
NÁZEV TÉMATU:
Sdílení plochy při video a audiokonferencích
POKYNY PRO VYPRACOVÁNÍ:
Seznamte se s možnostmi sdílení plochy. Navrhněte aplikaci, která umožní uživateli vidět plochu
(případně její část) jiného uživatele. Aplikace bude disponovat grafickým rozhraním a bude mít základní
ovládací prvky pro řízení přenosu jako je zahájení vysílání, pozastavení vysílání, ukončení vysílání.
Navrhněte řešení, které umožní komunikaci těchto aplikací i v případě, že se v síti vyskytuje NAT. Daný
návrh realizujte.
DOPORUČENÁ LITERATURA:
[1] RICHARDSON, Tristian. The RFB Protocol. Cambridge : RealVNC Ltd, 2009. 43 s. Dostupný z
WWW: <http://www.realvnc.com/docs/rfbproto.pdf>. 
Termín zadání: 29.1.2010 Termín odevzdání: 26.5.2010
Vedoucí práce: Ing. Petr Číka, Ph.D.
prof. Ing. Kamil Vrba, CSc.
Předseda oborové rady
UPOZORNĚNÍ:
Autor diplomové práce nesmí při vytváření diplomové práce porušit autorská práva třetích osob, zejména nesmí
zasahovat nedovoleným způsobem do cizích autorských práv osobnostních a musí si být plně vědom následků
porušení ustanovení § 11 a následujících autorského zákona č. 121/2000 Sb., včetně možných trestněprávních
důsledků vyplývajících z ustanovení části druhé, hlavy VI. díl 4 Trestního zákoníku č.40/2009 Sb.
ABSTRAKT
Diplomová práce je věnována popisu problematiky sdílení plochy a možnostem, které
toto řešení přináší. Jsou v ní popsána vybraná existující řešení a zmíněny jejich výhody a
nevýhody. Nejrozsáhlejší část práce se zabývá návrhem a implementací vlastního řešení
pro sdílení plochy. Cílem práce bylo umožnit vidět plochu jednoho počítače z jiného po-
čítače. Pro dosažení tohoto cíle byly vytvořeny dvě aplikace (jedna typu klient a druhá
typu server), které jsou v textu podrobně popsány a to s využitím diagramů jazyka UML
(Unified Modeling Language). Obě aplikace spolu komunikují prostřednictvím protokolu
RFB (Remote Framebuffer), jehož detailní popis je v práci také možné nalézt. Vytvo-
řené řešení je v závěru práce podrobeno testování a je srovnáno s jinými aplikacemi,
které umožňuji sdílení plochy. Poté jsou navrženy oblasti, kterým by bylo nutné věnovat
pozornost, aby mohlo realizované řešení konkurovat dostupným aplikacím podobného
typu.
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ABSTRACT
The following diploma thesis is devoted to the desktop sharing description and its op-
portunities. Existing solutions and their advantages and disadvantages are described at
the beginning of the text. The most extensive part deals with the design and the im-
plementation of a new solution for the desktop sharing. The thesis aims at providing a
possibility to observe desktop of one computer from another one. For achieving it, two
appliactions (a server and a client) have been developed, and they are described in the
text with utilization of UML (Unified Modeling Language) diagrams. The RFB (Remote
Framebuffer) protocol has been chosen as the means for communication between the
applications. A detailed description of this protocol is also included in the text. The de-
veloped solution is tested and compared with other similar applications in the final part
of the work. After that, some areas needing slight improvements are named to achieve
competitiveness of the developed solution with other applications of a similar type.
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ÚVOD
S rostoucí přístupností vysokorychlostního připojení k Internetu se dostávají do
popředí zájmu tzv. kolaborační nástroje (collaboration tools). Jedná se o celou plat-
formu nástrojů, které umožňují uživatelům komunikovat v reálném čase, sdílet sou-
bory, společně pracovat nad dokumenty a mnoho dalšího. Nárůst zájmu o tyto ná-
stroje je poměrně pochopitelný, protože je to technika, která může ušetřit mnoho
času i finančních prostředků. Kolaborační nástroje nacházejí uplatnění v malých i
velkých společnostech, ale často je využívají i jednotlivci.
Jedním z oblíbených kolaboračních nástrojů je sdílení plochy (anglicky desktop
sharing). Sdílení plochy umožňuje v nejjednodušším případě propojení dvou počí-
tačů a to tak, že jeden z nich je prezentátorem a druhý pasivně sleduje, co se děje na
ploše prezentátora. Pasivních účastníků sledujících plochu prezentátora může být
i více a jedná se pak o řešení podobající se videokonferenci. Ve spojení s dalšími
nástroji, jako je na příklad konverzace IM (Instant Messaging), případně hlasová
komunikace (většinou s využitím VoIP – Voice over Internet Protocol) se jedná o ná-
stroj, který nabízí široké možnosti využití. Praktickému využití sdílení plochy je
věnována kapitola 1.
Mezi pokročilejší funkce nástrojů pro sdílení plochy pak patří například přenos
souborů mezi počítači, přenos zvuků nebo možnost komunikace mezi uživateli pro-
střednictvím chatu. Pro zabezpečení komunikace se využívá autentizace a dále je
možné přenášená data šifrovat. Existující řešení umožňují i ovládání vzdáleného po-
čítače. Výchozí chování je takové, že vzdálený počítač je klientem ovládán a pasivní
sledování plochy je většinou nutné explicitně zapnout. Již existující softwarová ře-
šení pro sdílení plochy i se stručným popisem použitých technologií jsou uvedena
v kapitole 2.
Cílem této práce je návrh, realizace a následné ověření funkce vlastního řešení,
které umožní vidět plochu vzdáleného počítače. V rámci návrhu (viz kapitola 4) je
vybrán protokol, který bude použit pro komunikaci aplikací a je určen programovací
jazyk, ve kterém budou aplikace vytvořeny. Pozornost je věnována také zajištění
správné funkce aplikací v případě výskytu NATu (Network Address Translation)
v síti. Ověřením funkčnosti se zabývá kapitola 5.
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1 MOŽNOSTI VYUŽITÍ SDÍLENÍ PLOCHY
Možností využití sdílení plochy je celá řada. Tato kapitola si neklade za cíl popsat
vyčerpávajícím způsobem všechny možnosti, ale snaží se poskytnout krátký přehled,
který umožní čtenáři vytvořit si představu o vhodnosti využití sdílení plochy pro
řešení konkrétních situací. Společnou výhodou uvedených možností je, že uživatelé
mohou být tisíce kilometrů vzdáleni – stačí, aby měli dostatečně rychlé připojení
k Internetu.
1.1 Technická podpora
Jednou z prvních možností využití sdílené plochy je technická podpora softwarových
produktů na straně zákazníka bez nutnosti návštěvy technika. V tomto případě je
nutností, aby použité řešení umožňovalo ovládání vzdáleného počítače. Další nutnou
podmínkou je, že zákazník i technik musejí mít nainstalován příslušný software.
Technik si vyžádá informace nutné pro připojení k zákazníkovu počítači, připojí
se k němu a naskytnou se mu tak stejné možnosti, jako by pracoval přímo na zákaz-
níkově počítači: může provádět veškeré nastavení, instalovat nový software, odebírat
starý apod.
Nespornou výhodou tohoto řešení je, že provádění akcí se neděje prostřednictvím
zákazníka, ale provádí je přímo technik. To může v mnoha případech ušetřit nejen
čas, ale i mnoho nedorozumění.
1.2 Prezentace produktů a školení
Pro prezentaci není nutné, aby využité řešení umožňovalo ovládání vzdáleného po-
čítače. Přednášející předvádí na svém počítači možnosti produktu a ostatní jsou
k němu připojení a sledují jeho plochu. Některá řešení umožňují i přenos hlasu,
takže se pak jedná o interaktivní prezentaci, kdy jednotliví účastníci mohou klást
dotazy a přednášející na ně může okamžitě reagovat.
Oproti běžné prezentaci produktu (myšleno softwarového produktu) je zde vý-
hoda interaktivity: účastníci mohou mít v jednom okně zobrazenou prezentaci a ve
druhém si mohou sami na svém počítači zkoušet popisované akce.
V případě školení je situace podobná. Pokud bude využito řešení, které umožňuje
i ovládání vzdáleného počítače, může se školitel v případě, že některý z účastníků má
potíže s některou činností, připojit přímo k jeho počítači a problematickou činnost
provést osobně, zatímco školená osoba sleduje správný postup.
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Pro účely pozdějšího využití je také možné celou prezentaci/školení zaznamenat
a poskytnout ji účastníkům pro studijní účely.
Využití není omezeno jen na prezentaci softwarových produktů. Stejným způso-
bem může například grafik prezentovat svůj návrh webové stránky/brožury/plakátu,
dále je možné ve skupině diskutovat nad obsahem (případně formou) nějakého do-
kumentu apod.
1.3 Výukové účely
Výuka pomocí sdílení plochy funguje podobně jako školení, které bylo popsáno
v předchozí části. Vyučující a žáci mohou diskutovat nad zadaným úkolem nebo
odevzdaným řešením, společně hledat chyby, dělat úpravy apod. Vyučující se také
může připojit k jednotlivým žákům a přímo na jejich počítači jim úlohu opravit a
upozornit je na chyby. Ve většině případů je nutné, aby použité řešení umožňovalo
přenos hlasu.
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2 EXISTUJÍCÍ ŘEŠENÍ PRO SDÍLENÍ PLOCHY
V této kapitole budou stručně popsána již existující řešení, která lze využít pro
sdílení plochy. Všechna uváděná řešení umožňují i ovládání vzdáleného počítače
(některá jsou navržena jen k tomuto účelu). Funkce, ve kterých se jednotlivá řešení
liší, jsou uvedeny v příslušných kapitolách.
2.1 Remote Desktop
Tato aplikace pochází z dílny společnosti Microsoft a je součástí každého operač-
ního systému od firmy Microsoft. Není tedy nutná žádná instalace, a proto je Re-
mote Desktop poměrně často využívanou aplikací pro ovládání vzdáleného počítače.
Na vzdáleném počítači je pouze nutné povolit připojení pomocí Remote Desktop.
Toto řešení neumožňuje pasivní sledování plochy vzdáleného počítače (při připojení
k počítači je přihlášený uživatel odpojen a nemá již přístup k ploše počítače).
Spojení je realizováno s využitím protokolu RDP (Remote Desktop Protocol).
Jedná se o velmi komplikovaný protokol, který vychází z doporučení ITU-T T.120.
Protokol umožňuje šifrování přenášených dat, autentizaci komunikujících stran, pře-
nos zvuku a mnoho dalšího. Podrobný popis tohoto protokolu je však nad rámec této
práce, zájemci naleznou specifikaci tohoto protokolu v [13].
Použití Remote Desktop není omezeno pouze na platformu Windows. Existují
projekty (většinou open source), které umožňují využívání této aplikace i na plat-
formě Linux.
2.2 GoToMyPC
Jedná se o čistě komerční aplikaci, která umožňuje ovládání počítače z jiného po-
čítače, pokud jsou oba připojeny k Internetu. Tvůrcem této aplikace je společnost
Citrix Systems (konkrétně divize Citrix Online). Domovskou stránku aplikace lze
nalézt na [6].
Použitá technologie je proprietární. Na obrázku 2.1 je naznačeno, jak celý systém
funguje. Klient nejprve musí prokázat svou totožnost serveru (GoToMyPC broker),
který pak zprostředkuje spojení se vzdáleným počítačem. Data přenášená během
spojení jsou šifrovaná a jejich doručení koncovým uzlům zprostředkovává GoTo-
MyPC komunikační server. Nejedná se tedy o přímé spojení dvou počítačů, ale
jejich komunikace je přeposílána přes mezilehlý uzel (v tomto případě GoToMyPC
komunikační server). GoToMyPC broker a GoToMyPC komunikační server tvoří
dohromady GoToMyPC datové centrum.
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Obr. 2.1: Architektura GoToMyPC ([6])
2.3 Java Remote Desktop
Jak název napovídá jedná se o implementaci sdílení plochy v programovacím jazyce
Java. Komunikaci mezi aplikacemi zprostředkovává Java RMI API (Java Remote
Method Invocation Application Program Interface). Jedná se o rozhraní programo-
vacího jazyka Java, které umožňuje volat metody objektů umístěných na serveru.
Volání metod na vzdálených objektech se téměř neliší od volání metod na objektech
lokálních. Podrobný popis Java RMI API lze nalézt v [8].
Tato aplikace využívá veškerých výhod, které programovací jazyk Java nabízí.
Aplikaci je tedy možné spouštět na jakékoli dnes dostupné platformě (Windows,
Solaris OS, Linux či Mac OS), umožňuje spouštění jak v podobě normální aplikace,
tak v podobě appletu, který může být součástí webové stránky.
Mezi funkce této aplikace patří možnost pořízení snímku vzdálené plochy, přenos
souborů, využití schránky pro přenos textu mezi počítači a šifrování dat pomocí SSL.
Jedná se o open source projekt, který je licencován pod GPL (GNU General
Public License) licencí. Domovská stránka projektu je [7].
2.4 Virtual Network Computing (VNC)
Předtím, než budou popsána další řešení, je vhodné se seznámit se systémem Vir-
tual Network Computing. Podle [23] byl tento systém pro sdílení plochy vytvořen
v Olivetti Research Laboratory, která však byla později zrušena a lidé pracující na
16
VNC zformovali společnost RealVNC, kde dále pokračují na vývoji produktů (open
source i komerčních) využívajících VNC.
Virtual Network Computing [19] je systém pro sdílení plochy založený na proto-
kolu RFB (Remote Framebuffer). Protokol RFB zahrnuje jak protokol pro ovládání
relace (navázání a ukončení spojení a další signalizace), tak zobrazovací protokol (sa-
motný přenos dat reprezentujících plochu počítače). Jedná se o protokol postavený
na modelu klient – server. Server běží na stroji jehož plocha má být zobrazována
(případně ovládána) a klient je program běžící na počítači, kde se má plocha zobra-
zovat. Protokol je navržen tak, že stav relace se neukládá na straně klienta, ale na
straně serveru. Pokud se tedy uživatel odpojí a pak znovu připojí z jiného klienta,
nalezne plochu v takovém stavu, v jakém ji zanechal.
Zobrazovací protokol je založen na jednoduché primitivě: „put a rectangle of pi-
xel data at a given x, y positionÿ [14]. Snímek plochy se rozdělí na menší pravoúhlé
oblasti, které jsou odeslány ke klientovi a ten z nich znovu sestaví výslednou plochu.
Intervaly pro posílání nového snímku stanovuje klient v závislosti na svých možnos-
tech (rychlost připojení, výpočetní výkon apod.). Před samotným odesláním snímku
ke klientovi je možné na odchozí data aplikovat různá kódování, jejichž účelem je
snížit objem přenášených dat. Pomocí speciálního kódování je možné přenášet také
pozici kurzoru. Pro ovládání vzdáleného počítače jsou definovány speciální zprávy,
které obsahují informace o tom, jakou klávesu uživatel stiskl apod.
Všechna níže uvedená řešení jsou postavena na systému VNC a pro komunikaci
používají protokol RFB. Některá řešení dokonce rozšiřují možnosti tohoto systému
a nabízí pokročilejší funkce.
2.4.1 RealVNC
Jak již bylo zmíněno RealVNC ([12]) vydává jak open source, tak komerční produkty
pro sdílení plochy. Společnost RealVNC také spravuje dokumentaci k samotnému
RFB protokolu (dělá pravidelné aktualizace jeho specifikace), kterou je možné stáh-
nout z jejich webových stránek.
Mezi programy dostupnými zdarma (konkrétně pod GPL licencí) je jak klientská,
tak serverová část aplikace. Obě aplikace jsou samozřejmě plně funkční, ale nedispo-
nují pokročilými funkcemi jako je přenos souborů, tisk, autentizace serveru pomocí
RSA a dalšími. Klient i server jsou napsány v programovacím jazyce C++ a jsou
volně ke stažení ze stránek společnosti RealVNC. Další aplikací, kterou je možné
si zdarma stáhnout, je tzv. Java viewer. Jedná se o jednoduchou aplikaci napsanou
v jazyce Java, která umožňuje připojení ke vzdálenému počítači a jeho ovládání.
Tato aplikace je taktéž spustitelná z webového prohlížeče v podobě appletu.
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2.4.2 UltraVNC
Všechny produkty je možné stáhnout z domovské stránky ([18]) a jsou zdarma (vy-
dávány pod GPL licencí). Základní verzi lze obohatit o další funkce (jako např.
šifrování, přenos souborů, přístup k počítači za NATem) pomocí zásuvných modulů
(pluginů).
Častým jevem u software pracujícího s technologií VNC je využití tzv. mirror
driveru. Jedná se o virtuální grafický adaptér, který umí efektivně určovat, které
části plochy byly změněny a přes síť jsou pak posílány pouze tyto změny. I UltraVNC
nabízí tento ovladač, který, stejně jako všechny ostatní produkty, je dostupný pouze
pro platformu Windows.
Většina zdrojových kódů je napsána v programovacím jazyce C++, ale některé
části jsou napsány v jazyce C, pravděpodobně kvůli dosažení vyšší rychlosti. I tento
projekt obsahuje Java viewer, který je součástí balíku zdrojových kódů.
2.4.3 TightVNC
Domovská stránka projektu je [17]. I zde se jedná o produkty zdarma, které jsou
uvolňovány pod GPL licencí. Software existuje jak ve verzi pro Windows, tak pro
Unix/Linux. Také TightVNC nabízí prohlížeč napsaný v jazyce Java.
Kromě samotného serveru a klienta je možné si stáhnout i VNC Reflector, který
umí distribuovat plochu z jednoho serveru mezi mnoho klientů. Dalším programem,
který je zde dostupný je TightProjector. Jedná se o aplikaci, která umožňuje posílat
snímky z plochy jednoho počítače pomocí multicastu na ostatní počítače v síti.
Podobnost s projektem UltraVNC je více než značná. Zdrojové kódy aplikací jsou
psány v jazyce C++ i v jazyce C (některé části kódu jsou zcela identické v obou
projektech). Stejně jako u UltraVNC i zde je možné využít speciálního mirror driveru
(zde se konkrétně jedná DFMirage Driver [11]).
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3 PROTOKOL RFB
Pro komunikaci aplikací byl zvolen protokol RFB a proto bude v následujícím
textu podrobně popsán. Důvody, proč byl zvolen právě tento protokol, lze nalézt
v části 4.1.
Specifikaci protokolu RFB je možné nalézt v [14]. Existuje také návrh (draft) [15]
vydaný IETF (Internet Engineering Task Force), ve kterém je popsána nejnovější
verze protokolu RFB. Tento dokument byl použit jako zdroj informací pro tuto část
textu. Obecný popis fungování protokolu RFB již byl uveden v části 2.4, v této části
budou informace doplněny tak, aby vznikl ucelený přehled.
Protokol RFB využívá pro přenos zpráv spolehlivé spojení. Při použití proto-
kolové sady TCP/IP (Transmission Control Protocol/Internet Protocol) využívá
protokol TCP. Při navazování spojení se nejprve klient připojí k serveru, který na-
slouchá na předem známém portu, proběhne dobře známý TCP handshake a teprve
poté začíná výměna zpráv protokolu RFB. Pro účely protokolu RFB vyhradila or-
ganizace IANA (Internet Assigned Numbers Authority) TCP port s číslem 5900,
takže oním známým portem bývá většinou právě tento.
Zprávy a jejich pořadí, které si musí server s klientem vyměnit pro úspěšné
navázání spojení, jsou uvedeny na obrázku 3.1. Jejich podrobný popis následuje.
Obr. 3.1: Navázání spojení
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3.1 ProtocolVersion
V této práci bude popsána verze protokolu 3.8, existují i starší verze a to 3.3 a
3.7. Zprávu ProtocolVersion zasílá napřed server klientovi, má délku 12 bajtů a
následující tvar:
RFB 003.008\n
První číslo odkazuje na hlavní číslo protokolu a druhé číslo značí vedlejší číslo
protokolu. Obě čísla jsou odsazena nulami.
Server touto zprávou naznačuje nejvyšší podporovanou verzi protokolu. Klient
odpoví také zprávou ProtocolVersion, ve které zvolí verzi protokolu, kterou on sám
podporuje. Tato verze může být jiná, ale nesmí být vyšší než verze, kterou zaslal
server ve své první zprávě.
3.2 Security-types a security-type
Dále následuje vyjednávání zabezpečení, které bude v relaci použito. Server nejprve
pošle zprávu, která obsahuje všechny typy zabezpečení, které podporuje. Klient si ze
seznamu vybere zabezpečení, které sám podporuje a serveru odešle zprávu o délce
jeden bajt, kde je uveden zvolený typ zabezpečení.
Možné typy zabezpečení i s odpovídajícím označením jsou uvedeny v tabulce 3.1.





None znamená, že není vyžadována žádná autentizace a data budou posílána ne-
šifrovaně. Protokol pokračuje zprávou SecurityResult. V případě použití VNC au-
tentizace napřed server ověří totožnost klienta (data vyměňovaná během relace jsou
však stále posílána nešifrovaně) a to pomocí náhodně vygenerované výzvy o délce 16
bajtů. Klient těchto 16 bajtů zašifruje algoritmem DES (Data Encryption Standard),
jehož klíč zadá uživatel v podobě hesla. Zašifrovaných 16 bajtů odešle zpět serveru.
Server dešifruje klientovu odpověď pomocí svého klíče a ověří, že výsledek je shodný
s výzvou, kterou zaslal. Klient je o výsledku informován zprávou SecurityResult.
Pokud je počet podporovaných typů nastaven na nula, znamená to, že spojení
bylo z nějakého důvodu zamítnuto. V takovém případě server odešle důvod zamítnutí
(viz 3.4) a ukončí spojení.
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3.3 SecurityResult
Pomocí zprávy SecurityResult server informuje klienta o tom, zda vyjednávání za-
bezpečení bylo úspěšné nebo ne. Zpráva SecurityResult má délku 4 bajty jejichž
obsahem je buď nula nebo jedna. Nula v případě, že vyjednávání selhalo, jedna
v opačném případě.
Pokud bylo vyjednávání úspěšné postupuje protokol do inicializační fáze (viz
dále). Pokud došlo k nějaké chybě, server odešle klientovi zprávu s důvodem chyby
a poté uzavře spojení.
3.4 Chybová zpráva
Jedná se o zprávu proměnlivé délky, která obsahuje řetězec s příčinou chyby. První
bajt obsahuje délku řetězce a následující bajty obsahují samotný ASCII řetězec
(ASCII je zkratka pro American Standard Code for Information Interchange).
3.5 ClientInit
Zpráva ClientInit má délku jeden bajt a obsahuje opět pouze hodnotu nula nebo
jedna. Nula v případě, že má server odhlásit všechny připojené klienty a umožnit
klientovi výlučný přístup k počítači. Nenulová hodnota je zaslána v případě, že
počítač může být sdílen mezi více klienty.
3.6 ServerInit
ServerInit je zpráva proměnné délky. Počáteční část tvoří pevně definovaná pole a
poslední pole je proměnné. Pro přehlednost je podoba zprávy uvedena v tabulce 3.2.






délka jména ASCII řetězec se jménem
21
Pole formát pixelů popisuje v jakém formátu bude server posílat jednotlivé pixely.
Toto pole obsahuje informace o počtu bitů na pixel, barevné hloubce, o tom zda se
jedná o true color formát apod. Detailní popis lze nalézt jak v [14], tak v [15].
Řetězec se jménem je reprezentován pomocí ASCII kódování a je zapsán binárně
bez znaménka. Každý znak je zapsán pomocí 8 bitů.
Ostatní pole jsou číselná. Jsou zapisována také binárně bez znaménka. Délku
jednotlivých polí uvádí tabulka 3.2.
3.7 Běžné zprávy protokolu RFB
Po úspěšném navázání spojení, které bylo popsáno v předešlých částech, nastává
fáze, kdy si server a klient vyměňují běžné zprávy. Tyto zprávy jsou dvou typů:
• od klienta k serveru a
• od serveru ke klientovi.
První bajt každé zprávy označuje její typ (v podobě čísla v rozsahu 0 až 28−1). Podle
typu zprávy je pak interpretován zbytek zprávy. Zprávy jsou vždy zarovnány tak,
že jejich délka je násobkem 4 bajtů. Pokud zpráva sama o sobě uvedené kritérium
nesplňuje, je použita výplň (padding).
3.7.1 Zprávy od klienta k serveru
• SetPixelFormat – umožňuje změnu formátu pixelů posílaných ve zprávě Fra-
mebufferUpdate,
• SetEncodings – umožňuje nastavit/změnit kódování zpráv posílaných serve-
rem,
• FramebufferUpdateRequest – klient žádá o nový snímek plochy (je speci-
fikována pozice x a y, výška a šířka a zda se jedná o inkrementální snímek),
• KeyEvent – informuje server o tom, že klient stiskl/uvolnil klávesu,
• PointerEvent – informuje server o tom, že bylo pohnuto kurzorem nebo bylo
stisknuto některé tlačítko myši (případně jiného polohovacího zařízení),
• ClientCutText – používá se pro přenos textu mezi klientem a serverem po-
mocí schránky (jediné podporované kódování je ISO 8859–1).
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3.7.2 Zprávy od serveru ke klientovi
• FramebufferUpdate – jedná se o odpověď na FramebufferUpdateRequest, ve
které server posílá aktualizovaný snímek žádané oblasti,
• SetColorMapEntries – používá se pro nastavení mapování určitých barev na
jiné (je nutné nastavit formát pixelů pro práci s barevnou paletou),
• Bell – produkuje zvuk chyby,
• ServerCutText – používá se pro přenos textu mezi klientem a serverem po-
mocí schránky (jediné podporované kódování je ISO 8859–1).
Z výše uvedeného přehledu zpráv je patrné, že pro fungování aplikace jsou zásadní
zprávy FramebufferUpdateRequest a FramebufferUpdate. Z tohoto důvodu budou
tyto zprávy popsány podrobněji.
3.7.3 FramebufferUpdateRequest
Strukturu zprávy FramebufferUpdateRequest uvádí následující tabulka.








Všechna pole ve zprávě jsou číselná, jsou zapsána binárně bez znaménka. Jejich
délka je určena počtem bajtů, který je uveden v tabulce 3.3.
Zprávě FramebufferUpdateRequest bylo přiřazeno číslo 3, takže v poli typ zprávy
najdeme právě tuto hodnotu.
Pole inkrementální snímek informuje server o tom, zda má klientovi poslat jen
inkrementální snímek (v tom případě je toto pole nastaveno na nenulovou hodnotu),
nebo celou obrazovku (hodnota je nastavena na nula – false).
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Hlavičku zprávy FramebufferUpdate ukazuje tabulka 3.4. Typ zprávy je v tomto
případě nastaven na hodnotu nula.
Tato hlavička je následována daty, která reprezentují jednotlivé obdélníky (jejich
počet je stanoven polem počet obdélníků). Každý obdélník je uvozen další hlavič-
kou, jejíž struktura je uvedena v tabulce 3.5. Za každou hlavičkou obdélníku pak







následují samotné pixely, které jsou reprezentovány pomocí nastaveného kódování.
Nejpoužívanější typy kódování budou popsány v následující části.
24
3.8 Kódování dat
Kódování přenášených dat umožňuje značným způsobem snížit jejich objem, čímž
snižuje i nároky na šířku pásma, která má být použita pro komunikaci mezi oběma







Dále existují tzv. pseudo-kódování, která umožňují přenášet pomocí RFB v podstatě
jakákoli data (jejich význam je definován typem pseudo-kódování). Mezi pseudo-
kódování patří následující:
• Cursor pseudo-encoding – používá se pro přenos pozice kurzoru a jeho
tvaru,
• DesktopSize pseudo-encoding – umožňuje změnit velikost plochy.
Následující části budou věnovány pouze těm jednodušším kódováním, které bu-
dou následně implementovány. Podrobný popis ostatních zmíněných kódování lze
nalézt v [14].
3.8.1 Raw kódování
Tento typ kódování musí povinně podporovat každý klient i každý server. Jedná se
o nejjednodušší typ kódování dat, kdy se uvede výška a šířka posílaného obdélníku
a poté následují hrubá (raw) data – tedy hodnoty pixelů.
3.8.2 CopyRect kódování
Pokud již klient má v paměti nějaký předchozí snímek je možné využít CopyRect
kódování. Jedná se o velice jednoduché kódování, které spočívá v tom, že pro daný
obdélník se pošle pouze x-ová a y-ová souřadnice pixelu z minulého snímku, který
má stejné hodnoty jako právě přenášený obdélník.
Je zřejmé, že zvláště při přenosu velkých jednobarevných částí plochy dochází ke
značné úspoře přenášených dat.
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3.8.3 RRE kódování
RRE je zkratka pro Rise-and-run-length encoding. Pro každý obdélník je přenášena
barva pozadí a počet oblastí, na které byl tento obdélník rozdělen. Pro každou oblast
se přenáší data, která ukazuje tabulka 3.6. Hodnota pixelu v prvním řádku tabulky
by měla být jiná než hodnota pixelu reprezentujícího pozadí obdélníku. Pozice x
a y udávají relativní pozici oblasti vzhledem k levému hornímu rohu aktuálního
obdélníku. Dále následuje šířka a výška oblasti reprezentována vždy dvěma bajty.
Tab. 3.6: Kódování oblastí pro RRE kódování
Počet bajtů Popis





Jedná se o velmi jednoduché kódování, které není příliš vhodné pro složité snímky
(např. pokud je na ploše velmi různorodé pozadí) a jeho využití je jen omezené.
3.8.4 Hextile kódování
Hextile kódování je podobné kódování RRE. Obdélníky jsou rozděleny do oblastí
o velikosti 16x16 pixelů, což umožňuje vyjádřit rozměry oblastí pouze pomocí čtyř
bitů. Dělení obdélníku na oblasti začíná v levém horním rohu a pokračuje zleva
doprava a shora dolů. Každá oblast je zakódována buď jako hrubá data, nebo se
využívá barvy pozadí a barvy oblasti podobně jako u RRE.
Každá oblast je uvozena bitovou maskou o velikosti 1 bajt, která udává, jak
jsou kódována následující data. V závislosti na masce jsou specifikovány následující
možnosti:
• Raw data – následují pixely s hrubými daty. Počet pixelů je roven násobku
výšky a šířky oblasti.
• Nastavena barva pozadí – barva pozadí je reprezentována počtem bajtů na
pixel a udává barvu pozadí celé oblasti. Pokud není barva pozadí nastavena
ponechá se barva pozadí předchozí oblasti.
• Nastavena barva popředí – barva popředí je reprezentována počtem bajtů na
pixel a udává barvu popředí která má být použita pro všechny podoblasti.
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• Nastaven počet podoblastí – následuje jeden bajt určující počet podoblastí, na
které je celá oblast rozdělena.
• Nastavena barva podoblasti – pokud je nastavena barva podoblasti je každá
podoblast popsána tabulkou 3.7. Pokud není nastavena barva podoblasti ná-
sleduje pouze x a y pozice a výška a šířka podoblasti.
Tab. 3.7: Kódování oblastí pro Hextile kódování
Počet bajtů Popis
počet bajtů na pixel jediný pixel udávající barvu podoblasti
1 x a y pozice
1 výška a šířka
Pozice x a y je reprezentována pouze jedním bajtem (nejvýznamnější 4 bity udá-
vají souřadnici x a nejméně významné 4 bity udávají souřadnici y). Stejně tak výška
a šířka: nejvýznamnější 4 bity udávají šířku a nejméně významné 4 bity udávají
výšku.
Jak je vidět, Hextile kódování je složitější než RRE kódování, a proto jej lze
použít i pro popis složitějších snímků plochy.
3.9 Ukončení relace
Jak již bylo jednou zmíněno je protokol RFB navržen tak, že klient si neuchovává
žádnou informaci o stavu relace a potažmo ani o stavu plochy. Z tohoto důvodu je
tedy ukončení velice jednoduché a spočívá v pouhém odpojení klienta od serveru
(v praxi se jedná o ukončení TCP spojení iniciované klientem). V případě chyby
na serveru může ukončení TCP spojení iniciovat i server, aniž by to nějak narušilo
fungování klienta.
Plocha je zanechána v takovém stavu, v jakém ji klient opustil a server čeká na
připojení dalšího klienta.
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4 TVORBA VLASTNÍHO ŘEŠENÍ
V této kapitole bude popsána volba protokolu pro komunikaci mezi aplikacemi,
dále bude uveden způsob výběru cílového programovacího jazyka a poslední část
bude věnována návrhu aplikace. V souladu s postupem používaným v softwarovém
inženýrství byl návrh i samotná implementace aplikace rozdělena do pěti fází.
1. popis funkcí aplikace (využívá se scénářů a diagramů užití)
2. objektový návrh
3. vytvoření jednotkových testů
4. implementace jádra aplikace
5. procházení diagramů užití a přidávání funkcí
Požadovaná funkčnost aplikace je zřejmá z předchozího textu, v této kapitole bude
uveden návrh architektury celého systému. Při návrhu konkrétních prvků se využívá
diagramů jazyka UML (Unified Modeling Language). Konkrétně se jedná o diagramy
užití (use case diagrams) a diagramy tříd (class diagrams). Diagramy užití jsou dia-
gramy popisující chování, zatímco diagramy tříd patří do skupiny tzv. strukturních
diagramů.
4.1 Diskuze protokolu
Existuje několik možností, jak zajistit komunikaci budoucích aplikací.
První možností je návrh vlastního protokolu pro komunikaci (z dříve uvedených
řešení tomu odpovídá GoToMyPC popsané v kapitole 2.2). V praxi to ovšem téměř
vždy znamená nulovou kompatibilitu s jinými aplikacemi. Je zřejmé, že by bylo nutné
navrhnout procedury pro přihlášení, autentizaci, zasílání obsahu plochy a odhlášení.
Dále by bylo nutné zvolit formát zpráv, jejich kódování a způsob přenosu. Všechny
tyto problémy jsou již vyřešené a vyzkoušené, pokud by byl využit existující protokol.
Poněkud zvláštní možností, která již byla v této práci zmíněna, je využití Java
RMI API (viz 2.3).
Další možností je využít pro komunikaci již existující protokol a pouze implemen-
tovat jeho funkce podle dostupné specifikace. Doposud byly zmíněny dva protokoly,
které se používají pro sdílení plochy. Byly to
• RDP (Remote Desktop Protocol) a
• RFB (Remote Framebuffer).
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Jak bylo uvedeno v předchozím textu, RDP je velice složitý protokol a jeho imple-
mentace by byla náročná nejen časově, ale i co se rozsahu kódu týče.
Na rozdíl od RDP je protokol RFB velice jednoduchý s jasně popsanou specifi-
kací. O vhodnosti a dobré použitelnosti protokolu RFB svědčí i počet aplikací, které
tento protokol využívají (viz část 2.4).
Z důvodu velké časové a implementační náročnosti byla zavržena možnost vy-
tvoření vlastního protokolu. Ze stejného důvodu bylo rozhodnuto, že nebude využit
protokol RDP. V úvahu tedy připadají možnosti implementace protokolu RFB, nebo
vytvoření aplikace za pomoci Java RMI. Ovšem využití Java RMI znamená, že apli-
kace nebude kompatibilní s žádnou jinou aplikací pro sdílení plochy.
4.2 Diskuze programovacího jazyka
V současné době existuje velké množství různých programovacích jazyků. Pro po-
třeby aplikace lze rovnou vyřadit nižší programovací jazyky a stejně tak i jazyky
interpretované. Nižší programovací jazyky jsou nepoužitelné vzhledem k rozsahu
aplikace a interpretované jazyky nedosahují takového výkonu jako kompilované ja-
zyky. Zejména při implementaci serveru by výkon jazyka mohl být zdrojem pro-
blémů. Z kompilovaných programovacích jazyků připadají v úvahu jazyky C, C++
a Java.
O vhodnosti programovacích jazyků C a C++ svědčí jejich použití v již existují-
cích projektech. Využití programovacího jazyka Java přináší možnost přenositelnosti
aplikace mezi různými platformami bez nutnosti úprav kódu. Při použití programo-
vacích jazyků C a C++ je možné taktéž dosáhnout přenositelnosti ovšem s vyna-
ložením podstatně většího úsilí. Jazyk Java disponuje možnostmi jako je spouštění
aplikace z webového prohlížeče v podobě appletu, případně využití služby Java Web-
Start k instalaci a spuštění aplikace pomocí odkazu přímo z webové stránky, což by
jistě bylo přidanou hodnotou v novém projektu.
4.3 Volba protokolu a programovacího jazyka
Při hledání vhodného řešení bylo přihlédnuto k následujícím vlastnostem:
• kompatibilita s jinými aplikacemi,
• přenositelnost mezi platformami,
• rozšiřitelnost,
• jednoduchost a stabilita.
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Řešení, které nejlépe odpovídá těmto požadavkům, je následující: aplikace bude
napsána v programovacím jazyce Java, která zajistí přenositelnost mezi různými
platformami, ale bude se jednat o implementaci protokolu RFB, což umožní kompati-
bilitu s jinými VNC aplikacemi uvedenými v části 2.4. Rozšiřitelnosti bude dosaženo
vhodným návrhem aplikace tak, aby bylo možné doplnit požadovanou funkcionalitu.
Správný návrh zajistí také jednoduchost a stabilitu.
4.4 Průzkum dostupných knihoven
Pokud má být implementován nějaký protokol, je vhodné napřed udělat průzkum,
zda neexistuje nějaká knihovna, která by již onen protokol implementovala. Nečiní
se tak z lenosti programátorů, ale proto, že knihovny jsou většinou prověřené velkým
množstvím uživatelů, jsou v nich odladěné chyby a vyřešeny základní úlohy, které
by musel každý programátor znovu řešit. Programátor pak má možnost věnovat se
samotné logice aplikace.
Po zvolení protokolu RFB a programovacího jazyka Java je výběr značně ome-
zený. Knihovna v pravém slova smyslu existuje pouze jedna a to jvnc ([20]), která je
dostupná pod GPL licencí verze 2. Knihovna je hostována na Google Project Hosting
a není tedy možné zjistit konkrétně jména tvůrců. Při průzkumu zdrojových kódů
knihovny bylo zjištěno, že v některých částech je zvolená implementace poměrně
nešťastná. Z uvedených důvodů bylo rozhodnuto vytvořit vlastní implementaci pro-
tokolu RFB. Při tvorbě řešení bylo přihlíženo ke zdrojovým kódům knihovny jvnc
a také ke kódům z aplikací Java viewer, které jsou součástí projektů popsaných
v části 2.4. Vždy však bylo nutné provést v kódech změny (ve většině případů se
jednalo o změny zásadního charakteru), takže tato knihovna a aplikace sloužily spíše
jako inspirace.
4.5 Architektura systému
Jedním z jednoduchých a přímočarých řešení, které se nabízí, je přímá komunikace
mezi klientem a serverem (viz obr. 4.1(a)). Jedná se o klasický klient–server model,
kdy server naslouchá na dopředu známém portu a klient se k němu připojuje. Toto
řešení bude dobře fungovat v lokální síti a také v případě, kdy server disponuje
veřejnou IP adresou a my známe port, na kterém naslouchá.
4.5.1 Komunikace aplikací za NATem
V síti Internet je častým jevem využití techniky zvané NAT. Ve stručnosti jde o to, že
za jedním uzlem v síti (nejčastěji směrovačem) může být „schovánoÿ více počítačů,
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(a) Přímé spojení klient – server (b) Spojení přes proxy server
Obr. 4.1: Možnosti fungování
ale navenek veškerá komunikace pochází z jedné IP adresy. Rozlišení jednotlivých
koncových uzlů se pak děje podle portu, který směrovač dané komunikaci přiřa-
zuje. Odchozí spojení není NATem nijak omezeno, avšak většina NAT směrovačů je
nakonfigurována tak, že nové příchozí spojení nepovolí.
Řešení, která zajistí správnou funkci aplikací i v případě přítomnosti NATu,
je více. Tím jednodušším z nich je úprava nastavení směrovače tak, aby veškerou
komunikaci směřující na zvolený port posílal na vybraný počítač v lokální síti za
směrovačem. Tato technika bývá označována jako přesměrování portů (anglicky port
forwarding). V praxi by to mohlo vypadat následovně:
V lokální síti za NATem je počítač s IP adresou 192.168.15.100 a na něm běží
aplikace typu server naslouchající na portu 5900. NAT směrovač má veřejnou IP ad-
resu 83.240.12.12. Směrovač nakonfigurujeme tak, aby komunikaci směřující na port
12200 přeposílal na IP adresu 192.168.15.100 a port 5900. Budeme-li se chtít připojit
k serveru uvnitř lokální sítě, je nutné navázat spojení na IP adresu 83.240.12.12 a
port 12200 (viz obr. 4.2). O vše ostatní se již postará NAT směrovač.
Obr. 4.2: Příklad přesměrování portů
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Výše popsané řešení bylo použito v rámci této práce pro zajištění komunikace
aplikací za NATem. Složitější řešení využívá mezilehlého uzlu (viz obr. 4.1(b)), který
bude udržovat spojení s počítačem za NATem a ke kterému se pak budou připojovat
klienti, kteří chtějí s tímto počítačem komunikovat. Mezilehlý uzel pak pouze přepo-
sílá komunikaci mezi koncovými uzly. Tento uzel bývá často označován jako proxy
server. Podrobný popis funkce proxy serveru i s popisem nutných změn v protokolu
RFB je možné nalézt v části 4.9.




U většiny protokolů, které fungují na bázi klient – server, má jednodušší roli klient.
Nejinak je tomu u protokolu RFB a proto bylo rozhodnuto nejprve implementovat
klienta a otestovat jej s některým již existujícím serverem a teprve potom se věnovat
implementaci serveru.
V následujícím textu je popsán návrh obou aplikací, podle kterého byla ná-
sledně provedena i samotná implementace. Zvýšená pozornost bude věnována těm
částem, které jsou stěžejní pro správné fungování aplikací. Méně důležité části bu-
dou popsány jen stručně. Podrobnou představu o fungování je možné získat studiem
zdrojových kódů, které jsou dostupné na přiloženém CD. Zdrojové kódy jsou z části
opatřeny komentáři, které jsou záměrně psány v anglickém jazyce a to proto, že
se uvažuje o dalším využití obou aplikací a je možné, že se na jejím vývoji budou
v budoucnu podílet i lidé ze zahraničí. Ověření funkčnosti se pak věnuje kapitola 5.
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4.6 Klient
Jak již bylo zmíněno, klient je aplikace, která běží na počítači, ze kterého se uživatel
připojuje ke vzdálenému počítači (serveru). Je to tedy ta část výsledného řešení,
se kterou uživatel přijde nejčastěji do styku. Její ovládání by mělo být tedy co
nejpřehlednější a nejjednodušší, ale zároveň by mělo uživateli nabídnout veškeré
možnosti nastavení.
Klientská část aplikace byla vytvořena s využitím Eclipse Rich Client Platform
(RCP) [4]. RCP je open source platforma pro tvorbu vizuálně bohatých a zejména
snadno rozšiřitelných aplikací v jazyce Java. Pro rychlé seznámení s RCP byl využit
článek Larse Vogela [21], dalším kvalitním zdrojem popisujícím RCP je [10], velmi
podrobně se problematikou RCP zabývá [1].
RCP na příklad umožňuje velmi jednoduše vytvářet nabídky a přidávat do nich
položky a to bez nutnosti měnit stávající kód. S novou nabídkou se pouze vy-
tvoří nový příkaz, který je obsluhován nově vytvořenou třídou (tzv. DefaultHandler).
V obslužné třídě je nutné doplnit, co se má vykonat v případě, že byl tento příkaz
zavolán. Dalším kladem je zabudovaná obsluha výjimek a také možnost vytvářet
zkompilované verze aplikace pro různé platformy (Windows, Linux, Solaris, Mac
OS). Tím samozřejmě výčet kladů vývoje s pomocí RCP nekončí, ale vzhledem
k rozsáhlosti této platformy nebude RCP věnována větší pozornost, další informace
je možné nalézt v literatuře uvedené výše. Nevýhodou vývoje na této platformě je její
rozsáhlost a složitost. Úkony, které by byly bez použití RCP poměrně jednoduché,
jsou mnohdy velice složité a časově náročnější než bez použití RCP.
Přehledně popsat, jak celá aplikace funguje, je možné na příklad pomocí dia-
gramů užití, kterým je věnována následující část.
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4.6.1 Diagramy užití
Na obrázku 4.3 je zobrazen tzv. vrchní pohled. Vidíme zde možnosti, které se uži-
vateli nabízí ihned po spuštění aplikace.
Obr. 4.3: Vrchní pohled
Kromě možnosti ukončení aplikace může uživatel vytvořit nové připojení, načíst
připojení ze souboru případně uložit vytvořená připojení do souboru.
Po vytvoření nového připojení se toto objeví v seznamu vytvořených připojení.
V okně se seznamem připojení je aktivní kontextová nabídka, která umožňuje při-
pojit se k serveru, který je reprezentován údaji daného připojení, upravit vytvořené
nastavení případně je smazat (viz obr. B.1).
Vytvořená připojení je možné uložit do XML (eXtensible Markup Language)
souboru, případně je možné vytvořit nová připojení načtením dat z XML souboru.
Po načtení se tato spojení opět objeví v seznamu připojení a je možné s nimi provádět
stejné akce jako s ručně vytvořeným připojením. Práci s nabídkou Soubor ukazuje
obrázek B.2. Struktura XML souboru s připojeními je blíže popsána v části Vstupně
výstupní operace.
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Pro vytvoření nového spojení pomocí dialogu přímo v aplikaci byl vytvořen
zvláštní případ užití, který je popsán obrázkem 4.4. Okno pro zadání údajů pro
nové připojení ukazuje obrázek B.3.
Obr. 4.4: Nové připojení
Šipka s textem include vyjadřuje skutečnost, že jedna akce v sobě zahrnuje další
akci. Pokud chceme provést nastavení parametrů spojení, znamená to, že budeme
muset nastavit kódování, počet barev atd.
Obrázek 4.5 zachycuje možnosti uživatele za běhu aplikace. Uživatel může změnit
nastavení právě probíhající komunikace, pozastavit (a následně spustit) obraz a
ukončit spojení.
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Obr. 4.5: Běh aplikace
4.6.2 Objektový návrh
Během tvorby objektového návrhu bylo částečně vycházeno z implementace aplikace
Java viewer, která je dostupná pod licencí GPL na [12] a dále z projektu jvnc
dostupného na [20], který je také uvolněn pod licencí GPL. Během vývoje bylo
zjištěno, že ač jsou obě aplikace plně funkční, je zvolená implementace ne příliš
vhodná a většina zdrojových kódů musela být přepsána (resp. byla vytvořena nová
implementace).
Dále budou stručně popsány jednotlivé části aplikace. Jazyk Java podporuje (a
doporučuje) dělení jednotlivých tříd do tzv. balíků. Každý balík obsahuje třídy, které
spolu logicky souvisí. Tohoto dělení bude využito i v dalším textu.
RFB
Diagram tříd balíku rfb je na obrázku A.1. Zcela zásadní je třída RFBClient. Ta
je potomkem třídy Thread (vlákno) a umožňuje běh v odděleném vlákně. To je
výhodné, neboť úkolem této třídy je pravidelně číst data ze socketu, zpracovávat je
a případně je předávat vyšším vrstvám aplikace v závislosti na stavu, ve kterém se
spojení právě nachází. Stav spojení je popsán pojmenovanými konstantami, které
jsou uloženy ve třídě RFBState.
Pro čtení a posílání dat přes síť byla vytvořena třída RFBClientSocket, která
obsahuje metodu pro posílání objektů typu RFBMessage a pro příjem různých typů
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zpráv protokolu RFB. Jednotlivým zprávám se podrobněji věnuje část 4.8 a také
kapitola 3 věnována protokolu RFB.
S ostatními třídami v aplikaci komunikuje třída RFBClient pomocí událostí (an-
glicky events), jejichž diagram tříd je zachycen na obrázku A.2. Pro tento účel
bylo vytvořeno rozhraní RFBListener obsahující metody pro zpracování jednotli-
vých událostí. Tyto metody jsou vidět na následujícím výpise.
public void processServerInit(ServerInitEvent event)
public void processFrameBufferUpdate(FrameBufferUpdateEvent event)
public void processSetColorMapEntries(SetColorMapEntriesEvent event)
public void processBell(BellEvent event)
public void processServerCutText(ServerCutTextEvent event)
public void processConnectionClosed(ConnectionClosedEvent event)
public void processError(ErrorEvent event)
Jakákoli třída, která si přeje být informována pomocí těchto událostí musí imple-
mentovat rozhraní RFBListener a zaregistrovat se pomocí metody
public void addListener(RFBListener listener)
definované ve třídě RFBClient. Klient pak při výskytu některé z události prochází
seznam zaregistrovaných tříd a každé z nich ji předá.
Kromě výše uvedených tříd obsahuje rozhraní RFBListener ještě metodu
public String getPassword().
Ta slouží pro získání hesla od uživatele v případě, že jej server vyžaduje.
Součástí balíku rfb je ještě třída RFBInputListener, která bude podrobněji
popsána v části týkající se grafického uživatelského rozhraní.
Dekodéry
Dekódování snímku plochy z příchozích paketů obstarávají třídy, jejichž diagram
tříd je uveden na obrázku A.3. Je využito společného předka (třídy Decoder), který
je definován jako abstraktní třída. To zajistí, že všichni potomci budou muset im-
plementovat následující metody:
public Rectangle readRecatngle(InputStream in, Rectangle rectHeader)
throws EndOfStreamException, IOException, ParseException
public Image decode(Rectangle rectangle, Image frame)
První z nich slouží pro přečtení obdélníku dat (Rectangle) ze vstupního proudu
socketu. Během čtení může dojít k různým chybám a proto tato metoda vyhazuje
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výjimky EndOfStreamException, IOException a ParseException. Druhá ze zmí-
něných metod provádí dekódování obrazu z dat obdélníku případně dekódovaný ob-
raz rovnou zobrazí v příslušném místě plochy. Výsledkem tohoto návrhu je, že i přes
rozdílný formát dat obdélníků pro různá kódování, je možné s každým potomkem
třídy Decoder pracovat jednotně.
Protokol RFB definuje celou řadu algoritmů pro kódování snímků plochy. V této
práci byly implementovány pouze tyto:
• RAW kódování,
• CopyRect kódování,
• RRE kódování a
• Hextile kódování.
Každé kódování má vlastní dekodér, který dědí z třídy Decoder. Vytvoření správ-
ného dekodéru v závislosti na zvoleném kódování je úkolem třídy DecoderFactory.
Ta byla vytvořena podle návrhového vzoru jedináček (singleton), což znamená,
že za běhu bude existovat pouze jediná instance tohoto objektu. Pokud je třída
DecoderFactory požádána o vytvoření nového dekodéru, nejprve si zkontroluje, zda
již tento dekodér nebyl vytvořen. Pokud ano vrátí odkaz na již vytvořený dekodér.
Pokud ne vytvoří nový dekodér a odkaz na něj si uloží. Tím je zajištěno, že pro
každé kódování bude v průběhu činnosti aplikace vytvořen nejvýše jeden dekodér,
který může být použit opakovaně.
Jednotlivá kódování jsou blíže popsána v kapitole 3.
Model
Při vývoji aplikace s využitím RCP se často přistupuje k tomu, že pro jednu aplikaci
jsou vytvořeny dva projekty. Jeden slouží jako tzv. model a druhý jako tzv. pohled
(anglicky view, někdy též presenter). Model reprezentuje logiku aplikace: tedy jaké
akce je možné s daty vykonávat, jaká data jsou přístupná a definuje rozhraní pro
získání uložených dat. Pohled využívá rozhraní pro získání dat modelu a následně
tato data zobrazuje uživateli.
V této práci byla zachována myšlenka oddělení modelu od pohledu, ale model
se nenachází ve zvláštním projektu nýbrž v odděleném balíku. Diagram tříd ba-
líku model ukazuje obrázek A.4. Jedná se o model velmi jednoduchý. Seznam (lépe
řečeno množinu, protože data jsou uložena v objektu typu HashSet) vytvořených
spojení uchovává třída ConnectionModel. Každé spojení je reprezentováno třídou
Connection. Ke každému spojení jsou přidruženy parametry tohoto spojení, které
jsou zastoupeny třídou ConnectionParameters.
38
Grafické uživatelské rozhraní
Vzhled aplikace je velkou měrou ovlivněn faktem, že pro vývoj aplikace bylo využito
RCP. Odtud tedy plyne výrazná podobnost některých částí aplikace s vývojovým
prostředím Eclipse, které je rovněž vytvořeno s využitím RCP. Diagram tříd přímo
nesouvisejících s RCP je vidět na obrázku A.5.
Třída RFBProcessor implementuje dříve popsané rozhraní RFBListener a je stě-
žejní pro chod aplikace. Jejím úkolem je zobrazení okna se vzdálenou plochou (třída
DesktopWindow) a zpracování RFB událostí. Hlavním prvkem okna se vzdálenou
plochou je komponenta DesktopCanvas, která zajišťuje zobrazení snímků vzdálené
plochy. Pokud si uživatel přeje také vzdálený počítač ovládat je nutné v komponentě
DesktopCanvas zaregistrovat tzv. listenery událostí. Jedná se o tato rozhraní:
• MouseListener – je upozorněn při stisku tlačítka myši,
• MouseMotionListener – je upozorněn při pohybu myši,
• KeyListener – je upozorněn při stisku klávesy.
Všechna tato rozhraní implementuje třída s názvem RFBInputListener a stačí
tedy vytvořit instanci této třídy a tu zaregistrovat postupně jako MouseListener,
MouseMotionListener a KeyListener. Třída RFBInputListener poté zpracovává
tyto události a odesílá je serveru.
Vstupně výstupní operace
Práci se soubory mají na starosti třídy ConnectionParser a ConnectionWriter.
ConnectionParser slouží pro načítání údajů o spojení z XML souboru naopak
ConnectionWriter má na starosti ukládání údajů o spojení do XML souboru. Pro
parsování XML souborů je využito SAX XML parseru, který je součástí standardní
edice jazyka Java (Java SE).
Informace o hodnotách jednotlivých údajů se ukládají v následující podobě:














Za zmínku stojí značka viewonly, jejíž hodnota udává, zda má být vzdálený po-
čítač pouze sledován (hodnota true) případně i ovládán (hodnota false). Značka




Server je část aplikace, která běží na počítači, ke kterému se chceme připojit pro-
střednictvím klienta. Role serveru je tedy víceméně pasivní: pouze naslouchá na
daném portu a čeká na příchozí spojení. Server nemusí disponovat téměř žádným
grafickým rozhraním (s výjimkou formuláře pro nastavení chování serveru, který
bude blíže popsán dále). Ovšem to, že server má pouze pasivní roli, rozhodně ne-
znamená, že by jeho úloha byla nějak jednoduchá. Je tomu právě naopak. Server
musí být schopen souběžně obsluhovat více klientů a proto je nutné při návrhu
věnovat zvýšenou pozornost práci s vlákny a zejména jejich synchronizaci.
4.7.1 Diagramy užití
Stejně jako v případě klienta i zde bude uveden nejprve tzv. vrchní pohled (viz
obr. 4.6). Po spuštění grafického rozhraní serveru (obr. B.4) je možné provést změnu
nastavení serveru (obr. B.5), zahájit naslouchání a samozřejmě ukončit aplikaci. Po
zahájení naslouchání aplikace dál poběží na pozadí a o její aktivitě je uživatel in-
formován pomocí ikony v notifikační oblasti (obr. B.6).
Obr. 4.6: Vrchní pohled
Obrázek 4.7 zobrazuje jednotlivé případy užití za běhu serveru. Aktérem v tomto
případě může být jak uživatel, tak server. Uživatel si může nechat zobrazit (případně
změnit a uložit) nastavení serveru, odpojit všechny aktuálně připojené klienty a
ukončit aplikaci. Server pouze zpracovává příchozí spojení.
Diagram užití na obrázku 4.8 popisuje, jaké akce je nutné provést při ukončování
serveru. Jedná se o odpojení všech připojených klientů, ukončení naslouchání (tedy
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uzavření socketu) a uvolnění systémových prostředků. O posledně uvedenou činnost
se postará sám jazyk Java prostřednictvím tzv. sběrače neplatných objektů (anglicky
garbage collector).
Obr. 4.8: Ukončení aplikace
Pro zpracování nového spojení serverem byl vytvořen samostatný případ užití, který
je na obrázku 4.9. Šipky s popiskem depends vyjadřují závislost. V tomto případě
závisí provádění jednotlivých akcí při připojování nového klienta na aktuálním stavu
serveru. V závislosti na stavu může server také příchozí spojení odmítnout. To na-
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stane v případě, že k serveru je připojen klient, který požádal o výlučný přístup
k serveru.
Obr. 4.9: Zpracování nového spojení
4.7.2 Objektový návrh
Podobně jako při popis návrhu klientské části aplikace bude i zde popsán celý návrh
po jednotlivých balících.
RFB
Balík rfb je i v případě serveru jednou z nejdůležitějších částí celé aplikace. Jeho
diagram tříd je zachycen na obrázku A.7. Podobně jako v případě klienta i u ser-
veru najdeme třídu RFBClient reprezentující jednotlivé připojené klienty a třídu
RFBClientSocket pro posílání a čtení zpráv protokolu RFB. Třída RFBClient je
opět potomkem třídy Thread, takže umožňuje běh v samostatném vlákně. Stejně
tak třída RFBServer dědí z třídy Thread. Úkolem vlákna RFBServer je přijímat
nová spojení a pro každé vytvořit nové klientské vlákno.
Každé klientské vlákno si uloží odkaz na vlákno serveru a v případě potřeby jej
může požádat o zpracování svých žádostí. Jedná se zejména o žádost o aktualizaci
snímku plochy, o žádost o zpracování událostí kurzoru a také o informace o nastavení
(heslo, velikost obrazovky apod.). Zpracování prvních dvou žádostí bude podrobně
popsáno v další části.
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Práce s obrazovkou
O zpracování žádostí o aktualizaci snímku plochy a o zpracování události kur-
zoru se starají třídy umístěné v balíku screen, jejichž diagram tříd je zobrazen
na obrázku A.8. Zde se naplno projeví náročnost práce serveru, která byla zmíněna
v úvodu této části textu.
Žádosti o aktualizaci snímku plochy jsou dvojího druhu:
• plná aktualizace, kdy se posílá celý snímek plochy a
• inkrementální aktualizace, kdy se posílá pouze změněná část plochy.
První zmiňovaná aktualizace obecně nečiní žádné problémy. V jazyce Java umožňuje
získat snímek plochy třída Robot, která byla zapouzdřena do třídy ScreenManager.
Ta umožňuje jak získávat snímek plochy, tak ovládat myš. Problémem je inkremen-
tální aktualizace. Pro účely výpočtu této aktualizace je nutné si v paměti uchovávat
předešlý snímek plochy a ten porovnat s novým snímkem a nalézt změněné části.
Algoritmus pro hledání rozdílů funguje tak, že prochází snímky po oblastech velkých
32x32 pixelů (velikost oblastí lze nastavit ve zdrojovém kódu) a porovnává odpo-
vídající si oblasti. Pokud nalezne rozdíl, uloží si informace o tom, kde v ploše se
změna nachází. Takto projde celou plochu a následně ještě spojí sousedící oblasti do
jedné větší. Popsaný algoritmus je sice jednoduchý na naprogramování, ale je časově
a výpočetně náročný (pro plochu 1280 x 1024 pixelů trvá hledání rozdílů cca 800 ms
a vytížení procesoru dosahuje při výpočtu 100%). Z toho důvodu je nemyslitelné,
aby tento výpočet probíhal pro každého klienta zvlášť. Proto bylo vytvořeno zvláštní
vlákno (ChangeFinderThread), které si uchovává seznam klientů čekajících na aktu-
alizaci (do tohoto seznamu jsou klienti zařazováni serverem). Pokud seznam obsahuje
alespoň jeden prvek, probíhá výpočet inkrementální aktualizace. V průběhu výpo-
čtu mohou přicházet další žádosti o aktualizaci a klienti jsou pouze zařazování do
seznamu čekajících klientů. Jakmile je dokončen výpočet inkrementální aktualizace,
je tato poslána všem čekajícím klientům a seznam klientů je vyprázdněn. Jakmile
je do seznamu vložen další klient, výpočet je spuštěn znovu.
Zpracování událostí myši je nepoměrně jednodušší. Ze zprávy typu PointerEvent
se zjistí pozice kurzoru a která tlačítka myši jsou stisknuta (pomocí tzv. tlačítkové
masky) a je proveden posun myši a stisk případně uvolnění tlačítek. To je jedním
z úkolů třídy ScreenManager.
Kódování
Pro balík encoding byl použit návrhový vzor továrna stejně jako v případě klienta.
Diagram tříd tohoto balíku je zachycen na Obrázku A.9. Na rozdíl od klienta server
podporuje pouze RAW kódování.
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I server disponuje jednoduchým uživatelským rozhraním, jehož diagram tříd je na
obrázku A.6. Nastavení serveru se ukládá do objektu typu ServerOptions, který
je možno považovat za velice jednoduchého zástupce modelu z návrhového vzoru
popsaného v klientské části aplikace.
Za zmínku stojí třída MainWindow, která je vstupním bodem pro spuštění apli-
kace (obsahuje metodu main) a také umožňuje minimalizaci aplikace do notifikační
oblasti (anglicky system tray).
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4.8 Společné části klienta a serveru
Kromě tříd, které jsou jedinečné buď pro klienta nebo pro server, existují i třídy, které
jsou společné oběma aplikacím. Jedná se zejména o zprávy, které jsou během relace
vyměňovány mezi klientem a serverem a dále o některé pomocné třídy. Mezi pomocné
třídy patří třída VNCAuthenticator, která se využívá při autentizaci klienta. Tato
třída využívá služeb třídy DesCipher implementující známou šifru DES.
Diagram tříd reprezentující zprávy by se dal zakreslit do jediného obrázku. Avšak
z důvodu přehlednosti byl jeden obrázek rozdělen do tří (jsou to A.10, A.11 a A.12).
V každém dílčím obrázku jsou pak uvedeny zprávy, které spolu logicky souvisejí.
Třída RFBMessage je v každém obrázku stále ta stejná, nejedná se tedy o tři různé
třídy se stejným názvem.
Všechny zprávy dědí z abstraktní třídy RFBMessage, což zaručuje, že každá třída
bude implementovat následující metody:
public byte[] generate() throws ParseException
public boolean parse() throws ParseException.
Metoda generate vrací pole bajtů určených pro zápis do výstupního proudu soketu
a metoda parse slouží k zapsání jednotlivých informací z pole bajtů do členských
proměnných dané třídy.
Společnými metodami jsou ještě metody
public void setBytes(byte[] bytes)
public byte[] getBytes()
public int getType()
public void setType(int type)
Je vhodné poznamenat, že typ zprávy není definován pro každou zprávu a proto
tyto metody není možné použít pro všechny zprávy.




Na rozdíl od předchozích kapitol, kde byl návrh klienta a serveru popsán za pomoci
diagramů jazyka UML, bude při popisu návrhu proxy serveru kladen důraz na obecný
popis fungování.
V kapitole 4.5 již bylo zmíněno, že úkolem proxy serveru je zajištění fungování
vytvořených aplikací i v případě, že se jeden nebo oba koncové uzly nacházejí za
NATem. Tuto situaci zachycuje obrázek 4.10.
Obr. 4.10: Aplikace za NATem
Proxy server musí plnit následující úlohy:
• ukládat, aktualizovat a zpřístupňovat informace o dosažitelnosti jednotlivých
koncových uzlů,
• udržovat spojení s koncovými uzly za NATem pomocí keep alive zpráv,
• přeposílat komunikaci mezi koncovými uzly.
V následujícím textu bude popsáno, jak je možné jednotlivé úlohy řešit. Jde o návrh
vlastního řešení, který počítá s vytvořením nových zpráv protokolu RFB. Vzhledem
k tomu, že po provedení navrhovaných změn již nebude komunikace probíhat podle
specifikace protokolu RFB, je nutné nějakým způsobem dát najevo, že klient či server
podporují upravenou verzi protokolu RFB. Vhodný způsob jak toho dosáhnout, je
změnit verzi protokolu v inicializační zprávě ProtocolVersion.
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Stejného výsledku by bylo možno dosáhnout s využitím některého existujícího
řešení pro obejití NATu. Za všechny zmiňme protokol STUN (Session Traversal Utit-
lities for NAT) případně jeho rozšíření nesoucí název ICE (Interactive Connectivity
Establishment). Je ovšem nutné podotknout, že zmíněná řešení nefungují sama od
sebe, ale je nutné provést příslušné změny v komunikaci (zjištění adresy a portu
přiděleného NATem apod.), ale tyto změny nikterak neovlivní fungování protokolu
RFB.
4.9.1 Udržování databáze dosažitelnosti
Jak již bylo uvedeno v kapitole 4.5, NAT omezuje (většinou) pouze příchozí spojení a
odchozí spojení není NATem nijak ovlivněno (tedy kromě nutného přepisu IP adresy
a portů v hlavičce IP datagramu resp. TCP segmentu). Tohoto faktu využívá většina
řešení pro obejití NATu a bude jej využito i zde.
Pro správnou funkci celého systému je nutné splnit následující podmínky:
• proxy server musí disponovat veřejnou IP adresou a musí naslouchat na předem
známém portu,
• komunikaci musí zahájit uzel za NATem.
Jedno z možných řešení je definovat novou inicializační zprávu protokolu RFB ob-
sahující jednoznačný identifikátor serveru a čas, jak dlouho má být toto spojení
považováno za platné (viz tabulka 4.1). Tuto zprávu odešle server proxy serveru.
Ten ji přijme a do databáze dosažitelnosti si uloží identifikátor serveru a informaci
o tom z jaké IP adresy a portu zpráva přišla.






délka identifikátoru ASCII řetězec s identifikátorem
Klient, který bude chtít zahájit komunikaci se serverem, musí znát jeho identifi-
kátor. I v tomto případě by bylo vhodné definovat novou zprávu protokolu RFB.
Tato zpráva by obsahovala pouze identifikátor serveru, se kterým má být navázáno
spojení. Podle identifikátoru proxy server zjistí ze své databáze IP adresu a port,
kam má posílat zprávy od klienta (viz 4.9.3).
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Pokud si server nepřeje být nadále dostupný přes proxy server, musí provést od-
hlášení. Pro odhlášení lze využít stejné inicializační zprávy, jaké bylo použito pro
vytvoření spojení s proxy serverem s tím rozdílem, že doba platnosti bude nasta-
vena na nulu. Po přijetí této zprávy proxy server vymaže příslušný záznam ze své
databáze.
V případě že klient požaduje spojení se serverem, pro který neexistuje záznam
v databázi dosažitelnosti, proxy server o tom musí informovat klienta. Nejjednodušší
způsob, jak toho dosáhnout, je uzavřít s klientem spojení.
Vhodným kandidátem na adresní schéma (identifikátor serveru) je URI (Uni-
form Resource Identifier). Jedná se o sekvenci znaků, která unikátním způsobem
identifikuje fyzickou nebo logickou entitu. URI má většinou následující tvar:
resource@domain.tld,
kde resource specifikuje konkrétní zdroj, domain odkazuje na doménu druhého řádu
a tld je generická nebo národní doména prvního řádu.
Výše popsaný způsob vytváření a udržování databáze dostupnosti je velice po-
dobný registračnímu procesu, který se používá v protokolu SIP (Session Initiation
Protocol). V terminologii protokolu SIP se entita udržující databázi dostupnosti
nazývá registrar server a inicializační zpráva se označuje jako REGISTER zpráva.
4.9.2 Udržování spojení
Přiřazení IP adresa–port, které vytváří NAT je vždy časově omezené. Pokud toto
spojení není delší dobu využíváno, NAT vytvořené přiřazení zruší a zprávy směřující
na danou IP adresu a port budou zahazovány. Proto je nutné udržovat spojení skrz
NAT aktivní. Využívá se k tomu tzv. keep alive zpráv. Jedná se o krátké zprávy,
které uzel za NATem v pravidelných intervalech posílá proxy serveru. NAT považuje
toto spojení stále za aktivní a proto jej neuzavře.
Jako keep alive zprávu můžeme využít jakoukoli zprávu protokolu RFB nebo by
bylo možné definovat zprávu novou. Pokud opět vezmeme v potaz analogii s protoko-
lem SIP, lze využít dříve popsanou inicializační zprávu. V případě zde popisovaného
řešení by server za NATem pravidelně (např. každých 30 vteřin) posílal inicializační
zprávu s vhodně nastavenou dobou platnosti zprávy.
4.9.3 Přeposílání komunikace
Vzhledem k tomu, že klient nezná adresu serveru za NATem, nemůže komunikovat
se serverem přímo, ale musí využít proxy server, který slouží jako prostředník. Pří-
klad komunikace ukazuje Obrázek 4.11: proxy server obdrží zprávu od klienta (1),
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Obr. 4.11: Podrobně ke komunikaci aplikací za NATem
přepošle ji serveru (2), vyčká na jeho odpověď (3) a tu pak zašle klientovi (4). Proxy
server má v této komunikaci dvě role: vůči klientovi vystupuje jako server a vůči
serveru vystupuje jako klient.
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5 OVĚŘENÍ FUNKČNOSTI
Je samozřejmostí, že po dokončení vývoje obou aplikací je nutné ověřit, že obě
správně fungují. Nejjednodušší test, který může být proveden, je spuštění serveru a
připojení se k němu pomocí klienta. Pokud uvidíme snímek plochy, který se bude
měnit v závislosti na změnách plochy počítače, kde běží server, můžeme předpoklá-
dat, že aplikace fungují správně1.
5.1 Testování na platformě Windows
Vývoj aplikací probíhal na platformě Windows (konkrétně Windows XP se service
packem 3) a na této platformě bylo prováděno i testování v průběhu vývoje. Není
tedy překvapením, že na Windows XP fungují obě aplikace bez problémů. Kromě
správné funkce spojení a překreslování resp. posílání snímků plochy funguje správně
také zobrazování všech dialogů a aktualizace seznamu vytvořených spojení. Po do-
končení vývoje byl proveden výše popsaný test i na Windows Vista Home Basic a
jeho výsledky jsou shrnuty v následujících částech textu.
5.1.1 Klient
Fungování klientské aplikace je bez chyb i na Windows Vista. Správně se zobra-
zují všechny dialogy, seznam vytvořených spojení se správně aktualizuje a správně
funguje i překreslování snímků plochy.
5.1.2 Server
Po delší době, kdy je připojen klient, server přestane posílat inkrementální aktuali-
zace, ale příjem zpráv typu PointerEvent funguje a server na ně i správně reaguje.
Čas, po kterém přestává server posílat aktualizace, je náhodně dlouhý, v některých
případech k této situaci vůbec nedošlo. Tuto chybu nezpůsobuje žádná výjimka a
nebyl doposud zjištěn důvod, proč k chybě dochází a nemohla tedy být odstraněna.
5.2 Testování na platformě Linux
Jedním z cílů vývoje bylo, aby vytvořené aplikace byly přenositelné mezi různými
platformami. Byl proto proveden test na platformě Linux (konkrétně se jednalo
1V případě, kdy jsou obě aplikace spuštěny na jednom počítači, dochází k nesprávnému pře-
kreslování snímku plochy. Není to chyba vytvořené aplikace, stejným způsobem se chovají i ostatní
VNC aplikace (např. RealVNC).
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o tzv. Live CD distribuce SLAX [16], do které byl přidán modul pro Java Run-
time Environment). Vzhledem k tomu, že platforma Linux nebyla primární cílovou
platformou, byl proveden pouze orientační test funkčnosti. Nastalé problémy jsou
popsány v následujících částech. Je možné, že při využití jiné distribuce nebo při
testu na běžné instalaci operačního systému Linux, by k těmto problémům nedošlo,
proto nebylo vynakládáno úsilí k jejich opravě. Provedený test dokazuje, že aplikace
jsou přenositelné, ale k dosažení správné funkce by bylo nutné provést určité změny
v kódu.
5.2.1 Klient
Spuštění klienta proběhlo bez problémů. Nastal zde ale problém s aktualizací se-
znamu spojení, kdy se nově vytvořené spojení nezobrazilo v seznamu. Zobrazování
a funkce všech ostatních prvků GUI již probíhalo správně. I spojení se serverem (bě-
žícím na Windows) proběhlo v pořádku. Ale po delší době činnosti (a po změnách
v parametrech spojení) došlo k odpojení klienta.
5.2.2 Server
Spuštění serveru proběhlo taktéž bez problémů. Po určitém čase však došlo ke stejné
situaci, která byla popsána v případě Windows Vista. Zde však byla v části vypočí-
távající inkrementální snímek zachycena výjimka typu NoSuchElementException.
To znamená, že při prohledávání seznamu změněných oblastí se program pokouší
přistoupit k neexistujícímu prvku. Výpočet inkrementálního snímku probíhá v samo-
statném vlákně a je pravděpodobné, že tato chyba má co do činění s mezi vláknovou
komunikací nebo jejich synchronizací.
5.3 Jednotkové testy
Jednou z možností, jak ověřit správnou funkci aplikace, je vytvoření jednotkových
testů (anglicky unit tests). Jednotkový test je speciální kód v jazyce Java, jehož
úkolem je ověřit, že jednotlivé metody dané třídy se chovají, jak mají (že vrací
správné výstupní hodnoty jako odezvu na určité vstupní parametry, že objekt přejde
do správného stavu po provedení určité metody atd.). Jednotkové testy se vytváří
pro každou třídu zvlášť a měly by ověřovat ideálně každou metodu. Z uvedeného
plyne, že vytvoření jednotkových testů pro rozsáhlou aplikaci je časově náročné, ale
pokud jsou testy kvalitní, můžeme si být jisti, že otestovaná část kódu pracuje a
bude pracovat správně pro jakékoli vstupní parametry.
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V této práci byly vytvořeny testy pro všechny zprávy posílané mezi klientem
a serverem a dále pro některé další třídy společné jak pro klienta tak pro server.
Každá ze zpráv má svůj test, který ověřuje zejména
• správnou funkci metod pro generování zprávy do proudu bajtů a její vytvoření
(parsování) z proudu bajtů,
• správnost vracených hodnot,
• délku zprávy tak, aby odpovídala specifikaci protokolu RFB.
Pro třídy v jednotlivých aplikacích většinou nebyly jednotkové testy vytvářeny. V ně-
kterých případech v podstatě není možné danou metodu otestovat, případně by vy-
tvoření testu bylo časově náročnější než vytvoření samotné metody. Z toho důvodu
najdeme jednotkový test pouze pro třídy zapisující/čtoucí do/z souboru.
5.4 Měření náročnosti na zdroje
S ověřením funkčnosti souvisí také alespoň přibližné zhodnocení náročnosti vyvinu-
tých aplikací na systémové a síťové prostředky.
Jak již bylo uvedeno dříve, práce serveru je velice náročná na výpočetní výkon.
Stálé porovnávání snímků plochy, jejich kódování a posílání klientovi vytěžuje pro-
cesor téměř na 100%. Práce klienta spočívá pouze v překreslování snímku plochy,
které přicházejí od serveru a je mnohem méně náročná na výpočetní výkon.
Pro zhodnocení nároků na šířku pásma (a tedy rychlost sítě) byl využit software
Wireshark [24], který umožňuje získat grafy aktuálního datového toku pro jednotlivé
okamžiky měření. Je jasné, že různá kódování budou mít různé nároky na rychlost
linky. Protože vytvořený server podporuje pouze RAW kódování, bylo použito apli-
kace RealVNC server, která podporuje všechna kódování. Jako klient byla použita
vytvořená aplikace. Formát pixelů byl ponechán na výchozí hodnotě serveru (kon-
krétně byl každý pixel vyjádřen pomocí 32 bitů a barevná hloubka byla nastavena
na 24 bitů). Aby bylo možné porovnat naměřené výsledky, byl stanoven následující
testovací scénář:
1. v čase 0 se klient připojí k serveru s využitím RAW kódování (na serveru je
spuštěn webový prohlížeči a načtena domovská stránka),
2. v čase 20s běhu dojde k přepnutí použitého kódování,
3. v čase 30s je okno prohlížeče minimalizováno (změna celé obrazovky),
4. v čase 60s se klient odpojí.
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Měření bylo provedeno na počítači s obrazovkou s rozlišením 1280x800 pixelů. Pro
poslání snímku celé plochy v RAW kódování s výše popsaným formátem pixelů je
nutné poslat
1280 · 800 · 32 b = 32768000 b ∼= 4096000 B = 3,90625 MB. (5.1)
Pro docílení plynulého obrazu by bylo nutné posílat snímek plochy alespoň 15 krát
za vteřinu. Takto rychlá linka nemusí být vždy k dispozici. Proto je možné buď
využít některé z úspornějších kódování nebo je možné reprezentovat jednotlivé pixely
menším počtem bitů. Pokud bychom jeden pixel vyjadřovali pouze pomocí 8 bitů,
museli bychom pro stejnou plochu přenést
1280 · 800 · 8 b = 8192000 b ∼= 1024000 B = 0,976563 MB. (5.2)
Graf porovnávající nároky na šířku pásma pro jednotlivá kódování je na ob-
rázku 5.1. Největší datový tok náleží RAW kódování (zde nedošlo k přepnutí kódo-
vání, ale bylo ponecháno RAW kódování), menší nároky na šířku pásma má RRE
























Obr. 5.1: Porovnání různých typů kódování
Další graf (obr. 5.2) je uveden spíše pro zajímavost. Porovnává datový tok, který
posílá RealVNC server a vytvořený server při použití RAW kódování. Je patrné, že
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vytvořený server posílá data nárazově ve shlucích, zatímco RealVNC server rozpro-






















Obr. 5.2: Porovnání RAW kódování
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6 MOŽNOSTI ROZŠÍŘENÍ
Obě vytvořené aplikace jsou plně funkční a plní správně svoji úlohu. Vždy je však
možné nalézt oblasti, které umožní lepší použitelnost aplikace případně rozšíří mož-
nosti jejího využití. Tato kapitola bude věnována popisu těchto oblastí.
6.1 Snížení výpočetní náročnosti
V části 5.4 bylo zmíněno, že práce serveru je velmi náročná na výpočetní výkon.
Při porovnání náročnosti vytvořeného serveru s jinými VNC aplikacemi je patrné,
že ostatní VNC aplikace vytěžují procesor pouze minimálně. Příčinou je rozdíl v al-
goritmu pro výpočet inkrementálního snímku plochy.
Vytvořit efektivněji pracující algoritmus pro výpočet inkrementálního snímku
plochy je možné buď s využitím mirror driveru (viz 2.4), nebo s využitím Windows
API. V obou případech to ale znamená, že je nutné volat funkce dynamicky linko-
vaných knihoven (DLL), což v případě jazyka Java není jednoduše řešitelná úloha
a nebylo tedy uvažováno o její implementaci v rámci této práce. Pro použitelnost
vytvořené aplikace v praxi je to však nutnost. Přímo jazyk Java nabízí JNI (Java
Native Interface), které umožňuje volat funkce jiných programovacích jazyků. Aby
to ale bylo možné, je nutné provést rozsáhlé úpravy kódu a „zabalitÿ nativní kód
do kódu programovacího jazyka Java. Při práci s JNI je nutné věnovat zvýšenou
pozornost konverzi datových typů mezi jazykem Java a nativním jazykem (většinou
jazykem C nebo C++).
6.2 Podpora dalších kódování
Se snížením výpočetní náročnosti souvisí také snížení náročnosti na šířku pásma. Již
bylo zmíněno, že server podporuje pouze základní RAW kódování, které se vyznačuje
právě tím, že přenáší velké objemy dat pro jednotlivé snímky plochy. Snížit velikost
dat nutných pro reprezentaci snímků je možné buď použitím méně bitů k vyjádření
jednoho pixelu, nebo použitím jiného kódování, případně kombinací obou přístupů.
Z dříve uvedeného (viz 5.4) se zdá být velmi perspektivní Hextile kódování. Ve
specifikaci protokolu RFB jsou definována ještě další kódování. Jedná se o TRLE
(Tiled Run-Length Encoding) a ZRLE (Zlib Run-Length Encoding). Tato dvě kó-
dování jsou doporučována k používání i samotnou specifikací jako kódování s lepší
kompresí. Klient je schopen přijímat data v Hextile kódování a bylo by vhodné do-
plnit server o možnost data v Hextile kódování posílat. Obě aplikace by mohly být
doplněny o TRLE a ZRLE kódování k zajištění menších nároků na šířku pásma.
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6.3 Bezpečnost
Protokol RFB se zabývá bezpečností jen velmi málo. Nabízí jen autentizaci klienta
vůči serveru a to pouze s využitím algoritmu DES. Samotný přenos zpráv je ne-
šifrovaný a není nijak ochráněn ani proti modifikaci přenášených dat. Jistě stojí
za zvážení zabezpečení tohoto protokolu. Jednou z nejjednodušších možností, jak
zajistit bezpečnost protokolu RFB, je jeho tunelování přes SSH (Secure Shell). Vý-
hodou tohoto řešení je, že nevyžaduje žádné úpravy ve stávajícím protokolu. Pokud
bychom chtěli zajistit autentizaci, integritu a důvěrnost přímo na úrovni protokolu
RFB, bylo by nutné přetvořit protokol RFB téměř od základů.
6.4 Přenos zvuku
Dalším možným rozšířením vytvořených aplikací je přidání možnosti posílat ze vzdá-
leného počítače i zvuk. Protokol RFB umožňuje přenášet pouze zvuk oznamující
chybu (tzv. Bell). Vzhledem k tomu, že protokol RFB využívá služeb spolehlivého
protokolu TCP, který není pro přenos multimediálních dat příliš vhodný, bylo by
pro přenos ostatního zvuku nutné využít jiného protokolu. Vhodným kandidátem na
protokol pro přenos zvuku se zdá být RTP (Real-time Transport Protocol). Kromě
vytvoření knihoven pro posílání a příjem zvuku pomocí protokolu RTP by bylo nutné
upravit i protokol RFB. Tato úprava spočívá v rozšíření protokolu o zprávy, pomocí
kterých by server informoval klienta, na kterých portech bude vysílán RTP stream
(tzv. signalizační zprávy). V případě, že by se server nacházel za NATem, by bylo
nutné provést ještě další změny.
6.5 Přenos hlasu
Již v úvodu práce bylo zmíněno, že je možné spojit aplikaci pro sdílení plochy s hla-
sovou komunikací. Nejedná se o revoluční nápad. Produktů, které již nabízejí přenos
hlasu a sdílení plochy, existuje celá řada. Jsou to audio konferenční aplikace, kde
je sdílení plochy jen jedna z funkcionalit. Jako příklady uveďme GoToMeeting [5],
Dimdim [3], WebEx [22] a další. Jedná se o komerční produkty, které nabízejí velmi
kvalitní služby. Je zde vysoce dbáno na bezpečnost, a proto je veškerý přenos šif-
rovaný většinou pomocí TLS (Transport Layer Security). Na webových stránkách
jednotlivých produktů není možné se dozvědět mnoho o tom, jak tyto aplikace fun-
gují.
Docílit podobné funkce by bylo možné s využitím protokolů SIP a RTP. Pomocí
protokolu SIP se vyjednají parametry pro novou relaci (zejména je nutné dohodnout
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se na adresách a portech jednotlivých koncových uzlů), poté je zahájen přenos hlasu
protokolem RTP a zároveň začne přenos snímků plochy pomocí protokolu RFB (na
portech dohodnutých při vytváření spojení). Protokol SIP je sice primárně určen pro
vyjednávání parametrů pro přenos RTP streamů, ale nebyl by problém jej upravit
tak, aby umožnil i přenos informací potřebných pro navázání spojení pomocí pro-
tokolu RFB. Také v tomto případě by bylo nutné provést další změny pro obejití
NATu.
6.6 Spouštění z webového prohlížeče
Produkty jako GoToMeeting popsané v předchozí části umožňují spouštění aplikace
přímo z webového prohlížeče pouhým kliknutím na odkaz. Toho je možné v případě
jazyka Java dosáhnout poměrně jednoduše pomocí služby Java Web Start. Problém
by zde mohlo činit využití RCP, které je známé svými problémy se spouštěním
pomocí Java Web Start. V případě serveru by se jednalo o vytvoření popisného
souboru pro JNLP (Java Network Launching Protocol) a digitální podepsání vy-
tvořeného JAR souboru (Java Archive). O spuštění aplikace se postará právě JNLP
společně s nainstalovaným Java Runtime Environment (JRE).
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7 ZÁVĚR
V této práci byl popsán koncept sdílení plochy, který nabízí možnost zobrazení (pří-
padně ovládání) plochy vzdáleného počítače. Byly uvedeny možnosti využití tohoto
konceptu a byla popsána již existující řešení.
Nejrozsáhlejší část práce popisuje návrh a realizaci vlastního řešení v progra-
movacím jazyce Java. Návrh aplikace je vytvářen v souladu s běžně používanými
postupy pro tvorbu aplikací. Samozřejmostí je rozdělení návrhu a implementace do
etap a využití modelovacího jazyka UML pro popis diagramů. Vytvořené řešení vyu-
žívá protokol RFB, který je v práci podrobně popsán. Tento protokol také umožňuje
ovládání vzdáleného počítače. Do výsledného řešení byla zahrnuta i tato funkciona-
lita i přesto, že to zadání nevyžadovalo. Klientská aplikace umožňuje přenos jak
událostí kurzoru (pozice, stisknutá tlačítka), tak událostí klávesnice (stisk a uvol-
nění klávesy). Server je schopen zpracovávat pouze události myši, ale již neumožňuje
zpracovávání událostí klávesnice.
Kromě vytvoření klienta a serveru – aplikací stěžejních pro fungování – je část
práce věnována i problematice fungování aplikací v případě využití NATu v síti. Je
navržena změna protokolu RFB a popsán mezilehlý uzel, který by umožnil spojení
i v případě, že se server nachází za NATem.
V neposlední řadě je ověřena také funkčnost obou aplikací. Aplikace byly testo-
vány jak na platformě Windows, kde probíhal vývoj, tak na platformě Linux. Vý-
sledky jednotlivých testů je možné nalézt v kapitole 5. Kromě jednoduchého spuštění
a ověření správné funkčnosti, je pozornost věnována i jednotkovým testům, které
slouží pro ověření správné funkce metod jednotlivých tříd.
Práce je zakončena popisem možností rozšíření. Zde je vytvořené řešení porov-
náno s komerčními produkty a je poukázáno na směry, kterými by bylo vhodné se
vydat v případě, že by vyvinutá aplikace chtěla jiným řešením konkurovat.
Volba protokolu RFB se ukázala jako správná, neboť v průběhu vývoje nedošlo
k žádným neřešitelným problémům. Jedná se sice o velice jednoduchý protokol,
který však beze zbytku splňuje všechny na něj kladené nároky. I jazyk Java se
ukázal být – alespoň pro klientskou aplikaci – vhodný. Mezi výhody patří na příklad
možnost spustit tuto aplikaci jak na Windows tak na Linuxu. Vhodnost jazyka Java
pro implementaci serveru je poněkud diskutabilní, ale i zde lze najít určité výhody.
Ať už se jedná opět o přenositelnost aplikace, případně o možnost jejího snadného
spuštění z webového prohlížeče.
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