ABSTRACT
Taxicab is the most common type of on-demand transportation service in the city because its dispatching system offers better services in terms of shorter wait time.
However, the shorter wait time and travel time for multiple passengers and destinations are very considerable. There are recent companies implemented the real-time ridesharing model that expects to reduce the riding cost when passengers are willing to share their rides with the others. This model does not solve the shorter wait time and travel time when there are multiple passengers and destinations. This paper investigates how the ridesharing can be improved by using the genetic algorithm that gives the optimal solution in terms of passengers wait time and routes duration among passengers' start and end locations. The simulator uses the Google digital maps and direction services that allow the simulator to fetch the real-time data based on the current traffic conditions such as accident, peak hours, and weather. The simulation results that are sub-optimal routes are computed using the advanced genetic algorithm and real-time data availability. 
Project Description

Introduction and Problem Statement
Uber is one of the most popular on-demand ridesharing car services in the United States and expanding internationally to at least 45 countries. It dominates the entire transportation network marketplace because many passengers realized the benefits of the service, such as conveniently using their mobile phone application to request the service without the need to carry any cash or provide tips at the end of ride. The Uber services provide an estimate of the cost on-the-fly, allows rating the driver, and having payment transaction via emails. The ridesharing service also provides an Online Dispatch System (ODS) that uses communication technologies and geo-location services, such as Global Positioning System (GPS) and digital maps. When a passenger requests for a ride, the system collects passenger's location and finds matching drivers within that location. ODS simply computes the distance between passengers and drivers, and then it shows the passengers the closest proximity of available drivers on the map. This concept may not be ideal for many cars, passengers and destinations in terms of minimizing the passenger wait time and travel time.
In order to optimize process, the ODS first needs software algorithms and data structures to define various scheduling and dispatching policies, such as First-In-First-
Out (FIFO) known as a queue, Last-In-First-Out (LIFO) also known as a stack,
processor sharing, priority, shortest service first, preemptive shortest service first, and Shortest Remaining Time First (SRTF) that can be used when passengers request a ride and drivers provide the service. Secondly, the ODS needs to define model constraints and objectives. The two types of objectives to be considered are: (1) reducing passenger's wait time and (2) travel time. The "cost" function will be used to optimize the scheduling and dispatching algorithms, which can be very complex and interesting.
Project Goal
The objective of this project is to minimize passengers wait time and travel time using an advanced Genetic Algorithm with Constraints. 
Real-Time Ridesharing Schedule And Dispatch Problem
The first scenario (scenario 1a), a passenger requests a ride, and multiple drivers are nearby. It's not problematic to locate the closest driver to the passenger. Because the ODS detects passenger and drivers' locations, it can measure the distance or travel time from the passenger to every nearby driver using Google direction services. If there are 5 nearby drivers, then OSD performs 5 computations. We can solve this scenario using Brute Force algorithm, and it is guaranteed to find the short duration of available driver. Another scenario (scenario 1b), a passenger requests a ride but multiple drivers are going to different directions. This scenario is more complicated than the previous one because ODS cannot quickly measure the travel time from the passenger to the driver when the driver is moving. For instance, the worst case is that five drivers are delivering 5 passengers to 5 different destinations when a new passenger requests a ride. The task is to predict which driver completes his/her route before heading to pickup the new passenger in the shortest duration. The ODS can solve this case in two steps. First, calculating the travel time from the new passenger to 5 driver's destinations that are 5
computations. Second, calculating the travel time from 5 driver's sources to 5 driver's destinations that are also 5 computations. The total cost for this case is 10 computations.
The Brute Force algorithm can be used for this scenario as well. The second scenario (scenario 2), when multiple passengers are willing to share one car to a destination, they can split the rate. Realistically, passengers share a ride to the airport when the wait time and travel time are important due to the flight's schedule. For instance, 4 passengers are going to the same airport. The ODS locates a driver that is near to 4 passengers. The task is to provide the driver the optimal routes in terms of the passenger wait time and travel time. The ODS has to decide which passenger is pickup first and so on. The first passenger requests a ride is the first one to be picked up may be is not an ideal solution (FCFS). If there are 4 passengers, then the distance or duration of 24 possible routes will be computed. The number of routes gets increased when the car has more capacities. If a van has 7 seats, it can hold 7 passengers. Hence, 5040 possible routes are measured. To solve the problem with 4 passengers, Brute Force algorithms can quickly find the best optimal route of 24 possible routes. To solve this problem with 7 passengers, besides Brute Force algorithm, Nearby Neighbor algorithm (NNA) can be applied. NNA may not give the best optimal route, but its computation is inexpensive as needing only 1 computation, but the data structure is required. This problem can be also solved by Standard Genetic Algorithm. Third, we will use the Amazon Cloud Web Service EC2 to host the system and database. We will also use NoSQL database (MongoDB) to store the directions and analyzed data. Due to number of requests that are allowed by Google Services, the database becomes very useful in terms of improving the smoothness of simulation.
Modeling Ridesharing Schedule And Dispatch Algorithms Design
Brute Force search algorithm for the scenarios 1a, 1b, and 2 performs as follow:
1. Make a list of all possible routes 2. Calculate the duration of each route by adding up the duration of its edges 3. Choose the route with the smallest total duration Nearest Neighbor search algorithm for the scenario 2 performs as follow:
1. Stand on an arbitrary vertex as current vertex.
2. Find out the shortest duration connecting current vertex and an unvisited vertex V.
3. Set current vertex to V.
Mark V as visited.
5. If all the vertices in domain are visited, then terminate.
6. Go to step 2. Genetic algorithm with constraints for scenario 3 performs as follow:
Constraints:
1. Driver must visit all passengers P1, P2, P3, P4 (Pi, 1 <= i <= n), but only once 2. Driver must visit all destinations D1, D2, D3, D4 (Di, 1 <= i <= n), but only once 
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Mutation Operation
Project Implementation
Server Setup with Amazon Cloud Infrastructure EC2
To setup an Amazon Elastic Compute Cloud (EC2), first we need to create Amazon Web Service (AWS) account by following step by step as shown in figure below.
Figure 11: Creating AWS account
After signing into AWS console, we see a lot of services. We will only need EC2 to host our application.
Figure 12: Amazon Web Services
Next, choose EC2 service to begin launching an instance Step 1: Choose Ubuntu Server Step 2: Choose an Instance Type
Because our application requires a lot of computations, we need a high performance instance such as: m3.xlarge (13 ECUs, 4 vCPUs, 2.5 GHz, Intel Xeon E5-2670v2, 15 GiB memory, 2 x 40 GiB Storage Capacity)
Figure 15: EC2 Instance Type
Step 3: Configure Instance Details
We use default configurations and finally launch the instance 
Simulation Implementation a. Randomizing Passengers and Drivers Coordinates
In order to calculate the random coordinates, we will use the geometry and math functions such as sin, cos, asin, atan2 in the snippet code below. For each driver's start coordinate, generating the driver's end coordinate with the direction that driver is heading to. 
Genetic Algorithm Implementation
We attempt to solve a problem with 2 cars, 4 passengers, and 4 destinations First, we randomly generate 5 passenger's genes (P genes), and 5 destination's genes (D genes). Second, we combine P genes with D genes to make 25 genes.
Third, we re-arrange among P genes and D genes. So, they satisfy 3 constraints that we defined in the design section. 
Evaluation
= ∑ 1 ( , ) + ∑ ( , +1 ) 2 =1 =1 Example P1,P3,D1,D3,P2,D2,P4,D4 CAR1 CAR2 P1,P2,P4 P3 C1,P1,D1,P2,D2,P4,D4 C2,P3,D3 CAR1 = d(C1, P1) + d(P1, D1) + d(D1, P2) + d(P2, D2) + d(D2, P4) + d(P4, D4) CAR2 = d(C2, P3) + d(P3, D3) fitness = 1 CAR1 + CAR2
Selection
Select two genes from the population in which the shorter durations have more chances to get selected. For instance:
PARENT 1: 1,2,1,1 PARENT 2: 2,1,1,2
Crossover
Apply One Point Crossover to PARENT 1
Child: 1,2,1,2
Mutation
Because this GA 2 has a small population, do not need to apply mutation. In this experiment, we run 100 GA processes for 2 cars, 5 passengers, and 5 destinations to find the optimal duration in terms of total travel time. The longest duration for this case is 133.55 minutes and the shortest duration is 68.95 minutes. The GA results for 100 processes are ranking from 75 minutes to 97.8 minutes. The average duration is 80 minutes. With Brute Force, it takes 15 minutes to finish the process but GA takes 0.4 second. In the reality, we do not want to wait 15 minutes to get the most optimal routes rather sub-optimal routes with the fast response from the system.
The GA process of Average Wait Time (GA-AWT) takes longer than the GA process of Total Travel Time. The GA-AWT calculates all passengers' wait time, then it computes the average wait time for each routes. It takes approximate 0.478 second to complete each GA process. With 100 GA processes, the longest AWT is 17. 67 minutes, and the shortest AWT is 12.05 minutes. The average of 100 processes of AWT is 14 minutes. When we deal with NP-Hard problem, the runtime of the process is very expensive. Without this advanced GA process, we can quickly find the sub-optimal solution in a very short time. It is guaranteed to get a sub-optimal result that is better than the medium result.
Conclusion
The Brute Force Algorithm takes years to process a complex problem such as 2 cars, 7 passengers and 7 destinations. The online dispatch system is improved when using the Genetic Algorithm for NP-Hard problem. With a small initial population of the dataset, the system can quickly produce a sub-optimal result in less than a second. However, it's not guaranteed to get a global optimal solution rather than a local optimal solution.
The Genetic Algorithm with Constraints is an advanced implementation that proceeds 2 GA processes for each gene from generation to generation using revolutionary concepts. Hence, the ODS can approximately provide sub-optimal solutions in terms of minimizing the passenger wait time and travel time.
Future Work
In order to improve the result of Genetic Algorithm process, first we need to form a better initial population. In theory, better parents should produce better children. This work will take a lot of time to research a heuristic methodology. Second, we need to improve the fitness function by combining the travel time with average wait time.
When we deal with more complex problem such as 5 cars, 20 passengers, and 20 destinations, the small population and less number of generations will not produce optimal results. However, the large population and many generations will require a lot of resources in terms of CPUs and Memories. To improve the performance of GA procedure for this problem, we will need distributed and advanced computers or use parallel computing method to speed up the process.
