Electrical substations are crucial elements of Smart Grids (SGs), where they are mainly responsible for voltage transformations. However, due to the integration of distributed energy resources in the grid, substations now have to provide additional grid management capabilities which in turn require supervision and automation solutions for large low-voltage grids. A recurring challenge in such deployments are siloed systems that are due to noninteroperable communication protocols across substations: although most substations' communication is based on the International Electrotechnical Commission (IEC) 61850 standard, deployed legacy protocols lag behind modern communication technologies in terms of performance, hindering the full transition to lightweight protocols. This paper demonstrates that IEC 61850 can be fully mapped to the Constrained Application Protocol (CoAP) in combination with the Concise Binary Object Representation (CBOR) format while improving system performance compared to existing alternatives [e.g., WS-SOAP and Hypertext Transfer Protocol (HTTP)]. On average, CoAP+CBOR needs 44% and 18% of the message size and 71% and 85% of the time compared to systems based on HTTP and WS-* Web services, respectively-this is especially relevant for resource-constrained devices and networks in electrical grids. In addition, CoAP is based on the REpresentational State Transfer (REST) architectural style, which supports system integration and interoperability through uniform identification and interaction. This approach fosters the standard-compliant integration of legacy platforms with modern substations as well as current IoT systems in neighboring domains, such as building management and infrastructure automation systems.
I. INTRODUCTION
O VER the past few years, more active components [e.g., photovoltaics (PV), residential batteries, and home automation systems] are being added to electric power distribution grids. Some of these components actively generate energy, which leads to a paradigm shift in power grids: from the pure distribution of energy among consumers to the need for active management of the resulting "Smart Grids (SGs)." Traditional centralized distribution does not require extensive control-hence, distribution grids used to be operated passively; however, with the inclusion of such Distributed Energy Resources (DERs), SG control is becoming increasingly complex [1] -consequently, SG operators are more and more pushing for the integration of Supervisory Control and Data Acquisition (SCADA) functionality to enable advanced management of the power grid.
To enable SCADA functionality in the power grid, operators first need to equip distribution substations with the relevant sensors, and connect them to their back-end infrastructure. In order to guarantee the successful retrofitting of the legacy scenarios, the following features must be addressed: 1) low deployment cost; 2) minimal maintenance effort; 3) low latency; and 4) good performance under low bandwidth networks. The solutions must also take account of the limited amount of space within substations-as a consequence, industry is turning toward wireless communication technologies, especially for remote deployments: Wireless Personal-Area Networks (WPANs) are suggested to connect devices within substations; and Low-Power Wide-Area Networks (LPWANs) are expected to link substations to back-end systems, 1 in particular for remote installations [2] . The retrofitting of SGs with Internet of Things (IoT) technology depends on solutions that are, at the same time, standard (i.e., compliant with IEC 61850), interoperable on the application layer [e.g., compatible with REpresentational State Transfer (REST)] and able to operate within constrained settings that feature only limited Quality of Service (QoS). Based on these requirements, after surveying different mappings of the IEC 61850 to different communication protocols, we proposed [3] and evaluated [4] a mapping of the IEC 61850 standard to the Constrained Application Protocol (CoAP).
In this paper, we implement and extend the work carried out so far, changing the resource representation format to the Concise Binary Object Representation (CBOR), completing the full IoT-stack integration with CoAP+CBOR and also adding an extension to CoAP's subscription mechanism presented in [5] . This extension for the subscription mechanism overcomes the issues assessed in [4] , where more advanced features for subscribing were considered necessary. This results in a communication architecture for SGs components that can cope with low QoS while remaining interoperable with back ends, thereby supporting SCADA-like functionality in distribution grids. In this way, the presented system does not only feature a communication mechanism that has been conceived for resource-constrained devices, but also the preferred encoding for constrained environments, thereby making a compelling case for real-world adoption.
The rest of this paper is organized as follows. The following section discusses the related work, especially on IEC 61850 mappings and our enhancements to the CoAP Observe mechanism. Subsequently, we have included a brief primer on the technical background of the different technologies that are relevant in the context of this paper. Next, we discuss the design of our system in Section IV and its implementation in Section V. After the implementation, we present the results from our evaluation in Section VI. Finally, we discuss our results and potential future research directions in Section VII.
II. RELATED WORK
In the following, we describe the state-of-the-art of the currently proposed IEC 61850 mappings and CoAP's observe extensions. There are several studies in the scientific literature that provide a high level analysis of the features using different approaches in SG environments [6] , [7] . However, to the best of our knowledge, there is a lack of studies that focus on analyzing middlewares based on IEC 61850.
A. IEC 61850 Mappings
In [3] and [4] , a review of the existing mappings of the IEC 61850 standard to different application-layer protocols is described. The IEC 61850 standard proposes to use the Manufacturing Message Specification (MMS) as applicationlayer protocol, but it also encourages to use other protocols providing the freedom to developers to choose the most suitable for each scenario. The same applies to other standards, such as IEC 61400 that proposes Web-Services (WS)-Simple Object Access Protocol (SOAP) for its mapping [8] ; in addition to the IEC recommendations, several other mappings have been proposed: Common Object Request Broker Architecture (CORBA) [9] , combining CORBA and Data Distribution Service (DDS) [10] , [11] and applying DDS [12] . Using Hypertext Transfer Protocol (HTTP) was first proposed in [13] and later expanded in [14] . A publish/subscribe communication approach was proposed in [15] . While these proposals feature widely used technologies (HTTP and XMPP), they incur a high communication overhead due to the text-based nature of HTTP and the complexity and overhead of exchanging presence information within Extensible Messaging and Presence Protocol (XMPP), as well as it being based on the rather verbose eXtensible Markup Language (XML).
Shin et al. [16] proposed the first approach to use a protocol specifically created for IoT systems, CoAP. However, the authors map just a reduced set of functions and they do not follow a RESTful approach, as they use different resources for PUT and GET requests.
The network constraints presented in the introduction make it necessary to find ways to minimize the network requirements, and for that, Iglesias-Urkia et al. [3] proposed a more extensive approach following the REST architectural style to later implement and validate it in [4] . However, the proposed mapping uses CoAP in the current state of development and presents certain limitations in terms of subscription mechanisms for publish/subscribe communications that are tackled in this paper. The two main limitations are: 1) when updating a resource, a client cannot subscribe to that resource with the same request and 2) a client might not need the resource representation when requesting it, just when an event that triggers a notification happens.
B. CoAP Observe Enhancements
From the issues raised in [3] and [4] , new subscription mechanisms for CoAP's Observe extension were proposed in [5] . Although some work was previously done to enhance the publish/subscribe paradigm of the CoAP standard, all the previous work was about optimizing notifications rather than streamlining the subscription mechanism itself-we discuss this point in greater depth in the following paragraph.
The Internet Engineering Task Force's (IETF) Constrained Restful Environments (CoRE) group [17] proposes different documents for communications in resource-constrained devices and networks. One of them is Observing Resources in the CoAP (RFC 7641) for using CoAP as a publish/subscribe communication protocol. This CoAP Observe extension includes two different parts: 1) the subscription and 2) the notification mechanisms. Iglesias-Urkia et al. [5] surveyed the proposals for improving CoAP's observe extension and concluded that some work has been done to enhance CoAP notifications, but enhancements for the subscription mechanisms have been limited. Dynamic resource linking for CoRE (Dynlink) [18] and Publish-subscribe broker for the CoAP (CoAP-PubSub) [19] propose enhancements to improve the generation and delivery of notifications. The former defines some parameters to allow a client to select which notifications it wants to receive by using a fixed set of parameters: pmin-minimum time between notifications; pmax-maximum time between notifications; st-step in the value; gt-upper limit value; lt-lower limit value; and band-a bounded or unbounded value range. The latter proposes to mimic other publish/subscribe protocols by using a broker as an intermediary and thereby decoupling the clients and servers and allowing them to enter an idle or sleeping mode. Clients can push data through PUT or POST requests and request the data through notifications or GET requests.
Ketema et al. [20] proposed using new CoAP options to define different criteria for notification generation; Mietz et al. [21] proposed a new High-Level State Option to give semantic meaning to the values, e.g., cold and warm for temperature values; Tanganelli et al. [22] limited the number of notifications using proxies to optimize notification periods, also enabling resource-constrained devices to handle many subscribers and Ludovici et al. [23] proposed to specify QoS parameters with priorities for the notifications. Sacramento et al. [24] and Correia et al. [25] , [26] proposed a framework for planning registration states to aggregate and schedule the notification-sending process, using timeliness fairness to that schedule, and finally add a heuristic algorithm to improve the registration steps. Ishaq et al. [27] proposed an entity named Entity Manager to improve the interaction of CoAP's Observe and Group extensions, aggregating the notifications while Choi et al. [28] proposed to use a clustering approach, grouping the sensors in clusters and using one as the head.
All mentioned publications focus on reducing the number of notification deliveries, aggregating, or skipping notifications when possible. However, to fulfill the needs presented in the mapping of the IEC 61850 to CoAP, it is required to enhance the subscription part of the Observe extension [5] , using new CoAP option and response codes to fulfill the following requirements.
1) Enable subscriptions with PUT/POST. 2) Drop requirement to include resource representation on every request. 3) Enable subscriptions through proxy resources.
III. TECHNICAL BACKGROUND
After the critical analysis of the related work and briefly presenting new CoAP options we use in this paper, in this section, we present the technical background for the conducted research work, with an introduction to the IEC 61850 standard and the communication protocols we analyze, focusing on CoAP.
A. IEC 61850 Standard
IEC 61850 is a standard of the IEC for modeling, controlling, and monitoring electrical substations in power grids. It defines a model (Information Model) and the communications with mappings to specific communication protocols, along with services to interact with the model [29] .
The Information Model consists of the Basic Information Model (BIM) and Control Blocks (CBs) for additional functions. The BIM describes the organization of the elements and their information and the CBs are blocks to set and manage additional functionality. For this paper, we included the reporting blocks and Fig. 1 shows the elements of the BIM and the CBs, with the unimplemented CBs in gray.
The BIM includes the following elements. 1) Servers expose the system to outside elements.
2) Logical Devices (LDs) virtually represent real devices.
3) Logical Nodes (LNs) virtually abstract each functionality of the CBs. There is a special Logical Node Zero (LLN0) to represent the common data of the LD. 4) Data represents specific information about the physical world. 
5)
DataAttributes represent each piece of information of a Data item. 6) Dataset represents a set of Data items. The services the CBs cover are functions for reporting, logging, configuration, eventing, and sampled value transmission. The IEC 61850 tool used for this project (described in Section V) only implements reporting CBs, i.e., Buffered (BRCB) and Unbuffered (URCB). Due to the fact that the HTTP and WS-SOAP implementations have been generated with that same tool, the work presented in this paper is limited to those CBs. However, with the functions that are implemented in this paper, all types of possible requests to interact with the model can be analyzed, i.e., retrieving, creating, updating or deleting data or getting a notification when some event occurs. All the elements, both in the BIM and in the CBs have an absolute reference to identify them through the entire system.
B. Communication Protocols
For this paper, a CoAP mapping for IEC 61850 has been implemented, building on top of enhancements for CoAP's Observe subscription mechanisms presented in [5] . Next, this implementation has been compared to HTTP and WS-SOAP approaches in terms of performance. In this section, we summarize the main features of the three mentioned protocols, i.e., HTTP, WS-SOAP, and CoAP. 1) HTTP: HTTP is the predominant application-layer communication protocol of the World Wide Web. It defines a uniform interface for Web resources that consists of several types of request methods called verbs (e.g., GET, POST, PUT, etc.). Resources themselves are identified using uniform resource identifiers (URIs); the interaction with resources is carried out by transmitting resource representations, where a content negotiation mechanism is used to determine the representation format (e.g., HTML, XML, or JSON).
2) WS-SOAP: SOAP specifies a messaging protocol for exchanging structured information and is part of the WS-* protocol stack. In WS-SOAP, client requests and service responses are transmitted through HTTP POST requests, i.e., using HTTP as a pure transport protocol. WSs Description Language (WSDL) is used to declare the services' functionality and interfaces for the clients to know the available services. For addressing schemes, security parameters, and discovery services other standards of the WS-* family can be used. Priyantha et al. [30] did some work to adapt WS-SOAP to resource-constrained devices.
3) CoAP: The IETF CoRE Working Group standardized the CoAP [31] as RFC 7252 in 2014. To extend CoAP's capabilities, other related RFCs have been or are on the way of being standardized, including 1) CoRE link format 2 for defining content formats; 2) Observing Resources in CoAP 3 to enable publish/subscribe communications; and 3) Block-wise Transfers in the CoAP 4 to be able to send larger payloads in chunks.
Similar to HTTP, CoAP is a communication protocol that can be used for REST interactions in client-server communication. CoAP defines a subset of HTTP request methods, i.e., GET, POST, PUT, and DELETE. With these request methods, CoAP is able to perform the basic "CRUD" functions on resources: Create, Read, Update, and Delete.
1) GET is used to retrieve a resource representation. GET is safe, meaning it does not modify the resource. 2) DELETE removes a resource.
3) POST is used to create a new resource from a transmitted resource representation or to update an existing resource. 4) PUT is used to update a resource, and is idempotent. 5 One major difference between HTTP and CoAP is that the latter runs on top of the User Datagram Protocol (UDP) instead of the Transmission Control Protocol (TCP). For response codes, it uses a subset of HTTP's codes, but also new ones defined specifically for CoAP. 2.XX codes are used for correct responses, 4.XX for client errors and 5.XX for server errors. When running without security, CoAP uses the 5683 port and if used on top of DTLS for security, port 5684. The resources can be addressed with URIs, which also can include queries, in the form of coap:
Contrary to TCP, UDP does not guarantee reliability in packet delivery and ordering, so CoAP uses a simple mechanism on the application layer, using confirmable (CON) and NON-confirmable (NON) messages, the former requiring an acknowledgment and the latter using a fire and forget approach.
Another important property of CoAP is its Observe extension. This allows to use push notifications, resulting in a publish/subscribe communication pattern. To do this, a client sends an extended GET request, with the observe option activated-the server then adds the client to its list of subscribers for that resource and keeps it updated about changes of the resource. The server decides what a change in the resource is, e.g., value changes, value changes out of a predefined bound or periodical timeouts.
C. Concise Binary Object Representation
The CBOR [32] is the representation format that the IETF proposes for IoT applications. It is defined in the RFC 7049 and is a binary serialization data format that aims to be coded with a small code footprint, small message size, and extensibility with no need for negotiating the version. This makes CBOR a good fit for IoT environments, completing a lightweight stack with UDP, CoAP, and CBOR [33] .
Petersen et al. [34] compared several data serialization formats in SG environments, and show that CBOR representation of data needs less bytes than both JSON and XML. The IETF also uses CBOR to represent its link format [35] , which is used in CoAP. In this paper, we use CBOR to reduce the total number of bytes transmitted in our CoAP mapping for IEC 61850.
IV. DESIGN OF THE SYSTEM
The present section describes the designed IEC 61850 to CoAP mapping and the proposed CoAP enhancement to optimize the Observe mechanism.
A. Mapping of the IEC 61850 to CoAP
As discussed in Section II, current IEC 61850 mappings are based on legacy protocols that have two main drawbacks. 1) They are protocols that are not oriented to devices with limited resources or to low bandwidth data connection, which causes communication problems due to the large overhead generated by the messages sent with respect to the real information to be sent. 2) These legacy protocols present interoperability problems with existing IoT protocols, making it difficult to carry out large-scale SG deployments, especially if devices and services need to be integrated across vertical application domains. The CoAP protocol has been used as the basis for the mapping. CoAP was selected because it does not only implement a client-server approach, but also offers a publish/subscribe mechanism. This makes CoAP clearly aligned with the services described by the standard, since several of them are client-server (basic services) and others (e.g., reporting) are aligned with a publish/subscribe approach. A comparison is provided in [36] , in which the advantages offered by CoAP over another widely used IoT protocol, namely Message Queuing Telemetry Transport (MQTT), are described. This comparison attempts to analyze the different communication patterns that can be found in IoT systems and the degree of compliance offered by these protocols.
The IEC 61850 standard defines 68 services, most of which have been mapped in [3] , but a subset of the most relevant ones have been implemented and evaluated for this paper. The services that have been implemented include different types of messages, including getters, setters, notifications, and subscriptions. Table I Contrary to CoAP, HTTP does not have an extension to enable publish/subscribe communications. This is why the HTTP and WS-SOAP implementations have a particularity on how the reporting services work. In order to get notifications, separate clients and servers had to be created. The servers store generated reports and enable clients to obtain reports through polling. In CoAP, this is not necessary, since the Observe extension allows to use publish/subscribe communication and easily send the reports when they are generated.
To be able to integrate the mapping into the IEC 61850 tool, two changes have been considered necessary compared to the mapping presented in [3] : first, SetFile has been divided into two different functions depending on whether the file previously existed or not. If it did, a PUT request is sent to the resource pointing to the file, and if it did not, a POST request is sent to /Files. Second, in GetDataValues, a query with the functional constraint is necessary in order to integrate the solution with the existing system.
Regarding other improvements of the mapping, the new CoAP option and response codes presented in [5] have also been included, as explained in the next section.
B. Enhancements for CoAP
Based on the work presented in [4] , Iglesias-Urkia et al.
proposed enhancements for the subscriptions mechanisms of CoAP's observe in [5] , aiming to reduce the overhead and latency. In this section, we first define the requirements for more advanced subscription mechanisms and then propose a solution.
1) Subscribe With PUT/POST: A client can only subscribe with a GET request with the current Observe extension. Implementing this requirement allows to a client to create or update a resource and subscribe to it in a single step. 2) Response With No Payload: In some use cases, a client might want to subscribe to get notifications from a resource (for example on low bandwidth data connections), but might not need the current representation when subscribing, or it may not have a valid value yet. This response can be heavy if the resource representation is big. 3) Subscribe Through Related Resources: Resources can be related to other resources, for instance configuration resources. A client might want to update, create, or read these configuration resources and subscribe to the resources they are related to. With these requirements they can do this in a single step, while with the current mechanisms of CoAP and its Observe, the client would need to send two independent requests. To address these requirements, our proposal is to create two new options and four new response codes. Fig. 2 shows the new proposed options while Fig. 3 shows the new proposed response codes.
The two new options are named No-payload and Observe-uri. The former allows to indicate to the server that the client is not interested in receiving the resource representation in that moment, while the latter indicates that the client wants to subscribe to the notifications of a related resource.
These response codes allow to the server to indicate the client that the subscription has been successful, but it does not include the resource representation because the client asked not to receive it.
These new CoAP option and response codes can address the requirements presented earlier and reduce the overhead and the number of messages when subscribing to resources. They are explained in more detail in the next paragraphs. This is especially relevant on low bandwidth data connections or dynamic environments, where devices connect and disconnect to and from the network, thus subscribe and unsubscribe often, such as vehicle-to-vehicle networks.
1) Subscribe With PUT/POST: Currently, clients can only subscribe using GET requests, not PUT or POST. We propose to use the Observe option also with PUT or POST requests, mimicking GET requests. This way, the interaction is similar with PUT and POST requests, where the server responds with "2.01 Created" or a "2.04 Changed" code along with the Observe option. This way, the client can create or update a resource while subscribing to its notifications. After the response, the notifications work exactly as current notifications, "2.05 Content" and the observe option with the sequence number [37] . A resource update while subscribing, its response and two notifications are presented if Fig. 4 .
Like a regular subscription with a GET request, if the request can be handled correctly but the subscription cannot be carried out, the response will not include the observe option.
2) Lightweight Responses: The first new CoAP option we proposed is no-payload. With this option a client can let the server know that it does not need the resource representation when subscribing. As shown in Fig. 2 , following CoAP's convention to define the code numbers, we propose the identifier 24. It is not critical, the server will send the entire resource representation if it does not recognize the option. When including the no-payload option, the observe option must also be present in the request. To handle responses, new codes are presented, presented in Fig. 3 , i.e., "2.10 Subscribed," "2.11 Created and Subscribed," and "2.14 Changed and Subscribed." These responses indicate that the client has been successfully subscribed but the response does not have a payload with the representation of the resource. The response code identifiers have been selected following a parallelism with previous response codes, from 2.0X codes to 2.1X codes. The similarities are the following, including a "2.15 Content and Subscribed" code explained in the next requirement. In Fig. 5 an interaction is shown, a GET request to subscribe to a resource with no interest on receiving the current state, i.e., with observe and no-payload options. The response for a correct interaction is "2.10 Subscribed," while "5.00 Internal Server Error" or "5.03 Service Unavailable" are the responses if the subscription fails, depending on MAX-AGE option being included or not. If the request cannot be satisfied for some other reason, regular CoAP error codes are to be used. Fig. 6 . Change a resource, subscribe to it but do not receive a payload, then get notifications. Fig. 7 . Get the representation of a resource, subscribe to a different resource and get notifications.
If a client wants to update a resource, for instance with a PUT request, the response will be a "2.01 Created" or "2.04 Changed" depending on whether the resource previously existed or not. Fig. 6 represents a request to update a resource and subscribe to it without wanting the current representation. Thus, the response is a "2.14 Changed and Subscribed," meaning that the resource has been updated and the client has been subscribed. In the case of the resource not being present previously, the response would be "2.11 Created and Subscribed." POST requests work in the same way. If the resource is correctly created or updated but the subscription is not possible, the server will respond with "2.01 Created" or "2.04 Changed." If there is any other problem, current regular response codes apply.
3) Subscribe Through Other Resources: When a resource has another related resource, a client might want to subscribe to one of them while sending a request to the other, e.g., a configuration resource. For that, we propose to use the code 43 for an option named observe-uri. This way, a resource, for instance a configuration resource, can be read, updated, or created while subscribing to the main resource. This code is critical as the client is expecting to be subscribed to another resource, hence, if this cannot be fulfilled, the request should not be dealt with.
In Fig. 7 can be seen a GET request to a resource and a subscription to a different one. A "2.15 Content and Subscribed" response will include the representation of the resource the request has been sent to and the client will be subscribed to the related resource. If the subscription request cannot be handled, the response code falls back to "2.05 Content." For the rest of the issues, usual error codes are used. However, when the resource the client wants to subscribe to does not exist, the correct response code is "4.02 Bad-Option" and the response should include the observe-uri option.
The "2.15 Content and Subscribed" response code includes the payload of the resource the request has been sent to. However, the notifications that will arrive after will have the resource representation the client has subscribed to, different resource from the first response.
In the case of PUT and POST request, the message exchange will be similar, with "2.01 Created" responses if the resource did not previously exist or "2.04 Changed" if it did. Fig. 8 shows an example of a PUT request to a resource that already existed, thus, getting a "2.04 Changed" response. In the event Fig. 8 .
Update a resource, subscribe to a different resource and get notifications. Fig. 9 . Poll a resource without getting the representation, subscribe to a different resource and get notifications. that the resource has been correctly created or updated but the server cannot subscribe the client in the observers list, the response will not have the Observe option. If some other error occurs, current error codes should be used. If the related resource does not exist, the handling is the same as a GET request, a "4.02 Bad-Option" response and the observe-uri option.
Observe-uri option and no-payload option can also be sed in conjunction. Fig. 9 shows a client subscribing to a related resource and not needing the current state of the resource it is sending the request to. At first sight, this seems to have little sense, a client subscribing directly to the related resource through a GET request with the no-payload option present would have the same result. However, sending the request to a resource and subscribing to the related one a client can subscribe to a resource and at the same time, check if the related resource, e.g., a configuration resource already exists. The server will respond with a "2.10 Subscribed" if the request can be correctly handled. In the event of an error, the server will behave as previously described, i.e., regular error codes for general errors, "4.02 Bad-Option" with observe-uri option if the related uri does not exist, and "5.00 Internal Server Error" or "5.03 Service Unavailable" if the client cannot be subscribed.
In case the client wants to create or update a resource through a PUT or POST request, the behavior is similar to GET. The server will respond with "2.11 Created and Subscribed" or "2.14 Changed and Subscribed" response code with the observe-uri option present but with no payload. Fig. 10 shows a PUT request with successful subscription to a resource that already existed. If the subscription is not possible, the server will use "2.01 Created" or "2.04 Changed" codes. Same as a GET request, if the resource in the observeuri option does not exist, the server will respond with a "4.02 Bad Option" code and the observe-uri option. If any other error occurs, regular option and response codes are to be used. From Figs. 4 to 10, all the message exchanges show that the new option and response codes described here only matter in the subscription mechanisms, and the notifications are delivered as the current Observe describes.
For selecting the codes, we followed RFC 7252's rules, proposing code number 24 for "no-payload" and 43 for "observe-uri." No-payload is elective (noncritical) as if ignored, the server can handle the request sending the representation of the resource. For that reason, it is also safe to forward through a proxy and it is not repeatable. The option just indicates if the client wants a payload on the response or not, hence, it has no length nor format. Observe-uri is parallel to "uri-path," indicating to which resource the client wants to subscribe. Therefore, it is a critical, an unsafe to forward and a repeatable option. Similar to the uri-path option, it is represented in string format and has a maximum length of 255. This option indicates the relative path from the resource from uri-path, therefore, ".." is accepted. One condition to subscribe to the resource of observe-uri is that the resource has to be observable.
V. IMPLEMENTATION
In order to evaluate the proposed mechanism, we have extended the software tool developed and first introduced in [38] . With this tool, a system architect/designer is able to create an IEC 61850 compatible data model graphically (by means of an Ecore meta model and an Eclipse Plugin constructed based on it [39] ). Given this information, the tool generates the source code for HTTP or WS-SOAP communication protocols (whichever the system architect/designer selected). Then, this generated code integrates the data model with the communication stack selected by the user, following the services model of the IEC 61850. A screenshot of this tool is shown in Fig. 11 .
For this paper, a new protocol has been added to the choice, i.e., CoAP. In [3] , a mapping of the IEC 61850 to CoAP was proposed, and later validated in [4] with some adaptations. The HTTP mapping uses JSON as the representation format for the data, while WS-SOAP uses XML. For the validation of the mapping, JSON was used for the data representation. In this paper, we complete the entire IoT stack and change the resource representation of the work presented in [4] to CBOR in the case of the CoAP mapping.
In addition, Iglesias-Urkia et al. [5] proposed new CoAP option and response codes to enhance the subscription mechanisms as explained in Section IV. In this paper, we add those options (in the SetBRCBValues and SetURCBValues functions) to the system, as shown in Table II . When a client wants to subscribe to the reports when updating a BRCB or URCB, with the options and response codes of the current specifications of CoAP, it needs to first update the values, and then send another request to subscribe to the reports. With our new options, this can be done in a single step. If the client just wants to update the values, but not to subscribe to the reports, the request is the same on the old and new proposals. Hence, our proposal supports the following requirements. with a PUT request. The IEC 61850 tool generates the code structured in different layers (see Fig. 12 ). At the bottom layer, lib-model-kernel includes the core functions of the IEC 61850. On top of that is lib-model-specific, which represents the data model created with the Eclipse plugin tool, that is to say, the domain specific data model. For this paper, the data model used for the validation is a model of an electrical substation, see Fig. 11 . The libraries used to create the servers for the different communication protocols are situated on the next layer. 6 Each of them has its helper library for the 6 These libraries are lib-service-server-http, lib-service-server-soap, and lib-service-server-coap to create the HTTP, WS-SOAP and CoAP servers, respectively. servers (libcoap [40] , 7 microhttpd [42] , and gsoap++ [43] ) and the representation format of the data (libcbor [44] and jsoncpp [45] ). Finally, in the last layer, we can find the generated servers, which integrate the libraries.
In HTTP and WS-SOAP, the reporting services are more complex. As these protocols do not allow to push notifications, new servers, and clients have to be developed and deployed: the servers store reports in a folder on the system. Reporting clients watch these folders for new reports, and request new reports from the reporting server when they detect them. CoAP can provide this functionality more gracefully, thanks to its Observe extension. With this extension, the same client can subscribe to notifications and request push notifications from the server that contains generated reports.
Based on the extended tool and the representation of the data model for an electrical substation, we already have the necessary basis to carry out the evaluation. The artifacts generated by the tool provide the common framework for carrying out a comparison between different communication protocols.
VI. EVALUATION
The main goal of our evaluation is to demonstrate that it is possible to integrate IEC 61850 with an IoT communication protocol. Thus, in this section, we evaluate the performance of our system and compare it against WS-SOAP and HTTPbased systems. For comparison purposes, we have selected two metrics: the response time, i.e., the time that the client waits from when it sends the request to when it receives the response with the requested data or acknowledgment; and the required number of bytes to send the data, taking into account the payload, overhead, and the total bytes sent. The analysis of the bytes needed for the communication is especially relevant in constrained, low-bandwidth environments.
For the server part, instead of using proprietary hardware (with a proprietary operating system), we have decided to use an openly available board, i.e., a Raspberry Pi 3 [46] . 8 Raspberry Pi boards have been used in industrial environments for prototype and lab testing, and are currently expanding to real-world industrial deployments as well. 9 Our clients run on a Windows 10 PC; the selected HTTP client is Postman 6.0.10, 10 we used SoapUI 5.4.0 11 for WS-SOAP and Copper 1.0.1 12 on top of Firefox 46.0 for CoAP. The clients have been connected to the servers via Wi-Fi and the client PC runs Wireshark 13 to analyze the network traffic and measure overheads and response times. As stated in the introduction, wireless technologies (including cellular technologies) are more and more spreading into industrial deployments [47] , especially for remote settings (e.g., electrical substations in remote environments) due to lower installation cost, sufficient data rates, good reliability, and ease of deployment. Whereas the majority of substations feature Ethernet or power line networks [48] , deploying wired networks requires more effort in time and economic cost. Overall, IEEE 802.11 protocols are suitable for ensuring high security and QoS for less critical smart distribution network applications [49] . Hence, we expect a transition to wirelessbased substations or mixed approaches, where interoperability is ensured through standards, such as IEC 61850.
A. Response Time
We start by evaluating the performance of the different approaches in terms of response time. To do that, the maximum and median of a series of 500 requests are presented in Table III . Some of the functions presented in Table I have been left out of this analysis: Reporting subscription (functions 21 and 26) and Report (functions 17, 18, 22, and 23) have not 8 Our Raspberry Pi 3 device features a Quad-Core ARM Cortex A53 CPU running at 1.2 Ghz and 1 GB of RAM; a 16 GB class 10 microSD card hosts the Raspbian Stretch operating system. 9 [Online]. Available: https://www.rs-online.com/designspark/raspberry-piand-arduino-in-industrial-environments 10 been included. This is because they work in a different way in the WS-SOAP and HTTP implementations, as explained in Section IV-A: they poll the server to check for existing reports and then request them. In CoAP's case, CON messages have been used in this evaluation. However, the performance results with NON messages would be similar, as the responses are piggybacked on acknowledgments for CON messages. The left three columns of Table III show the maximum values of the response times while the three columns on the right present the median values. We selected the maximum time as a representation of a worst case scenario, but the most important metric is the median. In our evaluation, the median typically shows better values than the average, as it mitigates outliers. Analyzing the median values, CoAP has the lowest, with values between 5 and 8 ms in most cases. Calculating the average of the response times of the mapped functions, CoAP's response time is 71% of HTTP's and 85% of WS-SOAP's, where we do not count the functions with block-wise transfer (functions 8, 9, 14, and 30) . We do not include these functions because the block-wise transfer in CoAP works following the Stop & Wait model, which increases response times by a large amount. Fig. 13 plots the ratio of median response time values of the functions. CoAP is used as the baseline (at 100%) and HTTP and WS-SOAP data are shown related to that baseline [percentage = (CoAP median/Protocol median)×100]. In the chart, values below 100% mean that CoAP is faster than the compared protocol; this is the case for most functions. On the other hand, we observe negative peaks for several functions, bold in Table III , with median values up to 2 or 3 s (functions 8 and 9). This occurs when CoAP's block-wise transfer extension is required: CoAP limits the size of the payload to 1024 bytes (the entire message must fit in a single MTU)-whenever the payload is larger than that size, it needs to be chunked and sent in different messages, with the entire header and using a Stop & Wait method for successive parts (i.e., each chunk needs to be acknowledged before requesting the next). In those cases, the underlying TCP's sliding window approach (i.e., new packets can be sent before receiving all acknowledgments of previous packets) that underpins HTTP and WS-SOAP outperforms CoAP.
B. Overhead
The last aspect of the evaluation is to compare the overhead of the messages needed to request, change or delete data from a server. Fig. 14 (bars) compares payload and overhead. In the overhead, we count the bytes added by the different network protocols to send the data, i.e., the bytes on the wire minus the payloads. For these measurements, TCP's handshake to open and close the channel and the keep-alive messages to maintain the channel open have not been counted. The functions for subscribing to the reports (functions 21 and 26) have been left out because they are not part of the standard and as previously mentioned WS-SOAP and HTTP do not subscribe to reports. In the WS-SOAP implementation, a single function called Logoff substitutes the Release and Abort functions, thus, data is the same for both. Bars represent the number of bytes for each protocol and resource representation (payload in CBOR, JSON, or XML for CoAP, HTTP, and SOAP, respectively) need to send the data from the server to the client.
This comparison clearly highlights the differences between data representation formats, especially in the case of XML (used in WS-SOAP), which is the largest by far. The lines on Fig. 14 represent the relation of the representation of the resources compared to CoAP. Fig. 15 contains the same data, but focuses on comparing HTTP (JSON) and CoAP (CBOR), as the representation of WS-SOAP (XML) is much bigger, going as high as 17500%. JSON (HTTP) performs slightly worse than CBOR (used in CoAP); on average, CBOR requires 89% of the bytes on average for all the analyzed functions compared to JSON, and 19% compared to XML.
In terms of overhead, WS-SOAP has the largest because it is a very verbose protocol. HTTP has lower overhead, but CoAP has the lowest of the three. However, in the cases of big payloads, when the block-wise transfer extension is needed, CoAP can have more overhead than HTTP because each request includes the entire header, while HTTP chunks the entire message, with a single header for all. Fig. 16 shows the comparison of the total number of bytes sent, i.e., payload and overhead, using CoAP's implementation as baseline. CoAP+CBOR uses on average 44% of the bytes comparing to HTTP+JSON and 18% comparing to WS-SOAP+XML.
The mapping has been updated to include the options proposed in [5] , as shown in Table II . Fig. 17 presents the difference in the number of bytes needed to update a BRCB or an URCB and get the reports when generated. Two cases have been considered, large and small reports. The left bar of each group represent the current message exchange, including To conclude the previously described evaluation, we have shown that CoAP can be used for communication with IEC 61850 thanks to its combination of client-server and publish/subscribe paradigms. This makes it more straightforward to use for reporting functions, compared to HTTP and WS-SOAP, which need to poll for reports. In addition, the protocol overhead, the size of the resource representation and the response time are lower in most cases. However, it is important to note that CoAP is outperformed by the other protocols when it switches to block-wise transfer for sending large payloads.
VII. DISCUSSION AND CONCLUSION
In this paper, we have presented an evaluation of the performance of the IEC 61850 standard over the CoAP communication protocol and compared it to implementations based on HTTP and WS-SOAP.
First, we demostrate that it is possible to integrate IEC 61850 with an IoT protocol stack, using CoAP and CBOR. Through our experiments, we verify that CBOR representation requires fewer bytes than JSON and XML, and that CoAP requires fewer bytes on the network than the HTTP and WS-SOAP. This also entails lower response time for the CoAP+CBOR option when block-wise transfer is not used.
Second, we have validated that the limitations mentioned in [4] regarding the subscription mechanism can be overcame with the newly proposed options and response codes, leading to less bandwidth usage. The standard Observe extension requires extra messages and bytes for use cases involving the IEC 61850 among others. With our proposed Extensions for CoAP Observe, we claim that interacting with the server is more natural and network overhead significantly lower.
However, for large payloads, the block-wise transfer in CoAP adds a lot of overhead when many blocks are required. The first future line of work arises from this observation: achieving a more effective block-wise transfer interaction to send large payloads in CoAP. The current block-wise mode sends the chunks one by one through the Stop & Wait paradigm, with the entire header for each block.
Another line of research from this paper is to conduct the evaluation on a simulation tool (e.g., Omnet++, Ns-2, etc.) or a real hardware in an electrical substation. This paper has been deployed on a lab prototype over a dedicated WiFi network and point-to-point communication, with no interference nor packet loss. Hence, the next step is to create a simulation with several nodes and a low-bandwidth network that might be congested, preparing for a deployment of the system in a real environment. This way, we could test the performance in environments closer to harsher industrial deployments.
Regarding the interoperability of IEC 61850, we consider that the model itself and the CoAP+CBOR mapping could also be applied to other DERs, such as electric vehicles, microgrids, PV, microturbines, etc.-in this way, we would enable advanced properties, such as real-time data analysis, proactive control, and automated outage mitigation mechanisms [50] . Furthermore, IEC 61850 might also be applicable in other domains that are relevant in the SG context (e.g., smart elevators, catenary-free trams, or wind turbines [38] ) while other domains to not lend themselves to this or similar standards (e.g., smart homes, ambient media, and health management, etc. [14] ).
