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V práci je rozebírán úvod do zabezpečovacích mechanismu. Postup vysvětluje základní pojmy, 
principy šifrování, bezpečnosti moderních protokolu a základní principy, které se používají při 
přenosu informací v síti. Práce popisuje také nejčastější typy útoků, zaměřených pro odposlech 
komunikace. Výsledkem je návrh odposlechu a realizace útoku na zabezpečenou komunikaci 
protokolu SSL. Útočník v něm využívá falešný certifikát a útoky otrávením ARP a DNS tabulky. 
Práce rozebírá princip protokolu SSL a metodiky útoku na tabulky ARP a DNS.
Abstract
This thesis deals with the introduction to the security mechanism.The procedure  explains the basic 
concepts,  principles of cryptography and security of modern protocols and basic principles that are 
used for information transmission network.  The work also  describes the most common types of 
attacks targeting the eavesdropping of communication. The result is a design of the eavesdropping 
and the implementation of an attack on the  secure communication of the SSL protocol..The attacker 
uses a false certificate and attacks based on poisoning the ARP and DNS tables for this purpose. The 
thesis discusses the principles of the SSL protocol  and methodology of attacks on the ARP and DNS 
tables.
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1 Úvod
V  práci  oboznamuje  so  základnými  zabezpečovacími  mechanizmami  a  základnými  sieťovými 
princípmi, ktoré sa v súčasnosti používajú.  Na základe týchto znalosti budeme navrhovať  odposluch 
zabezpečenej komunikácie. V práci sa budeme špecializovať na protokol SSL.
Zo začiatku popisujeme základné pojmy, ktoré sú späté s bezpečnosťou. Následne budeme 
rozpracovávať základné zabezpečovacie mechanizmami,  akými sú napr.  symetrické a asymetrické 
šifrovania. Venujeme sa známym podkategóriám asymetrických šifrovaní, ktorým je napríklad Diffie-
Hellman so zameraním na jeho princíp fungovania. Tak isto popisujeme aj hash funkcie, SHA-1,  
MD5 a MAC. 
V nasledujúcej kapitole pojednávame o bežných útokov, ktoré môžeme vykonávať v prostredí 
sieti.  Zameriame sa  taktiež  na ich taxonómiu a  princípy útokov.  Podrobnejšie  budeme rozoberať  
útoky Denial of services a Man in the middle. 
S týmito základmi sme sa zaoberali v semestrálnom projekte a popisujeme ich v kapitole 2 a 3.
V tretej kapitole popíšeme spôsob akým dosahujeme zabezpečenú komunikáciu a čo všetko 
potrebujeme  k  jej  dosiahnutiu.  Podrobnejšie  popíšeme  kroky  akými  SSL postupuje  pri  tvorení 
komunikácie.  Zľahka  rozoberieme  základný  sieťový  protokol  TCP.  Vysvetlíme   problematiku 
certifikátov a certifikačných autorít. Ich podstatu a príčiny zavedenia.
V  štvrtej  kapitole  sa  budeme  venovať  návrhu  sieťového  odposluchu  na  zabezpečenú 
komunikáciu. Vyberieme protokol SSL. Znázorníme topológiu siete v ktorej budeme realizovať tento 
útok. Určíme slabé stránky tohoto pripojenia a navrhneme možný útok. Zistíme, že je vhodné použiť  
útok na ARP a DNS tabuľku a že budeme potrebovať proxy server. Rozoberieme tieto prostriedky a 
vysvetlíme si ich princípy. 
V závere zhrnieme dosiahnuté výsledky. Navrhneme možný spôsob eliminácií takého to útoku. 
Uvedieme nedostatky tohto riešenia a načrtneme možný vývoj práce v budúcnosti.
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2 Zabezpečenie
V tejto  kapitole  sa  budeme  venovať  najčastejším  základným  mechanizmom  zabezpečenia  pri 
komunikácií.  S týmito  základnými  mechanizmami  budeme  pracovať   v nasledujúcich  kapitolách 
a preto je vhodné ich ovládať.
2.1 Hlavné ciele 
V dnešnej dobe sa často krát, ľudia dohovárajú pomocou komunikačných kanáloch. Uzatvárajú rôzne 
zmluvy, predávajú si informácie, či už o tom kde a kedy sa stretnú alebo niektoré dôverné firemné 
informácie. Je dôležité aby ich komunikácia bola zabezpečená. 
Predstavme  si  jednotlivé  pojmy,  ktoré   pod  tým  rozumieme.  Podotýkame,  že  nasledujúce 
pojmy je vhodné si osvojiť, pretože sú pre túto prácu podstatné.
 Sú to tieto pojmy:
Dôvernosť (Conﬁdentiality) – je služba, ktorá ponúka svoj obsah len tým, ktorí majú na danú 
službu práva. Utajovanie (tajnosť) je pojem synonymický k dôvernosti a súkromiu.  Existuje mnoho 
spôsobov  ako  zabezpečiť  dôvernosť.  Môžeme  ju  zabezpečiť  od  úrovne  fyzickej  až  po  úroveň 
matematickú (matematické algoritmy), ktorú tvoria nečitateľné dáta. [1]
Integrita dát (Data integrity) - je služba, ktorá sa zaoberá neoprávnenou zmenou dát, pričom je  
podstatné,  aby subjekt   bol schopný túto manipuláciu s dátami odhaliť.   Pod manipuláciou dát si 
predstavujeme ich vkladanie, vymazávanie a zmenu. [1]
Autentizácia (Authentication) – je  služba súvisiaca s identifikáciou. Takáto funkcia sa používa 
pre   subjekty  a informácie.  Dva  komunikujúce  subjekty  by  sa  mali  vedieť  identifikovať  sami 
navzájom. Pôvod informácie, ktorá prechádza po tomto kanále, by sme mali byť schopní overiť resp. 
autentifikovať. Autentifikáciou/overením pôvodu dát  implicitne určujeme integritu dát, čiže ak sa 
správa zmenila, musel sa zmeniť aj jej zdroj. [1]
Nepopierateľnosť  (Non-repudiation)  –  je  služba,  ktorej  úlohou  je  zabraňovať  popretiu 
predošlých akcií alebo nejakých jej záväzkov. Keď vzniknú spory o tom, či daný subjekt vykonal 
dané akcie, tak je potrebné, aby takáto služba vedela túto situáciu vyriešiť.  [1]  Napríklad: ak Alica 
predá  dom  Bobovi.  A neskôr  Alica  začne  popierať,  že  predala  dom  Bobovi.  Tak  túto  situáciu 
vyriešime pomocou dôveryhodnej tretej strany a teda  pomocou  notára.  
Keď  používame  alebo  vytvárame  zabezpečovací  mechanizmus,  je  podstatné,  aby  zahŕňal 
vyššie zmienené vlastnosti. Týmito vlastnosťami sú popísané aj zabezpečovacie protokoly. 
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Keď s niekým komunikujeme, tak zvyčajne naše požiadavky sú také, aby náš rozhovor bol 
súkromný (dôverný). Subjekt na druhej strane by mal byť skutočne ten, s kým chceme komunikovať 
(autentizácia).  Informácie, ktoré si  vymieňame počas prenosu nesmú byť zmenené treťou stranou 
(integrita dát).  Taktiež je potrebné,  aby sme vedeli  určiť  odosielateľa (nepopierateľnosť) správy,  
ktorá nám bola doručená. Požiadavky na komunikáciu však môžu byť rôzne napr. keď požiadavky 
vydierača, ktorý dohaduje výkupné budú iné. Bude chcieť túto komunikáciu poprieť pred súdom. 
2.2 Šifrovanie
 K tomu, aby sme dosiahli  mechanizmus ako uvádzame v predchádzajúcej časti, používame rôzne 
druhy šifrovania. V tomto texte, sa budeme venovať druhom šifrovania, na princípe ktorých fungujú 
dnešné moderné zabezpečovacie protokoly. Vo veľkej väčšine sa používajú zabezpečenia na základe 
kľúčov. Čo rozumieme pod pojmom kľúče a z akých hlavných mechanizmov vychádzajú, sa budeme 
zaoberať  v  nasledujúcom  texte.  Dôležité  je,  vedieť,  že  moderné  protokoly  aj  v dnešnej  dobe 
nepodporujú všetky vlastnosti súčasne, preto používame viacero druhov šifrovania.
2.2.1 Symetrický algoritmus
Túto metódu si následne vysvetlíme  na jednoduchom príklade, ktorý predstavuje intuitívne ľudské 
konanie. Máme dve osoby Alicu (budeme ju označovať A) a Boba (jeho budeme označovať ako B). 
Obidvaja vedia kľúč, o ktorom nikto iný nevie (označíme ho s).
Alica sa rozhodne, že chce poslať Bobovi správu, o ktorej obsahu sa nikto iný nemá dozvedieť. 
Pred  tým  sa  dohodli  na  šifrovacom  mechanizme  SM,  ktorý  šifruje  vstupnú  správu  a  ktorého 
správanie, čiže výstup, závisí od vstupnej hodnoty. V našom prípade to bude tajný kľúč s.   Platí, že 
pre rôzne kľúče sa mechanizmus správa inak. Takže Alica vytvorila správu, ktorú označujeme ako 
obyčajný text, vloží ju do šifrovacieho mechanizmu SM a na jej zašifrovanie použije dohodnutý kľúč 
s. V takejto podobe ju pošle Bobovi. Nikto kto nepozná kľúč nevie túto správu prečítať. Dokáže to 
iba Bob, ktorý pozná toto kľúč s. Nasledujúci obrázok  1 ilustruje túto situáciu.
Obrázok 1: symetrické šifrovanie [2]
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V nasledujúcej  časti  si  tento  princíp  popíšeme  formálnejšie.  Správa,  resp.  text,  ktorý 
posielame, bude teraz reprezentovaný postupnosťou symbolov z nejakej abecedy Σ, ktorá obsahuje 
písmená a čísla.  Funkcia,  ktorá šifruje  vstupný text  na  zašifrovaný text,  ktorý obsahuje  symboly 
z abecedy Δ. Σ a Δ bývajú častokrát rovnaké. Symbolicky, ak π je zobrazenie    a M  je text správy 
(obyčajný text).
A potom zašifrovaný text je označený ako C= (M) je daný ako:
 
Zobrazenie  π  potom predstavuje  obyčajnú  funkciu,  ktorá  k  vstupom vytvorí  odpovedajúci 
výstup .  [3] Ešte podotýkame, že zo zakódovaného textu nie je možné spätne získať pôvodný text. 
Inak  povedané   predstavuje  šifrovací  mechanizmus  a ten  môže  byť  vykonávaný  napr.: 
Vigenrovou šifrou, použitím blokových šifier, DES, atď.
 Tento  spôsob šifrovania  zabezpečuje  dôvernosť,  autentizáciu,  integritu,  ale  nezabezpečuje 
nepopierateľnosť, pretože nemôžeme pred treťou stranou dokázať, že práve tento človek poslal alebo 
neposlal túto správu.
2.2.2 Asymetrický algoritmus
Ako v predchádzajúcej metóde si aj asymetrický algoritmus vysvetlíme  pomocou dvoch osôb Alice 
a Boba, ktorí si chcú medzi sebou vymeniť správu. Pri asymetrickom algoritme používame dvojice 
kľúčov.  Verejný a súkromný kľúč (public key, private key).  Aj Alica aj Bob majú takúto dvojicu. 
Verejný kľúč môžeme zverejňovať napr. môžeme ho uverejniť na našej webovej stránke. Tajný kľúč 
udržiavame neprezradený. 
Teraz sa rozhodne Alica poslať zašifrovanú správu Bobovi. Na to použije Bobov verejný kľúč 
(Alica  si  ho  pozrie  na  Bobovej  stránke).  Takúto  zašifrovanú  správu  pošle  Bobovi.  Bob  na 
rozšifrovanie použije svoj tajný kľúč. A môže si ju prečítať. Nikto iný kto nepozná Bobov tajný kľúč 
správu rozlúštiť nemôže. 
Formálne dvojicu kľúčov označujeme ako (Ee, Dd), pričom {Ee:  }, kde   predstavuje množinu 
všetkých kľúčov a  {Dd:  d  }.  Čiže  e predstavuje  verejný kľúč,  a d predstavuje  súkromný kľúč.  . 
Správu označujeme ako m. Zašifrovanú správu označujeme ako c. 
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Rovnica 1: obyčajný text
Rovnica 2: Zašifrovaný text
 Obrázok 2 ilustruje  zmienenú situáciu,  kde  sa  snaží  pasívny útočník  (Passive  Adversary) 
získať správu.  Blok encryption predstavuje mechanizmus, ktorý šifruje správu m pomocou verejného 
kľúča e. Blok decryption je mechanizmom, ktorý dešifruje správu  c pomocou tajného kľúča d.  
Obrázok 2:  Asymetrické šifrovanie pomocou verejného kľúča [1]
Takýto  prípad  asymetrického  šifrovania  zabezpečuje  dôvernosť.  Nezabezpečuje  autenticitu 
pretože  hocikto  môže  vytvoriť  zašifrovanú  správu  a poslať.  Nepodporuje  ani  integritu,  pretože 
útočník  môže  zachytiť  originálnu  správu,  vytvoriť  vlastnú  a poslať  ju.  Nezaručuje  ani 
nepopierateľnosť. 
Druhý spôsob asymetrického šifrovania pracuje tak, že šifruje pomocou tajného kľúča. Takže 
keď sa Alica rozhodne poslať správu Bobovi tak zašifrovanie správy použije svoj tajný kľúč. Bob si  
stiahne z Alicinej stránky jej verejný kľúč a pomocou neho zašifrovanú správu rozšifruje. Znázornené 
na obrázku  3.
Obrázok 3:  Asymetrické šifrovanie pomocou tajného kľúča [2]
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Z uvedeného vyplýva, že asymetrické šifrovanie nezabezpečuje dôvernosť, keďže ktokoľvek 
môže túto správu zašifrovať, vytvoriť a poslať. Avšak zabezpečuje autentizáciu, kde odosielateľ je len 
jeden,  keďže správa nemôže byť zmenená. Rovnako zabezpečuje aj  integritu,  kde iba odosielateľ 
môže správu vytvoriť. Taktiež zabezpečuje nepopierateľnosť, kde existuje len jeden súkromný kľúč,  
čiže sa nemôže vzdať zodpovednosti za zaslanú správu. Na tomto princípe funguje napr. elektronický 
podpis.
2.2.2.1 Diffie-Hellman
V dnešnej dobe je táto metóda jednou z najpoužívanejších asymetrických algoritmov. Tento systém 
prekonáva ťažkosti systémov, ktoré pri kódovaní používali súkromný kľúč alebo symetrický kľúč, 
pretože výmena kľúčov, ktorú používa je omnoho ľahšia. Pri symetrickom systéme obidve strany, 
ktoré chcú spolu komunikovať musia mať identický kľúč. Bezpečný prenos tohto kľúča býva vždy 
obrovský problém. Asymetrický systém zmierňuje tento problém, pretože používa dva kľúče: jeden 
privátny, ktorý musel užívateľ udržiavať utajený a druhý verejný, ktorý sa mohol zdieľať na celom 
svete. Ale nanešťastie výhody, ktorými asymetrické šifrovania tak disponovali zatienili  nevýhody,  
ktoré pôsobia na rýchlosť algoritmu. Šifrovanie týmito algoritmami sa stáva pomalé a práve preto sa 
stal D-H veľmi vhodným mechanizmom, ktorý odstraňoval tieto nedostatky. 
 Metóda Diffie-Hellman predstvuje  šifrovací algoritmus, ktorý používame pri šifrovaní dát, 
pretože väčšiu ochranu dosahuje za pomoci bezpečnej výmeny kľúčov, ktoré šifrujú dáta. Diffie a 
Hellman popisujú spôsob akým sa dve strany dohodnú na zdieľanom tajomstve (shared secret, key 
encryption  key)  tak,  aby  nebolo  dostupné  pre  útočníka.  Toto  tajomstvo  môžeme  použiť  ako 
kryptografický kľúč pre iné algoritmy, akými sú napr. symetrické algoritmy, môžeme nimi zabezpečiť 
prenos medzi dvoma účastníkmi. [4][5]
Uviedli  sme  čo je to Diffie-Hellman a jeho opodstatnenosť pre šifrovanie. Princíp fungovania 
tejto metódy budeme vysvetľovať na jednoduchom príklade. 
Alica a Bob chcú spolu komunikovať. Obidve strany majú vlastný tajný a verejný kľúč (číslo). 
Na tom z akého intervalu sú tieto čísla vyberané sa dohodli pred tým a to tak, že si zvolili dĺžku 
prvočísla p a nenulového čísla g (g je volaný ako základ alebo generátor). Uvedené informácie bývajú 
verejné. V ďalšom kroku Alica zvolila tajný kľúč a, a nikomu ho neprezradila. Bob v rovnaký čas tiež 
zvolí tajný kľúč b a udržiava ho tajný. Alica a Bob použijú svoje tajné kľúče (čísla) a spočítajú ich. 
Alica spočíta A= ga mod p, kde A je označované ako verejný kľúč Alice.
Alica spočíta B= gb mod p, kde B je označované ako verejný kľúč Boba
Keďže  sa  jedná  o verejné  kľúče,  môžu  si  ich  Alica  aj  Bob  navzájom  vymeniť,  napr.  ich 
prezradia na svojich web stránkach, čiže výmena týchto dvoch kľúčov sa prenáša po nezabezpečenom 
kanále. Takže si teraz zhrňme čo vlastne tieto dve strany vedia.
Alica pozná: g p a A B
Bob  pozná : g p b A B
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Obrázok 4 túto situáciu popisuje: V prvom kroku Alica má svoj verejný aj súkromný kľúč. Tak 
isto aj Bob má svoj verejný a súkromný kľúč. V druhom kroku nastáva výmena verejných kľúčov.
Nasledujúci krok je, že Bob a Alica znova použijú svoje tajné kľúče (čísla) a vypočítajú
A’ a B‘ takto:
      Ako je vidieť z algebraických zákonov tak A’ =  B‘,   dostali sme kľúč označovaný ako 
zdieľané tajomstvo. Teraz môže Alica a Bob komunikovať cez zašifrovaný kanál. 
Obrázok 5 ilustruje predošlé kroky. Krok 3, ukazuje ako je spočítaný pomocou DH Math 
zdieľaný kľúč tak ako na Alicinej strane, tak aj na Bobovej.  Krok 4 zdôrazňuje, že toto zdieľané  
tajomstvo je na oboch stranách identické.
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Obrázok 4: Diffie-Hellman krok 1,2 [4]
Obrázok 5: Diffie-Hellman krok 3,4 [4]
Treba poznamenať,  že čím dlhšie budeme používať jedno a to isté zdieľané tajomstvo tým 
rastie možnosť krypto-analytického útoku. Preto je dôležité ho meniť s určitou frekvenciou. Alica aj 
Bob vždy môžu poznať svoje verejné kľúče (taktiež ich môžu meniť) a bez problémov môžu spočítať 
ostatné kľúče tak často ako chcú napr. IPsec mení svoj zdieľaný kľúč každých 60 sekúnd. [4]
Ukážeme na jednoduchých číslach, ako sa táto matematická operácia (Math) vykonáva (v 
praxi sa používajú väčšie čísla).
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Obrázok 6: Matematická operácia [4]
2.3 Hash funkcie
Kryptografické hash funkcie hrajú základnú rolu v modernej  kryptografii,  a to je dôvod,  prečo ju 
budeme  uvádzať  aj  v tejto  práci.  Hash  disponuje  bezpečnostnými  vlastnosťami  akými  sú 
autentickosť, tajnosť a integrita. 
Hash funkcia vezme na vstupe správu a vyprodukuje z nej výstup, ktorý je nazývaný ako hash-
kód,  hash-výsledok,  hash-hodnota alebo len jednoducho  hash (hash-code,  hash-result,  hash-value, 
hash).  Presnejšie,  hash  funkcia  h zobrazuje  bitový  reťazec  s konečnou  (ľubovolnou)  dĺžkou  na 
reťazec fixnej dĺžky  n bitov. Pre definičný obor  D  (domain) a obor hodnôt (range)  R s h: D→R a 
│D│ > │R│, táto funkcia priraďuje viacerým vstupom jeden výstup (many-to-one), alebo môžeme 
povedať, že sa jedná o zobrazenie  surjektívne. Môže sa teda stať, že viacerým vstupom priraďuje 
jeden výstup, je to neodvratné a hovoríme, že dochádza ku kolízií. Takže, keď funkcii h priradíme t  
vstupných bitov,  kde  t >  n a  ak predpokladáme,  že   h  bude prideľovať výstupy náhodne,  v tom 
zmysle, že by všetky výstupy boli pravdepodobnostne rovnaké, potom by približne 2 t-n vstupov bolo 
zobrazených iba na jeden výstup a dva náhodne zvolené vstupy, by boli zobrazené na rovnaký výstup 
s pravdepodobnosťou 2-n (nezávislé na t).
 Tento hash proces môžeme pomenovať ako kompresiu, ale nie v typickom význame slova, 
pretože  sa  nejedná  o kompresiu  dát,  akou  je  napr.  metóda,  ktorú  používa  zip,  ale  jedná  sa 
o neprevracajúce zobrazenie. 
 Hlavnou  myšlienkou  kryptografických  hash  funkcií  je  vytvoriť  hash-kód,  ktorý  slúži  ako 
symbolický  obraz  zo  vstupného  reťazca.  Potom  ho  môžeme  použiť  ako  jedinečný  identifikátor 
identifikujúci  tento  reťazec.  Niekedy ho  voláme digitálny  otlačok alebo otlačok správy (imprint, 
digital fingerprint, message digest), 
Ako sme už spomenuli, hash funkcie zaisťujú integritu dát. Máme správu, ku ktorej vytvoríme 
hash-kód a pripojíme ho k pôvodnej správe a  ak došlo k zmene správy, tak určite k nej nebude sedieť 
odpovedajúci hash-kód. 
Existuje veľké množstvo kategórií, ktoré rozdeľujú hash funkcie. My si uvedieme delenie hash 
funkcií podľa funkcionality:
• Kódy detekujúce zmenu (modification detection codes - MDCs)
Účelom MDC funkcií  je  zaistiť  to,  aby vytvárali  reprezentatívny obraz  alebo  hash-kód zo 
správy spĺňajúc dodatočné vlastnosti, ktoré sú ďalej upresnené. Jeho konečným cieľom je uľahčiť 
zaručenie integrity dát konkrétnej aplikácie  za  použitia ďalších mechanizmov. MDC je podtriedou 
nekľúčových hash funkcií (unkeyed hash function). Medzi MDC patria: 
1. jednosmerné hash funkcie (one-way  hash functions) OWHFT – pre ne platí, že 
nájdenie vstupu, ktoré vedie na vopred stanovenú hash-hodnotu je ťažké,
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2. kolízne odolné hash funkcie  (collision resistant  hash function)  CRHF – pre 
tieto  platí,  že  nájdenie  dvoch vstupov,  ktoré  majú  rovnakú hash-hodnotu je 
ťažké.
• message authentication codes -MAC
Účelom  je  uľahčiť  zaistenie  integrity  a zdroja  správy  bez  použitia  prídavného 
mechanizmu.  MAC  je  podtriedou  kľúčových  hash  funkcií  a  uvažuje  dva  vstupné 
parametre: správu a tajný kľúč. O MAC si ešte budeme hovoriť viacej. [8]
Obrázok 7 ilustruje túto hierarchiu
Obrázok 7: Hierarchia Hash [8]
Spomenuli sme si hlavné kategórie, do ktorých môžeme deliť kryptografické hash funkcie. Teraz si  
uvedieme niektoré vlastnosti, ktoré má spĺňať. 
O hash funkcií h môžeme hovoriť vtedy, keď spĺňa tieto minimálne požiadavky:
(vstupy x, x’ a výstup y,y‘  )
1. kompresiu (compression) – vstup x, ktorý je konečnej dĺžky a je mapovaný na výstup h(x) pevnej 
dĺžky  n.  Inými slovami, kompresiu  možno aplikovať na argument ľubovolnej veľkosti pričom jej 
výstup má konštantnú dĺžku. 
2. ľahkú spočitateľnosť (ease of computation) – h(x) je ľahko spočitateľná pre danú funkciu h a vstup 
x. Inými slovami je ju možno rýchlo spočítať.
3. vzorovú odolnosť (preimage resistance)  – pre všetky výstupy platí, že je počítateľne nemožné 
nájsť k nemu prislúchajúci vstup. Napríklad nie je možné nájsť také x’, pre ktoré by platilo že h(x’) = 
y. Táto vlastnosť je dôležitá pri digitálnom podpise. Ak by nespĺňala túto podmienku znamenalo by 
to, že útočník môže ľahko podvrhnúť svoju podpísanú správu inou. Na obrázku 8 je znázornený tento 
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popis, máme hash Y nejakej správy M’ a my sa snažíme náhodne zvoliť správu M a vypočítať k nej 
hash-kód tak, aby bol rovnaký ako hash Y  správy M’.[9]
4. vzorovú odolnosť 2 (2nd-preimage resistance)  – je počítateľne nemožné nájsť nejaký druhý vstup, 
ktorý má rovnaký výstup ako ostatné vstupy. Čiže pre dva vstupy x (zadaný) a  x’ (x ≠  x’) platí, že 
nevieme spočítať výstup tak, aby platilo h(x)  =  h(x)’. Obrázok 9 popisuje túto situáciu,  hľadáme dve 
správy M1 (zadaná) a M2 (volená náhodne, vypočítaná)
5. odolnosť voči kolíziám (collision resistance) – je počítateľne nemožné nájsť nejaké dva rozdielne  
vstupy  x a  x’ také,  aby  výsledok  hash  funkcie  h bol  rovnaký  pre  obidve  (  h(x)  =   h(x)’  
a poznamenajme, že v tomto prípade môžeme ľubovoľne zvoliť obidva vstupy x a x’ ). 
V priebehu niekoľkých rokov bolo navrhnuté veľké množstvo kryptografických hash funkcií. 
Medzi  najznámejšie  patria  MD4,  MD5  alebo  HAVAL.  Všetky  tieto  algoritmy  majú  v histórií 
kryptografie  svoje  miesto,  ale  bohužiaľ  všetky  boli  prelomené.  MD4  a MD5  boli  značne 
nezabezpečené,  pretože  nespĺňali  podmienku  collision  resistance.  HAVAL  trpel  podobným 
problémom,  ale  jeho  dizajnéri  boli  dosť  opatrní  a podarilo  sa  jeho  nedostatky  opraviť,  a tak  ho 
môžeme naďalej používať. V dnešnej dobe jedným z najpoužívanejších algoritmov je SHA-2 (Secure 
Hash Algorithm) so svojim predchodcom SHA-1. Spĺňajú Secure Hash Standard.  [3][8][9]
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Obrázok 8: Preimage resistance [9]
Obrázok 9: 2nd-preimage resistance [9]
2.3.1 MD5 
Táto  metóda  bola  vytvorená  v  roku  1991  Ronaldom  L.  Rivestom.  MD5  patrí  k hashovacím 
algoritmom, takže vezme vstupnú správu o ľubovoľnej veľkosti a vytvorí z nej výstup o veľkosti 128-
bitov.  Tento  výstup  nazývame  otlačok alebo  podpis  správy (fingerprint,  message  digest).  MD5 
algoritmus  bol  určený  pre  vytváranie  digitálneho  podpisu,  kde  veľký  súbor  musel  byť 
„komprimovaný“ bezpečným spôsobom ako je napr. šifrovanie pomocou súkromného (tajného) kľúča 
pod public-key kryptografickým systémom akým bol napr. RSA. [10] 
Spočiatku sa  myslelo,  že  MD5 spĺňa všetky bezpečnostné  vlastnosti,  akými boli  preimage 
resistance,  2nd-preimage  resistance,  collision  resistance,  ktoré  boli  spomenuté  v časti  2.3.  Lenže 
v roku 2008 bolo zistené, že tomu tak nie je a obsahuje zraniteľné miesta. Bližšie o tomto prípade je 
uvedené v [41] .  Preto je lepšie používať bezpečnejšie algoritmy napr. algoritmy kategórie SHS.
V prípade,  že  by  čitateľ  mal  predsa  len  záujem  sa  dozvedieť  viac  do  hĺbky  o MD5  tak 
doporučujeme pozrieť literatúru v  [10][11][12].
2.3.2 SHA-1
V roku 1993 bol navrhnutý National Security Agency ako veľmi podobná hash funkcia MD5. [14].  
Neskôr bol publikovaný NIST ako U.S. Federal Information Processing Standard. Jeho presné znenie 
tohto štandardu môžeme nájsť v [15]. 
Tento algoritmus očakáva na vstupe správu o veľkosti < 264 bitov a vytvára na výstupe 160-
bitový reťazec, ktorý voláme tiež otlačok (message digest). Tento otlačok potom môžeme použiť ako 
vstup pre  nejaký podpisový algoritmus (signature algorithm),  ktorý vytvára alebo overuje podpis 
správy. Vytvorenie otlačku zo správy častokrát zlepšuje účinnosť procesu, pretože otlačok je oveľa 
menší ako celá správa. Ale keď chceme overiť tento otlačok, tak musíme použiť rovnaký algoritmus 
aký použil tvorca otlačku. Keď pri prenose správy nastane nejaká zmena, tak určite nebude súhlasiť s 
otlačkom a nebude ju možné overiť. [16] Čiže bol vhodný napríklad pre elektronické podpisy. 
SHA-1 spĺňa vlastnosti, ktoré sú popísané v časti  2.3. a preto tiež patrí ku   kryptografickým 
hash funkciám typu one-way. Po čase, v roku 2005  čínski kryptografovia Wang ad H. Yu a Y.L. Yin 
dokázali,  že  SHA-1 nie  je bezkolízny,  čo viedlo k dôsledku,  že ho je   možné prelomiť omnoho 
rýchlejšie  ako  útokom hrubou  silou,  a to  dokonca  o 2000-krát.[14]   Bližší  popis  útoku  na  tento 
algoritmus je uvedený v [19].
Neskôr boli navrhnuté algoritmy, ktoré vychádzali z tohto algoritmu, boli to SHA-224, SHA-
256, SHA-384, SHA-512 túto triedu voláme SHA-2 a je tiež rovnako štandardizovaná ako SHA-1. 
Tabuľka 1 zobrazuje základné rozdiely v ich špecifikácií. 
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SHA-1 < 2^64 512 32 160
SHA-224 < 2^64 512 32 224
SHA-256 < 2^64 512 32 256
SHA-384 < 2^128 1024 64 384
SHA-512 < 2^128 1024 64 512
Tabuľka 1: vlastnosti verzií SHA [15]
Ak by čitateľ chcel vidieť presný popis tohto algoritmu tak ho nájde v [15].
SHA-2 používa v súčasnosti väčšina bezpečnostných protokolov pre zaručenie integrity dát. 
V dnešnej  dobe  bola  vyhlásená  súťaž  Americkým  National  Institute  of  Stadards  and 
Technology (NIST) pre toho,  kto navrhne SHA-3.  V súčasnosti  boli  vybraní  piati  finalisti.  Úplný 
víťaz má byť vyhlásený v druhom štvrťroku 2012 (súťaž bola vyhlásená v roku 2008). Do finále 
postúpili tieto kryptografické hash algoritmy: BLAKE, Grostl, JH, Keccak a Skein. [17] [18]
2.4 MAC - Message authentication code
Táto metóda sa používa  v dnešných protokoloch, preto má svoje miesto aj tu. Pomocou tejto metódy 
dokážeme  zaručiť  okrem  integrity  dát  aj  autentickosť.  To  je  jeden  z hlavných  rozdielov  oproti 
kryptografickej  hash funkcií.  Typickou  bezpečnostnou  chybou  je  zamerať  sa  predovšetkým  na 
súkromie správy a nezaujímať sa o to, či správa bola počas prenosu modifikovaná. Bežní užívatelia si 
myslia,  že keď útočník nepozná obsah ich správy, tak ju nedokážu zmeniť. V skutočnosti útočník 
môže získať veľmi dobrú predstavu o tom, ako správa vyzerá a tým pádom ju môže zmeniť. Keď by 
sme sa snažili zaručiť autenticitu len za pomoci šifrovania (symetrického alebo asymetrického), tak  
narazíme na to, že tento mechanizmus je limitovaný a neefektívny. Jedným z ďalších dôvodov prečo je 
mechanizmus šifrovania nevhodný je ten, že je pre príjemcu náročné overiť správnosť čistého textu  
(plain text).   Tento problém sme zvyknutí riešiť pomocou kódov ktoré detekujú chyby a  teda len 
správne resp. korektné kódy sme považovali za prijateľné. Takáto metóda tiež zaručuje integritu dát, 
lenže nezaručuje ochranu, pretože útočník môže tiež vytvoriť svoju správu a k nej vytvoriť kód, ktorý 
jej bude odpovedať. A teda algoritmy, ktoré detekujú integritu tejto správy neuvidia žiadnu zmenu. 
Takže keď upravíme kódy, ktoré detekujú chyby tak, aby používali tajné kľúče správu nebude možné 
meniť bez tohto kľúča a práve táto myšlienka nás vedie k MAC.
Pre  MAC platí,  že  jej  hlavným cieľom je  zaistiť  to,  že  dve  (alebo viacej)  strany,  ktoré  
zdieľajú  tajný  kľúč  môžu  komunikovať  tak,  aby  boli  schopné  detekovať  zmeny  správ,  ktoré  sú 
posielané medzi nimi. MAC algoritmy pracujú tak, že na svojom vstupe očakávajú správu a tajný 
kľúč,  ich výstupom potom bude  MAC značka (MAC tag),  ktorá  bude mať presnú veľkosť.  Táto 
správa spolu so značkou sú posielané druhej strane, ktorá potom k prijatej správe prepočíta MAC 
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značku a porovná  ju  s tou,  ktorú  prijala.  Ak  nastane  zhoda  tak  je  všetko  v poriadku,  v opačnom 
prípade by takáto správa mala byť ignorovaná. (záleží na dohodnutých pravidlách)
MAC môžeme popísať takto:
MAC= C(K,M),
kde M predstavuje správu o ľubovolnej dĺžke a K predstavuje tajný kľúč
Popíšme  si  teda  príklad  toho,  kedy  chce  Alica  poslať  správu  Bobovi  pričom chce  použiť 
mechanizmus MAC. Ako prvý krok musia obidvaja zdieľať súkromný kľúč K. Potom Alica spočíta 
MAC kód zo správy M a tajného kľúča K. Následne Alica pošle správu M a MAC kód Bobovi. Bob 
príjme  správu  M  a vypočíta  k nej  MAC` kód.  Potom  Bob  porovná  hodnotu  prijatú  MAC 
s vypočítanou hodnotou MAC` a takto overí integritu dát. Len Alica bola schopná vytvoriť správnu 
MAC a týmto nastala autentifikácia zdroja (odosielateľa). [20]
Obrázok 10 popisuje autentifikáciu správy.
Obrázok 10: MAC autentifikácia správy [20]
Obrázok 11: Autentifikácia a súkromnosť správy;  autentifikácia viazana na plain-text [20]
Obrázok 12: Autentifikácia a súkromnosť správy;  autentifikácia viazana na šifrovaný text [20]
Obrázok 11 a 12 ilustruje spôsob akým môžeme zaistiť naraz dôvernosť a autenticitu použitím MAC. 
Poznamenajme, že k tomu použijeme dva kľúče. [19][20]
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2.4.1 HMAC
Ďalším mechanizmom je HMAC. Jedná sa o použitie mechanizmu MAC a kryptografických hash 
funkcií.  HMAC môže byť použitý v kombinácií s rôznymi druhmi hash funkcií, akými sú napríklad 
MD5,  SHA-1  atď.  Preto,  aby  sme  pochopili  spôsob  akým  funguje  HMAC  nám  postačí  vedieť 
informácie z predošlej kapitoly, pretože HMAC vzniká  ich kombináciou.
Postup je nasledovný. H budeme označovať kryptografickú hash funkciu, ktorá bude iteratívne 
spracovávať dáta v blokoch dát. Spomínali sme, že HMAC vzniká kombináciou hash funkcií a MAC 
mechanizmu. Ale treba podotknúť to, že pracujeme z blokmi dát. Tieto bloky majú svoju veľkosť B, 
výstupný hash-kód o veľkosti  L ,  pričom veľkosť L závisí  od hash funkcie.  Autentifikačný kľúč 
budeme označovať K. Ipad je označenie pre vnútornú výplň bloku (B krát opakovanie bytu čísla 
x36 ). Opad je pre zmenu označenie pre vonkajšiu výplň bloku (B krát opakovanie bytu čísla  x5c).
Potom postupujeme nasledovne:
MAC(text) = HMAC(K, text) = H((K0 ⊕ opad )|| H((K0 ⊕ ipad) || text)) 
toto je spôsob akým vzniká HMAC. Opad a  ipad je výplň, ktorá vzniká opakovaním bytu (i=x36 , 
o=x5c) B krát. [21][22] . Obrázok 13 ilustruje ako postupujeme. 
Obrázok 13: HMAC [9]
Pre podrobnejšie informácie doporučujeme pozrieť [22].
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Ďalšími variáciami MAC sú napríklad algoritmy: UMAC[23], GMAC použitý v IPsec [24], AES-
CMAC[25] atď. 
Spomenuli sme si niektoré základné bezpečnostné metódy, ktoré sa v dnešnej dobe používajú. 
Popísané metódy a funkcie používa rada moderných protokolov, ktoré majú snahu zvýšiť bezpečnosť. 
Keď sa snažíme odpočúvať nejaký objekt, potrebujeme zistiť, čo všetko používa a zameriavame sa na 
všetky jeho detaily. Je podstatné naštudovať a rozpísať základné zabezpečovacie princípy. 
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3 Útoky
Spomenuli sme si niekoľko základných bezpečnostných protokolov. Pri niektorých sme uviedli ich 
zraniteľné miesta. Existuje mnoho spôsobov ako prelomiť jednotlivé šifry.  V tejto práci nás bude 
skôr  zaujímať,  ako  môžeme  na  tieto  protokoly  zaútočiť  cez  sieť.  Napríklad,  keď  si  navzájom 
vymieňajú  dvaja  účastníci  nejaké  zdieľané  tajomstvo,  tak  sa  môžeme  pokúsiť  ovplyvniť  ich 
komunikáciu.
Uveďme opäť jednoduchý príklad.  Predstavme si  našu dvojicu Alicu a Boba,  ktorí  si  chcú 
spolu  vymeniť  určitú  informáciu  cez  ľubovolné  sieťové  médium.  Problémy,  ktoré  im  môžu 
skomplikovať komunikáciu, sú nasledovné: Môžeme ich spojenie prerušiť (Interruption), môžeme ich 
komunikáciu odpočúvať (Interception), môžeme zachytávať a meniť obsah ich správy (Modification), 
alebo môžeme predstierať, že sme niekto iný a posielať naše vymyslené resp. fiktívne správy druhej 
strane (Fabrication). 
Keď sa zamyslíme nad týmto delením, tak si možno uvedomíme, že tieto útoky sa od seba delia 
aj podľa aktivity útočníka, a preto sa zvyknú tieto útoky popisovať podľa toho či sa jedná o aktívny 
alebo pasívny útok.
3.1 Pasívne útoky
Pasívne útoky spočívajú v tom, že útočník v nich spravidla sleduje nezašifrovanú prevádzku a hľadá 
v nich nezašifrovaný text (plain-text), heslá alebo nejaký druh citlivých informácií, ktoré môžu byť  
použité pri iných typoch útokov (sniffing). Čiže pasívne útoky zahŕňajú analýzy prevádzky (traffic 
analysis), nie vždy musíme ukladať zachytené správy, stačí nám vedieť ako vyzerá tok v sieti a na 
základe toho zistiť ako vyzerá topológia siete. Ďalej zahŕňajú odpočúvanie nechránenej komunikácie 
(eavesdropping),  dešifrovanie  slabo  šifrovanej  prevádzky, zachytávania  overovacích  informácií 
(heslá),  útok known-plaintext,  kedy poznáme originál  aj  šifrovanú správu a snažíme sa  dohľadať 
originály ďalších šifrovaných správ.  Tento typ útoku ponúka útočníkovi vidieť, aké akcie vykonávajú 
účastníci na sieti.  Útočník sa tak dozvedá o informáciách bez súhlasu užívateľa.  Tento typ útokov sa 
ťažko detekuje, pretože častokrát nejavia žiadnu aktivitu. 
3.2 Aktívne útoky
Ako už názov sám napovedá, tak tento typ útoku vyžaduje väčšiu aktivitu. Pri tomto type útoku sa  
útočník snaží  obísť  alebo prelomiť ochranné funkcie,  zaviesť škodlivý kód,  ukradnúť informácie 
a zmeniť ich. Hlavný rozdiel medzi aktívnym a pasívnym útokom je ten, že útočník sa snaží priamo 
zasahovať do komunikácie. Pri pasívnom útoku len „potichu“ zbieral dáta. Avšak častokrát útočník 
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kombinuje  tieto  dva  útoky.  Aktívny  typ  útoku  býva  ľahšie  detekovateľný,  ale  býva  zároveň  aj  
ničivejší. Aktívne útoky by sa dali ešte rozdeliť podľa toho čo útočník vykonáva: 
• podvrhnutie identity – útočník sa tvári ako legitimovaný užívateľ siete (masquarade),
• útok  prehrávaním  (Replay  Attack)  –  útočník  najprv  zachytí  a uloží  legitímnu 
komunikáciu medzi dvoma systémami a po čase ju znova prenesie. Teoreticky tento 
druh útoku môže nastať aj  vtedy,  keď je  prenos šifrovaný (ochrana môže byť za 
pomoci hash-kód MD5, kľúčmi sedenia.. ), 
• modifikácia  správy  –  správa  bola  zmenená  útočníkom,  správa  bola  vytvorená 
a podvrhnutá  útočníkom  alebo  bolo  zmenené  poradie  zasielaných  správ 
(bankovníctvo),
• DoS útok  (Denial of Service), 
• Man in the middle  (MIM).
Útoky DOS a MIM sú rozobrané podrobnejšie. 
3.2.1 DoS útok (Denial of Service)
Útočník sa snaží paralyzovať prevádzku cieľa napr. posielaním veľkého množstva dotazov na server, 
ktorý potom nestíha odpovedať,  a tým sa zahltí.  Snaží  sa  ho spraviť  nedostupným pre  ostatných 
užívateľov. Nesnaží sa získať prístup alebo informácie. Tento typ útoku nebýva náročné vykonať,  
pretože útočník nepotrebuje veľké znalosti, častokrát ho vykonáva ako pomstu (nespokojný pracovník 
firmy, nahnevaný študent). Podobným typom útoku je  DDoS - Distributed Denial of Service, kedy 
útočník útočí za pomoci veľkého množstva jednotiek (počítačov). Výhodou tohto typu útoku je to, že 
je  náročnejšie  nájsť  útočníka  a dochádza  k väčšiemu  zaťaženiu  cieľa.  Existuje  veľké  množstvo 
spôsobov ako vykonať takýto typ útokov, uvediem len niektoré:  URL attacks, TCP flood, UDP flood, 
ARP Redirect, ICMP Router Discovery Protocol, ICMP Unreachable, Open/Close (TCP/UDP), Smrf 
(ICMP), Teardrop (TCP), SYN (TCP), Land (TCP), Ping of death“ (ICMP) atď.
Najznámejšie DDoS útoky, ktoré sa stali v minulosti pozri napr. [26].
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3.2.2 Man in the middle
Je to typ aktívneho útoku kedy medzi dve komunikujúce jednotky vstúpi útočník a zachytáva citlivé 
resp. súkromné informácie, ktoré si navzájom vymieňajú. Nejedná sa len o zbieranie informácií, ale 
útočník môže meniť správy, ktoré zachytí.  Patrí k nebezpečným typom útoku. MIM  môžeme zadeliť 
do kategórií podľa spôsobu vykonávania:
• vkladanie (Injection),
• manipulácia s kľúčmi (Key manipulation),
• zoslabovanie cieľa (Downgrade attack),
• filtrovanie (filtering) [28].
Obrázok 14 ilustruje príklad takéhoto útoku.
Obrázok 14: Man in the middle [28]
MITM – vkladanie (Injection)
Pri tomto type útoku, útočník vkladá svoje vlastné pakety do komunikácie a môže ich ovplyvňovať. 
Pričom druhá strana vôbec nevie  o tom,  že  je  pod takýmto útokom.  Takýto typ útoku je  možné 
uskutočniť pri autentizácií pomocou RSA.[29]
MITM – Manipulácia s kľúčmi (Key manipulation)
Tento typ útoku sa uskutočňuje vtedy, keď útočník zamieňa kľúče. Napríklad, ak dvaja alebo viacerí  
klienti zdieľajú to isté tajomstvo, tak útočník sa vydáva za server. Obrázok 15 popisuje ako je možné 
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vykonať takýto útok na IPsec,  ktorý používa D-H,  o ktorom bolo písané v  2.2.2.1.  Je  známe že 
podobným spôsobom môžeme zaútočiť aj na HTTPS alebo SSH1.[29]
 
MITM - Zoslabovanie cieľa (Downgrade attack)
Útočník  útočí,  tak  aby  cieľ  použil  pri  komunikácií  staršiu  verziu  protokolu.  (o ktorej  môže  byť 
známe, že obsahuje zraniteľné miesta). Napríklad, donúti klienta použiť ssh1 miesto ssh2. [29]
MITM - Filtrovanie (filtering)
Útočník sa dostaneme medzi dva komunikujúce uzly a filtruje resp. obmedzuje ich komunikáciu. [29]
Spomenuli  sme si  základné  typy útokov.  Ešte  by  sme chceli  poznamenať,  že  pre  nás  je  
najvhodnejší typ útoku pre odposluch moderných protokolov je  Man in the middle.
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Obrázok 15:  Key manipulation D-F [29]
4 Zabezpečená komunikácia
V predošlej kapitole sme sa venovali všeobecnej problematike zabezpečenia z pohľadu kryptografie.  
Výsledkom  našej  práce  má  byť  návrh  pre  odposluch,  budeme  sa  špecializovať  na  odposluch 
protokolu SSL, preto ho v tejto kapitole rozoberieme a vysvetlíme, že čo všetko musíme splňovať pri  
jeho nasadení.
4.1 SSL – secure socket layer
Pri  komunikácií  medzi  účastníkmi môže dochádzať k rôznym problémom, ktoré vedú k zníženiu 
bezpečnosti.  Medzi najväčšie problémy, ktoré môžu nastať radíme odpočúvanie (Eavesdropping) a  
problém,  či  ten  s  kým  komunikujeme,  je  naozaj  ten  za  koho  sa  vydáva.  K  eliminácií  týchto 
problémov sa začalo používať TLS/SSL.
4.1.1 TCP – transmision control protocol 
Ako je vidieť z TCP/IP modelu (na obrázku  16) tak SSL sa nachádza na aplikačnej  vrstve.  SSL 
využíva služby nižších vrstiev. Teraz sa zameriame na transportnú vrstvu, na ktorej sa nachádza TCP 
protokol. TCP vytvára prúd (stream) dát, ktorý je spoľahlivý a spojovo-orientovaný.[30] SSL používa 
TCP a jeho výsledný prúd nadobúda nové vlastnosti  akými sú šifrovanie a zabezpečenie ochrany 
integrity dát.[29]
Pred  tým  ako  si  začneme  popisovať  SSL  protokol  je  vhodné  si  pripomenúť  spôsob 
naväzovania komunikácie pomocou TCP protokolu.  Ako sme  spomenuli TCP  poskytuje spoľahlivý 
spôsob komunikácie  a  je  spojovo-orientovaný.  V texte  sa  oboznámime s  tým,   akým spôsobom 
dosahuje tieto vlastnosti.
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Obrázok 16: SSL vrstva [32]
Prenos dát  označujeme ako spoľahlivý vtedy,  keď doručenie  dát  z  jedného zariadenia  na 
druhé zariadenie je bez duplikácie a strát dát. Väčšina protokolov dosahuje spoľahlivosť pomocou 
techniky,  ktorá  je  známa  ako  pozitívne  potvrdzovanie  príjmov (possitive  acknowledgement  with 
retransmission). Technika pri komunikácií medzi zdrojom a príjemcom vyžaduje spätné zasielanie  
potvrdzovacích správ pri  prijatí  dát.  Potvrdzovacie správy označujeme  ACK  (acknowledgement). 
Odosielateľ zaznamenáva každý paket, ktorý odošle a čaká na jeho potvrdenie. Až potom ako dostane 
toto potvrdenie začne odosielať ďalší paket.  Úlohou odosielateľa je aj merať čas odosielania paketov 
a ich prenos kým nepríde potvrdzovacia správa ACK. Ak uplynie čas určený pre tento prenos pred- 
tým ako príde potvrdenie ACK,  odosielateľ predpokladá, že prišlo k strate prenosu. [34]
Tento  mechanizmus  posielania  potvrdení  poskytuje  spoľahlivosť,  ale  zároveň  zaberá 
prenosovú  šírku  pásma,  pretože  pri  odoslaní  nového  paketu  musíme  vždy  čakať  na  potvrdenie 
predošlého.  K  odstráneniu  tohto  nedostatku  sa  používa  posúvacie  okno  (sliding  window).  Jeho 
princíp spočíva v tom, že pošleme sekvenčne niekoľko paketov s počtom  N.  Hovoríme im, že sú 
nepotvrdené, kým neprijmeme ich potvrdzovacie správy. V skutočnosti počet nepotvrdených paketov 
je limitovaný.  Napríklad, ak veľkosť okna je osem,  odosielateľ má povolené poslať osem paketov 
predtým než prijme ich potvrdenia.  Keď odosielateľ prijme potvrdenie  okno sa posunie o jeden 
paket. Tým pádom potvrdený paket vypustí a odošle nasledujúci paket. [34]
Spomenuli sme, že TCP je spojovo-orientované. V nasledujúcom texte  popíšeme, čo sa za 
týmto pojmom skrýva. TCP sa používa pre vybudovanie spojenia medzi koncovými bodmi - dvojicou 
(hosť, port), kde hosť je IP adresa a  port je TCP port. Napríklad dvojica (192.168.1.1, 25) definuje 
počítač s IP adresou  192.168.1.1 a s TCP portom 25. Takže TCP spojenie vytvorené medzi dvomi 
stanicami je identifikované pomocou týchto dvoch dvojíc. Napríklad, povedzme, že (128.2.254.139, 
1184)  bude  identifikovať  klienta  a  (128.10.2.3,  53)  bude  identifikovať  server.  Tieto  dve  dvojice 
identifikujú spojenie. Vďaka tomu je možné aby, mohli existovať viaceré spojenia so serverom s tým 
istým  portom.   Keď  budeme  uvažovať  ďalšieho  klienta  s  dvojicou   (128.9.0.32,  1184),   tak 
identifikátor nového spojenie bude znova unikátny. [34] To spojenie bude označené inou dvojicou.
Pre naväzovanie TCP spojenia sa používa trojcestná metóda  (three-way handshake).  Princíp 
tohto mechanizmu je ilustrovaný na obrázku 17.
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Diagonálne čiary predstavujú smer zasielania správ a  plynutie času je znázornené smerom 
dole.   Popisuje príznaky  a tie identifikujú typ správy. Tabuľka 2 ich popisuje.
Flag Označenie Popis
S SYN Synchronizačné sekvenčené čísla
F FIN Odosieľateľ ukončuje posielanie dát
R RST Reštart spojenia
P PSH Pošli data príjemcovi čo najrýchlejšie
. Žiadna z týchto značiek nie je nastavená
Tabuľka 2: TCP - typ sprav [30]
Tieto príznaky môžeme nájsť v poli TCP segmentu označenom ako  CODE BITS  [34].  Tieto 
značky určujú charakter posielaného segmentu.  Ak by mal čitateľ  záujem  bližšie sa oboznámiť s 
presným formátom správy, nájde túto špecifikáciu v [38] alebo v [30].
Ako je vidieť z obrázka nad textom tak sa pri nadväzovaní spojenia využívajú  správy s 
nastavenými CODE BITS na ACK a SYN. Dôležité je si všimnúť, že sa do významnej miery využívajú 
sekvenčné čísla. Prvým krokom je zaslanie správy s príznakom SYN so sekvenčným číslom x.  Keď 
ho druhá strana prijme, tak na túto správu odpovie  správou, ktorá má nastavené príznaky SYN a ACK. 
ACK potvrdzuje príjem predošlej správy tým, že jeho sekvenčné číslo bude  x+1  a  SYN,  ktorému 
pridelí sekvenčné číslo y. Keď druhá strana správu prijme, potvrdí príjem SYN so sekvenčným číslom 
y, tým že pošle ACK so sekvenčným číslom y+1. Po tejto výmene je TCP spojenie vytvorené. [34]
4.1.2 Princíp Secure Socket Layer
SSL sa skladá zo štyroch protokolov:  
•protokol pre nadviazanie spojenia (hand-shake protocol)
•protokol pre výmenu špecifikácie šifier (change cipher spec protocol)
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Obrázok 17: TCP - nadväzovanie komunikácie [34]
•protokol pre upozornenia (alert protocol)
•vrstva záznamov (record layer) [32]
SSL komunikácia prebieha na základe výmeny správ.  Tieto typy správ môžeme rozdeliť a 
označovať ako:  užívateľské dáta, správy pre nadviazanie komunikácie, upozornenia (chybové správy,  
alebo notifikácie týkajúce sa spojenia) a správy, ktoré špecifikujú šifrovanie (mali by byť použité v  
správach, ktoré  nadväzujú spojenie  ale  bolo  rozhodnuté,  že  sa  budú  posielať  v  samostatných 
správach) .[29]
Najprv si základný princíp protokolu  zľahka popíšeme pomocou komunikácie medzi dvoma 
účastníkmi, ktorými budú  Alica (klient) a Bob (server).
Komunikáciu  začína  Alica  tým,  že  inicializuje  kontakt s  Bobom.  Bob  pošle  Alici  svoj 
certifikát. Alica overí Bobov certifikát a vyberie Bobov verejný kľuč (public key). Vyberie náhodné 
číslo S pomocou, ktorého  vypočíta kľúč spojenia (session key). Alica pošle Bobovi S, ktoré je však 
zašifrované pomocou Bobovho verejného kľúča. Po týchto krokoch je zvyšok spojenia  šifrovaný a  
dochádza k ochrane integrity na základe použitia kľúča spojenia. [29]
Vysvetlíme  nadväzovanie komunikácie pomocou zasielania správ, ktoré je zachytené  v obrázku 18. 
Správa 1.   Alica oznamuje,  že by rada chcela komunikovať s Bobom (neidentifikuje sa)  a 
posiela list  so šifrovacími protokolmi, ktoré podporuje.  S týmto listom posiela aj svoje náhodné číslo 
označené ako Ralice.  Číslo Ralice s tajným číslom S použijeme pre vytvorenie ďalších kľúčov. [29] 
O čísle S si povieme v tretej správe.
Správa  2.  Bob posiela  Alici  jeho vlastný certifikát  a  náhodné  číslo  RBob,  ktoré  bude tiež 
použité pri tvorbe ďalších kľúčov. Zároveň vyberie jednou zo šifier, ktoré mú Alica poslala. Vyberie 
tú, ktorú podporuje. [29] V tomto kroku sa dohodli na používaní šifry.  
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Obrázok 18: SSL - nadväzovanie spojenia [29]
Správa 3. Alica vyberie náhodné číslo S. Toto číslo je označované ako pred-tajomstvo (  pre-master  
secret)  a pošle ho zašifrované pomocou Bobovho verejného čísla.  Zároveň pošle odtlačok (hash) 
hlavného tajomstva K (master secret) a zašle správy  pre vytvorenie spojenia (hand-shake messages). 
Týmto dokazuje, že pozná kľúč  K a uisťuje sa, že  manipulácia so správou bude  detekovaná.[29] 
Hlavné  tajomstvo vzniká  použitím  kryptografických nástrojov  a  krokov,   ktoré  sú  znázornené  v 
prílohe[5]. Dôležité je vedieť, že hlavné tajomstvo K vzniká s použitím S, Ralice a Rbob.
Na  základe  hlavného  tajomstva  K,  Ralice  a Rbob  dostaneme  kľúče  pomocou,  ktorých 
môžeme chrániť prenos dát medzi účastníkmi. Dáta budú šifrované a ich integrita bude chránená.[29]
Kľúče, ktoré sú použité pre šifrovanie dát pre prenos sú známe ako zapisovacie kľúče (write-
encryption key) a kľúče, ktoré pre získanie zašifrovanej informácie sú známe ako kľúče určené pre 
čítanie (read key). Takže, Bobov zapisovací kľúč je Alicin  čítací kľúč.  [33]
Správa č. 4. Bob pomocou nej dokazuje, že pozná kľúč relácie a zaisťuje to tým, že na  všetky 
spojovacie (handshake)  správy, ktoré prišli  pošle ich odtlačky (hashe). Šifruje ich pomocou jeho 
zapisovacieho-šifrovacieho  (write-encryption)  kľúča  a  ochrana  integrity  sa  zaisťuje  použitím 
zapisovacieho-integritného  kľúča  (write-integrity  key)  Vzhľadom  k  tomu,  že  kľúč  relácie  je 
odvodený z  S, tak je týmto dokázané, že ten kto posiela tieto správy musí poznať Bobov privátny 
kľúč, pretože ho potreboval k tomu, aby si mohol vybrať/dešifrovať kľúč  S [29]. V našom prípade 
Bob určite poznal svoj privátny kľúč.
Integrita  dát  bude  chránená  pomocou  autentifikačného  kódu  HMAC  a dôvernosť  je 
zabezpečená pomocou symetrického šifrovania.[7]
Použitá  hash  funkcia  je  založená  na  jednej  z  prvých  verzií  HMAC.  Pre  určenie  toho,  že 
zahashované kľúče Alice a Boba sú rôzne, sa používa zahashovaný konštantný  ASCII reťazec. Na 
Bobovu konštantu bude tiež aplikovaná hash funkcia.  [29]  Teda Alica  a Bob majú tento reťazec 
rozdielny.
Ak by čitateľ mal záujem sa bližšie zoznámiť s kryptografickými postupmi pomocou, ktorých 
je realizované SSL tak sa môže pozrieť do prílohy, alebo doporučujem [33].
4.1.3 TLS – transport layer security
S protokolom SSL sa  častokrát  spomína protokol  TLS.  Secure  Socket  Layer  – SSL bol  pôvodne 
vytvorený spoločnosťou Netscape. Postupne sa protokol SSL stal kritizovaný organizáciou Internet 
Engineering Task Force – IETF, ktorej cieľom je vytvoriť Internet lepším pomocou inžinierskych 
nástrojov. Neskôr Netscape pod vplyvom kritiky prenechal tvorbu protokolu SSL organizácií IETF. 
Tá ho začala vyvíjať pod názvom  Transport Layer Security – TLS s cieľom vytvoriť Internetový 
štandard SSL.[33][35][39] 
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Predchodcom protokolu TLS bol SSL. Vo verziách SSLv3 a TLS 1.0 je len niekoľko rozdielov. Medzi 
takéto rozdiely patria:
• verzia protokolu v správach – Keďže predtým sa používal štandard SSL vo verzií 3.0 
väčšina systémov bola nastavená tak, aby posielané správy boli vo verzií väčšej (rovnej) ako 
3.0. Lenže TLS bolo uvedené v novej číselnej rade TLS v1.0,  takže  verzia týchto správ je 
nastavené na 3.1. Častokrát sa TLS v1.0 hovorí SSL 3.1.
• varovné správy – Zväčšil sa počet varovných správ z 12 na 23.
• autentizačné správy – Zmenil sa spôsob, akým sa dosahovala autenticita správ. V SSL 
sa  používal  algoritmus,  ktorý kombinoval  informácie  z  kľúča a z  aplikačných dát.  Tento 
algoritmus je použitý len v SSL. Naopak TLS protokol sa spolieha na štandard HMAC.
• Spôsob tvorby kľúča – SSL pri tvorbe kľúča používala svoje vlastné riešenie.  TLS 
používa normovanú pseudonáhodnú funkciu.
• Kontrola  certifikátu  (CertificateVerify)  –  SSL pri  overovaní  používa funkciu,  ktorá 
používa dvojúrovňový hash z úvodných správ, hlavné tajomstvo a výplň. Pričom TLS funkcia 
používa len správy pre nadviazanie komunikácie z predošlej relácie.
• Spôsob ukončenia – TLS tiež zjednodušuje obsah a formát ukončovacích správ.
• Základné  šifrovacie  algoritmy  –  obidva  protokoly  podporujú  tú  istú  množinu 
šifrovacích  algoritmov,  ale  u  TLS  explicitná  podpora  algoritmov  Fortezza  a  DMS  bola 
odstránená. [33]
Čo sa  týka  vzájomnej  interoperability  protokolov  TLS a  SSL je  nasledovná:  Klient,  ktorý 
podporuje SSLv3.0 a TLSv1.0, pošle inicializačnú správu ClientHello verzie 3.1. Ak server podporuje 
protokol TLS, tak odpovie správou TLS ServerHello. Tým dá najavo, že podporuje tento protokol. Ak 
podporuje len SSL,  tak odpovie správou SSL ServerHello. [33]
4.2 Certifikáty
Ukázali  sme  spôsob,  akým  môžeme  vytvoriť  šifrovanú  komunikáciu.  Sama  osebe  šifrovaná 
komunikácia medzi dvoma komunikujúcimi uzlami nie je dostačujúca, pretože stále nemusíme vedieť 
či ten s kým komunikujeme, je ten, za koho sa vydáva. Takže v našom prípade si nemôže Alica byť  
istá, či určite komunikuje s Bobom a nie s nejakou inou treťou osobou.
K  vyriešeniu  tejto  otázky  používame  digitálne  certifikáty (public  key  certificates)  a  v 
nasledujúcom texte popíšeme ich princíp.
V mnohých prípadoch sa certifikáty prirovnávajú k vodičským preukazom. Hoci certifikáty 
patria počítačovým systém a nie ľuďom,  zdieľajú tri základné a dôležité (charaktery) vlastnosti.. Prvá 
vlastnsť je,  že  obidvaja identifikujú svojho  vlastníka  (subject) pomocou vloženia mena subjektu. 
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Druhou  základnou  vlastnosťou  je,  že  udržujú  základné  informácie  o  osobe.  Vodičský  preukaz 
dokazuje,  že  subjekt  vlastní  určité  oprávnenia  napríklad  riadenie  auta,  kým certifikát  potvrdzuje 
verejný kľúč subjektu (prípadne môže obsahovať aj nejaké iné oprávnenia).  Tretia vlastnosť je, že 
certifikát a vodičský preukaz sú podpísané dôveryhodnou organizáciou, či už vládnym úradom alebo 
certifikačnou autoritou. [33]
Popísali  sme si  slovne  k  čomu slúžia  certifikáty  a  teraz  si  ich  rozoberieme  do detailov.  
Certifikát pozostáva z viacerých polí ako môžeme vidieť na obrázku 19.
Obrázok 19: Certifikat - položky certifikátu [33]
• Verzia  (version) hovorí o tom, v akom formáte je certifikát.  V súčasnosti sa používajú tri 
verzie. [35]
• Sériové číslo (serial number) je celé číslo, ktoré je jednoznačne spojené s týmto certifikátom 
a je jedinečné v rámci vydávajúcej certifikačnej autority. [35]
• Ďalšie pole je  identifikátor  algoritmu pomocou,  ktorého  vytvárame  podpis  (signature 
algorithm identifier). [35]
• Vydavateľ (issuer), hovorí o tom, ktorá organizácia tento certifikát podpísala. Táto informácia 
je veľmi dôležitou pre užívateľa, alebo počítačový systém, pretože na jej základe môže určiť 
či je certifikát dôveryhodný.
• Doba platnosti (period of validity) ako pre vodičský preukaz aj certifikát, znamená, že môže 
platiť len určitý interval.[33]  
• Významným polom je pre nás pole vlastník (subject). [33] Určuje meno entity, ku ktorej sa 
tento certifikát vzťahuje.  To znamená, že tento certifikát potvrdzuje verejný kľúč subjektu, 
ktorá má zodpovedajúci súkromný kľúč. [35]
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• Verejný kľúč vlastníka (subject's public-key information), ako už názov poľa napovedá,  toto 
pole  obsahuje  verejný  kľúč  a  určuje  algoritmus  pomocou,  ktorého môže  byť  tento  kľúč 
použitý. [35]
• Jednoznačný identifikátor vydavateľa (issuer unique identifier) je to voliteľná hodnota , ktorá 
určuje certifikačnú autoritu, ktorá ju vydala.
• Jednoznačný identifikátor subjektu (subject unique identifier), je  to  opäť voliteľná hodnota 
poľa, ktorá tento raz určuje vlastníka.
• Rozšírenia (extensions)  je to množina jedného alebo viacerých polí certifikátu. Bola pridaná 
pri verzii číslo tri.
• Podpis (signature), pokrýva zvyšok. Obsahuje odtlačok (hash), ktorý je šifrovaný pomocou 
súkromného kľúča certifikačnej autority. Aj v tomto prípade zahŕňa identifikátor algoritmu,  
pomocou ktorého môže byť tento hash rozšifrovaný. [35]
Popísali  sme si  jednotlivé polia  certifkátu.  V ďalšej  časti  rozoberieme spôsob,  akým môže 
užívateľ získať certifikát a rovnako rozoberieme termín  certifikačná autorita.
Najdôležitejšiu úlohu plní cetifikačná autorita (v texte budeme označovať skratkou CA). Tá je 
zodpovedná za  overovanie  a  podpisovanie  certifikátov.[36]  Certifikačná  autorita  sa  častokrát 
identifikuje  pomocou svojho  certifikátu.  Jej  certifikát  je  odlišný  od bežných certifikátov tým,  že 
vlastník certifikátu a aj ten kto ho vydal sú rovnaké. Verejný kľúč vlastníka je tiež verejným kľúčom, 
ktorý overuje podpis certifikátu. To je oproti normálnym certifikátom zásadný rozdiel. Každá strana,  
ktorá  prijala  normálny  certifikát,  môže  skontrolovať  podpis  certifikátu  a  rozhodnúť  sa,  či  bude 
dôverovať verejnému kľúču v tomto certifikáte.  Pokiaľ je  podpis certifikátu  platný a vydavateľ  
certifikátu je dôveryhodný, tak príjemca môže veriť verejnému kľúču. Na druhej strane pri  certifikáte 
CA, overenie podpisu napomáha nadobudnutiu dôvery, pretože hocikto môže vytvoriť falošný CA 
certifikát. Postačí mu vedieť verejný a privátny kľúč a tým pádom môže jednoducho vygenerovať  
zhodný certifikačný podpis. Na overenie CA certifikátu sa používajú iné metódy.
V prípade  bezpečnosti  na  Webe  do  veľkej  miery záleží  na  tvorcoch  prehliadačov.  Tieto 
prehliadače poznajú certifikáty od dôležitých a známych verejných certifikačných autorít. [35]
4.2.1 Charakteristiky certifikačnej autority
CA nemusí byť online. Nie je potrebné jej prísne zabezpečenie, pretože certifikáty neobsahujú citlivé 
dáta a môžeme ich verejne sprístupniť. Ak by CA prestala vykonávať svoje služby, tak nedochádza k 
narušeniu  bezpečnosti.  Tým,  že  nemusí  byť  online,  alebo  nepotrebuje  vykonávať  určité  sieťové 
protokoly,  môže byť jednoduchým zariadením a teda byť bezpečnejšia. [29][35]
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4.2.2 Vydávanie digitálneho certifikátu
CA môže vygenerovať pár  - verejný a súkromný kľuč, alebo tento pár môže vygenerovať užívateľ. 
Druhá metóda  je  dokonalejšia, pretože tajný kľúč nemusí nikdy opustiť svoje miesto a tým pádom 
bude menej pravdepodobnejšie jeho zachytenie.  To platí  až na prípad, kedy sa užívateľ rozhodne 
vygenerovať svoj vlastný certifikát a bude potrebné si ho zakúpiť od jednej z certifikačných autorít. 
Predtým, ako CA vydá  vlastný certifikát,   musí sa overiť pomocou kontroly, že užívateľ je ten, za 
koho sa  vydáva.  Na základe kontroly toho,  akým overením užívateľ  prešiel,  existujú  nasledovné 
triedy.
•Trieda 1:  na základe emailu. Môže byť vydaný anonymne.
•Trieda 2:  na základe  dodatočných osobných informácií. Identita vlastníka musí byť overená 
treťou stranou 
•Trieda 3:  vlastník musí osobne navštíviť CA a absolvovať pohovor
•Trieda 4: na základe preverenia vládou alebo organizáciami, ktorých vykonávanie previerky je 
na vysokej úrovni.[36] [37]
Ako je vidieť tak CA hrá významnú rolu. Predstava toho, že by mala existovať len jedna hlavná 
CA, ktorá bude vykonávať všetky operácie sama je nemysliteľná. CA by sa stala veľmi vyťaženou, 
preto existuje hierarchia CA. 
Na obrázku  20 je zachytená jednoduchá troj-úrovňová hierarchia. Ako je vidieť tak spoločnosť 
(corp.) Acme  je hlavnou CA s dvoma podautoritami: Pre Ľudské zdroje (Human resources) a Vývoj 
(Development). Tieto podautority označujeme ako užívateľské autority. Dôveryhodnosť je závislá od 
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Obrázok 20: Príklad hierarchie CA [35]
kooperácie týchto troch domén. Veľkou výhodou tejto hierarchie je, že nie je potrebné,  aby si všetky  
strany automaticky dôverovali navzájom. Jediným orgánom, ktorému musia dôverovať je  koreňová 
(root) CA.
Uvedieme ilustračný prípad. Uvažujme, že keď klient v  R&D sa rozhodne verifikovať server 
Benefits.  Server  pošle  klientovi  svoj  certifikát,  ktorý  vydala  HR  Dept autorita.  Klient  v  R&D 
nedôveruje HR autorite, ale aj napriek tomu si môže vypýtať certifikát HR. Ten môže overiť a zistí,  
že bol vydaný koreňovou CA. Pokým klient v R&D verí koreňovej autorite ACME, môže dôverovať 
aj CA Benefits. [35]
Doteraz sme sa zaoberali krokmi ako vytvárať certifikáty. Treba si uvedomiť, že nepostačuje 
zaoberať  sa  len   prípadmi  kedy  ich  vydávať,  ale  aj  tým,  že  vydané  certifikáty  musíme  vedieť 
zneplatniť pre určité dôvody. Takýmito dôvodmi by mohli byť:
•prezradenie súkromného kľúč užívateľa, alebo prezradenie súkromného kľúča CA,
•vypršanie platnosti certifikátu,
•zistená chyba pri vydávaní certifikátu alebo prípadná zmena zamestnávateľa užívateľa,
•užívateľ porušil bezpečnostné pravidlá.
CA nemôže  odobrať  už  vydaný  digitálny  certifikát.  Existujú  dve  možnosti  akými  môže 
uskutočniť  neplatnosť, alebo nepravosť týchto certifikátov. Môže byť vložený do  čiernej listiny –  
CRL (certificate revocation list), alebo je možné použiť komunikačný protokol, ktorým  je možné 
dotazovať sa na aktuálny stav certifikátu. Tento protokol sa volá  Online Certificate Status Protocol 
(OCSP) .
V čiernej listine sa nachádza zoznam vyexpirovaných, alebo neplatných certifikátov. Príjemca 
certifikátu sa môže pozrieť do tohto zoznamu a prípadne určiť,  či  ten certifikát,  ktorý obdržal je  
neplatný.
Pomocou OCSP sa  príjemca dotazuje na platnosť daného certifikátu.  [36]  Princíp dotaz-
odpoveď.
V nasledujúcej čast zjednodušene  ilustrujeme, ako prebieha celá komunikácia v situácii, kedy 
chce klient komunikovať s webovým serverom s použitím SSL a certifikátov.
Klient  vytvára  spojenie  na  web  server  napr.  na  company.com.  Táto  komunikácia  bude 
nadviazaná na špeciálny port, na ktorom prebieha len SSL komunikácia. [31] Zvyčajne sa používa 
port s číslom 443.
Keď sa klient pripojí  na SSL port servera, tak mu server pošle späť jeho verejný kľúč a  
zoznam šifier ktoré podporuje.[31] Prípadne mu môže poslať aj svoj certifikát.
Teraz  klient  dostáva  verejný  kľúč  servera  v  podobe  certifikátu.  Zistí,  kto  podpísal-vydal 
certifikát. Ak sa rozhodne dôverovať CA,  ktorá ho vydala, tak pokračujeme ďalšími krokmi.
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Ak sa rozhodne, že mu veriť nebude, tak je celá komunikácia ukončená.
Ak klient bude veriť verejnému kľúču (certifikátu), ktorý dostal, vyberie šifrovaciu metódu, 
ktorú  podporuje  server  a  vygeneruje  symetrický  kľúč  (heslo).  Tento  bude  použitý  vo  vybranej 
šifrovacej  metóde.  Klient  zašifruje  toto  heslo  pomocou verejného kľúča  servera  a  pošle  ho spať 
serveru. Len server dokáže rozšifrovať túto správu.[31] Keď server rozšifruje správu, bude vedieť o 
hesle aj on. 
V tomto kroku si  môžu začať navzájom posielať dáta šifrovane s  použitím symetrického 
šifrovania a klient si bude istý, že komunikuje so správnym serverom.
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5 Odposluch
V predchádzajúcich kapitolách sme sa zoznámili  s teoretickými základmi a princípmi dôležitými pre 
pochopenie  nasledujúcej  kapitoly. V nej  sa  budeme  venovať  návrhu  odposluchu  zabezpečeného 
protokolu.
5.1 Návrh
Cieľom tejto práce je návrh spôsobu, akým sa dá prelomiť SSL/TLS. Spomenuli sme si,  že tieto 
protokoly podporujú integritu dát, šifrovanie a za pomoci certifikátov aj autenticitu. Akým spôsobom 
môžeme vôbec vytvoriť aplikáciu schopnú prelomiť takéto zabezpečenie?  Snažíme  sa  pozerať na 
toto zabezpečenie z pohľadu sieťovej komunikácie. Nebudeme sa venovať kryptografickej analýze, 
alebo kryptografickému útoku.
Bude sa teda jednať o sieťový útok. Keď hovoríme o sieťach,  častokrát myslíme na spôsoby 
akým sú realizované. Siete sú zapájané do rôznych hierarchií a topológii, ktoré sa od seba výrazne 
odlišujú.  Budeme sa  špecializovať na konkrétny typ topológie  siete  a prípadu použitia  protokolu 
SSL/TLS. Ak si predstavíme skutočné bojisko, môžeme náš útok prirovnať k streľbe tanku a protokol 
k budove, na ktorý útočíme. Tank dokáže vykonať účinný útok na  budovu v určitej vzdialenosti, ale 
ak by sme  sa ho rozhodli použiť na útok proti bojovému lietadlu, tak by bol veľmi málo účinný, 
možno až  nepoužiteľný. 
Predstavme si našu zabezpečenú sieť. Je zachytená na obrázku  21. Jedná sa o zabezpečenie 
pomocou SSL/TLS s použitím protokolu HTTP (HTTPS). Na serveri je prevádzkovaný Web server, 
na ktorý sa pripájajú klient cez Internet.  Klient sa nachádza na lokálnej sieti. Lokálnu sieť tvorí PC 
klienta, prepínač a smerovač. 
Klienta  si  môžeme  predstaviť  ako  bežného  užívateľa,  ktorý  navštevuje  webové  stránky,  
kontroluje emaily, alebo vykonáva bežnú počítačovú činnosť. Náš útok budeme smerovať na neho. 
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Zamerajme sa na situáciu kedy sa klient pripája na zabezpečený webový server. Klient si spustí 
svôj obľúbený webový prehliadač a zadá adresu servera, na ktorý sa chce pripojiť. Zobrazí sa pred 
ním  stránka,  ktorú  očakával.  Takýto  postup  budeme  očakávať  z  ľudského,  alebo  užívateľského 
pohľadu. So sieťového pohľadu budeme  situáciu  vnímať podstatne zložitejšie. Tú si znázorníme. 
Začneme s krokom kedy užívateľ zadal webovú adresu napr. https://www.site.org. V sieťovom svete  
sa nepoužíva adresa ktorej rozumie človek ale používajú sa ip adresy. (závisí od verzie protokolu,  
budeme  predpokladať  IP  verzie  4).  Tie  by  sme  mohli  prirovnať  k  telefónnym  číslam,  ktoré 
jednoznačne  určujú  koncového účastníka,  ktorému chceme volať.  Človek si  ťažko pamätá  veľké 
množstvo telefónnych čísel, preto si ukladá telefónne číslo spolu s osobou ktorej toto číslo patrí  do 
pamäte  mobilu  a  používa  meno  tejto  osoby.  Presne  tak  je  to  aj  pri  sieťach,  kde  www.site.org 
predstavuje meno servera, ktoré ale nehovorí nič o jej presnej adrese. Čiže potrebujeme získať jej  
presnú adresu, IP adresu. Našťastie tento problém nemusí riešiť sám užívateľ, ale jeho počítač, ktorý  
používa preklad doménových mien - DNS. Ten stojí za prekladom doménového mena (názvu servera) 
na IP adresu. Nachádza sa na aplikačnej úrovni v TCP/IP modeli. Takže prvým sieťovým krokom 
bude zistenie IP adresy servera na základe doménového mena. DNS funguje na princípe pýtania sa a  
odpovedania.  Takže klient  pošle  dotaz  DNS serveru,  ten má za úlohu odpovedať na príchodzie  
dotazy. Príklad takejto komunikácie môžeme vidieť na obrázku 22.
V  prvom riadku  sa  klient  (s  adresou  147.229.202.189)  pýta  DNS  servera  (s  adresou 
147.229.9.21), či pozná odpoveď na doménové meno site.org. 
Z druhého riadku je vidieť, že DNS server pozná tento preklad a posiela mu adresu späť. Klient 
bude vedieť, že doména site.org má adresu 147.229.21. 
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Obrázok 21: Zapojenie siete
Obrázok 22: DNS - dotaz odpoveď
Klient sa môže pokúsiť o nadviazanie komunikácie so serverom. Keďže užívateľ zadal adresu 
https://site.org, tak sa bude jednať o pripojenie HTTP s využitím SSL. HTTP protokol sa nachádza na 
aplikačnej vrstve TCP/IP nad vrstvou protokolu SSL. 
Na  obrázku  je  zachytené  porovnanie  nezabezpečeného  spojenia  pomocou  HTTP  a 
zabezpečené-ho spojenia HTTPS. Pri TCP/IP modele platí, že služby vyššej vrstvy využívajú služby 
nižšej vrstvy. Pri vytvorení spojenia bude vrstva HTTP využívať vrstvu SSL, vzniká https. 
Klient,  ktorý chce nadviazať zabezpečené spojenie s využitím HTTPS, musí postupovať od 
najnižšej vrstvy  TCP/IP až po aplikačnú, kde sa nachádza HTTP.
Na sieťovej vrstve sa nachádza protokol IP s ktorým sú spojené už spomínané  IP adresy. V 
jednoduchosti povedané, protokol IP je zodpovedný za nájdenie účastníka siete pomocou IP adries. 
Vieme, že  IP adresa klienta je  147.229.141.143 a  IP adresa servera  147.229.9.21.  Na základe 
týchto adries nastane vybudovanie spojenia na sieťovej vrstve.
Pokračujeme v budovaní spojenia. Za sieťovou vrstvou nasleduje transportná. V transportnej  
vrstve použijeme protokol TCP, o ktorom sme spomínali v  predchádzajúcej  kapitole  4.1.1. Vraveli 
sme,  že adresy aplikácií  sú určené číslom  TCP portu,  takže ďalším krokom je vznik spojenia na 
úrovni  portov.  Aplikácia  klienta,  webový  prehliadač  a  aplikácia  servera,  webový  server,  musia 
nadviazať spojenie. Zachytené na obrázku  24.
Zo zachytenej komunikácie môžeme vidieť,  že TCP port klienta je 51055 a servera port  SSL 
(443).  Takéto  nadviazanie  spojenia  sme  si  ilustrovali  aj  na  obrázku  č.  17.  Komunikácia na 
transportnej  vrstve bola nadviazaná.  Nasledovať bude vybudovanie spojenia na aplikačnej  vrstve. 
Nižšou vrstvou v nej je  SSL.
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Obrázok 23: Porovnanie http a https [33]
Obrázok 24: TCP nadväzovanie komunikácie
 Obrázok 25 zachytáva priebeh reálneho nadväzovania SSL komunikácie. 
Po tejto fáze sa dáta prenášajú šifrovane. Konkrétne v našom prípade sa budú prenášať dáta 
protokolu HTTP. Podobne ako by to bolo v nešifrovanom prenose bude zaslaný príkaz Get protokolu 
HTTP. 
Pomocou metódy Get dostaneme všetky informácie, ktoré sa nachádzajú na dotazovanej adrese 
[40]. V našom prípade dostaneme informácie z adresy  /. Keďže sa jedná o webovú komunikáciu , 
server  odpovedá na tento dotaz zaslaním stránky index.html.  Tá je zasielaná ako prvá klientovi.  
Klient môže voľne zabezpečene komunikovať s webovým serverom. Na obrázku 26 je znázornený 
GET požiadavok.
V  popise  komunikácie  sme  nerozoberali  príjem  certifikátu  od  servera.  Prijatie certifikátu 
môžeme vidieť na obrázku  25. Dôvodom prečo naň nemusel užívateľ reagovať je, že došlo k jeho 
overeniu pomocou známej certifikačnej autority, ktorú pozná prehliadač užívateľa a pokladá  ho  za 
dôveryhodný. Jedná sa teda o užívateľskú akciu.
Takýmto spôsobom prebieha bežná zabezpečená komunikácia pomocou protokolu SSL s tým, 
že užívateľ si môže byť istý, že komunikuje so správnym serverom. 
Teraz rozoberieme situáciu s tým, že sa zameriame na možný odposluch komunikácie. Skúsime 
teraz predpokladať, že komunikácia prechádza cez útočníka pričom ani server, ani klient o nás nevie. 
Takáto komunikácia je zachytená na obrázku 27.
 V inicializačnej fáze spojenia je zaslaný verejný kľúč pomocou, ktorého sa účastníci dohodnú 
na spoločnom šifrovacom kľúči. Ak sa nám podarí zachytiť túto časť komunikácie tak zistíme, že na  
to, aby sme mohli dešifrovať spoločný kľúč, budeme potrebovať kľúč, ktorý je privátnym kľúčom 
servera. Lenže tento kľúč zostáva na serveri a my k nemu nemáme prístup, takže stále nebudeme 
vedieť získať dešifrovaný obsah dát. Takýmto spôsobom to určite nepôjde aj keď sa nám podarilo 
dostať medzi účastníkov spojenia. 
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Obrázok 25: SSL nadväzovanie spojenia s klientom
Obrázok 26: HTTP požiadavka
Možný teoretický spôsob, ktorým by sme sa mohli dostať k zašifrovaným dátam je, že skúsime 
útok  typu  downgrade.  Jeho  podstatou  je,  že  pri  nadväzovaní  komunikácie  zachytíme  HTTPS 
inicializačné  správy  a  podvrhneme  správy  takého  charakteru,  že  nenastane  HTTPS  spojenie  ale 
HTTP. Takýmto spôsobom by sme sa  k dátam určite dostali, pretože protokol HTTP je nešifrovaný a 
teda  jeho  obsah  je  v  nešifrovanej  podobne  (plain  text).  My sa  však  zameriavame  na  odposluch 
šifrovanej komunikácie, takže tento typ útoku pre nás nie je vhodným.
Počítali  sme  s  tým,  že  komunikácia  prechádza  cez  útočníka  a  on  ju  iba  počúva.  Skúsme  túto 
komunikáciu rozpojiť na dve nezávislé komunikácie. 
Na  obrázku  28 je  zobrazená  komunikácia  s  dvoma  HTTPS  spojeniami.  Vytvorenie 
samostatných  HTTPS spojení  medzi  klientom a  útočníkom,  útočníkom a  webovým serverom je 
realizovateľné. Keďže tieto HTTPS spojenia sú  nezávislé, útočník musí posielať data, ktoré prijal od 
klienta servera a  dáta čo prijal od servera zase späť klientovi. 
V obrázku  29 je zachytený takýto druh útoku. Inicializačná fáza prebieha samostatne medzi 
klientom  a  útočníkom  a  medzi  útočníkom  a  webovým  serverom.  Keď  útočník  prijme  nejakú 
požiadavku od klienta,  pošle  ju  webovému serveru a  čaká na  odpoveď.  V našom prípade  klient  
posielal HTTP požiadavku Get a útočník ju zašle webovému serveru a čaká na jeho odpoveď. Keď 
dostane odpoveď, posiela ju naspäť klientovi. Takýmto spôsobom prebieha aj zvyšok komunikácie. 
Klient dostáva odpovede na svoje dotazy tak, ako očakáva. 
V tomto prípade klient musí byť presvedčený o tom, že komunikuje so správnym serverom. 
Nemôžeme mu podstrčiť certifikát webového servera, pretože by sme boli znovu v podobnom 
prípade, teda nemohli by sme sa dostať k zašifrovaným dátam, pretože opätovne nebudeme poznať 
privátny kľúč. 
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Obrázok 27: Odpočúvanie pomocou jedného spojenia
Obrázok 28: Mitm - odpočúvanie pomocou dvoch spojení
Možným riešením je,  že  by  sme  nevytvorili  bezpečné  spojenie  HTTPS medzi  klientom a 
útočníkom  a medzi útočníkom a webovým serverom by sme vytvorili zabezpečené spojenie HTTPS. 
Medzi klientom a útočníkom by to bolo  spojenie HTTP, z ktorého by sme mohli jednoducho získať 
obsah  dat.  My  však  chceme,  aby  si  klient  myslel,  že  komunikuje  pomocou  zabezpečenej  
komunikácie, ale k tomu v tomto prípade neprichádza.
Vraciame sa  znova  k  vytvoreniu  dvoch  zabezpečených spojení.  Potrebujeme  teda  vytvoriť 
certifikát,  pomocou  ktorého  budeme  šifrovať  a  vedieť  dešifrovať  takúto  komunikáciu.  Pri 
certifikátoch v kapitole  4.2 sme spomenuli,  že certifikát  je podpísaný certifikačnou autoritou.  Na 
základe  toho,  ktorá  CA certifikát  podpísala,  sa  môže  užívateľ,   alebo  jeho  webový  prehliadač 
rozhodnúť, či mu bude dôverovať. 
Nespomenuli sme prípad,  čo sa bude diať, ak certifikát, ktorý si vytvoril užívateľ, nebol 
podpísaný pomocou CA, ale bol podpísaný sám sebou (self-signed). V tomto prípade užívateľ, ktorý 
nadväzuje zabezpečené spojenie, prijme takýto certifikát a zistí, že nebol rozpoznaný webovým 
prehliadačom pretože, ten ho na to upozorní. Teraz je to iba na užívateľovi, či sa rozhodne takémuto 
certifikátu veriť alebo nie. 
Keď chceme vytvoriť zabezpečené spojenie HTTPS s tým, aby užívateľ bol v presvedčení, že 
komunikuje zabezpečene, môžeme použiť certifikát podpísaný sám sebou. Ak ho užívateľ prijme, tak 
komunikácia bude zabezpečená, ale ak užívateľ nebude dôverovať nášmu podstrčenému certifikátu 
tak sa k webovému serveru, ktorý pozná a chce sa k nemu pripojiť ani nedostane. Užívateľ  je tým 
pádom motivovaný samo podpísaný certifikát prijať.
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Obrázok 29: Mitm - preposielanie
Útočník musí vytvoriť druhý webový server, ktorý poskytne samo podpísaný certifikát a bude 
preposielať dotazy a odpovede. Takýto sieťový uzol sa nazýva proxy server. Mohli by sme ho 
pomenovať aj ako SSL proxy server, keďže sa jedná o SSL spojenie. Keď sa užívateľ bude pripájať 
cez náš proxy server , budeme môcť získať šifrovanú komunikáciu, už len kvôli tomu, že budeme 
môcť vedieť aké dotazy a aké odpovede boli preposielané. 
Takže budeme sa uberať smerom v ktorom použijeme útok typu SSL proxy. V nasledujúcom 
texte sa zameriame na jeho reálne aplikovanie.
Obrázok 30 znázorňuje topológiu siete s IP adresami počítačov. Pomocou SSL proxy môžeme 
vykonávať odposluch.  Predpokladali  sme,  že komunikačný tok pôjde cez útočníka.  Táto technika 
útoku sa volá človek uprostred (man in the middle). Je to nutná podmienka k tomu, aby sme mohli 
odpočúvanie vôbec vykonať. S týmto typom útoku sme sa zoznamovali v 3.2.2.
Ak chce klient s adresou 192.168.1.2 komunikovať s vonkajším svetom, Internetom, musí 
svoj tok posielať cez smerovač (router) s 192.168.1.1.
Začíname s tým, že klient prišiel do práce k svojmu počítaču a zapol ho. Jeho operačný 
systém naštartoval a môže začať pracovať. Po čase sa rozhodne navštíviť webové stránky pomocou 
svojho webového prehliadača. Jeho počítač je pripojený do siete a na to, aby mohol komunikovať s 
vonkajším svetom, musí mať nastavenú ako sieťovú bránu  192.168.1.1 (router). O toto sa užívateľ 
nemusí starať, pretože zvyčajne sa tieto údaje (hodnoty) nastavujú po nainštalovaní operačného 
systému a jeho následnom uvedení do pracovného prevozu jednorázovo. Patrí to často-krát do práce 
odborníka, ktorý má na starosti sieť, napríklad sieťový administrátor.
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Obrázok 30: Topológia siete
Klient pozná IP adresu smerovača pomocou, ktorého chce komunikovať. IP má veľkosť 32 
bitov a môžeme povedať, že Internet je virtuálna sieť, ktorej účastníci komunikujú pomocou 
priradenej IP adresy. [34] Identifikácia zariadení pomocou IP adries má zmysel len v TCP/IP modeli. 
[30] V skutočnosti sa používajú rôzne typy dátových pripojení Token ring, Ethernet, atď. Zariadenia 
pripojené do týchto typov sietí vyžadujú hardware, ktorý je kompatibilný zo sieťou v ktorej má byť 
pripojený. Tieto sieťové zariadenia majú svoj vlastný spôsob, akým sú identifikované ich  adresy. 
Zachytenú datovú vrstvu môžeme nájsť v ISO/OSI modeli. 
Z ISO/OSI modelu vyplýva, že k danej IP adrese sa viaže aj iná adresa, v závislosti na tom 
aký typ siete používame. V našom prípade sa jedná o Ethernetovú sieť a teda ethernetovú adresu 
MAC (media access control), ktorej veľkosť je 48bitov. [42] Jej príklad môžeme vidieť na obrázku 
31.
Prvé tri bajty identifikujú výrobcu. Tento identifikátor určuje organizácia IEEE a jej zoznam je 
verejný,  môžeme ho nájsť  v  [41].  Posledné  tri  bajty  jednoznačne  identifikujú  sieťové  rozhranie,  
označujeme ho ako NIC (network interface card). 
V situácii,   kedy  chce  klient  posielať  data  smerovaču,  budeme  potrebovať  aj  ethernetovú 
adresu.  ARP (address resolution protocol)  zabezpečuje preklad internetovej  (IP) adresy na adresu 
ethernetovu (mac). Opačný preklad, mac adresu na IP adresu sa používa protokol RARP (reverse 
address resolution protocol)
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Obrázok 31: rozbor fyzickej adresy [42]
5.1.1 ARP – address resolution protocol
Klient pozná IP adresu smerovača, ale k tomu aby mu mohol zasielať IP datagramy musí poznať jeho 
mac adresu, ako sme už spomenuli vyššie.  To zabezpečuje protokol ARP nasledovne. 
1. Klient vie, že sa smerovač s 32 bitovou adresou 192.168.1.1 nachádza na rovnakej sieti 
ako on a že sa jedná o Ethernetovú sieť.
2. ARP protokol  musí preložiť jeho logickú adresu na jeho fyzickú 48 bitovú Ethernetovú 
adresu. 
3. ARP protokol zašle Ehternetový rámec volaný Arp dotaz (request) každému na sieti. To 
znamená, že pošle rámec na ethernetovú adresu FF:FF:FF:FF:FF:FF, ktorá je označovaná 
ako všesmerová (broadcast) adresa. Arp dotaz obsahuje cieľovú IP adresu smerovača. Mohli 
by sme povedať, že pre príjemcu dotazu znenie ako: „Ak je táto IP adresa, ktorú ti posielam 
tvoja, tak mi prosím pošli späť tvoju fyzickú adresu.“
4.  Príjemca ARP dotazu, ktorý je odoslaný všetkým zistí, že odosielateľ sa pýta na jeho fyzickú 
adresu tak naň zašle  Arp odpoveď (reply). Do tejto odpovede vloží  svoju fyzickú adresu. Arp 
reply bude obsahovať IP adresu a k nej odpovedajúcu fyzickú adresu. 
5. Klient po prijatí ARP odpovede bude vedieť pár IP adresy a fyzickej adresy a  bude môcť 
posielať IP datagramy smerovaču. [30]
K tomu, aby sme mohli poslať ľubovolné data v sieti smerovaču musíme vedieť fyzickú adresu 
príjemcu,  pretože  tú  potrebuje  vedieť  jadro,  respektíve  ethernetový  ovládač.  Ešte  je  vhodné 
poznamenať, že rámce, ktoré posielame musia mať správnu fyzickú adresu. [30] Teda fyzická adresa 
odosielateľa musí byť rovnaká, ako fyzická adresa sieťového rozhrania.
Klient vždy, keď zistí pár fyzická a IP adresa,  uloží ho do ARP tabuľky (cache). Táto tabuľka 
urýchľuje vyhľadávanie tým, že dotazy,  ktoré sa v minulosti vyhľadávali  si zapamätá. Záznamy v 
tabuľke nie sú trvalé, zvyčajne po 20 minútach  nepoužívania sa vymažú. [30]
Bežne ju môžeme zobraziť pomocou príkazu arp -a. V tabuľke č. 3 je príklad takéhoto výpisu.
arp -a
c02-sm.kn.vutbr.cz (147.229.200.1) at 00:24:73:0b:b6:9d [ether] on eth0 
Tabuľka 3: ARP tabuľka
Táto tabuľka sa po reštartovaní počítača zvyčajne vymaže.
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Tabuľka 4: Fyzické a logické adresy účasníkov siete
Pri vysvetľovaní toho, ako ARP protokol funguje sme nespmínali, že prvým miestom kde sa 
snaží nájsť preklad adresy je ARP tabuľka.
Zoznámili sme sa s protokolom ARP a definovali sme jeho funkcionalitu. V našom útoku je 
nutné,  aby  celá komunikácia  prechádzala  cez útočníka.  To dosiahneme pomocou útoku na ARP 
protokol. Použijeme útok zvaný arp cache poisoning alebo arp spoofig.
5.1.1.1 ARP cache poisoning
Ako názov tohto útoku napovedá, bude sa jednať o útok otrávením ARP záznamov tabuľky. 
Slabým miestom ARP protokolu je jeho tabuľka a síce to, že sa ju snaží udržiavať neustále aktuálnu a  
že nepodporuje autorizáciu. Keď prijme počítač arp reply, tak ju aktualizuje. Problém je v tom, že ju 
bude aktualizovať aj vtedy, keď príjme ľubovoľný arp reply, čiže aj taký o ktorý sám nežiadal. Takže 
ak budeme klientovi posielať arp reply rámce  s fyzickou adresou útočníka a IP adresou smerovača,  
tak si ju uloží do svojej ARP tabuľky. 
V obrázkú  32  môžeme vidieť presný formát ARP rámca a na obrázku č. 33 je vidieť príklad 
podrvhnutého rámca. Hodnota  opcode hovorí o type rámca tj. či sa jedná o arp reply (1) alebo arp 
request (0).  Hardware type nastavený na Ethernet, pretože sa jedná o tento typ siete.  Potocol type 
bude z tých podobných dôvodov nastavený na IP. Hardware address length a  protocol address length  
hovorí  iba  o  dĺžke  polí,  ktorú  budme  môcť  vypočítať.  Najpodstatnejšie  sú  nastavené  hodnoty 
hardware zdrojovej fyzickej adresy (source hardware address), tá bude niesť fyzickú adresu útočníka 
s  IP adresou  smerovača  (source  protocol  address).  Položky  cieľová  fyzická  adresa  (destination 
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Obrázok 32: Arp format [43]
hardware address) a logická adresa (destination hardware address) budú nastavené v závislosti na tom 
na koho útočíme. V našom prípade budú klientské. 
Keď klient príjme ARP reply, obnoví svoju ARP tabuľku (Tabuľka č. 4 Zachycuje ARP tabuľku 
účastníkov siete).
Pravá ARP tabuľka klienta
192.168.1.1 (smerovač) at 00:04:E2:0A:94:6A  [ether] on eth0
Otrávená  ARP tabuľka klienta
192.168.1.1 (smerovač) at 00:C0:9F:BA:66:2C [ether] on eth0
 Keď klient bude posielať IP datagramy smerovaču so zdrojovou IP adresou  192.168.1.1, tak 
ju posunie ovládaču sieťovej karty.  Ten IP datagram vloží do ethernetového rámca,  musí  vyplniť 
fyzické adresy, inak by ho neodoslal. Prvým miestom kde bude hľadať odpovedajúcu fyzickú adresu 
k logickej je ARP tabuľka. Nájde v nej adresu 00:C0:9F:BA:66:2C tú použije ako cieľovú a adresu 
zdrojovú určí podľa sieťového rozhrania odkiaľ má byť tento rámec odoslaný. 
Tento rámec bude prechádzať najprv cez prepínač. V jednoduchosti, ten sa pozrie na fyzickú 
adresu príjemcu a zistí, že takúto adresu pozná, tak prepošle tento rámec ďalej. Je vidieť, že sieťové 
komponenty  tiež  prechádzajú postupne  od najnižšej  vrstvy ISO/OSI.  Nikto  sa  zatiaľ  nedostal  na 
úroveň IP datagramu a teda ani nemohol prísť na to, že odpovedajúca IP adresa a fyzická adresa spolu 
nesúhlasia. To by mohlo zamedziť tomu útoku. Takýto rámec môžeme vidieť na obrázku 34.
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Obrázok 33: falošná ARP odpoveď pre klienta[43]
Obrázok 34: Celý ARP rámec [44]
Rámec poslaný od  klienta  prichádza  k  útočníkovi,  pretože  jeho  fyzická  adresa  príjemcu a 
fyzická adresa útočníka (sieťovej karty) je zhodná tak ho prijme. Takže pokračujeme ďalšou časťou 
rámca, tým je IP datagram. Útočníkov operačný systém zisťuje, že adresa príjemcu (z IP datagramu) a 
adresa útočníka nesúhlasia a tak tento datagram zahadzuje. 
Útočník potrebuje akceptovať tento rámec a preposlať ho ďalej.   Sieťová karta (rozhranie)  
podporuje  promiskuitný mod v ktorom prijíma všetky pakety respektíve prijíma tie,  ktoré  nie  sú 
určené jemu, ale prišli na jeho sieťové rozhranie. Táto vlastnosť sieťovej karty nám pomáha riešiť 
zmienený útočníkov problém. Útočník bude vidieť všetky data, ktoré cez neho prechádzajú. K tomu 
aby  klient  mohol  naďalej  komunikovať  zo  svetom  musí  útočník  tieto  prijaté  pakety  preposlať 
smerovaču. 
Budeme  predpokladať,  že  útočník  používa  operačný  systém  Linux.  Najjednoduchším 
spôsobom  ako  budeme  preposielať  prijaté  data,  ktoré  nie  sú  určené  nám,  bude  povolením 
preposielania na úrovni jadra operačného systému. Príklad takého povolenia:
sysctl net.ipv4.ip_forward=0  alebo echo 1 > /proc/sys/net/ipv4/ip_forward
Útočník  môže  príjmať  prichádzajúce  pakety  od  klienta,  prečítať  ich,  a  následne  ich 
preposielať smerovaču. Keď smerovač príjme tieto pakety, pošle ich webovému serveru s ktorým 
chcel  klient  komunikovať.  Webový server  na ne bude reagovať a  paketové odpovede pošle  späť 
klientovi cez smerovač. Rovnakým spôsobom ako v predošlom prípade, aj smerovač musí poznať 
preklad  logickej  adresy klienta  na  adresu fyzickú.  Tiež používa  ARP protokol  za  týmto  účelom. 
Útočník bude musieť otráviť aj ARP tabuľku smerovača zasielaním falošných arp reply. 
Ak by sme sa pozreli na ARP tabuľku tohto smerovača, tak by vyzerala nasledovne:  
Pôvodný záznam:      192.168.1.2 (klient) at 00:1C:C0:6B:79:CF [ether] on eth0
    Podvrhnutý záznam:   192.168.1.2 (klient) at 00:C0:9F:BA:66:2C [ether] on eth0
Po tomto kroku, keď bude smerovač posielať pakety klientovi, bude ich zasielať na fyzickú adresu 
útočníka.  Je  to  rovnaký  spôsob,  ako  opačná  strana  komunikácie.  Útočník  bude  môcť  čítať  celú 
komunikáciu a zároveň ju bude preposielať klientovi.
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Obrázok 35:  falošná ARP odpoveď pre smerovač [43]
Je pravdou, že útočník bude schopný čítať a zachytávať túto komunikáciu, ale ak bude táto 
komunikácia šifrovaná napríklad pomocou vrstvy SSL tak ju nebude môcť dešifrovať. 
Akým spôsobom vytvoriť  tento  typ  útoku?  Útočník  bude  v  našom prípade  musieť  použiť 
nástroj na vytvorenie útoku arp poisoning. Takéto nástroje sú verejne dostupné. Sú to napr. Arpspoof,  
ettercap. O  nich sa môžeme dočítať viacej v [45] [46].
V našej práci sme vytvorili svoj vlastný nástroj pre otrávenie ARP tabuľky v implementačnom 
jazyku  python. Tento nástroj nepretržite posiela  arp reply, tým pádom tabuľky obetí sú pravidelne 
otrávené a komunikačný tok prechádza cez útočníka.
V úvode sme hovorili o tom, že budeme používať  ssl proxy server. Ten bude musieť použiť 
útočník k oklamaniu klienta. SSL proxy server sme vytvorili vlastný. Tiež sme ho vytvorili pomocou 
implementačného jazyka python.
5.1.2 SSL proxy server
V tejto časti práce sa budeme venovať činnosti SSL proxy servera. Proxy SSL server bude spustený s 
IP adresou a bude spustený na porte. Keď mu príde HTTP požiadavka, pošle ju na skutočný server a 
keď dostane odpoveď, odpovie späť odosielateľovi. Proxy SSL server sa bude prezentovať svojím 
certifikátom, ktorý si vytvoril sám útočník. 
Základ SSL proxy servera sú sokety (socket). TCP/IP model rieši predovšetkým problematiku 
zo sieťovej strany. Nehovorí už ale o tom, akým spôsobom bude aplikácia komunikovať s protokolom 
bežiacim na niektorej z jeho vrstiev.[34] Sokety ponúkajú rozhranie (API), pomocou ktorého môžu 
aplikácie  komunikovať  so  sieťovým svetom.  Táto  problematika  sa  lepšie  vysvetľuje  v  prostredí 
Linuxu. V Linuxe sa používajú rozhrania napríklad pri práci so súbormi. Keď sa na ne pozrieme z 
užívateľského  prostredia,  tak  vieme,  že  na  to,  aby  sme  mohli  pracovať  so  súborom  používame 
súborové  popisovače  (file  descriptor).  Oni  predstavujú  rozhrania  s  ktorými  programátor  môže 
pracovať. Môže ich otvoriť (open),  zapisovať do nich (write), upravovať ich atď. Takže môžeme 
povedať, že rozhranie schováva pred programátorom operácie, ktoré musí riešiť operačný systém a on 
už len jednoduchým spôsobom manipuluje z daným súborom. S rozhraniami sa môžeme stretnúť aj 
pri vstupno-výstupných zariadeniach. Sokety sú podobnými rozhraniami  tým, že ich používame v 
spojení so sieťovými protokolmi (TCP, UDP,..,) vtedy, keď ich potrebujeme. Pomocou nich môžeme 
vytvoriť program, ktorý komunikuje s určitým zariadením na adrese tým, že sme vytvorili soket a 
vytvorili  TCP  spojenie  pomocou  tohto  soketu.  Posielanie  TCP  dat  môžeme  potom  vykonávať 
pomocou rovnakých operácií  read a  write ako keby sme zachádzali so súborom na disku. Presný 
popis soketov môžeme nájsť v [47].
Pri  tvorení  proxy  servera  budeme  používať  TCP spojenie,  to  docielime  vytvorením  TCP 
spojenia v soketoch. Na obrázku 36, je zachytená komunikácia pomocou soketov a podstata realizácie 
proxy servera: 
• open otvára sieťové rozhranie,
• bind  (server) potom ako sa vytvorí soket je potrebné mu prideliť adresu, inak by sme s 
ním nemohli nadviazať sieťové pripojenie,
• listen (server) pripraví soket na to, aby prijímal spojenia (hlavne z hľadiska operačného 
systému),
• accept (server) soket čaká na príchodzie spojenia, keď príde dotaz, prestane čakať,
• connect (klient) pripojí soket na vzdialený server,
• send/receive posiela a príjma zaslané dáta do/z soketu,
• close zatvorí soket (rovnako ako pri súboroch).
Útočník vytvorí  TCP  soket  (proxy server),  pripojí  ho na adresu  192.168.1.3 (taká istá ip 
adresa ako  útočníkova) a portom  443 (ssl) a nastaví ho tak aby mohol príjmať spojenia. Na tento 
soket sa bude pripájať klient. Teraz budeme počítať s tým, že klient je presvedčený o tom, že falošný  
server  je  skutočným web severom .  Neskôr  ukážeme postup ako ho o tom útočník presvedčí  (z 
pohľadu DNS prekladu domény a IP adresy).
Klient sa pripojí (pomocou connect) k webovému serveru útočníka,  prijme jeho certifikát. V 
skutočnosti  webový  sever  používa  soket  nastavený  pre  TCP  komunikáciu.  Nadviaže  sieťové 
pripojenie so skutočným serverom s adresou 147.229.9.21 a portom 443 (SSL), ten mu tiež pošle 
svoj  certifikát,  ktorý prijme a bude udržiavať toto spojenie po dobu spojenia s  klientom. Všetky 
požiadavky, ktoré prijme od klienta (read) prepošle (pomocou funkcie send) skutočnému serveru, ten 
na ne korektne zareaguje a odošle útočníkovi a ten ich prepošle ďalej klientovi. Keďže sa jedná o dva  
prenosy spojenia v ktorých je útočník zapojený, bude čítať všetky informácie, ktoré si takto vymenili  
aj keď sú obidve spojenia šifrované. 
Dnešný internetový svet je vytvorený pomocou rôznych webových technológií. Používajú sa 
heterogénne platformy. Všetky majú spoločné to, že musia podporovať protokol http, takže pri tvorení 
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Obrázok 36: Proxy server - princíp
proxy  servera  sme  sa  zamerali  na  autorizáciu  pomocou  protokolu  HTTP.  Existujú  aj  iné  druhy 
zabezpečenia, tie sú silno závislé na použitej webovej technológií (J2ee, Ajax, Spring atď. )
Autorizácia pomocou protokolu http funguje na princípe dotaz-odpoveď. Užívateľ pristúpi na 
stránku webové stránky a rozhodne sa vstúpiť do privátnej zóny. K tomu, aby sa do nej mohol dostať 
musí vyplniť  prihlasovacie meno a  heslo. Z  pohľadu sieťovej komunikácie to znamená, že klient 
pošle HTTP príkaz  Get,  na čo dostane od servera správu (web stránku), ktorá nesie kód  200, to 
znamená, že všetko  prebehlo v poriadku. Stránka sa môže klientovi zobraziť. Ten nájde odkaz pre  
prihlásenie klikne naň. 
GET /profil/private.htm HTTP/1.1
Host: site.org
User-Agent: Mozilla/5.0 (X11; U; Linux x86_64; sk; rv:1.9.2.26) 
Connection: keep-alive
Odpoveď servera
HTTP/1.1 401 Authorization Required
Date: Fri, 11 May 2012 12:52:23 GMT
Server: Apache
WWW-Authenticate: Basic realm="user"
Webový server  naň  zareaguje  správou  s  kódom 401  – Authorization  Required, načo bude 
reagovať webový prehliadač tým, že ponúkne užívateľovi okno, do ktorého má zadať prihlasovacie 
meno a heslo. Klient ho vyplní a odošle. Pomocou poľa WWW-Authenticate informuje klienta, ktoré 
prihlasovacie údaje má zadať. [55] Pretože, v tom istom portáli môžeme mať viacero účtov, ktoré 
spadajú do rôznych oddelení vo firme.




User-Agent: Mozilla/5.0 (X11; U; Linux x86_64; sk; rv:1.9.2.26) 
Connection: keep-alive
Authorization: Basic eG1hcmNlMDE6ZTdvZ29yYW0=
Ako je vidieť pribudlo pole Authorization. Toto pole obsahuje login a heslo užívateľa vo forme 
digitálneho odtlačku.  Ako algoritmus  pre  jej  vytvorenie  sa  používa  napríklad  MD5 v  kódovacej 
schéme base64. O MD5 sme rozprávali v kapitole 2.3.1.
Od severa dostaneme teraz nasledovnú odpoveď:
HTTP/1.1 200 OK
Date: Fri, 11 May 2012 12:54:58 GMT
Server: Apache
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Klient je prihlásený a môže pracovať vo svojom súkromnom priestore. 
Ako sme si mohli všimnúť, dochádza k zašifrovaniu prihlasovacieho mena a hesla. Toto meno a heslo 
by sme mohli dešifrovať pomocou nástrojov na dešifrovanie MD5, čo zaberie čas v závislosti od 
dĺžky a sily hesla. My sa s tým vysporiadame takým spôsobom, že nebudeme dešifrovať jeho login a 
heslo  ale  tento  odtlačok  (hash)  vyberieme  z  hlavičky  HTTP a  prepošleme  ho  ďalej.  Takýmto 
spôsobom sa prihlásime na skutočný server. Prípadne, ak by mal útočník cieľ, získať presné znenie  
mena a hesla, tak sa o to môže pokúsiť v offline móde. 
5.1.3 DNS poisoning
V predošlom  kroku  sme  predpokladali,  že  klient  je  presvedčený  o  tom,  že  komunikuje  iba  so 
správnym web serverom a nie s útočníkovým. Toto je veľmi dôležitá časť. Popíšeme si prípad ako by 
to vyzeralo ak by sme klienta  nepresvedčili o tom, že náš falošný server je skutočným.
Zo základu  vysvetľovania o soketoch nám vyplýva, že ak by sa mal klient pripojiť na falošný 
server, tak sa musí pripojiť priamo na adresu a port soketu. V reálne to znamená, že klient by musel 
otvoriť webový prehliadač a zadať v ňom priamo adresu útočníka s príslušným portom.             
https://192.168.1.3
 Potom by mohol komunikovať bežným spôsobom ako je zvyknutý. Tento spôsob pripojenia 
určite nepôsobí reálne. Klient nemá odkadiaľ vedieť, že na jeho obľúbený web server sa má pripájať 
pomocou zmienenej  IP adresy.  Možný scenár by bol,  že by mu  útočník poslal  adresu napríklad 
pomocou emailu, ale každopádne je to nepravdepodobný scenár. Tak ho zavrhneme.
Pri  naznačovaní  scenára,  kedy sa klient  pripájal  na web stránku,  sme popisovali  rolu DNS 
prekladu, takže vieme, že užívateľ vôbec nevie o tom akú IP adresu má webový server, na ktorý sa 
chce pripojiť.
Pre náš útok budeme potrebovať preklad doménového mena na  IP adresu nášho  falošného 
servera.
www.site.org. 354 IN A 192.168.1.3
V úvode  sme  naznačili,  že  klient  nevie   preklad  doménového mena  na  IP adresu  a  preto 
používa DNS k tomu aby zistil  preklad.  Najjednoduchším spôsobom ako zabezpečiť náš  falošný 
preklad je, že klient bude mať nastavený tento záznam priamo u seba v počítači. V tabuľke  5 vidíme 
kde sa nachádza tento konfiguračný súbor vzhľadom na používaný operačný systém.
Typ operačného systému Miesto umiestnenia
Linux, FreeBSD /etc/hosts 
Windows Xp, Vista, 7 %systemroot%\system32\drivers\etc\system
Windows 95, 98 %WinDir%\hosts
Tabuľka 5: Umiestnenie konfiguračného súboru hosts [48] [49]
Tento spôsob síce určite bude funkčný, ale znova vyžaduje priamy zásah do počítača klienta. 
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DNS záznam má  podobnú nevýhodu ako ARP protokol,  a  síce  že  nepoužíva  autorizované 
odpovede. Keď klient pošle DNS dotaz do siete,  ako odpoveď prijme prvú príchodziu a  tie čo prídu  
po nej si nevšíma. Takže ako je z predchádzajúceho vidieť, ak útočník pošle skôr túto odpoveď ako 
príde z reálneho servera, tak môže otráviť DNS tabuľku klienta. Tento typ útoku sa označuje ako 
otrávenie DNS tabuľky (DNS poisoning). Oproti útoku na ARP tabuľku musíme odpoveď zaslať na 
presný DNS dotaz a z neho vyberieme určite identifikátory.
Na obrázku  37 môžeme vidieť formát DNS rámca. 
• Question - nesie DNS dotaz tj. meno domény, ktorý chce preložiť na IP adresu. 
• Answer -  DNS odpoveď bude obsahovať odpovedajúce preklady v tomto poli
• Authority – ak DNS server pozná autoritatívnu odpoveď
• Additional – prípadné odpovede iného typu
Z pohľadu nášho útoku sú pre nás najpodstatnejšie polia  Question,  Answer a hlavička DNS 
správy. Tá je zachytená v obrázku  38. K tomu aby mohol klient spojiť dotaz s odpoveďou, potrebuje 
správne vyplnené polia:
• Identification – jednoznačne identifikuje DNS správu
• QR – určuje, či sa bude jednať o dotaz, alebo odpoveď
• Total Questions – počet dotazov, ktoré posielame v DNS správe
• Total Answers – počet odpovedí, ktoré posielanie v DNS správe 
• Question, Answare [50]
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Obrázok 37: Format DNS správy [51]
Ak klient pošle DNS dotaz s tým, že chce získať IP adresu domény site.org servera a server 
príjme tento dotaz, predpokladajme, že bude poznať k doméne odpovedajúcu IP adresu. Vytvorí DNS 
správu, do ktorej vloží DNS dotaz  site.org (do Questions),  nastaví pole  Idenfitcation  s rovnakým 
číslom ako niesol DNS dotaz. Pole qr nastaví na hodnotu DNS response. Povedzme, že bude poznať 
iba jednu IP adresu, tým pádom nastaví počet odpovedí na jednu a do časti  Answers vloží príslušnú 
odpoveď. Príklad DNS dotazu a odpovede by mohol vyzerať nasledovne
www.site.org.           IN    A 
 www.site.org. 354 IN A 147.229.9.21
V našom prípade sa jedná o DNS dotaz/odpoveď typu A. Znamená to, že k danej doménovej 
adrese hľadáme IP adresu. Týchto typov existuje viacero, môžeme ich vidieť v tabuľke 6.
Typ Znamená Obsah
A Adresa zariadenia 32 bitová IP adresa
CNAME Canonical name (alias) Kanonické domenové meno pre alias
HINFO CPU a OS Meno cpu a operačného systému
MINFO Info mailbox Info o poštovej schránke alebo poštového zoznamu
MX Mail exchange  16  bitová  hodnota  a  meno  zariadenia  ktoré  sa 
správa ako poštový server
NS Name sever Meno autoritatívneho severu
PTR Pointer Doménové meno (symbolický odkaz)
SOA Start of Authority Informácie o doménovej hierarchii
TXT Arbitrary text Ascii text
Tabuľka 6: Typy DNS správ [34]
Vráťme sa ešte späť  k TCP/IP vrstvám. DNS protokol sa nachádza na aplikačnej vrstve. Už 
sme  niekoľkokrát spomínali, že k tomu, aby mohli byť nejaké  data doručené na aplikačnú úroveň 
musia  byť doručené  aj  do odpovedajúcich adries  nižších  vrstiev.  Na  internetovej  vrstve je  to  IP 
adresa.  Dns  protokol  pracuje  primárne pomocou  UDP protokolu (môže aj  pomocou TCP,  ale  to 
nastáva  v  prípadoch  kedy  sa  používa  dnssec, my  sa  budeme  venovať  udp).  Podobne  ako  TCP 
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Obrázok 38: Formát DNS hlavičky [50]
protokol,  tak  UDP používa  pre  svoje  adresovanie  porty.  Pri  soketoch  sme  spomínali,  že  keď 
vytvoríme soket môžeme ho použiť na rôzny druh sieťových protokolov, hovorili sme  teda  o TCP 
protokoloch.  Rovnako  by  sme  mohli  použiť  UDP  protokol  a  tým  by  sme  spojili  aplikácie 
komunikujúce pomocou UDP. Stručne ešte môžeme povedať, že na rozdiel od TCP protokolu, UDP 
protokol poskytuje nespoľahlivý, ale rýchlejší prenos informácií.
K tomu, aby sme mohli podvrhnúť DNS dotaz, musíme vytvoriť celý paket. Keďže pri prenose 
bude  paket  prechádzať  všetký  vrstvami.  Začneme  od  najnižšej  vrstvy  TCP/IP modelu.  Musíme 
nastaviť logickú adresu odosielateľa, to bude adresa DNS servera. Musíme zachytiť číslo klientského 
portu z kade bol daný dotaz zaslaný. Tieto porty sa pri každom dotaze nastavujú náhodne. Ďalej,  
musíme nastaviť cieľový port,  teda ten,  na ktorý ho klient  posiela.  Väčšinou  to  býva 53  a to je 
zároveň aj odpovedajúci port DNS protokolu. K tomu ešte musíme vložiť podvrhnutú DNS odpoveď 
a pripojiť odpovedajúce id DNS dotazu (na také aké mala DNS požiadavka).
Ak klient príjme tento dotaz skôr ako reálnu odpoveď, tak sa nám podarilo vykonať tento útok 
úspešne.  Nástroj  na  DNS  poisoning  sme vytvorili pomocou  implementačného  jazyka  python. 
Vytvorili sme dva možné spôsoby, ktoré podrobnejšie rozoberáme v nasledujúcej časti.
Keďže celá komunikácia prechádza cez útočníka, môže tým pádom vidieť aj DNS dotazy. My 
vieme, že ak klient zadal do webového prehliadača www.site.org, tak tento dotaz odošle. Vieme jeho 
znenie a  ak ho  budeme sledovať na sieťovom rozhraní, môžeme zachytiť tento dotaz a reagovať naň.  
Táto technika sa volá sniffing.
5.1.3.1 Prvý spôsob otrávenia DNS tabuľky
Spustili sme skript určený na DNS poisoning. Takže počúvame prechádzajúce dáta, zistíme, že práve 
prišiel DNS dotaz zo site.org, tým sa pustí funkcia, ktorá vytvorí podvrhnutý paket a už len doplní 
potrebné hodnoty (id, zdrojový port klienta) a odošle späť klientovi. Problém v tomto riešení je ten, 
že pri  našich pokusoch sa javil ako pomalý, teda naša podvrhnutá odpoveď prichádzala neskôr ako 
odpoveď od reálneho DNS servera. Obrázok č.  39 zobrazuje, ako by to vyzeralo pri monitorovaní 
sieťového prenosu klienta.
Tento typ útoku bude fungovať v tom prípade, že by internetové pripojenie bolo pomalé, alebo 
vtedy, ak  by bola vyťažená prenosová linka. Mohli by sme použiť DOS útok a zaťažiť ním DNS 
server.  Dôvod,  prečo  je  naša  odpoveď  pomalšia  ako  skutočná, je  zapríčinená  použitým 
implementačný jazykom. Python je interpretačný jazyk a tým pádom je aj pomalší. 
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Obrázok 39: Zachytené DNS správy 
Existuje nástroj pomocou, ktorého by sme stihli poslať podvrhnutú odpoveď, je ním dnsspoof.  
Môžeme sa o ňom podrobnejšie dočítať v [52]. 
Takéto  riešenie  je  aj  tak  do  veľkej  miery  nedeterministické,  lebo  nevieme  zaručiť  s  akou 
pravdepodobnosťou stihneme predbehnúť skutočnú DNS odpoveď.
5.1.3.2 Druhý spôsob otrávenia DNS tabuľky
V predchádzajúcej časti sme spomínali, že môžeme vytvoriť sokety a pomocou nich komunikovať 
cez protokol UDP. Uviedli sme tiež, že DNS používa UDP protokol. Takže, ak vytvoríme soket s USP 
spojením, ktorý bude počúvať na porte 53 (DNS) a klient nadviaže spojenie s našim falošným DNS 
serverom, potom do veľkej miery môžeme toto spojenie ovplyvňovať. Náš falošný DNS server bude 
spracovávať všetky DNS dotazy, ktoré poslal klient.   Keď príde DNS dotaz,  na ktorý čakáme, v 
našom prípade site.org, tak naň budeme reagovať tým, že zašleme falošnú odpoveď. Veľkou výhodou 
tohto spôsobu je to,  že  môžeme zasahovať do sieťového prenosu,  takže môžeme aj  tento prenos 
filtrovať, tým pádom nebudeme posielať DNS dotaz skutočnému serveru. Všetky ostatné DNS dotazy 
budeme preposielať skutočnému DNS serveru. 
Pri tomto riešení predpokladáme, že DNS komunikačný tok pôjde priamo do našej aplikácie,  
ktorá ma na starosti filtrovanie a podvrhovanie DNS záznamov. Táto aplikácia bude spustená na IP 
adrese útočníka s určitým portom, povedzme 53. Už sme spomínali, že celá komunikácia prechádza 
vďaka útoku na ARP tabuľky. Presmerovanie DNS toku dat, respektíve tých, ktoré sú zaslané na port 
53,  budeme  presmerovávať  pomocou  Linux  nástroja  iptables.  Je  to  nástroj  pre  manipuláciu so 
sieťovým tokom.
Iptables pracuje na úrovni jadra. Na základe tabuliek vykonáva filtrovanie sieťového prenosu. 
Tieto tabuľky sú:
• filter – základná tabuľka pre zaobchádzanie so sieťovými paketmi,
• nat –  používa  sa  pre  vytvorenie  nového  spojenia  a  používa  NAT  (Network  address 
translation),
•  mangle-  používa sa pre špecifikovanie zmeny paketov.
Každá tabuľka má skutpinu reťazecov (chain),  ktoré sa používajú k vykonávaní  patričných 
akcií.
Filter
• Input – ovplyvňuje sieťové pakety, ktoré sú určené príjemcovi, 
• Output - použité pre lokálne vytvorené sieťové pakety,
• Forward -aplikované pre sieťové pakety prechádzajúce cez uzol.
        
  Nat
• Prerouting – mení sieťové pakety ktoré práve prišli,
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• Output – mení lokálne vytvorené sieťové pakety predtým, ako boli zaslané,
• Postrouting – mení sieťové pakety predtým, ako sú zaslané.
Mangle
• Input – mení sieťové pakety určené pre uzol,
• Output – mení lokálne vytvorené sieťové pakety predtým, ako boli zaslané,
• Forward – mení sieťové pakety smerované cez uzol,
• Prerouting – mení všetky príchodzie pakety predtým, ako boli smerované,
• Postrouting – mení sieťové pakedy predtým, ako boli odoslané. [53]
Každý odoslaný alebo prijatý sieťový paket  patrí  do niektorej  z uvedených tabuliek.  Obrázok  40 
podrobnejšie popisuje priebeh sieťového toku. [53]
S tabuľkami sa potom spájajú pravidlá, pomocou ktorých filtrujeme sieťový prenos (Accept, Drop,  
Reject). Ak by mal čitateľ záujem o podrobnejší popis doporučujeme pozrieť [54].
Výhodou tohto riešenia je, že vždy príde naša podvrhnutá odpoveď skôr, pretože naša aplikácia 
klientský DNS dotaz ani neprepošle skutočnému DNS serveru. Ak by sme monitorovali sieťový tok v 
počítači  klienta,  tak by pri  DNS záznamoch by sme zachytili  komunikáciu  aká  je  znázornená  v 
obrázku  41.
55
Obrázok 40: Spôsob presmerovania [53]
Obrázok 41: Obrázok 38: Zachytené DNS správy 2
5.2 Výsledky
Výsledkom tejto práce je nástroj pre  otrávenie ARP tabuľky, nástroje pre otrávenie DNS tabuľky, 
SSL  proxy  server  (zameraný  na  autorizáciu  pomocou  metódy  dotaz-odpoveď).  Použili  sme 
implementačný jazyk python a do významnej miery sme používali  knižnicu scapy, ktorú môžeme 
doporučiť pre analýzu siete, laboratórne testovanie, alebo demonštrovanie funkčnosti protokolov. 
Spojením  týchto  nástrojov  sme  schopní  uskutočniť  odposluch  zabezpečeného  webového 
spojenia. Demonštrovali sme ich účinnosť v laboratórnych podmienkach so zapojenou topológiou na 
obrázku 42 a tabuľka 7 popisuje účastníkov siete.
Zariadenie Operačný systém
Klient Windows Xp
Útočník Scientific Linux (Red Hat, CentOs)
Smerovač Ubuntu
Dns server Školský DNS server 
Web server Školský informačný systém (wis)
Tabuľka 7: Použité zariadenia
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Obrázok 42: Použítá topológia
5.3 Realizácia útoku
Útok na ARP tabuľku klienta a smerovača bol spustený. Naším nástrojom arpSpoof.
Spustené je preposielanie sieťového prenosu na počítači  útočníka,  proxy SSL server, a skript  pre 
zachytávanie a otravu DNS záznamov. Používame nástroje, ktoré sme vytvorili.
Na počítači  klienta sme spustili  webový prehliadač,  DNS tabuľka nebola ešte zaplnená žiadnymi 
záznamami  (ak  by  bola,  tak  môžeme  použiť  príkaz  ifconfig /flushdns).  Reálny  web  server 
poskytuje webovú stránku https://wis.fit.vutbr.cz. 
Klient  ju  zadá  na  svojom  počítači, zobrazí  sa  varovanie,  či  bude  dôverovať  nepodpísanému 
certifikátu. Klient certifikát potvrdí. Chce sa pozrieť do svojho privátneho priestoru (napr. pozrieť 
školské  známky)  vyberie  odkaz,  ktorý  ho  navedie  na  zadanie  mena  a  hesla.  Vyplní  ho  a  môže 
pracovať naďalej so školským serverom. Útok je úspešný a užívateľ nevie, že odpočúvaný.
Skúšali sme použiť aj iné webové servery s autentifikáciou pomocou metódy dotaz-odpoveď 
a nasadenie bolo reálne.
5.4 Spôsob obrany
Pri  testovaní  sme  použili  profesionálnejšie  prepínače,  ktoré  by  mohli  byť  schopné  detekcie 
prípadného útoku (aspoň ARP útoku). Boli to nasledovné prepínače zachytene v tabuľke 8.
Typ prepínača Detekcie útoku
HP ProCurve 2510G-48 J9280A Nie
HP ProCurve 2524 J4813A Nie
Micronet SP624EA Nie
Zyxel ES-108A Nie
Tabuľka 8: Použité prepínače
Aj  keď  sa  jednalo  o  profesionálnejšie  prepínače,  nedokázali  detekciu  útoku  (ani  ARP).  
Neposkytovali dostatočné bezpečnostné funkcie. Avšak prepínače, ktoré by pracovali na tretej vrstve 
by mohli útok na otrávenie ARP tabuľky zdetekovať.
Z pohľadu DNS záznamov, zabráneniu DNS útoku by mohlo pomôcť nastavenie pevného 
prekladu web stánky a IP adresy v konfiguračnom súbore hosts. To však nie je najvhodnejšie riešenie. 
Lepším riešením by bolo použitie  DNSsec.
Na klientskom počítači sme skúšali spustiť (vstavaný) firewall a Antivirus Avg s monitoringom 
siete, ani tak sa v tomto prípade  nepodarilo odhaliť útok. Pri pokusoch s iným klientským počítačom 
s operačným systémom Windows 7 a zapnutým firewallom, bol útok naďalej úspešný, ale keď sme 
spustili bezpečnostný program Eset Smart Security, ktorý kontroluje aj sieťový prenos tak detekoval 
ARP útok a odpojil sa zo siete, ale užívateľa neupozornil.
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Na strane klienta však pomohlo proti útoku to, keď sme vytvorili v ARP tabuľke statický 
preklad logickej adresy smerovača na fyzickú. To ale tiež nie je vhodný spôsob obrany.
Potencionálne odhalenie môžu vykonať aj webové prehliadače tým, že razantným spôsobom odhalia 
podvrhnutý certifikát. Zachytené v tabuľke 9.
 
Verzia prehliadača Výsledok
Firefox/3.6.26 upozornenie na CA, nepostačujúce
Chrome 17.0.963.66 upozornenie na CA, nepostačujúce
Internet Explorer 8 upozornenie na CA, nepostačujúce
Konqueror 4. upozornenie na CA, nepostačujúce
Tabuľka 9: Použité prehliadače
Nepostačujúce je to z toho dôvodu to,  že užívateľ môže pokračovať ďalej.  
Dôvodom prečo sme vybrali ako implementačný jazyk python pramení v jeho rozmanitosti a 
počtu knižníc, ktoré ponúka. Jeho nesporná výhoda spočíva aj v tom, že ak sa niekto v budúcnosti  
rozhodne naše nástroje používať a rozširovať, tak to môže vykonať pomerne jednoduchou cestou. 
Pri  návrhu  odposluchu  sme sa  stretli s  nástrojom  mitmproxy  pomocou,  ktorého  môžeme 
podrobnejšie  sledovať  sieťový  prenos.  Je  postavený  predovšetkým  na  to,  aby  fungoval  so 
zabezpečeným protokolom SSL. Jedná sa o demonštratívny nástroj, ktorý predstavuje slabú stránku 
certifikátov  z  užívateľského  pohľadu,  pretože  podobne  aj  on  používa  vlastno  ručne  podpísaný 
certifikát. Na rozdiel od nášho nástroja môžeme vykonávať reálny útok. Nevýhodou nášho spôsobu 
riešenia je to, že funguje na webové stránky, ktoré podporujú autentizáciu pomocou metódy dotaz-
odpoveď. Podrobnejší popis tohto mitmproxy môžeme nájsť v [60].
Základom fungovania oboch odposluchov je predpoklad, že užívateľ prijme náš vlastno ručne  
podpísaný   certifikát.  Z  praktického  života vieme,  že  bežný  užívateľ  veľakrát  ani  nevie,  čo  to 
certifikát je, alebo na druhej strane aj užívateľ s odbornou znalosťou  môže prehliadnuť, že vstupuje 
na nebezpečné stránky. Ak by sa čitateľ chcel informovať o tejto problematike  viac,  doporučujeme k 
štúdiu [56] [57]. 
Pri štúdiu odbornej literatúry som narazil na Linuxovú distribúcia BackTrack, ktorá je určená 
na  monitorovanie,  spravovanie  a  analýzu  sieťového  spojenia.  Táto  distribúcia  už  priamo v  sebe 
obsahuje nástroje, pomocou ktorých je možné vykonávať útorky na protokoly. Ak by sa čitateľ začal 
zaujímať o túto tematikou a prípadne by si ju chcel v skutočnosti vyskúšať, tak výrazne doporučujem 
začať práve touto distribúciou a spomenutými nástrojmi.  Čitateľ sa môže  s Linuxovou distribúciou 
bližšie zoznámiť  v [27].
Problematika  certifitákátov  a  certifikačných  autorít  je  stále  aktuálna.  V  roku  2011  Irán 
odpočúval komunikáciu užívateľov používajúcich Gmail, tým že použil svoj falošný certifikát, ktorý 
podpísal vládnou certifikačnou autoritou, viacej v [59].
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6 Záver
V súčasnej  dobe  rozvinutých  informačno  komunikačných  technológií  je  hlavnou  prioritou 
zaistenie  bezpečnej  výmeny  informácií  V  úvode  práce  sme  sa  oboznámili  zo  základnými 
bezpečnostnými princípmi, ktoré sa používajú na teoretickej úrovni.  Pokračovali sme vysvetlením 
spôsobov, ktoré sa používajú pri útoku na sieť so zameraním na odposluch.  Následne sme vybrali  
zabezpečený protokol  SSL, ktorý sme sa rozhodli  odpočúvať.  Dôvodom prečo sme vybrali  tento 
protokol  bolo,  že  v  súčastnosti  je  to  jeden  z  najpoužívanejších  mechanizmov  pre  vytvorenie 
zabezpečeného spojenia. Zoznámili sme sa so  spôsobom a  prostriedkami pomocou ktorých môžeme 
vytvoriť  zabezpečenú komunikáciu. Určili sme spôsob jeho reálneho nasadenia, identifikovali jeho 
základné nedostatky a  navrhli sme spôsob, akým môžeme tieto slabé stránky zneužiť pre odposluch. 
V záverečnej časti ukazujeme jeho reálne aplikovanie pomocou nástrojov, ktoré sme vytvorili.
Cieľom  práce bol  návrh a aplikácia útoku odposluchom.  Môžeme konštatovať, že sa nám 
podarilo vytvoriť reálny odposluch na zabezpečenom prenose pomocou protokolu SSL  (HTTPS)  v 
simulovanej  sieťovej  komunikácií  s  využitím  našich  nástrojov.  Cieľ  bol  splnený  nakoľko  naša 
aplikácia zachytáva zabezpečený sieťový prenos a je ho schopná ukladať. 
Záverečná  práca demonštruje, že k tomu aby sme dosiahli zabezpečený prenos musíme počítať 
so všetkými úrovňami zabezpečenia a nepostačuje iba jeden bezpečný protokol, pretože aj on je do 
veľkej miery závislý na vonkajších vplyvoch. Do významnej miery na bezpečnosť pôsobí samotný 
užívateľ, preto je podstatné aby aj on ovládal základy bezpečnosti pri práci s počítačom. Pri otázke či  
už  sieťovej  bezpečnosti,  alebo  bezpečnosti  všeobecne,  musíme hľadieť  na  každý jeden článok s  
ktorým prichádzame do styku pri komunikácii. Zabezpečenie a prelomenie bezpečnosti by sme mohli 
ukázať na príklade porovnania  k športovým tímom, ktoré hrajú proti  sebe.  Veľkú rolu hrá  počet  
hráčov  na  hracej  ploche  a  sila  jednotlivých  hráčov.  Z  uvedeného  príkladu  vyplýva,  že  ak  sa  o  
bezpečnosť bude starať jeden priemerný hráč a útočiť bude väčší počet priemerných útočníkov tak je 
väčšia  pravdepodobnosť,  že sa  im podarí  túto obranu zdolať.  Treba brať do úvahy aj  to,  že  sila  
zabezpečenia sa mení v čase. To čo je dnes považované za bezpečné tak nemusí byť zajtra.
Ďalším možným rozpracovaním diplomovej práce by mohlo byť vytvorenie  hardware sondy, 
ktorá by bola schopná odposluchu. Takúto sondu by sme mohli pripojiť na sieť a ona by dokázala 




[1] MENEZES, Alfred J. Handbook of applied cryptography.  Vyd. 1.  Boca Raton:  CRC Press, 
1997, 780 s. ISBN 08-493-8523-7
[2] HANÁČEK,  Petr.  FAKULTA  INFORMAČNÍCH  TECHNOLOGIÍ  VYSOKÉHO  UČENÍ 
TECHNICKÉHO V BRNĚ .Role kryptografie v bezpečnosti. Brno, 2008.
[3] SIMMONS, Gustavus J.  Symmetric and Asymmetric Encryption. ACM Computing Surveys. 
1979, roč. 11, č. 4, s. 305-330. ISSN 03600300. DOI: 10.1145/356789.356793. Dostupné z: 
http://portal.acm.org/citation.cfm?doid=356789.356793
[4] PALMGREN,  K.  Diffie-Hellman  Key  Exchange  –  A  Non-Mathematician’s 
Explanation. Securitydocs [online].  2010  [cit.  2012-05-18].  Dostupné  z: 
http://www.securitydocs.com/library/2978
[5] RFC 2631 – Diffie-Hellman Key Agreement Method.  IETF - The Internet Engineering Task  
Force [online]. 1999 [cit. 2012-05-18]. Dostupné z: http://tools.ietf.org/html/rfc2631 
[6] A review of the Diffie-Hellman algorithm and its Use in Secure internet protocols.  David A.  
Carts  [online].  2001  [cit.  2012-05-18].  Dostupné  z:  http://www.sans.org/readi  ng_room/ 
whitepap ers/vpns/review-diffie-hellman-algorithm-secure-internet-protocols_751
[7] HOFFSTEIN, Jeffrey, Jill PIPHER a Joseph H SILVERMAN. An introduction to mathematical  
cryptography. New York: Springer, 2008, xv, 523. ISBN 978-0-387-77993-5.
[8] ST DENIS,  Tom  a  Simon  JOHNSON. Cryptography  for  developers.  Rockland:  Syngress, 
2007, xxii, 423 s. ISBN 978-1-59749-104-4.
[9] RFC 1321 -   MD5 Message-Digest Algorithm.  IETF - The Internet Engineering Task Force 
[online]. 1992 [cit. 2012-05-18].  Dostupné z URL:  http://tools.ietf.org/html/rfc1321  
[10]  BLACK, J.,  M. COCHRAN a T.  HIGHLAND. A Study of the MD5 Attacks:  Insights and 
Improvements.  University  of  Colorado [online].  2006  [cit.  2012-05-18].  Dostupné  z: 
http://www.cs.colorado.edu/~jrblack/papers/md5e-full.pdf
[11] ANTOON  BOSSELAERS.  Collisions  for  the  compression  functionof  MD5.  Katholieke 
universiteit  Leuven  [online].  2010  [cit.  2012-05-18].  Dostupné  z  URL: 
http://homes.esat.kuleuven.be/~cosicart/pdf/AB-9300.pdf
[12] MARC STEVENS,  ARJEN K. LENSTRA,  BENNE DE WEGER. Vulnerability of software 
integrity  and  code  signing  applications  to  chosen-prefix  collisions  for  MD5.  Technische  
Universiteit Eindhoven University of Technology [online]. 2010 [cit. 2012-05-18]. Dostupné z 
URL:  http://www.win.tue.nl/hashclash/SoftIntCodeSign/ 
[13] Schneier on Security. SCHNEIER, Bruce. Schneier [online]. 2005 [cit. 2012-05-18]. Dostupné 
z URL  http://www.schneier.com/blog/archives/2005/02/cryptanalysis_o.html 
60
[14] Federal  Information  Processing  Standarts  Publication:  Secure  Hash  Standard.  In: National  
Institute  of  Standards  and  Technology [online].  2008  [cit.  2012-05-18].  Dostupné  z: 
http://csrc.nist.gov/publications/fips/fips180-3/fips180-3_final.pdf
[15] RFC3174 -US Secure Hash Algorithm. IETF - The Internet Engineering Task Force  [online]. 
2001  [cit. 2012-05-18]. Dostupné z URL: http://www.ietf.org/rfc/rfc3174.txt 
[16]  CRYPTOGRAPHIC HASH ALGORITHM COMPETITION.  National Institute of Standards  
and  Technology[online].  2010  [cit.  2012-05-18].  Dostupné  z:  http://csrc.nist.gov/groups/ 
ST/hash/sha-3/index.html
[17] THIRD  (FINAL)  ROUND  CANDIDATES. National  Institute  of  Standards  and  
Technology[ [online].  2012  [cit.  2012-05-18].  Dostupné  z:  http://csrc.nist.gov/groups/ST/h 
ash/sha-3/Round3/submissions_rnd3.html
[18] SHA1  Collisions  can  be  Found  in  2^63  Operations.  SZYDLO,  Michael. RSA 
Laboratories [online].  2005  [cit.  2012-05-18].  Dostupné  z:  http://www.rsa.com/rsalabs 
/node.asp?id=2927
[19] Lecture 15: Message Authentication Code. XUE, Yuan. TRUST Academy [online]. 2011 [cit. 
2012-05-18].  Dostupné  z:  https://tao.truststc.org/Members/yuanxue/cyptography_new/Public
%20resources/mac.pdf/download
[20] RFC  2104  -  HMAC:  Keyed-Hashing  for  Message  Authentication. IETF  -  The  Internet  
Engineering  Task  Force [online].  1997  [cit.  2012-05-18].  Dostupné  z:  http://tools.ietf.org/ 
html/rfc2104
[21] The Keyed-Hash Message Authentication Code (HMAC). In: National Institute of Standards  
and Technology [online]. 2008 [cit. 2012-05-18]. Dostupné z: http://csrc.nist.gov/publications/ 
fips/fips198-1/FIPS-198-1_final.pdf
[22] RFC  4418  -  UMAC:  Message  Authentication  Code  using  Universal  Hashing. IETF -  The  
Internet  Engineering  Task  Force[online].  2006  [cit.  2012-05-18].  Dostupné  z: 
http://www.ietf.org/rfc/rfc4418.txt
[23] RFC 4543 - The Use of Galois Message Authentication Code (GMAC) in IPsec ESP and AH. 
 IETF -  The Internet  Engineering Task Force [online].  2006 [cit.  2012-05-18].  Dostupné z: 
http://tools.ietf.org/search/rfc4543
[24] RFC  4493  -  The  AES-CMAC  Algorithm. IETF  -  The  Internet  Engineering  Task  
Force  [online]. 2006 [cit. 2012-05-18]. Dostupné z: http://www.ietf.org/rfc/rfc4493.txt
[25] Network Security. Computer networking notes [online].  2010 [cit.  2012-05-18]. Dostupné z: 
http://computernetworkingnotes.com/ccna_certifications/types_of_attack.htm
[26] History  of  DDoS  -  Famous  Attacks:  Accidental  DDOS  Attack  on 
Google. Gigenetcloud [online].  2010  [cit.  2012-05-18].  Dostupné  z:  http://www.gigenetc 
loud.com/ history_of_ddos.html#Accidental_DD0S_attack_on_Google
61
[27] Backtrack-Linux. Backtrack-Linux [online].  2012  [cit.  2012-05-18].  Dostupné  z: 
http://www.backtrack-linux.org/
[28] Man in the middle attacks. In: ORNAGHI, Alberto a Marco VALLERI. Black Hat [online]. 
2003 [cit.  2012-05-18].  Dostupné z: http://www.blackhat.com/presentations/bh-usa-03/bh-us-
03-ornaghi-valleri.pdf
[29] KAUFMAN,  Charlie,  Radia  PERLMAN  a  Mike  SPECINER. Network  security: private 
communication in a public world. 1. vyd. New Jersey: Prentice-Hall, 2002, 713 s. ISBN 978-0-
13-046019-6.
[30] STEVENS, Richard. TCP/IP iIllustrated. Vyd. 1. Boston: Addison-Wesley, 1994, 576 s. ISBN 
02-016-3346-9.
[31] Info SSL. Info SSL [online]. 2009 [cit. 2012-05-18]. Dostupné z: http://info.ssl.com/
[32] Apache 2 with SSL/TLS: Step-by-Step. MAJ, Artur. Frogchunk [online]. 2009 [cit. 2012-05-
18].  Dostupné  z:  http://frogchunk.com/documentation/bin/apache/apache2_with_ssl_tls/ 
part1 .htm
[33] THOMAS, Stephen A. SSL: securing the Web. New York: Wiley, 2000, xiii, 197 p. ISBN 04-
713-8354-6.
[34] COMER, Douglas. Internetworking with TCP/IP. 4th ed. Upper Saddle River, N.J.: Prentice 
Hall, 2000-, v. <1- >. ISBN 01301838061.
[35] STALLINGS,  William. Network  security  essentials: applications  and  standards.  4th  ed. 
Boston: Prentice Hall, c2011, xiv, 417 p. ISBN 01-361-0805-9.
[36] An  Introduction  to  PKI. Articsoft [online].  2010  [cit.  2012-05-18].  Dostupné  z: 
http://www.articsoft.com/public_key_infrastructure.htm
[37] HANÁČEK,  Petr.  FAKULTA  INFORMAČNÍCH  TECHNOLOGIÍ  VYSOKÉHO  UČENÍ 
TECHNICKÉHO V BRNĚ .Asymetrická správa klíčů. Brno, 2008.
[38] RFC  793  -  Transmission  Control  Protocol.   IETF  -  The  Internet  Engineering  Task  
Force [online]. 1981 [cit. 2012-05-18]. Dostupné z: http://www.ietf.org/rfc/rfc793.txt
[39] Getting Started in the IETF. IETF - The Internet Engineering Task Force [online]. 2010 [cit. 
2012-05-18]. Dostupné z: http://www.ietf.org/newcomers.html
[40] Hypertext Transfer Protocol - HTTP/1.1. IETF - The Internet Engineering Task Force [online]. 
1999 [cit. 2012-05-18]. Dostupné z: http://www.ietf.org/rfc/rfc2616.txt
[41] MAC  identification. IEEE  standards [online].  2010  [cit.  2012-05-18].  Dostupné  z: 
http://standards.ieee.org/develop/regauth/oui/oui.txt
[42] VLAN Network  Segmentation  and Security.  OLZAK,  Tom. Infosec  Institute [online].  2012 
[cit. 2012-05-18]. Dostupné z: http://resources.infosecinstitute.com/vlan-network-chapter-5/
[43] ARP.  In: Everything  is  achievable [online].  2010  [cit.  2012-05-18].  Dostupné  z: 
http://blog.eviac.com/2010/11/arp.html
62
[44] IP  performance  tuning.  In: Djagga [online].  2010  [cit.  2012-05-18].  Dostupné  z: 
http://djagga.kn.ro/
[45]    Arpspoof. Sourceforge [online]. 2005 [cit. 2012-05-18]. Dostupné z: http://arpspoof.source 
forge. net/
[46] Ettercap. Sourceforge [online]. 2011 [cit. 2012-05-18]. Dostupné z: http://ettercap.sourceforge. 
net/
[47] STEVENS, W. UNIX network programming. 2nd ed. Upper Saddle River: Prentice Hall PTR, 
c1998, xx, 1009 s. ISBN 01-349-0012-X.
[48] Obnovenie  predvoleného obsahu súboru  Hosts. Technická  podpora Microsoft [online].  2011 
[cit. 2012-05-18]. Dostupné z: http://support.microsoft.com/kb/972034t
[49] Host  files.  Isocnet [online].  2010  [cit.  2012-05-18].  Dostupné  z:  http://support.isoc.net/ 
Page.aspx/117/hosts.html
[50]  Network  and  AntiSecurity.  In: Blogspot [online].  2012  [cit.  2012-05-18].  Dostupné  z: 
http://lanjearsz.blogspot.com/
[51] DNS Message Processing and General Message Format. The TCP/IP Guide [online]. 2005 [cit. 
2012-05-18].  Dostupné z:  http://www.tcpipguide.com/free/t_DNSMessageProcessingandGene 
ral Message Format.htm
[52]  Dnsspoof. Die  -  Linux  man  pages [online].  2010  [cit.  2012-05-18].  Dostupné  z: 
http://linux.die.net/man/8/dnsspoof
[53]  IPTables. Red  Hat  Documentation [online].  2010  [cit.  2012-05-18].  Dostupné  z: 
http://docs.redhat.com/docs/en-US/Red_Hat_Enterprise_Linux/6/html/Security_Guide/sect-
Security_Guide-IPTables.html
[54] Documentation about  the netfilter/iptables project. Netfilter [online].  2007 [cit.  2012-05-18]. 
Dostupné z: http://netfilter.org/documentation/
[55] HTTP  Authentication:  Basic  and  Digest  Access  Authentication. IETF  -  The  Internet  
Engineering  Task  Force  [online].  1999  [cit.  2012-05-18].  Dostupné  z:  http://tools.ietf.org 
/html/rfc2617
[57] The  Spy  in  the  Middle. Crypto [online].  2010  [cit.  2012-05-18].  Dostupné  z: 
http://www.crypto.com/blog/spycerts/
[58]  SOGHOIAN, Christopher a Sid STAMMY. Detecting and Defeating GovernmentInterception 
Attacks  Against  SSL.  In: Cloudprivacy [online].  2009  [cit.  2012-05-18].  Dostupné  z: 
http://files.cloudprivacy.net/ssl-mitm.pdf
[59]  Schneier on Security. SCHNEIER, Bruce. Schneier [online]. 2011 [cit. 2012-05-18]. Dostupné 
z: http://www.schneier.com/blog/archives/2011/06/man-in-the-midd_3.html








Popis tvorenia hlavného tajomstva (master secret) SSL
Kroky:
1. Vypočítanie SHA odtlačku (hash)  z ASCII znaku  A,  nasledované pred tajomstvom 
(premaster secret) nasledované náhodnou hodnotou, ktorú vybral klient (client random) 
nasledované náhodnou hodnotou, ktorú vybral server (server random)
2. Vypočítanie md5 pred-tajomstva (premaster secret) a výstupu z prvého kroku
3. Vypočítanie SHA odtlačku (hash)  z ASCII znaku  BB, nasledované pred tajomstvom 
(premaster secret) nasledované náhodnou hodnotou, ktorú vybral klient (client random)
4. Vypočítanie md5 pred-tajomstva (premaster secret) a výstupu z tretieho kroku
5. Konkatenácia výstupov z krokov 2 a 4
6. Vypočítanie SHA odtlačku (hash)  z ASCII znaku CCC, nasledované pred tajomstvom 
(premaster secret) nasledované náhodnou hodnotou, ktorú vybral klient (client random)
7. Vypočítanie md5 pred-tajomstva (premaster secret) a výstupu z siedmeho kroku




Obrázok 43: Tvorenie hlavného tajomstva [33]
Vytvorene zapisovacíh, čítacích, inicializačných kľúčov SSL
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Obrázok 44: Vytvorene kľúčov SSL [33]
Obrázok 45: Výsledý matariál SSL [33]
