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要素から RDB属性値への 1:1もしくは 1:Nマッピングのどちらかを扱うものであった．本
稿では，1:1，1:NマッピングだけでなくN:1マッピングも扱う事が可能なXML-RDBマッ





























ローチ [1]やモデル写像アプローチ [2][3]，制約ベースアプローチ [4][5]が存在する．これら
の既存の手法は全て異なるアプローチを採用しているが，XML要素 (あるいは属性)から RDB
属性値への 1:1マッピングもしくは 1:Nマッピングを行うという共通点が存在する．例えば，
構造写像アプローチの一つであるBasic-Inliningを用いて，book.dtd (図 1)に従う book.xmlを
マップすると，bookリレーションと novelリレーションが生成される (図 2)．これを見る
と，book.xmlの各 booktitle要素は bookリレーションの一つの booktitle属性値に 1:1対



















(あるいは属性)を 1つの RDB属性値にマップすることである．book.xmlの N:1マッピング
の結果の例を図 3に示す．この例では，先程と同様に，book.xmlが「noveltitle要素に含まれ
るテキストは必ず booktitle要素のテキストとして存在する」という一貫性制約を持つと仮定
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n/@nodeID() ノード nの ID (ID型の属性値)
n/@pathID() ノード nの絶対パスの ID
e/@parentNode() エッジ eの始点
e/@childNode() エッジ eの終点




本章では，C-Mappingで用いる，XMLデータの 3つの一貫性制約 (XML functional dependencies
(XFD) [4], XFD+, XML inclusion dependencies (XIND))について説明する．
3.1 XML Functional Dependencies
XML Functional Dependencies (XFD)は論文 [4]で定義されたXMLにおける関数従属性である．
一般には，関数従属性はリレーショナルデータにおける次のようなデータ一貫性制約とし
て良く知られている．R(. . . , A, . . . , B, . . .)というリレーションスキーマがある時，関数従属
性 A → B とは，Rにおける任意の 2つのタプル tと t′に関して，もし t[A] = t′[A]ならば必
ず t[B] = t′[B]であるという制約を表す．この時，Aを決定子，B を被決定子と呼ぶ．
XFDは，XMLインスタンス木 (以下 XML木)において上記と同じ考えを適用したもので
ある．XML木は XMLデータのインスタンスの階層構造を表した木である．XML木のノード
(以下 XMLノード)は XMLの要素，属性，テキストに対応し，エッジは XMLノード間の包
含関係に対応している．XFDは，リレーションの属性間の制約ではなく，XMLパス式で指定




for $x in book.xml/root/book · · · (1)







































for $x in book.xml//*
$x/@path() → $x/@nodeName()
3.3 XML Inclusion Dependencies
XML Inclusion Dependencies (XIND)は，XMLにおける包含従属性である．包含従属性も一
般にリレーショナルデータにおけるデータ一貫性制約として良く知られている．R(. . . , A, . . .)
と S(. . . , B, . . .)という 2つのリレーションスキーマがある時，包含従属性R[A] ⊇ S[B]とは，
S の属性 B の全ての値は Rの属性 Aの値として存在しなければならないという制約を表す．
ここで，R[A]は Rの属性 Aによる射影を意味している．
XINDは，XML要素が持つテキストあるいは属性値の間の包含従属性を表したものであり，























for $x in book.xml/root/book
$x → $x/booktitle/text()
$x → $x/author/text()
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{ for $b in $CanonicalView/book/Tuple
return
<book>
<booktitle> { data($b.booktitle) } </booktitle> }
<author> { data($b.author) } </author>
</book>
}
{ for $n in $CanonicalView/novel/Tuple , 
$b in $CanonicalView/book/Tuple
where $n.bookID = $b.bookID
return
<novel>
<noveltitle> { data($b.booktitle) } </noveltitle>
<author> { data($n.author) } </author>
}
</root>

















(フェーズ 1)XFDSetとXINDSetを用いて，リレーショナルスキーマ RS を生成する．









RS′はXFDSetの各 XFD+を用いて生成される．ステップ 1の手順を図 6に示す．基本的に
は，XFDSetの各 XFD+である xfdi に対して，xfdi の各関数従属性の決定子に対応する主
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1. Procedure Step1 {
2. //input:XFDSet
3. //output:RS′
4. let XFDSet={xfd1, xfd2, ...};
5. let xfdn={“det1→res1”, “det2→res2”, ...};
6. RS′=empty;
7. for each xfdi ∈ XFDSet {
8. rs=empty;
9. for each “det→res” ∈ xfdi {









Figure 6: ステップ 1の手順
キー属性と，被決定子に対応する属性を持つリレーションスキーマを生成する．
例えば，図 2の book.xmlに関する下記のXFDSetが与えられたとする．
XFDSet = {xfd1, xfd2}
xfd1 : for $x in book.xml/root/book
$x → $x/booktitle/text()
$x → $x/author/text()



























5. letXINDSet={dep 1 ⊇ ref 1, dep 2 ⊇ ref 2 ,...}
6. for each “dep i ⊇ ref i”∈ XINDSet {
7. let R[A] = CorrespondingAttr(dep i) in RS






Figure 7: ステップ 2の手順
外部キー制約は，参照される属性を主キー属性とする，包含従属性の一種である．例えば，
R(KR, . . . , A, . . .)とS(KS , . . . , B, . . .)という 2つのリレーションスキーマがある時，外部キー




ればならないという制限が存在する [9]．すなわち，R[A] ⊇ S[B]のように参照される属性 A
が Rにおけるキー属性ではない一般の包含従属性の維持は，SQLデータベースではサポート
されていない．C-Mappingは入力の XINDSetの中に一般の包含従属性 “e1 ⊇ e2”が存在し
ても受理する．しかし，リレーションへのマッピング時には，入力された “e1 ⊇ e2”に対応




R[A] ⊇ S[B]を外部キー制約 R[KR] ⊇ S[K ′R]に置き換える手法を導入する．ここで，KR は
Rにおけるキー属性であり，K ′R は S に追加された，KR のコピーを格納する属性である．
新たに生成された外部キー制約が元の制約のセマンティクスを保持するためには，S に追
加されたK ′R の値は，リレーション T = R KR=K′R S において ∀t ∈ T (t[A] = t[B])が成立
するように選ぶ必要がある．この条件を満たす時，RにおいてKR がキー属性である事から
KR → Aが成立し，S においてK ′R → B が成立する．したがって，R[KR] ⊇ S[K ′R]ならば
R[A] ⊇ S[B]を満たす．
以上の議論を反映して，ステップ 2では次の 2つの処理を行う．(1)上記の条件を満たすよ
うに，Rのキー属性KR のコピー属性 K ′R を S に追加する．(2) S[B]に格納される属性値は
Rと S の結合演算で求める事ができるため，S から属性B を除去し，冗長性を除去する．図
7は具体的なステップ 2の手順である．まず，R[A]と S[B]が，XINDの左右の XMLパス式




自明な XINDの扱い. 複数の XFD+によって参照される同一の XMLノード集合がある場合，
その XMLノード集合は複数のリレーション属性値集合にマップされるため，その集合間には
自明な包含従属性が存在する．例えば，XFDSet = {xfd1, xfd2}であり，
xfd1 : for $x in history/person
$x → $x/birthdate/text()
xfd2 : for $x in history/person
$x/name/text() → $x/birthdate/text()
とする．xfd1 と xfd2 をそれぞれ p1 → b1, n2 → b2 と略記すると，b1 と b2 は同一の XML
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ノード集合を表すため，これらの間には自明なXINDが存在する．これらの包含従属性の向き
は次の性質を利用して決定できる．一般に，この形式の XFDが存在する場合には，p1 → n2
もしくは n2 → p1が成立することが多い (証明は，n2と p1がN:M関係になると birthdateが単
一の同値類になりやすい事を利用する)．この例では，p1 → n2が成立する．その場合，xfd1






マ book(bookID, booktitle)を作成したが，このインスタンスに含まれるタプル ((1,
"The Sartorialist")等)は，book.xml(図 2)にその XFDの各 XPath式を適用すること
によって生成される．
リレーションインスタンスの構築にあたり注意すべき点が 2つある．第一の注意点は，フェー
ズ 1のステップ 1で生成された “要素名+ID”属性に格納する属性値を求める必要がある事で
ある．これは，要素 (XML木ノード)の IDを表す値であるが，生成されたリレーションの中
だけで利用されるため，何らかの単純な方法で生成すれば十分である．本提案手法を実装した
現システムでは，入力された XML木の深さ優先順に従って各 XML木ノードに ID値を割り
振っている．
第二の注意点は，フェーズ 1のステップ 2において，一般の包含従属性 R[A] ⊇ S[B]を対
応する外部キー制約 R[KR] ⊇ S[K ′R]に置き換える処理を行った場合，S に追加した属性K ′R
に格納する値を特定する必要がある事である．この場合，S から冗長な属性 B を除去する前
に，4.2節の条件を満たすような S のK ′R の値を計算する必要がある．
この計算を行うための単純な方法は，t′[B] = t[A]となるタプル t′ ∈ S と t ∈ R に対し
て，t′[K ′R] に t[KR] の値を挿入する事である．しかし，t
′[B] = t[A] を満たす t は必ずしも
一意ではないため，t′[K ′R]の値が必ずしも 1つに特定されるとは限らない．この問題を示す
例を，図 5の book.xmlを用いて説明する．図中には存在しないが，仮に，この book.xmlに
“The Little Prince”という同名タイトルの小説と絵本が，それぞれ個別の book要素として存在
すると仮定する．また，そのうち小説版のみが novel要素にも存在すると仮定する．さらに，
book.xmlのマッピング結果として，Bookリレーションと Novelリレーションが生成された
と仮定する (Bookが Rに，Book[booktitle]が先の R[A]に該当する．また，Novelが
S に，Novel[noveltitle]が S[B]に，Novel[bookID]が S[K ′R]に該当する)．
この時，Bookリレーションは図 5の Bookリレーションのタプルに，さらに 2つのタプル
(3, The little Prince, Saint-Exupery)と (4, The Little Prince, Saint-Exupery)が追加されたリレー
ションとなる．ここで，t′[noveltitle]=“The Little Prince”となる Novelのタプル t′ に対











RDBへのマッピングに利用した XFDSetと，復元部分の XMLデータの DTDである．本節で
は，これらを用いて XMLテンプレートを構築する方法を説明する．
図 8は，出版社毎の書籍情報を格納した publisher.xmlを対象として，XFDSet1 を用い
てマップした例である．図 9(左)はこの例において構築されるXMLテンプレートであり，図
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xfd1 : for $x in root/publisher
$x→ $x/name/text()









The Little Prince 1



















N1 : FROM publisher  p 















for $p in $CanonicalView/publisher/Tuple
return
<publisher>
<name> { data($p.name) } </name> 
{ for $b in $CanonicalView/book/Tuple
where  data($p.publisherID)=data($b.publisherID)
return

















によるノード ID (N1等)と，SQL断片として from節を持つ．あるノード nがある時，ノー
ド nに対応する XML要素は次のように生成される．まず，ルートノードから nへのパスに存
在する全ての from節を組み合わせてリレーションの結合演算を行う．次に，その結果に含ま
れる各タプルに対して XML要素を生成する．例えば，N1.2に対応する XML要素は，N1と
N1.2の SQL断片を組み合わせて作成した SQL問合せ “select * from publisher p,









(2) SQL断片の生成. SQL断片の生成が最も簡単な場合は，与えられたXFDSetが次の XFD
から構成されている場合である．まず，View木の構造において，ノード nから 1:1で接続さ
れる子ノード ni と，1:Nで接続されている (すなわち，経路に*ノードが存在する)子ノード
nj が存在するとする．この時，XFDSetは e(n) → e(ni)と e(nj) → e(n)から構成されてい
ると仮定する．ここで e(n)は nを表す XPath式である．図 8のXFDSet1は，この条件を満
たしている．
この場合，ノード nの SQL断片は，(一般に複数の)e(n) → e(ni)から構成されるリレー
ション Rn を利用した “from Rn”となり，各ノード nj の SQL断片は，e(nj) → e(n)に基
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づき生成されるリレーション Rnj に基づく “from Rnj where Rnj.nの ID=Rn.nの ID”
となる．例えば，図 9の場合には，ノード nに対応する publisherノードの SQL断片は “from
















属性が，URA [8]の universal instanceにおいて同一の属性であると見なされ，別々に格納した
際には冗長と見なされる事である．これ以外の場合には，C-Mappingでは扱う事ができない．
例えば，任意の文字列を格納するための属性Stringと，任意の学生の名前を格納するための







































bookID book.parentID book.booktitle book.author
1 The Sartorialist Scott Schuman





















2 Arthur Conan Doyle
3 Arthur Conan Doyle
…
author
root.bookID root.book.parentID root.book.booktitle root.book.author
1 1 The Sartorialist Scott Schuman
2 1 Sherlock Holmes Arthur Conan Doyle
…
root.book
root.novelID root.novel.parentID root.novel.noveltitle root.novel.author
1 1 Sherlock Holmes Arthur Conan Doyle
…
root.novel






Figure 11: Basic-Inliningによる book.xmlのマッピング結果
された要素間の関係を表した DTDグラフにおいて，aから到達可能なリーフノードを格納する
ための属性となる．例えば，図 2で示した Basic-Inliningのマッピング結果である bookリレー






次項から，C-Mapping が構造写像アプローチの主な手法である Basic-Inlining, Shared-
Inlining, Hybrid-Inliningをシミュレート可能である事を示す．ただし以降は，説明を簡潔に
するため次の XFDを x → {y1, y2, ..., yn}と記述する．













て図 1の DTDグラフの book要素ノードに対し生成される要素グラフを図12に示す．図 12の
backpointerエッジは，探索中に既に訪問済みのノードに到達した際に張られるエッジである．
Basic-Inliningは要素グラフを用いて次の手順でリレーションを生成する．(1) 1つの要素
グラフ Gに対し 1つの Aリレーションを生成する．Aの主キー属性は要素グラフのルート
要素ノードの IDであり，それ以外の属性は次の 2つのいずれかを満たす要素ノードを訪問せ
ずに到達可能なリーフノードである．(a) “ * ”ノードの子供である要素ノード．(b) backpointer






要素ノードである bookのために bookという名前のリレーション (上記 Aに対応)を生成す
る．bookリレーションの属性は，bookID (主キー属性), author，booktitleである．次
に，reference要素ノードが (a) (さらに (b))を満たすので，book.referenceという名前の
Biリレーションを生成する．最後に bookリレーションと book.referenceリレーション
に parentID属性を追加する．最終的に bookリレーションと book.refrenceリレーショ
ンは図 11のようになる．
Basic-Inliningのシミュレート
定理 1 C-Mappingが Basic-Inliningのマッピングをシミュレート可能である． 
(証明)　 Basic-Inliningは Aリレーションと Bi リレーションの生成を必要とする．ここでは
DTDで定義されたある要素型 aの要素グラフGにおいて，(a)あるいは (b)を満たす要素ノー
ド bが存在すると仮定する．この時，Aリレーションは次の XFDを C-Mappingに与える事で
生成される．
a → {n|n ∈ V (G) ∧ (P1(n) ∨ P2(n, a))}
ここで，P1(n)は，nがGにおいて (a)あるいは (b)を満たす要素ノードを訪問せずに aから
到達可能なリーフノードである時に真となる述語であり，P2(n1, n2)は n1 が Gにおいて n2
の親ノードである時に真となる述語である．また，V (G)はグラフGに存在するノードの集合
を返す関数である．
次に，Bi リレーションは次の XFDを C-Mappingに与える事で生成される．




Shared-Inliningは Basic-Inliningのように DTDで定義された XML要素型全てをリレーション
にマップする事はせず，Shared-Inliningにおける条件を満たしたXML要素型のみをリレーショ














bookID book.parentID book.parentCODE book.booktitle
1 1 1 The Sartorialist






authorID author.parentID author.parentCODE author
1 1 1 Scott Schuman
2 2 1 Arthur Conan Doyle
3 1 2 Arthur Conan Doyle
…
author
novelID novel.parentID novel.parentCODE novel.noveltitle






Figure 13: Shared-Inliningによる book.xmlのマッピング結果




主キー属性が eiの ID，それ以外の属性が DTDグラフにおいて eiから (a)～(e)に分類された
他の要素ノードを訪問せずに到達可能なリーフノードであるリレーションを生成する．ただ
し，(b), (c), (d)の要素に対応するリレーションは上記の属性に加え，親を特定する parentID
と parentCODEという属性を持つ．具体的なマッピング例として，図 1の DTDグラフにおけ










a → {n|n ∈ V (D) ∧ P4(n, a)}
ここで，P4(n1, n2)は，n1がDにおいて (a), (b), (c), (d)に該当する要素を訪問せずに n2から
到達可能なリーフノードである時に真となる述語である．
(b), (c), (d)を満たす要素ノード bに対応するリレーションは次の XFDを C-Mappingに与
える事で生成される．
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bookID book.parentID book.parentCODE book.booktitle book.author
1 1 1 The Sartorialist Scott Schuman






novelID novel.parentID novel.parentCODE novel.noveltitle novel.author
1 1 1 Sherlock Holmes Arthur Conan Doyle
…
novel
referenceID reference.parentID reference.parentCODE reference.book.booktitle reference.book.author
…
reference
Figure 14: Hybrid-Inliningによる book.xmlのマッピング結果




リレーションにマップするXML要素型の条件 (c)が除去されている．book.dtd (図 1)に従う
book.xml (図 2)のマッピング結果を図 14に示す．
Hybrid-Inliningのシミュレート
定理 3 C-Mappingが Hybrid-Inliningのマッピングをシミュレート可能である． 













ンを生成する．book.dtd(図 1)に従う book.xml(図 2)のマッピング結果を図 15に示す．
XRelの詳細
XRelは XMLデータを次の 4つのリレーションにマップする．(a) path, (b) element, (c)
attribute，(d) text.
(a) pathリレーションは，主キー属性として pathID (各パスの ID)，それ以外の属性と
して pathexpression (ルートからノードへのパス)を持つ．(b) elementリレーションは，
主キー属性として docID (格納された要素を含む XMLデータの ID)，start (XML要素の
(XMLテキスト上での位置における)開始バイトオフセット)，end (XML要素の終了バイト












docID pathID start end value
1 3 23 38 The Sartorialist
1 4 59 71 Scott Schuman
1 3 105 119 Sherlock Holmes
1 4 40 57 Arthur Conan Doyle
1 6 193 207 Sherlock Holmes
1 7 229 246 Arthur Conan Doyle
…
text
docID pathID start end
1 1 0 ...
1 2 6 87
1 3 12 50
1 4 51 80
1 2 88 173
1 3 94 131
1 4 132 166
…
element
docID pathID start end value
…
attribute
Figure 15: XRelによる book.xmlのマッピング結果
を持つ．(c) attributeリレーションは，主キー属性として docID (格納された属性を含む
XMLデータの ID)，pathID (格納された属性に到達するためのパスの ID), start (XML属
性の開始バイトオフセット)，end (XML属性の終了バイトオフセット)，それ以外の属性とし
て value (XML属性値)を持つ．(d) textリレーションは，主キー属性として docID (格納




定理 4 C-Mappingが XRelのマッピングをシミュレート可能である． 
(証明)　 XRelは上記で説明した 4つのリレーションを生成する必要がある．
(a) pathリレーションは次の XFD+を C-Mappingに与える事で生成される．
for $n in test.xml//*｜test.xml//@*
$n/@pathID()→ $n/@path()
(b) elementリレーションは次の XFD+を C-Mappingに与える事で生成される．
for $e in test.xml//*
test.xml/@docID(), $e/@pre(), $e/@post()→ $e/@pathID()
(c) attributeリレーションは次の XFD+を C-Mappingに与える事で生成される．
for $a in test.xml//@*
test.xml/@docID(), $a/@pathID(), $a/@pre(), $a/@post()→ $a
(d) textリレーションは次の XFD+を C-Mappingに与える事で生成される．
for $t in test.xml//text()
test.xml/@docID(), $t/@pre(), $t/@post()→ $t/@pathID(), $t 
5.2.2 枝アプローチ
枝アプローチは，XMLデータを木構造と見なし，ノードとエッジの組で XMLデータを表現
するようなリレーションを生成する手法である．book.dtd(図 1)に従う book.xml(図 2)のマッ
ピング結果を図 16に示す．
枝アプローチの詳細
枝アプローチはXMLデータを次の 2つのリレーションにマップする．(a) Edge，(b) Vtype．
(a) Edgeリレーションは，主キー属性として source (ノードの ID)，ordinal (sourceを
始点としたエッジの ID)，それ以外の属性として name (ノードの名前), flag (ordinalに
対応するエッジの終点の型)，target (ordinalに対応するエッジの終点の ID)を持つ．(b)






source ordinal name flag target
1 1 book ref 2
1 2 book ref 5
1 3 novel ref 8
2 1 booktitle string v1
2 2 author string v2
5 1 booktitle string v3
5 2 author string v4
8 1 noveltitle string v5







v4 Arthur Conan Doyle
v5 Sherlock Holmes




定理 5 C-Mappingが枝アプローチのマッピングをシミュレート可能である． 
(証明)　枝アプローチは上記で説明した 2つのリレーションを生成する必要がある．
(a) Edgeリレーションは次の XFD+を C-Mappingに与える事で生成される．
for $n in test.xml//*




(b) Vtypeリレーションは次の XFD+を C-Mappingに与える事で生成される．
for $v in test.xml//text()[./@type()=string]｜test.xml//@*[./@type()=string]
$v/@nodeID()→ $v






本評価では，Wikipedia [12] が提供しているダンプデータ (XML データ) [13] を対象とし，








































Figure 17: 対象 XMLデータ (一部)
XFDSet = {xfd1, xfd2, xfd3}, XINDSet = {xind1, xind2}












xfd2 : for $x in jawiki.xml/mediawiki/page/revision
$x/id/text(), $x/../id/text() → $x/comment/text()
$x/id/text(), $x/../id/text() → $x/contributor/username/id/text()
$x/id/text(), $x/../id/text() → $x/contributor/username/username/text()
$x/id/text(), $x/../id/text() → $x/timestamp/@timestamp()
$x/id/text(), $x/../id/text() → $x/@minor()







• textリレーション: Wikipediaの各ページの内容 (テキスト)を格納するリレーション
また，page, revision, textリレーション間には次の外部キー制約が存在する．
• revision[rev text id] ⊆ text[old id]
• revision[rev page] ⊆ page[page id]
• page[page latest]⊆ revision[rev id]
6.3 結果
対象 XML データ jawiki.xmlと，jawiki.xmlに関する図 18 の XFDSet と XINDSet を C-
Mappingに与えることで，図 19のリレーションが生成された．































はマップする事ができない属性としては pageリレーションのpage counter, page is new,
page random，revisionテーブルのrev parentがある．これらは次のように分類できる．










可能な page, revision, textリレーションの属性の数は，23個の属性のうち，C-Mapping
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