Abstract -Cryptosystem based on Lucas Functions is known as LUC Cryptosystem. Lucas Functions are the special form of second-order linear recurrence relation using a large public integer as modulus. In this paper, an efficient computation algorithm for LUC Cryptosystem is developed. It is based on Addition Chain. The computation time for existing and new algorithms will be recorded. Smaller computation time means the algorithm is efficient than the other. New technique shows a smaller computation time compared to the existing algorithm. It also increases the efficiency of computation. At the same time, it also reduces some iteration that is involved in LUC Cryptosystem computation.
INTRODUCTION
Quadratic generalization of RSA Cryptosystem has been developed based on Lucas Functions. It is known as LUC Cryptosystem. Detail explanations on LUC Cryptosystem could be found in Smith and Lennon [10] . Meanwhile, in [3] another cryptosystem based on quadratic field is proposed. On the other occasion, the technique to compute private key for LUC Cryptosystem is shown in [2] .
The computation technique proposed by Smith and Lennon [10] required a huge space and time. Therefore its performance has always been the important issues in its computation technique.
The performance would also determine its effectiveness. Some previous attempts on speeding up the LUC cryptosystems computations can be found in [4] , [11] and [13] . While in [6] , the authors proposed an algorithm to compute full Lucas Sequences.
The big challenge is how to efficiently compute V e (mod N) for e, p and q to be random big integers. N is also big where N=p*q.
A private key d can be calculated as suggested in [10] . Current technique of fast computation algorithm for LUC Cryptosystem can be found in [1] . This technique is differs from all previous attempts where Addition Chain is used in its computation technique.
In this paper the proposed technique will be compared with the existing algorithm that is proposed by Smith and Lennon [10] . In the experiments, there are three set of data will be tested on each algorithm. The data can be categories as different on size of keys, different size of messages and different size of primes.
Both algorithms would be tested on each set of data. Therefore, computation time of each algorithm will be recorded and the smaller computation time decides which algorithm is efficient. This paper has six sections. As usual, Section I is the introduction. Section II discusses on LUC Cryptosystem. Meanwhile, Section III briefly explains an existing algorithm and Section IV discusses the proposed algorithm.
Followed by Section V, where the results and discussion on research findings are placed. Finally, the conclusion and some further research questions are included in Section VI.
II. LUC CRYPTOSYSTEM
In LUC Cryptosystem, Lucas Function used to perform encryption and decryption processes instead of exponentiation as found in RSA [9] . Note that, the sequence V n with Q=1 is always used to devise LUC Cryptosystem.
A. Lucas Functions
Assume that M 1 , M 2 , M 3 ... M n are all integers, a Lucas Function is a sequence of integers T n is defined as follows:
Two functions U n and V n in Lucas sequences are defined as follows:
The computations of V n need enormous computations (refer to [5] and [8] ) since the nature of Lucas Functions is a recurrence relation. In Lucas Functions computation, the computation of V n needs two values of previous computation. The initial values should be V 0 and V 1 . 
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C. Lucas Functions Properties
In this paper, there are some important properties [5] , [10] and [12] will be manipulated. Among them are:
Initial values are V 0 =2 and V 1 =M. While, D=M 2 -4Q is a discriminant. Concentrated only on V n with Q=1.
III. AN EXISTING ALGORITHM Equation (1) will be used in this algorithm. This is a very basic computation for LUC Cryptosystem. It is very simple technique and easy to implement. For the computation of V n , the computation starts with V 2 . It is followed by V 3 and the computations continue until V n . The computation continues and finally computes V 1103 . Let considered that p=1949, q=2089, M=11111 and e=1103.
The computations start with V 2 where it would produces 1310489. The computation of V 2 is possible because N=p*q, V 0 =2 and V 1 =M.
The computation continues for V 3 where it should produce 1287632. It is followed by the computation of V 4 where the value of it should be 2526170. This computation continues until finally compute V 1103 where C=3975392. Here the ciphertext C is V 1103 =3975392=C. The private key can be calculated from p, q and C and it produces d=24017. Here, let compute V 24017 . At this moment, p=1949, q=2089, V 0 =2 and C=V 1 =3975392.
The computation of V 2 would produce 3322133. Meanwhile, the product of V 3 is 3857221. The computation continues until V 24017 where it will produce 11111, this is the original message.
This technique requires huge computation time, more variables and more spaces. Both encryption and decryption depend on the value of e and d. Here e=1103 and this algorithm needs 1103 iterations, while for decryption d=24017 and it requires 24017 iterations.
IV. THE PROPOSED ALGORITHM
In section 3, some important features of an existing algorithm have been discussed. The weakness of the existing algorithm was also showed where the iteration is increased one by one.
Therefore, the number of iterations and the redundant computation of LUC Cryptosystem are also been reduced. Based on this fact, the performance computation of LUC Cryptosystem can be improved. The result of this proposed algorithm will be compared to the existing algorithms. The proposed algorithm will use a new technique on generating a sequence. This algorithm will use equations (2), (3) and (4) in its computation technique.
A. Addition Chain
The following theorem is useful in Addition Chain definition. Detail explanations on Addition Chain can be found in [7] . Theorem 3.1 An Addition Chain for a number n is a sequence 1=a 0 <a 1 <a 2 …<a r =n, such that each member after a 0 is the sum of the two earlier numbers. An r is called the length of Addition Chain for n.
For example, an Addition Chain for 32 is 1, 2, 4, 6, 8, 14, 28, 32 (i.e 1, 1+1=2, 2+2=4, 4+2=6, 6+2=8, 8+6=14, 14+14=28, 28+4=32). The length of this Addition Chain is 7. Another possible Addition Chain for 32 is 1, 2, 3, 5, 10, 11, 16, 32 (i.e 1, 1+1=2, 1+2=3, 2+3=5, 5+5=10, 1+10=11, 5+11=16, 16+16=32). This Addition Chain has length of 7. An Addition Chain has been used in various aspects of computation. In Theorem 3.2, the suitable Addition Chain for LUC Cryptosystem computation could be generated. In this case, an Addition Chain for 32 is 1, 2, 4, 8, 16, 32 (i.e 1, 1+1=2, 2+2=4, 4+4=8, 8+8=16, 16+16=32) with length of 6. Therefore, the generated sequence is {2,0,0,0,0,0} and its reverse manner is {0,0,0,0,0,2}. Figure 2 shows how to generate a sequence that could be used in LUC computation. This is the first part of a proposed algorithm.
The proposed algorithm works by generating a suitable sequence that would present Addition Chain for a specific integer n. Figure 3 shows how to use a generated sequence from Figure 2 to do LUC Cryptosystem computation. Figure 3 represents a second part of a proposed algorithm. Algorithms in Figures 2 and 3 must work together in performing LUC Cryptosystem computation.
B. Example of Proposed Algorithm
Lets considered public key e=1103, p=1949, q=2089 and M=11111. The initial values are V 0 =2 and V 1 =M (V 1 =11111). Therefore, the target is to compute V e = V 1103 . Here, e=1103. A generated sequence for 1103 is {2 The calculation of this algorithm starts with V 2 where it would produce 3322133. Then, the next calculation is for V 4 where it would produce 1336533. It continues until V 24017 where it would produce 11111 and this is the original message.
V. RESULTS AND DISCUSSIONS
Here, three different set of data for three different experiments where size of some variables is fixed while change the other variable:
Set 1: Size of p and q are 100 digits and M is 5 digits. Change e size. 
A. Results
The following tables show the encryption and decryption computation time for each algorithm in different situations. Table 1 show the encryption and decryption computation time for each algorithm on different size of public key.
Remember that only public key and private key are used to generate Addition Chain. Public key is used in encryption, while private key is used in decryption process. It clearly shows that the private key is almost at the same size for each public key.
Both tables show a computation time for both encryption and decryption processes with a new algorithm. It also shows that when the increasing of the size of public key will also increase the computation time..
In table 1, it also shows that private key d is calculated from p, q and ciphertext C. The size of private key is depends on size of p, q and C, therefore private key should be at the same size. Table 2 shows the encryption and decryption computation time for each algorithm on different size of primes p and q. Table 3 shows the encryption and decryption computation time on different size of message. The existing technique suffered huge with longer computation steps and huge space of memory. On the other hand, new algorithm requires small and shorter computation steps and also small space of memory. Different outcome have been found in Table 3 . Here, the private key d is almost double the size of primes p and q. It also shows that more computation efforts are required for bigger primes.
B. Discussions
An existing algorithm requires n iterations. The total number of computation for existing algorithm can be simplified as n multiplications and n subtractions.
Therefore the total computation is 2n. For example, V 1103 means that total computation for V 1103 is 2*1103 = 2206.
Meanwhile, new algorithm only needs m iterations. Size of m is always smaller than size of n. Let m be a size of array k for new algorithm, r is a total number of 0, s is a total number of 1 in each k [m] .
Therefore it is only requires (r*5) multiplications and (r*4) subtractions. Therefore the total computations are 9r.
For example, V 1103 has r=10 and s=5. It means that the total computation for V 1103 is 9*10=90. The computation of V 1111111111111111103 requires exactly 1111111111111111103 iterations. The total numbers of computations is exactly 2222222222222222206. Meanwhile, new algorithm only requires 95 iterations and 531 total numbers of computations. Tables 4, 5 The computation of d depends on the size of C, e, p and q. Therefore the bigger the size of p and q, the bigger size of d would be calculated. For different key size and messages sizes, the private key d is almost at the same size.
In Tables 4 and 6 , the private keys have same size but generate different number of iterations and also the total number of 0 and 1.
Consider that two values of private keys are d1=1109 and d2=1103. Both private key d1 and d2 are the same size but have different values. The generated sequence for d1 = 1109 is {2,1,0,0,1,0,0,1,0,0,1,0,0,0,0}. On the other hand, the generated sequence for d2=1103 is {2,1,0,1,0,1,0,1,0,0,0,1,0,0,0,0}.
The size of array k[m] for d1 is 14 and d2 is 15. It simplifies that the same size of key could generate different size of array k [m] . This fact is also applied for Table 6 on decryption process.
VI. CONCLUSIONS
The proposed algorithm proved that the speed of computation can be increased by reducing a number of steps of multiplication and also a number of iterations.
Based on the computation time, it shows that the algorithm based on Addition Chain more efficient than the existing algorithm [10] .
It makes the LUC cryptosystem computations more efficient for security implementation. It also leads to a high reduction in the multiplications required for both the encryption and decryption operations without sacrificing the key size of LUC cryptosystem security. Smaller number of iterations means less number of computations. As a result, it reduces the computation steps.
An interesting research topic falls into how efficiently reduce the modular multiplications and also reduce the arithmetic computations of Lucas Function. The parallel algorithm should also be considered.
