Abstract-the goal of this work is to explore the feasibility of a multirotor controller system which can dynamically change the arm configuration of a multirotor. Currently, commercial multirotor systems have to be powered down, rewired, and programmed with a different firmware supplied by them, to configure how many arms/motors they use to fly. The focus of this work is to develop a Field Programmable Gate Array (FPGA) based hardware/software controller which uses dynamic partial hardware reconfiguration to switch the arm/motor configuration of a multirotor during operation. We believe that this will make a multirotor more fault tolerant and adaptive. This work explains the design and development of a simple multirotor reconfiguration hardware/software system which starts with a six rotor configuration and switches to a four rotor configuration or a three rotor configuration and back.
I. INTRODUCTION
A multirotor, or a multicopter, is an aircraft which uses more than one motorized propeller to propel itself. The main advantage of multirotors over fixed wing aircrafts is their ability to vertically takeoff and land (VTOL). Hence multirotors do not need a runway to takeoff or land This makes them ideal for geographically challenging areas. Nowadays, multirotors are used in various areas such as aerial photography, geospatial studies, etc [1] .Various onboard image processing technologies help multirotors collect and process visual inputs [2] . Heavy duty multirotors are being developed to retrieve and deliver packages [3] . Multirotors which can be used for human transportation vehicles are in development [4, 5] .
An aspect of multirotor technology which is not explored a lot is the customization of flight control hardware. Depending upon the number of motors in a multirotor setup different flight configurations are possible such as Quad, Hex, and Octo etc. Almost all of the commercially available flight control boards support most of the common multirotor flight configurations. None of them provide the option to change the flight configuration while they are in operation. The aircraft has to be landed, the motors have to be connected to different ports of the board and a different flight configuration will need a different firmware. The possibility of developing a hardware/software flight control system which can change the flight configuration of a copter during operation needs to be explored. The potential advantages of such an adaptive flight configuration can be summarized into two categories:
1. Fault Tolerance: If a motor in an adaptive multirotor setup malfunctions, it can switch into a configuration which does not use that motor and still maintain stable flight. It can also employ all motors to attain steady flight in adverse environmental conditions like heavy wind.
2. Optimized Performance: The required thrust, sturdiness of flight, flight duration, and speed can vary depending upon the factors such as load, environmental condition, time and power constraints etc. An operator can choose the flight configurations depending upon the nature of the flight mission. This scenario is relevant as studies are being done on the use of unmanned aerial vehicles (UAV) to deliver packages [3, 6] .
Our goal is to capitalize on our experience with FPGA prototyping and hardware/software co-design to come up with an adaptive multirotor flight control system which can switch between different multirotor arm configurations. The technology runtime partial hardware reconfiguration of FPGAs allows us to change a part of a hardware design implemented on a FPGA fabric during runtime [7, 8] . Moreover, recent developments have shown that modern technologies like "Xilinx Zynq System on Chip" which combine a hard processing element with a FPGA fabric has immense potential in the domain of multirotor flight control [2] .
A. Hypothesis
Our hypothesis is that by making use of the runtime partial hardware reconfiguration technology we can design and implement a multirotor controller which can switch its flight configuration while it is in operation. Imagine a hexacopter which can switch to a quadcopter configuration and then to a tricopter configuration as needed. In addition, runtime partial hardware reconfiguration should reduce the overall size of the hardware design by reducing the FPGA resource utilization.
configurations with the same type of motors and propellers. The more powerful the battery the longer the flight duration of the multirotor. As the number of motors increase the more power the multirotor draws from the battery. Hence, increase in the number of motors will increase the load carrying capacity but it will reduce flight duration (when the same type of battery is used) as shown in " Fig. 1 ". This is a simplistic model within the scope of this work. In the future developments more rigorous analysis need to be performed to make accurate estimation of load and duration [9] .We understand the challenges with respect to balancing the physical forces on a multirotor like angular momentum. Conventionally, the total angular momentum of a multirotor is balanced by alternating the propeller spin direction (clock wise and counter clockwise) [10] . We intend to use the other coaxial motor arrangement which use two motors (with opposite spin) per arm of a multirotor in the future developments.
B. Scope of this Work
This work is our first step in the direction of developing adaptive multirotor controller which supports adaptive flight configurations. Our current goal is to design, implement, and study the performance of adaptive multirotor configurations with respect to one rotational degree of freedom, the roll (angle measure on x axis with respect to center of gravity of multirotor) [11] . We are not trying to develop a new control algorithm for multirotor flight. Hence, we will not discuss mathematical modeling of multirotors. We are using a Proportional Integral Derivative (PID) control algorithm to balance the multirotor on its roll axis [12] . We have implemented the PID algorithm in the software side of the system. The hardware/software system is used to balance the multirotor on its roll axis.
II. DESIGN AND IMPLEMENTATION
Xilinx Zynq System on Chip combines a dual core Cortex-A9 processor with a Xilinx 7 series FPGA fabric [7] . The reasons for choosing Zynq for this work are the increased design speed and support for dynamic partial hardware reconfiguration. ZedBoard is a popular prototyping board to design and test Zynq based hardware/software systems. ZedBoard houses a XC72020 Zynq device [13] .
Dynamic partial configuration technology makes it possible to reconfigure parts of a hardware design after it has been implemented on a FPGA fabric. The reconfigurable modules associated with a reconfigurable partition can be used to reconfigure it to change its functional features during runtime [14] . Dynamic partial hardware reconfiguration can reduce size and cost of a design [15] . Performance and efficiency of designs can also be improved with the help of dynamic partial hardware reconfiguration technology [16, 17] .
Our design goal was to design a simple hardware/software system to test our hypothesis of the adaptive multirotor controller. It was also necessary to design the control logic for switching between multirotor configurations. We kept the reconfigurable hardware modules simple as this was our first attempt in this direction. The partial reconfiguration modules distributed Pulse Width Modulated (PWM) signals to motors depending upon the multirotor configuration implemented by each module [18] . The control algorithm used was proportional integral derivative (PID) and it was implemented on the software side.
A. Multirotor configurations considered in this project
We had to choose the multirotor configurations that could be tested using our experimental setup. Our base system was a hexacopter. Therefore, our choices were: one "six motor" configuration, three "four motor" configurations, and two "three motor" configurations (" Fig. 2") .
B. Control Module Switching Logic
The control module switching logic works based on the input from a set of slide switches. We use six slide switches (one switch for each motor) on the ZedBoard as our control module selection input. It is assumed that a switch represents whether or not to use an arm in the operation of the multirotor. The on/off state of the switches has to be interpreted as a six bit input so that the software can decide the best multirotor configuration possible with the available arms.
As there are six arms represented by six switches there are 64 (2 6 ) possible states for the six bit switch input. That is the switch input signal can take any value between from "000000" (all switches off) to "111111" (all switches on). An input of all ones will trigger the system to load the reconfigurable partition into the custom hardware with the partial bitstream associated with six arm configuration. If the input is a value for which a valid multirotor configuration is available the respective partial bitstream will be loaded into the reconfigurable hardware partition.
The software differentiates between an input which form a valid configuration and an input which cannot form a valid flight configuration using a look up table. The lookup table stores all possible input values (6 bit values from switches) and the respective output configurations (6 bit). The six bits in the output indicate which arms are to be used in the configuration if a valid configuration is available (1 use the arm, 0 do not use the arm). All possible input from the switches were considered. All input combinations which have a stable (valid) configuration will result in an operational multirotor arm configuration. For all input which do not form a valid state, the multirotor controller will be reconfigured with a control module which supplies a low PWM duty cycle to the motors such that no motors will spin. There are 18 (out of 64) input sets which can get a valid configuration. The result of an input combination is said to be in an unsteady (invalid) state, if a balanced arm configuration cannot be formed using the available arms The 18 input combinations for which a steady multirotor configuration exists are mapped to one of the six valid multirotor configurations. Table 1 is used to setup a look up table in the software to facilitate the multirotor configuration switching. The decimal representation of the output combinations are stored in an array which has 64 indexed locations. The input (switches) value is considered as a 6 bit binary number. The decimal equivalent of the input combination is used as the index for the array. The value stored in the array index is looked up. Then based upon the decimal code obtained from the array the control module in the hardware is reconfigured with the corresponding partial bitstream.
C. Hardware Design 1) Design0: Simple Design without Partial Hardware Reconfiguration
This hardware is designed to act as a base design for this project. The main goal is to compare the FPGA resources utilization of controller designs with and without partial hardware reconfiguration. In this design all seven multirotor configurations (six valid and one all motor off configurations) exist concurrently in the FPGA fabric (" Fig. 3") . The top module with a 7-to-1 multiplexer is used to route the input and output signals the control module of choice. This design do not have the gyro sensor IP. Hence, no tests were done on this design which involved PID algorithm implementation in software.
2) Design1: Hardware Design with a Reconfigurable Partition
In this hardware design with a reconfigurable partition, seven different configuration are implemented as partial bitstreams (" Fig. 4") . In this design we introduce runtime partial hardware reconfiguration. The custom multirotor controller hardware IP had a reconfigurable partition which is configured with one of the partial bitstreams stored in the SD card. This design is expected to use less FPGA real estate compared to the previous design as only one of the control modules exists in the FPGA fabric at any given time.
3) Design2: Hardware Design with PID Controller and a Gyro sensor
This design is a modified version of the previous design. In this iteration the design reads angular velocity of the multirotor in all three axis (" Fig. 5") . PID control algorithm is implemented in software to process the angular velocity of the multirotor about the roll axis. The PID parameters were tuned without making a mathematical model for the system. Therefore the PID parameters may not be the ideal values for Table 1 In this work as the multirotor can move only on its roll axis, only the angular velocity along the x axis is the relevant input. Currently the base throttle (specified as PWM duty cycle) values to the motors is set as a constant. The range of duty values for the PWM signal are 5% and 11%. These values are based on the maximum and minimum PWM signals produced by the throttle stick of DX7Se radio transmitter.
D. Software design
The main functions of the software side of the system are to manage input/output, to implement PID control algorithm, and to manage partial hardware reconfiguration. In the scope of this work the objective of the control algorithm is to balance the multirotor on its roll axis. Hence the angular velocity about the x axis of the gyro sensor is the input for the PID controller. The software also gets input from the slide switches. The input from the six slide switches is used as an index to look up the output configuration in the look up table implemented as a header file. The partial reconfiguration of the reconfigurable partition within the hardware design is managed by the software. When the input from the slide switches changes the software will look up the configuration code from the lookup table. Then the bitstream associated with the configuration code is sent to the reconfigurable partition and the partition is configured with the new multirotor arm configuration.
III. EXPERIMENTS AND RESULTS

A. Experimental Setup
We needed an experimental setup which we can be used to test the performance of our hardware/software multirotor controller. Either "+" or "X" frame configuration can be used to test a multirotor [10] . The axis of rotation we chose was the roll axis in the "X" multirotor mode. The reason behind this decision is that in the "X" multirotor mode the arms of the multirotor are distributed on either side of the axis. There are no arms along the axis of rotation. The multirotor was mounted on an Arkon heavy duty tablet mount. The experimental setup is shown in (" Fig. 6") .
B. Experiment0: Simple Hardware Design
In this experiment the simple design of the adaptive multirotor controller implemented without partial hardware reconfiguration was tested. All seven multirotor configurations were implemented on the FPGA fabric as separate hardware blocks. The objective of this experiment based on this simple design was to form an understanding of the base case FPGA resource utilization (Table 2) .
C. Experiment1: Hardware Design with a Reconfigurable Partition
In this experiment the adaptive multirotor configuration system which uses runtime partial hardware reconfiguration was used. The seven multirotor configurations were created as partial bitstreams. The seven configurations are one "six arm" configuration, three "four arm" configurations, two "three arm" configurations and one configuration where all motors were off. The main objective of this experiment was to study the difference in FPGA resource utilization compared to the design without partial hardware reconfiguration.
Compared to the FPGA resource utilization statistics of the first design (Table 2 ) which does not have partial hardware reconfiguration, this design uses less resources (Table 3) . This is because only one control module is physically present on the FPGA fabric at a time. In our experiments each control module is designed to perform the simple function of generating and distributing PWM signals to motors. Therefore each control module takes up only a tiny amount of FPGA resources. Hence, the FPGA resource utilization data of the two experiments do not show a huge difference. More space will be saved as each individual control module gets bigger 
D. Experiment2: Prototype with PID control
The objective of this experiment was to test the performance of a system in a practical application. Our system was used to balance a multirotor on its roll axis. In addition to the control module implemented as a reconfigurable partition, a gyro sensor (Digilent Inc PmodGYRO 3-Axis Digital Gyroscope) was added to the hardware part of the system. A PID controller was implemented in the software part. The FPGA resource utilization statistics for this experiment is given below.
The FPGA resource utilization of this is design (Table 4) is higher than the other two design. It is because additional FPGA resources are utilized to implement the gyro sensor IP. This design also uses some hardware resources to interface the slide switches. The reconfigurable partition for the control modules is implemented within a FPGA block with the same size as that of the previous experiment. This was ensured by marking the partition manually during the design process.
E. Observations 1) PWM vs Current
The current drawn from the battery by a single multirotor motor was measured using the AttoPilot Voltage and Current Sensor. The relation between the PWM duty and the current drawn is shown in Table 5 .
The PWM duty value was varied from 5% to 11% through 0.5% steps. The voltage measured in each run is recorded in the top row of the Table 6 . The measured current values were plotted against PWM duty values. The graph (" Fig. 7") showed an almost linear relationship between the PWM duty and the current drawn.
2) Multirotor configurations vs Current
The current drawn from the battery by each of the multirotor arm configurations was measured using the AttoPilot Voltage and Current Sensor. The relation between the multirotor arm configuration and the current drawn is shown in Table 6 and " Fig. 8 ". All readings were recorded at a PWM value of 10% (bottom limit of PWM is 5% and top limit is 11%). As expected the six motor configuration draws maximum current and less current is drawn by configurations with lower number of motors.
These current measurements could be one of the key factors in deciding which configuration to switch to during operation, in our future developments. All current and voltage measurements were made using Sparkfun AttoPilot Voltage and Current Sense Breakout -180A. The values were read out from a serial monitor. The power source used was a 3 cell 11.1 V, 5000mAh LiPo battery. As the voltage was calculated based on the input from the Arduino microcontroller analog input pin, there was slight difference when the experiments were repeated. Hence, the readings were taken from the experiments ten times each as shown in the in the tables (Table 5 and Table  6 ).
IV. CONCLUSION AND FUTURE WORK
A. Conclusion
In this study a hardware/software adaptive multirotor controller platform was designed and developed. FPGA runtime partial reconfigurations technology was used to make the platform adapt different multirotor arm configurations. The design was tested on a ZedBoard, the Zynq System on Chip development board. The FPGA resource utilization of different designs were recorded. The current drawn by the multirotor in each of the three configurations was recorded. This data could be used a factor in estimating expected duration of operation in each configuration in future developments. PID control algorithm was implemented in software to perform single axis balancing of a various arm configurations of the multirotor. The runtime partial hardware reconfiguration of multirotor control modules was tested successfully. However, the switching process has to be optimized to ensure safety of equipment. It needs more research to implement an efficient switching protocol. The single axis balancing of the multirotor with runtime switching of multirotor arm configurations was not perfect because of imperfections in the experimental setup and because of signal noise in the gyro sensor due to vibration. In addition the PID constants were tuned without mathematically modelling the controller. The experimental setup has to be improved and a mathematical model of the system is also need to be developed for implementing an effective adaptive controller.
The control module design implemented within the scope of this work is simple. Currently, the hardware implementation of our adaptive controller might not make a huge difference in performance compared to a common real-time software implementation. However, as the hardware modules grow in complexity in future developments our approach should be both more effective and more efficient in implementing multirotor adaptivity compared to a real-time software implementation.
B. Future work
This work is in its initial state. In the current implementation of the adaptive multirotor controller there is only one reconfigurable partition. When the multirotor needs to change its current arm configuration, it reconfigures the reconfigurable partition using the new partial bitstream. There is a tiny delay in this process. The multirotor controller will be in a floating state during the reconfiguration.
One potential solution is the use of two identical reconfigurable partitions under the control of a supervisor module [17] . Only one of the reconfigurable partitions will be active at a time. When the multirotor need to change its configuration the reconfigurable module which is not currently active is configured with the new partial bitstream. Once the reconfiguration is complete and the reconfigurable partition is ready, the supervisor will make the reconfigurable partition active and the other one is made inactive. Table 5 . Current drawn at different PWM Duty Cycle (higher the PWM Duty Cycle, higher the motor speed) 
