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Istilah “kriptografi” berasal dari gabungan dua kata berbahasa Yunani
yaitu “cryptos” (rahasia) dan “graphein” (tulisan) yang secara etimologis
memiliki arti “tulisan rahasia”. Kriptografi secara termitologis merupakan ilmu
pengetahuan dan seni untuk merubah pesan sehingga aman dan kebal terhadap
berbagai serangan [12]. Kriptografi memiliki pengertian khusus dalam era modern
yaitu sebagai ilmu yang bersandar pada teknik matematika yang berkorelasi
dengan keamanan informasi berupa kerahasiaan, keutuhan data dan otentikasi
entitas. Kriptografi terinclude dalam mekanisme keamanan jaringan yang salah
satunya adalah encipherment. Encipherment merupakan mekanisme
penyembunyian data yang salah saja tujuannya adalah untuk menyediakan
layanan kerahasiaan data (confidentiality) [3]. Willam Stallings (2014)
menyebutkan bahwa, encipherment menggunakan algoritma matematis dalam
mengubah data menjadi bentuk yang tidak mudah dimengerti yang mana
pemulihan data tersebut tergantung pada algoritma yang digunakan dan dengan
kunci enkripsi atau tidak [13]. Mekanisme yang ada pada kriptografi modern
adalah sebagai berikut[3]:
1. Fungsi hash yang digunakan sebagai nilai uji (check value) dalam mekanisme
keutuhan data (data integrity). Fungsi hash memetakkan pesan ke dalam
sebuah teks khusus atau message digest yang mempunyai panjang tetap.
2. Penyandian dengan kunci simetrik (symetric key encipherment) yang
merupakan penyandian yang menggunakan satu kunci untuk enkripsi dan
dekripsi. Istilah lain dari penyandian ini adalah penyandian dengan kunci
rahasia (secret key encipherment).
3. Penyadian dengan kunci asimetrik (asymetric key encipherment) yang
umumnya dikenal dengan istilah penyandian dengan kunci publik (public key)
dimana penyandian ini menggunakan dua kunci yang berbeda nilai atau
bersifat asimetris. Kunci enkripsi disebut kunci publik (public key) yang tidak
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bersifat rahasia atau dapat didistribusikan dan kunci dekripsi disebut kunci
privat (private key) yang bersifat rahasia atau hanya dimiliki secara pribadi.
2.2 Bilangan Prima
Bilangan bulat atau integer dapat dibagi menjadi dua kelas yaitu
bilangan prima dan bilangan komposit. Sebuah bilangan integer misalkan a
dikatakan prima jika dan hanya jika pembaginya hanya 1 dan a selain itu adalah
bilangan komposit [3]. Himpunan bilangan prima terkecil adalah 2 dimana
bilangan 2 hanya habis dibagi oleh bilangan 1 dan 2 sesuai dengan ketentuan
bilangan prima.
Sistem kriptografi kunci publik umumnya membutuhkan bilangan
prima besar yang dipilih secara acak yaitu dengan cara memilih bilangan acak a
kemudian menguji bilangan tersebut apakah prima atau tidak dengan algoritma
pengujian bilangan prima. Ada dua tipe algoritma untuk pengujian bilangan prima.
Tipe pertama bersifat deterministik atau pasti dan tipe kedua bersifat probabilistik
atau mungkin. Algoritma pengujian bilangan prima yang bersifat deterministik
akan memberikan keluaran berupa keputusan apakah bilangan integer yang diuji
adalah bilangan prima atau tidak sedangkan algoritma pengujian bilangan prima
yang bersifat probabilistik memberi keluaran berupa status keprimaan dari
bilangan integer yang diuji berdasarkan nilai probabilistik tertentu yang belum
pasti bilangan prima [3].
Algoritma pengujian bilangan prima yang bersifat deterministik bersifat
kompleks karena prinsip kerja dari algoritma ini adalah melakukan uji keterbagian.
Cara kerja algoritma ini yaitu misalkan bilangan integer yang diuji adalah n maka
untuk menentukan apakah termasuk bilangan prima atau tidak dilakukan dengan
cara memeriksa apakah ada bilangan dalam kisaran 2 hingga n yang membagi
habis bilangan n. Jika hasilnya tidak ada bilangan yang membagi habis antara 2
hingga n maka bilangan n tersebut termasuk bilangan prima [12]. Cara kerja
algoritma seperti ini jelas tidak efisien dikarenakan memiliki kompleksitas
eksponensial. Contoh dari algoritma bertipe ini adalah algoritma AKS yang dibuat
oleh Agrawal, Kayal, dan Saxena dari India pada tahun 2002 [3].
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Kriptografi kunci publik menggunakan algoritma pengujian bilangan
prima yang bertipe probabilistik hingga saat ini. Algoritma bertipe ini yang sering
dipakai adalah algoritma Miller-Rabin [3]. Algoritma ini memiliki keunikan yaitu
menghasilkan bilangan yang belum tentu bilangan prima, akan tetapi bilangan
yang dihasilkan tersebut hampir bisa dipastikan bilangan prima [13].
2.2.1 Algoritma Pengujian Bilangan Prima Miller Rabin
Algoritma Miller-Rabin dibuat oleh dua orang yaitu Miller (1975) dan
Rabin (1980) yang biasa digunakan untuk menguji bilangan bulat besar apakah
termasuk bilangan prima atau tidak. Algoritma ini tergolong efisien dan hampir
pasti menghasilkan bilangan prima [12][13]. Misalkan bilangan yang akan diuji
adalah bilangan ganjil n dengan n ≥ 3, dapat dinyatakan sebagai berikut:
n － 1 = q × 2k
(n － 1) adalah bilangan genap. (n － 1) dibagi dengan 2 sebanyak k kali
hingga menemukan bilangan ganjil q. Jika (n － 1) dinyatakan dalam bentuk
bilangan biner maka nilai k adalah posisi bit bit 1 yang paling kanan dan sisanya
merupakan nilai q[13].
Ada dua properti dalam bilangan prima. Properti pertama: Jika p adalah
bilangan prima dan a adalah bilangan bulat postif yang kurang dari p maka a2 mod
p = 1 jika dan hanya jika a mod p = 1 atau a mod p = -1. a2 mod p pada aritmatika
modular dapat dinyatakan a2 mod p = (a mod p)(a mod p). Jadi jika a mod p = 1
atau a mod p = -1 maka a2 mod p = 1. Sebaliknya jika a2 mod p = 1 maka (a mod
p)2 = 1 jika dan hanya jika a mod p = 1 atau a mod p = -1. Properti kedua:
misalkan p adalah bilangan prima yang lebih besar dari 2 dapat ditulis p －1 =
2kq dengan k > 0 dan q bilangan ganjil. Misalkan a adalah bilangan integer pada
range 1 < a < p－1 salah satu dari dua konsi bernilai benar. Kondisi pertama aq
kongruen dengan 1 modulo p artinya aq mod p = 1 atau ekuivalen dengan aq ≡ 1




kongruen dengan -1 modulo p artinya ada beberapa bilangan j dalam range (1 ≤ j
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≤ k) seperti q
j
a




≡ -1 (mod p)
[13]. Dua properti inilah yang nantinya digunakan dalam pengujian bilangan
prima. Prosedur dari algoritma algoritma ini adalah sebagai berikut [12][13]:
1. Temukan q dan k sehingga (n － 1) = q × 2k
2. Pilih bilangan integer acak a, 1 < a < n－1.
3. if aq mod n = 1 maka return “mungkin prima”.
4. For j = 0 hingga k－1 lakukan:
5. If q
j
a2 mod n = n－1 maka return “mungkin prima”.
Akhir for
6. Return “bilangan composit”.
Contoh pengujian bilangan prima dengan algoritma miller-rabin adalah sebagai
berikut:
Contoh 1 : kita misalkan n = 37
1. Menemukan q = 9 dan k = 2 sehingga 37－1 = 9 × 22
2. Misalkan a = 10, 1 < 10 < 37－1
3. 109 mod 37 = 1 maka return “mungkin prima”.
Contoh 2 : kita misalkan n = 57
1. Menemukan q = 7 dan k = 3 sehingga 57－1 = 7 × 23
2. Misalkan a = 5
3. 57 mod 57 = 35 tidak menghasilkan angka 1
4. For j=0 hingg 3－1 = 2
5. Iterasi 1:
(57)2 mod 57 = 28 tidak menghasilkan 56 (57－1)
Iterasi 2:
(57)4 mod 57 = 43 tidak menghasilkan 56 (57－1)
6. Karena tidak ada kondisi yang memenuhi maka return “bilangan komposit”.
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Cara untuk meningkatkan nilai probabilitas dari pengujian bilangan
prima dengan algoritma miller rabin yaitu dengan melakukan pengujian sebanyak
t kali dengan a yang berbeda sehingga nilai probabilistik dari bilangan n




) [3]. Sebelum tahun 2002 tidak ada
metode yang efektif untuk melakukan pengujian bilangan prima pada bilangan
integer besar karena semua algoritma yang digunakan termasuk algoritma yang
cukup populer seperti algoritma miller-rabin masih bersifat probabilistik. Agrawal,
Kayal dan Saxena pada tahun 2002 (diumumkan tahun 2002 dan diterbitkan tahun
2004) mengembangkan algoritma deterministik yang dinamai AKS untuk
pengujian bilangan prima namun algoritma ini tidak seefisien algoritma miller
rabin sehingga algoritma AKS belum dapat menggantikan algoritma miller rabin
[12][13].
2.3 Algoritma RSA
Pada tahun 1977, tiga orang peneliti yang terdiri dari Ron Rivest, Adi
Shamir, dan Leonard Adleman merumuskan algoritma baru yang diberi nama
algoritma RSA. Algoritma RSA termasuk algoritma penyandian dengan kunci
asimetrik atau algoritma penyandian kunci publik yang didasarkan pada teori
pertukaran kunci Diffie-Hellman [11]. Algoritma ini terbagi dalam tiga proses
yaitu pembangkitan kunci, enkripsi dan dekripsi. Proses pembangkitan kunci
diawali dengan membangkitkan dua bilangan prima besar dengan menggunakan
algoritma pengujian bilangan prima seperti algoritma miller rabin [3]. Algoritma
ini menggunakan kunci yang berbeda dalam melakukan enkripsi dan dekripsi
sesuai dengan sifat penyandian dengan kunci asimetrik. Algoritma ini memiliki
pasangan nilai yang disebut dengan kunci publik yang dapat dipublikasikan untuk
enkripsi dan pasangan nilai yang lain disebut dengan kunci privat yang bersifat
rahasia untuk dekripsi. Proses enkripsi dan dekripsi algoritma ini menggunakan
operasi eksponen dan modular. Faktor keamanan dari algoritma ini didasarkan
pada kemudahan menemukan bilangan prima besar namun sangat sulit untuk
memfaktorisasi bilangan menjadi dua bilangan prima besar sehingga semakin
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besar bilangan prima yang dipilih tingkat keamanan dari algoritma akan semakin
meningkat [9].
2.3.1 Cara Kerja Algoritma RSA
Misalkan user A sebagai penerima pesan dan user B sebagai pengirim
pesan. User A harus melakukan pembangkitan kunci terlebih dahulu. Prosedur
pembangkitan kunci algoritma RSA adalah sebagai berikut[6]:
1. Bangkitkan dua bilangan prima besar (p dan q) secara acak dengan
ukuran masing-masing sama.
Keterangan:
p dan q : bilangan prima
2. Menghitung nilai N = p*q…………………….….……….Rumus 2.1
Keterangan:
N : modulus
p, q : bilangan prima
3. Menghitung nilai Ф(N) = (p － 1)*(q － 1)…………..Rumus 2.2
Keterangan:
Ф(N) : euler totient function
p, q : bilangan prima
4. Pilih bilangan bulat e dengan gcd(e, Ф(N)) = 1…….….…Rumus 2.3
Keterangan:
e : eksponen enkripsi, 1 < e < Ф(N)
gcd : great common divisor atau faktor persekutuan terbesar
Ф(N) : euler totient function
5. Hitung eksponen dekripsi d sehingga e*d ≡ 1 mod Ф(N). Rumus 2.4
Keterangan:
d : eksponen dekripsi, 1 < d < Ф(N)
e : eksponen enkripsi, 1 < e < Ф(N)
Ф(N) : euler totient function
6. Pasangan nilai untuk kunci publik adalah (N, e) dan pasangan nilai
untuk kunci privat adalah (N, d).
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Nilai N disebut modulus, nilai e disebut eksponen publik atau eksponen enkripsi
dan nilai d disebut sebagai eksponen rahasia atau eksponen dekripsi [9]. Ketika
proses pembangkitan kunci selesai, user A kemudian mempublikasi kunci
publiknya kepada user B. User B kemudian mengenkripsi pesan yang akan
dikirimkan kepada user A. Prosedur enkripsi algoritma RSA adalah sebagai
berikut:
1. Memperoleh kunci publik (N,e) dari user (dalam skema ini user A).
Keterangan:
N : modulus
e : eksponen enkripsi
2. Mengubah pesan M menjadi bilangan bulat positif dimana M harus
berada dalam interval [0, N－1].
Keterangan:
M : plain text atau teks asli
N : modulus
3. Menghitung cipher teks, C = Me mod N………….………Rumus 2.5
Keterangan:
C : cipher text atau teks sandi
M : plain text atau teks asli
e : eksponen enkripsi
N : modulus
4. Mengirim cipher teks C ke user tujuan (user A).
Keterangan:
C : cipher text atau teks sandi
User A dapat memahami pesan yang dikirimkan oleh user B setelah melakukan
dekripsi terhadap pesan yang dikirimkan oleh user B. Prosedur dekripsi algoritma
RSA adalah sebagai berikut:
1. Menghitung nilai M, M = Cd mod N……..……………….Rumus 2.6
Keterangan:
M : plain text atau teks asli
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C : cipher text atau teks sandi
d : eksponen dekripsi
N : modulus
2. Ekstrak pesan plainteks dari representasi M.
Keterangan:
M : plain teks atau pesan asli
Contoh pembangkitan kunci yang dilakukan user A adalah sebagai berikut:
1. Bilangan prima yang dipilih p=199 dan q=127.
2. Sesuai rumus 2.1 maka N=199*127=25273
3. Sesuai rumus 2.2 maka Ф(N) = (199 － 1)*(127 － 1) =
198*126=24948.
4. Sesuai rumus 2.3 maka eksponen enkripsi yang dipilih e=79,
gcd(79,24948)=1.
5. Sesuai rumus 2.4 maka eksponen dekripsi d=1579, 79*1579 ≡ 1
mod 24948.
6. Kunci publik (25273, 79) dan kunci privat (25273, 1579).
Kemudian contoh enkripsi yang dilakukan user B adalah sebagai berikut:
1. Memperoleh kunci publik dari user A (25273, 79).
2. Pesan yang akan dienkripsi adalah “TA” kemudian diubah kedalam
nilai ASCII desimal (84,65).
3. Menghitung cipherteks dengan rumus 2.5 sehingga:
C1 = 8479 mod 25273 = 22869 dan C2 = 6579 mod 25273 = 7253.
4. Mengirim cipherteks (22869 7253) ke user A.
Contoh dekripsi yang dilakukan user A untuk memahami pesan dari user B:
1. Menghitung nilai M dengan dengan rumus 2.6 sehingga:
M1 = 252731579 mod 25273 = 84 dan M2 = 72531579 mod 25273 = 65.
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2. Mengekstrak pesan berdasarkan representasi M, sehingga didapat
pesan “TA”.
2.3.2 Keamanan Algoritma RSA
Pemilihan parameter dan implementasi yang kurang tepat dari
algoritma RSA membuat algoritma RSA menjadi rentan untuk diserang.
Jenis-jenis serangan untuk melemahkan keamanan algoritma RSA adalah sebagai
berikut [4]:
2.3.2.1 Small Private key Exponent
Algoritma RSA mengkonsumsi banyak sumber daya untuk melakukan
enkripsi dan dekripsi sehingga memakan waktu eksekusi yang cukup lama. Hal
ini menjadi penyebab perlunya mengurangi waktu dekripsi terutama pada
digital-signature dengan menggunakan eksponen dekripsi (d) yang kecil.
Sayangnya pada tahun 1990, Wiener telah membuktikan bahwa ketika d < N1/4
penyerang dapat menemukan nilai d dengan menggunakan sepasang nilai
modulus N dan eksponen enkripsi e. Prosedur untuk melakukan wiener attack
adalah sebagai berikut [8]:
1. Inputkan kunci publik (N,e) dengan nilai e lebih kecil dari nilai N.
2. Tentukan semua fraksaksi konstan d1 + d2 + d3 + … +dn pada (N,e).
Fraksaksi lanjutan didefinisikan sebagai berikut [7]:
….……….…………..Rumus 2.7
Keterangan:
q0, q1, …, qm : elemen fraksaksi lanjutan








































k, d : nilai fraksaksi
ki, di : nilai fraksaksi ke I
e : eksponen enkripsi
N : modulus









k : nilai fraksaksi
e : eksponen enkripsi
d : nilai fraksaksi
Ф(N) : euler totient function
5. Selesaikan persamaan kuadrat: 0)1)(((2  NxNNx ….Rumus 2.10
Keterangan:
N : modulus
Ф(N) : euler totient function
6. Dengan menemukan akar x pada persamaan kuadrat rumus 2.10 maka didapat
dua nilai yang merupakan faktor dari N. Jika nilai tersebut termasuk faktor
dari nilai N maka nilai eksponen dekripsi (d) dapat terpecahkan dengan
menggunakan nilai Ф(N) yang ditentukan pada langkah ke 4 dengan
menggunakan rumus 2.5.
Boneh dan Durface juga mengembangkan teknik reduksi kisi untuk
penyerangan pada algoritma RSA yang menggunkan eksponen dekripsi d<N0.292
pada tahun 1999. Serangan kisi (lattice) ini pertama kali diperkenalkan oleh
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Coopersmith yang kemudian dikembangkan oleh banyak penulis. Algoritma
Gaussian Lattice Reductions atau LLL merupakan salah algoritma yang
digunakan untuk menemukan nilai d untuk kasus nilai eksponen dekripsi yang
rendah [7].
2.3.2.2 Known Plain-text Attack
Teks asli dan teks sandi pada algoritma RSA pada dasarnya merupakan
bilangan antara 0 hingga N － 1. Informasi inilah yang digunakan untuk
melakukan penyerangan pada algoritma RSA [3]. Jenis serangan ini dikenal
dengan known plain-text attack, dimana penyerangan dapat mengetahui
sejumlah plain text (M) dan cipher text (C) yang berkorespondensi. Terdapat
himpunan data yang telah yang telah diurutkan misalkan S =
{{p1,c1},{p2,c2},…,{pr,cr}} dimana pi adalah plain text dan ci adalah cipher
text dan r < Ф(N). Penyerang dapat menentukan px jika terdapat cx yang
bersesuaian pada himpunan data S [4]. Misalkan Bob memiliki kunci publik
(21037,20357) yang dibagikan ke Alice dan Eve. Eve kemudian mengenkripsi
himpunan bilangan ASCII desimal a-z (97 - 122) dengan kunci publik Bob
sehingga Eve memiliki himpunan data sebagai berikut:
Tabel 2.1 : Contoh himpunan plain text (P) dan cipher text (C)
P C P C P C
97 8293 106 12898 115 19747
98 9929 107 16623 116 10542
99 8077 108 9155 117 13475
100 9168 109 9156 118 19172
101 15301 110 14280 119 16666
102 3519 111 14224 120 4132
103 20692 112 3779 121 10237
104 1831 113 17304 122 20341
105 7984 114 20187
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Alice mengenkripsi pesan dengan kunci publik Bob kemudian mengirimkan
cipher text ke Bob. Cipher text yang dikirimkan Alice adalah 1831 8293 9155
14224. Misalkan Eve berhasil menyadap komunikasi antara Alice dengan Bob
sehingga Eve dapat mengetahui cipher text yang dikirimkan oleh Alice ke Bob.
Eve kemudian mencocokkan masing-masing nilai cipher dengan semua nilai C
pada himpunan data P dan C (lihat tabel 4.1). Hasil pencocokan tersebut untuk
C = 1831 berkorespodensi dengan P = 104, C = 8293 berkorespodensi dengan P
= 97, C = 9155 berkorespodensi dengan P = 108 dan, C = 14224
berkorespodensi dengan P = 111 sehingga diperoleh plain text (P) yang
bersesuaian yaitu 104 97 108 111 yang jika diubah menjadi karakter sesuai nilai
ASCII pesan tersebut adalah “halo”. Metode inilah yang disebut dengan known
plain text attack.
2.3.3 Improvisasi algoritma RSA
Algoritma RSA dinilai cukup aman dan sudah bertahun lebih dari 20
tahun. Jenis serangan yang sering dilakukan pada algoritma RSA adalah serangan
faktorisasi (factorization attack). Ketika bilangan prima yang dipih besar (p dan q)
maka akan menghasilkan nilai modulus N dan eksponen dekripsi d yang besar
pula. Prof Dr. Alaa Hussein Al-Hamami dan Ibrahem Abdallah Aldariseh (2012)
menyebutkan bahwa kelemahan dari algoritma RSA adalah ketika menggunakan
dua bilangan prima. Hal ini membuat dua orang peneliti tersebut mengusulkan
untuk menggunakan tiga bilangan prima pada algoritma RSA. Ukuran bilangan
prima yang digunakan direduksi dari ukuran bilangan prima pada algoritma
aslinya. Penambahan bilangan prima akan meningkatkan kompleksitas analisis
faktor dari algoritma aslinya dikarenakan memfaktorisasi nilai N menjadi tiga
faktor prima lebih sulit daripada menjadi dua faktor prima. Penambahan bilangan
prima juga meningkatkan kemudahan dalam menghasilkan kunci publik dan kunci
privat. Usulan ini ditulis dalam jurnal yang diterbitkan pada tahun 2012 [5].
Perfoma algoritma RSA jauh lebih lambat dibandingkan dengan
perfoma algoritma simteris misalnya DES oleh karena itu banyak penelitian yang
dilakukan untuk memperbaiki perfoma algoritma RSA. Hal inilah yang kemudian
menyebabkan banyak varian dalam algoritma RSA. Jenis-jenis varian pada
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algoritma RSA dapat diketahui melalui penelitian yang dilakukan oleh Seema
Verma dan Deepak Garg (2015). Dua peneliti ini melakukan perbandingan
perfoma pada masing-masing varian algoritma RSA mulai dari algoritma RSA
standar dan varian-varian lain algoritma RSA yang menggunakan konsep CRT
(Chinese Remainder Theorem) pada proses dekripsinya seperti RSA-CRT, multi
prime RSA yang menggunakan bilangan prima lebih dari dua, rebalanced RSA
yang memiliki waktu dekripsi yang lebih cepat namun dengan meningkatkan
biaya komputasi enkripsi, Rprime RSA yang merupakan gabungan dari multi
prime RSA dan rebalanced RSA untuk memperbaiki komputasi pada sisi dekripsi
dan varian yang terakhir adalah Rebalanced RSA variants yang merupakan
improvisasi dari rebalanced RSA. Hasil dari penelitian ini dipulikasikan secara
online pada bulan desember tahun 2014 pada sebuah jurnal [6]. Jenis-jenis varian
algoritma RSA lain juga diperkenalkan pada tahun-tahun sebelumnya seperti
batch RSA yang diperkenalkan pada tahun 1989 yang bekerja apabila eksponen
kunci publik kecil dan multi power RSA yang diperkenalkan pada tahun 1998
dengan konsep n=p(k-1)q dengan panjang bit p dan q n/k bit [4].
Metode yang diusulkan oleh Prof Dr. Alaa Hussein Al-Hamami dan
Ibrahem Abdallah Aldariseh (2012) hanya menghasilkan proses pembangkitan
kunci yang berbeda namun metode untuk enkripsi dan dekripsi sama dengan
algoritma aslinya. Nikita Somani dan Dharmendra Mangal (2014)
menyempurnakan metode tersebut untuk peningkatan perfoma pada sisi dekripsi
dan meningkatkan keamanan algoritma RSA dari beberapa jenis serangan.
Metode pembangkitan kunci yang diusulkan oleh Prof Dr. Alaa Hussein
Al-Hamami dan Ibrahem Abdallah Aldariseh (2012) adalah sebagai berikut [5]:
1. Bangkitkan tiga bilangan prima besar (p, q, dan s).
p, q, dan s : bilangan prima
2. Hitung N = p*q*s……………..……………………….Rumus 2.11
Keterangan:
N : modulus
p, q, s : bilangan prima
3. Hitung Ф(N) = (p－1)*(q－1)*(s－1)……..………….Rumus 2.12
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Keterangan:
Ф(N) : euler totient function
p, q, s : bilangan prima
4. Pilih bilangan bulat e yang relatif prima dengan Ф(N) dengan
gcd(e,Ф(N)) = 1…………………………….………….Rumus 2.13
Keterangan:
e : eksponen enkripsi
Ф(N) : euler totient function
gcd : great common divisor atau faktor persekutuan terbesar
5. Hitung nilai d dimana e*d ≡ 1 mod Ф(N)….……….Rumus 2.14
Keterangan:
d : eksponen dekripsi
E : eksponen enkripsi
Ф(N): euler totient function
6. Pasangan nilai untuk kunci publik adalah (N,e) dan pasangan nilai
untuk kunci privat adalah (N,d)
Prosedur enkripsi yang diusulkan oleh Nikita Somani dan Dharmendra Mangal
(2012) adalah sebagai berikut [4]:
1. Memrepresentasikan pesan M dalam bentuk bilangan bulat dalam
interval [0 sampai N-1].
Keterangan:
M : plain text atau teks asli
2. Pilih bilangan acak k dengan gcd(k,N) = 1………..…..Rumus 2.15
Keterangan:
k : bilangan bulat acak dengan 1 < k < N.
gcd : great common divisor atau faktor persekutuan terbesar
N : modulus
3. Hitung Ck = ke mod N……………………..………….Rumus 2.16
Keterangan:
Ck : cipher text k
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k : bilangan bulat acak dengan 1 < k < N.
e : eksponen enkripsi
N : modulus
4. Hitung C = Me*k mod N………….…………………..Rumus 2.17
Keterangan:
C : cipher text atau teks sandi
M : plain text atau teks asli
e : eksponen enkripsi
k : bilangan bulat acak dengan 1 < k < N
N : modulus
5. Kirim teks sandi (Ck,C) ke user tujuan.
Kemudian prosedur dekripsi yang diusulkan sebagai berikut:
1. Dekripsi nilai k dari cipher text k
k = Ckd mod N…………………..………….…………….Rumus 2.18
Keterangan:
k : bilangan bulat dengan 1 < k < N
Ck : cipher text k
d : eksponen dekripsi
N : modulus
2. Hitung t dimana t*k ≡ 1 mod N……………..……………..Rumus 2.19
Keterangan:
t : bilangan bulat positif dengan 1 < t < N
k : bilangan bulat, 1 < k < N
N : modulus
3. Hitung M = (C*t)d mod N…………………………………..Rumus 2.20
Keterangan:
Me : nilai cipher text tanpa dikalikan bilangan bulat k
C : cipher text atau teks sandi
t : bilangan bulat positif dengan 1 < t < N
N : modulus
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3. Ekstrak pesan plainteks dari representasi M.
Keterangan:
M : plain text atau teks asli
2.4 Socket TCP
Agus Kurniawan (2011) mengatakan bahwa socket merupakan suatu
abstraksi yang memungkinkan aplikasi dapat mengirim dan menerima data yang
sama halnya dengan membuka sebuah file untuk dibaca dan menulis file pada
tempat penyimpanan. Socket dapat memungkinkan aplikasi untuk dapat
berkomunikasi dengan aplikasi lain dalam jaringan komputer sehingga informasi
yang ditulis oleh aplikasi pada socket dapat dibaca oleh aplikasi yang lain pada
mesin yang berbeda [14]. Socket memungkinkan programmer untuk menentukan
aliran byte data untuk ditulis dan dibaca. Socket dapat mengurangi pekerjaan
programmer dalam hal deteksi kesalahan, ukuran paket, pemisahan paket,
pengiriman ulang paket, alamat jaringan dan detail jaringan komputer lainnya.
Socket bekerja berdasarkan koneksi antar dua host yang memiliki beberapa
operasi dasar seperti menyambungkan ke mesin, mengirim data, menerima data,
menutup koneksi, mengikat port, merekam data yang masuk, menerima koneksi
mesin ke port yang diikat [1].
Agus Kurniawan (2011) menyebutkan bahwa protokol berbasis
connection-oriented merupakan protokol yang dapat mengirim data stream setelah
terjadi koneksi dengan target. Hal ini bisa berupa circuit switched connection atau
virtual connection pada paket switched network. Protokol ini memberi kepastian
paket dapat diterima dengan utuh (reliable) [14]. Salah satu protokol jaringan
yang berbasis connection oriented adalah protokol TCP (Transmission Control
Protokol). Pemrograman socket dengan TCP termasuk pemrograman socket yang
berbasis connection oriented yang menjamin bahwa server menerima urutan byte
yang dikirimkan yang bersifat handal (reliable) [2].
Java memiliki dua tipe socket yaitu server socket dan socket yang
terdapat dalam package java.net. Server socket sebagai server yang digunakan
untuk mewujudkan komunikasi socket dan menangani request pengguna serta
respon dari pengguna melalui koneksi TCP, sedangkan Socket sebagai client yang
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digunakan untuk membangun koneksi jaringan dan memberikan pasangan
komunikasi pada kedua ujungnya (link endpoint). Ketika koneksi sukses maka
aplikasi akan membuat instance socket pada link endpoint dan menyelesaikan sesi
[15].
