Challenges and Advantages
A first step for any photonics research involves figuring out how light behaves in complicated structures. For our particular studies, we use an in-housedeveloped Maxwell solver (http://camfr.source forge.net). Its core is written in C++, and it uses a few legacy Fortran routines, but its interaction with our simulator (to define the structure to be simulated, the quantities to be calculated, and so forth) happens via Python scripts, glued to C++ via Boost.Python. This C++ library makes it easy to expose C++ code to Python, is very powerful, and provides support for advanced C++ options. Its drawback, though, is that compilation times and memory requirements can be quite heavy. Figure 1 shows an example of a nanolaser's optical field, as calculated with our electromagnetics solver CAMFR.
Using Python
Once we come up with a good design, we still have to fabricate it, which involves designing a mask. Python scripts can help us define these masks: because Python is a full-fledged programming language, it's easy to parameterize the design or create repetitive structures using loops. Once the mask is finished, we place it in a deep-UV stepper to project the design on a photosensitive resist spun on a silicon wafer. Unfortunately, the pattern that ends up on the wafer isn't the same as the one on the mask, due to the projected light's diffraction, peculiarities in the etching process, and so forth. To get around this, we used NumPy or SciPy to write a process simulator that can calculate various effects.
As Figure 2 illustrates, Python can take us from electromagnetic design to mask layout and process technology simulation. This ability also lets us close the loop and, for example, recalculate the electromagnetic properties of the actual resulting geometry as predicted by the technology simula-tor, compare it to the nominal design, and make some modifications and precorrections, if needed.
All Python tools have a single aspect in common: they must be able to handle a structural definition (in terms of geometric primitives). For our research, we designed a generic class library that deals with geometric prototypes and creates a "little" language on top of Python to define a structure (such as the one in Figure 3 Although we could probably implement similar approaches in different languages, Python's increased productivity makes it a very attractive option for us. W e're currently extending and formalizing the definition of our "little" language, such that it will be powerful enough to use as input for our Maxwell solver and to automatically generate a mask description from it. We also plan to write a wrapper around other third-party simulation software, such that these generic structure definitions can be used as inputs for a wide variety of tools. 
