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TOWARDS A MACHINE-INDEPENDENT TRANSPUT SECTION 
J.C. van Vliet, Mathematisch Centrum, Amsterdam 
Abstract If the transput section of an ALGOL-68 compiler is to be 
portable, it must be described in such a way that it is 
clear which aspects are machine-dependent, and which are 
not. There should be a clear set of primitives underlying 
the transput. In this report, a description is proposed 
which can really be used as an implementation model: the 
transput is described in pseudo-ALGOL 68, except for the 
underlying primitives, whose semantics are given in some 
kind of formalized English. The state of this model is by 
no means definitive, but may serve as a start for further 
discussion. 
I. Introduction 
In the Revised Report on the Algorithmic Language ALGOL 68 [1] (hence- 
forward referred to as the Report), Chapter 10 deals with the standard en- 
vironment. This standard environment is described in pseudo-ALGOL 68 and 
comprises two main components: a collection of (mainly mathematical) func- 
tions and operations, and the transput (i.e., input and output). The stan- 
dard environment is part of the run-time system of an ALGOL-68 compiler. 
One of the main objectives of the ALGOL-68 compiler that is being 
developed at the Mathematical Centre is portability. Several aspects can be 
distinguished: 
- for a compiler to be portable, the language in which the compiler is 
written must be portable; 
- there shouldbe aclear interface with the machine on which the lan- 
guage is implemented; this interface should be independent of that 
specific machine; 
- the run-time system should be easy transportable. 
The run-time system of an ALGOL-68 compiler is likely to be a very 
substantial part of that compiler, so its portability will heavily influence 
the portability of the compiler as a whole. Apart from the standard environ- 
ment, the run-time system mainly contains storage management routines 
(garbage collector~). These interact strongly, and both depend on the 
machine-independent object code chosen; they will not be discussed in this 
paper. This paper, and the one by D. Grune [2], will focus on the other 
aspect of the run-time system: the standard environment. 
If the standard environment is to be portable, it must be described in 
such a way that it is clear which aspects are machine-dependent, and which 
are not. There should be a clearly defined set of primitives underlying the 
standard environment, and this set should in some sense be small. These 
primitives will then form the operating-system interface. The "meaning" of 
these primitives must also be defined. Defining their meaning might well 
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turn out to be as difficult as determining them. As Waite [3] states: "If 
the meaning of the entire program is to remain invariant, the meaning of 
the invariants must remain invariant". 
The approach we have chosen is to describe the standard environment 
in pseudo-ALGOL 68. The pseudo part is then to be considered as a language 
extension which should be reasonably implementable. This pseudo part is 
described by D. Grune [2]. The underlying primitives of our model are not 
defined in ALGOL 68. Instead, their semantics are given in some formalized 
English, resembling the way in which the semantics in the Report are de- 
fined. One advantage of a description in pseudo-ALGOL 68 is that it can 
largely be tested mechanically. It also becomes more portable, especially 
because the pseudo-ALGOL 68 part is accepted by our compiler too. 
The transput section of the Report offers little or no help in finding 
the underlying primitives. It may only be looked upon as a description of 
the intention of transput. To give one obvious example: no implementer will 
seriously consider the possibility of implementing the text of a file as 
[ ][ ][ ] char, if his operating system already takes a different view 
on files. As a consequence, the burden of finding all tricky spots is placed 
upon the shoulders of each individual implementer. This effectively means 
that the transput has to be rewritten for each implementation. The situa- 
tion becomes muddled if we take into account that certain ALGOL-68 limita- 
tions have clearly influenced the description. For example, the mode format 
almost exactly mirrors the structure of format texts. However, due to scope 
restrictions, for the level above collection a different structure is used. 
The advantages of a transput section that can be used as an implemen- 
tation model are obvious. Not only could it help to make it unnecessary to 
re-implement it from the very beginning, but it could also be a means to { 
arrive at standardization of the transput. (Of course, no matter how care' 
ful we are, there will always be operating systems that do not support some 
of the primitives that are assumed available.) Existing implementations 
offer little or no help with respect to standardization. The diversity, with 
regard to transuut, is striking: 
- The ALGOL 68R implementation [4] offers some version of the transput. 
However, this is not the transput as described at any stage by an 
ALGOL 68 Report, but it is some locally developed system; 
- The Control Data implementation [5] covers almost exactly the trans- 
put described by the Report. But it is a con~nercial product, and its 
internal structure is proprietary information; 
- In the Munich implementation [6], the transput is dealt with in a 
machine-dependent way; 
- Although it is not stated explicitly, it appears from [7] that the 
Brussels group has implemented some version of the transput. In 
general, they tended to stay as close to the original report as pos- 
sible (whose transput differs greatly from that of the Revised Report); 
- The Oklahoma implementation [8] deals with transput in a largely 
interpretive way. In [9], an interpreter for formatted transput, as 
described in the original report, is given. This interpreter is 
written in FORTRAN; 
- The Rennes implementation [10] containes a form of transput which 
is tailored to their SIRIS 7 operating system; 
- In the ALGOL 68 Student compiler [||], almost the whole transput is 
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implemented, although they changed it slightly to make it fit their 
own ideas; 
- In general, sublanguages of ALGOL 68, such as ALGOL 68C [12], 
ALGOL 68S [13], ALGOL 68/19 [14] and Mini ALGOL 68 [|5], have very 
limited transput capabilities. Usually, the first thing to be 
dropped is formatted transput. 
It is clear from the above that there is not much uniformity. Very 
likely, each implementation has a different view on transput and implements 
something different. This tendency should be counteracted~ Let us there- 
fore start a discussion towards an agreement on a standard transput, simi- 
lar to the way in which we agreed upon a standard representation [|6]. If 
such a standard would be available in the form of an implementation model, 
it would greatly alleviate the task of the individual implementer, and in 
this way (indirectly) stimulate the diffusion of ALGOL 68. 
The following section deals with books, channels and files (section 
I0.3.! of the Report). An attempt is made to hint at the primitives under- 
lying these concepts. It is important to note that the current state of our 
model is by no means definitive, but may serve as a start for further dis- 
cussion. Another example can be found in [17], where the transput con- 
version routines are treated in full detail. For example, it is shown 
there that one clearly defined primitive suffices for the conversion of 
real numbers to strings. 
2. Books, channels and files 
Books, channels and files model the actual transput devices. There- 
fore, it is to be expected that most of the machine-dependencies of the 
transput section are located in this area. The status of what is discussed 
below is still very premature. This part of our system is still changing 
every week. Therefore, the discussion will be rather informal, and certain- 
ly no formal semantics of any primitive can be expected here. Still, some 
fundamentals are already visible, and deserve to be discussed. 
Let us start with the concept of a book. In my opinion, a book may best 
be seen as modelling the actual device. As such, quite a few machine-depen- 
dencies may be expected. Indeed, nothing is specified in our model about the 
internal structure of the mode book; as such, none of its fields are acces- 
sed. If something is needed, procedures are provided that will yield the 
information asked for; books are only used as parameters to procedures. 
More specific, our considerations regarding the various fields of the mode 
book from the Report are the following: 
- The text is expected to be stored away in some opaque way; only parts 
thereof are available at each instant of time; 
- The logical end of the book will in general not be known: it is 
only recognized as such when it is reached; 
- The identification, whether in the form of a string or not, is ex- 
pected to be very operating-system dependent; 
- The other two fields, users and putting, are used to answer the 
question "Can I write on this book or not", which is also best 
answered by the operating system. 
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In our view, a channel is a collection of attributes that is common to 
some set of devices. As such, it may be considered quite independent of any 
specific machine. However, it can still be disputed whether or not the 
PrOC ~os max pos is appropriate in the channel. It is only needed for chan- 
nels on which files maybe established. For those files, the maximum size 
must be known; this possibly also depends on the book. 
Associated with the channel is the standard conversion key. It seems 
appropriate to link this conversion key to the channel. However, we do not 
specify the internal structure of this key, nor do we provide any conversion 
key. Of course, table-driven keys will likely be the fastest. (It must be 
noted that in various papers about system performance (see, e.g., Wichmann 
[19]), the use of conversion keys is discouraged, because of it being too 
expensive.) So we do not specify the mode cony, and two conversion routines 
are supposed to be available: convert int to ext and convert ext to int. 
Two other machine-dependent routines associated with channels are file 
availabl'e an~ match. 
The concept~of file, which is actually the file control, is the most 
heavily used concept in the transput section. In our model, it is considered 
to be largely machine-independent. In the Report, the file contains a direct 
reference to the text (apart from the indirect reference via the book), which 
contains the actual data of the file. As in the case of the book, we do not 
assume that the whole text is available at any instant of time. On the other 
hand, writing or reading each character separately to or from an external 
medium might well be very expensive, if notv i r tua l ly  impossible. Moreover, 
ALGOL 68 requires the ability to undo operations performed on the current 
line. This will probably not be possible if the character has already been 
punched. Therefore, it seems reasonable to take one line of the text (a 
buffer of one line) as a field of the file, and leave the rest of the text 
invisible. Other lines may then only be reached by means of calls of one of 
the routines read line and write line. (If, while writing, lines must be 
compressed, it is quite natural to delegate this to write line as well.) 
This model suggests a set routine in which the new position is searched 
for by means of successive calls of read line. We may, however, want to 
provide a faster set routine for random-access files. If different set 
routines are available for different channels, it is quite natural to enter 
the set routine in the channel. In this way, it is unnecessary to search 
for the appropriate set routine, but it can simply be selected from the 
channel. (See, e.g., Stoy & Strachey [20], for similar applications of this 
important idea.) It is probably advantageous to enter some of the other 
routines, such as open, in the channel too. 
Another aspect of transput is the extensive testing that is done before 
a character is actually read or written. We have tried to concentrate some 
answers to these tests in the "status information" of the file, and provide 
fast routines to inspect this status. At this moment, the status of the file 
contains the following information: 
- whether or not the file bas been opened; 
- whether or not the line has been ended; 
- whether or not the page has been ended; 
- whether or not the physical file has been ended; 
- whether or not the logical file has been ended. 
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Routines opened, line ended, page ended, physical file ended and logical 
file ended are provided to inspect this status. After each transput opera- 
tion, this status has to be updated. Updating page ended and physical file 
ended obviously has to take place behind the curtain. Routines close file, 
line end and logical file end are provided to update the appropriate in- 
formation. To short circuit the chains of tests that are activated upon calls 
of routines like get good line, the routines char ok, line ok, page ok and 
logical file ok are proposed, to yield quick answers to the corresponding 
questions. If such a routine yields false, the normal chain of tests is 
performed; otherwise, actual transput may continue. 
The mode file thus gets the form: 
mode file = struct( 
ref book book, 
channel chan, 
ref format format, 
ref line line, 
ref ~ read mood, write mood, char mood, bin mood, 
ref pos cpos, ref in tc  of lpos, 
string term, 
conY conY, 
ref status status, 
ref int char bound, 
proc-~ef file) bool logical file mended, 
physical file mended, 
page mended, line mended, 
format mended, value error mended, 
proc (ref file, ref char) bool char error mended). 
Note that c of lpos is embodied in the file. The only reasonable question 
concerning the logical end of the file is: "Have I reached the logical end 
of the file or not". The answer to this question is known after we filled 
the buffer with the line containing the logical end. For the moment, 
c of lpos is expected to have a value greater than the length of the current 
line if the logical end is not within the current line. Questions concerning 
the logical end will then automatically be answered negatively. Also, the 
maximum length of the current line is put in the file (char bound). Finally, 
the mode format is a real tree in our model, matching the actual format. 
Therefore, we only need a reference to the root of the format that is used 
at this moment. 
Associated with the file are a number of machine-dependent enquiries. 
Apart from the actual shape of the mode status, the following routines are 
not (completely) specified in our model ~;they are considered primitive, 
and their specification is to form the interface with the operating system): 
- char ok, line ok, page ok, logical file ok; 
- opened, line ended, page ended, physical file ended, logical 
file ended; 
- close file, line end, logical file end; 
- read line, write line; 
- (part of) close, lock and scratch; 
- (part of) set and reset; 
- (part of) establish, create, open and associate; 
- reidf; 
- undefined. 
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This list is not meant to be exhaustive or final. However, we do think that 
most machine-dependencies that arise from the transput section have passed 
in review. It is hoped that further discussion may help us in reaching some 
consensus. 
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