Abstract-The automotive industry shows a gradual transition from a simple transportation model to a car that relies on electronics for safety control. A modern car will offer many features in which the car drive or park automatically; this shows the effort of the automotive industry in increasing the consumer's safety level on the road. The increasing awareness of safety results in reliance of today cars on the electronic controlling components such as engine, steering, transmission, braking system and airbags. This project proposes hardware and software co-design that provides flexibility, timing precision, performance, manageable software design, complexity and meets safety requirement. The solution is aligned with ApplicationSpecific Integrated Circuit (ASIC), which features complex control algorithm, implementation in hardware and controllable through firmware.
I. INTRODUCTION
Engine Control Unit (ECU) is the main controller of an automotive engine system where it receives a signal from the sensors or other ECU and sends a signal to actuators to make an appropriate adjustment based on the input. It is used in meeting a number of regulations for low exhaust emissions and improves fuel economy. It consists of a microcontroller and software that reacts to the measurements and provides analysis and diagnosis for failure function of an onboard system.
An ECU comprises sensor interface circuit, a microcontroller with software and output driver circuit. A number of sensors measure the condition or state of the specific parts in the engine that corresponds to the sensors and convert the measurement into electrical signals. This electrical signal is channeled to the microcontroller in separate path depending on the type of the signal from different sensors. The microcontroller combines with a software program to work as a microcomputer by analyzing the data with algorithms through programming in order to send the correct signal to the actuator based on the input conditions. This project focuses on the operation of a crankshaft and information processing in the ECU based on the signal obtained from crankshaft sensor. The block diagram of the ECU is shown in Figure 1 . The input of the ECU is the signal from crankshaft sensor and the outputs are the modules that require the crankshaft position in their operation. However, in order to maintain the efficiency and the power of the vehicle, the angle counter in the ECU will always be in synchronized with the real-time position of the crankshaft so that the ECU can send a signal to the actuator or output module at an appropriate timing.
Fig. 1: Block diagram of ECU in this project
Crankshaft sensor is a sensor that senses the location of crankshaft wheel and initiates pulses to the ECU. From the signal of the crankshaft sensor, ECU calculates and analyses the number of pulses and send signals to the output modules, which are spark module and ignition module, at an appropriate timing.
The signals from the crankshaft sensor and camshaft sensor help the ECU to verify that the angle counter in the ECU is synchronized with the engine position; ECU will then activate the injector at the correct timing based on the counting states in the ECU. This is referring to as engine timing where the fuel and spark will be delivered at the right timing.
The angle of the spinning crankshaft wheel is represented as angle counter or angle clock in an ECU. Figure 2 shows the crankshaft wheel and its sensor. The crankshaft wheel consists of many equally spaced teeth along its circumstances and a gap as a reference or key angle for the crankshaft wheel [1] . This will cause the ECU requires many clock cycles to complete one revolution cycle of the four-stroke internal combustion cycle. Thus, the angle counting process and the time required to achieve synchronization is high; therefore, it does not guarantee optimum performance of an ECU. The location of the crankshaft wheel is determined by identifying and verifying the gap in the wheel. A Gap Test will be performed for every 360° revolution to ensure the position of crankshaft wheel and the angle counter in the ECU is synchronized [1] . If the gap testing fails, resynchronization is initiated. Hardware-software (HW-SW) co-design is combining hardware and software components in a design in order to achieve specification of a design or system. HW-SW components are implemented in a design to meet functionality and constraint requirements. Hardware and software design method giving designer different advantages to the designer to achieve different purpose in design effort Hardware implementation gives benefits of high performance whereas software implementation provides flexibility to the system as it is programmable. The choice of hardware and software design is important as the decision greatly affect the design metric such as cost, performance, time to market and flexibility. The choices between hardware and software are much related to the technologies and economic reason. Therefore, design partitioning is important at the early stage so that the design can meet the system specification.
In this project, the angle clock of the crankshaft function can be implemented in software or hardware; however, either of the implementation has its own limitations. The software angle clock count might overwhelm the processor and the latency might distort the ideal count pattern. In hardware angle clock, the problem of latency will not happen but the logic required to handle errors and exceptional input signal might be large and complicated. Therefore, it is the best to implement it as software supported hardware system. The purpose of using hardware and software partitioning is to increase the performance of the system by transferring the software parts that are critical to reconfigurable hardware. The complexity of the system can be represented by the instruction count. In other words, the number of instruction executed when the application is run in the processor [2] . In this system, the angle counter requires iterations that take time and make up a large number of instruction counts. Thus, it is considered the critical part in the software and it will be transferred to the reconfigurable hardware. With the operation that is mutually exclusive, the FPGA and processor will not access the data memory at the same time; this would simplify the system architecture [2] . Figure 3 shows the overall methodology of the project. It is started with design environment setup and training on hardware and software co-design. The process of the codesign and the criteria needed to focus are determined. After getting the idea of the design environment and hardwaresoftware co-design, FPGA optimization compatible is studied. Different FPGA board features are studied in order to choose the most suitable board for the design. It is continued with the literature review and obtaining synthesizable RTL design. Next, firmware and FPGA platform are designed for system validation. Lastly, the project is completed by RTL and firmware verification. Figure 4 shows the flow chart for the hardware and software co-design overview. In this project, the operation of internal combustion engine and the crankshaft is first determined and the system specification is defined. The operation of the internal combustion engine and the crankshaft is translated to a C language scripts. The script is then being tested and functional proved using processor in the DE1 SOC FPGA board.
II. METHODOLOGY

A. Overall Methodology
B. Design Overview
After the C script for the system is functionally verified, it is partitioned into hardware and software subsystem. The hardware is responsible for counting and error handling and software is responsible for synchronization handling. The integration part is done using a software integration tool. After the integration is done, both scripts for hardware and software are run and tested on the FPGA board using the supported software. During testing, the C code for the software subsystem is loaded into the Hardware Processor System (HPS) in the DE1 SOC board and the Verilog code is implemented on the FPGA fabrics. After making sure both parts of the system working, co-simulation will be carried out. Finally, the result is examined and this project is called for an end if the results meet the specifications. 
III. RESULTS AND DISCUSSIONS
A. Hardware subsystem after partition Figure 5 shows the operation flow of the crankshaft function in the ECU. There are total of 8 states: First Edge, First Period, Gap Test, Gap Verification, Counting, Counting after First Timeout, Tooth before Gap and Tooth after Gap.
The crankshaft function starts with blank time and blank teeth; this is the time where first edge of the valid first tooth is yet to be determined. The ECU will ignore the crankshaft wheel teeth before it detects a valid tooth edge. After detecting a valid edge, the system moves to the first state, which is First Edge. A valid edge means the signal is detected within the range of acceptance window; in other words, there is no timeout occurs. When the next valid tooth edge is detected, the system moves to the second edge state, which is the First Period. The period is calculated by counting the time taken for the system to move from the first edge to the second edge. This period is used for setting the opening and closing window width for the next tooth and determines if gap occurs. If timeout occurs, it will go back to the first state, First Edge. Otherwise, it will move to the third state, which is Gap Testing. Gap Test state is repeated until passing the AB test and it moves to the Gap Verification state where Ba test is performed. If Ba test pass, gap is considered found and the location of the crankshaft wheel is determined. The next state after Gap Verification is Counting state.
When the value of the counter is less than the total number tooth in the wheel, the counting will repeat until next gap is about to happen. In Counting state, the first timeout that occurs is supported. If the first timeout happens, the system will go to the state called Counting after First Timeout. It will go back to Counting state when a valid edge is detected. If second timeout happens, the system reverts to seeking first edge again.
In this project, the total tooth is set to 36; this number may vary based on different types of crankshaft wheel model. When the counter value is equal to (total tooth count -2 teeth), the system moves to the next state, Tooth before Gap. If there is no timeout, the system will then move to the last state, Tooth after Gap once detected an active edge. At this state, gap is considered verified and the ECU will check if the camshaft signal is detected. If it is, the system will move to the Counting state with previous tooth count as the starting count since the synchronization is achieved.
In this project, camshaft function is always set as one, which is an ideal case, as its operation is beyond the scope of this project. When camshaft and crankshaft are in synchronization, the angle counter will start counting. Otherwise, the angle counter is always reset to zero for every complete crankshaft revolution before the synchronization between crankshaft and camshaft is achieved. Figure 6 shows the flow chart of the synchronization of camshaft and crankshaft in internal combustion engine. It starts with seeking the gap in crankshaft function. Once the gap in crankshaft function is verified, it goes to the next state, First Half Sync. While waiting for the camshaft to reports its position, the angle counter for crankshaft function in ECU is counting and reset to zero after one revolution until the position of camshaft is identified. Then, the engine achieved a state called Pre Full Sync.
B. Software subsystem after partition
In Pre Full Sync, the system will wait for the crankshaft wheel to complete its current revolution and counter is set to 720, which is equal to two crankshaft wheel revolutions. If the camshaft position is detected before crankshaft does, the camshaft signal is ignored. The system will only recognize the signal from camshaft after the crankshaft gap is verified; therefore, camshaft location is detection only on the second revolution of the crankshaft. Once the counter exceeds 720, the output channel is initialized and activated. The fuel and spark module will not operate when the counter value is less than 720. If they are misfired, the system will break down.
The engine remains in Full Sync state until the position of the camshaft is lost. When this happens, the system will go to the state of Half-Sync and return to Full Sync when the camshaft position is identified again. Figure 7 and Figure 8 shows the execution time for the system before and after partitioned to complete a four-stroke cycle respectively. One complete four-stroke cycle with tooth count of 720 before partition requires 0.010s to execute whereas the time is taken for the system after partition to count until 1188 tooth count is 0.007s. The counter counts at a very fast rate and it is difficult to stop the execution exactly at 720 due to the slow human response. By using the ratio method, the time taken for the system after partition to complete one cycle is 0.0042s.
C. Performance Evaluation
In the hardware part, the clock is set to a value where the counter can count 1200 counts in a second. This value is calculated as taking a wheel that rotates at 2000rpm as its average speed. The value 2000rpm is equivalent to 1200 tooth detected per second. Therefore, the clock in the hardware part is set to a value that can detect 1200 signals in one second.
By comparing the execution time for one complete cycle, the system that runs in C language only takes extra 0.0058s to complete. The performance is improved by 58 %. Hardware functional verification Figure 9 shows the system state and tooth count without a timeout after partitioned. In this figure, the tooth count is shown in each of the states before detecting an active edge. The flow of the state shows exactly how the crankshaft is operated as in Figure 5 . The angle counter starts to count at Gap test edge with a value of 0. When the next active edge is detected, the angle counter moves to the Gap Verified state and the tooth count is increased by 36. The cnt2_rev_count is the reference for the angle counter to determine when the next gap is about to occur. In the first revolution, the tooth before gap will be detected when the counter value is 288, which is 360-72. Therefore, there is a condition set in the Counting state where the angle counter will move to the Tooth Before Gap state when the tooth count is equal or more than 288. When the angle counter enters the Tooth Before Gap state, an extra count of 36 is added to compensate for the missing tooth count in the gap if the active edge is detected. Therefore, when it is in Tooth Before Edge, the tooth count is 288 and it becomes 360 as stated in Figure 9 after an active edge is detected. When an active edge is detected, the angle counter will move to the next state, Tooth After gap. In this state, the cnt2_rev_count value is increased by 360 and become 648, where this is the counter that the next tooth gap is about to occur. Starting from this point, a new revolution of crankshaft wheel begins and this process repeats until the power is off. Fig. 9 : System state and tooth count without timeout Figure 10 and 11, it shows the system state and tooth count with a timeout in the first period and Gap Test after partitioned respectively. If the timeout happens on the Gap Test/Gap Verify, the system will reset the counter back to zero and back to first edge state again. While, if the timeout happens during the First Period, the system just revert back from First Period state to First Edge again. Hardware Software Partitioning of Crankshaft Function in Engine Control Units Using FPGA-Based Testing is successfully designed, developed, tested and verified. The crankshaft function in an ECU is successfully designed in C language where it is partition to improve system performance.
The execution time for the system after partitioning has 58% of improvement compared to the system before it is being partition. ECU contains many others parts that have different weightage in execution time. This percentage might vary when other parts of ECU are partitioned. The performance might further improve and this percentage might increase or decreases as the weightage of the parts are not equal.
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