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Graphics Programming
Images produced with the aid of computers seem to be everywhere:
video games, animated cartoons, special effects for television and motion
pictures, business presentations, multimedia, ... and as a component of most
computer applications. This is a book for programmers who want to create
images and incorporate visual interfaces in their applications.
Historically,graphicsprogramminghasbeendifficult,requiringexpen-
sive equipment and a large amount of effort to produce even crude results.
Recent advances in hardware and software have put graphics within reach of
mostprogrammers,butprogramming often remains muchmore difficultthan
itshouldbe. Partofthereasonforthisisthatmostprogramminglanguageswere
designed before graphics became generally accessible. As a result, graphics
facilities generally have been ad hoc appendages to programming languages
rather than integral parts of them. Furthermore, most graphics programming
has been done in relatively low-level programming languages, requiring te-
dious, time-consumingprogramming.
This book advocates graphics programming in a high-level program-
ming language, Icon, that integrates graphics with other features. Using Icon,
programswithgraphicsarefasterandeasiertowritethaninmostprogramming
languages. If you're familiar with graphics programming in a lower-level
language, leaf through the book and look at the images and the code that
produced them.
About Icon
Ifyoudon'talreadyknowIcon,youmightwonderwhyyoushouldtake
the trouble tolearnanotherprogramminglanguage. We'vealreadymentioned
xixii
thetimeandeffortIconcansaveingraphicsprogramming.Thatalonewillmore
than reward the effort of learning Icon. There also is much more to Icon that
makes itworthknowing.
Iconhas a large repertoire ofoperations for manipulatingstructures-
records,lists,sets,andtables- andextensivecapabilitiesforprocessingstrings
of characters. At the heart of Icon is a goal-directed expression-evaluation
mechanismthatsimplifiesmanyprogrammingtasks. Storageisallocatedauto-
matically - you never have to worry about allocating space - and garbage
collection reclaims unused space as necessary. It's not only easy, it's fun to
programin Icon.
Icon programs also are highly portable. You can, for example, takeone
writtenon a UNIX platformand runitunderMicrosoftWindowswithlittle or
no modification.
Graphics Programming Using Icon
To use thisbook, you shouldhavesomeprogrammingexperience (not
necessarily a knowledge of Icon), some experience with applications that use
graphics (but not necessarily any experience in graphics programming), and
access toa PC runningWindowsorWindowsNT, ora UNIX systemrunningX
Windows.
ThisbookincludesVersion9.3 ofIcon(forbothWindowsandUNIX) on
CD-ROM; seeAppendixQ. Icon implementations and otherresources also are
availableontheInternet;SeeAppendixP. It'seasytoinstallIcon; youcanbeup
and trying simple programs quickly.
There aremanyresources tohelpyou. Icon comeswitha largesupport
library that includes many examples of Icon programming, useful programs,
and many procedures that you can use in your own programs. There's also a
large community of Icon users, an electronic newsgroup, and many other
resources.Acknowledgments
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Introduction
The Icon Programming Language
Iconis a general-purposeprogramminglanguagethatemphasizesease
ofprogramming. Althoughsimilarinappearance to languages like Pascal and
C, Icon has much more to offer. Here are some ofits distinctive aspects:
• Strings are atomic values,notarrays ofcharacters. Anextensive and
sophisticated set of operations supports analysis, synthesis, and
manipulation ofstrings.
• Listoperationsgeneralizetheconceptofanarraytoimplementstacks,
queues, deques, and similar structures.
• True polymorphism allows values of any type in data structures,
argument lists, table indices, and other roles.
• Sets and tables providequicklookup usingindexvaluesofanytype.
• Programmer-defined record types allow representation of complex
data relationships.
• UnderneathIcon'sconventionalsyntaxlies a powerfulgoal-directed
evaluation mechanism that searches for a result among multiple
computational paths.
• Automatic storage management,withgarbage collection, eliminates
tedious and error-prone manual allocation.
Thesefeatures combineto makeprogrammingsubstantiallyeasierinIconthan
in other languages.
Graphics in Icon
Icon'sgraphicsfacilitiesalsoemphasizeprogrammingease.Manygraph-
ics systems requirethata programbe able to redraw thecontents ofa window
upondemand- for example,whentheusermovesanotherobscuringwindow
outoftheway.InIcon, thisishandledautomatically. Oncesomethingisdrawn
to thewindow, it stays drawn, and any necessary refreshing is handledby the
Icon systemwithoutinvolving the application program.
12 Introduction Chapter 1
Many systems impose an event-driven paradigm in which a graphics
program acts only in response to user or system requests. While such an
approach is often best, there are many situations where a procedural view is
sufficient- and much simpler. Icon allows both approaches.
A friendly programming interface does not preclude a wide range of
features. Fromtheperspectiveofa programmer,Iconoffersthefollowingkinds
of graphics capabilities:
• Windows canbeopened and closed as desired.
• Points, lines, polygons, circles, arcs, curves, and text canbe drawn.
• Color canbe specified bynumericvalue or descriptive phrase.
• Windows canbe treated as files for reading andwriting text.
• Fixed and proportionallyspaced type faces canbe used.
• Characters from the keyboard canbeprocessed as theyare typed.
• Images canbe read from files and written to files.
• Buttons, sliders, and other interface tools are available.
Organization of the Book
The Chapters
Thebodyofthebookexplainshowtoconstructgraphicsprogramsusing
Icon. Similarfeaturesaregroupedtogether,andthediscussiongenerallymoves
fromthesimpletothemorecomplex.Thechaptersarearrangedtominimizethe
inevitable forward references to concepts notyetcovered.
Two common sections appear at the ends of many chapters. Library
Resource sections point to components in the Icon programlibrary, including
procedures related to the chapter topic and programs for experimenting with
related features. Tips, Techniques, and Examples sections show how the
features introducedina chaptercanbeused,ofteninwaysnotobvious,togood
effect.
This introductory chapter outlines the book's framework and sets the
stage for the text to follow.
Chapter2 introduces theIcon language.Itpresupposes onlyanunder-
standingofprogrammingconceptsanddoesnotassumeanypriorexposureto
Icon.ExperiencedIconprogrammersmayskipthischapter,althoughthosewho
are unfamiliarwith the Iconprogramlibrary should read thatsubsection.Chapter 1 Introduction 3
Almostall oftheIcon language is covered inChapter 2. Tokeep things
simpler,wehaveomitteda few features thatareused onlyinspecialsituations
andarenotneededforgraphics.SeeThe Icon ProgrammingLanguagebyGriswold
and Griswold (1996) for a complete description ofIcon.
Chapter3 discusses the basicconcepts ofIcon graphics: the coordinate
system, window attributes, and the input model. The structure of a graphics
programis outlined, and the customary"HelloWorld" programis presented.
Thenextfive chapterscoverfundamentalaspectsofgraphicaloutputto
awindow.Chapter4presentstraditionaldrawingoperations:lines,points,arcs,
andthelike. Chapter5 introducesIcon's "turtlegraphics" procedures,inspired
by those ofLogo (Abelson and diSessa, 1980). Chapter6 discusses facilities for
reading and writing strings of text. Chapter 7 covers the use of color, and
Chapter8 deals withpatterns and images.
Chapter9discussestheuseofmultiplewindows,theuseandsharingof
graphics contexts, and interaction with the underlying graphics window sys-
tem.
InputeventsaredescribedinChapter10. Thechaptercoverspollingand
blocking, synchronization with output, and complications raised by multiple
windows. The use ofhigher-level dialogboxes for inputis also discussed.
Atthispoint,allofIcon'sbasicgraphicsoperationshavebeenpresented,
and a complexinteractive application with a nontrivial graphical interface can
beexamined.ThenextthreechaptersillustratetheuseofIcon'sinterfacebuilder
by constructing a "kaleidoscope" program.
Chapter 11 begins with an overview of the program from the user's
perspective.Itdiscusses theinterface components (buttons, sliders, and so on)
available for building interfaces, and it explains how callbacks communicate
interface actions to the program.
Chapter 12 presents VIB, Icon's interactive interfacebuilder. The kalei-
doscopeinterfaceis constructed,stepbystep,followedbya discussionofa few
issues thatdid not arise in that particularprogram.
Chapter 13 completes the program construction, showing how the
interface builder code is combined with additional Icon code to produce the
finished product.
Chapter 14 discusses additional dialogs - simple ones that can be
producedbyprocedurecallsandcustomdialogboxesthatareconstructedusing
the interface builder.
Thefinal twochapters arecase studies oftwo moreactualapplications,
completewith source code, discussingvarious issues thatarise along the way.4 Introduction Chapter 1
Chapter 15 presents a pattern editor, and Chapter 16 presents a caricature
generator.
The Appendices
A significant portion ofthe book is filled by the many appendices that
serve as a reference manual for the Iconlanguageandits graphics facilities. In
contrastwiththesequentialnatureofthemaintext,theappendicesaredesigned
for quick access.
The first six appendices cover Icon in general; most of the rest deal
specificallywithaspectsofgraphics.SomestandardnongraphicalpartsofIcon,
suchasadditionalI/Oproceduresand keywords, areincludedfor referencein
the appendices although they are notdiscussed in the bodyofthebook.
Appendix A presents the syntax of the Icon language in outline form.
Controlstructures, operators,keywords, escapesequences, andreservediden-
tifiers are listed.
TheIconpreprocessor,whichis usedmainlyfor manifestconstantsand
conditional code, is described in Appendix B.
AppendicesC andDdescribecontrolstructuresandoperatorsindetail.
AppendixEcoverspredefinedIconprocedures,includingbothbuilt-in
and library procedures. Calling sequences, default values, return values, and
cross references accompany the procedure descriptions.
Icon keywords are described in Appendix F. (In Icon, keywords are
special global variables, not reserved identifiers.)
Appendix G summarizesall the graphics attributes inoneplace. Initial
andacceptablevaluesareindicatedwhereappropriate,alongwithbriefdescrip-
tions and cross references. The two classes of attributes are distinguished, and
readable andwritable attributes are so indicated.
Thestandardcolorpalettesthatareusedfordrawingpixel-basedimages
and optionally when reading images are described in Appendix H. Plate 8.1
shows the standard palettes incolor.
Appendix I describes the details of exactly which pixels are set by the
drawing operations - and indicates the details that aren't guaranteed to be
consistenton all platforms.
AppendixJliststhesymbolsusedforencodingoutboardkeyssuchasthe
"pagedown"keyinIconevents.AppendixKdocumentsthestructureofanIcon
eventqueue for the rare programthat accesses the queue directly.Chapter 1 Introduction 5
Appendix L summarizes the fields, states, callbacks, and behavior of
interface vidgets. AppendixM is a reference manual for the interface builder.
The features that differ among implementations of Icon are listed in
AppendixN.Appendixa explainshowtobuildandrunIconprograms,another
system-dependent topic.
AppendixP listsadditionalresources relatedto Icon- books,newslet-
ters, and the Icon home onthe Internet.
AppendixQ describestheaccompanyingCD-ROM,whichincludesIcon
implementations, documentation, examples, the Icon program library, and
muchmore.
How to Use This Book
Nothingsubstitutesfor actualprogrammingexperience.Togetthemost
from this book, you shouldrun some Icon programs as you go along.
Implementations of Icon for Microsoft Windows and for UNIX, along
with installation instructions, are included on the CD-ROM that accompanies
this book.IfIcon is not alreadyinstalled onyour machine, itwillbeworth the
time to take care of thatnow.
As you learn about Icon and read the examples, you may sometimes
wonder,"Butwhatif....".Thatis agoodtimetorunanexperimentonyourown.
Sourcecodeforalloftheexamplesis includedontheCD-ROM,andyoucanedit
it to try variations.
AfteryoubecomesomewhatcomfortablewithIcon,youmaywishtosee
more and larger examples. The Icon program library, again on the CD-ROM,
contains a large amount ofcode.
Don'tforget theappendices- theyaretherefor referenceandtheycan
help answer questions that may arise as you read the text. In addition to the
language reference appendices, Appendicesa (Running Icon) and Q (About
the CD-ROM) maybe particularlyuseful at the start.# write a greeting
Chapter2
Icon
This chapter addresses the basic concepts of Icon and describes many of its
features. Thechapterlays a foundation for chaptersthatfollow, whichdescribe
Icon'sgraphicsfacilities. SomeimportantaspectsofIconthatdonotfitwellinto
ageneraldescriptionofitsfacilities aregivenintheSpecialTopicssectionatthe
end ofthis chapter. Be sure to read these.
You probablywon'twantto try to absorb everything in this chapterin
one reading. Tryreadingthrough thechapteroncewithoutworryingaboutall
the details, in order to get a "feel" for Icon. Later you may wish to read some
sections more carefully or refer to them when reading the rest of this book or
writing your own programs.
The appendices at the end of this book contain detailed reference
material, including parts of Icon's computational repertoire that are not de-
scribed elsewhere in this book. If you need to do something that we don't
describe here, lookin theappendices onoperationsand proceduresorpickup
a copyof The Icon Programming Language (Griswold and Griswold, 1996).
Getting Started
Icon is an imperative, procedural programming language, similar in
manyrespects to Pascalor C. A traditional first programthatwrites a greeting
looks like this inIcon:
procedure mainO
write("Hi there!")
end
Thewords procedure and end are reserved words that indicate the beginning
andendingofa procedure.Everyprogrammusthaveaprocedurenamedmain,
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which is where execution begins. The word write is the name of a built-in
procedure.Whenitiscalled,asitishere,itwritesoutitsargument.Parentheses
indicatea call andenclosearguments. Inthiscase thereis oneargument,which
is a string of characters indicated by the delimiting quotation marks. The
character # begins a comment thatcontinues to the end of the line.
MostIconprogramscontainmanyprocedures.Theproceduresdeclared
ina programareona parwithbuilt-inproceduresandarecalledthesameway,
as in
procedure mainO
greet(IGeorge")
end
procedure greet(name)
write("Hi there!")
write("My name is ", name, ".")
end
whichwrites
Hi there!
My name is George.
The word name is a parameter of the procedure greetO; its value is set when
greetO is called. In the example above, "George" becomes thevalueof name in
greetO. Note that the second use of writeO has three arguments separated by
commas. When writeO is given several arguments, it writes them one after
anotheron the same line.
You maywonderwhy there areno semicolons following lines ofcode.
Icon allows thembutdoesn'trequire them- itsuppliesthemautomaticallyso
thatyoudon'thavetoworryaboutthem.TheproceduregreetOcouldbewritten
as
procedure greet(name);
write("Hi there!");
write("My name is ", name, ".");
end;
but the semicolons are unnecessary.
We'vebeencareful inourchoice ofwords aboutsemicolons. InPascal,
semicolonsseparatestatements thatdothings,whileexpressionsperformcompu-
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In Pascal, the following line is a statement:
if switch = on then write('on') else write('off');
Inthis statement, switch = on is anexpressionwhosevaluedetermineswhatis
written.
Iconis differentinthisregard.Iconhasnostatements,onlyexpressions.
IconexpressionslooklikestatementsinPascalanddosimilarthings. EveryIcon
expression,however, returnsavalue,andthevalueoftenis useful. InIcon, that
statementcould be castas either ofthese expressions:
if switch = on then write("on") else write("off")
write(if switch = on then "on"else "off")
Althoughthesecondformis notbetterthanthefirst froma stylisticstandpoint,
itshows thateven if-then-else is an expression.
For the mostpart, whenwriting Icon programs, you'll justuse expres-
sions in natural ways without worrying about the difference between state-
ments and expressions.
Expression Evaluation
Atfirst glance, expressionevaluationinIconmayappeartobethesame
as in other imperative programming languages. Although expression evalua-
tion in Icon has some aspects of expression evaluation in other imperative
languages, there's much more to Icon, as we'll show soon.
Sequential Evaluation
InIcon,asinmostotherimperativelanguages,expressionsareevaluated
in the orderinwhich theyare given, as in
name1 := readO
name2 := readO
write("The first two names are ", name1, II and ", name2, ".")
whichreadstwolinesofinputandwritesoutaninformativelinecontainingthe
results.
Thesequentialorderofevaluationcanbechangedbyacontrolstructure,
as in
ffname1==name2~en{
scount := scount + 1
write("The names are the same.")
}10
else {
dcount := dcount + 1
write("The names are different.")
}
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Theexpression name1 == name2 performsstringcomparisononthe values of
name1andname2.Whichcountisincrementedandwhatiswrittendependson
whetheror not the values are the same. The braces enclose compoundexpres-
sions.Inthisexample,therearetwoexpressionstoevaluateineach"arm"ofthe
control structure.
Success and Failure
If you are familiar with Pascal, you might think that the comparison
expression name1 == name2 produces true or false, which is then used by if-
then-else to determinewhat to do.
InIcon,sucha comparisonexpressiondoesnotproducea logicalvalue;
instead,iteithersucceeds orfails. Theeffectis thesameintheexampleabove,but
thedifferencebetweenlogicalvaluesand successorfailure is fundamentaland
important.
Theideabehindsuccessandfailureisthatsometimesaperfectlyreason-
ably computational expression may not be able to produce a result. As an
analogy, imagine turning a doorknob to open a door. Ifit opens, your attempt
succeeds;itthe door is locked, your attempt fails.
An example in programming is attempting to read a line from a file. In
Icon, suchan attempt succeeds if there is a line remaininginthe file butfails if
there are no more lines. For example,
while line := readO do
write(line)
reads and writes lines until the end of the input file is reached. At that point,
readO fails. When readO fails, there is novalueto assignto line, noassignment
is performed, the assignment fails, and the while-do loop is terminated. Note
thatthefailure ofreadO is "inherited" byassignment- anassignmentcan'tbe
performed if there's nothing to assign.
Since failure is inherited, this loop canbe writtenmore compactly as
while write(read())
The do clause and the auxiliary identifier are notneeded.
One of the advantages of using success and failure instead of logical
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a logical one, can be used in a control structure. In addition, the notion of
attemptingacomputationthatmaysucceedorfailalsoisanaturalanalogytothe
waywe carryoutour daily activities in gettingaround in the world.
Ifyou'reusedtousinglogicalexpressionsinprogramming,thesuccess-
and-failure approach may appear strangeatfirst. As you getaccustomed toit,
you'll find itboth natural and powerful.
As you learn Icon, pay attention to the situationsinwhich expressions
mayfail. We'vegiventwoexamplessofar: comparisonandreadinginput.There
are many others, whichwe'll mention as we go along.
The general criterion for expression failure is a computation that is
meaningfulbutcan'tbecarriedoutinaparticularinstance.Somecomputations,
however, are simplyerroneous. An example is
i :=i+"a"
whichisanerrorandterminatesprogramexecutionbecause IIa IIisnotanumber.
WhatIconconsidersanerrorasopposedtofailureisamatteroflanguage
design that tries to strike a balance between convenience and error detection.
Once you get used to Icon, youwon'thave to worry about this. Instead,you'll
find thatfailure isa convenientwayofmakingdecisionsandcontrollingloops.
Success and failure of expressions in combination can be tested using
conjunction and alternation. Both have a familiar appearance. Conjunction is
expressed as
expr1 & expr2
which succeeds only ifboth expr1 and expr2succeed. Forexample,
if (max> 0) & (min < 0) then write("The bounds are bracketed.")
writes a line only if max is greater thanzero and min is less than zero.
Alternation is expressed as
expr1 I expr2
which succeeds if either expr1 or expr2succeeds. Forexample,
if (pet < 0) I(pet> 100) then write("lnvalid percentage.")
writes a line onlyifpet is less thanaor greater than 100.
Control Structures
Iconhas severalcontrolstructuresthatcanbeused todeterminewhich
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if-then-else and while-do in the preceding section, use success or failure to
determine what to do.
There are two looping control structures in addition to while-do:
until expr1 do expr2
repeat expr
The control structure until-do is the opposite of while-do; it loops until expr1
succeeds. The control structure repeat evaluates exprrepeatedly; it does not
matter whether exprsucceeds orfails.
You can terminate any loop by using break, which exits the loop and
allows evaluation to continue at the point immediately after the loop. For
example,
while line := readO do
if line == "stop" then break
else write(line)
writes lines until one that is "stop" is encountered, at which point the loop is
terminated.
It's also possible to go directly to the next iteration of a loop without
evaluating the remaining portion of the do clause. This is done with next. For
example,
while line := readO do
if line == "skip" then next
else write(line)
whichdoesn'twritelines thatare"skip". There'sa betterwayto dothiswithout
using next:
while line := readO do
if line -== ·skip· then write(line)
Theoperator-==is theoppositeof==; s1 -==s2succeedsifs1 differs froms2
but fails otherwise. Although next is not needed in the loop shown above, in
more complicated situations next often provides the best method of getting
directly to the nextiteration ofa loop.
The control structure
not expr
succeeds if expr fails but fails if expr succeeds. In other words, not reverses
success and failure. This control structure could have been called cant to
emphasize the use ofsuccess and failure inexpressionevaluationinIcon.Chapter 2 Icon 13
write("Hail to the chief!")
write("Throw the bum out!")
write("Who is this guy?")
Icon has one control structure in which the expression to evaluate is
based ona value rather thansuccess or failure:
case exprof {
case clause
case clause
}
The value of expris used to select a case clause and an expression to evaluate.
Caseclausesareevaluatedintheordertheyaregiven.Acaseclausehastheform
expr1 : expr2
wherethevalueofexpr1iscomparedtothevalueofexpratthebeginningofthe
caseexpression.Ifthevalueof expr1 ina caseclauseis thesameasthevalueof
expr, expr2is evaluatedandcontrolgoesto thepointimmediatelyaftertheend
ofthe case expression. Otherwise, the next case clause is tried. Forexample,in
case title of {
"president":
"umpire":
default:
}
ifthevalue oftitle is "president" or "umpire", a corresponding line is written.If
thevalueof titleisneitherofthesestrings,thedefaultcaseisselected.Thedefault
case is optional;ifitis absent and no case clause is selected, nothinghappens.
Once a caseclauseis selected, noothercase clauses are tried; unlikeC's
switch statement, control never passes from a selected case to the next one.
Alternationcanbeused to letone ofseveralvalues select the samecase clause,
as in:
case title of {
"president" I "prime minister":
"umpire" I "referee" I "linesman":
default:
}
Generators
write("Haii to the chief!")
write("Throw the bum out!")
write("Who is this guy?")
Now for something fun: Imagine you are in a room with three closed
doors and no otherway out. Suppose you trya door and find itlocked. You'd
probably try another door. In other words, you are presented with three
alternatives.Ifyoutryoneandfail togetoutoftheroom,you'dtryanotherdoor,
and, if necessary the third one.14 Icon Chapter 2
Analogoussituationsarecommoninprogrammingproblems,butmost
programming languages don't provide muchhelp. Icon does.
Considertheproblemoflocatingthepositionsatwhichonestringoccurs
asa substringinanother. Supposeyou'relookingfor thestring"the" ina lineof
text. Consider three possible lines:
"He saw the burglar jump down."
"He saw a burglar jump down."
"He saw the burglar jump over the bench and climb the wall."
Inthe first line, there is oneinstance of "the", as shownbythe underline. Inthe
second, there is none, butin the third, there are three.
Ifyou are looking for "the" in the first line, youwouldbesuccessful. In
the second line, youwouldfail- a situationwe've alreadycovered. Butwhat
about the third line, where there are three instances of "the"? Certainly your
attempttofind "the"shouldbesuccessful.Findingthefirst(left-most)onewould
benatural. Butwhataboutthe two remaining alternatives? Icon provideshelp
with this kind of situation with generators, which are expressions that can
produce more than one value.
Iconhas a procedure for finding thelocationofsubstrings: find(s1, 52),
whichproduces (generates) thepositionsatwhich51 occurs in52. Supposewe
name the lines above Iine1, line2, and line3. Then find("the", line1) produces 8
(we'll explain how Icon numbers the positions in strings later). On the other
hand, find("the", line2) fails, since there is no occurrence of "the" in line2.
find("the", line3) produces 8, then 30, and finally 50.
A generator does not produce several values all at once. Instead, a
generator produces a value onlywhen one is needed. Forexample, in
i := find("the", line1)
find("the", line1) produces8because a valueis needed for the assignment. As a
result, 8 is assigned to i. On the other hand, in
i := find("the", line2)
since find("the", line2) fails, the assignment is not done, and i is not changed.
Incidentally,it'sagoodideatoprovideatestwhenthereisapossibilityoffailure;
otherwise you have no way ofknowing if a computationwas done.
Now let's consider the third line. In
i := find("the", line3)
thefirstposition,8, isassignedtoi;findO worksfromlefttorightasyou'dexpect.
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findO. Butwhatabouttheothertwopositions?Supposeyouwanttoknowwhat
they are?
Generators wouldn't be much good if there weren't ways to get more
than a first value. There are two ways, however: iteration and goal-directed
evaluation.
Iteration
The control structure
every expr1 do expr2
requestseveryvaluethatexpr1 canproduce,evaluatingexpr2for eachone. For
example,
every i := find("the", line3) do
write(i)
writes 8,30, and 50. The loop is terminatedwhen find() has no more values to
produce.
Generation, like failure, is "inherited". The loop above can be written
more compactly as
every write(find("the", line3))
You might try to write the equivalent computation in Pascal or C - thatwill
show you the power ofgenerators.
Althougheveryrequestsallthevaluesofagenerator,youcanputalimit
on the number ofvalues a generatorcan produce. The limitation control struc-
ture,
expr\ i
limits exprto atmost iresults. For example,
every write(find("the", line3)) \ 2
writes only8 and 30.
A wordofwarning: It'seasytoconfusewhile-do withevery-dobecause
they appear to be so similar. The difference is that
while expr1 do expr2
repeatedlyevaluatesexpr1,requestingonlyitsfirstvalueeachtimethroughthe
loop, while
every expr1 do expr2
requests all thevalues expr1 has. For example, ifyou write16 Icon Chapter 2
while write(find("the", line3))
thevalue8 iswrittenoverandover,inanendlessloop.You'llprobablynotmake
thismistakeoften,butitmaybehelpfultoknowwhattolookforifyougetsuch
a symptom.
The other mistake is to use every-do when you want to repeatedly
evaluateanexpression, as in
every write(read())
whichwrites (at most) oneline, since readO is nota generatorandcanproduce
onlyone value. (If you're wondering why readO is not a generator, there's no
need for it to be, sinceevery timeitis evaluated, itreads a line.)
Goal-Directed Evaluation
As mentioned earlier, there is a second way in which a generator can
produce more than one value. It's called goal-directed evaluation, and unlike
iteration, it's done automatically.
Supposeyouchooseadoorintheimaginaryroom, butfindthatit opens
toaclosetwithnoexit.Whatyou'dnormallydoisbackoutandtryanotherdoor.
You canimagineother,morecomplicated,situationsinwhichyouopena door
intoanotherroom,italso hasseveraldoors, andsoon,butyoueventuallywind
up in a closet again.
Theusualwaytosolvesuchproblemsistobegoal-directed;ifsomething
doesn'twork,trysomethingelseuntilyousucceedorexhaustall alternatives. If
youaresuccessfulinsolvingasub-goal(suchasfindinganunlockeddoorinthe
roomyou're currently in), but that doesn'tlead to your ultimate goal (such as
getting out of the place altogether), you go back and try another alternative
(calledbacktracking).Ofcourse,youhavetokeeptrackofwhatyou'vetriedand
not wind up repeating the same futile attempts. This can quickly become a
problem, as in a maze.
InIcon,ifavalueproducedbya generatordoesnotleadtosuccessinthe
expression that needed the value, the generator is automatically requested to
produce anothervalue (thatis, to provide an alternative).
For example, suppose you want to know if "the" occurs in line3 at a
position greater than 10. You canwrite
if find("the", Iine3) > 10 then write("Found it!")
As shown above, find() first produces 8. Since 8 is not greater than 10, the
comparisonfails. Things donotstop there, however. Goal-directed evaluation
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from findO. Inthecase here, the nextvalueis 30, thecomparisonsucceeds, and
a notification is written. All this happens automatically; it'spartofexpression
evaluationin Icon.
You mayhave a lotofquestions atthis point, suchas"Whathappensif
thereismorethanonegeneratorinacomplicatedexpression?"and"Can'tgoal-
directed evaluationresult in a lot of unnecessary computation?"
Wewon'tgointomultiplegeneratorshere,excepttosaythatallpossible
combinations ofgeneratorsinanexpressionare triedifnecessary. Thissounds
like an expensive process,butit's nota probleminpractice. See Griswold and
Griswold (1996) for a detailed discussion of multiple generators.
Reversible Assignment
Whengoal-directedevaluationresultsinbacktracking, expressionevalu-
ationreturnstopreviouslyevaluatedexpressionstoseeiftheyhavealternatives.
Backtrackingdoesnotreversetheeffectsofassignment. Forexample,in
(i := 5) & (find("the", line) > 5)
iffindO fails, backtrackingtotheassignmentdoesnotchangethevalueassigned
to i. Itremains 5.
Icon provides reversible assignment, representedby <-. In
(i <- 5) & (find("the", line) > 5)
iffindO fails, backtrackingtothereversibleassignmentcausesthevalueofitobe
restored to whatever itwas previously.
Other Generators
As you mightimagine, Icon has several generators as well as a way for
you towrite your own. We'll mention generators thatarespecific toparticular
kinds ofcomputation as we getto otherparts ofIcon. There are two generally
useful generators thatwe'll describe here.
One is
ito j
which generates the integers from i to j in sequence. Forexample,
every i := 1 to 100 do
lookup(i)
evaluates lookup(1), lookup(2), ..., lookup(1 00). This canbewrittenmorecom-
pactlyas18 Icon Chapter 2
every lookup(1 to 100)
Thereisanoptionalbyclauseincaseyouwantanincrementvalueother
than I, as in
every lookup(O to 100 by 25)
whichevaluateslookup(O), lookup(25),lookup(50),lookup(75),andlookup(100).
Alternation, described earlier, is a generator:
expr1 I expr2
Thisexpressionfirstgeneratesthevaluesofexpr1 andthengeneratesthevalues
of expr2. For example,
every lookup(1) Ilookup(33) Ilookup(57)
evaluates lookup(1), lookup(33), and lookup(57). This can be written more
compactlybyputting the alternatives in the argumentof lookupO:
every lookup(1 I33 I57)
Inthisexample,theargumentsofalternationarejustintegersandproduceonly
one value each. As suggested above, the expressions in alternation can them-
selvesbe generators. Going back to anearlier example,
every write(find("the", Iine1) Ifind("the", line2) Ifind("the", line3»
writes8 (fromline1),nothingfromline2,andthen8,30,and50fromIine3. This
expression can be written more compactly by putting the alternation in the
second argument offindO:
every write(find("the", Iine1 IIine2 Iline3))
Types, Values, and Variables
Data types
Icon supports several kinds of data. Integers and real (floating-point)
numbers are familiar. In Icon, strings - sequences of characters - also are a
type of data. Strings are a fundamental data type that can be arbitrarily long.
Strings in Icon are not arrays of characters as they are in most programming
languages. Icon also has a data type for sets of characters inwhichthe concept
of membership is important. In Icon, several kinds ofstructures also are data
values. We'll say more about the different types of data as we go along.Chapter 2 Icon
Variables
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Mostprogramminglanguages, includingIcon, havevariables towhich
values can be assigned. Icon, unlike most programming languages, does not
limitavariabletoonetypeofdata.InIcon,variablesarenottypedbutvaluesare.
Thatmaysounda bitstrange,butwhatwemeanis illustratedbytheprocedure
typeO, which returns the name of the type ofits argument. For example,
type(a + b)
returns either "integer" or "real", dependingonthe types ofa and b. You might
want to make a mental note about typeO - it's handy for several purposes,
including debugging.
Sincevariablesarenottyped,a valueofanytypecanbeassigned to any
variable. Forexample,it'spossible to assignanintegerto a variableatonetime
and a string to the samevariable at another time, as in
x:= 1
x := "Hello world"
AlthoughIconletsyoudothis, it'sgenerallybetterstyletousevariables
inatype-eonsistentway.Therearesituations,whichwewilldescribelater,when
the flexibility thatIcon offers in this regard is very useful.
Keywords
Icon keywords, identified by names beginningwithan ampersand,play
a varietyofspecial roles. Some, suchas &pi and &e, provideconstantvalues-
in this case the mathematical constants 1t and e. Others, such as &date and
&version, supplyenvironmentalinformation. A few keywordscanbeassigned
values; an example is &random, the seed for random numbers. Keywords are
listed in Appendix F.
Assignment
As shown in earlier examples, := is Icon's assignment operator. Aug-
mented assignment combines assignmentwithanother operation. Forexample,
i :=i+3
canbewritten as
i+:=3
Mostbinary operations canbe combinedwith assignmentin this manner.20 Icon Chapter 2
The exchange operator, :=:, interchanges the values of two variables.
After execution of
x:=:y
x contains the previousvalue ofy and y contains the previousvalue of x.
Type Checking and Conversion
Sincevariablesarenottyped,therearenotypedeclarationsinIcon. This
hasadvantages;itsaveswritingwhenyou'reputtingaprogramtogether.Onthe
otherhand,withouttype declarations, errorsin type usagemaygo unnoticed.
Although Icon does not have type declarations, it's a strongly typed
language.Duringprogramexecution,everyvalueischecked tobesurethatitis
appropriatefor thecontextinwhichitisused.Forexample,asmentionedearlier,
an expression like
i:= i + "a"
results inanerrorwhenexecutedbecause "a" cannotbeconverted to a number.
Icon does more thanjustcheck types duringprogramexecution. When
necessary,Iconautomaticallyconvertsa valuethatis notoftheexpectedtypeto
the type that is expected. Real, integer, string, and character set values are
converted in this manner. For example, in
i:= i + "1"
thestring"1" isautomaticallyconvertedto theinteger1, sinceadditionrequires
numbers.
While you're not likely to write such expressions explicitly, there are
many situations in which automatic type conversion is convenient and saves
youthetroubleofhavingtowriteanexplicitconversion.We'veusedthatearlier
in this chapter without comment. Suppose you want to count something and
thenwrite out the results. You cando it like this:
count := 0
# count items
write(count)
TheprocedurewriteO expectsa string,sotheintegervalueofcountis automati-
cally converted to a string.
It's also possible to convert one type to another explicitly, as in
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The procedure integerO converts its argument to an integer if possible. If the
conversion can't be performed, integerO fails, as you should expect from our
earlier discussion ofthe situations inwhich failure can occur.
There are similar procedures for otherdata types. See Appendix E.
The Null Value
Thenullvalueisaspecialvaluethatservesseveralpurposes.Ithasatype
ofitsownandcannotbeconvertedtoanyothertype. Thekeyword&null hasthe
null value.
The null value can be assigned to a variable, but it is illegal in most
computations.Variables areinitialized tothenullvalue,sotheuseofa variable
before anothervalue hasbeen assigned to itgenerally results inanerror.
TheoperationsIx and\x canbeusedto testfor thenullvalue.Ixsucceeds
and produces x if x has the null value. \x succeeds and produces x if x has a
nonnull value. Since these operations produce variables, assignment can be
made to them. For example,
Ix:= 0
assigns 0 to xifx has the null value, and
\x:= 0
assigns 0 to xifx has a nonnull value.
Numerical Computation
Graphics programming, even for simple drawings, involves a lot of
numerical computation. Icon has the usual facilities for this.
Integer and Real Arithmetic
Integers inIcon arewhatyou'd expect, except possibly for the fact that
there is no limiton the magnitude ofintegers. You probablywon'thave much
occasiontouseintegersthatarea thousanddigits long,butitmaybehelpful to
know thatyou don'thave to worry aboutinteger overflow.
Real numbers are representedbyfloating-point values, andhence their
magnitudesand precisiondepend somewhatontheplatfonnyou're using.
Integers can be represented literally in the ways we've shown earlier.
Realnumberscanberepresentedliterallyineitherdecimalorexponentialform,
as in 0.5 and 5E-1.22 Icon Chapter 2
Thestandardmathematicaloperationsareprovidedforbothintegerand
real arithmetic:
-n negative of n
n1 + n2 sumof n1 and n2
n1 - n2 difference of n1 and n2
n1 * n2 product of n1 and n2
n1 / n2 quotientof n1 and n2
n1 % n2 remainder of n1 dividedby n2
n1 1\ n2 n1 raised to the power n2
In"mixed-mode"arithmetic,inwhichoneoperandisanintegerandthe
other is a real number, the integer is converted toa real number automatically
and the result is a real number.
It's worth noting that the sign of n1 % n2 is the sign of n1.
Arithmetic operations group in the usual way, so that a * b + C / d is
interpretedas(a*b) +(c/d). Groupingisdiscussedinmoredetailunder Special
Topics at the end of this chapter.
Divisionby zero is an error, as are expressions such as
-11\0.5
whichwould produce an imaginary result.
Thestandard numerical comparison operations are available also:
n1 =n2 n1 equal to n2
n1 > n2 n1 greater than n2
n1 >= n2 n1 greater than or equal to n2
n1 < n2 n1 less than n2
n1 <= n2 n1 less than or equal to n2
n1 -= n2 n1 not equal to n2
Asuccessfulcomparisonoperationreturnsthevalueofitsrightoperand.
Consequently, the expression
i < j < k
succeeds and produces the value of kif and onlyifj is strictlybetween i and k.
Mathematical Procedures
Manydrawings,evensimpleones,requiremathematicalcomputations.
Iconprovidesseveralproceduresfor performingtrigonometricandothercom-
mon mathematical computations:Chapter2 Icon
sqrt(r) square root of r
exp(r) eraised to the power r
log(r1, r2) logarithmof r1 to thebase r2
sin(r) sine of rin radians
cos(r) cosine of r inradians
tan(r) tangent of rinradians
asin(r) arc sine of r in the range-rt/2 to rt/2
acos(r) arc cosine of rin the range 0 to rt
atan(r1, r2) arc tangent of r1 / r2 in the range -rt to rt
dtor(r) radian equivalent of r degrees
rtod(r) degree equivalent of rradians
See Appendix E for details.
Random Numbers
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RandomnumbersoftenareusefulforprovidingaIittlevarietyora touch
ofthe unexpected in otherwise mundane operations.
Theoperation?i producesa randomnumber.Ifi is positive,theresultis
anintegerintherange1 ~ j ~ i. If iis0, theresultisa real numberintherange0.0
~ r < 1.0. Randomnumbers in this range provide a convenientbasis for scaling
to any range.
Icon also has ways of randomly selecting from a collection of values.
We'll mention these in the sections that follow.
Structures
InIcon, a structureisa collectionofvalues. Differentkindsofstructures
providedifferentorganizationsanddifferentwaysofaccessingvalues. Iconhas
four kinds ofstructures: records, lists, sets, and tables.
Records
Icon's records are similar in some respects to Pascal records and C
structs.A recordhasafixednumberoffieldswhosevaluesareaccessedbyname.
A record type mustbe declared, as in
record point(x, y)
whichdeclarespointtobearecordtypewithtwofields,xandy. Thisdeclaration
alsocreatesa record constructor,whichisaprocedurethatcreatesinstancesofthe24 Icon Chapter 2
record. For example,
P := point(O, 100)
createsa "point"whosexfield isaandwhoseyfield is 100 and thenassignsthe
resultto P. A recorddeclarationalso addsa typetoIcon'sbuilt-inrepertoire,so
thatyou can tell what the type of a record is. For example,
write(type(P))
writes point.
A field ofa recordis accessedbyfollowing therecordwitha dotandthe
field name, as in
P.x:= 300
whichchanges the x field of P to 300.
A record can containanynumber of fields, and a program can contain
any number of record declarations. Different record types can have the same
field names, as in
record square(label, x, y, w, h)
Icon determines the correct field from the type at execution time. For
example,obj.x references the first field ifobj is a pointbutthesecondfield ifobj
is a square.
Lists
In Icon, a list is a sequence of values - a one-dimensional array or a
vector. Icon'slistdatatypeisveryflexible andis particularlyusefulingraphics
programming.
You can create a list by specifying the values (elements) that the list
contains, as in
colors := ["cyan", "magenta", "yellow", "black"]
whichcreates a listwith the four elements shown.
Youalsocancreatealistofaspecifiedsizeandprovidea singlevaluefor
every element, as in
coordinates := list(1000, 0)
whichcreatesalistof1000elements,allofwhicharezero.Listsizeislimitedonly
by the amount ofavailable memory.
Both[] andlist(O) createanemptylistwithnoelements.We'llshowwhy
you mightwantanempty list later.Chapter2 Icon 25
Theoperator *L producesthesizeofa list(thenumberofelementsinit).
For example, *colors produces 4.
Thevalue ofanelementcanbeobtainedbysubscriptingit byposition,
as in
write(colors[3])
which writes yellow, the third element of colors. Note that Icon numbers list
elementsstartingat1. Thevalueofanelementofa listcanbesetbyassigningto
the subscripting expression, as in
coordinates[137] := 500
which sets the 137th element of coordinates to 500. A subscripting expression
fails if the subscript is out of range. For example, colors[5] fails.
Theelement-generationoperator,!L,generatesalltheelementsinLfrom
first to last. Forexample,
every write(!colors)
writescyan, magenta,yellow, and black. You canevenusetheelement-genera-
tion operator to set the elements in a list, as in
every !coordinates := 100
which sets all of the elements in coordinates to 100.
Another operation thatsometimes is convenientis ?L, which selects an
elementofthe list Lat random. Forexample,
write(?colors)
writes one ofthe elements ofcolors.
AnunusualbutveryusefulfeatureoflistsinIconisthatyoucanusethem
asstacksandqueues,addinganddeletingelementsfromtheirends.Whenthese
procedures are used, the size ofa list increases and decreases automatically.
There are five procedures that access lists in these ways:
put(L, x1, x2, ... xn) puts x1, x2, ... xn onthe rightend of L. The
elements are appended in the order given,
so xn becomes the lastelementof L.
push(L, x1, x2, ... xn) pushes x1, x2, ... xn onto the leftend of L.
Theelements are prepended in the order
given, sothat xn becomes the first element
of L.
get(L) removestheleft-mostelementofLandpro-
duces its value. getO fails ifLis empty.26 Icon Chapter 2
pop(L)
pull(L)
~ pull()
popO is a synonymfor getO.
removes the right-most elementof Land
producesitsvalue. pullO fails ifLis empty.
The relationships among these procedures are shown in the following
diagram:
push() ~
popO
get() ~ ~ putO
L..-_-'--_--L_.....-I__.L-_....J-._---L._----I
Wementionedemptylistsearlier.Ifyouwanttoimplement astack,you
canstartwithanemptylistandusepushO and popO onit. Youcantell thestack
is empty when popO fails. To implement a queue, you also can start with an
emptylistbutuseputOandgetO. Youdonotneedtoworryaboutoverflow,since
there is no limit to the size ofa list.
Theseproceduresalsoareusefulevenwhenyou'renotthinkingofstacks
andqueues.Forexample,supposeyouwanttocreatealistofthelinesfromafile.
All that's needed is
lines := []
while put(lines, read())
You don'tneed to know in advance how many lines are in the file.
Sets
AsetinIconisacollectionofdistinctvalues.Inaset,unlikeinalist,there
is no conceptoforderandno possibilityofduplicatevalues; onlymembership
counts.
A set is created as follows:
shapes := setO
assignstoshapesanemptyset(onewithnomembers).Memberscanbeadded
to a set, as in
insert(shapes, "triangle")
whichadds thestring"triangle" toshapes. Thesize ofa setincreases automati-
callyasnewmembersareadded toit. Attemptedinsertionofa duplicatevalue
succeedswithoutchangingtheset. Thereis nolimittothesizeofa setexceptthe
amount of available memory.Chapter 2 Icon 27
81 ** 82
81--82
You can determine if a value is a memberofa set as follows:
member(shapes, "square")
succeeds if "square" is in shapes but fails otherwise. You also can delete a
member from a set, as in
delete(shapes, "triangle")
Attemptingto delete a memberthatisnotina setsucceedsbutdoesnotchange
the set.
The following set operations are available:
81 ++ 82 producesanewsetwiththemembersthatareineither
81 or82 (union)
produces a new setwithmembers thatare inboth81
and 82 (intersection)
producesanewsetwiththemembersof81 thatarenot
in82 (difference)
Many of the operations on lists also apply to sets: *8 is the number of
membersin8, !8 generatesthe membersof8 (innopredictableorder),and?8
produces a randomly selected member of 8.
Tables
Tables are muchlike sets, exceptthatanelementofa table consists ofa
keyand anassociated value. A key is like a memberofa set- all the keys ina
table are distinct. Thevalues ofdifferent keys canbe the same, however.
A table is created as follows:
attributes := tableO
which assigns anemptytable (one withno keys) to attributes. Elementscanbe
added to a table by subscripting itwith a key, as in
attributes["width"] := 500
whichassociatesthevalue500 withthekey"width" inthetableattributes. Anew
elementis createdifthe keyis notalreadypresentinthe table. Notethatthis is
muchlikeassigningavalueto anelementofa list,exceptthatthesubscripthere
is a string,nota position. A table automaticallygrowsasvaluesareassignedto
new keys. There is nolimittothesize ofa table except theamountofavailable
memory.
As you'd expect, you can get the value corresponding to a key by
subscripting. For example,28 Icon Chapter 2
write(attributes["width"])
writes500. Youalsocanchangethevalueassociatedwitha keybyassignment,
as in
attributes["width"] := 1000
A defaultvalue is associated witheverytable. This valueis fixed atthe
timethetableis createdandis specifiedbytheargumenttothetableO call.Ifno
argument is given, the null value is used for the table default.
When a table is subscripted by a value that does not match a key, the
expressiondoesnotfail,butinsteadproducesthetable'sdefaultvalue.Continu-
ing the example above,
attributes["height"]
succeedsandproducesthenullvaluebecausethatisthetable'sdefaultvalue.An
expressionsuchasff[k] canbe used to testwhether khas beenused to assign a
value in T.
A default value of 0 is useful for tables that accumulate counts. For
example, if
count := table(O)
then an expression such as
count["angle"] +:= 1
increments thevalue associated with "angle" whether or not it is the first time
count is subscripted with this key.
Thesameoperationsthatapplytolistsandsets applytotables: *T is the
number of elements (keys) in T, !T generates the values (not keys) in T (in no
predictable order), and ?T produces a randomly selected value from T. In
addition, key(T) generates the keys inT (in no predictable order).
Sorting Structures
A structurecanbesortedtoproducea listwithelementsinsortedorder.
The details ofsorting depend on the kind of the structure.
A list, set, orrecord canbesortedby sort(X), whichproduces a newlist
with the elements of X in sorted order. Sorting for numbers is in order of
nondecreasingmagnitude.Sortingforstringsisinnondecreasinglexical(alpha-
betical) order. See AppendixE for details aboutsorting.
Sortingtables is morecomplicatedbecausea tableelementconsistsofa
pair of values. The way a table is sorted depends on the second argument of
sortO:Chapter 2 Icon
sort(T, 1)
sort(T,2)
sort(T,3)
sort(T,4)
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produces a list of two-element lists, where eachtwo-
elementlist corresponds to anelementof T. Sorting of
the two-elementlists is bykey.
is like sort(T, 1) except thatthe two-elementlists are
sorted byvalue.
produces a list ofalternating keys and associated
values.Theresultinglisthastwiceasmanyelements as
T. Sorting is by keys.
is like sort(T, 3), except thatsorting is byvalue.
Characters and Strings
Charactersarethematerialfromwhichtextis formed. Iconusesan8-bit
character set, which contains 256 characters. Characters are represented in a
computerbysmallnonnegativeintegersintherange0to255. Thesenumbersare
called the character codes. Although you ordinarily do not need to think of
charactersintermsofthecharactercodesthatrepresentthem,it'susefultoknow
that operations on characters, such as comparison, are based on the values of
character codes.
Allmodemcomputersystemsusea supersetoftheASCIIcharacterset.
As you'd expect, the code for Bis greater than the code for A, and the code for
2 is greater than the code for 1. In ASCII, the codes for lowercase letters are
greaterthanthecodesforuppercaseones.Codesforcharactersotherthanletters
anddigitsaresomewhatarbitrary,andthemeaningofcodesgreaterthan127is
system-dependent.
Some characters do nothave symbols associated with them,butdesig-
nate special functions; tabs, backspaces, and linefeeds are examples. Some
charactershavenostandardassociationswithsymbolsorfunctionsbutareused
for a variety ofpurposes depending on the application that uses them. All 256
characterscanbeusedinIconprograms.UnlikeC, thenullcharacter(whichhas
code 0), is notreserved for a special purpose.
Data Types Composed of Characters
Icon has two data types based on characters: strings and character sets
(csets).
A stringisa sequenceofcharacters.Stringsareusedformanypurposes,
includingprintedanddisplayedtext and text storedinfiles. StringsinIconare
atomicdatavalues,notarraysofcharacters.Astringisavalueinthesamesense30 Icon Chapter 2
an integer is a value. Strings can be constructed as needed during program
execution. Space for strings is provided automatically, and strings can be
arbitrarily long, limited onlyby the amount ofavailable memory.
A cset is justa collection ofdifferentcharacters. Unlike strings, there is
noconceptoforderina csetanda charactercanonlyoccuronceina givencset.
Csets are usefulinstringanalysis inwhichcertaincharacters,suchas punctua-
tionmarks,areofimportance,butnocharacteris moreimportantthananother.
Stringsarerepresentedliterallybyenclosinga sequenceofcharactersin
double quotation marks, as in
greeting := "Hello world!"
whichassignsa stringof12characterstogreeting.Escapesequencesareusedfor
characters that cannot be represented literally. For example, "\n" is a string
consistingofalinefeedcharacter,"V'C" isacontrol-C character,and"\"" isastring
consisting ofone double quotation mark. See Appendix A for a description of
escape sequences.
Csets are represented in a similar fashion, but with enclosing single
quotation marks, as in
operators := '+-*/"%'
which assigns a csetof6 characters to operators.
Severalkeywordsprovidepredefinedcsets. Twoofthemostuseful are:
&digits the 10 digits
&Ietters all upper- and lowercase letters
See Appendix F for other cset-valued keywords.
Operations on Strings
Iconhasa largerepertoireofoperationsonstrings.Someoperationsare
used to create strings, while others are used to analyze strings. We'll discuss
string analysis in the nextsection.
Themostfundamentalwaytoconstructastringisconcatenation,s1 II s2,
whichcreatesa newstringbyappendingthecharactersofs2 to those ofs1. An
example ofconcatenation is
salutation := greeting II " (I'm new here, myself.)"
which forms a new string consisting of the characters in greeting followed by
those given literally.
The empty string, which is given literally by"", is useful when you'reChapter 2 Icon
buildingup a stringbyconcatenation. Forexample,
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text := 111I
while line := readO do
text := text" line" " "
buildsupa stringofall thelines ofinputwitha blankfollowing eachline. (This
probably isn't something you'd actually want to do. Although Icon lets you
build long strings, a list ofstrings usually is easier to process.)
Theoperation*s producesthesizeofs - thenumberofcharactersinit.
Forexample,thevalueof*salutationasgivenaboveis36. Incidentally,*sis fast
and its speed is independent ofthe size ofs.
Iconprovidesseveral procedures thatconstructstrings. The procedure
reverse(s)returnsacopyofs withitscharactersinreverseorder.Theprocedure
repl(s, i) produces the concatenation of i copies of s. The procedures left(s, i),
right(s, i), andcenter(s, i) positions ina field ofa length i. Theproceduretrim(s)
removes trailing spaces from s. These procedures are described inmore detail
in Appendix E.
Although strings in Icon are not arrays of characters, you can get the
individual characters of a string by subscripting it. For example,
write(text[1 ])
writes the first character of text.
In Icon, unlike C and other programming languages that represent
stringsbyarraysofcharacters,characternumberingstartsatI,not O. Character
positionsactuallyarebetweencharacters. For example, the characterpositions
in "Medusa" are:
i
1
M e d u s
iii i
2 3 4 5
a
i i
6 7
Position 1 is before the first character and position 7 is after the lastcharacter.
In subscripting a string, sri] is the character following position i. The
substringconsistingofthecharactersbetweentwopositionscanbeobtainedby
subscriptingwiththe positionsseparatedbya colon. For example, the valueof
"Medusa"[2:5] is "edu".
Nonpositivenumbers canbe used to identify the characters ofa string
relative to its rightend:
M e d usa
iiiiii i
-6 -5 -4 -3 -2 -1 032 Icon Chapter 2
Thus, "Medusa"[-5:-2] is another way of specifying the substring "edu". In
subscripting, a positioncanbegivenineitherpositiveornonpositiveformand
the positions do not have to be in order - it's the characters between two
positions that count.
You can assign to a substring of a string to change those characters.
Suppose, for example, the value of name is "George". Then
name[1 :3] := "J"
changes name to "Jorge". Assignmentto the substring creates a new string, of
differentlength,whichthenis assigned to name. Theexpressionabovereallyis
justshorthand for
name := "J" II name[3:0]
Unlike programming languages inwhich strings are arrays ofcharacters, Icon
doesn'treallychangethecharactersofa string;italwayscreatesa newstringin
suchsituations.
Strings can be compared in a manner similar to the comparison of
numbers, but the operators are different and comparison is by character code
from the left - by lexical order. The string comparison operations are:
s1 == s2 s1 lexically equal to s2
s1 » s2 s1 lexically greater than s2
s1 »= s2 s1 lexically greater than or equal to s2
s1 « s2 s1 lexically less than s2
s1 «=s2 s1 lexically less than or equal to s2
s1 -== s2 s1 lexically not equal to s2
Theoperations1 ==s2succeedsifandonlyifs1 ands2have thesame
size and are the same, character by character. In determining if one string is
greaterthananother,thecodesforthecharactersinthetwostringsarecompared
from left to right. Forexample, "apple" is lexicallygreaterthan IIApple" because
thecharactercodefor "a" isgreaterthanthecharactercodefor IIA". Iftwostrings
havethesameinitialcharacters,butoneislongerthantheother,thelongerstring
is lexicallygreaterthantheshorterone: "apples"islexicallygreaterthan"apple".
String Scanning
Iconhasahigh-levelfacilityfor analyzingstrings,calledstringscanning.
String scanning is based on two observations about the nature of most string
analysis:
1. Itistypicalformanyanalysisoperationstobeperformedonthesame
string. Imagine parsing an English-language sentence, for example.Chapter 2 Icon 33
# write a character
# skip a character
The parsing is likely to require many operations on the sentence to
identify its components.
2. Many analysis operations occur at a particularplace in a string, and
the place typically changes as analysis continues. Again, think of
parsing a sentence. Parsing typically starts at the beginning of the
sentenceandprogressestowardtheendascomponentsareidentified.
Of course, if an initial analysis proves to be incorrect later on, the
analysismaygobacktoanearlierpositionandlookfor analternative
(backtracking).
Tosimplifystringanalysis,stringscanningmaintainsasubject onwhich
analysis operations canbeperformed withoutexplicitly mentioning the string
being analyzed. String scanning also automatically maintains a position that
serves as a focus of attention in the subject as the analysis proceeds.
A string scanning expression has the form
s? expr
where s is the subject string and expris a scanning expression that analyzes
(scans) it. Whena string-scanningexpressionis evaluated, thesubjectis setto s
andthepositionissetto1, thebeginningofthesubject.Thescanningexpression
exproften consists ofseveral subexpressions.
There are two procedures thatchange the position in the subject:
tab(i) setposition to i
move(i) increment the positionby i
Both of these procedures produce the substring of the subject between the
positionpriortotheirevaluationandthepositionaftertheirevaluation.Bothof
theseproceduresfail andleave thepositionunchangedif thespecifiedposition
is outofthe range of the subject. This failure can be used for loop control, asin
text? {
while write(move(1)) do
move(1)
whichwrites the odd-numbered characters of text, one perline.
Itisgoodpracticetoenclosethescanningexpressioninbraces,asshown
above, even if they are notnecessary. This allows a scanning expression to be
extended easily and prevents unanticipated problems as a result of grouping
with other expressions.
Youcan'tdomuchwithjusttheproceduresshownabove.Stringanalysis34 Icon Chapter 2
find(s)
upto(c)
procedures,whichproducepositionsthataresetbytabO, arenecessaryformost
stringscanning. The mostuseful analysis procedures are:
return the position atwhich s occurs inthesubject
returnthepositionatwhicha characterofc occursin
the subject
many(c) returnthepositionafter a sequenceofcharactersofc
These procedures all examine the subject starting at the current position and
look to the right. For example, find("the") produces the position of the first
occurrenceoflitheII eitheratthecurrentpositionortoitsright. Asyou'dexpect,
analysis procedures fail ifwhat's being looked for doesn'texist.
Analysisproceduresproducepositions;theydonotchangetheposition
- tabO is used for this. Forexample, the "words"ina stringcanbewrittenout
as follows:
text? {
while tab(upto(&letters)) do
write(tab(many(&Ietters)))
}
In this string scanning expression, upto(&letters) produces the position of the
first letter inthesubject and provides the argument for tabO, whichmovesthe
positiontothatletter. Next, tab(many(&letters)) movesthepositiontotheendof
the sequence of letters and produces that substring of the subject, which is
written.(Ourdefinitionofa"word"isoverlysimple,butitillustratesthegeneral
method ofstring scanning.)
Another useful scanning operationis
=s
which sets the positionin the subject to the end of s, provided s occurs at the
currentposition.Itfails otherwise. For example, to analyze only lines ofinput
thatbeginwith a colon, the following approach canbe used:
while line := readO do {
line? {
if =":" then
# analyze rest of the line
}
}
Thereismoretostringscanningthanwehavedescribedhere.!fyouneed
todoalotofcomplexstringanalysis,seeGriswoldandGriswold(1996) formore
information.Chapter 2 Icon
Procedures and Scope
Procedure Declarations
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Proceduresarethecomputationalbuildingblocksfromwhichprograms
arecomposed. Proceduresallowyouto organizecomputationanddivideyour
program into logical components.
As illustrated by the examples given earlier in this chapter, procedure
declarationsarebracketedby procedure andend. Withinthedeclaration, there
canbe declarations for variables thatare local to the procedure, expressions to
beevaluated onthe first call of the procedure, andexpressionscomprising the
body ofthe procedure that are executed whenever the procedure is called:
procedure name(parameters)
local declarations
initial clause
procedure body
end
Theparametersprovidevariablestowhichvaluesareassignedwhenthe
procedure is called, For example in
procedure max(i, j)
if i> j then return ielse return j
end
the parameters of maxO are i and j. When the procedure is called, values are
assigned to these parameters, as in
write(max(count, limit))
whichassignsthevalueofcounttoiandthevalueoflimittoj,asiftheexpressions
i := count
j:= limit
hadbeenevaluated.
Thereturnexpressionsinthisprocedurereturneitherthevalueofiorthe
valueofj,dependingontheirrelativemagnitudes.Thevaluereturnedbecomes
thevalue of the procedure call. Inthe example above, this value is written.
Whena procedurecall omitsthevaluefor a parameter,the nullvalueis
used. The procedure can check for a null value and assign an appropriate
default.36 Icon Chapter 2
Parametersarelocaltoaprocedurecall.Thatis,whenmaxO iscalled,the
variablesiandj arecreatedfor useinthecall only.Theirvaluesdonotaffectany
variables iand j thatmightexist outside the procedure call.
Additional local variables are declared using the reserved words local
andstatic. Variablesdeclaredaslocalareinitializedtothenullvalueeverytime
the procedure is called. Variables declared as static are initialized to the null
value on the first call, but they retain values assigned to themfrom call to call.
Expressions in an initial clause are evaluated only once, when the
procedureiscalledforthefirsttime.Aninitialclauseoftenisusedtoassignstatic
variables a first-time value.
Thefollowingexampleillustratestheuseoflocalandstaticvariablesand
an initial clause:
procedure alpha_count(s)
local count
static alphnum
initial alphnum := &Ietters ++ &digits
count:= 0
s?{
while tab(upto(alphnum)) do {
count := count + 1
move(1)
}
}
return count
end
Inthisprocedure,thevalueforalphnumiscomputedthefirsttimealpha_countO
is called, butitis available to subsequentcalls of the procedure.
Scope
Thetermscoperefersto theportionofaprogramwithinwhichavariable
is accessible. As explained earlier, parameters and declared local variables are
accessible onlywithin a call ofthe procedure inwhich theyare declared.
Variables also can be declared to be global, in which case they are
accessible to the entire program. For example
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declares statusand cycle tobe global andhence accessible to all proceduresin
the program.
Global declarations mustbe outside procedure declarations. Itis good
practicetoputthembeforethefirst proceduredeclarationina programsothat
they are easyto locatewhenreading the program.
Inthe absence ofa global declarationfor a variable, thevariableis local
to the procedureinwhichitappears. A local declaration is notrequired for the
variable. Although local declarations are not required in such cases, it is good
practice to use them. It makes their scope clear and prevents an undeclared
variable from accidentallybeingglobalbecause ofanoverlooked global decla-
ration.
Calling Procedures
Proceduresarevalues,muchlikelists andsetsarevalues. Thenamesof
procedures, both built-in and declared, are global variables. Unlike declared
global variables, these variables do not have null values initially; instead they
have procedure values. When you call a procedure, as in
max(count, limit)
it's thevalue of max that determineswhichprocedure is called. Since max is a
declared procedure, thevalue of max is that procedure, which is called.
Whenaprocedureiscalled,theargumentsinthecallarepassedbyvalue.
That is, the values of count and limit in the call above that are assigned to the
variablesiandjinmax. Theproceduremaxdoesnothaveaccesstothevariables
count and limit and cannot change their values.
Intheexamplesshownsofar, thevaluespassedtoa procedurearegiven
explicitly in argument lists in the calls. Sometimes it's useful to pass values
containedinanIconlistto a procedure.Thisis especiallyusefulfor procedures
like writeO that can take an arbitrary number of arguments. Suppose, for
example, that you do not know when you're writing a program how many
arguments there should be in a call of writeO. This might occur if lines to be
writtenconsistoffixed-widthfields,butyoudon'tknowinadvancehowmany
fields there willbe.
In such cases, a procedure can be called with an (Icon) list of values
instead ofexplicit arguments. This form ofcall is
p!L
where p is a procedure and Lis a list containing the arguments for p. For the
situation above, this mighthave the form38 Icon Chapter 2
fields := []
every put(fields, new_field(»
write! fields
Since procedures are values, they can be assigned to variables. For
example,if
format := [left, right, center]
then
format[i](data, j)
calls leftO, rightO, or centerO depending onwhether i is 1,2,or 3.
Procedure Returns
Asshownearlierinthischapter,adeclaredprocedurecanreturnavalue
using a return expression, such as
return i
A declared procedure also can fail (produce novalue) justas a built-in
operationcan fail. Thisis donebyusing theexpressionfail insteadofreturn. For
example, in
procedure between(i, j, k)
if i < j < k then return j
else fail
end
thevalueofjisreturnedifitisstrictlybetweeniandk,buttheprocedurecallfails
otherwise.
A procedure call also fails ifcontrol flows off theend, as in
procedure greet(name)
write("Hi there!")
write("My name is ", name, ".")
end
Twolinesarewrittenandthentheprocedurecallfails. It'sgoodpracticeinsuch
cases to include an explicit return to prevent failure from causing unexpected
resultsattheplacetheprocedureiscalled.Thepreviousproceduremightbetter
bewrittenChapter 2 Icon 39
procedure greet(name)
write("Hi there!")
write("My name is ", name, II.")
return
end
If return has no argument, the nullvalue is returned.
A procedure also can generate a sequence ofvalues in the manner ofa
built-in operation. This is done using the expression suspend, whichreturns a
valuebut leaves the procedure call intact so that itcanbe resumed to produce
anothervalue. An example is
procedure segment(s, n)
s?{
while seg := move(n) do
suspend seg
}
end
This procedure generates successive n-character substrings ofs. Forexample,
every write(segment("stereopticon"), 3)
writes
ste
reo
pti
con
Whenthe scanning expression terminatesbecause move(n) fails, control flows
off the end of the procedure and no more results are generated; that is, it fails
whenresumedfor anothervalue. A fail expressioncouldbeaddedattheendof
this procedure, butit is conventional when writing generating procedures to
omit the fail.
File Input and Output
Files
Onmostplatforms, a file isjusta stringofcharactersstoredona diskor
entered from the keyboard. A text file consists of lines that end with line
terminators. When reading a line, the characters up to a line terminator are40 Icon Chapter 2
returnedas a stringandthelineterminatoris discarded. Whena lineiswritten,
a lineterminatorisappended.Lineterminatorsvaryfromplatformtoplatform,
butsince they are discarded and added automatically, you usuallydon'thave
toworry about them.
It's alsopossible toreadandwritecharactersin"binary"modewithout
regardto lineterminators. Mostgraphicsapplications dealwithtextfiles, butif
youneedto dealwithbinarydata, see the descriptionofopenO inAppendixE.
We'veillustratedreadingandwritinglinesoftextinprecedingexamples
withoutmentioningfiles. Threefiles alwaysareavailable.Theyarethevaluesof
keywords:
&input standard input
&output standard output
&errout standarderroroutput
When readO iscalledwithoutanargument,itreadslinesfromstandard
input. You also can use &input as the argument to readO, as in read(&input).
Standardinputusuallycomesfromthekeyboardbutalso cancomefroma disk
file. Themethodofspecifyinga file for standardinputdependsontheplatform.
When writeO is called without specifying a file, lines are written to
standardoutput.You alsocanspecify&output as thefirst argumentofwriteO, as
in
write(&output, "Hello, world!")
Standardoutputusuallygoes to thescreenofyourmonitor,butthereareways
of havingitstored for later use.
Standarderroroutputbyconventionis whereerrormessages, diagnos-
tics, and so forth arewritten. To write to standard error output, use &errout as
the first argument of writeO, as in
write(&errout, "Your data is inconsistent.")
Likestandardoutput,standarderroroutputusuallygoestothescreen,butmost
platforms provide a way to separate standard output from standard error
output.
You also can open other files for reading and writing. The procedure
open(name, mode) opens the named file in the mode specified. The most
commonly used modes are:
"r" open the file for reading (the default)
"w" open the file for writing
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poem := open("thanotopsis.txt")
opens the file thanotopsis.txt for reading and assigns the corresponding file
valuetopoem. Thisfile valuethencanbeusedas theargumentfor readO, asin
while line := read(poem) do
process(line)
Notethatthewordfile isusedintwodifferentways:asthenameforafile
that the operatingsystemunderstands and as anIcon value.
The procedure openO fails if the file cannotbe opened in the specified
mode. This mayhappenfor a varietyofreasons. Forexample,ifthanotopsis.txt
does notexist or if it's protected against reading, the use of openO above fails.
Ifthishappens,novalueisassignedtopoem.Ifnoothervaluehasbeenassigned
to poem,itsvalueisnull.A nullvalueandanomittedargumentarethesamein
Icon, so read(poem) is equivalentto readO. Thisisnotanerror;insteadlinesare
read from standardinput,whichmayhavemysterious consequences. Itthere-
fore is very important when opening a file to provide an alternative in case
openO fails, as in
poem := open("thanotoposis.txt") I stop("*** cannot open input file")
The procedure stopO writes its argument to standard error output and then
terminates program execution. It is the standard way to handle errors that
preventfurther programexecution.
Writing Lines
As illustrated by previous examples, if writeO has several string argu-
ments,theyarewritteninsuccessionononeline. A lineterminatorisappended
after the laststring to produce a complete line.
Sometimes it's useful to write the components of a line in the midst of
performing other computations. Forexample, ifyouwant to see the pattern of
word lengths in a line, you might decide to replace everywordbyits length:
sizes:= 1111
line? {
while tab(upto(&letters)) do
sizes 11:= *tab(many(&letters)) II II II
}
write(sizes)
The result mightbesomething like
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YoucanavoidtheconcatenationbyusingtheprocedurewritesO, which
islikewriteO,exceptthatitdoesnotappendalineterminator.Thecodefragment
above couldbe recast using writesO as follows:
line? {
while tab(upto(&letters» do
writes(*tab(many(&letters», II ")
}
writeO
The sizes and separating blanks are written successively, but without line
terminators. Thefinal writeO withno argument provides the line terminatorto
complete the line.
Closing Files
The procedure c1ose(name) closes the named file. Closing a file that is
openfor outputassures thatanydata thatmaybeininternalbuffers is written
tocompletethefile.Italsopreventsadditionaldatabeingwrittentothatfile until
itis opened again. Closing a file that is open for reading prevents further data
from being read from that file.
When program execution terminates, whether normally by returning
from the mainprocedure,becauseof stopO, oras the resultofa run-timeerror,
all files are closed automatically. It therefore is unnecessary to close files
explicitlybefore terminating programexecution.
Most platforms, however, limit the number of files that can be open
simultaneously.Ifyouexceed this limit, openO fails. Ifyou'reusingmanyfiles
in a program, ittherefore is importanttoclose a file whenyou're throughwith
it.
Preprocessing
Icon provides a preprocessor that performs simple editing tasks as a
sourceprogramis read. Valuesorcode fragments canbesubstitutedwherever
a chosennameappears. Linesofcodecanbeenabledordisabledconditionally,
and additional source files can be imported. The preprocessor is so named
because all this editing takes placebefore the source codeis compiled.
Preprocessordirectivesareidentifiedbya$asthefirstcharacterofaline,
followed by a directive name. For example,
$define Margin 8
defines thevalue of Margin to be8. Whenever Margin appears subsequentlyinChapter 2 Icon
the program, 8 is substituted. For example, the line
x:= Margin
is interpreted as ifithad beenwritten
x:= 8
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A definition canbe removed, as in
$undef Margin
which removes the definition ofMargin. A name canbe redefined, butitmust
be undefined first, as in
$undef Margin
$define Margin 12
Inall cases, a definitionaffects onlythe portionofthefile following the
place it appears.
Thereareanumberofpredefinednamesthatdependontheplatformon
which you are running. For example, _MS_WINDOWS is defined if you're
running on a Microsoft Windows platform.
Thedirective $ifdef nameenablessubsequentlinesofcodeup to $endif
only if nameis defined. Theremaybe a $else directive between the $ifdef and
$endif directives to enable code if name is notdefined. For example,
$ifdef _MS_WINDOWS
pathsym := "\\"
$else
pathsym := "/"
$endif
enables
pathsym := "\\"
if _MS_WINDOWS is definedbut
pathsym := "/"
otherwise.
The $include directive copies a specified file into the program at the
place where the $include appears. For example,
$include "consticn"
inserts the contents of the file consticn to replace the $include directive. File
names that do not have the syntax of an Icon identifier must be enclosed in
quotation marks, as shown above.44 Icon Chapter 2
See Appendix Bfor more information about preprocessing.
Running Icon Programs
Compilation and Execution
RunninganIconprograminvolves twosteps: compilingtheprogramto
produce an executable file and then executing that file.
Thewaythatthesetwostepsareperformeddependsontheplatformon
which Icon is run. On some platforms, Icon runs from a visual interface using
menus and so forth. On other platforms, Icon is run from the command line.
User's manuals that describe how to run Icon are available for the different
platforms. We'll use a command-line environment here to illustrate what's
involved and the options that are available.
On the command line, compilation is performedby the program icont,
whichprocesses anIcon source file and producesanexecutable icode file, as in
icont app.icn
whichcompilestheprogramapp.icn (files containingIconprogramsmusthave
the suffix .icn). Specifying the .icn suffixis optional; the following worksjustas
well as theexample above:
icont app
The name of the icode file produced by compiling an Icon program is
basedonthenameoftheIcon file. OnUNIXplatforms, thenameis obtainedby
removing the suffix and is just app for the example above. For Microsoft
Windowsplatforms,the.icn suffixis replacedby.bat,producingapp.batfor the
example above.
A program canbe compiled and executed in one step by following the
programnameby-x, as in
icont app.icn -x
Thereareseveralcommand-lineoptionsthatcanbeusedtocontrolicont.
For example,
icont-0 rotor app
causes the icode file to be named rotor (or rotor.cmd on Windows platforms).
Suchoptionsmust appear before the file name, unlike -x.
See Appendixa for more information about compiling and executing
Icon programs.Chapter 2 Icon
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As illustrated earlier in this chapter, procedures can be declared to
augmentIcon'sbuilt-inrepertoire.Suchprocedurescanbeplacedinlibrariesso
thattheyareavailabletodifferentprograms.Librariesplayanimportantpartin
graphics programming, and many of the graphics procedures described in
subsequentchapters arecontainedinlibrariesratherthanbeingbuiltintoIcon.
A library is included in a program by using a link declaration. For
example,
link graphics
links the procedures needed for most graphics applications.
Link declarations can be placed anywhere in a program except inside
procedure declarations. Itis good practice to place them at the beginning of a
programwhere they are easy to find.
You can make your own libraries. To do this, you need to compile the
filescontainingtheproceduresbytellingiconttosaveitsresultinlibraryformat,
called ucode. This is donewith the command-line option-c, as in
icont-c drawlib
whichproducesa pairofucodefiles nameddrawlib.u1 anddrawlib.u2. (The .u1
file containscodefor theprocedures,whilethe .u2 file containsglobalinforma-
tion). This pair offiles then canbe linkedby
link drawlib
in the programthatneeds procedures in drawlib.
Onlytheproceduresthatareneededbyaprogramarelinkedintoit;you
can make libraries that contain many procedures without worrying about the
space they might take inprograms thatdon'tneed all ofthem.
Environment Variables
Icon's compilation environment can be customized using environment
variables. Thesevariables,whicharesetbeforeicontisrun, tellIconwheretolook
for things like libraries specified in link declarations.
Thewaythatenvironmentvariablesaresetdependsontheplatformon
which you are running. In a UNIX command-line environment, the wayan
environmentvariable typically is setis illustratedby
setenv IPATH "/usr/local/lib/ilib /usr/icon/ilib"
which sets the environmentvariable IPATH.46 Icon Chapter 2
IPATH is used to locate library files given in link declarations. In this
example, Icon looks in the directories
/usr/local/lib/ilib
and
/usr/icon/ilib
in that order. Icon always looks in the currentdirectory first, soifyour library
ucode files are there, IPATH need not contain thatdirectory.
The environmentvariable LPATH is similar to IPATH, but LPATH tells
Iconwhereto lookfor files mentionedin$include preprocessordirectives. (You
may notice that the names IPATH and LPATH seem backward - IPATH for
libraryfiles and LPATH for include files. Thesource of this potentialconfusion
has historical origins and it's now too late to correctit.).
Other environment variables are read when an Icon program begins
execution to configure memory and other aspects of execution. Consult the
user's manual for your platform.
See Appendix 0 for more information aboutenvironmentvariables.
The Icon Program Library
The Icon program library is a free collection of programs, procedures,
documentation, data, and support tools that is available to all Icon program-
mers. See Appendix P for instructions aboutobtaining the library.
Organization
ThemaindirectoriesintheIconprogramlibraryhierarchyareshownin
Figure 2.1.Chapter 2 Icon 47
n
data docs packs procs progs gdata gdocs gpacks gprocs gprogs
basic graphics
Icon Program Library Hierarchy Figure 2.1
The library has two main parts: basic material and graphics material.
The initial character 9 indicates graphics material.
The source code for procedure modules is in the directories procs and
gprocs. As one might expect, the source code for graphics is in gprocs. The
directoriesprogsand gprogscontaincompleteprograms.Thedirectoriespacks
and gpacks contain large packages.
Core Modules
Thedirectories procs andgprocs containhundredsoffiles, andinthese
therearethousandsofprocedures.Someproceduresareusefulonlyfor special-
ized applications. Othersprovidecommonlyused facilities andare designated
as "core" procedures. Thecore modules for thebasic partofthe library are:
convert type conversion and formatting procedures
datetime date and time procedures
factors procedures related to factoring and primenumbers
io procedures related to inputand output
lists list manipulation procedures
math procedures for mathematical computation
numbers procedures for numerical computation and formatting
random procedures related to randomnumbers
records record manipulation procedures
scan scanning procedures
sets setmanipulation procedures
sort sorting procedures
strings string manipulationprocedures
tables table manipulationprocedures48
Special Topics
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This section contains information about aspects of Icon that may help
you inwritingand understanding Icon programs.
Syntactic Considerations
Asinall programminglanguages,therearerules thatyoucanfollow to
avoidsyntacticproblems.Theworstproblemsarenotthosethatproducesyntax
errors but those that produce unexpected results. The following sections deal
with the most common sources ofsuch problems in Icon programs.
Precedence andAssociativity
Icon has many operators - more than most programming languages.
Thewaythatoperatorsgroup incomplexexpressionsintheabsenceofspecific
groupingsprovidedbyparenthesesandbracesdependsontheprecedencesand
associativities of the operators in such expressions.
Precedence determines which of two operators adjacent to an operand
gets the operand. With one exception, prefix operators that come before their
operands have precedence over infix operators that stand between their oper-
ands. For example,
-text + i
groups as
(-text) + i
Theexceptionisrecordfield references,inwhichtheinfixfield operator
has highest ofall precedence. Consequently,
-box.line
groups as
-(box.line)
Differentinfixoperatorshavedifferentprecedences.Theprecedencesof
infix arithmeticoperators areconventional,withexponentiation (1\) havingthe
highest precedence; multiplication (*), division (I), and remaindering (%) the
nexthighest; and addition (+) and subtraction(-) thelowest. Consequently,
i * j + k
groups as
(i * j) + k
Iconhasmanyinfix operators, andit'seasy to getanunintended resultChapter 2 Icon 49
byrelyingonprecedencesfor grouping.Instead,it'swisetouseparenthesesfor
the less-familiar operations, as in
heading II (count + 1)
Theuseofparenthesesalso makesiteasiertoreada program,evenifyouknow
what the precedences are.
Twocommoncasesareworthremembering.Assignmenthaslowprece-
dence, so it's safe to write
i:= j + k
knowing it groups as
i := U+ k)
Inaddition,conjunctionhasthelowestprecedenceofalloperators,soit's
safe to write
i>j&m>n
knowing it groups as
(i > j) & (m > n)
Awordofwarning:Thestringscanningoperatorhashigherprecedence
than conjunction. Therefore
text? tab{find{header)) & move{1 0)
groups as
(text? tab{find{header))) & move(10)
which probably is notwhat's intended.
As a general rule, it's wise to enclose scanning expressions inbraces to
avoid such problems, as in
text? {
tab{find{header)) & move{10)
}
Thisapproachalso makesiteasytoaddto scanningexpressionsandmakesthe
scope ofscanningclear.
Associativity determineswhich oftwo infix operators gets an operand
between them. Mostinfix operators are left associative. Forexample,
i - j - k
groups as50 Icon Chapter 2
(i - j) - k
(as is necessary for subtraction to workcorrectly).
The exceptions to left associativity are exponentiationand assignment.
Thus,
jl\jl\k
groups as
i 1\ (j 1\ k)
as is conventional in mathematical notation.
Assignment also is right associative, so that
I :=J:= k
groups as
i := (j := k)
This allows a value to be assigned to several variables in a single compound
assignmentexpression.
Line Breaks
As mentioned earlier, the Icon compiler automatically inserts semico-
lonsbetweenexpressions onsuccessive lines.
You can, however, continueanexpressionfrom one line to thenext. To
do this, you need to know how the compiler decides to insert semicolons. The
rule is simple: Ifthe current line ends a complete expression and the next line
begins an expression, a semicolon is inserted. To continue an expression from
oneline to thenext, justwriteitsothatit'snotcompleteonthecurrentline. For
example, in
j :=j-
k
the expression is continued to the second line, since theexpressionon the first
line is notcomplete (anexpressioncannotendwithanoperator).Onthe other
hand, in
j := j
-k
a semicolon is inserted between the two lines, since the first line contains a
completeexpressionanda minussignis a validwaytobegina newexpression.
A useful guidelinewhenyouwantto continueanexpression from one
line to the nextis tobreaktheexpressionafter aninfix operator,comma,orleft
parenthesis.Chapter 2 Icon 51
Preprocessing
Icon's preprocessor allows a name to be assigned to an arbitrarily
complicated expression. A simple example is
$define SIZE width + offset
When SIZE is used subsequently in the program, width + offset is
substituted for it.
Suppose SIZE is used as follows:
dimension := SIZE * 3
This groups as
dimension := width + (offset * 3)
where the obvious intentionwas
dimension := (width + offset) * 3
Thevalue assigned to dimension almost certainlywill be incorrect and
result in a bug that maybe hard to find - after all
dimension := SIZE * 3
looks correct.
The solution is easy: Use parentheses in the definition, as in
$define SIZE (width + offset)
Then
dimension := SIZE * 3
is equivalent to
dimension := (width + 3) * 3
as intended.
Polymorphous Operations
Icon has a number of polymorphous operations; that is, operations that
apply to more than one data type. For example, the prefix size operator, *,
applies tomanydifferentdatatypes: *XproducesthesizeofXwhethertheXis
a string, list, set, table, or record. Similarly, ?X produces a randomly selected
elementofXfor these types, IX generatesall theelementsofX, andsortO works
for several different types ofdata.
Polymorphismsimplifies the expressionofcomputationsthatarecom-
mon to different types of data. It's worth keeping this in mind when writing52 Icon Chapter 2
procedures;a procedureoftencanbewrittentoworkondifferentkindsofdata.
An example is this procedure for shufflingvalues:
procedure shuffle(X)
every i := *X to 2 by -1 do
X[?i] :=: X[i]
return X
end
This procedureworks for shuffling thecharacters ofa stringortheelementsof
a list or record.
Pointer Semantics
Icon'sstructures(records,lists, sets, andtables) havepointersemantics. A
structure value is represented internally by a pointer - a "handle" thatrefer-
ences thedatainthestructure. Whena structureis assigned orpassed through
a parameter, the pointeris copiedbutnotthedata to whichitpoints. This is as
fast as assigning an integer.
Consider the procedure rotateO, whichmoves a value from the front of
a list and places itat the end:
procedure rotate(lst)
local v
v := pop(lst)
put(list, v)
return
end
Then
nums :=[2, 3, 5, 7]
rotate(nums)
every write(!nums)
writes
3
5
7
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Becausetheparameter1st points to the samedataas thevariable nums, rotateO
modifies the contents of nums.
Sometimes the sharing of data is notwanted. For example, in
Tucson := ["Arizona", "Pima", 1883]
City := Tucson
bothTucsonandCitypointtothesamestructure.Consequently,assigningtoan
elementofCity changesanelementofTucson, andvice versa. Thatmaynotbe
the intention.
Theprocedurecopy(x)makesacopyofthestructurexbyduplicatingthe
values towhich itpoints. For example, after
City := copy(Tucson)
there are two different lists thatcanbe modified independently.
The procedure copyO works this way only at the top level: Any struc-
turesinthedatapointedtobyxarenotcopiedandremain sharedbytheoriginal
structure and its copy.
Anotherimportantramificationofpointersemanticsstructuresisthat(a
pointer to) a structurecanbe an element ofa structure. Anexample is
dates := [1492,1776,1812]
labels := ["discovery", "revolution", "war"]
lookup := [dates, labels]
inwhich lookup is a list thatcontains (points to) two other lists.
Pointerscanbeusedtorepresentstructuressuchas treesandgraphs.For
example,anodeinabinarytreemightberepresentedusinga recorddeclaration
such as
record node(symbol, Itree, rtree)
Thefieldsymbolcontainsastringfor thecontentsofanode,whileItreeandrtree
are used as pointers to nodes for the left and right subtrees. Forexample,
expr := node("+", node("i"), node("-", node("j"), node("k")))
producesa binarytree. Theomittedargumentsdefaulttonullvaluesandserve
as "null pointers" incases where there are no subtrees.
The structure thatresults canbevisualized as showninFigure 2.2.54
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A Record Structure Figure 2.2
The arrows emphasize the fact that structure values are pointers to
blocks ofdata.
A more abstract representationis shown inFigure 2.3.Chapter2 Icon
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A Tree of Records
Inthisdiagram,thedetailsare omitted,leaving
only what's needed to understand the struc-
ture.
Figure 2.3
The program library includes a whole directory full of nongraphical
procedures. We can't even provide a concise summary, but here's a small
sampling ofwhatis available.
Thestringsmoduleincludesmanyproceduresfor manipulatingstrings,
such as these:
replace(s1, s2, s3) replace all occurrences ofs2 in s1 by s3
rotate(s, i) rotate s by icharacters
The numbers module deals with things numerical:
gcd(i, j) return greatestcommon divisorof i and j
roman(i) convert i to roman numerals
Tips, Techniques, and Examples
Debugging
Debuggingis oneofthemostdifficult, time-consuming,andfrustrating
aspects of programming. Prevention is, of course, better than cure, but that's
mostly a matter ofgood programming practice.
Ifyouhaveaproblemwithaprogram,theeasiestthingyoucandoisadd
writeO expressions at judiciously chosen places to get more information. Al-
though thisiscommonlydone,itrequireseditingtheprogrambeforeandafter
finding the problem, and italso runs the risk ofintroducingits own errors.56 Icon Chapter 2
Ifyoudo use writeO expressions togetinformationaboutwhatis going
on in a program, you may find it useful to use image(x) in the arguments of
writeO. The procedure image(x) produces a string representation showing the
valueand type ofx. Using imageO also is safe; write(image(x» neverproduces
anerror,althoughwrite(x)willifxisnotastringoravalueconvertibletoastring.
Although adding writeO expressions seems easy, you can get a lot of
informationaboutaprogrambytracingprocedures.Thekeyword&tracecanbe
used togiveyouinformationaboutprocedurecalls andreturns. Setting &trace
to-1 turns onprocedure tracing and setting &trace to 0 turns itoff. A word of
warning:Traceoutputmaybevoluminous,especiallyingraphicsprogramsthat
use libraryprocedures.
Anotherwaytogetinformationis toset&dump to-1.Thisgivesalisting
ofvariables and values when programexecution ends.
Evenifyoudon'ttumonproceduretracingorthe terminationdump,a
run-timeerrorproducesa tracebackofprocedurecallsleadingtotheexpression
in which the error occurred. It's often worth examining this traceback, rather
than immediately looking in the programat the place the error occurred.
Oftenamorecerebralapproachtodebuggingisfasterandmoreeffective
thansimplyproducingalotofinformationinhopesofseeingsomethinghelpful.
For Icon, there are a few common causes of errors that have recognizable
symptomsthatareworthcheckingbeforeaddingwriteO expressionsorturning
on tracing and the termination dump.
Incorrectdatatypesarecommoncausesoferrors.Insuchcases,theerror
message on termination indicates the expected type and the actual value. The
message procedure or integer expected accompanied by an "offendingvalue"
of&null usually occurs as a result ofmisspelling a procedure name, as in
wirte(message)
Since wirte presumably is a misspelling of write, wirte most likely is an unde-
clared identifier that has the null value when wirte(message) is evaluated.
Hence the error.
Youcango a longwaytowardavoidingthis kindoferrorbydoingtwo
things: (1) declaringall local identifiers,and (2) usingthe-uoptionfor icont, as
in
icont-u app
This option produces warning messages for undeclared identifiers. In the
exampleabove, wirte probablywillshowup ~henicontisrun,allowingyouto
fix the programbefore it is run.Chapter 2 Icon
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Although Icon itself does not provide a way to enter and evaluate
individualexpressionsinteractively,thereisaprogram,qei,intheIconprogram
librarythatdoes. Thisprogramletsyouenteranexpressionandseetheresultof
its evaluation. Successive expressions accumulate, and results are assigned to
variables so that previous results canbe used in subsequent computations.
Atthe>prompt,anexpressioncanbeentered, followed bya semicolon
anda return. (Ifa semicolonisnotprovided,subsequentlinesareincludeduntil
thereisasemicolon.)Thecomputationisthenperformedandtheresultisshown
as an assignment to a variable, startingwith r1_ and continuing with r2-f r3-f
and so on. Here is an example ofa simple interaction:
> 2 + 3.0;
r1_ := 5.0
> r1_ * 3;
r2_:= 15.0
If an expression fails, qei responds with Failure, as in
> 1.0=0;
Failure
Theprogramhasseveralotherusefulfeatures, suchasoptionallyshow-
ingthetypesofresults. To geta briefsummaryofqei's features andhowto use
them, enter :help followed by a return.Chapter 3
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In the previous chapter, we described the features of Icon that are associated
with ordinary computation as well as facilities that make it easy to process
strings and complicated structures. The rest of thisbookis about graphics.
The term graphics as used here means more than just drawing. It
includesall kindsofoperationsthatareassociatedwithwindowsdisplayedon
the screen of your monitor. You can create windows; draw points, lines, and
various shapes; display text in a variety of sizes and type faces; accept input
directly from the keyboard; determinethe positionof the mousewhenbuttons
are pressedand released; and so forth. Plate 3.1 shows some of the effects that
canbe produced.
Thischapterintroducesthesegraphicscapabilities.Subsequentchapters
provide more details and cover Icon's entire graphics repertoire. Appendix E
summarizes the graphics procedures described throughoutthe text.
Weassumeinitiallythatonlyonewindowisused.Whenthereisjustone
window,itis implicitin all graphics operations and needsno explicitmention.
Theimplicitwindowis representedbythekeyword&window,whichisnullifno
window is open. Chapter 9 explains how multiple windows are created and
used.
The Structure of a Graphics Program
A minimalIcongraphics programcontainsa mainprocedureanda link
graphics declaration. Here is a simple example:
link graphics
procedure mainO
WOpen(lsize=400,300")
5960
WWrite(" Hello world!")
DrawRectangle(60. 80, 50, 20)
WDoneO
end
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The program above opens a window, writes a string in it, draws a
rectangle,andthenwaitsfor theusertodismissit. This programcanbeusedas
a starting point for experimentation. We'll describe the procedure calls in the
nextsection.
Throughoutthebook,we'llpresentotherprogramsor,morecommonly,
programfragments. All programs, though, need atleasta mainprocedureand
atleast one link declaration.
Thelibrary'sgraphicsmoduleimplementsmanyimportantprocedures
and is neededby all examples given. Although some graphics procedures are
actually built into Icon, this book does not distinguish them from library
procedures. The link graphics declaration gives access to the graphics library.
Basic Window Operations
The screen and each window are treated as portions ofan x-y plane of
pixels,withtheorigin(0,0)attheupper-leftcomer.Pixelpositionsincreasetothe
right and downward, as shown in Figure 3.1.
0,0
,.-------1~ X
y
Coordinate System
Note that vertical values increase inthe downward
direction. Thisisnaturalfor text thatiswrittenfrom
thetopto thebottomofanarea,butitistheopposite
ofwhat'susuallyexpectedinplottinganddrawing.
Figure3.1
Suppose you want to create a 400-by-300 pixel window on the screen.
This is donewiththe WOpenO procedure. Argumentsgive theinitialvaluesof
attributes associated with the window, such as its size. In the case above, this
mightbe:
WOpen("size=400,300")
By convention, the width precedes the height. The result of the WOpenO is a
blankwindow, as showninFigure 3.2.Chapter 3 Graphics 61
A BlankWindow
A window isblankuntil somethingis
written on it. Windows have frames
suppliedbythewindowsystem.We'll
talk about them later in this chapter.
Until then, we'll dispense with the
frame andshowjustthewindowitself
with a line around it.
Figure 3.2
You now canwrite text in thewindow usingWWriteO, as in
WWrite(" Hello world!")
which produces the result shown in Figure 3.3.
He11 0 wor1d ! WritingText in a Window
Note that there is a blankatthebegin-
ningofthestring literal. Thisprovides
spacebetweentheedgeofthewindow
and the H.
Figure 3.3
Drawing (lines, shapes, and so forth) is doneby other procedures. For
example,thefollowingcallofDrawRectangleOdrawsa rectangle50pixelswide
and 20 pixels highwith its upper-leftcorner atposition (60,80) inthewindow:
DrawRectangle(60, 80, 50, 20)
The result is showninFigure 3.4.62
Hello world!
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Adding a Rectangle
In DrawRectangleO, the first two ar-
guments specify the upper-leftcomer
oftherectanglebeingdrawn.Thethird
andfourthargumentsspecifyitswidth
and height respectively.
Figure 3.4
Althoughit'snotshownhere,severalrectanglescanbedrawnwithone
call of DrawRectangleO, which takes an arbitrary number of arguments that
specifysuccessivequadruplesofx-ycoordinates,width,andheight.Thisis true
for most drawing procedures.
Whentheprogramterminates,thewindowdisappears. Theeasiestway
to keep this from happeningimmediatelyis to call WDoneO, whichwaitsuntil
a q (for"quit")istyped.OnlythendoesWDoneO return.Afterthat,theprogram
terminatesand thewindow vanishes.
Window Attributes
A window has numerous attributes; a full list is given inAppendix G.
Two important attributes are the background and foreground colors of a
window.A windowis filledwiththebackgroundcolorwhenitisopened.Text,
points, and lines are drawn in the foreground color. As indicated in the
preceding example, the default background color is white and the default
foregroundisblack.Eitherorbothofthesecanbechangedbyaddingarguments
to the WOpenO call. Forexample,
WOpen(lsize=400,300", "bg=light gray")
WWrite(" Hello world!")
DrawRectangle(60, 80, 50, 20)
produces a window such as the one shownin Figure 3.5.Chapter 3 Graphics
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A LightGray Background
Many monitors supportat least a few
colors or shades of gray and give the
appearance shown here. Some moni-
tors, however,supportonlyblackand
white. Onsucha monitor,lightgrayis
rendered as white, since it's closer to
white than to black. The result is, of
course, not at all like this.
Figure 3.5
The attributes associated with a window can be changed after the
window is opened. For example,
Fg("white")
Bg("black")
changes the foreground color to white and the background color toblack. The
currentwindow appearanceis notaltered,butsubsequentdrawingoperations
are affected.
TheprocedureWAttribO canbeusedtosetorgetthevaluesofattributes.
Several attributes canbe setin one call. For example,
WAttrib(lfg=white", "bg=black")
has the same effect as
Fg("white")
Bg("black")
If theequalsignandvalueareomittedintheargumentto WAttribO, the
value of the attribute is returned. Numeric attributes produce integers; most
other attributes are strings. For example,
foreground := WAttrib(lfg")
assigns the foreground color to the variable foreground.
WindowsinIconhavemanyotherattributes. Forexample,theattribute
Iinewidth canbe setto control the thickness ofdrawnlines. Thus,
WAttrib(llinewidth=3")
causes subsequent DrawRectangleO calls to produce borders that are three
pixels thick.64 Graphics Chapter 3
Someproceduresdrawshapesfilledintheforegroundcolorratherthan
outlines. Forexample,
Fg("white")
FiIIRectangle(200, 100, 50, 50)
draws a solid white square, as shownin Figure 3.6.
Hello world! Legibility
A gray background can soften the vi-
sual appearance of a window, but it
also reduces legibility. In particular,
white on gray often is difficult to dis-
tinguish.
Figure 3.6
EraseAreaOislikeFiIIRectangleOexceptthatitfills withthebackground
color. EraseAreaO typicallyiscalledwithnoarguments,whicherasestheentire
window.
Example - Random Rectangles
What we've described so far is enough to write a simple program to
display rectangles of randomly selected colors and sizes - a (poor) sort of
"modemart".
Herewe'lluse a window500 pixelswideand300 pixelshighand draw
outlines of rectangles. The dimensions of the rectangles will be selected ran-
domlyfrombetweenonepixelandthewindowdimensions.Theirpositionswill
be randomly selected also.
$define Width 500
$define Height 300
link graphics
procedure mainO
local x, y, w, h
WOpen("size=" II Width II "," II Height)Chapter 3 Graphics
repeat {
w:= ?Width
h := ?Height
x := ?Width - w / 2
Y:= ?Height- h / 2
DrawRectangle(x, y, w, h)
WDelay(300)
}
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end
Whenthesizesandpositionsoftherectanglesareselectedinthisway,portions
of them may fall outside the window. Such portions are "dipped" and not
drawn. The procedure WDelay(300) delays program execution 300 millisec-
onds. This prevents the drawing from proceeding too rapidly to appreciate.
A typical display from this programis showninFigure 3.7.
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Random Rectangles
Mindless, random draw-
ingslikethisareeasytopro-
duceandsometimesareat-
tractive. We'll show more
sophisticated applications
ofthistechniquelaterinthe
book.
Figure 3.7
We can make the results more interesting by allowing for filled rect-
anglesaswellasoutlinesandbyprovidinga selectionofcolors. A typicalresult
is shownin Figure 3.8.
colors := ["red", "blue", "green", "yellow", "purple", "white", "black"]
Rect := [FiIIRectangle, DrawRectangle]
WOpen("size=" II Width II"," II Height)
repeat {
w:= ?Width
h := ?Height
x := ?Width - w / 2
Y:= ?Height - h / 266
Fg(?colors)
(?Rect)(x. y, w, h)
WDelay(300)
}
Events
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More Random Rectangles
You will, ofcourse, have to
imagine the colors. All we
can do here is represent
them by shades of gray.
We'llhavemoretosayabout
this later.
Figure 3.8
Whenyouruntheprogramshownabove, theshapeschangeandgoby,
beyondyourcontrol. Youmightwantto beable tostop the drawingprocessto
examine the results more closely, as we did to get the images shown in the
precedingfigures. This canbedonebyhaving the programlook for events.
When the mouse pointer is in a window, an event is produced by
pressinga keyora mousebutton, moving the mousewitha buttonpressed, or
releasing a mouse button.
Events are queued so that they are not lost if it takes a while for the
programto getaround to processingthem. The queueis anIcon list thatis the
value of PendingO. For example,
*PendingO > 0
succeeds if an event is pending.
Theprocedure EventO producesthenexteventandremovesitfromthe
queue. If thereis nopendingevent, EventO simplywaitsfor one. When EventO
removesaneventfrom the queue, thepositiononthescreenatwhichthe event
occurred is recorded inkeywords.
Thevalueofakeyboardeventisa one-characterstringcorrespondingto
the key pressed. Mouse events are integers for which there are corresponding
keywords.Forexample,&rpressand&rreleasearethevaluesfor theeventsthat
occurwhen the rightmousebutton is pressed and released, respectively.Chapter 3 Graphics 67
Pressingandreleasingtherightmousebuttoncouldbeusedtocausethe
drawingprogramgivenearliertostopandstart.Similarly,pressingtheqkeyon
the keyboard could be used to cause the programto terminate.
To illustrate this, a check for events can be added at the end of the
drawing loop:
repeat {
Fg(?colors)
(?Rect)(x, y, w, h)
WDelay(300)
while *PendingO > 0 do {
case EventO of {
&rpress: {
until EventO === &rrelease
}
"q": exitO
}
}
}
The while loop continues as long as there is a pending event. If the
pendingeventis a q, programexecution is terminated via exitO. (The window
isclosedandvanishesinsuchacase.)Iftherightmousebuttonispressed,control
dropsintoanotherloopwaitingforthebuttontobereleased.Allothereventsare
ignored.
Window Management
Thegraphicssystemdeterminestheappearanceofawindowandallows
the user to control its size and location on the screen. The appearance of a
window and how itis manipulated depend on the particular graphics system.
Most graphics systems provide a title bar that contains an identifying
labelforthewindow.Thelabelcanbesetwhenthewindowis openedusingthe
label attribute, as in
WOpenC'label=Help")
There usually is a border that frames the window and sets it off from
other items on the screen. Some graphics systems provide control areas at the
comersthatallowtheusertomanipulatethewindow.Usingthesecontrolareas,
the usercanmovethewindow, resize it, and so forth. Inthis way, the usercan68 Graphics Chapter 3
manipulate the window without any action on the part of the program that
created thewindow. Typical windows are shown in Figure 3.9.
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Typical Windows Figure 3.9
Differentgraphicssystemsprovidedifferentappearancesanddifferent
waysofmanipulatingwindows.Whichmanipulationsareallowedand
how they are done contribute to the "look and feel" of the graphics
system. The window on the left is typical of a platform using the X
WindowSystemand theMotifWindowManager. Thewindowonthe
right is from Windows 95.
Boththeuserandtheprogramworkthroughthegraphicssystem.Since
graphics systems vary, it's inevitable that some graphics systems support
operations that others don't. Consequently, some features that work on one
system may notworkon another.
Bydefault,ifthegraphicssystemsupportsit,Iconpreventstheuserfrom
resizingitswindows.Userresizingcanbeenabledbyusingthe resize attribute,
as in
WAttrib("resize=on")
Most graphics systems provide a way to record a "snapshot" of a
window. That's how the images shown in this book were produced.
Library Resources
In later chapters, we'll use this section to highlight some of the more
useful libraryprocedures that are related to the subjectathand.Chapter 3 Graphics 69
The library also contains a collection of utilities, demonstrations, and
othergraphicsprograms.Theseareusefulnotjustforthetaskstheyperformbut
also asprogrammingexamples. Studying thesecanprovide additional insight
into Icon graphics.
Tips, Techniques, and Examples
Lists of Attributes
Windowattributescanbestoredinlistsandusedfor openingwindows
or setting their attributes. For example, the following lists contain different
attributes for use in opening windows for different situations:
normal := ["bg=white", "fg=black"]
notice := ["bg=red", "fg=white"]
pasteboard := ["bg=gray", "fg=black", "size=640,480"]
Then a windowwith the attributes given in normal canbe openedby
WOpen ! normal
a window with the attribute given in notice by
WOpen ! notice
and soon. Notethatthis allowswindows to beopenedwithdifferentnumbers
of attributes withouthaving to specify themin the textofthe program.
Using the Title Bar to Show Program Status
The window's label attribute, which appears in its title bar, can be
changed at any time. Updating the title bar is a way to inform the user of an
application's status.
Someapplicationsupdatethelabelattributeeverytimetheuserswitches
to a newkindoftask. Otherapplications use the label attribute to keep theuser
informed ofthe current time. The following sectionofcodereads a list offiles,
updating the titlebarwith thename ofeach file read.
every filename := !files do {
WAttrib("label=reading II II filename II "...")
# process file
}Chapter4
Drawing
Drawing is an important component ofmany graphics applications, and Icon
providesprocedures for drawingpoints, lines, curves, andothershapes. Com-
plicated images canbebuilt up using these primitive operations.
Drawing is comparatively easy in Icon, and a few simple principles
apply to all drawing operations. We'll cover all the drawing operationsin this
chapter, showing how they can be used. You'll find a description of various
details related to drawing in Appendix I.
Intheexamplesthatfollow, we'll assumea windowofappropriatesize
and omit coding details. In the last section of this chapter, we'll give some
programming tips and techniques.
Points
The mostelementarydrawing procedure is
DrawPoint(x, y)
which draws a single pointatthe specified x-y coordinateposition. Drawing a
pointsets the pixel at thatlocation to the foreground color.
Anynumberofpointscanbedrawninasinglecallof DrawPointOsimply
by adding more arguments, two for each coordinate position. An example is
DrawPoint(10, 20, 12,22, 14,24, 16,26)
which draws four points to produce a shortdotted diagonal line.
Manyimagesaremostnaturallycomposedbydrawingall theirpoints,
onebyone. Anexampleis theSierpinskitriangle (also knownas theSierpinski
gasket), a simple but fascinating fractal. There are many ways to draw the
Sierpinskitriangle, mostofthemmysterious. Wewon'texplaintheunderlying
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# top vertex
# current point
# lower-left vertex
# mark new location
# move halfway to corner
# move halfway to corner
# move halfway to corner
# loop until interrupted
# pick corner randomly
# lower-right vertex
principles here, butifyou want to learn more, see Barnsley (1988) or Peitgen,
Jiigens, andSaupe (1992).
ThefollowingcodesegmentdrawstheSierpinskitriangleona 400 x400
area.TheprocedureWQuitO succeedsandcausesthelooptoterminatewhenthe
user presses the q key. An example ofthe resultis shown inFigure 4.1.
$define Width 400
$define Height 400
$define X1 0
$define Y1 Height
$define X2 (Width / 2)
$define Y2 0
$define X3 Width
$define Y3 Height
x:= Width / 2
Y:= Height / 2
until WQuitO do {
case ?3 of {
1: {
x := (x + X1) / 2
Y:= (y + Y1) / 2
}
2: {
x := (x + X2) / 2
Y:= (y + Y2) / 2
}
3: {
x := (x + X3) / 2
Y:= (y + Y3) / 2
}
}
DrawPoint(x, y)
}
A morecomplexversionofthisprogram,fromtheIconprogramlibrary,
produced the colorimagesseenin Plate4.1.Chapter 4 Drawing
Lines
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Sierpinski'sTriangle
Starting with a blank window,
Sierpinski/strianglegraduallyisfilled
in, pixel by pixel. The process contin-
uesindefinitely,butsincethewindow
hasafinitenumberofpixels,theimage
eventuallystopschanging.Here'swhat
it looks like after about 80/000 itera-
tions.
Figure 4.1
Sincea windowiscomposedonlyofpixels, anyimagecanbeproduced
by drawing it point by point. Usually, though, drawing individual pixels is
tedious,inefficient,andcomputationallyawkward.Evendrawingastraightline
between two points is painful when done pixel bypixel.
The procedure
DrawLine(x1 , y1 , x2, y2)
draws a line from the first x-y coordinateposition to the second.
Manyimagescanbeproducedjustbydrawinglines. Here'sa procedure
thatdrawsregularpolygons. Figure4.2 showsa regularpolygondrawnbythis
procedure.
# Draw a regular polygon with the specified number of vertices and
# radius, centered at (cx,cy).
procedure rpoly(cx, cy, radius, vertices)
local theta, incr, xprev, yprev, x, y
theta := 0 # initial angle
incr := 2 * &pi I vertices
xprev := cx + radius * cos(theta) # initial position
yprev := cy + radius * sin(theta)74
every 1 to vertices do {
theta +:= incr
x := cx + radius * cos(theta)
y := cy + radius * sin(theta)
DrawLine(xprev, yprev, x, y)
xprev:= x
yprev:= y
}
return
end
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# new position
# update old position
Regular Polygon
This octagon was drawnby
rpoly(200, 200, 180, 8)
As the number of vertices increases,
the corresponding polygons become
more circular in appearance.
Figure4.2
Regular stars can be drawn by skipping over vertices in the drawing
process. All that's necessaryis to change the angular increment accordingly:
incr := skips * 2 * &pi / vertices
with the procedure header rstar(cx, cy, radius, vertices, skips).
Themostinterestingfigures usuallyoccurwhenthenumberofvertices
and the number of skips are relatively prime, so that a line is drawn to every
vertex only once and each vertex is visited. Figure4.3 shows an example.Chapter 4 Drawing 75
Regular Star
This regular starwas drawnby
rstar(200, 200, 180, 8, 3)
What happens with skips of 4? Try
other combinations, like 100 vertices
with skips of31.
Figure4.3
The preceding examples draw one line at a time. Like DrawPointO,
DrawLineOacceptsanarbitrarynumberofarguments,apairforeachcoordinate
position. Lines areconnected, drawingfrom positionto position. Forexample,
DrawLine(200, 50, 250, 150, 300, 100, 200, 50)
draws a trianglewithvertices at (200, 50), (250, 150), and (300, 100).
If coordinate positions are computed during program execution, it
sometimes is more convenient to put them on a list and use list invocation to
drawthelines. Thus, the regularstarprogramcouldberecastas follows, using
only a single call of DrawLineO:
theta :=°
incr := skips * 2 * &pi / vertices
points := [cx + radius * cos(theta), cy + radius * sin(theta)]
every 1 to vertices do {
theta +:= incr
put(points, cx + radius * cos(theta), cy + radius * sin(theta»
}
DrawLine ! points
The procedure DrawSegmentO is similar to DrawLineO, but instead of
connecting lines from position to position, line segments are drawn between
successive pairs of positions. With only two positions (four arguments),
DrawLineO and DrawSegmentO produce the same results. DrawSegmentO is
useful for drawing several disconnected lines inone call.76 Drawing Chapter 4
Forexample,thespokesofawheelcanbedrawnasfollows. Anexample
is shownin Figure 4.4.
# Draw n spokes with the given radius, centered at (cx,cy).
procedure spokes(cx, cy, radius, n)
local theta, incr, points
theta := 0
incr := 2 * &pi / n
points := []
every 1 to n do {
put(points, cx, cy)
put(points, cx + radius * cos(theta), cy + radius * sin(theta))
theta +:= incr
}
DrawSegment ! points
return
end
Spokes
This figure was drawnby
spokes(200, 200, 180, 25)
Notice thevisualartifactsatthecenter.
Later in this chapter, we'll add a hub
and a rim to make this look like a
wheel. What happens if DrawLineO is
used in place ofDrawSegmentO?
Figure 4.4Chapter 4 Drawing
Rectangles
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AsshowninChapter3, DrawRectangleO drawsa rectanglespecifiedby
its comerlocation and size:
DrawRectangle(x, y, width, height)
Ifwidth and heightarepositive, x andyspecifytheupper-leftcomer. However,
eitherwidth or height(orboth)canbenegative toextendthe rectangle leftward
orupward from the startingpoint. This is truefor all procedures thatspecifya
rectangular area.
Hereisa codesegmentthatproducesthesimpledesignshowninFigure
4.5:
every x := 10 to 140 by 10 do
DrawRectangle(x, x, 300 - 2 * x, 400 - 2 * x)
Rectangles
Try changing the spacing and number of rect-
angles to see what opticaleffects you canget.
-
~
Figure 4.5
Asthisexampleillustrates, DrawRectangleO drawsonlytheoutlineofa
rectangle. FiIIRectangleO draws solid rectangles that are filled with the fore-
ground color.
Here's a code segment that draws a checkerboard. The squares are
numbered across and down, startingat(0,0). A squareis filledifthesumofthe
horizontal and vertical counts is odd. The result is showninFigure4.6.78 Drawing Chapter 4
$define Size 40
$define Edge 4
$define Offset 40
$define Squares 8
# draw the squares
every i := 0 to Squares - 1 do
every j := 0 to Squares - 1 do
if (i + j) % 2 =1 then
FillRectangle(Offset + i * Size, Offset + j * Size, Size, Size)
# add borderand edge
DrawRectangle(Offset, Offset, Squares * Size, Squares * Size)
DrawRectangle(Offset - Edge, Offset - Edge,
Squares * Size + 2 * Edge, Squares *Size + 2 * Edge)
A Checkerboard
What change to the code would be
needed to reverse the coloring of the
squares,sothatthebottom-leftsquare
was white?
Figure4.6
EraseArea(x, y, w, h) issimilartoFiIIRectangte(),butitfillsarectangular
areausingthebackgroundcolorinsteadoftheforegroundcolor.Thearguments
x and y default to the upper-left pixel of the window, and wand h default to
values that extend the area to the opposite edges, so that EraseArea() withno
arguments erases the entire window.
DrawRectangle(), FillRectangle(), and EraseArea() all draw multiple
rectanglesifprovided with additional setsofarguments.Chapter 4 Drawing
Polygons
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The procedure DrawPolygonO draws the polygon whose vertices are
given by successive x-y argument pairs. For example, the rows of triangles
shownin Figure 4.7 canbedrawn as follows:
v:=(20,115,210,305]
every x := !v do
every y := !v do
DrawPolygon(x + 40, y, x, Y+ 80, x + 80, Y+ 80)
Notice that only the coordinates of the vertices need to be given; the figure is
closed automatically.
Triangles
Try writing a procedure in which the
size of the triangles andthe numberof
rows and columns are parameters.
Figure 4.7
The procedure FiIIPolygonO draws a polygon that is filled in the fore-
ground color. Changing DrawPolygonO to FiIIPolygonO in the preceding ex-
ampleproduces the resultshowninFigure4.8.80 Drawing Chapter 4
FilledTriangles
Later in this chapter, we'll show how
figures can be filled with patterns in-
stead ofbeing solid.
Figure4.8
If the sides of a polygon intersect, the "even-odd" rule determines the
portions of the drawing that are considered to be inside the polygon for the
purposes offilling. With this rule, a pointis interior to the polygon, and hence
filled, ifanimaginarylinedrawnbetweenthepointandoneoutsideofthefigure
crossesthelinesofthefigureanoddnumberoftimes.ThisisillustratedinFigure
4.9, inwhich FillPolygonO is used to draw a regular star.
Filled Star
This filled star has 31 vertices drawn
withskipsof11. Sincea filled polygon
must be drawn with a single call of
FillPolygonO, the points for this figure
were put in a list for list invocation.
Figure4.9Chapter 4 Drawing 81
Complicatedfilled polygonscanproduceinterestingdesigns,asshown
in Figure 4.10.
A Filled Star
Itmaynotlooklikeit,butthisisa filled
regular star. There are 504 vertices
drawn with skips of 251.
Figure 4.10
Circles and Arcs
So far, all the drawing procedures have produced straight lines. The
procedure
DrawCircle(x, y, r, theta, alpha)
drawsa circulararccenteredatxandywithradius r. Theargumentthetais the
starting angle measured from 0 along the positive x axis (3 o'clock). The last
argument is the angular extent of the arc (not the ending angle). Angles are
measured in radians; positive values indicate a clockwise direction.
There are defaults for the last two arguments. If theta is omitted, it
defaults to 0, andifalpha is omitted,itdefaults to 21t, a complete arc. Thus,
DrawCircle(100, 200, 25)
draws a circle 50pixels in diametercentered at (100,200).
FiIICircleO is like DrawCircleO, except that the arc is filled in the fore-
groundcolor.Ifa filled arc is notcomplete,itis wedge-shaped. Plate4.2 shows
a window full of "paintsplatters" producedby using FiIICircleO.
Figure4.11 showshowawheelcanbeproducedbyaddingcirclestothe
spokes producedbyspokesO (shownearlier in Figure 4.4).82 Drawing Chapter 4
procedure wheel(cx, cy, radius, n, hubradius, tirewidth, rimwidth)
local i, tireradius
spokes(cx, cy, radius, n)
DrawCircle(cx, cy, radius)
FiIlCircle(cx, cy, hubradius)
tireradius := radius + rimwidth
every i :=°to tirewidth - 1 do
DrawCircle(cx, cy, tireradius + i)
return
end
A Wheel
This wheel was drawnby
wheel(200, 200, 180,25,25,8, 10)
Notice that the hub covers the visual
artifacts that are noticeable in Figure
4.4.
Figure4.11
Partial arcs also are useful insome kinds ofdrawings. The familiar egg
shape,whichis pleasingbutnotrepresentablebya simplemathematicalcurve,
providesanexample. A seriesofarcs canbecombined to producea reasonable
approximation to the shape ofanegg, as showninFigure 4.12.
every y:= 701150 do
every x := 50 to 350 by 60 do
DrawCircle(
x, y, 20, 0.0, &pi,
x + 20, y, 40, &pi, &pi 14,
x, Y- 20, 12, 5 * &pi 14, &pi 12,
x-20, y, 40, 7 * &pi 14, &pi/4
)Chapter 4 Drawing 83
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A Dozen Eggs
We'llleaveittoyoutodrawthechicken.
Figure 4.12
"Arched"starsprovideanotherexampleoftheuseofarcs. Youcanskip
this example ifyou don't enjoy trigonometry. See Figure4.13.
# center of arc
# angle to arc center
# arc ra~ius, rounded up
# arc extent
# ensure valid eccentricity
# half of subtended angle
# arc center radius
# draw arched star at (x,y) with eccentricity ecc
procedure astar(cx, cy, radius, vertices, ecc)
local acr, x, y, r, kappa, theta, extent
if ecc < 0.1 then ecc := 0.1
kappa := &pi / vertices
acr := radius / (ecc * cos(kappa»
x := acr - radius * cos(kappa)
y := radius * sin(kappa)
r := sqrt(y 1\ 2 + X 1\ 2) + 0.5
extent := 2 * atan(y, x)
theta := &pi / 2
every 1 to vertices do {
x := cx + acr * cos(theta)
y := cy + acr * sin(theta)
DrawCircle(x, y, r, theta + &pi - extent / 2, extent)
theta +:= 2 * kappa
}
return
end84 Drawing Chapter 4
Arched Star
This arched starwas drawnby
astar(200, 200, 180, 9, 1.0)
Tryothervaluestoseewhateffectsyou
can get.
Figure4.13
Arcs also canbe drawnby
DrawArc(x, y, w, h, theta, alpha)
In this procedure, x, y, w, and h specify a bounding rectangle within
which arcs are drawn; theta and alpha are the starting angle and extent as in
DrawCircleO. Thecenteris at(x +w/ 2, Y+ h / 2).Ifwand haredifferent,thearc
is elliptical. For example, the following code produces the drawing shown in
Figure 4.14:
DrawRectangle(10, 10, 380, 280)
DrawLine(10, 10, 390, 290)
DrawLine(10, 290, 390,10)
DrawArc(10, 10, 380, 280, &pi /4, &pi)
Elliptical Arc
Noticethatiftheboundingrectangleis
not square, the angles are distorted
accordingtotherectangle.Thus,astart-
ing angle ofn/4 corresponds to a line
from the center through the bottom-
right comer of the rectangle.
Figure4.14Chapter 4 Drawing 85
The defaults for the angular measurements are the same as for
DrawCircleO. FillArcO draws filled arcs and takes the same arguments as
DrawArcO·
Additional sets of arguments can be given in all four procedures to
produce multiple arcs with one procedure call.
Smooth Curves
The procedure DrawCurveO draws a smooth curve through the x-y
coordinatesspecifiedinitsargumentlist. Ifthefirst andlastcoordinatesarethe
same, thecurve is closed. Anexample is shownin Figure 4.15.
Curved Star
1hiscurvedstarwasproducedbyusing
DrawCurveO with the same vertices
that were used in Figure4.3.
Figure4.15
DrawCurveO is designed to draw smooth, visually attractive curves
through arbitrarily placed points. Catmull-Rom splines (Barry and Goldman,
1988) are used to accomplish this. These curves are relatively complicated
mathematicallyandit'snoteasytopredictorcontrol theircurvature.Theyare,
however, globallysmoothand pass through all the specified points.
Line Attributes
The default width of drawn lines is one pixel, as illustrated in the
preceding figures. A different line width can be set by using the Iinewidth
attribute. Forexample,86 Drawing Chapter 4
# initial y coordinate
# initial linewidth
# set Iinewidth
#·draw full-width line
# increment location
# increment linewidth
WAttrib(llinewidth=3")
sets the line width for subsequent line drawing to three pixels. Wide lines are
centered along the line thatwouldbedrawn if the line widthwere 1.
UsingalargerlinewidthallowsthetireshowninFigure4.11 tobedrawn
withonearc. Thelooppreviouslyusedtodrawthe tire onelineata timecanbe
replaced by
WAttrib(llinewidth=" II tirewidth)
DrawCircle(cx, cy, tireradius + tirewidth / 2)
Another use of line widths is illustrated by Figure 4.16.
Sunset Scene
Oh, to be in Bali.
n
t
Figure4.16
The code to draw this figure is:
y:= 165
w:= 1
every 1 to 9 do {
WAttrib(llinewidth=" II w)
DrawLine(O, y, 500, y)
Y+:= 2 * w + 1
w +:= w / 3 + 1
}
WAttrib("linewidth=4") # draw thick arc
DrawCircle(150, 140,50, &pi / 6, -4 * &pi / 3)
Theattributelinestyledeterminesthestyleinwhichlinesaredrawn.The
defaultstyleis "solid", asillustratedinprecedingfigures. Thelinestyle"striped"
produces a dashed lineinwhich pixels are first drawnintheforeground color,
followed by pixels in the background color, and so on.Chapter 4 Drawing 87
The line style "dashed" is similar to "striped", except that no pixels are
drawn in the gaps between those drawn in the foreground color. Thus, the
background in the gaps is left unchanged.
Thefollowingcodesegmentuseslinestylestodepictahighwayintersec-
tion.
WAttrib(llinewidth=3")
# main road
Fg("light gray")
FiIIRectangle(O, 50, 500, 160)
Fg("black")
DrawLine(O, 126, 500, 126)
DrawLine(O, 134, 500, 134)
WAttrib(llinestyle=striped")
DrawLine(O, 88, 500, 88)
DrawLine(O, 172, 500, 172)
# side road
Fg("light gray")
FiIIRectangle(120, 50, 80, 250)
Fg("black")
WAttrib(llinestyle=dashed")
DrawLine(160, 210,160,300)
The result is shownin Figure 4.17.
I
I
I
I
I
# pavement
# double center line
# lane stripes
# pavement
# center line
A Highway Intersection
Notice the different results
produced by striped lines
on the main road and
dashed lines on the side
road.
Figure4.1788
Reversible Drawing
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All drawing operations combine some source pixels (to be drawn) with
somedestination pixels (presentlyinthe window). Theway source and destina-
tion pixelsarecombinedis specifiedbytheattributedrawop. Thedefaultvalue
of drawop is "copy·, in which case source pixels replace destination pixels, as
illustrated by previous examples.
Thevalue"reverse"allowsreversible drawing.Ifthedrawopattributeis
setto "reverse", drawingchanges the pixels thatare inthe foreground color to
thebackgroundcolor,andvice-versa.Thecolordrawnondestinationpixelsthat
are neither the foreground nor the background color is undefined, but in any
event,drawing a pixel a second time restores the pixel to its originalcolor.
Drawing the same figure twice in reverse mode erases it. Forexample,
WAttrib("drawop=reverse")
every x := 1 to 100 do {
FillRectangle(x, 100, 10,20)
WDelay(1)
FiIIRectangle(x, 100, 10, 20)
}
FiIIRectangle(x, 100, 10, 20)
movesa smallrectanglehorizontallyacrossthescreen,leavinganimageonlyat
the end.
Thenormal mode ofdrawing canbe restored by
WAttrib("drawop=copy")
Coordinate Translation
Theattributesdx anddy translatethepositionatwhichoutputis placed
in a window in the x and y directions, respectively. For example, as a resultof
WAttrib("dx=10", "dy=20")
outputtothewindowis offsetby10pixelsinthexdirectionand20pixelsinthe
y direction, and DrawCircle(100, 100) now draws a circle with its center at
(110,120). Positiveoffsetslikethismovetheorigintotheinteriorofthewindow,
giving negative locations to some parts of the window. In the example, the
upper-leftcornernow is addressed as (-10,-20).
Changing the offsets makes it easyto draw thesamefigure at different
placesina window. Thefollowing codesegmentproducestheimageshownin
Figure 4.18.Chapter 4 Drawing
WAttrib(llinewidth=3")
every x := 50 to 350 by 100 do {
every y := 60 to 240 by 60 do {
WAttrib("dx=" II x, "dy=" II y)
DrawCurve(20, -20, -5, 0, 20, 20, 35, 0,
0,-20,-35,0,-20,20,5,0,-20,-20)
}
}
Pretzels
89
00 00 00 00
00 00 00 00
00 00 00 00
00 00 00 00
Trymodifyingthecodetoproducethis
figure withoutcoordinate translation.
Figure 4.18
Notethatsetting dx ordy replaces thepreviousvalue; theeffectsdonot
accumulate.TwocallsofWAttrib("dx=1 Oil) arenotthesameasWAttrib(ldx=20").
Clipping
The procedure Clip(x, y, w, h) restricts drawing to the specified rectan-
gular area. Drawing outside the clipping region is not an error; everything
proceedsnormallyexceptthatnothingoutsidetheregionis altered.Clippingis
appliedonapixelbasis:Characterscanbecutinhalf,arcscutintosegments,and
soon.
The extent of clipping also can be queried or set using the individual
attributesclipx, clipy, c1ipw, andcliph. Clippingis disabledbycallingCIiPO with
noarguments.Whenclippingis disabled,theentirewindowiswritable,butthe
graphics systemstill discards any outputbeyond thewindow's edge.
Clipping is particularly useful when making a drawing whose extent
cannotbecontrolledeasily. Forexample,thefollowing codesegmentproduces
rings confined to a frame, as shownin Figure 4.19.90
DrawRectangle(20, 20, 360, 260)
Clip(21, 21, 359, 259)
every 1 to 50 do {
x:= ?400
y:= ?300
WAttrib(lfg=black", Ilinewidth=5")
DrawCircle(x, y, 30)
WAttrib(lfg=white", Ilinewidth=3")
DrawCircle(x, y, 30)
}
Library Resources
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# draw frame
# clip to inside of frame
# choose random coordinates
# draw ring in black
# color with white band
A Field of Rings
Canyou imagine how to produce this
image withoutclipping?
Figure 4.19
The gpxop module, which is incorporated by link graphics, includes a
procedure Translate(dx, dy, w, h) for setting the dx and dy attributes and
optionallysetting a clipping region.
The barchart and strpchrt modules provide families of procedures for
creatingbar charts and strip charts respectively.
The fstars, jolygs, and orbits modules contain procedures for drawing
fractal stars, "jolygons", and orbits.
Thedrawcardmodulesuppliesdrawcard(x, y, c),whichdrawsanimage
ofa playing card.Chapter 4 Drawing
Tips, Techniques, and Examples
Fractal Stars
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The previous sections show how interesting figures can be produced
usingonlytherepetitionofsimplerules. "Fractalstars"showwhatcanbe done
with only slightly more complicated operations. A fractal star consists of
successively smaller replicas ofa figure, producing a resultwith "self-similar-
ity" inwhich small parts havethesamestructureas the overall figure, butat a
reducedscale. We'lllimitthereplicationand reductionbyspecifyinga limiton
the number of "phases", so that we can get a complete drawing. As with
Sierpinski'striangle,theresolutionofthewindowisthepracticallimitingfactor.
Fortunately, even a smallnumber ofphases canproduce interesting results.
A fractalstarisproducedbydrawinga sequenceofconnectedlines,each
ata constantanglefrom thenext. If thebasicdesignhasn verticesandthereare
p phases, the number of lines drawn is n x (n _l)p-l. The computation of the
lengths of the lines is central to the idea. If the ratio of"radii" for successively
smaller figures is " the length of the ith line is ,p-!-l wheref is the number of
times n divides i evenly, stopping at p-l. That sounds complicated, but the
computation is relatively simple, as shown in the following procedure:
# Draw a fractal star with the specified number of vertices, phases,
# radius ratio, and angular increment. The parameter extent determines
# the "diameter" of the star; x and yare used to position the
# figure in the window.
procedure fstar(x, y, extent, vertices, phases, ratio, incr)
local theta, xprev, yprev, resid, factors, length, i
theta := 0 # starting angle
every i := 0 to vertices * (vertices - 1) 1\ (phases - 1) do {
resid := i # residual after division
factors := 0 # number of factors
# divide and count
until (resid % (vertices - 1) -= 0) I (factors >= (phases - 1)) do {
resid /:= (vertices - 1)
factors +:= 1
}
length := extent * ratio 1\ (phases - factors - 1)
x +:= length * cos(theta) # end position
y +:= length * sin(theta)
if i > 0 then # skip first point
DrawLine(xprev, yprev, x, y)92
xprev:= x
yprev:= y
theta +:= incr
}
return
end
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# update previous position
Selecting parameters that producevisually interesting results is some-
thing of an art, as is positioning the figure on the window. The results can be
fascinating, as shownin Figure 4.20.
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Figure4.20
Itmayseemsurprisingthatthesetwofigures thataresodissimilarwere
drawn by the same procedure with only different parameters. The
fractal starat the left was drawnby
fstar(20, 165, 330, 5, 5, 0.35, 4 * &pi / 5)
while the one at the right was drawnby
fstar(20, 245, 330, 4, 8, 0.47, &pi /2)
See Delahaye (1986) or Lauwerier (1991) for additional information
aboutfractal stars.
Random Rectangles
In Chapter 3, we showed the interesting effects that can be obtained
using an element of randomness in drawing. Here's a more sophisticatedChapter 4 Drawing 93
procedure thatplaysatbeinga "modemartist"byrecursivelysubdividing the
windowintorectangles,eitherdrawingorfilling atrandom.Anexampleofthe
result is shown in Figure 4.21. rectO calls itself recursively to make smaller
rectangles. Thedecisiontosplitis madeindivide(),whichenforcesa minimum
sizebut also includes an element ofrandomness thatis controlledby Bias.
$define MinSide 10 # minimum size of a rectangle side
$define Gap 3 # gap between rectangles
$define Bias 20 # bias setting; affects size choices
# rect(x, y, W, h)-- draw rectangle, possibly subdivided, at (x,y)
procedure rect(x, y, w, h)
local d
# else draw single rectangle
# if cut vertically:
# draw left portion
# draw right portion
# if cut horizontally:
# draw top portion
# draw bottom portion
if d := divide(w < h) then {
rect(x, y, w, d)
rect(x, y + d, w, h - d)
}
else if d := divide(w) then {
rect(x, y, d, h)
rect(x + d, y, w - d, h)
}
else {
if ?2 =1 then
FiIlRectangle(x, y, w - Gap, h - Gap)
else
DrawRectangle(x, y, w - Gap-1, h - Gap-1)
# solid
# open
}
return
end
# divide(n)--find division point along length n
procedure divide(n)
if (n > 2 * MinSide) & (?n > Bias) then
return MinSide + ?(n - 2 * MinSide)
else
fail
end94
Animation
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Random Rectangles
At the end of Chapter 7,
we'll showa completepro-
gram that produces such
"paintings" in randomly
chosen colors.
Figure 4.21
Whensomethingonthescreenappearstomove, thisiscalledanimation.
Ofcourse,nothingis reallymoving;it'sanillusionproducedbythewaythings
are drawn and erased.
The movement of a single object on a solid background is the simplest
form ofanimation. This isaccomplishedbydrawing theobject, waitinga small
fraction ofa second, erasingitand redrawingitata slightly different location,
and repeating this as long as motion is wanted.
Delaying usually is accomplished by calling WDelayO. The timing
depends on the needs of the particular application, and in some cases the
processorspeedmaybethelimiting factor. If the timeneeded for computation
anddrawingisinsignificant,aloopusingWDelay(50)willdisplayabouttwenty
frames per second.
The following program uses this technique to display an animated
version of the sunset scene of Figure 4.16. The sun starts high in the sky, then
sinksslowlybelow the horizon. Figure4.22 shows some of the positions ofthe
sunbefore it sets.
$define Width 500
$define Height 300
$define Horizon 85
$define Radius 50
$define Delay 100
# window width
# window height
# y-eoordinate of horizon
# size of the sun
# frame delay in msecChapter 4 Drawing 95
# set line width
# draw line across window
# increment location
# increment line width
# x-coordinate step size
# y-coordinate step size
0.35
1.00
$define OX
$define OY
procedure mainO
local i, x, y, w
WQpen(lIwidth=1I II Width, IIheight=1I II Height) I
stop(II*** cannot open window
ll
)
# draw 1I0cean wavesII by varying the line width
y := Horizon # initial y coordinate
w := 1 # initial line width
while y - w / 2 < Height do {
WAtlrib(lIlinewidth=1I II w)
OrawLine(O, y, Width, y)
Y+:= 2 * w+ 1
w +:= w/ 3 + 1
}
# draw sun
# delay
# erase sun
# set next location
# initialize for drawing suns
WAtlrib(lIlinewidth=4") # set width of perimeter
Clip(O, 0, Width, Horizon) # don't draw below horizon
x := .3 * Width # initial x position
y := Radius + 10 # initial y position
# draw animated sun sinking to horizon
while y - Radius < Horizon do {
Fg("black
ll
)
OrawCircle(x, y, Radius)
WOelay(Oelay)
Fg(lIwhite
ll
)
DrawCircle(x, y. Radius)
x+:= OX
y +:= DY
}
WDoneO
end96 Drawing Chapter 4
Animated Sunset
Thegraycirclesshowsome
ofthepositionsofthesunas
it sets.
Figure 4.22
# update position
# erase all old circles
# number of balls
# ball radius
# maximum displacement
# delay per frame
# one ball and its velocity
Whenmultiple objects areinmotion, a single loop is used. Afterdelay-
ing, all objects are erased before any are redrawn; the ones drawn later will
appeartobe"infront" oftheotherswheretheyoverlap.Thefollowingprogram
displays ten balls bouncing lazily within the frame of the window. See Figure
4.23.
$define Balls 10
$define Radius 10
$define MaxDisp 5
$define Interval 20
record ball(x, y, dx, dy)
procedure mainO
local xmax, ymax, blist, b
WOpen(lsize=400,300") I stop(,'*** cannot open window")
xmax:= WAttrib(lwidth") - Radius
ymax := WAttrib(lheight") - Radius
blist := [] # list of balls
every 1 to Balls do # place entries randomly
put(blist, ball(?xmax, ?ymax, ?MaxDisp, ?MaxDisp»
until WQuitO do { # loop until interrupted
Fg("white")
every b := !blist do
DrawCirde(b.x, b.y, Radius)
every b := !blist do {
b.x +:= b.dx
b.y +:= b.dyChapter 4 Drawing
Fg("white")
FiIlCircle(b.x, b.y, Radius) # fill center
Fg(Ublack")
DrawCircle(b.x, b.y, Radius) # draw outline
if b.x < Radius I b.x > xmax then
b.dx := -b.dx # bounce horizontally
if b.y < Radius I b.y > ymax then
b.dy := -b.dy # bounce vertically
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}
WDelay(lnterval)
}
end
# delay between frames
Bouncing Balls
On paper, this is not very interesting.
On the screen, this simple animation
has an odd fascination.
o
o
o
o
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o
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Figure4.23
Ona slow system, a "flash" maybenoticeablewhenanobjectis erased
and redrawn. This canbemitigatedbyerasingjustthe partofthe object thatis
not to be overdrawn again, if this can be calculated easily. On a fast system,
flashing may happen so infrequently - and so quickly - that it poses no
problem.Theerasurestepcanbeskippedentirelyfor anobjectthatjustchanges
form withoutmoving, such as a spinning globe.
Other animation methods are described inChapters7 and 9.
Avoiding Round-Off Problems
Coordinatevaluesindrawingproceduresareintegers. Manycomputa-
tionsthatinvolvecoordinatevalues,ontheotherhand,usereal(floating-point)
arithmetic. For example, in
x + r * cos(theta)98 Drawing Chapter 4
xand rmaybeintegers,butcos(theta) produces a realnumber. Multiplyingan
integer by a real number produces a real number; Icon takes care of the
conversion automatically. Similarly, the addition of an integer and a real
number produces a real number. Consequently, the value of the preceding
expression is a real number.
As computationofsuccessivecoordinates continues, itis typical for all
valuestoberealnumbers.It'softenbesttocomputecoordinatesasrealnumbers
becausethisallowssub-pixelaccuracy.Iftheargumentsina drawingoperation
like
DrawLine(x1 , y1 , x2, y2)
arerealnumbers,theyareautomaticallyconvertedtotheintegersthatDrawLineO
expects.Conversiontruncatestherealnumbers,discardinganyfractionalparts.
Floating-point calculations are inexact. It is possible to start with a
coordinate value of 200.0, make a series of calculations that are designed to
return to the samepoint, andendupwitha resultingvalueof199.9999. When
that'struncatedtoaninteger,itbecomes199andaddressesadifferentpixel.The
result maybe a "kink" in a line that should be straightor two lines that fail to
meet as expected.
Aneasywaytoavoidsuchproblemsistostartfromthe"center"ofapixel
instead ofthe "edge", in this casebyusing a value of200.5. Whenthe series of
calculations ends up with 200.4999, the truncation to an integer produces the
same pixel coordinate as at the start.
This techniquedoesn'treallyreduceround-offerrors,butitreducesthe
probability that the errorswillproducevisible results.
Starting Drawings
Asillustratedinthecodefor drawingregularstarsandfractal stars,the
first computationin a series often is used to get a starting point for a drawing.
Linesarethendrawnfromthepreviouslycomputedpointtoanewlycomputed
one.Thefirstpointisanexception,sincenolineisdrawntoit,eventhoughitmay
be computed in the sameway as the rest of the points.
Oneway to handle this is to compute the first pointbefore the loop in
whichthe rest are computed, as in:
xprev := cx + radius * cos(theta) # initial position
yprev := cy + radius * sin(theta)
every 1 to vertices do {
theta +:= incrChapter 4 Drawing
x := cx + radius * cos(theta)
y := cy + radius *sin(theta)
DrawLine(xprev, yprev, x, y)
xprev:= x
yprev:= y
}
# new position
# update old position
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Duplicating expressions to handle the exception is unattractive, espe-
ciallyiftheyare complicated, as indrawingfractal stars. Onewayto avoid the
duplicationofexpressionsis to performall thecalculationsintheloopbutskip
drawing on the first pass through the loop:
every i := 0 to vertices do {
theta +:= incr
x := cx + radius *cos(theta) # new position
y := cy + radius * sin(theta)
if i > 0 then # draw only after first pass
DrawLine(xprev, yprev, x, y)
xprev := x # update old position
yprev:= y
}
Notice thata local identifierhasbeenaddedto serveasa loop counterand that
the loop now starts with 0, bringing thecomputationof the initial coordinates
into the loop.
There'sa simplerwayofdetectingthefirstpassthroughthisloop. Local
variableshavethenullvalueinitiallywhenaprocedureiscalled.Consequently,
xprevandyprevarenulluntiltheyareassignedothervaluesattheendofthefirst
passthroughtheloop. Testingoneofthemfor the nullvalueearlierintheloop
therefore canbe used to detect the first pass.
As described inChapter2, Icon providesaneasywayto determineifa
variableisnull ornot. The expression\x succeedsif xis notnullbutfails ifitis.
Consequently the test canbe written as
if \xprev then
DrawLine(xprev, yprev, x, y)
Note that the loop counter no longer is needed.
Inthis example,itis possible to make the testevenmoreconcise. Since
a procedureisnotcalledifoneofitsargumentexpressionsfails, theloopcanbe
written as
every 0 to vertices do {
theta +:= incr100
x := ex + radius * eos(theta)
y := ey + radius * sin(theta)
DrawLine(\xprev, yprev, x, y)
xprev:= X
yprev:= y
}
Figure Orientation
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# new position
# draw only after first pass
# update old position
As mentioned in Chapter 3, y values in a window increase in a down-
ward direction,whichis theoppositeoftheconventionalCartesiancoordinate
system. This is why positive angular values are in the clockwise direction for
procedures thatdraw arcs.
Inmanycases, the orientationand angulardirectionarenotimportant.
Forexample, many ofthe figures inthis chapterare symmetricwithrespect to
thehorizontalaxisorcanbepositionedwithaninitialangularoffsettogivethe
desired appearance. In other cases, however, a figure that is drawn using
Cartesian geometry is upside down when viewed in a conventional frame of
reference.
Consider the following code segment for plotting a sine curve:
$define points 300
$define xoff 50
$define base 200
$define yseale 60
$define xseale 100
every X := 0 to points do
DrawPoint(xoff + x, base + yseale * sin((2 * &pi * x) / xseale»
TheresultisshowninFigure4.24.Itlooksgoodata glance,butit'supsidedown.Chapter 4 Drawing
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v
101
SineCurve
The problem with incorrect orienta-
tion is that'it's easy to overlook.
Figure 4.24
Thisproblemcanbefixedbychangingthesignoftheyvalue,a technique
thatworks in general for cases like this:
every x := 0 to points do
DrawPoint(xoff + x, base + yscale *-sin«2 * &pi * x) / xscale»
A somewhat different problem with orientation occurs when a figure
needs tobe orientedso thatit doesn'tappear to defygravity. Forexample, the
octagon in Figure 4.2 balances on a vertex instead of resting on a side.
Foran n-sided regular figure, a horizontal bottomsidecanbe obtained
byusinga startinganglefor thefirstvertexofrt/2 +rt/n. Thisworkswhethern
is odd oreven.
Long Argument Lists
As illustrated by the examples in this chapter, it often is useful to put
manycoordinatepairsontoalistfor a singleinvocationofadrawingprocedure.
This is, in fact, the only way to use FiIIPolygonO and DrawCurveO to produce
drawingswith an arbitrarynumber of computed coordinatepairs.
Thenumberofargumentsinsuchcasescanbeverylarge. This presents
a technical problem, since expression evaluation in Icon uses a stack to store
arguments temporarily. Ifthere are too many arguments, stack overflow may
occur. If this happens, it may be possible to work around the problem by
increasingthestacksize. This canbe donebysettingtheenvironmentvariable
MSTKSIZE to a largevaluebefore theprogramis run.102 Drawing Chapter 4
Thedefaultvaluefor MSTKSIZEis10,000,wheretheunitisaword.Since
the implementationofIconis complex,it's generallynotworthtryingto figure
outa precisevaluefor MSTKSIZEthatissuitable.It'sworthknowing,however,
that every procedure argument occupies two words. On platforms with ad-
equatememory,suchas mostmodernworkstations,settinga largevalue,as in
setenv MSTKSIZE 500000
normally lets you workwithouthaving to worry about stack overflow.
Default Values
Some procedures use omitted arguments to provide defaults, so that
valuesthatoccurfrequently donothavetobespecifiedexplicitly. Forexample,
in log(r1, r2), if the second argument is omitted, the base defaults to &e.
Consequently, log(r) produces the natural logarithmof r.
Consider rstarsO, which draws regular polygons if it is called with a
value of1 for skips. For example,
rstars(200, 200, 180, 8, 1)
draws an octagon.
It's easy to provide a default of 1 for skips:
procedure rstars(cx, cy, radius, vertices, skips)
local theta, incr, xprev, yprev, x, y
/skips := 1
If skips is omitted, a null value is provided for it in a call of rstarsO. The
expression/skips succeeds and returns the variable skips onlyifskips has the
nullvalue. In this case, 1 is assigned to skips.
Randomizing Drawings
Asillustratedintheexamplesinthischapter,manyinterestingdrawings
canbeproducedbyintroducinganelementofrandomness. Using Icon'sbuilt-
inpseudo-randomnumbergenerator,everytime?xisevaluated,thenextvalue
in a pseudo-randomsequence is produced. The values in the pseudo-random
sequence are determined by a "seed", given by &random. The initial value of
&random is O.
Since &random always starts at 0, the "random" values produced by a
programare the same each time theprogram is run. In programdevelopment
and debugging, reproducible results maybe helpful. For applications that areChapter 4 Drawing 103
designed to produce drawings with an element of randomness, however,
different random sequences maybe needed for each programexecution. This
canbeaccomplishedbysetting &random to differentvalues dependingon, for
example,whattimeofdaytheprogramisrun. TheprocedurerandomizeO does
this, taking into account several variable factors. Calling this procedure at the
beginningofprogramexecutionvirtually assures thateachprogramexecution
willproducea differentrandomsequence. The procedure randomizeO isincor-
porated from thelibraryby a
link random
declaration.ChapterS
Turtle Graphics
Theprocedures inChapter4 treat drawinginan essentially algebraic manner,
in terms of computing the coordinates of points. In order to draw a line, for
example, itis necessary to specify itsbeginningand endingpoints, evenifthe
line begins where the last drawn line ends. Such drawing often involves
trigonometric computations even in simple situations.
In many cases, it is easier and more natural to specify drawing in a
navigationalmannerinwhichdrawingis donefroma currentpointbymoving
a specified amount in a specified direction, changing direction, and so on.
This chapter describes a system, called turtle graphics, that supports a
navigational form of drawing. We'll present the concepts and drawing proce-
duresfirst, followedbyadescriptionofhowtheyareimplementedbyprogram-
mer-defined procedures. At the end of this chapter, we'll presentan extended
example ofthe use of turtle graphics.
The procedures described in this chapter are part of the Icon program
libraryand canbe incorporated in a programby using the declaration
link turtle
The Turtle Graphics System
Concepts
The turtle graphics systemis based onturtle geometry, anapproachto
teachingchildrenaboutsomeaspectsofmathematics.Inturtlegeometry,aturtle
(whichisconceptualratherthanreal)movesaccordingtocommandstotraceout
variousshapes.Turtlegraphicscomesfromgivingtheturtletheabilitytodraw
asitmoves.
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TurtlegraphicsoriginallyappearedintheLogoprogramminglanguage
(Abelson and diSessa, 1980), butturtle graphics has beenadded to manyother
programming languages. The features and details ofturtle graphicsvary from
implementation to implementation. Some implementations are simple while
othersareelaborate,supportingmultipleturtlesandcolor. Despitetheirdiffer-
ences, all implementations share the same conceptual framework.
InIcon, there is a single turtle thatstarts out in thecenter of the subject
window and faces toward the top. Ifthere is no subject window, a 500-by-500
pixel window is opened.
The turtle moves in a straightline and changes its heading in response
tocommands. Whenitmoves,itmayormaynotdrawa line,dependingonthe
command. Drawing is done in the current foreground color.
Distances aremeasured in pixels. Angles are measured indegrees, and
the positive directionis clockwise. 0
0 is in thepositive x direction, so theinitial
heading of the turtle is -90
0 (facing straightupward).
Procedures
The turtle commands are expressed in terms of procedure calls. The
following procedures are provided:
Twoproceduresdraw lines. TDraw(n) moves the turtle forward n units
inthe directionitis facing, drawing a line fromwhereitwas to where itwinds
up.TDrawto(x, y) turnstheturtletoface towardthelocation(x,y) andmovesthe
turtle there while drawing a line.
TSkip(n) is like TDraw(n) except that the turtle does not draw a line.
TGoto(x, y) moves the turtle to (x,y) without drawing a line or changing its
heading.
TLeft(d) and TRight(d) tum the turtle d degrees to the left and right,
respectively.TheprocedureTFace(x, y) turnstheturtletoface thelocation(x,y),
providedthattheturtleisnotalreadyat(x,y). Theseproceduresdonotmovethe
turtle.
Thereare threeproceduresfor finding theturtle'slocationandheading.
TXO andTYO returnitsxandycoordinates,respectively.THeadingOreturnsthe
direction inwhich it is facing.
The state of the turtle- its locationand heading - canbesaved on a
stackandlaterrestoredfromthestack.TheproceduresTSaveOandTRestoreO
do this.Chapter 5 Turtle Graphics 107
TheprocedureTResetO clearsthestack,erasesthewindow,andreturns
the turtle to the center ofthewindow, facing upward.
That'saboutallthereis toturtlegraphics,althoughwe'veomitteda few
inessentialproceduresandsomefunctionalityinordertosimplifythepresenta-
tion here.
Drawing with Turtle Graphics
As indicated above, turtlegraphics arebestsuited to drawings thatcan
be expressed in terms of simple, straight-line movements and changes of
direction.
Anexampleis a "randomwalk" inwhichthe turtle movesina seriesof
steps at directions that are chosenat random. Here's a simple example:
repeat {
TDraw(1)
TRight(?61 - 31)
}
Theturtlemoves forward anddrawsfor oneunit.Itthenturnsrightanamount
in the range -30
0 and +30
0 and repeats. This goes on until the program is
interrupted. An example of the result is shown in Figure 5.1.
A RandomWalk
Increasing the amount in which the
direction can changebetween succes-
sivestepsresultsinamoreerraticpath.
The turtle may, ofcourse, wander out
ofthe window.Ifthishappens, itmay
or maynot reenter the window later.
Figure 5.1
Manyinteresting figures canbedrawnbyrepeatingsimpleturtlecom-
mands. The following codesegmentdraws spiral figures inwhichtheangular108 Turtle Graphics Chapter 5
changeandamountofmovementhaverandomcomponents.Fourexamplesare
showninFigure5.2.
angle := 30 + ?149
incr := sqrt(4 * ?O) + 0.3
side:= 0
while side < 270 do {
TDraw(side +:= incr)
TRight(angle)
}
Spirals Figure 5.2
Note the difference inappearance that the random factors produce.If
you repeatedly run the code given above, you'll see many more
variations,someofwhichmaybeverydifferentinappearancefromthe
onesshownhere.Chapter 5 Turtle Graphics 109
# position root
Theusefulness ofbeingable to saveand restore thestateoftheturtleis
illustrated bythe following procedure,which draws a random "bush":
procedure bush(n, len)
TSaveO
TRight(?71 - 36)
TDraw(?len)
if n > 0 then
every 1 to ?4 do
bush(n - 1, len)
TRestoreO
return
end
This procedure mightbeused as follows:
TSkip(-120)
bush(n := 4 + ?4, 300/ n)
An example of the results is shown in Figure 5.3.
A Bush
Try using this procedure to produce
other bushes and see how much they
differfromthis one. Alsotrychanging
someoftheconstantsintheprocedure
to see if you can get more interesting
results.
Figure 5.3110
Implementing Turtle Graphics
Turtle Graphics Chapter 5
We use the termprocedure inthis bookto describebothprocedures that
arebuiltintoIconand programmer-definedonesthatare implementedinIcon
code.MostoftheproceduresdescribedinpreviouschaptersarebuiltintoIcon,
but a few are programmer-defined and are included in programs by link
declarations. Appendix E indicates which procedures are built-in and which
ones are programmer-defined.
Turtle graphics are implemented by programmer-defined procedures.
This section describes those procedures, illustratinghow such a facility canbe
writteninIcon.
State Information
The essential characteristic of turtle graphics is that information about
the window in which the turtle is located, its position, and its heading are
maintained by the implementation. The situation is much the same as when
you're going from yourhouse to yourcar. You're always atsome location and
facinginsomedirection(althoughyourlatitude,longitude,andheadingonthe
compass usually are notofinterest).
In turtle graphics, state information is maintained in global variables:
global T_x, T_y # current location
global T_deg # current facing direction
global T_stack # stackfor turtle state
A procedure like TGoto(x, y) simply changes T_x and T_y:
procedure TGoto(x, y)
T_x:= x
T_y:= y
return
end
TheprocedureTSkip(n) also changesT_x and T_y, butsince the skip is
in the direction the turtle is facing, thenew location mustbe computed:
procedure TSkip(n)
local rad
rad := dtor(T_deg)
T_x +:= n * cos(rad)
T_y +:= n * sin(rad)Chapter 5 Turtle Graphics
return
end
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TheprocedureTDraw(n) is like TSkip(n), exceptthatitalso drawsa line
between the currentpositionand thenew one:
procedure TDraw(n)
local rad, x, y
rad := dtor(T_deg)
x := T_x + n * cos(rad)
y := T_y + n * sin(rad)
DrawLine(T_x, T_y, x, y)
T_x:= x
T_y:= y
return
end
Thedirectionis changed ina similarmanner. Forexample, TRight(d) is:
procedure TRight(d)
T_deg +:= d
T_deg %:= 360 # normalize
return
end
TheproceduresTSaveO and TRestoreO simplypushand pop thestate
variables, respectively:
procedure TSaveO
push(T_stack, T_deg, T_y, T_x)
return
end
procedure TRestoreO
T_x := pop(T_stack)
T_y := pop(T_stack)
T_deg := pop(T_stack)
return
end112 Turtle Graphics Chapter 5
So far wehaven'texplained how thestatevariables are initialized. This
is doneby the procedure TlnitO:
procedure TlnitO
initial {
if /&window then
WOpen("width=500", "height=500") I
stop("*** cannot open window")
T_stack := []
T_x := WAttrib("width") / 2 + 0.5
T_y := WAttrib("height") / 2 + 0.5
T_deg := -90.0
}
return
end
The initialization code is enclosed in an initial clause to ensure that it is only
executed once. If &window is null, the window has not yet been opened and
TlnitO mustdo 50. Note also the use of "half-pixel" values to reduce problems
fromfloating-point round-off; seeAvoidingRound-OffProblemsintheTips,
Techniques, and Examples section ofChapter 4.
The user need not call TlnitO before using turtle graphics; in fact, the
procedureis notevendocumentedaspartoftheturtlegraphicssystem.Instead,
everyotherturtlegraphicsprocedurehasa callofTlnitO inan initialclause(not
shownintheproceduregivenabove). Forexample,thecompleteprocedurefor
TGoto(x, y) is:
procedure TGoto(x, y)
initial TlnitO
T_x:= x
T_y:= y
return
end
The complete set of turtle graphics procedures is given below for
reference. As mentioned earlier, Icon's turtle graphics system includes proce-
dures and functionality not described in this chapter. See the Icon program
library for all the details.Chapter 5 Turtle Graphics
global T_x, T_y # current location
global T_deg # current heading
global T_stack # turtle state stack
# TlnitO-- initialize turtle system, opening window if needed
procedure TlnitO
initial {
if I&window then
WOpen("width=500", Iheight=500") I
stop(,'*** cannot open window")
T_stack := []
T_x := WAttrib(lwidth") 12 + 0.5
T_y := WAttrib(lheight") I 2 + 0.5
T_deg := -90.0
}
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return
end
# TResetO--clear screen and stack, go to center, head -90 degrees
procedure TResetO
initial TlnitO
EraseAreaO
T_stack := []
T_x := WAttrib(lwidth") 12 + 0.5
T_y := WAttrib(lheight") I 2 + 0.5
T_deg := -90.0
return
end
# TDraw(n)-- move forward n units while drawing a line
procedure TDraw(n)
local rad, x, y
initial TlnitO
rad := dtor(T_deg)
x := T_x + n * cos(rad)
y := T_y + n * sin(rad)
DrawLine(T_x, T_y, x, y)
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T_y:= y
return
end
# TDrawto(x, y) --draw line to (x,y)
procedure TDrawto(x, y)
initial TlnitO
TFace(x, y)
DrawLine(T_x, T-V, x, y)
T_x:= x
T_y:= y
return
end
# TSkip(n)-- move forward n units without drawing
procedure TSkip(n)
local rad
initial TlnitO
rad := dtor(T_deg)
T_x +:= n * cos(rad)
T_y +:= n * sin(rad)
return
end
# TGoto(x, y)-- move to (x,y) without drawing
procedure TGoto(x, y)
initial TlnitO
T_x:= x
T_y:= y
return
end
# TRight(d)--turn right d degrees
procedure TRight(d)Chapter 5 Turtle Graphics
initial TlnitO
T_deg +:= d
T_deg %:= 360
return
# normalize
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# normalize
end
# TLeft(d)--turn left d degrees
procedure TLeft(d)
initial TlnitO
T_deg -:= d
T_deg %:= 360
return
end
# TFace(x, y)--turn to face (x,y), unless already there
procedure TFace(x, y)
initial TlnitO
if x -= T_x I Y-= T_y then
T_deg := rtod(atan(y - T_y, x - T_x»
return
end
# TXO-- return current x location
procedure TX(x)
initial TlnitO
return T_x
end
# TYO-- return current y location
procedure TY(y)
initial TlnitO
return T_y
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# THeadingO-- return current heading
procedure THeadingO
initial TlnitO
return T_deg
end
# TSaveO--save turtle state
procedure TSaveO
initial TlnitO
push(T_stack, T_deg, T_y, T_x)
return
end
# TRestoreO-- restore turtle state
procedure TRestoreO
initial TlnitO
T_x := pop(T_stack)
T_y := pop(T_stack)
T_deg := pop(T_stack)
return
end
Library Resources
Turtle Graphics Chapter 5
The turtle moduleinthelibraryincludesadditionalcapabilitiesbeyond
thosepresentedinthischapter.Thelibraryversionsupportsmultiplewindows
and adds procedures for drawing circles, rectangles, and polygons.
Tips, Techniques, and Examples
Fractal Stars
Ifa figureiscomposedofa sequenceoflinesdrawnbetweensuccessive
points,usingturtlegraphicsmaybesimplerthanusing DrawLineO repeatedly.
Fractal stars, which are described in the Tips, Techniques, and Examples
sectionofChapter4,provideanexample.Here'showsuchfigurescanbedrawnChapter 5 Turtle Graphics 117
using turtlegraphics. The argumentsare the sameas those giveninChapter4,
but incr is in degrees instead ofradians.
procedure fstar(x, y, extent, vertices, phases, ratio, incr)
local resid, factors, length, i
every i := 0 to vertices * (vertices - 1) " (phases - 1) do {
resid := i # residual after division
factors := 0 # number of factors
# divide and count
until (resid % (vertices - 1) -= 0) I(factors >= (phases - 1» do {
resid /:= (vertices - 1)
factors +:= 1
}
length := extent* ratio" (phases - factors - 1)
TLeft(incr)
if i=0 then TGoto(x, y) else TDraw(length)
}
return
end
Lindenmayer Systems
Lindenmayersystemsprovideaninterestingapplicationinwhichturtle
graphics playacentral role. Lindenmayer systems, or L-systems for short, are
grammaticaldevicesthatoriginallyweredesignedfor characterizingthedevel-
opmentofplants. See Prusinkiewiczand Hanan(1989) and Prusinkiewiczand
Lindenmayer (1990). There are several types of L-systems; we'll look at the
simplest- context-free, deterministic L-systems.
A context-free, deterministicL-systemconsistsofa stringofcharacters,
called the axiom, and replacement rules, whereby individual characters are
replaced by strings of characters. The axiom is rewritten by performing the
replacements for all characters in it to produce another string. This process is
repeated on the new string, and so on, for some specified number of "genera-
tions".(Theaxiomisthezeroth-generationstring.)Dependingontheaxiomand
thereplacementrules, thesequenceofstringsmaycharacterizethestagesinthe
growthofa simpleplant- ora varietyofotherobjects,includingsomefractals.
Here's a simple L-system:
F
F -- F[+F]F[-F]F
axiom
replacementrule118 Turtle Graphics Chapter 5
Inrewriting, anycharacterfor whichthere is no replacementrule is left
unchanged. For the L-system given above, the successive strings are:
F
F[+F]F[-F]F
F[+F]F[-F]F[+F[+F]F[-F]F]F[+F]F[-F]F[-F[+F]F[-F]F]F[+F]F[-F]F
Thestringsbecomeverylongwithsuccessiverewritings.Thenextonefor theL-
system abovewould take several lines to show.
Replacements are made for every instance of every character on each
rewriting. Thus, the L-system
x
X ~ F-[[X]+X]+F[+FX]-X
F~ FF
axiom
replacement rules
produces
X
F-[[X]+X]+F[+FX]-X
FF-[[F-[[X]+X]+F[+FX]-X]+F-[[X]+X]+F[+FX]-X]+FF[+FFF-[[X]+X]+
F[+FX]-X]-F-[[X]+X]+F[+FX]-X
wherethelaststringiscontinuedonasecondlinebecauseofitslength.We'lluse
this L-systemin examples that follow and callitthe Plant L-system.
Whatdothesestringsmean? Inonesense,theydon'tmeananything;they
canbeconsideredjustas stringsproducedbya formal rewritingsystem. Butin
another sense, such strings can be interpreted as successive stages in the
developmentofan(artificial) plantorotherobject. Theinterpretationthatturns
the strings of otherwise meaningless characters into drawings of objects uses
turtle graphics. In this interpretation, some characters correspond to turtle
graphics commands. These characters are:
F move forward a specified amount, drawing a line
f as F, butwithout drawing a line
+ tum rightby a specified amount
tum leftby a specified amount
save the currentstate
restore the most recently saved state
Thus, F and f draw, while + and- change the direction. The role ofthe
characters[and]istosavethecurrentstateinordertodrawasubfigureandthen
restore the previous state to continue drawing asbefore.Chapter 5 Turtle Graphics 119
Thespecifiedlengthofline segmentsdetermines thescaleofthefigure,
while the specified angular change is a property of the L-system and plays a
majorroleinhowtheresultingfigure looks. ForthePlantL-system, anangle of
22.5° produces the result shown in Figure 5.4 atgeneration 5.
A Plant
Compare this drawing to the bush
shown in Figure 5.3, which was pro-
ducedbysimpleruleswithanelement
of randomness. Does the plant here
seem more realistic to you than the
bush?
Figure 5.4
The interpretation of the L-system characters as Icon turtle-graphics
procedure calls is obvious:
F TDraw(n)
f TSkip(n)
+ TRight(d)
TLeft(d)
TSaveO
TRestoreO
Infact, onlythesesixproceduresareneededtointerpretcontext-free,determin-
istic L-systems.
Implementing a program to draw figures for an L-system is relatively
easy. Sucha programshould
1. Specify the L-system.
2. Rewrite the axiom for the desired number ofgenerations.
3. Interpret the resulting string using turtle graphics.
Here's how it mightbe donefor the PlantL-System:120
link turtle
$define Axiom "X"
$define Angle 22.5
$define Length 5
$define Gener 5
rewrite := tableO
# Specify the replacements
rewrite["X"] := "F-[[X]+X]+F[+FX]-X"
rewrite["F"] := "FF"
# Rewrite the axiom
current_string := Axiom
every 1 to Gener do {
new_string := III'
every c := !currenCstring do
new_string 11:= (\rewrite[c] I c)
currencstring := new_string
}
# Interpret the string
every c := !currenCstring do {
case c of {
"F": TDraw(Length)
"f": TSkip(Length)
"+": TRight(Angle)
"_". TLeft(Angle)
"[": TSaveO
"]": TRestoreO
}
}
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A table provides a convenient way for specifying the replacements.
Characters for whichno replacement is specified arenotincluded in the table.
In therewriting code, a testismade for suchcharacters,whichare replacedby
themselves.
It'snotmuchmoreworkto write a moregeneralprogramthatreads in
thespecificationforanL-Systemandinterpretsit. Firstweneedtopicka syntax
forrepresentingL-systems.Thefollowingsyntaxisstraightforwardandeasyto
process. The axiom,angle, segmentlength,and desirednumberofgenerations
are given by a keyword syntax. The rules simply use -> for ~. The Plant L-
systemlooks like this:Chapter 5 Turtle Graphics
axiom:X
angle:22.5
length:3
gener:5
X->F-[[X]+X]+F[+FX]-X
F->FF
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Variables can take the place of defined constants, with the program
parsing the specification and assigning appropriate values to these variables.
The code to process the specification might looklike this:
rewrite := tableO
# Read in the grammar
while line := readO do {
line? {
if c := tab(find("->")) then {
move(2)
rewrite[c] := tab(O)
}
else if keyword := tab(find(":")) then {
move(1)
value := tab(O)
case keyword of {
"axiom": axiom:= value
"angle": angle:= real(value) I stop("*** invalid line: ", line)
"length": length:= integer(value) I stop("*** invalid line: ", line)
"gener": gener:= integer(value) I stop("*** invalid line: ", line)
default: stop("*** erroneous keyword: ", line)
}
}
else stop("*** invalid line: ", line)
}
}
Noticethatkeywordandreplacementlinescanappearinanyorder.Someerror
checkingisdoneinthecodeabove;youmightthinkofmorethatshouldbedone.
Once the specification is read in, rewriting can be performed. Checks
shouldbeprovided toensurethatall the necessary parts ofthe L-systemhave,
in fact, been specified. Missing parts could be treated as errors, butproviding
defaults for parts that are not fundamental to the L-systemis more useful:
Ilength := 5
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if laxiom then stop(,'*** no axiom specified")
if langle then stop("*** no angle specified")
The rewriting and interpretation code is the same asbefore.
An L-system program might provide other features, such as a way to
specify the initial point at which drawing begins. For example, the Plant L-
system "grows" up. This was taken into account in the code that produced
Figure5.4.
Although the approach to interpreting L-systems shown above is cor-
rect, there are practical problems with it. For most interesting L-systems, the
stringsthatresultfromsuccessiverewritingsbecomeverylong. ForthePlantL-
system, the 10th-generation string is over 6 million characters long! Not only
may such strings exceed the amount of memory available, they take time to
produceandnothingisdrawnuntil the final stringis available. This delaymay
be frustrating, and it may give the impression that the programis "hung".
Ifyouthinkaboutthe rewritingprocessa bit,you'llrealizethatthefirst
characteroftheaxiomcanberewritten for thespecifiednumberofgenerations
before going on to the second character. Of course, in the process, the first
charactermayproducemanycharacters,butthese simplycanbe"putinfront"
of the second character of the axiom, and so on. In fact, it's not necessary to
performanyconcatenation; it's justa matter of generating thecharacters to be
interpreted in the right order.
The word "generate" is the key. Here's a procedure to generate the
characters as needed:
procedure lindgen(c, rewrite, gener)
local s
if gener = 0 then return c
else if s := \rewrite[c] then suspend lindgen(!s, rewrite, gener-1)
else return c
end
Theprocedure lindgenO mayappearmysteriousatfirst. It'saninstance
ofa verypowerfulprogrammingtechnique- recursive generation. It'sworth
taking the trouble to understand the procedure, perhaps turning on Icon's
procedure tracing facility to see in detail what's happening.
Thecurrentcharacter,rewritingtable,andremainingnumberofgenera-
tionsarearguments.Iftherearenomoregenerations, thecharacteris returned.
Ifthereisareplacementforthecharacterin rewrite,lindgenOiscalledrecursively
for everycharacterinthatreplacement(!s),butwithonelessgeneration.On the
other hand, if there is no replacement, the character itself is returned.Chapter 5 Turtle Graphics 123
That's all thereis to it- the former rewritingcode is notneededatall,
and no rewritten string is ever formed. The procedureis calledin theinterpre-
tation code for each character in the axiom:
every c := lindgen(!axiom, rewrite, gener) do {
case c of {
"F": TDraw(length)
"f": TSkip(length)
"+": TRight(angle)
"-": TLeft(angle)
"[": TSaveO
"]": TRestoreO
}
}
We've presented the program for interpreting L-systems in bits and
pieces; here's the whole program for reference:
link turtle
procedure mainO
local rewrite, line, keyword, value, c, currenCstring, new_string
local axiom, angle, length, gener
rewrite := tableO
# Read in the grammar
while line := readO do {
line? {
if c := tab(find("->"» then {
move(2)
rewrite[c] := tab(O)
}
else if keyword := tab(find(":"» then {
move(1)
value := tab(O)
case keyword of {
"axiom": axiom:= value
"angle": angle:= real(value) I stop("*** invalid line: ", line)
"length": length:= integer(value) I stop(,'*** invalid line: ", line)
"gener": gener:= integer(value) I stop(,'*** invalid line: ", line)
default: stop("*** erroneous keyword: ", line)
} .
}
else stop("*** invalid line: ", line)# wait for user to dismiss window
124 Turtle Graphics Chapter 5
}
}
# Check values
/Iength := 5
/gener:= 3
if /axiom then stop("*** no axiom specified")
if /angle then stop(,'*** no angle specified")
every c := Iindgen(!axiom, rewrite, gener) do { # interpret string
case c of {
"F": TDraw(length)
"f": TSkip(length)
"+": TRight(angle)
"_". TLeft(angle)
"[": TSaveO
"]": TRestoreO
}
}
WDoneO
end
procedure lindgen(c, rewrite, gener)
local s
if gener=0 then return c
else if s := \rewrite[c] then suspend Iindgen(!s, rewrite, gener - 1)
else return c
end
We mentioned earlier that L-systems can be used to produce various
kinds ofdrawings. Figure5.5 shows a Penrose tiling (Gardner, 1989).Chapter 5 Turtle Graphics 125
A PenroseTiling
TheL-systemusedtoproducethisfig-
ure is:
angle:36
length:35
axiom:[X)++[X)++[X)++[X)++[X)
w->YF++ZF----XF[-YF----WF)++
x->+YF--ZF[---WF--XF]+
Y->-WF++XF[+++YF++ZF)-
Z->--YF++++WF[+ZF++++XF)--XF
F->
Figure 5.5
The Icon program library's linden program extends the version pre-
sentedherewithcommand-lineoptionsforcontrollingscalingandotheraspects
of the display.Chapter 6
Text
Whenyou think ofgraphics, you're likely to thinkofdrawingand images, not
text. Text is, however, an importantaspect ofmany graphics applications. Itis
fundamental to word processing and desktop publishing, and some text ap-
pears in almost all graphics applications.
Window Input and Output
Whenawindowiscreated,itisopenedforbothreadingandwriting.The
procedures WWriteO, WWritesO, WReadO, and WReadsO can be used for
writing text to windows and reading from them. In this respect, they are
analogous to writeO, writesO, readO, and readsO as used for files. For example,
while WWrite(read())
fills thewindow withlines from standard input.
Outputwrittentoawindowscrollsautomatically,justasifthewindow
werethescreenofa typical text terminal. Whena windowis full, text flows off
thetoptomakeroomformoreatthebottom.Anygraphicsoutputinthewindow
is scrolled alongwith the text.
Reading text is illustratedby
repeat {
WWrites("command? ")
case WReadO of {
"quit": exitO
"continue": break
"erase": EraseAreaO
}
}
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WWritesO is used so that the text enteredby the user follows "command? II on
the sameline.
Positioning Text
Icon maintains a positionatwhich text is written. The text positioncan
bespecifiedintermsofrowsandcolumnsandisone-based:Thatis, thecharacter
closest to the origin of a window is in row 1 and column 1. This is the default
positionfor anewwindow.Rowsarecountedfromtop tobottomina window,
and columns are counted from left to right. The horizontal text position is
advancedascharactersarewritten,andanewlineadvancestheverticalposition
and resets the horizontal position to column 1. A return character resets the
horizontalpositionwithoutmovingvertically.Backspaceanddeletecharacters
havenoeffectwhenwritingtext. A tabcharactermovesthepositiontotheright
to the next tab stop. Tab stops are atcolumns9,17, and so on.
The current text position is reflected in the row and col attributes. The
sameposition, measured in pixels, is in the x and yattributes. These attributes
maybesetbycallingWAttribO oreitheroftheproceduresGotoRCOorGotoXYO.
TheprocedureGotoRC(r, c) setsthe textpositionto rowrandcolumnc.
For example, GotoRC(1,1) sets the location to the upper-left corner of the
window, and textwritten subsequentlystarts there.
The procedure GotoXY(x, y) can be used to set the text position to a
specific x-y pixel location. Pixel positioning canbe useful in placing text more
precisely than row-column positioning allows. Note that the arguments in
GotoRCO and GotoXYO specify horizontal and vertical positions in different
orders.
Whenaprogramiswaitingfor input,a textcursorindicatestheposition
atwhichthenextcharacterwillbewritten.Thiscursornormallyis invisible,but
itcanbemadevisiblebysettingthe cursorattributecursorto lion",eitherwhen
a window is openedorby WAttribO:
WAttrib("cursor=on")
and the cursor canbe made invisible by
WAttrib("cursor=off")
The appearance of the text cursor varies from one graphics system to
another. See Appendix N for more specific information.Chapter 6 Text
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Icon lets you select from among the fonts provided by the graphics
system. A font is a setofcharacterswitha particularappearancein a specified
size.
Fontsareimmenselycomplicated.Therearethousandsofthem,includ-
ing fonts for various languages, fonts with mathematical symbols, and fonts
withspecialmarksusedbytypographers.Aestheticsplayaveryimportantpart
in font usage. You don't have to be a font expert, however, to employ fonts in
useful and attractive ways.
Thetermfamilyis usedtodistinguishfonts thathavea commonappear-
ance. In this book, most of the text is in a font from the Palatino family, while
programmaterialisina fontintheHelveticafamily. CharactersinPalatinohave
serifs - little extensions to the strokes that make up the characters. Serifs
decorate characters and contribute to their legibility. Helvetica fonts, on the
other hand, have no serifs; they are "sans-serif" fonts. The differences in the
appearancesofthe two fonts allowprogrammaterial tobeeasilydistinguished
from thebody of the text.
Withina family,differentfontsmayhavedifferentstyles,suchasboldor
italic. Thetermroman is usedfor anupright,plainstyle, suchas thefontusedin
this paragraph. Some styles are mutually exclusive, like roman and italic.
Others, like bold and italic, can occur in combination. Some families have
condensedandexpanded fonts, whichrefertotherelativewidthandcloseness
ofcharacters.
Text that is written in a window is, ofcourse, composed of pixels and
limitedbyscreenresolution,whichis muchless thanwhatis possibleonpaper.
Fonts used in this way are called screen fonts. Screen fonts typically appear
crudewhen compared to printed material.
The size ofa screen font is measured inpixels and refers to thevertical
extentofthe font. (Intypography, font sizes usuallyare giveninpoints,where
apointisapproximately1/72ofaninch.)Theactualheightofafontthatappears
in a window depends on the screen resolution. In some cases, a font of a
particular family and style may be available in any size requested. Often,
however, onlyspecific sizes are available.
Fonts can be divided into two general classes: monospaced ones like
Courier, in which every character has the same width, and proportionally
spaced fonts likePalatino,inwhichcharactershavedifferentwidthsaccording
to theirvisual appearances (an i beingnarrower than, for example,an 0).
Monospaced fonts are holdovers from typewriters, line printers, and130 Text Chapter 6
computer terminals, for which the printing technology made fixed spacing
necessary. Monospaced fonts have one advantage: the characters line up in
columns, making layout simple.
Proportionally spaced fonts are more visually attractive and easier to
read than monospaced fonts, and are used for most printed material. Propor-
tionally spaced fonts also typically are more compact than monospaced fonts.
When specifying a font in Icon, the font is specified by a comma-
separatedstring thatgives the family name, style characteristics, and size. The
family name must come first; other specifications can be in any order. An
example is "Helvetica,bold,12". Some family names containblanks, as in "New
Century Schoolbook,14". Fontspecifications arecase-insensitive; "new century
schoolbook,14" specifies the same font as the former example.
The onlypartofa font specification thatis required is thefamily name.
Intheabsenceofstylespecifications,anormalstylefor thefamilyisprovidedby
default.Ifthesizeisnotspecified,theresultdependsonthegraphicssystem.See
AppendixN.
The fonts thatare available depend onthe graphics systemused and in
manycasesonthespecificplatform.Aworkstationislikelytohavehundredsof
fonts, while a personal computer mayhave only a few.
Toaidtheconstructionofapplicationsthatareportableamongdifferent
platforms, four standard family names are provided:
mono monospaced, sans-serif
typewriter monospaced, serif
sans proportionally spaced, sans-serif
serif proportionallyspaced, serif
The actual fonts used for these depend on the platformand may differ
somewhatinappearancefromplatformto platform.Intheeventthatthereisno
font available with the specified characteristics, the result depends on the
graphics system. See AppendixN.
abcdefghijklmnopqrstuvwxyz
abcdefghijklrnnopqrstuvwxyz
abcdefghijklmnopqrstuvwxyz
abcdefghijklmnopqrstuvwxyz
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Examples ofScreen Fonts
The first four lines are in are mono,
typewriter, sans,andserif for a typical
platform.Thefifthlineisinafontfrom
theSymbolfamily. Thelastlineshows
some special characters from the Zapf
Dingbat family.
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Someplatformshavedifferentwaysofspecifyingfonts thatcanbeused
in addition to the standard one given here. See Appendix N.
A font canbespecifiedwhen a window is opened, as in
WOpen("font=Helvetica,12")
Ifno font is specified, "mono· is used.
The currentfont canbe determinedbyusing FontO, as in
write("The font is ", Font())
or setbysupplying a font name, as in
Font("sans")
Font(s) fails if the specified font is notavailable.
The following procedure shows how fonts can be used to produce
whimsical output, muchlike a ransomnote made outofcut-outletters. Ituses
a different font to display each character in its argument s. An example ofthe
outputis shown in Figure 6.2.
procedure ransom(s)
local c
static famlist, attlist
initial {
attlist := [ "", "", "bold", "italic"]
famlist:= [
"AvantGarde", "Bookman", "Charter", "Courier", "Gill Sans",
"Helvetica", "Lucida Bright", "Lucida Sans",
"New Century Schoolbook", "Palatino", "Rockwell", "Times"]
}
every c := !s do {
Font(?famlist 11",24," II ?attlist)
WWrites(c)
}
return
end
Notice thatnormal (roman) appearanceis chosenfor one-halfofthecharacters
on the average.132
'Twasbrillig, and the slithy toveS
Did gyre and gimble in the wabe:
Allmimsywere the borogoves,
And the mOrne raths Qutgrabe.
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Mixed Fonts
Trymodifyingthecodethat
produced this output to
varythe typesize aswellas
font and style.
Figure 6.2
For many purposes, it's possible to use fonts without worrying about
details. However, additional characteristics of fonts may be useful. Figure 6.3
shows the font-dependent attributes that are associated withcharacters.
ascent
base line
~
descent
height
Font Characteristics
Notice that the character is
enclosedinaboundingrect-
angle that includes white
space to separate thepixels
of the character from the
pixels of othercharacters.
Figure 6.3
Thebaselineis thelineonwhicha character"sits"- they coordinateof
the currenttextposition. Theascender portionis above thebase line, while the
descenderportionisbelow.Inmostfonts,onlyafewcharacters,suchasg,p,and
y,havedescenders.Theamountofspaceandwhereitisvariesfromfonttofont.
Manyfonts haveall thehorizontalspacebetweencharactersattheright,sothat
a character written in column 1 touches the left edge of the window, which is
visually unattractive.Chapter 6 Text 133
Theheightofa font is no guarantee ofhowtall individualcharacters in
itare. Forexample,aTinPalatinoisconsiderablytallerthanaTofthesamesize
in ZapfChancery ('1"').
Leading (which rhymeswithheading) is the distancebetweenthebase
linesoftextwrittenonsuccessivelines. (Thetermleadingcomesfromtheuseof
thin strips oflead to separate lines oftype.) The leading associated with a font
normallyisthesameasthefontheight(thelinespacinghavingbeenconsidered
in the font design).
Thevariouscharacteristicsofafontareavailableinattributesthatareset
when the font is selected:
fheight height of the font
fwidth width ofcharacters in the font
ascent extent of the font above the base line
descent extent of the font below the base line
leading distance betweenbase lines
All values are in pixels. The first four attributes are properties of the font and
cannotbechanged. Leadingis setto the font heightwhena font is selected,but
itcanbe changed.
In the case of a proportionally spaced font, fwidth is the width of the
widestcharacter,whichnormallyisMorW. Columnsforproportionallyspaced
fonts are based on fwidth, although, of course, characters in proportionally
spaced fonts usually do notline up in columns.
The leading can be changed to adjust the space between lines. For
example,
WAttrib(lleading=" II (2 * WAttrib(lfheight")))
produces "double spacing".
Text Width
For a monospaced font, the width of a string when written is just the
character width multiplied by the number of characters in the string. For a
proportionallyspaced font, however,thewidthofa stringismorecomplicated.
TheprocedureTextWidth(s) returns thewidth (in pixels) ofthe strings
inthecurrentfont. Forexample,towritea stringcenteredbetweenx1 andx2on
base line y, all that's needed is
GotoXY(x1 + (x2 - x1 - TextWidth(s)) 12, y)
WWrites(s)134 Text Chapter 6
Ofcourse, a check shouldbeprovided to assure the positioning specifications
canbe met.
Drawing Strings
Inadditiontowritingtextto awindow,youalsocandrawstringsusing
DrawString(x, y, s)
whichdrawsthestrings startingatthespecifiedlocationwithoutchangingthe
textcursorposition.Multiplestringscanbedrawnbysupplyingadditionalsets
of x, y, s arguments. Characters such as "\n" are not interpreted as positioning
actions but instead select the corresponding characters, if any, of the current
font.
DrawStringO drawsonlythe foreground pixelsofthecharacters,notthe
backgroundcolor thatnormally fills the "space" around textwhenitis written
usingWWriteO andWWritesO. Otherwise,stringsthataredrawnlookthesame
as strings that are written.
Since DrawStringO includespositioningarguments,itisuseful for plac-
ing text at specific locations. For example, to draw a string centered both
horizontallyandvertically atx and y, the following canbe used:
x1 := x - TextWidth(s) /2
y1 := y + (WAttrib("ascent") - WAttrib("descent")) /2 + 1
DrawString(x1, y1, s)
Anotherexample ofthe use of DrawStringO is illustratedbythe map of
the state of Arizona shownin Figure 6.4.
uma
~agstaff
PtJiX ~-
~ ~esa
~cson
A Map
In constructing an image like this, the
labelsneedtobeplacedwithsomecare
to produce an attractive and readable
result.
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Another reason for drawing a string rather than writing it is to take
advantageofdrawingattributes,andinparticulartobeabletoerasetext.Ifthe
drawopattributeis "reverse",a stringdrawna secondtimeatthesameposition
erases the first one. Forexample
WAttrib("drawop=reverse")
until *Pending >°do {
DrawString(10, 10, "Wake up!")
WDelay(500)
DrawString(10, 10, "Wake up!")
WDelay(200)
}
flashes "Wake up!" in the upper-left corner of the window until the user re-
sponds.
Library Resources
Thefontpick programletsyoutypeina fontspecificationandseeall the
characters of the resulting font.
Tips, Techniques, and Examples
Text Justification
Mostword processors perform text justification - the addition ofextra
space to square up the left and right sides of typeset paragraphs. Figure 6.5
shows unjustified and justifiedversions ofthe same text. This sectionpresents
the simple programthat produces the justified version.136
YOU don't know about me without you
have read a bookby the name of The
Adventures of Tom Sawyer; butthat
ain't no matter. That book was made by
Mr. MarkTwain, and he told the truth,
mainly. There was things which he
stretched, but mainly he told the truth.
Thatis nothing. I never seen anybody
butlied one time or another, withoutit
was Aunt Polly, or the widow, or maybe
Mary. Aunt Polly -- Tom's Aunt Polly,
she is -- and Mary, and the Widow
Douglas is all told about in that book,
which is mostly a true book, with some
stretchers, as I said before.
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YOU don't know about me without you
have read a book by the name of The
Adventures of Tom Sawyer; but that
ain't no matter. That book was made by
Mr. Mark Twain, and he told the truth,
mainly. There was things which he
stretched, but mainly he told the truth.
That is nothing. I never seen anybody
but lied one time or another, without it
was Aunt Polly, or the widow, or maybe
Mary. Aunt Polly -- Tom's Aunt Polly,
she is -- and Mary, and the Widow
Douglas is all told about in that book,
which is mostly a true book, with some
stretchers, as I said before.
Unjustified andJustified Text Figure 6,5
On the left, there is spaceat theendofeachline. Onthe right,eachline
is "justified" by distributing the extra space between the words.
Three procedures, along with the variables they share, handle the text
layout. The initjustO procedure initializes the shared variables:
$define Border 30 # margin around edges
global rownum # current row number
global words # words awaiting formatting
global linelen # their total length excluding spacing
global maxlen # maximum line width
global minspc # minimum spacing between words
procedure initjustO # initialize text justifier
rownum := 1 # row number 1
words := [] # no words in list
linelen := 0 # length is zero
maxlen := WAttrib("width") - 2 * Border
# max line size
minspc:= TextWidth(" ") # minimum spacing
return
end
TextisdisplayedbythesetlineOprocedure,whichdisplaystheelements
ofthe global variable words with specified inter-word spacing:# typeset current line
# clear word list
# and its length
# increment row number
Chapter 6 Text
procedure setline(spacing)
local x, y, s
/spacing := minspc # default spacing to minimum
x := Border # set initial location
y := Border + rownum * WAttrib(lleading") - WAttrib(ldescent")
while s := get(words) do { # for each word
DrawString(x, y, s) # display the word
x +:= TextWidth(s) + spacing # adjust position
}
words := []
linelen := 0
rownum +:= 1
return
end
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The addwordO procedure makes the key formatting decisions. It is
called once for each word to be typeset and accumulates those words in the
globallist words. Whenthereisnotenoughroomonthecurrentlineforthenew
word, even with minimum spacing, addwordO calls setlineO to output the
pending list. Spacing is calculated to result inacompletely full (justified) line.
A real value is used to avoid loss ofthe fractional part.
procedure addword(s)
local wordlen
wordlen := TextWidth(s) # width of word to add
# if line can't hold this additional word, flush it out
if Iinelen + *words * minspc + wordlen > maxlen then {
# set with spacing that fills line to maximum size
setline«maxlen -linelen) / real(*words - 1»
}
put(words, s)
linelen +:= wordlen
return
end
# add word to list
# update total length
A simple main procedure breaks input lines into words and calls
addwordO for each.
link graphics
procedure main(args)
local line, cs138
cs := &ascii--' \t\l\r'
WOpen("size=375,375", "font=times,20") I
stop(,'*** cannot open window")
initjustO # initialize justifier
while line := trim(read()) do line? {
while tab(upto(cs)) do # for each text word
addword(tab(many(cs))) # call addword
}
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setlineO
WDoneO
end
Specifying Fonts Portably
# flush last line
The set ofavailable fonts varies from one systemto another. Programs
that specify fonts should take this into account so that they do not produce
inappropriatedisplays orbecome unusablewhenmoved todifferentenviron-
ments.
Thebestway to do this is to provide alternatives, which is easily done
using Icon's goal-directed evaluation. An example is:
Font(("Frutiger" I"Univers" I"Helvetica" I"sans") II ",14")
Thepreferred font is givenfirst, followedbyless-desirablebutpossibly
more commonly available alternatives, and finally ending with one of Icon's
generic font families. A size specification is appended to each family name in
tumandthe resultis passed to FontO. Failurein FontO causesthenextalterna-
tivetobetried.AssoonasFontO succeeds,evaluationceasesandthechosenfont
remains in effect.
Ifnoalternativeis acceptedby FontO, theentireexpressionfails andthe
fontisleftunchanged.Thiscanhappenifnoneofthechoicesisavailableina 14-
pixelsize. Theexampleaboveignoressuchfailure, leavingthepreviousfontin
effect for lack of a better solution.Chapter 7
Color
Color is one of the most important and potentially rewarding components of
computer graphics - and one of the most difficult. Color often is used just to
make an application visually attractive. But color has many uses beyond
decoration:attractingattentiontoimportanteventsorsituations,distinguishing
between different kinds ofobjects, and so on.
The effective use of color requires much more than just a technical
masteryofrenderingcolor. Therearedifficultissuesrelated tocolorvision, the
human cognitive system, the psychology of color, and even artistic taste. We
won't attempt to discuss these issues here, but if you're interested in digging
deeper into such topics, see Rossotti (1983), Hope and Walch (1990), and
Gerritsen (1988), for example.
Mostofwhatfollows assumeshardwarethatsupportsthedisplayofat
least a few colors; otherwise this chapter is mainly academic.
Specifying Colors
Iconprovidestwowaystospecifycolor:bynameorbynumericalvalue.
Color Names
Icon supports a color-namingsystem, inspiredbyBerketaL (1982), for
themostcommonlyusedcolors. ThesenamesconsistofsimpleEnglishphrases
that specify hue, lightness, and saturation values of the desired colors. Hue
distinguishesamongdifferentcolors,suchasred,yellow,andpurple.Lightness
measurestheperceivedintensityofacolor.Saturationis a measureofthepurity
ofacolor- howfaritis fromagrayofequalintensity.Pinkislesssaturatedthan
red.
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The syntax of a color name is
lightness saturation
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pale
light
medium
dark
deep
where choices enclosed in brackets are optional and hue canbe one of
black orange
gray or grey yellow
white green
pink cyan
violet blue
brown purple
red magenta
A single hyphen or space separates each word from its neighbor.
ConventionalEnglishspellingisused.Whenaddingish toahueendingine,the
e is dropped. For example, purple becomes purplish. The ish form of red is
reddish. Some examples are
"pale-blue"
"light greenish-blue"
"deep purplish blue"
"vivid orange"
When two hues are supplied and the first hue has no ish suffix, the
resultinghueis halfwaybetweenthetwonamedhues. Whena huewithan ish
suffixprecedes a hue,theresultinghueis three-fourths ofthewayfromthe ish
huetothemainhue.Thedefaultlightnessis medium andthedefaultsaturation
is vivid.
Mixingradically differenthuessuchas yellow andpurpleusuallydoes
notproduce theexpected result. It's also worthnoting that the humanpercep-
tionofcolorvarieswidely, as dotheactual colorsproducedbythesenameson
differentmonitors.Theprogramcolrbookallowsyoutoseewhatdifferentcolor
names produce. See Figure 7.1 or Plate 7.1.Chapter 7 Color
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ColorNames Figure7.1
A toollike colrbook canhelpyouquickly get the results youwantand
avoid the pitfall of using only garish, primarycolors.
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Ifa colornamedoesnotconformto thenamingsystemabove, thename
ispassedtotheunderlyinggraphicssystem,whichmayrecognizeothernames.
See Appendix N for information about color names for various graphics sys-
tems.
Color names can specify only a few of the millions of possible colors.
Despite this limitation,color names areeasy to use. Ifsimplecolors are all you
need, names do nicely.
Numerical Specifications
Numericalspecificationsaregivenintermsofthebrightnessofthe red,
green,andblue(RGB) lightthatisusedtoproducecoloronmostmonitors. Red,
green,andblueinthiscontextareprimaryaydditive colors. Theintensitiesofthe
componentsdeterminethecolor. Atzerointensityfor all components,thecolor
producedisblack- atleastintheory; mostmonitorscreensdon'tappeartobe
completelyblackbecauseoflightreflectedoffthescreen.Atmaximumintensity
for all components, thecolorproducediswhite- again, intheory; thescreens
ofmostmonitorsappeartobelightgraywhenfullyilluminated.And,ingeneral,
equal intensitiesofall componentsproducea shadeofgray. (Black, white,and
grayaren'treally colors inthe technical sense, butit's useful to treatthemas if
they are.)142 Color Chapter 7
Unequalintensitiesoftheprimariesproduceothercolors. Forexample,
red and blue in the absence of green produce magenta, while red and green
produceyellow,andblueandgreenproducecyan.Allothercolorsareproduced
bycombinationsoftheprimariesinvariousintensities.Youmaybesurprisedto
learnthattherearecolorsthatcan'tbecomposedinthismanner,butthisisn'tan
importantproblemin practice.
The advantage of the RGB color-specification system is that it corre-
sponds directly to the hardware that produces the color. The RGB systemhas
some disadvantages, however. One disadvantage is that most persons learn
colors with a subtractive model inwhich a combination ofpigments produces
a darker color, not a lighter one. Persons who are used to thinking in terms of
subtractivecolors usuallyaresurprisedtolearnthattheadditiveprimariesred
andgreenproduceyellow.AnotherproblemwiththeRGB systemis thatitisn't
particularlyintuitive. Unlessyouhaveexperiencewiththe RGB system,itmay
notbeobviousto youhowto getanorangecolorbycombiningred, green, and
blue light. And how would you get teal blue?
The intensities of red, green, and bluecanbespecified in several ways.
Stringsoftheform"#rgb", "#rrggbb", "#rrrgggbbb", and "#rrrrggggbbbb" specify
intensities inwhich r, g, and bare upper-orlowercase hexadecimal digits. The
more digits used, themore preciselya color canbe specified. The specification
"#ddd"mightsufficefora lightgray,buttogeta particularpink,youmightneed
something like "#FFCOCB".
Intensities also can be specified by three comma-separated decimal
valuesintherangefrom0to65535. Forexample,"32000,0,0"specifiesadarkred
(less than half the maximum intensity for red, and no otherprimary).
As these ranges suggest, Icon uses 16 bits of information for color
intensities. Neither the humanvisual systemnor color monitors approach this
degree of precision in discriminating among colors, so small variations in
numerical specifications usually are unnoticeable.
The procedure ColorValue(s) produces the comma-separated decimal
form of the color s. ColorValue(s) fails if s is not a valid color specification.
ColorValueO works even if no window is open,but system-dependent color
names maynotbe recognized in this case.
If you're a bitpixilated atthis pointbythe problemswithcolorspecifi-
cation, we suggest you turn to the Icon program library for help. One useful
programis trycolor, whichdisplays a windowwitha coloredcircle. See Figure
7.2.Chapter 7 Color
light blue-green
21845,65535,65535
#55FFFF
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Trying a Color
With trycolor, you can type a color
specification(fromstandardinput,not
in the window) in any of the forms
describedearlier.Ifyouspecifyacolor
name that is not available or make a
syntax error in a numerical specifica-
tion, you'llbe told about it. The win-
dow also shows the hexadecimal and
decimal values corresponding to a
named color.
Figure 7.2
Theprogramcolrpickpresentsaninteractivemethodfor selectingcolors
either according to RGB values or hue, saturation, and value. (Value is the
traditional name for lightness in the HSV color model.) Hue is measured in
degreesaroundacircle;redisat0°, greenisat120°,andblueisat240°.Saturation
and value are measured on a scale of0 to 100. See Figure 7.3 or Plate 7.2.
select color:
I I .
I
r: S898 h: 176
g: 39321 5: 85
b: 37093 v: 60
Using Color Specifications
Interactive Color Selection
As you draga slider, the colorin thesquare
changesaccordingly. Theslidersandvalues
arelinkedsothat,forexample,changingthe
huechanges the RGB values.
Figure 7.3
Colorspecifications canbe used tosetthe foreground andbackground
colors using F90 and BgO. For example,144 Color Chapter 7
Fg(Hred")
sets the foreground color to red.
Theforegroundcolorisusedfordrawingandtext.Thebackgroundcolor
is used by EraseAreaO and for filling behind text that is written (but not text
drawnby DrawString()).
The attribute reverse can be set to "on" to swap the foreground and
backgroundcolors. Thus, after setting the colors as above,
WAttrib("reverse=on
H
)
theforeground colorisblackand thebackgroundcoloriswhite. Thecolorscan
be restoredby
WAttrib("reverse=off")
Color Correction
InIcon,intensityvaluesrangeuniformlyfromdarkesttolightest.Atthe
midpoint, "32768,32768,32768" or "#808080" specifies a medium gray. Com-
puter monitors don't really work this way, though. A 50% hardware intensity
producesa darkcolor;around75% isneededtoproduce"medium"gray.Many
graphics systems take care of this automatically, adjusting the programmer's
values to provide the expected appearance. Others, notably the X Window
System,controlthehardwareusinguncorrectedvalues. ThisleavesittoIconto
fix things up.
Precisecolorcorrectioninvolvescomplicatedcalculationsandmeasure-
ments of the particular monitor involved; these measurements change as a
monitor ages, and even as it warms up. Nevertheless, a remarkably good
approximationcanbeproducedusinga simpleprocesscalledgamma correction.
This is whatIcon uses.
Ingammacorrection,theapparentbrightnessBofacolorisrelatedtoits
hardware intensity I by the formula B=['Y where Band I range from 0.0 to 1.0
and y (the Greek letter gamma) is a parametercharacterizing the monitor. For
most monitors, y is between 2 and 3. Gamma correction is applied indepen-
dently toeach of the red, green, andbluecolor components. Mid-rangecolors
and grays aremostaffected; gammacorrectionhasnoeffectonblack,white, or
fully saturated primarycolors.
ThegammaattributecontrolsIcon'scolorcorrection.Avalueof1.0isthe
default on systems that need no conversion. On others, a larger defaultvalue
effects a translation from Icon's linear color space to hardware-based values
needed by the graphics system. The gamma attribute can be set to any valueChapter 7 Color 145
greater than zero to better match a particular monitor or to produce special
effects. Changinggammadoesnotalter anythingthathasalreadybeendrawn,
but it affects all subsequent operations, including the interpretation of the
currentforeground andbackground color.
PortabiIity Considerations
Icon'scolornamesandRGB specificationsareportableamongdifferent
graphicssystems,althoughtheappearanceofacolormayvaryfromplatformto
platformbecauseofhardwaredifferences. Platform-specificcolornamesgener-
ally are not portable, however. The use of nonportable names may cause a
program to fail orproduce unexpected results.
TheprocedureColorValueO, described earlier, is useful for converting
a system-specific color name to a form thatcanbe used onany platform.
Color Maps
Ifyou use more than a few different colors for identifying objects and
attracting attention to an important situation, you'll run into one of the most
troublesome aspects ofdealing with colors.
Most modem color monitors are capable of displaying a very large
numberofdifferentcolors.Ontheotherhand,thenumberofdifferentcolorsthat
canbe displayed atanyone time maybeverylimited. This limitis determined
bythenumberofplanes inthe hardwareusedto drivethemonitor. Oneplaneis
provided for eachbitassociated with a pixel on the screen. Machines with one
plane (onebitperpixel) supportonly twocolors- a bi-Ievel, black-and-white
display. Ontheotherhand,well-equippedmachinessupportthousands (15 or
16 planes) or millions (24 planes or more) ofsimultaneous colors.
All too common is the intermediate case: many color and grayscale
systemshave8planes, allowing28=256 differentcolors orshadesofgraytobe
displayedatonetime.Theattributedepthgivesthenumberofplanessupported
bythegraphicshardware.Forexample,ifWAttrib("depth") returnsI,thedisplay
isbi-Ievel.Ifitreturns8,then256differentcolorsorshadesofgrayaresupported.
Becauseofthelimitedabilityofthehumanvisualsystemtodistinguish
colors,anumbersuchas256 isnotaslimitingasitmightseem.Realisticpictures
canbecomposed from 256 different colors if there is a large selectionofcolors
tochoosefrom. Therealproblemcomesfromthefact thatthedifferentavailable
colorsusuallyaresharedbyalltheapplicationsthatusethescreen.Thisincludes
colors that the graphics system may use for decoration, as well as colors
belongingtootherapplicationsthatareinthebackgroundwhentheprogramis
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Onalmosta1l4-plane and8-planesystems, thecolorsthatappearonthe
screenare registered in a color map that typically is shared by all applications.
Differentapplicationsthatusethesamecolorshareanentryinthemap.Forthese
systems,thelimitationsonthenumberofdifferentcolorscanbecomeaproblem
for applications that display images with many colors, especiallyifthe colors
that are used change. The procedure FreeColor(51, 52,...) frees the specified
colors, allowing the graphics system to reuse the corresponding entries in the
color map. Whether this actually is done depends on the graphics system. If a
color is in use when it's freed, the result is unpredictable. Another way to free
colors is to close the window orcompletely eraseitbycalling Era5eAreaO.
Inthecaseofmultiplewindows,described inChapter9, thediscussion
aboveappliestoallwindows.Forexample,onsystemswith8planes,atmost256
colors or shades of gray are available among all windows.
Mutable Colors
When a color map entry is modified, any corresponding pixels on the
screen change instantly to the new color. Sometimes this can be used to
deliberate advantage. Manygraphics systems allow modification ofcolormap
entries, and Icon provides this facility in the form of mutable colors.
The procedure NewColor(5) reserves an entry in the color map and
returnsa negativeintegern representingthisnewmutablecolor.Thestring5,if
supplied,specifiesthecolorinitiallysetinthecolormapentry. NewColorO fails
ifmutable colors are not supported or ifthe color map is full.
Anintegerreturnedby NewColorO canbeused as a colorspecification.
Inparticular, Fg(n) makesa mutablecolortheforeground color for subsequent
drawing.
Theprocedure Color(n, 5) setsthecolormapentryfor themutablecolor
n to the color specified by 5. Any pixels thathavebeen drawn in this mutable
color immediately change to color 5. Additional pairs of arguments can be
supplied to change multiple entries. If only a single argument n is passed, the
currentcolor map setting is returned and nothing is changed.
The color map entry of a mutable color can be freed only by calling
FreeColor(n). Aswithotheruses of FreeColorO, theresultsareundefinedifthe
color is still inuse.
Using Mutable Colors
The important aspect of mutable colors is the ability to change the
appearanceofsomethingthatalreadyhasbeendrawn.Thisis especiallyusefulChapter 7 Color 147
with complex objects; on the other hand, the colrpick programuses a mutable
color justtochange its central squareas the sliders are moved. Mutablecolors
canbe used to emphasize or de-emphasize something, to make an objectblink
or flash, oreven to produce animation (as shown later).
Supposeyouhaveaprogramfor drawingfigures inawindow.Drawing
isdoneontopofalight-bluegridtohelpwithverticalandhorizontalalignment.
Nowsupposeyouwanttoviewthefinisheddrawingwithoutthegridlines.This
requireseithererasingthegrid lines, whichis trickyifsomeofthemhavebeen
drawn over, or redrawing the figure in a cleared window.
Thereisaneasierway.Ifthegridis drawninamutablecolor(initiallyset
to light blue), it can be rendered invisible by setting its color to match the
backgroundcolor.Itcanevenbebroughtbackbychangingittolightblueagain.
Here's an example of such a usage:
procedure mainO
curr := "light blue" # current grid color
alt := "white" # alternate grid color
grid := NewColor(curr) I stop(,'*** cannot allocate mutable color")
drawgrid(grid)
drawgraphO
# loop and handle events
repeat {
case EventO of {
"q": exitO
&Ipress: Color(grid, curr :=: alt) # change grid color
}
}
end
procedure drawgrid(color)
local fg, i
fg:= F90
Fg(color)
every i := 22 to 347 by 25 do {
DrawLine(i, 0, i, 370)
DrawLine(O. i. 370, i)
}
# draw background grid
# save present foreground color
# set grid color148
Fg(fg)
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# restore foreground color
return
end
Every time the user presses the left mouse button, the grid lines are toggled.
Figure 7.4 illustrates this.
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Disappearing Grid Lines Figure 7.4
How wouldyou arrange for a variety of colors for grid lines?
Monochrome Portability
Applications that are designed for color screens can be ugly or even
unusableonmonochromemonitorsunlesssomeattentionispaidtoportability.
Onabi-Ievelmonitor, F90canchooseonlyblackorwhite,anditreturns
whichever of these is closer to the requested color. On a gray-scale monitor, it
chooses the closest gray.
Choosingblack orwhite is about thebestthatcanbedone for drawing
lines or writing text, but it doesn't work very well for colors that cover large
areas. The procedure Shade(s) addresses this problem. On a color monitor,
ShadeOactsjustlikeF90.Onabi-Ievelmonitor,ShadeOsetsthewindowtouse
a halftone pattern that approximates the darkness of the requested color.
(Halftones are patterns ofblack and white dots that give the illusion ofgray.)
The best results usually are obtained by designing an application to
consider atleast two types ofdisplays: bi-Ievel and color. A testsuch asChapter 7 Color 149
if WAttrib(ldepth") = 1 then ...
mightbe used. This approach groups gray-scale monitorswithcolor monitors
- both have depths greater than 1 - since approximating colors with grays
usually looks better than using halftones.
Printing Color Images
Oneproblemthatplaguestheuseofcoloris theneedtoproduceprinted
copies of such images for usein technical reports, dissertations,journalpapers
- andbooks like this one.
Althoughnewtechnologieshaveloweredthecostandincreasedtheease
ofcolor printing, it's still impracticalinmostsituations. Whatusuallyhappens
is thatcolor images are printed inblack and white in the hope ofcapturing at
least some sense of the distinctions that color provides. Halftoning is used to
convert colors to different shades ofgray.
Thetroublewiththisis thatradicallydifferentcolorsmayappearsimilar
or even identical when printed. See Figure 7.5. Ways of dealing with this
problemarebeyondthescopeofthisbook,butifyouexpecttoprintcolorimages
inblackandwhite,youmaywanttoconsidercolorselectioninadvanceandsee
whatdifferentchoices look like when they are printed.
red
green
blue
orange
purple
light blue
light green
light red
dark yellow
ColorPrinted in Blackand White
If this figure didn't have labels, could you guess
the actual colors?
Figure 7.5150
Library Resources
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The gpxop module, which is incorporated by link graphics, contains
several additional procedures not discussed elsewhere. These include:
Blend(k1, k2, ...) generate a sequence ofcolors
Contrast(k) choose white orblack to contrastwith k
Procedures for converting RGB colors to and from HSV and HLScolor
spaces also are provided.
Tips, Techniques, and Examples
Random Rectangles
InChapter4, weshowedaprogramfor generatingrandomrectanglesin
blackand white. It's easy to adapt this programto select colors atrandom. All
that's needed are lists ofdarknesses and hues:
darkness := ["light", "medium", "dark", "deep"]
hue := ["red", "orange", "yellow", "green", "blue", "gray"]
Then the foreground color canbeset at randombefore drawing:
Fg(?darkness II" moderate II II ?hue)
Unlike the black-and-white case, the result is more attractive if only filled
rectangles are drawn, rather than choosing randomly between lines and rect-
angles:
FiIlRectangle(x, y, w - Gap, h - Gap)
Figure 7.6 shows an example of the results; also see Plate 7.3.
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Random Rectangles in
Color
Tryexperimentingwithdif-
ferentselectionsofhuesand
darknesses, or biasing the
darknessesandhuesbyhav-
ingsomeappearmorethan
once in a list.
Figure 7.6Chapter 7 Color
Three-Dimensional Shading
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A little bit of shading can make objects appear to be raised above or
sunkenbelow the plane. An example canbeseen inFigure 7.7.
A Dominoand its Mold
C' C' Rotating the book 180
0 turns one into
oJ ;J the other.
c oJ
n (' oJ oJ
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Figure 7.7
A three-dimensional effect is produced by framing an area using two
different colors. Part of the frame is lighter than the background, as if illumi-
nated, and part is darker, as if in shadow. Where the two meet in a corner, the
boundary is mitered at a 45
0 angle, as in a real picture frame.
The eye expects illumination to come from above. This is why the
shadingcuesaresoeffective,andwhyrotatingthefigurecanraiseandlowerthe
dominoes. The sameillusioncan turnvalleys into ridges when an aerial photo
taken in the northern hemisphere is viewedwith northat the top.
For a realistic appearance, it is important that the shading be done
consistently.InFigure7.7, thecolorsframingthepipsofthedominoesshowthat
the "light source" is above and slightly to the left, and the vertical parts of the
frame are colored accordingly.
A light, unsaturated background color, such as pale gray, works best.
This provides sufficient contrast for button labels and other such things while
allowing highlights tobedrawninwhite, a sti11lighter color. Itis also possible
touselight-grayframehighlightswithawhitebackground,ora ditheredframe
on a bi-Ievel display,butneither is as convincing.
The library file bevel.icn contains several procedures for drawingbev-
eled objects; itwas used to produce Figure 7.7.
Animation Using Mutable Colors
Mutablecolorscanbeusedtoproduceanimation.Thisprogramdisplays152 Color Chapter 7
randomlyplacedhelicopterswithspinningrotors.Eachrotorisdrawnintwelve
differentpositions using twelve different mutable colors; atanytime only one
of those is visible, and the rest are set to match the background color. The
appearance ofmotionis producedbychangingthecolormap settings to make
the "visible" color advance from one position to the next.
link random
$define colors
$define copters
$define nap
$define cwidth
$define cheight
global mcol
procedure mainO
local cv
12
10
20
50
30
# number of colors
# number of helicopters
# spin delay in msec
# helicopter width
# helicopter height
# list of mutable colors
# turn old blades to white
# rotate colors
# turn new blades to black
# don't spin too fast
WOpen(lsize=600,400") I stop("*** cannot open window")
mcol := []
every 1 to colors do # get mutable colors
put(mcol, NewColor(lwhite")) I stop(,'*** cannot get mutable color")
randomizeO
every 1 to copters do # place helicopters randomly
launch(?(WAttrib(lwidth") - cWidth), ?(WAttrib("height") - cheight))
# Loop until user signals a halt.
cv := mcol[1]
until WQuitO do {
Color(cv,"white")
put(mcol, cv := get(mcol))
Color(cv, "black")
WDelay(nap)
}
end
# launch(x, y) - draw helicopter at (x,y)
$define slice (&pi / colors) # blade width
procedure launch(x, y)
local CV, off
WAttrib("dx=" II X, "dy=" II y) # adjust coordinate systemChapter 7 Color
EraseArea(O, 12, 50, 13) # clear approx background area
DrawSegment(2, 30, 20, 30, 15, 30, 15, 25) # draw body
DrawLine(2, 25, 20, 25, 60, 12, 20, 12, 20, 25)
DrawCircle(14, 18, 14,5* &pi / 6, &pi / 3) # draw curved windshield
off := ?O * &pi # random initial blade offset
every cv := 1 to colors do { # draw blades
Fg(mcol[cv])
FiIIArc(-10, 0, 50,14, off + cv * slice, slice)
FiIIArc(-10, 0, 50,14, off + cv *slice + &pi, slice)
}
Fg("black")
DrawArc(-10, 0, 50, 14) # ellipse around blade tips
return
end
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Allrotorsusethesamesetoftwelvemutablecolors. Becausenoredraw-
ingtakesplace,thenumberofhelicoptershasnoeffectonthespeedoftherotors:
itis justasquick to spina hundred of themas a singleone,sinceonlythecolor
map is changing. Figure 7.8 shows a snapshotof this action.
Animated Helicopters Figure 7.8
Trycreatingas manyhelicoptersasyoudare,andverifythatthespeed
isn't affected.Chapter 8
Images
Thischapterdescribestheremainingoperationsrelatedtowindows:specifying
and drawing images, and reading and writing image files.
Drawing Images
Drawlmage(x, y, spec) draws an arbitrarily complex figure in a rectan-
gularareabygivinga valuetoeachpixel in thearea. xandyspecifytheupper-
left comer of the area. spec is a string of the form "width,palette,data" where
widthgivesthewidthoftheareatobedrawn, palettechoosesthesetofcolorsto
be used, and data specifies the pixel values.
Each character of data corresponds to one pixel in the output image.
Pixelsarewrittena rowata time,lefttoright,toptobottom.Theamountofdata
determines the height of the area drawn. The area is always rectangular; the
length ofthe data mustbe anintegral multiple of the width.
Thedatacharactersareinterpreted inpaint-by-numberfashion accord-
ingtotheselectedpalette. Withthe c2palette,thedatacharacters r, g, b, c, m, y,
k, w, andxdrawthecolorsred,green,blue,cyan,magenta,yellow,black, white,
and gray, respectively. With the g16 palette, the hexadecimal characters 0
through F select sixteen shades of gray. Other palettes provide larger sets of
colorsorgrays.TheavailablepalettesaredescribedindetailinAppendixH,and
the color palettes are illustrated in Plate 8.1. Plates 8.2 through 8.4 contrast the
discrete colors ofthe c1 and c6 paletteswith the full range ofcolors.
Spaces and commas canbe used as punctuation to aid readability. The
characters - and\377specifytransparentpixelsthatdonotoverwritethepixels
on the window when the image is drawn. Punctuation and transparency
characterslosetheirspecialmeaningsinpalettesinwhichtheyrepresentcolors.
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E8579BA9643323AF" II
5579AA9643222108"1I
4333333222100008"11
D41111100000019F"1I
FFFD9532248BFFFF"
The following code segment uses the g16 palette to draw the small
spheres showninFigure 8.1:
sphere := "16,916, FFFFB98788AEFFFF" II
"FFD865554446AFFF FD856886544339FF
"A569DECA7433215E 7569CDB86433211A
"4456776533221007 4444443332210007
"533322221100000A 82222211100oo03D
"FA200000000018EF FFA4000000028EFF
every x := 20 to 460 by 20 do {
y:= 290
every 1 to ?17 do
Drawlmage(x, y -:= 16, sphere)
}
A Drawn Image
Thenur.nberofballsineadh
column in this figure was
selected at random. This
kind of graphic also could
be used to present a bar
graph in an eye-catching
manner.
Figure 8.1
DrawlmageO fails ifthe specification is invalid. Itnormally returns the
null value, butifone or more of the requested colors cannot be allocated, the
procedurereturnsacountofthenumberofcolorsthatcannotbeallocated.When
a color cannot be allocated, either black or white (whichever is closer) is
substituted in the drawn image.
Palette Inquiries
Programsthatconstructimagesneedinformationaboutcolorpalettesin
usable form. Four procedures provide this invariousways:
PaletteKey(palette, color) returns a character from the given palette
representing anentryin the palette thatis close to the givencolor.
PaletteColor(palette, s) returns the color represented by the single
character s in the given palette, failing if the character is not a member of the
palette. The color is returned in the same form as producedbyColorValueO.Chapter 8 Images 157
PaletteChars(palette) returnsa stringcontainingthecharactersthatare
validinthegivenpalette.Theprocedure PaletteGrays(palette) returnsonlythe
characters corresponding to shades of gray, ordered from black to white.
None of the palette inquiry procedures requires a window, either im-
plicit or explicit, but for uniformity they all accept an optional window argu-
ment.OnlyPaletteKeyOutilizesawindow:Platform-dependentcolorspecifica-
tions maynotbe recognized without one.
Bi-Level Images
Foranimagecomposedofonlythe foreground andbackgroundcolors,
onlyonebitis needed to specifythesettingofeachpixel. A morecompactform
of specification is allowed as an alternative in this situation.
Abi-Ievelimagespecificationhastheform width,#data. The datafield is
aseriesofhexadecimaldigitsspecifyingtherowvaluesfromtoptobottom.Each
row is specifiedbywidth/4digits, with fractional values rounded up.
The digits ofeachrow are interpreted as a base-16 number. Each bit of
this numbercorrespondstoonepixel; a valueof0selects thebackgroundcolor
and a value of 1 selects the foreground color. The least significant bit of this
numbercorrespondstotheleft-mostpixel,sothebitsofeachrowarebackwards
from the usual representation.
Forexample, Drawlmage(x,y,15,#1113151911") drawsa5-by-5letterN.
The hexadecimal string is interpreted in this way:
bitvalue hex
row 1 2 4 8 16
1 .000. 11
2 ••00. 13
3 .0.0. 15
4 .00•• 19
5 .000. 11
If the data field is precededbythe character - insteadof#, theimage is
written "transparently": Bit values of 0 preserve existing pixels instead of
writing the background color.
Patterns
Inpreviouschapters,wedescribedseveralproceduresfordrawingsolid
linesandareas. It'salso possible to use theseprocedurestolaydowna pattern.158 Images Chapter 8
Two attributes control patterndrawing: a pattern and a fill style.
A patternis defined interms of a small rectangle, or tile. Conceptually,
thetile is alignedintheupper-leftcomerofthewindowandthenduplicatedas
necessaryuntilthewindowisfilled. Whenthepatternisactive,eachpixeldrawn
onthewindowis controlledbythecorrespondingpixel ofthepattern. Because
thepatternisalwaysalignedwithrespecttotheedgeofthewindow,andnotthe
coordinates of the drawing operation, areas drawn at different times merge
seamlessly.
Thereare16built-inpatternswithstringnames,asshowninFigure8.2.
black verydark
•• lightgray verylight
.:.:.:.:-:-:-:-:-:-:
darkgray
white
gray
vertical
Built-in Patterns
The built-in patterns
aredesignedtoprovide
cornrnonJy used back-
grounds and textures.
diagonal horizontal grid trellis
.~••
Figure8.2
A patternis specifiedbycalling Pattern()withapatternspecification,as
in
Pattern("scales")
The attribute pattern also canbe used to specify the pattern, asin
WAttrib(lpattern=scales")
ThefiIIstyle attributemustbesetappropriatelytousea pattern.Withthe
defaultsettingof "fillstyle=solid",anypatternisignored.Setting "fillstyle=masked"
causesdrawingtoberestrictedtoonlythosepixelsthatcorrespondtobitsinthe
pattern.Setting "fillstyle=textured" causesall theusualpixelstobedrawn,using
the foreground colorwhere the pattern is setand thebackgroundcolorwhere
itis not.Chapter 8 Images
Forexample,withthe patternspecified above,
WAttrib(lfillstyle=textured")
FiIIRectangle(200, 200, 80, 160)
produces the result shown in Figure 8.3.
159
..
A Patterned Rectangle
Patternscanbeusedwithanydrawing
procedure.Youmighttryyourhandat
crafting a fish.
Figure8.3
Patternsarenotlimitedtothebuilt-inones. Figure8.4showsanexample
of another pattern.
A Patterned Necktie
The tile used in this necktie is 14,#8CA9":
row 1 2 4 8 hex
1 000. 8
2 DO•• C
3 D.O. A
4 .00. 9
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Tiles are given by bi-Ievel image specifications, as described in the
previous section. The specificationused in this necktie is 14,#8CA9".
HereisaprogramfragmentthatproducestheimageshowninFigure8.4.
Noticethatthefill styleis resetafterdrawingtheinteriorinordertodrawa solid
outline.
points := [90, 70, 110, 70, 120, 40, 80, 40,
90,70,60,330,100,370,140,330,110,70]
Pattern(14,#8CA9")
WAttrib(lfillstyle=textured")
FillPolygon !points
WAttrib(lfillstyle=solid")
DrawPolygon ! points
The sizes of tiles that can be used for patterns are dependent on the
particular graphics system used. There is no inherent limit. Tile sizes of4 by 4
and 8 by 8 are the most portable. Figure 8.5 shows more examples, each
constructed using one ofthese two tile sizes.
"""~ "''''
'" "'''' "'''' "'''' "''''''' "''''''' "''''''' ~~'"
"''''''' "''''''' WWWI;;'I
1;;11;;11011;;1
WIOIWW
WWWWW
@!;;IWWW
I;;I@@WW
0WWWW
WWWWW
flI~:II:;II:;II:;II:P
!l1l:~:II:~:II:;II;;II:P
rlH~:II:~:II;;II:;II:P
III rlH~:U;~:U;~;II:P
I'lIIlIIlIWWWq)
1'I't1'Pt1'Ptll't ...... .... .... .... .... .... .... .... ...... ......
Itt"""""" ll'tll'tll'tll't
ll'tll'tlttl'lt
lttl'Ptl'Ptl'l't
1'Pt1'Pt1'l'tll't
1'Pt1'Pt1'l't1'l't
ll'tll'tIl'tIPtl!'t
ll'tll'tll'tl'l't/llt
ll'tll'tll't1'Pt1l't
ll'tl'ltl'l'tl'l'tl'l'tltt
1'I't1'l't1'l't1'l't1'l't1tt
1'I't1'l't1'l't1'l't1'l't1'l't
1'I't1'l't1'l't1'l't1'l't19t
1'I't1'l't1'l't1'l't1'l't1tt
1'I't1'l't1'l't1'l't1'l't1'l't
1'I'tl'l'tl'l'tl'l'tl'l'tflltltt
1tt1tt1'l't1tt""1'I't1'l't
1'I'tl'l'tl'l'tl'l'tlttl'l'tJlltltt
1'I'tll't1'l'tll't1'l't1'l't1'l't1Pt
lttlttl'l'tl'l'tl'l'tl'l'tl'l'tltt
Ittl'l'tl'l'tl'l'tl'l'tll'tflltfllt
I'Ptfl'tfl'tlPtl'l'tl'l'tlttltt
1'I't1'l't1'l'tll'tll'tI'Ptl!'tlit
1'I'tl'l'tl'l'tl'l'tl'l'tl'l'tJlltttt
ll'tll'tll'tll'tll't1'Pt1l't1tt
1'I't1'lt1'l't1'l't1'l't1Pt
1'I't1'l't1'l't1'l't ....
Various Patterns Figure 8.5
Itoftenisdifficulttofindapatternthatwillproduceadesiredeffect,but
it's fun trying.Chapter 8 Images
Image Files
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Any rectangular portion of a window can be saved in an image file.
Conversely, image files canbe read into a window.
Icon supports GIF, the CompuServe Graphics Interchange Format
(MurrayandvanRyper, 1994). Otherimagefile formats aresupportedonsome
platforms. See Appendix N for more information.
GlF files are limited to 256 different colors. There are two GIF formats:
GlF87a and GIF89a. GIF89a supports transparency, inwhichdesignatedpixels
intheimagearenotdisplayed,leavingthoseinthewindowunchanged.Iconcan
readboth GlF formats, butitcan write onlyGIF87a.
An image can be loaded into a windowwhen it's opened by using the
image attributewith a file name as value, as in
WOpen("image=igor.gif")
whichopensawindowusingtheimagefile igor.gif.Thesizeofthewindowisset
automaticallytothesizeoftheimage.TheresultmightbeasshowninFigure8.6.
Igor, at your service
A Start-Up Image
Imagefiles areavailablefromawidevarietyof
sources. In addition to ones available from
electronic bulletin boards and networks, im-
age files can be created from printed images
using a scanner. A large number of"clip art"
images also are available without copyright
restrictions.
Figure8.6
Another example of the use of an image is shownin Figure 8.7.162 Images Chapter 8
A UserDialog
This example shows how intricate images - ones
you'd never want to construct by drawing in a
program- canbeused to dressupuserinterfaces.
Figure 8.7
An image can be read into a window after it has been opened using
Readlmage(s, x, y, p),whichreadstheimagefile namedsintothewindow.The
upper-left corner of the image is placed at x and y, which default to O. Any
portionoftheimagethatdoesnotfitintothewindowisdiscarded.Ifpispresent,
the image is displayed using only the colors of the palette p, thus giving the
programsome control over color allocation.
ReadlmageO fails iftheimagefile cannotbeopened,ifitisnotina valid
format, orif p is nota validpalettename.Itnormallyreturnsthenullvalue,but
ifoneormoreoftheneededcolorscannotbeallocated,itreturnsacountofthose
colors (after substitutingblack orwhite for them).
TheprocedureWritelmage(s, x, y, w, h) writes the specifiedrectangular
area ofthe window to the file named s,starting at x and y and extendingbyw
and h. x and y default to O. Ifw or h is omitted, the extent is to the edge of the
windowinthatdirection. Thus, Writelmage(s) writesthe entirecontentsofthe
window to the file named s. The imagenormallyis written in GIF format, but
certain forms of file names may select different formats on some systems; see
Appendix N for details. WritelmageO fails if the given bounds exceed the
window, if thewidthorheightis zero, or if the file cannotbe written.
Ifthegraphicssystemallowsit, theimageusedfor theiconifiedversion
ofa window also canbe setby using the attribute iconimage, as in
WAttrib(liconimage=sleep.gif")
Gamma correctionis appliedwhenimages are read inandwrittenout.
Consequently,animagethatisreadinand thenwrittenoutwithoutmodifica-
tion is the same, regardless of thevalue of the gamma attribute.Chapter 8 Images
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The gpxop module, which is incorporated by link graphics, includes
these procedures:
Capture(p, x, y, W, h) convert area to image string
Zoom(x1, y1 , w1, h1 , x2, y2, w2, h2) copyand distort rectangle
Thegifsize modulecontainsgifsizeO for determiningthesizeoftheGIF
image in a file.
Tips, Techniques, and Examples
Random Colors
An mentionedinChapter 3, an elementofrandomness oftenenhances
thevisual appeal ofgraphic designs.
Onewaytoaccomplishthisis tocreatealistofcolorsandusetherandom
selection operation, as in
colors := ["red", "blue", "green", "orange", "purple", "black"]
Fg(?colors)
Ifmanydifferent colorsareneeded,itistedioustolistthemallanditmay
behard to find an appropriate range. In this case, color palettes canbe useful.
Thelibrarymodule colorcontains a procedure RandomColor(p),which
selects a randomcolorfrompalettep, omittingtheextrashadesofgraythatare
used to fill outlarge color palettes. See Appendix H.
An alternative method, which has less overhead per color needed but
requiressomeworkinitially,istocreateacolorlistfroma designatedpalette,as
in
colors := []
every put(colors, PaletteColor(p, IPaletteChars(p)))
All grays canbe omittedby using PaletteGraysO:
colors := []
grays := PaletteGrays(p)
every c:= !PalleteChars(p) do
if not (grays? upto(c)) then put(colors, PaletteColor(p,c))164
Transparent GIF images
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TransparentGIFs areimagesinwhichonecoloris designatedas "trans-
parent", so that pixels of that color are ignored when the image is read. This
allowsa varietyofinterestingvisualeffects. IconcanreadtransparentGIFs,but
itcannotwritethem.Thereare, however,a numberofutilityprogramsthatcan
create transparentGIFs, andmany transparentGIFs can be found onthe Web.
Without transparent pixels, images can be read only as complete rect-
angles. With transparency, images of arbitrary shape can be added without
erasingthewindowcontentsunderneaththerectangle thatcontainstheimage.
Suchimagescanbeusedwithoutregardfor theunderlyingbackgroundcoloror
pattern. Figure 8.8 shows an example of this technique.
Nearby Restaurants Nearby Restaurants
***
Tentazione ***
Tentazione
Italian Italian
****
Burly Bob's ****
Burly Bob's
Steak House Steak House
*
Quicky Burger *
Quicky Burger
Fast Food Fast Food
***
Escamillo's ***
Escamillo's
Mexican Mexican
Ordinaryand Transparent GIFs Figure 8.8
Ontheleft,therectangularboundaryofeachsmallGIFimageisreadily
apparent. On the right, using transparent GIFs, the edges disappear.
Transparent GIFs also can be used for other visual effects, such as
superimposingimages.Chapter 9
Windows
So far, we'vedescribedhowtodrawandplacetextina singlewindow.Nowit's
timetolookmorecloselyatwhatwindowsareandwhatcanbedonewiththem.
The Subject Window
In preceding chapters, we used only one window and performed all
operationsonthatwindow.Thissubject window isthewindowusedbygraphics
procedures. The subjectwindow also is the value ofthe keyword &window.
Someprograms need morethan onewindow, and hence it is necessary
to have a way of opening and referring to several different windows. The
procedure WOpenO opens a new window every time it is called. It returns a
valueoftypewindowthatcanbeusedtoidentifythenewwindow.Forexample,
alert := WOpenO
opens a window and assigns it to alert.
If the first argumentofa graphic procedure is a window,itoperateson
thatwindowinsteadofthesubjectwindow,whichisnotchanged.Forexample,
DrawRectangle(alert, 100, 100, 10, 20)
draws a small rectangle in the window alert. The subject window can be
referenced explicitly, as in
DrawRectangle(&window, 100, 100, 10,20)
whichdrawsa smallrectangleinthesubjectwindow.Itis, ofcourse,easierjust
to leave thewindow argumentoutwhenreferring to the subjectwindow.
In addition to returning a new window value, WOpenO assigns this
value to &window if &window does not already have a window value. Conse-
quently, youcanignore thevaluereturnedbyWOpenO ifall you'reinterested
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in is the subject window. Ifyou want to change the subject window, you can
assign the null value to &window, as in
&window := &null
sothata subsequentcall ofWOpenO will assigna newsubjectwindow; oryou
cansimply assign the result of WOpenO to &window.
Exceptwhenmorethanonewindowisneeded,we'llcontinuetoomitthe
window argument to procedures and just refer to "the window" with the
understanding thatwe're referring to the subject window.
Opening and Closing Windows
WOpenO fails if a window cannot be opened. This may happen, for
example,iftoomanywindowsalreadyareopen.WOpenO alsofailsifaspecified
attribute cannotbeset. Such a failure can result from something as simpleas a
keyboarding mistake. Since undetected failure of WOpenO can have cata-
strophic consequences, itis importantto provide a check, as in
log := WOpenO I stop(,'*** cannot open log window")
The display attribute is a system-dependent string that identifies the
particularmonitorandkeyboardassociatedwithawindow.Thisstringisuseful
whenacomputerhasmultipledisplaysorwhenanetworkconnectsthedisplays
ofseveral computers. The display attribute canbe set to select a displaywhen
opening a window, butit cannotbe changed thereafter.
WCloseO closes thewindow.Closingthesubjectwindowsets &window
tothenullvalue.Whenawindowis closed,itdisappearsfromthescreenandits
contents are discarded. A window that is closed cannot be re-opened. When
programexecution terminates, all windows are closed automatically.
Window Size and Position
The size ofa window canbespecified bywidth and heightin terms of
pixels. For example,
WOpen(lsize=300,500") I stop("*** cannot open window")
opens a window300pixelswideand500 pixelshigh. Thewidthandheightcan
bespecified separately, as in
WOpen(lwidth=300", Iheight=150") I stop("*** cannot open window")
Thesizeofawindowalsocanbespecifiedintermsofthenumberofrows
and columns for textinthewindow's font, as inChapter 9 Windows 167
WOpen(lrows=40", "columns=80", "font=mono") I
stop("*** cannot open window")
The size of the window canbe changed after itis opened.
Theinitialpositionoftheupper-leftcornerofawindowcanbespecified
interms ofpixelcoordinates.Thevalueofthe posattributeis anintegerpairof
x-y coordinates measured relative to the upper-left corner of the screen. For
example,
WAttrib("pos=100,200")
causesthewindowtobeplacedwithitsupper-leftcorner100pixelsfromtheleft
edgeofthescreenand200 pixels from thetop ofthescreen. Theattributes posx
and posy canbe used to specify the coordinates individually.
Once a window is open, its size and position can be changed. For
example,
WAttrib(lwidth=600")
changes thewidth ofthewindow to 600 pixels.
Stacked Windows
When several windows are on the screen at the same time, they may
overlap so that one window obscures another. In this sense, the obscured
window is behind the other window. In some cases, a window may be com-
pletely obscured, so that there is no evidence ofits existence on the screen.
Theusercanrearrangethewindowsorchangethestackingorderusing
the facilities provided by the graphics system. If a window is completely
obscured, it may be necessary to move or resize other windows to get to the
obscured window.
Theprogramalsocanchangetheorderofwindowsusingtheprocedures
RaiseO and LowerO. Raise(win) raises win tothefront, sothatallotherwindows
arebehind it. Conversely, Lower(win) puts win behind all otherwindows.
Under most window managers, Raise(win) makes win the "focus" for
input: thewindow that accepts user input.
Graphics Contexts
So far we'vepresented a somewhatsuperficial view ofwhat a window
is: a rectangular array of pixels, together with various attributes. A window
actuallyconsistsofa couplingbetweentwootherobjects: a canvas, whichiswhat168 Windows Chapter 9
youseeonthescreen, and agraphics context, whichdetermineshowdrawingis
doneon the canvas.
The attributes associated with the graphics context are:
colors: fg, bg, reverse, drawop, gamma
text: font, fheight, fwidth, ascent, descent, leading
drawing: fillstyle, linestyle, linewidth, pattern
clipping: clipx, clipy, clipw, eliph
translation: dx, dy
All otherattributes are associated with the canvas:
window: label, image, canvas, pos/ posx/ posy
size: resize, size, height, width, rows, columns
icon: iconpos, iconlabel, iconimage
text: echo, cursor, x/ y/ row, col
pointer: pointer, pointerx, pointery, pointerrow, pointercol
screen: display, depth, displayheight, displaywidth
Mostoftheseattributesalreadyhavebeendescribed.Therestarediscussedlater
in this chapter.
Whenyou create a windowwith WOpen(), the result is a coupling of a
new canvas with a new graphics context. Forexample,
win1 := WOpen("size=200,100", "fg=red". "font=mono")
produces the coupling illustrated in Figure 9.1.Chapter 9 Windows 169
CANVAS
size=200,100
...
WINDOW
win1
GRAPHICS CONTEXT
fg=red
font=mono
...
A Coupling
Notice that the size is an attribute of the canvas, while the
foreground colorand font are attributes ofthe graphicscontext.
There are, ofcourse, many other attributes not shownhere.
Figure 9.1
In most circumstances, you don't need to know that a window is a
couplingofa canvasanda graphicscontext. Forexample,WAttribO workswith
any attribute, querying it or setting it in the canvas or the graphics context,
dependingonwheretheparticularattributeresides. Thereasonthattheunder-
lyingstructureisimportantis thatgraphicscontextscanbecreatedandcoupled
to canvases in differentways.
Cloning
The procedure Clone(win1, win2 [, attributes]) creates a window that
couples the canvas of win1 with a new graphics context. The new graphics
contextis initializedwiththe attributesofthegraphicscontextfor win2, except
for those giveninadditional arguments to CloneO. Ifanycanvas attributes are
set,theyareappliedtothecanvassharedbywin1 andthenewwindow. CloneO
fails ifan attribute cannotbeset to a requestedvalue.
For example, if
win2 := WOpen(lsize=350,200", "fg=blue", "font=serif")
then
win3 := Clone(win1, win2, "font=sans")
produces the situationshowninFigure9.2.170
CANVAS
size=200,100
...
,
WINDOW WINDOW
win1 win3
, ,
GRAPHICS CONTEXT GRAPHICS CONTEXT
fg=red fg=blue ..
font=mono font=sans
... ...
A Cloning
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CANVAS
size=350,200
...
.~
WINDOW
win2
,
GRAPHICS CONTEXT
fg=blue
font=serif
...
Figure 9.2
Since graphics contexts contain attributes like colors and fonts that
determine the appearanceofdrawingandtext, differenteffects canbe
produced on the same canvas by using different couplings with the
canvas.
For the couplings shown in Figure 9.2,
WWrite(win3, "A selection of choices follows")
every WWrite(win1," ", !choices)
writesa sans-serifheadinginbluefollowedbya listofitemsinredanda mono-
spaced font, all on the canvascreated when win1 was opened.
Ifthesecondwindowargumentin Clone() isomitted,thesinglewindow
argument supplies both the canvas and the attributes for the new graphics
context,exceptforanyattributesspecifiedinClone().Ifbothwindowarguments
are omitted, the subjectwindow is used.
Forexample, if
win4 := Clone(win1, "fg=blue")
then the situationis as shown in Figure 9.3.Chapter 9 Windows
CANVAS
size=200,100
WINDOW
win1 win4
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A Cloning
The most common use of cloning
couples two or more graphics con-
texts with a single canvas.
GRAPHICS CONTEXT
fg=red
font=mono
--- --~
GRAPHICS CONTEXT
fg=blue
font=mono
Figure 9.3
Although CloneO creates a new graphics context without opening a
window, the only way to create a new canvas is to opena newwindow.
Coupling and Uncoupling
The procedure Couple(win1, win2) is similar to CloneO, except that a
new graphics contextis notcreated,butinstead the graphicscontextofwin2 is
shared with the new window produced by CoupleO. For example,
win5 := WOpen(lsize=320,200", "font=serif")
win6 := Coupte(win5, win4)
produces the situationshownin Figure 9.4.172
CANVAS
size=200,100
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CANVAS
size=320,200
WINDOW
win1
WINDOW
win4
WINDOW
win6
WINDOW
win5
GRAPHICS CONTEXT
fg=red
font=mono
GRAPHICS CONTEXT
fg=blue
font=mono
GRAPHICS CONTEXT
fg=black
font=serif
Shared Graphics Contexts Figure 9.4
Either Fg(win4, "green") or Fg(win6, "green") now changes the fore-
ground color in the shared graphics context to green, affecting subse-
quent output toboth canvases.
The procedure UncoupleO removes the coupling for the window. If
there is nocoupling ofthe canvas to anotherwindow, the windowis closed as
inWCloseO.Ifthereareothercouplings tothecanvas, however,thewindowis
not closed.
Using Graphics Contexts
Theeffects ofusinggraphicscontextsinthewaysdescribedherecanbe
obtainedbychangingattributes ina single graphicscontext. Graphicscontexts
offer several advantages over changing attributes: (1) a particular set of at-
tributes can be established and encapsulated in a graphics context, (2) once
graphics contexts are established, less code is required to change the effects of
operationsonwindows,and (3) thereis less likelihood ofprogrammingerrors
(such as failing to restore the value ofan attribute after it has been changed).
Information About Windows
Theprocedure image(win)producesastringshowingserialnumbersfor
win's canvas and graphics context, along with the window label. The form ofChapter 9 Windows 173
string produced by image(win) is I window_2:4(display)"/ which indicates the
secondcanvascreated,thefourthgraphicscontextcreated,andthelabeldisplay.
Canvas States
Initsnormalstate,a canvasappearsonthescreen. Therearethreeother
possible states for a canvas: hidden, iconic, and maximal.
Whena canvasis hidden, itdoes notappearonthescreenand doesnot
accept events, but it otherwise behaves in all respects like a normal, visible
canvas. You can draw to a hidden canvas, write text to it, and so forth, but
nothing appearsonthe screen. Whena hiddencanvas is returnedtoitsnormal
state, however, any changes made to its canvas become apparent.
Whena canvasischangedtotheiconicstate("iconified"), itbecomesan
icon- a small image that typically has onlyan identifying label. An iconified
canvas canbechanged justlike a hidden one.
The label associated with an icon can be changed using the attribute
iconlabel, as in
WAttrib("iconlabel=wake Up!")
The position of the icon can be changed using the attribute iconpos,
whichis analogous to pos for a canvasinits normalstate. Theimagedisplayed
by the icon is set using the iconimage attribute.
A maximalcanvas fills theentire screenoras muchofitas thegraphics
systemallows. Onsomewindowsystems,thetitlebarandotherdecorationsare
removedwhena canvasis maximal,allowingthecanvastofill theentirescreen.
Changing a canvas to the maximal state usually changes its size and produces
a resizingevent.Ifa maximalcanvassubsequentlyischangedbacktoitsnormal
state, the canvas is restored to the size ithad in its normal state, and there is a
resizing event.
Thestate ofa canvasis setbytheattribute canvas, for whichthevalues
are normal, hidden, iconic, and maximal. For example,
WAttrib(lcanvas=hidden")
causes the canvas to becomehidden.
Thedisplaywidthanddisplayheightattributesgivethedimensionsofthe
screenonwhichthecanvasappears(asdistinguishedfromthecurrentsizeofthe
canvasitself). WAttrib(lcanvas=maximal") resizesthecanvastothesizegivenby
displaywidth and displayheight.174
Copying Areas
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The procedure CopyArea(win1, win2, x1, y1, w, h, x2, y2) copies the
rectangularareaofthecanvasfor win1 definedbyx1, y1, w, and h to thecanvas
for win2 attheoffsetx2, y2.Iftherectangularareaexceedstheboundariesofthe
canvas for win1, the background color of win1 is used for that portion. Any
portion of the copy that falls outside of the canvas for win2 is discarded. The
source and destinationwindows maybe the same, and the areas may overlap.
The coordinates x1, y1, x2, and y2 default to the upper-left corners of
theirwindows, and wand h default to include the remainder ofthe canvas for
win1. Consequently, CopyArea(yvin1, win2) copies the entire canvas ofwin1 to
the upper-left corner ofwin2. .
If no window arguments are given, the source and destination for
copyingare the subjectwindow. For example,
CopyArea(10, 20, 100,200,300,310)
copies a 100-by-200 rectangle from (10,20) to (300,310) on the subjectwindow.
If only one window argument is given, it is both the source and the
destination. For example,
CopyArea(win, 10, 20, 100, 200, 300, 310)
copies a 100-by-200 rectangle from win to (300,310) on win.
Copying areas is another way to produce the same figure at several
places in a window. For example, the following code segment produces the
image showninFigure 4.18 without drawing the figure several times.
WAttrib("linewidth=3")
DrawCurve(70, 40, 45, 60, 70, 80, 85, 60,
50,40,15,60,30,80,55,60,30,40)
every x := 0 to 300 by 100 do # overwrite original drawing
every y := 0 to 240 by 60 do # to make the loop simpler
CopyArea(10, 35, 80, 50, x + 10, Y+ 35)
It'sworthnotingthatcopyinga portionofawindowoftenisconsiderablyfaster
than redrawing a figure.
Reading the Canvas
Insome applications,youmayneed to know thecolors ofpixels on the
canvas. The procedure Pixel(x, y, w, h) generates the pixel colors from the
specifiedrectangulararea.Colorsaregeneratedstartingintheupper-leftcornerChapter 9 Windows 175
# get window size
# width of shifted area
# horizontal location
# height
# starting altitude
of the rectangular area, advancing across each row before going to the next.
Ordinary colors are represented by comma-separated decimal values for the
RGB components, while mutable colors are given by the negative integers
produced by NewColorO.
PixelO obtains the entire contents of the specified rectangle when it is
called.ModifyingthecontentsoftherectanglewhilePixelO isgeneratingvalues
does not affect the the values generated by PixelO.
Customization
Some graphics systems allow users to customize their programs by
providing sets ofdefault values. The procedure WDefaultO provides access to
these customized values. WDefault(program, option) returns the customvalue
registered for theoptionnamed option for theprogramnamed program. Itfails
if the option is not registered for the program. If the graphics system does not
provide a customization mechanism, WDefaultO always fails.
Customdefaultscanbeusedtooverrideprogramdefaults.Forexample,
Fg(WDefault(lteacher", "fg") I "blue")
setstheforegroundcolortothecustomizedforegroundcolorassociatedwiththe
program teacher, if there is one, or to blue if there isn't.
Tips, Techniques, and Examples
Sunset Meltdown
It's often possible to produce interesting images by using graphics
proceduresinways that are not obvious.
The following code segment "melts down" the sunset image of Figure
4.16bycopyingrandomlyselected portionsofthewindowtoward thebottom.
See Figure 9.5.
ww := integer(WAttrib("width"))
wh := integer(WAttrib(lheight"))
every 1 to 500 do {
w :=?ww
x := ?(ww + 2 * w) - w
y:= ?wh
h:= ?y
CopyArea(x, y - h, w, h, x, Y- h + 1)
}176
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Scrolling
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Meltdown
Whathappensiftheloopis
continued indefinitely?
Figure 9.5
# window width
# window height
A largeimagecanbeviewedina smallerwindowbycopyinga portion
ofthe largerwindowinto the smallerone, using scrolling to adjust theportion
ofthelargerimagethatiscurrentlydisplayed.Here'saprocedurethatdoesthis,
using a hiddenwindow for the larger image and user keystrokes for adjusting
the "view".
procedure scroll(win, image_file)
local ww, wh, img, x, y, w, h
ww := WAttrib(win, "width")
wh := WAttrib(win, "height")
# load image into hidden window
img := WOpen("image=" II image_file, "canvas=hidden") I fail
w:= WAttrib(img, "width") # image width
h := WAttrib(img, "height") # image height
x := y := 0 # start in upper-left corner
repeat {
CopyArea(img, &window, x, y, w, h, 0, 0)
case EventO of {
"I": if x > 0 then x -:= 1
"r": if x + ww < w then x +:= 1
"u": if y > 0 then y -:= 1
"d": if y + wh < h then y +:= 1
"q": break
}
}
WClose(img)Chapter 9 Windows
return
end
Animation by Copying Images
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Onewaytoproduceanimationis tosuccessivelycopyimagesthatdiffer
soslightlythatthechangeis notnoticeable. Thisis thewaythatanimatedicons
are done.
As an example, consider the pinwheel image showninFigure 9.6:
A Pinwheel
Thisimagehas180° rotationalsymmetry;itifisrotatedby180°,
it appears the same.
Figure 9.6
A succession of images like this but rotated slightly, when copied one
after another, produce the appearance of rotation. Since the image has 180
0
rotational symmetry, it's only necessary to have images that rotate halfway
around. For successive 10
0 rotations, 18 images are needed. If rotation is
counterclockwise, they look like those in Figure 9.7.
Successive Images Figure9.7
For smooth animation at a slow rate, more images maybe required.178 Windows Chapter 9
Thekeytogettingtheappearanceofanimationis toproducetheimages
fastenough.ThiscanbedonewithimagesonhiddencanvasesandCopyAreaO,
which is fast because the images areinmemory. Infact, itusuallyis necessary
tointroducedelaystoavoidchangingimagessofastthatthesenseofanimation
islost.Howmuchdelayisneededdependsonthespeedoftheplatformandthe
impressionthatisdesired.Here'saprocedurethattakesawindow,a locationin
it for the upper-left comer of the animation, a value for delaying between
successive images, and a list of image files from which the animation is to be
produced.
procedure animate(win, x, y, delay, file_list)
local canvas_list, i
canvas_list := list(*file_list)
every i := 1 to *fiIe_list do {
canvas_list[i] := WOpen("canvas=hidden", "image=" II file_list[i]) I
fail
}
repeat {
every CopyArea(!canvas_list, win, , , , , x, y) do {
WDelay(delay)
if WQuit(win) then break break
}
}
every WClose(!canvas_list)
return
end
TheprocedureanimateO fails ifanimagecannotbeopened;this allows
the application that uses animateO to retain control. The animation continues
untiltheuserentersaq. Otherwaysofcontrollingthedurationoftheanimation,
such as suspendingbetweencopies, mightbe more appropriateinsomesitua-
tions.
Subwindows
Some graphics systems provide subwindows that behave like other
windowsbutresidewithintheboundsofa parentwindow. Icondoesnothave
true subwindows in this sense, but close approximations can be created for
outputpurposes. AnIcon subwindowhasits owncoordinate system,clipping
bound, text cursor position, and other graphics context attributes such as font
and color. Itshares canvas attributes with its parentwindow.Chapter 9 Windows 179
Figure9.8 illustratestheuseofIconsubwindows.Inthatfigure,thereare
foursubwindowsinsidethemainwindow.Thesmallestsubwindowisentirely
containedwithinthelargestone. Eachwindowisfilledwitha differentpattern.
Patterned Subwindows
Thearcs locate theoriginof
each subwindow, and the
nameofitspatternis given.
Figure 9.8
Each subwindow was drawn using this procedure:
procedure patternfill(win, pat)
Pattern(win, pat) Ifail
WAttrib(win, "fillstyle=textured")
FiIIRectangle(win)
WAttrib(win, "fillstyle=solid")
every DrawCircle(win, 0, 0, 10 to 50 by 10)
WWrite(win, pat)
return
end
Each procedure call passes an explicit window argument instead of using the
subjectwindow &window. The FillRectangleO andDrawCircleO callsdependon
clipping to keep their outputwithin the subwindow.
ThemainprocedurecreatessubwindowsandpassesthemtopatternfillO:
patternfill(&window, "verylight")
w1 := SubWindow(&window, 80, 50,150,80)
patternfill(w1, "grains")
w2 := SubWindow(&window, 50,180,150,80)
patternfill(w2, "waves")
w3 := SubWindow(&window, 300, 30, 150, 200)
patternfill(w3, "gray")180 Windows Chapter 9
w4 := SubWindow(w3, 50, 60, 80, 80)
patternfill(w4, "trellis")
Subwindow w4 was formed from subwindow w3, notdirectly from &window.
The SubWindowO procedure is part of the graphics library. Here is a
simplified version:
procedure SubWindow(win, x, y, w, h)
win := Clone(win,
"dx=" II (WAttrib(win, "dx") + x),
"dy=" II (WAttrib(win, "dy") + y)
)
Clip(win, 0, 0, w, h)
GotoRC(win, 1, 1)
return win
end
The incoming window is cloned, and its dx and dy attributes are set; this
translatestheorigin.Toproperlyhandlesubwindowswithinsubwindows,itis
necessary to base the new attribute values onthe previous ones. With thenew
coordinatesystemineffect, clippingbounds are setto delimit the subwindow.
Thetextcursoris moved totheneworigin,andtheclonedwindowisreturned.
A caution: Subwindows created in this manner canbe very useful, but
theyarenotthesameasseparatewindows.Canvasattributessuchas width and
height, and default argumentvalues for proceduressuch as WritelmageO, still
encompass the full window. Actions in the parent window can overwrite the
subwindow region. Furthermore,subwindowinputevents arenotsegregated
from those ofthe parentwindow; they share a common queue.
Canvas Size
Somewindowmanagersimpose maximumand minimumdimensions
on canvases. This may be done silently - you may just get a window whose
dimensionsaredifferentfromwhatyouspecified.Amaximummaybeimposed
to assure the window canbe manipulated within the confines of the screen. A
minimummaybeimposedsothatthewindowmanagerhasspacefortheitems
in its frame.
Youcan,ofcourse,find outtheactualsizeofawindowbyusingthesize
attribute or the width and height attributes.
A windowthatislargerthanspecifiedcanbea problem.Forexample,if
youopenasmallimageandthewindowisactuallylargerthanspecified,thepartChapter 9 Windows 181
ofthewindowthatis notoccupiedbytheimageprobablywillbeinthespecified
backgroundcolor.Ifyoudonottake thisinto account,copyingthatwindowto
another one may produce erroneous results. A window that is smaller than
specified presents more serious problems.
Somewindowmanagerslimitdimensionsifthewindowisopenedwith
its contents visible, as in "canvas=normal". You therefore may be able to
circumvent the limitsby opening the window with "canvas=hidden". If,how-
ever, you then make the window visible, its size may change.
Animation Revisited
A movingobjectneednotbeassimpleas thebouncingballsofChapter
4. A complex object can be constructed on a hidden canvas, then repeatedly
drawn onthe screenusing CopyAreaO. DrawlmageO also canbe used to draw
an image, and DrawStringO canbe used to produce a moving string.
Animationbecomesmoredifficultwitha complexbackground. Restor-
ingthebackgroundastheobjectmovesawayis nolongera simpleEraseAreaO
call.Onepossibilityinthiscaseis tocopythearenaofmotiontoahiddencanvas
beforeplacingtheobjectfor the first time. Whenit'stimetomovetheobject, the
area of the background that it obscured can be restored by copying from the
hidden canvas.
The techniques given here produce effective results, but they fall far
shortofthestandardsrequiredfor a Hollywoodspecial-effectsproduction.We
haven't discussed shadows, changes of shape, and so on. Lasseter (1987)
discusses the application of professional animation techniques to computer
graphics.Chapter 10
Interaction
Windowsprovidea mechanismfor communicationbetweena programandits
user. Thegeneralityofthismechanismallowswindow-basedapplicationstobe
much more flexible than traditional command-oriented programs.
Events
Useractionssuchasmouseclicksproduceevents. Whenaneventoccurs,
three values are placed inan event queue for the canvas: a value identifying the
eventandtwointegerscontainingrelatedinformation. Eacheventis associated
with a particular window, and each window has its own event queue. Events
remain in event queues, which are Icon lists, until they are processed.
Therearethreekindsofevents: keypresses,mouseactions,andresizing
events. Key presses fall into two categories: "standard" keys that are used for
representingtextand "special"keysthatareusedfor manipulatingthe display
or other non-text purposes. Standard key presses are encoded as strings. For
example, pressingthe key a puts the string "a" ontheevent queue. Special key
presses are encoded as integers for which there are defined constants. For
example, Key_Left is thecodefor theleftarrow key. See AppendixJfor a listof
the defined constants associated with special keys.
Pressingamousebuttongeneratesanevent,asdoesreleasingthebutton.
A mouse"click", then,producesa pairofevents.Ifthemouseis movedwhilea
button is pressed, one or more drag events are produced. The final drag event
representstheendofthemovement;intermediateeventsalsomaybeproduced,
depending on the particular graphics system and the speed of the motion.
Mouse actions are encoded as integers. Keywords with correspondinginteger
values are provided:
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exitO
break
EraseAreaO
&Ipress left mousebuttonpress
&Idrag left mousebuttondrag
&Irelease left mouse button release
&mpress middle mousebuttonpress
&mdrag middle mousebuttondrag
&mrelease middle mouse buttonrelease
&rpress rightmousebuttonpress
&rdrag right mousebuttondrag
&rrelease right mousebutton release
A mousepresseventis alwaysfollowed, eventually,bythecorrespond-
ingrelease, althoughanarbitrarynumberofothereventsmayintervene.Ifthe
mouseisdraggedoutsidethewindow,eventsstillaregenerateduntilthebutton
is released.
Whena windowis resizedastheresultofa useraction,an&resizeevent
occurs.Thisallowstheprogramtorearrangeitsdisplayifnecessary. The resize
attributedetermineswhetherthe usercanresize thewindow.Itis "off" initially
butcanbeset to "on" toenable resizing.Ifit is "off", a userattempttoresize the
windowhasnoeffectandnoresizeeventoccurs.Thecapabilitiesofthegraphics
systemdetermine whether resizing actuallycanbeprevented.
No event occurs when the program resizes the window or when a
window is moved by theprogramor the user.
Processing Event Queues
Theprocedure EventO produces thenexteventandremoves itfrom the
queue. Events are produced in the order they occurred. If there is no event
pending, EventO waits for one. For example, the following loop might be
provided to allow the user to control the program:
repeat {
case EventO of {
"q" I &Ipress:
"c" I &mpress:
"e" I &rpress:
}
}
Ifthe eventis a press ofthe q keyor the leftbutton, the programterminates. If
theeventis a c or a middlebuttonpress, theprogrambreaksoutoftheloop.If
theeventis ane or a rightbuttonpress, thewindow is erased. All otherevents
are discarded. Compare this example to the one using WReadO inChapter 6.Chapter 10 Interaction 185
Recall thata casestatementcomparesvalueswithoutconvertingtypes,
asdoesthe ===operator. Becausesomeeventsyieldanintegerandothersyield
a string, it's usually unwise to compare eventcodes using = or ==.
When EventO removes an event from an event queue, the other two
values associated with the event also are removed and the information con-
tained inthemis used to set the value ofIcon keywords. Two keywords relate
to the x-y location ofthe mouse cursor at the time the event occurred:
&x x coordinate
&y y coordinate
For an &resize event, &x and &y produce the width and height of the resized
window.
Forexample,thisshortprogramallowstheusertodrawinthewindow.
Pressingtheleftmousebuttonestablishesthepositionatwhichdrawingbegins.
Draggingthemousewiththeleftbuttonpressedtracks themouseanddrawsat
correspondingplacesinthewindow.Pressingtherightbuttonanddraggingthe
mousewiththerightbuttonpressederasespixelsinthevicinity. Finally,a q key
press terminates the program. Anexample of the use ofthis programis shown
in Figure 10.l.
procedure main{)
local x, y
WOpen(lsize=400,300") I stop(,'*** cannot open window")
repeat {
case EventO of {
&Ipress: {
DrawPoint(&x, &y)
x :=&x
y:=&y
}
&Idrag: {
DrawLine(x, y, &x, &y)
x :=&x
y:=&y
}
&rpress I &rdrag: {
EraseArea(&x - 2, &y - 2,5,5)
}
"q": exitO
}
}
end186
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Drawingin a Window
A program like this pro-
vides an easy way to de-
velop your skill at moving
the mouse precisely. Try
writing yoursignature.
Figure10.1
Two otherkeywords give therow andcolumn(based onthesize ofthe
currentfont) in which the event occurred:
&row
&col
text row
text column
These keywords allow the use of mouse clicks to determine, for example, the
location atwhich text is entered in a window.
Integervalues also canbe assigned directly to these keywords, as in
&x:= 10
When values are assigned to pixel-coordinate keywords, the values of the
corresponding text-coordinate keywords are changed automatically, and vice
versa. Such assignments can be useful in translating between pixel and text
coordinates.Thetranslationisbasedontheattributesofthewindowusedbythe
most recent call of EventO.
The values of &x, &y, &row, and &col reflect anycoordinate translation
specifiedby the value of the dx and dy attributes at the time EventO is called.
Threekeywordsaresetcorrespondingtothestatusof"modifier"keysat
the time ofthe event:
&control control key
&meta meta key
&shift shift key
The labelings of these keys depend onthe keyboard used.
Inthecaseofstandardcharacters,thestatusoftheshiftandcontrolkeys
also is encodedintheeventvalue. For example, if thea key is pressedwiththe
shiftkey pressed, the eventvalue is "A".Chapter 10 Interaction 187
Modifier status keywords produce the null value if the corresponding
modifier keywas pressed at the time ofthe event, but they fail otherwise. For
example,
case EventO of {
"q": if &meta then exitO else {
# request confirmation
}
}
exitstheprogramifthemetakeywaspressedwhenqwasentered,butitrequests
user confirmation if the meta keywas not pressed.
Whenaneventis processed,thekeyword&interval alsoisset. Thevalue
ofthiskeyword is the interval,inmilliseconds,betweenthe timethattheevent
occurred and the time ofthe previous event.
The following code segmentprovides a display ofevents:
repeat {
e:= EventO
WWrites("\n ")
WWrites(if &control then "C" else "_")
WWrites(if &shift then "5" else "_")
WWrites(if &meta then "m" else "_")
WWrites(" ", left(image(e), 6), II ", left("(" II &x 11"," II &y 11")",11),
right(&interval, 6), " msec.")
}
Thethreecharactersatthebeginningofeachlineindicatethestatusofthe
modifier keys at the time the event occurred. The actual value of the event is
shown in the next column, followed by its coordinate position and the time
elapsed since the previous event. An example of the result is shownin Figure
10.2.188
-5- "H" (70,24) o msec.
--- "e" (70,24) 270 msec.
--- "1 u (70,24) 90 msec.
--- "1 " (70,24) 120 msec.
--- "0" (70,24) 180 msec.
--- " " (70,24) 150 msec.
-5- "w" (70,24) 480 msec.
--- "0" (70,24) 330 msec.
--- "r" (70,24) 150 msec.
--- "1 " (70,24) 150 msec.
--- I'd" (70,24) 120 msec.
--- " " (33,15) 1471 msec.
--- -1 (15,5) 1331 msec.
--- -4 (15,5) 86 msec.
--- -2 (225,202) 2726 msec.
--- -5 (225,202) 100 msec.
--- -3 (388,368) 1784 msec.
--- -6 (388,368) 114 msec.
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Displaying Events
The first line shows the resultofpress-
ing the Hkey. Notice that the shift is
encoded in the event value. The fol-
lowingeventscorrespondtotherestof
Hello World. The last six lines show
mouse events. We'll leave it to you to
figure out what kind.
Figure 10.2
WReadO andWReads(i) alsoprocesseventsandremovethemfromthe
eventqueue.Standardkeypressesareechoedtothewindowandaccumulateto
produce the values for these procedure calls. All other events are discarded
whenthese procedures arewaitingfor input. WReadO does notreturn a value
until the enter ("carriage return") key is pressed. WReads(i) does not return
until there are i characters.
The echoing of key pressesby WReadO and WReadsO to the window
canbe turned offby
WAttrib("echo=off")
and turned backonby
WAttrib(lecho=on")
The procedure PendingO produces the event queue. If there are no
pending events, the list is empty. Thus,
*PendingO > 0
succeeds if events are pending but fails otherwise. Note that the value of
*PendingO is three times the number of pending events, since there are three
values for each event.
Since theeventqueueis anIcon list, itcanbemanipulated directly. For
example,
while get(PendingO)
removes all events from the eventqueue. Similarly, pushing three values ontoChapter 10 Interaction 189
aneventqueuecreates anartificial event,whichis thenextonetobeprocessed.
For example,
push(PendingO, x3, x2, x1)
pushesaneventcorrespondingtox1, x2, andx3ontotheeventqueue.Similarly,
put(PendingO, x1, x2, x3)
appendsaneventcorrespondingtox1, x2, andx3 totheendoftheeventqueue.
Since a real eventcan occuratany time, itis importantwhenappending to the
eventqueue to add all three values using a single call of putO.
Directmanipulationofeventqueuesrequiresconsiderablecare.Exactly
threevaluesmustberemovedfromaqueuetoremoveanevent.Wheninserting
events, not only must three values be provided for each event, but also the
secondandthirdvaluesmustcorrectlyencodeeventinformation.SeeAppendix
K.TheprocedureEnqueueOhandlesthedetailsofplacingartificialeventsonthe
event queue. See Appendix E.
Polling and Blocking
There are two basically different ways of dealing with events: polling
and blocking.
Polling consists of periodically checking for an event between times
when othercomputation is being performed. A typical polling loop looks like
this:
repeat {
while *PendingO > 0 do {
# process events
}
# do other work
}
Howpromptlyuseractionsareprocesseddependsonhowmuchtimeis
spentdoingotherworkbeforePendingOiscalled.Foragooduserinterface,care
shouldbe taken so that the user does notexperience significantdelays.
Onthe otherhand, ActiveO and EventO waituntil an eventoccurs, and
similarly, WReadO and WReadsO wait until text is entered. This is called
blocking. Thus,in
while input := WReadO do {
# process input
}190 Interaction Chapter 10
nothing is done until the user provides a line of input for WReadO. Since all
eventsexceptstandardkeypressesarediscarded until WReadO returns, other
useractions, suchas pressesofmousebuttons,are ignored.Inotherwords,the
user is required to complete text inputbefore anything further is done.
Event Loops
Programs that must handle user interaction at any time usually are
organized around an event loop like the ones shown earlier in this chapter. In
suchsituations,theeventloopis theheartoftheprogram. Aneventmayresult
insomecomputation,afterwhichcontrol is returned to theloop toprocess the
nextevent.Typicallyonlya few typesofeventsareofinterest,andall othersare
discarded withoutany actionbeing taken.
Aneventloop usuallyconsists ofa caseexpressioninwhichthe typeof
the event results in the selection ofthecomputationto beperformed. Applica-
tions that provide functionality in response to user actions often have event
loops with many case selectors, as in
repeat case EventO of {
&Ipress: {
# handle left button press
}
&mpress: {
# handle middle button press
}
&rpress: {
# handle right button press
}
&Idrag: {
# handle left button drag
}
}
Ina programdesignedarounduseractions, theeventloopmaybecome
large and unwieldy. In such cases, procedures can be used to handle events,
moving code outofthe eventloop, as in
repeat {
case EventO of {
&Ipress: selectO
&Idrag: moveO
&Irelease: placeOChapter 10 Interaction
}
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Procedures that are invoked as the result of user actions are called
callback procedures, orsimplycallbacks. This termrefers to thefact thattheevent
loop calls back into the program afterbeing itselfcalledby the program.
Theuseofcallbacksisparticularlyadvantageouswhentheeventloopis
notwrittenbyhandbutis constructedbyan interfacebuilder thathandles the
constructionofvisualinterfaceswithtoolssuchasbuttons,sliders,andmenus.
The names of callbacks are specified for the interface builder so that it can
constructaneventloopthatcalls theappropriateprocedures.Suchaninterface
builder for Icon is described in Chapter 12.
Active Windows
Ifa programhasseveralwindows open,itmaybenecessaryto find one
for which there is an eventpending. The procedure ActiveO returns a window
thathasaneventpending.Ifnowindowhas aneventpending, ActiveO blocks
andwaits for aneventtooccur. To find anactivewindow, ActiveO checkseach
window, starting with a different window on each call to assure that every
window in which there is an event pending is serviced. ActiveO fails if no
windows are open.
An example is
repeat {
case ActiveO of {
calc_win: calc_event(Event(calc_win»
texCwin: texcevent(Event(text_win»
status_win: status_event(Event(status_win»
}
}
BecauseActive0alwayswaitsforanevent,itisnotsuitableforaprogram
thatneeds tocheckmultiplewindowswithoutblocking. Sucha programmust
keep track ofactive windows and call PendingO for eachonein turn.
Synchronization
Somegraphicssystemsaccumulateoutputinabufferbeforedisplaying
itonthe screen. The outputfrom a call to DrawLineO, for example, maynotbe
displayeduntilsometimeafterDrawLineOreturns.Thisisnotusuallyaproblem
inpractice,becauseoutputisflushedtothedisplaywhentheprogramiswaiting192 Interaction Chapter 10
for text input. Theprocedure WFlush() canbe used to force pendingoutputto
be written to the window at other times, such as to display progress during
periods of heavy computation. The procedure WDelay() also flushes window
output.
In client-server graphics systems, such as the X Window System, it is
possiblefor thedisplayto developa backlogofunprocessedoutputandfor the
program to get far ahead of the display. Again, this is seldom a problem in
practice. When explicit synchronization is desired, the procedure WSync()
flushesalloutputandthenwaitsforanacknowledgmentfromtheserverthatall
pending requestshavebeenprocessed.
Audible Alerts
Sometimes it's useful to attract the attention of a user by producing a
sound.TheprocedureAlert() does this. Thesoundisproducedonthecomputer
withwhich the window is associated.
Thenatureofthesoundproduceddependsonthegraphicssystem.Not
all graphics systems supportsound.
Mouse Pointer
Themousepointermovesonthescreenasthemouseitselfismoved.The
visual representation of the mouse pointer canbe changed using the attribute
pointer. The pointers that are available depend on the graphics system. Some
graphics systems have a pointer that looks like a small wristwatch. On such a
system,
WAttrib(lpointer=watch")
mightbeusedtoalerttheusertosituationsinwhichtheprogramis involvedin
a lengthycomputationandisunabletorespondtouserevents.AppendixN lists
the pointershapes available on different graphics systems.
Pointer location attributes give the currentposition of the mouse, even
when no button is down and no events are being generated. The location in
window coordinates is given by the pointerx and pointery attributes. The
locationinterms ofcharacterpositionis givenbythe pointerrowand pointercol
attributes.
The pointer location attributes can be set to new values to change the
pointer'sposition.Doingthisis,however,generallyabadideafromaninterface
design standpoint.Chapter 10 Interaction
Dialogs
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The kinds ofinteractionwe've described so far involve the application
respondingtotheuser.Applicationsoftenneedtonotifyusersofsituationsthat
requireattentionoraction. Applicationsalsomayneedinformationfromusers,
such as the name of an output file. Sometimes the information needed may
involvesettingvaluesandmakingchoices.Temporarywindows,calleddialogs,
are used to handle these matters.
The following section describes some simple and frequently used dia-
logs. See Chapter14 for more extensive coverage ofdialogs.
Notification Dialogs
There often are situations in which a user needs to be alerted to a
conditionbefore a programcontinues.
TheprocedureNotice(line1, line2, ... )producesadialogwiththestrings
line1, line2 ,.... For example,
Notice("The file you specified does not exist.")
produces the dialog shownin Figure 10.3.
.•..'"
The file \IOU $lMlC1fied does not exist.
A Notice Dialog
Thisdialoghasonlyonelineofinformation.If
morearguments are given to NoticeO, eachis
left-adjusted on a separate line.
Figure 10.3
When the user clicks on the Okay button, the dialog is dismissed, it
disappears, and program execution continues. Typing a return character also
dismisses the dialog.
File Name Dialogs
Opening files and saving data are suchcommonoperations thatdialog
procedures are provided for querying for file names.
Theprocedure OpenDialog(caption,filename, length)producesadialog
that allows the user to specify the name of a file to be opened. The argument
caption,whichdefaultsto "Open:" ifnotgiven,appears atthetop ofthedialog.
A text-entryfieldappearsbelow,inwhichtheusercanenterthenameofthefile194 Interaction Chapter 10
to open. The argument filename provides the string used to initialize the text-
entryfield.Itoftenisomitted,defaultingtotheemptystring,inthecommoncase
where thereis nomeaningfuldefaultfile name. Theargument length specifies
the size ofthe text field and has a defaultvalue of50. Forexample,
OpenDialogO
produces the dialog showninFigure 10.4.
An Open Dialog
A file name is entered in the long
Open: trough. Pressing return is equiva-
I lent to selecting the defaultbutton,
indicatedby a sunkenoutline.
Okay Cancel
Figure10.4
Theusercantypeinthe text-entryfield. An "I-beam" textcursorshows
the currentlocationin thefield where typed textis inserted.This cursorcanbe
positionedinthetextbyclickingwiththemousepointeratthedesiredlocation.
Dragging over the characters in the text field selects them for editing and
highlights them(reversingtheforeground andbackgroundcolors). Characters
thatare typed then replace theselectedones. A backspacecharacterdeletes the
characterimmediatelytotheleftofthetextcursor,ifthereisone.Allthissounds
complicated, but as in many interactive operations, it becomes natural in
practice, and itis easier to do thanit is to describe.
Figure10.5showsthedialogaftera filenamehasbeenenteredinthetext-
entry field.
Open:
Points.d"l
Cancel
AnOpen Dialog
Until the user selects a button, the
text entered is tentative and canbe
edited as needed.
Figure10.5
The procedure OpenDialogO. like all dialog procedures, returns the
stringname ofthebutton selected and assigns the string inthe text-entry field
to the globalvariable dialog_value. A typical use ofOpenDialogO isChapter 10 Interaction 195
repeat {
case OpenDialogO of {
"Okay": {
if input := open(dialog_value) then {
currenCfile := dialog_value # save name in global variable
data_list := []
while put(data_list, read(input)) # get the data
c1ose(input)
return data_list
}
else Notice("Cannot open file.")
}
"Cancel": fail
}
}
If the user selects Okay (or types a returncharacter), the specified file is
openedandthedatainitisreadintoa list. Ifthefile cannotbeopened,however,
the user is notified via a dialog and the open dialog is presented again. The
procedure fails without trying to open a file if the user selects Cancel.
TheprocedureSaveDialog(caption, filename, length) is usedtoprovide
a dialog for saving data to a file. The argument caption, ifomitted, defaults to
"Save:". Providing a file name can eliminate the need for the user to reenter a
name thatis alreadyknown to the program. Anexample is
SaveDialog(, currenCfile)
which mightproduce the dialog shown inFigure 10.6.
SlIve:
iftijihWJm
Yes No C8nCe1
A Save Dialog
Ifthe supplied file name is accept-
able, it's only necessary to type re-
turn, which is equivalent to click-
ing on the Yes button.
Figure 10.6
One use of SaveDialogO is to check whether the user wants to save
modified databefore quitting an application. Typical code to do this is
repeat {
case SaveDialog("Save before quitting?", current_file) of {
"Yes": {196
if output := open(dialog_value, "w") then {
every write(output, !data_list)
exitO
}
else Notice("Cannot open file for writing.")
}
"No": exitO
"Cancel": fail
}
}
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Iftheuserelects tosavethecurrentdata,itis writtentothespecifiedfile
and programexecution is terminated. Ifthe file cannotbe opened for writing,
however,theuserisnotifiedandtheprocessisrepeatedwitha newdialogbox.
Iftheuserselects No,programexecutionis terminatedwithoutsavinganydata.
IftheuserselectsCancel,perhapsbecauseofsecondthoughtsaboutquittingthe
application, the procedure fails and program execution continues. The pro-
grams inChapters 15 and 16 show how interaction for quitting an application
canbe handled in the contextofan entire application.
Library Resources
The gpxop module,whichis incorporatedbylink graphics, includesthe
SweepOprocedure;itallowstheusertospecifyarectangularareabymovingthe
mouse. The drag module provides Drag(x,y,w,h) for interactively moving a
rectangular objectwithin a window.
Plates10.1 and10.2 illustratetwointeractiveprogramsfromthelibrary.
The img program is a simple editor that builds small images for use with
DrawlmageO. The concen program is a solitaire card game.
Tips, Techniques, and Examples
Using the Meta Key
To prevent an accidental keypress from causing unwanted actions, it
maybe useful to require thatthe metakeybe depressedincombinationwitha
keyboardevent, as in
e:= EventO
if &meta & (e === "q") then exitO
Whilethisprovidesnoguarantee,itdoesrequireacoordinatedactiononthepart
of the user.Chapter 10 Interaction 197
Inthecaseofactions thatmayhaveseriousconsequences,a dialogbox
shouldbepresented for confirmation.
Event Values for Control Characters
As describedearlier,upper-andlowercaselettersproduceeventvalues
thatarethelettersasyou'dseetheminothercontext,asin"a" and"A". Inthecase
ofuppercase letters, the keyword&shift also is set, althoughitisnotnecessary
for distinguishing uppercase letters.
When the control key is depressed, the event value for a letter is the
corresponding control character. For example, to detect control-C events, the
following canbe used:
if EventO === "\"e" then... # interrupt processing
Tracking Mouse Movement
Unless a button is depressed, no events are generatedbymouse move-
ment. It is still possible, though, to follow the mouse position by polling the
pointerx and pointery attributes.
The program that follows illustrates this by drawing a circle and then
tracking the mouse position. When the mouse pointer is inside the circle, the
pointerchanges to a cross.
Tracking Mouse Movement Figure10.7
Thepointershape changes to a cross when inside the circle.198 Interaction Chapter 10
In the code below, the name ofthe standard pointer shape is recorded
andthecircleis drawninthecenterofthewindow. Themainlooprepeatsuntil
a q is pressed, and the pointershape is set every time.
p := WAttrib(lpointer") # standard pointer
x := WAttrib("width") /2 # center of circle
y := WAttrib(lheight") /2
r := WAttrib(lheight") /5 # radius
DrawCircle(x, y, r) # draw the circle
# repeat until "q" entered
until *PendingO > 0 & EventO === "q" do {
# get pointer position
px := WAttrib(lpointerx")
py := WAttrib("pointery")
# is pointer within the circle?
if (px - x) A 2 + (py - y) A 2 < r A 2 then
WAttrib(lpointer=cross") # yes
else
WAttrib(lpointer=" II p) # no
# share the processor
WDelay(10)
}
Selection Rectangles
A selection rectangle, which is used to specify a rectangular area of a
window on which an operation is to be performed, provides an example of
interactionbetween the user and the program.
Differentmethodscanbeusedtospecifya rectangularareaofa window.
Typically, the user starts a rectangle by pressing a mouse button to pick one
comerofthe rectangle and thendrags the mousewiththebuttondepressedto
the opposite comer. While the mouse is being dragged, the programdraws a
rectangle so that the user can see where it is. The selected area is determined
when the user releases the mouse button.
Thatsoundssimple,butprogramminganeventlooptocreatea selection
rectangle requires careful attention to events and proper maintenance of the
imagein the window.
It's often useful to use a finite state machine (Kain, 1972) to model the
interactionand to design the logic oftheeventloop. A finite statemachinehasChapter 10 Interaction 199
a fixed number ofstates thatcorrespond to the significantsituations. When an
eventoccurs,thecurrentstatemaychangetoanotherstateandanactionmaybe
taken.
For the method of selecting a rectangle that is described above, three
states suffice. Initially, theeventloopwaitsfor a mousebuttonpressthatstarts
the selection. Forsimplicity,wewill assumethattheleftmousebuttonis used.
In the waiting state, the only event of interest therefore is &Ipress. When an
&Ipress eventoccurs, thelocation ofthe mouse pointeris recorded toestablish
a cornerand the programgoes to another stateinwhich the opposite corner is
selectedbydraggingthemouse,producing&Idragevents.Theprogramremains
inthisstateuntiltheleftmousebuttonisreleasedandan&Ireleaseeventoccurs
toestablishthefinal positionoftheoppositecomer.Theprogramthengoesinto
a state in which an action is to be performed on the selected area. For sake of
example,we'llassumeonlytwooperationsarepossible: clearingtheareatothe
backgroundcolororfillingitwiththeforegroundcolor.Thekeyboardevents"e"
and"f" determinewhichisdone.Figure10.9showsthecorrespondingfinitestate
machine.
&Idrag
update
"f" or "e"
fill or clear
A Finite State Machine
Such a diagram clarifies the
significant situations that
may occur in an event loop
and what events are to be
processed. This determines
the structure of the event
loop.Theactionstakenwhen
thereisa transitionfromone
statetoanotherareprovided
in the code itself.
Figure10.9
Theactions thataretakeninresponsetoeventsrequireelaboration. For
example, positions have to be recorded and a rectangle drawn to show the
selection. The finite state machine just serves as a conceptual tool to assist in
writing the eventloop.
The event loop mightbegin as follows:200
WAttrib("drawop=reverse")
WAttrib("linestyle=dashed")
state := "wait"
repeat {
event := EventO
case state of {
"wait": {
case event of {
&Ipress: {
x1 := xO:= &x
y1 := yO:= &y
DrawRectangle(xO, yO, 0, 0)
state := "select"
}
}
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# wait for selection
# initial coordinates
# start the rectangle
Thereversedrawingmode is used so thatthe selectionrectanglecanbe
drawn, erased, andredrawnas theuserdrags themouse. A dashedlinestyleis
used so that the rectangle can be seen on top of different colors. The initial
waiting state is indicated by the value "wait" for state. In the event loop, the
sectionofcodetobeexecuteddependsonthisvariable.Thevariables xO andyO
hold the locationofthe comerfrom whichthe selection starts, while x1 and y1
hold the location of the opposite comer.
Inthewaitingstate, an&Ipress eventcauses thepositionvariablestobe
initialized. Aninitial rectangle isdrawn,eventhoughithasnoarea, sothatthe
currentrectanglecanbeerasedandredrawnwitheachsubsequent&Idragevent.
Finally, the stateis changed to "select", so that thenexteventwillbeprocessed
byanother section of code. The entire event loop looks like this:
repeat {
event := EventO
case state of {
"wait": { # wait for selection
case event of {
&Ipress: {
x1 := xO := &x # initial coordinates
y1 := yO:= &y
DrawRectangle(xO, yO, 0, 0) # start the rectangle
state := ·select"
}
}
}Chapter 10 Interaction
"select": {
case event of {
&Idrag: {
DrawRectangle(xO, yO, x1 - xO, y1 - yO)
x1 := &x
y1 := &y
DrawRectangle(xO, yO, x1 - xO, y1 - yO)
}
&Irelease: {
DrawRectangle(xO, yO, x1 - xO, y1 - yO)
x1 := &x
y1 := &y
if (xO = x1) I (yO = y1) then
state := "wait"
else {
w:= x1-xO
h := y1 - yO
DrawRectangle(xO, yO, w, h)
state := "act"
}
}
}
}
"act": {
case event of {
"f": {
DrawRectangle(xO, yO, w, h)
WAttrib("drawop=copy")
FillRectangle(xO, yO, w, h)
WAttrib("drawop=reverse")
state := "wait"
}
lIe": {
DrawRectangle(xO, yO, w, h)
EraseArea(xO, yO, w, h)
state := "wait"
}
}
}
}
}
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# select
# selecting ...
# erase rectangle
# new position
# draw rectangle
# got it!
# erase rectangle
# new position
# no area
# set up for action
# draw rectangle
# act on area
# erase rectangle
# erase rectangle202 Interaction Chapter 10
Intheselectingstate,iftheeventis &Idrag, thecurrentrectangleiserased
byredrawingit, thenewpositionoftheoppositecornerisrecorded,a rectangle
is drawn for this new position, and the state remains the same.
If the event is &Irelease, the current rectangle is erased and the final
corner position is recorded. At this point, a situation that cannot be directly
represented ina finite statemachinemustbehandled:Therectangle mayhave
no area. This can occur if the mouse button is pressed and released without
dragging, oriftheinitialand final coordinatepositionsinonedirectionare the
same. Although the first situationcouldbehandledin the finite state machine
byaddinga statebetweenwaitingandselectingtodiscardtheselectionifthere
was no dragevent, the otherpossibilitycannotbehandled this way.Ifthere is
no area, the state reverts to waiting.
On the otherhand,ifthe rectangle has an area, things are setup for an
action on it. The width and height are recorded so that they won't have to be
computedlaterintwoplaces,thefinal rectangleisdrawn,andthestatechanges
to wait for a user action on the selected area.
The character "f" indicates that the area is to be filled in the foreground
color. First, the selection rectangle is erased. Before calling FillRectangleO, the
drawingmodeischangedto"copy"; otherwisefillingwillbedoneinthereverse
mode, possibly with an interesting but unintended effect. After restoring the
reverse mode ofdrawing, the state is changed to waiting for another selection
rectangle. Clearingis similarbutsimpler, since the drawingmodeneednotbe
changed and restored.
Note that in the action mode, the selection rectangle is changed in the
codeforeacheventthatishandled.Itcannotbechangedbeforetheseeventsare
handled, since that would erase the rectangle for events thatmay occur in this
statebutdonotresultinanactionontheselectedarea.Similarly,thestatecannot
be changed until one ofthe expected events occurs.
Figure 10.10 showsan example of using a selection rectangle.Chapter 10 Interaction 203
Erasingan Area Figure10.10
The image at the left shows the sitUation before selecting an area. The
middleimageshowsaselectionrectangledrawnaroundmaterialtobe
deleted. The result of pressing C is shown at the right.
Oneproblemwiththeeventloopshownaboveisthatthereisnowayout
of it. One possibilityis to allow the user to press q in any state to exit the loop:
repeat {
event := EventO
if event === "q" then break
case state of {
"wait": {
}
}
Falling Behind ... and Catching Up on Pending Events
Ifaprogramiscomputationallyintensive,pendingeventsmayqueueup
faster thantheapplicationis abletoprocessthem.Ifthesizeofthelistproduced
byPendingO growslarge,theapplicationmaybeableto"catchup"byskipping
some events.204 Interaction Chapter 10
Supposethattheuserdragsanobjectinthewindowusingthemouse.If
redrawing the object takes too long, the screen updates will lag behind the
mouse movementand the user willbecome disoriented.Ifthe list returnedby
PendingO grows past a certain size, the application can skip drag events, as
indicated in the following loop:
repeat {
# perform background computation
e:= EventO
if e === (&Idrag I&mdrag I&rdrag) &
*PendingO > Limit then next # skip drag event
# process the event
Dialog Colors
Ifthereisnosubjectwindow,dialogshaveablackforegroundandalight
graybackground, as illustratedby the examples in this chapter.
Ifthereisasubjectwindow,however,dialogsinherittheforegroundand
background colors of the subject window. This may produce unattractive or
illegible dialogs (for example, a black foreground and a whitebackground do
not produce an attractive dialog).
Thisproblemmaybeavoidedbysavingtheforegroundandbackground
colorsofthesubjectwindowandsettingappropriateonesbeforecallingadialog
procedure. The saved colors are restored after the dialog is dismissed:
fg := WAttrib("fg")
bg := WAttrib(lbg")
Fg("black")
Bg("light gray")
# call dialog procedure
Fg(fg)
Bg(bg)Chapter 11
User Interfaces
In preceding chapters, we described how a user can convey information to a
program using mouse and keyboard events. Except for the simplest applica-
tions,itismorehelpfultoorganizeinteractionbetweentheprogramandtheuser
byusinginterfacetoolssuchasbuttons,menus,andsliders.Suchinterfacetools
provide a visual interface between the user and the program.
Interface tools provide a wide range of functionality in ways that are
convenient, familiar, and easily understood. Forexample, clicking on a button
on the applicationwindowcanbe used to tell the application to performsome
action, pulling down a menu can be used to select among operations, and
dragging on a slider canbe used to change a numerical value.
The rest of this chapter describes anapplicationwith a visual interface
and then goes onto describe the available interface tools. Subsequentchapters
explainhowtobuilda visualinterfaceandhowitfits intoa completeprogram.
An Example Application
Figure 11.1 illustratesanapplicationthatdisplays a multicolored kalei-
doscopic image. The image changes as old circles are erased and new ones are
drawn. Plate 11.1 shows what the applicationlooks like incolor.
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Figure11.1
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A Kaleidoscope
The image is produced by drawing circles. The colors, sizes, and
positionsofthecirclesarechosenatrandom.Circlesaredrawnuntilthe
specifieddensity(numberofsimultaneouscircles) isreached,atwhich
point the oldest circle is erased and a new one drawn. This continues
until the user intervenes.
The pause button allows the user to suspend drawing, which is not
resumed until the user presses this button again. The reset button clears the
imageandstartsthedrawingprocessfromscratch. Theslidersallowtheuserto
controlthespeedofdrawing,thedensity,andtheminimumandmaximumradii
for circles. At the bottom, the user can choose between discs (solid circles) or
rings (outlines). The File menu allows the user to take a snapshot of the image
orquit the application, as shown in Figure 11.2.Chapter 11 User Interfaces
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Figure 11.2 A Kaleidoscope
Pressing a mouse button on the word File pulls down a list of menu
items. Positioningthemousepointeronanitemhighlightsit,andwhen
the mousebutton is released, the operation is performed.
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The notations @S and @Q shown in the menu indicate keyboard
shortcuts that can be used to accomplish the same thing as menu items. By
convention, @ isusedtoindicatethat themetamodifierkeyishelddownwhile
the following character is pressed, either in upper- or lowercase. For example,
pressingtheq keywhileholdingdownthemetakeyis thesameasselectingquit
from the File menu.
If snapshot is selected from the File menu, a dialogboxpopsup for the
usertospecifythenameofa file inwhichto savetheimage,as showninFigure
11.3.208 User Interfaces Chapter 11
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Savingan Image Figure11.3
AsshowninChapter10, theusercanentera file nameinthe text-entry
field ofthedialogbox.Pressing return orclickingonOkaydismissesthe
dialog and the image is saved in the named file. Clicking on Cancel
cancels the operation, and no image is saved.
Interface Tools
Icon'sinterface tools arecalledvidgets(forvirtualinputgadgets). They
includetoolsfor allowingtheusertomakeselections,setnumericalvalues,and
so on. There also are tools that serve only to decorate interfaces with text and
lines.
Buttons
Buttonsareamongthemostsimpleandcommonlyusedinterfacetools.
Pressing a mouse button when the mouse cursor is on a button amounts to
1/pushing"thebutton.We'llusetheterm 1/pushing"withtheunderstandingthat
itamountstopressinga mousebuttonwiththemousecursorpositionedonthe
button.
Buttonssupporttwokindsoffunctionality.Anordinarybuttononlyhas
a momentaryeffect:Itremainsononlyaslongasit'shelddown,thenrevertsto
its original state. A togglebuttonremains onwhenitis pushed,and itmustbeChapter 11 User Interfaces 209
pusheda secondtimetotumitoff. Bothkindsofbuttonsarehighlightedwhen
they are on.
Buttons are available in a variety ofstyles, as illustrated inFigure 11.4.
Button Styles
:..J Enablej
oJ En8ble
En8ble
.J En8ble
,oJ En8ble
o Therearefourbasicbuttonstyles. Out-
lines are optional. The button at the
rightis called an X-box button. Unlike
otherbutton styles, it has no text asso-
ciated with it.
Figure 11.4
x
Enable
En8ble
Figure 11.5 shows the highlighted forms of the various buttons.
Highlighted Buttons
Thenatureofhighlightingdependson
thestyleofthebutton.Asyouseehere,
there is an X-box button without an
outline. It'sonly visiblewhenit'shigh-
lighted.
Figure 11.5
X-box buttons and buttons with squares or circles at the left give the
impression that theycanbe set. Consequently, theyarebestused for toggles.
Radio Buttons
Radiobuttons arecollections ofbuttonsinwhich only onebuttonison
at any time. Pushing a button turns it on and highlights it, and turns off the
previouslyselected button.
Only one style is provided for radio buttons;itis showninFigure 11.6.210
Menus
640 KFI Los Nlgeles
680 KNBIl san Franci5CO
720 WCN Chicago
770 WMIC New York
830 WCCO Minneapo1is
850 KOA Denver
870 WL New Orleans
1040 WHO Des Iloines
1120 KIlOX St. Louis
1200 WOAI san Antonio
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Radio Buttons
The example here was chosen to em-
phasize the origin of the term U radio
button". Radiobuttons can, ofcourse,
have any labels such as the names of
colorsavailableinaparticularapplica-
tion.
Figure11.6
A menuisabuttonthatconcealsalistofitems.Whenyoupushthemenu
button, thelistofitems is "pulleddown" and the itemunder the mouse cursor
is highlighted. Asyoudragovertheitemsonthelist, theitemunderthemouse
cursor is highlighted, as shown in Figure 11.7.
cut
copy
paste
J<1Hr.
fill >
stroke >
invert
crop
tnt ratII
A Menu
Releasing the mouse button with the
mouse cursor positioned on an item
selectsthatitem.Ifyoudragoffthelist
and release the mouse button, the list
disappears and no item is selected.
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A menuitemcanitselfbea menu. Suchitemsareidentifiedbyanangle
bracketattheright.Ifyouselectoneoftheseitems,itsmenuappearstotheright,
as shown in Figure 11.8.
A Submenu
If you drag off a submenu and select
anotheritemfrom themainmenu, the
submenu disappears.
Figure 11.8
Youcanthendragontothissubmenuandselectanitemthere,asshown
in Figure 11.9.
Selecting a Submenu Item
Submenus themselves can have
submenus. There is no limit to this
hierarchical structure,but more than
two or three levels are confusing to
most users. Some users do not like
submenusat all.
Figure11.9212
Text-Entry Fields
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We'vealreadydescribedtext-entryfields, whicharedesignedfor usein
dialogs such as those shown in Chapter 6. Figure 11.10 shows six text-entry
fields.
H.e:
EIiployee m:
BirthdatB:
Ilarltal Status:
CUrrent Position:
Des1 red Position: Ifry cook
Text-Entry Fields
Eachfield hasa labelandspacefor the
usertoentertext. Themaximumnum-
ber of characters that are allowed can
bespecified;thisdeterminesthewidth
of the field. A suggested value for a
field canbegiven, as showninthelast
text-entry field.
Figure11.10
You can select a text-entry field by clicking on it, atwhich pointan "1-
beam" text cursor appears and you can enter or edit text. The I-beam cursor
showsthecurrentplaceinthefield wheretypedtextisinserted.Thiscursorcan
be positioned in the text by clicking with the mouse pointer at the desired
location. Draggingovercharactersin the text field selects themfor editingand
highlightsthem(reversingtheforeground andbackgroundcolors). Characters
thatare typed then replace theselected ones. A backspacecharacter deletes all
theselectedcharacters.Ifnocharacteris selected,a backspacecharacterdeletes
the character immediately to the left of the text cursor, if there is one. All this
sounds complicated,butas in manyinteractive operations, itbecomes natural
inpractice, and itis easier to do than itis to describe.
Sliders
Asliderspecifiesanumericalrangevisually. Numericvalues,whichcan
be integers or real numbers, are associated with the end points of a slider. A
"thumb" marks the current position in the range. The value is changed by
dragging the thumb or by clicking anywhere in the trough to move it to that
point.
Sliders maybe vertical or horizontal, as shown in Figure 11.11.Chapter 11 User Interfaces
Scrollbars
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Sliders
Sliders can have different sizes, as
shownin this figure.
Figure11.11
Scrollbars are very similar to sliders, although they have a different
visual representation. See Figure 11.12.
.J
.J
Scrollbars
Slidersusuallyareusedforsettingval-
ues,whilescrollbarstypicallyareused
to selecta portionofa largerimagefor
display ina smaller area.
Figure 11.12
Draggingthethumbofa scrollbarorclickinginthetroughhasthesame
effect aswith a slider. Inaddition,clickingonanarrowattheendofa scrollbar
moves thebuttonincrementallyin the direction indicated.
Text Lists
A textlistdisplaysmultiplelinesoftext. Iftherearemorelinesthanwill
fit in the space provided, a scrollbar allows scrolling through the lines.
Therearethreekindsoftext lists: onesthatallowa usertoscrollbutnot
select a line, ones thatallow theuser to select oneline, and ones that allow the
user to select multiple lines. These are shown inFigures 11.13 and 11.14.214 User Interfaces Chapter 11
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1•• Is there a users' BnqI for Icon?
There is 110 official Icon users' BnqI. The Icon Project uint81ns 1m
electnJl'llc uil1ng list,
1con-gl"OUllks.arizona.edu•
..n sent to this address Is forwarded to subscribers. To subscribe (or "
unsubscribe), send a IIIlSS8lIIl to ...
1con-group-request8cs.arizona.edu
A Scrollable Text List Figure 11.13
A textlistthatallowstheusertoscrollis a goodwaytoprovide a large
amount ofinfonnationin limited space.
unde11
unde12
801re
offt11er
orbit
palnterc
palcheck
palette I
I~ch IWMt
pextract
PlllItotas
Iplckt11e
plat
PIlI!
....11.1cn- -:1
118nde12.1en
, 801 reolen
ml~~.;;i
SelectableText
The groove beside the left-hand list
indicates that an item canbe selected.
The double groove beside the right-
hand list indicates that multiple selec-
tions are allowed. No groove appears
if selection is disallowed, as shown in
Figure 11.13.
Figure 11.14
Regions
A region is a rectangular area that serves to accept events within its
boundary. Figure 11.15 shows three regions.
D
o
Regions
There are four region styles: sunken,
grooved, raised, and invisible (which
we can't show).
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Labels
A label consists of text. Figure 11.16 shows a sliderwith four labels.
Labels
Labels can be used to identify tools,
indicate values, and so forth.
SCALE f~OR
0.0 I ..u 1.0
drag on the tt..b to dIange the SC81e
Figure 11.16
Lines
Lines canbe used to visually delineate areasofan interface. See Figure
11.17.
Lines
Although lines are only IIdecoration
ll
,
theynonethelesscanbeveryhelpfulin
making an interface visually under-
standable.
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Figure 11.17
Callbacks
Whentheuserpressesabutton,selectsanitemfroma menu,oractivates
someotherinterfacetool, a procedureassociatedwiththevidget iscalled.Such
procedures are called callbacks because user actions on the interface result in
calls back to proceduresin the application.216 User Interfaces Chapter 11
Callback procedures have the following form:
procedure cb(vidget, value)
The first argument identifies the vidget that produced the callback, and the
secondargumentgivesa value.Thevidgetargumentisnotalwaysneeded,but
itcanbeusedtodistinguishamongdifferentvidgetsthatsharethesamecallback
procedure. The value often is important, since in many cases it indicates the
nature ofthe user action.
Fora togglebutton, thevalueis nullwhenthe toggle is turnedoffand1
(nonnu1l) whenit is turned on. This makes testing ofthe state ofa toggle easy,
as in
procedure pause_cb(vidget, value)
if \value then ...
else ...
return
end
# stop display
# continue display
# set shape to filled circle
# set shape to outlined circle
# take snapshot
# shut down the application
The callbackvalue for a radio buttonis the (string) label ofthe selected
button, as in
procedure shape_cb(vidget, value)
case value of {
"discs":
"rings":
}
return
end
Since menus can have submenus, their callback values are lists whose
first elements are the text for the item selected from the main menu, whose
secondelementsarethetextfortheitemselectedfromthefirstsubmenu,andso
on.Iftherearenosubmenus,thecallbackvaluefor a menuisa one-elementlist,
as illustrated by
procedure file_cb(vidget, value)
case value[1] of {
"snapshot @S":
"quit @Q":
}
return
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Notice that the listelementis thecomplete text for theitemselected.
Thecallbackvaluefor a text-entryfield is the textinthefield atthetime
the user presses returnwiththe I-beamcursorinthe field. There is nocallback
until the user presses return.
Thecallbackvalue for a slideror scrollbar is the numericalvalue in the
givenrange,asdeterminedbythepositionofthethumb.Asliderorscrollbarcan
beconfiguredintwoways: toprovidecallbacksastheusermovesthethumb,or
"filtered"toprovidea callbackonlywhentheuserreleasesthethumb.Filtering
is appropriate when only the final value is important, as in
procedure density_cb(vidget, value)
density := value # set global variable
return
end
Unfiltered callbacks may be needed when the application needs to respond
while the user moves the thumb, as in scrolling an image.
The callback value for a text-list vidgetdepends on the kind of the text
list.Ifthevidgetallows selection ofonly a single item, thevalue is the selected
line.Ifthevidgetallowsmultipleselections,thevalueisalistoftheselectedlines.
There is no callback for a text list that does notallow selection.
Theform ofcallbackproceduresfor regions issomewhatdifferentfrom
the callback procedures for other vidgets. The second argument is the event
produced by the user, and there are two additional arguments that indicate
where on the application canvas (not the region) the event occurred:
procedure cb(vidget, e, x, y)
Noteinparticularthate is nota valueassociatedwiththeregionvidget,asitis
for other kinds of vidgets; it is the actual event, such as a mouse press or a
character from the keyboard.
Labelsandlinesdonotproducecallbacks;theyprovidedecorationonly.
The Interaction Model
Inorder to design an applicationwith a visual interface, itis necessary
to understand how the user and the application communicate. Figure 11.18
shows this schematically.218 User Interfaces Chapter 11
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User Interactionwithan Application Figure11.18
Mostusereventsinanapplicationwitha visual interfacecomefrom the
mouse. For example, clicking on an interface button with the mouse
causes the callback procedure associated with the button tobe called.
Tips, Techniques, and Examples
Scaling Sliders and Scrollbars .
Theboundsofa sliderorscrollbararefixedwhentheprogramisbuiltand
cannot be altered during execution. At first glance, this would appear to be a
serious limitation- whatifa scrollbar is to be used to control the panningofa
viewport across an image ofunknownsize?
There is a simple solution, though: The scrollbar is configured to range
from 0.0 to 1.0, and its output is then scaled to the desired range. The scaling is
easily done in thecallback procedure. For theimage-panningsituation, itcould
be done this way:
procedure sbaccb(vidget, value)
value := value * image_width
Nonlinearscalingalsocanbeuseful. Fora slidercontrollingthesizeofan
object(itsarea),thesquarerootoftheslidervaluecanbe usedtoscaletheobject's
widthandheight. Logarithmic scaling oftenis best for speed controls.Chapter 11 User Interfaces
Choosing Vidgets
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Insomecases,thesamefunctionalitycanbeprovidedbydifferentkinds
of
.Bothslidersandscrollbarsprovidea waytospecifya numericvaluein
a range. Bothmenusandradiobuttonscanbeusedtoprovidetheuserwithone
choice among several.
Theonlysignificantdifferencesbetweenslidersandscrollbarsaretheir
visual appearances and the functionality by which a user can set a value.
Choosingbetweenthetwokindsofvidgetsismoreamatteroftastethandesign.
Whenchoosingbetweena menuanda setofradiobuttons,considerthe
following:
• A menu button takes less space on the interface than a set of radio
buttons.
• Usinga menurequires theusertopullitdownandnavigatewiththe
mouse,whileselectinga radiobuttonis justa matterofclickingonit.
• Themenuchoicesarenotvisibleuntilthemenuispulleddown,while
radio buttons always are visible.
• A radiobuttonmaintains aninternal stateandthe lastselected radio
button remainsvisible, while the last selected menu itemdoes not.
The "real-estate problem" often determines the choice - a large inter-
face cluttered withbuttons may be confusing and annoying to users.
Itisconventionalto use menustoselect amongactionsandtouseradio
buttonsforselectingstates.Usersgenerallypreferinterfacesthatfollowconven-
tion.Chapter 12
Building a Visual Interface
This chapter describes the process of building a visual interface, using as an
example the kaleidoscope programintroduced in the previous chapter.
Goodvisualinterfacedesignisa difficultandcomplicatedsubjectthatis
beyond the scope of this book. In this and subsequentchapters, we'll illustrate
common usageby example and commentfrom time to time on design consid-
erations. For moreinformationonthesubject, seeApple (1987), OpenSoftware
Foundation (1991), and Laurel (1990).
Planning the Interface
It's importantto have a good idea ofthe functionality ofanapplication
before designing an interface for it. It's notnecessary, however, to completely
implement the functionality of the application before starting to build the
interface.
The process ofbuildinganapplicationwitha visualinterface usuallyis
iterative, with focus shifting between the functionality ofthe interface and the
interface itself. Design of theinterface may suggestadditional functionality or
cause features to be castinways that are easily represented in the interface.
The interface for the kaleidoscope application presented in the last
chapter is the end product of a process that involved many changes and
refinements. We won't attempt to recapitulate the process here. Instead we'll
sketch howwe mighthave done it.
Thesizeoftheapplicationcanvasisanimportantconsideration.Changes
in the size of the application canvas after an interface is laid outmay result in
unnecessary work. Screen space often is a limiting factor. Many personal
computers havescreens thatare only 64D-by-480 pixels.Indesigninganappli-
cation that is intended to be portable to various platforms, it's wise to work
within these dimensions.
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In many situations, the screen is shared by several applications, so an
applicationcanvasgenerallyshouldnotbelargerthanisnecessary.Ontheother
hand,theapplicationcanvasshouldbelargeenoughtobevisuallyattractiveand
allow the user easy access to interface tools. An application that displays an
imageorprovidesa userworkareagenerallyis moreattractiveandusefulwith
a relatively large canvas. Achieving a good compromise maybe difficult.
Figure 12.1 showsa sketchoftheinterfacewedesignedfor the kaleido-
scope program.
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Initial Interface Layout Figure 12.1
It's oftenworthdoinga seriesofroughsketches withdifferentlayouts
before committing to interface construction. Sometimes more precise
drawings done to scale, perhaps using graph paper, can save work
later.
Our first considerationwas the display region. We decided, somewhat
arbitrarily, tomake the region 400-by-400 pixels (the regionneeds tobesquare
becauseofthedrawingsymmetry).Thisislargeenoughtoprovideanattractive
displaybutsmallenoughsothattheentirecanvaswouldfit withinthe640-by-
480 limit. Weputthe regionatthe rightsideofthecanvasbecauseit'sconven-
tional to put user controls at the top and left of visual interfaces. Following
common,well-knownconventions,intheabsenceofcompellingreasonsnotto,
makes learning the applicationeasier for users.Chapter 12 Building a Visual Interface 223
We put a menu bar at the top, also because that's conventional. The
functionality we had in mind included the ability to save snapshots of the
display. Such operations usually are put in a menu named File. An entry for
quitting the application also typically is putin a menunamed File, althoughit
has little to do with files. The pointis thatexperienced users expectit there. In
this application, there are no other menus; many applications would have
others.
Allowingtheusertostopthedisplaytemporarilyandtoresetitarepart
of the application design. We could have put these operations in a menu, but
buttonsareeasier to use thanmenus and thereis amplespace onthe canvas to
provide buttons. Furthermore, since pausing the display involves a change of
state, using a button rather than a menu item makes the state visible on the
interface.
Since the speed of the display, the densityofcircles, and themaximum
andminimumradiiofcirclesall arenumericalquantities,wechosesliderstolet
the user adjust these values. An alternative would have been to provide text-
entry fields inwhich the usercould enternumbers. For an applicationlike the
kaleidoscope, there is little advantage to allowing the user to specify precise
values- entering precise values is more difficult thanmoving slidersand the
userwould need to knowwhatthe numericalvalues mean. Sliders deprive the
user of precision, but they allow a more intuitive approach to using the
application. Because of the area available and the need to label the sliders, we
oriented the sliders horizontally.
All thatremains is a way for the user to selectbetweendiscs and rings.
Because there are only two choices and there is space available, we decided to
useradiobuttons,whichmakes the choice visible ontheinterface. If therehad
beenmorechoicesforshapesorlessavailablespaceonthecanvas,amenumight
havebeen a more appropriate choice.
With this layoutin hand, we're ready to build the interface.
A Visual Interface Builder
The Icon program library contains procedures for creating vidgets,
configuring them, and positioning them at specified places on an application
canvas. Using procedures to do this, however, is a tedious and often intricate
task. Icon provides a visualinterfacebuilder, VIB, thatautomates muchofthis
process. VIB allows you to create instances ofvidgets, place themwhere you
wantthem, configure them, name their callbacks, andtrythemout, all interac-
tively.
In the following sections, we'll go through the process ofbuilding the224 BUilding a Visual Interface Chapter 12
visualinterface for thekaleidoscope application. Wewon'tattemptto describe
all the features ofVIB in this chapter. See Appendix M for more information.
The VIS Application
The VIB window for building a new interface is showninFigure 12.2.
FUe
The VIB Application Figure 12.2
Themenusat the top provideoperationsneeded to use VIB. Theicons
below the menus represent the vidgets described in the previous
chapter.Theinnerrectanglerepresentsthecanvasoftheinterfacebeing
developed.
The iconsbelow theVIB menubar from left to right representbuttons,
radio buttons, menus, text lists, text-entry fields, sliders, scrollbars, regions,
labels, and lines. Clicking on one of these icons creates a vidget of the corre-
sponding typeandplacesitontheapplicationcanvas. We'll show instancesof
this later.Chapter 12 Building a Visual Interface
Building the Kaleidoscope Interface
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It's generallya goodidea,beforecreatinganyvidgets, to setthedesired
sizeoftheapplicationcanvas.Thiscanbedonebydraggingwiththeleftmouse
button on the lower-right comer of the rectangle representing the application
canvas.Alternatively,clickingtheright mousebuttononthelower-rightcomer
ofthe canvas area brings up a dialog inwhichinformationcanbe entered. See
Figure 12.3. . ~.~_.~.... ~.__..._ ...-._.-
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The Canvas Dialog Figure 12.3
Textcanbeenteredandedited,as describedinChapter11. Thetab key
moves the cursor from one text-entry field to the next.
Tobuildtheinterfacefor thekaleidoscope,wedon'tneedtheprocedure
namefieldorthedialogwindowtoggle.Thesefeaturesaredescribedinthenext
chapter and in Appendix M. The window label refers to the label for the
application, which we can enter now. The default width is reasonable for our
design. The critical dimension is the height, which needs to be increased to
accommodate the display region and menu bar, with some space for a visual226 Building a Visual Interface Chapter 12
border around the display region. Figure 12.4 shows the result of editing the
canvas dialogand Figure 12.5 shows the new application canvas.
proc:ecllre_:
window 1_1: fka1eido
width: lGOO
height: .. d1810g window
Specifications for the Kaleidoscope Canvas Figure12.4
Thevaluesfor thecanvassizecannotexceedthedimensionsoftheVIB
window.Ifwe try to set a dimensionlargerthantheVIB canvas, we'll
bewarnedandhavetoprovideacceptablevaluesbeforewecangoon.
Wecan,however, resizetheVIB windowifit'snotlargeenoughfor the
applicationcanvas we want.Chapter 12 Building a Visual Interface 227
The Kaleidoscope Canvas Figure 12.5
Althoughthesizeoftheapplicationcanvascanbechangedatanytime,
it's generally a good idea to know approximatelywhat size the appli-
cation canvas should beat the beginning, since changing it later may
involve movingmany vidgets.
The questionis whatto do next. There are quite a few vidgets to create,
configure,andposition. Wecan'tbesure(unlesswehavea detaileddrawingof
theinterfaceandarecertainit'sthewaywewantit)thatthecanvassizeiscorrect.
A good approachatthis pointis tostartlayingoutthe portionsoftheinterface
thatdependmostonthecanvassize.Oneapproachistostartbysubdividingthe
canvas intoits mainareas; first themenubarthatdivides thecanvasvertically,
and then the kaleidoscope display region, whichis the mostcrucialpartof the
areabelow the menubar.
As mentioned intheprevious chapter, lines providevisualcues for the
user(andalso for theinterfacedesigner). Therefore, thefirst vidgetwe'llcreate
is a line to separate the menubar from the rest of the canvas.
A vidget is created by pressing the left mouse button on its icon and228 Building a Visual Interface Chapter 12
dragging itonto the canvas. For a line vidget, this produces a shorthorizontal
line, as showninFigure 12.6.
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A Line Vidget Figure12.6
The initial location of the line and its length and orientation aren't
important; they'reeasily changed.
Theend points of the line are highlighted to indicate that the vidget is
"selected". Operationsareperformedonthecurrentlyselectedvidget.Avidget
is selected when it is created. A vidget that is not selected can be selected by
clickingonitwiththeleftmousebutton.Onlyonevidgetcanbeselectedatany
given time.
Thereareseveralwayswecanadjustthelengthandpositionoftheline.
Wecanpresstheleftmousebuttononthelineanddragittoa newposition.We
candragoneendpointto stretchandpivotthelinewhiletheotherendremains
anchored.Alternativelywecanpresstherightmousebuttontobringupadialog
that allows us to specify the lengthand positionsofthe endpoints. See Figure
12.7.Chapter 12 Building a Visual Interface
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Dialog for a Line Vidget Figure12.7
Every vidgethas anillfield that serves to identify it. The dialog for a
newlycreatedvidgetprovidesa suggestedvalue,buttheillcanbeset
toanystringofprintablecharactersexcludingcolons(:),backslashes(\),
and double quotes n. Since the kaleidoscope interface has only one
line, we changed the ID to line. We could use something more mne-
monic like menu bar line.
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Thex1 coordinateshouldbesetto0andthex2coordinateto599tofitthe
widthoftheapplicationcanvas.(Ifalineisalittletoolongtofitontheapplication
canvas, that doesn't matter, since nothing beyond the edge appears when the
application is run.) The values of y1 and y2 need to be the same, ofcourse, to
produce a horizontal line. Itmaybe necessary to try out different values or to
dragthelineuntilitsappearanceonthecanvasisacceptable.Wechose25for the
vertical offset, with the results shownin Figure 12.8.230 Building a Visual Interface Chapter 12
The Menu BarLine Figure12.8
Whatwehave so far isn't very impressive,but it didn't take long.
The display region is the next order of business. Figure 12.9 shows a
regionvidgetand the dialog for configuring it.Chapter 12 Building a Visual Interface
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The Region Dialog Figure12.9
There are several attributes ofa region thatneedconfiguring. Aswith
allvidgets,ifwedon'tgeteverythingrightthefirsttime,wecangoback
later and make changes.
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We chose to use a dialog to configure the region, since we wanted to
specify a precise size. For approximate sizing and positioning,we candrag on
the corners of a region vidgetwhen it's selected.
In this case the suggested ID is almostwhatwe want,butsince there's
onlyoneregion,wejustdeleted thenumber.Therealsois a suggestednamefor
a callbackfor the region. Since the region is only for the displayand there'sno
functionalityassociatedwithusereventsintheregion,wedon'tneedacallback.
Thecallbackcanbeeliminatedbydeletingthetextinthefield,leavingitempty.
When there is no callback for a vidget, events thatoccur onit are ignored.
Weknowthewidthandheightfortheregion,andwecouldmakeaguess
as to where the upper-leftcorner should be. Ifwe're wrong, we can move the
regionlater.
The four radiobuttonsatthe rightofthe region dialogprovide alterna-
tives for the visual appearanceofthe region'sborder. Wedecided on"raised".232 Building a Visual Interface Chapter 12
TheediteddialogisshowninFigure12.10, andtheresultingregionisshownin
Figure 12.11.
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The Edited Region Dialog Figure12.10
Ifwedon'tliketheeffectofaraisedregion,wecanchangeitlater.Infact,
wemaynotknowifthe effectis whatwewantuntilweareable torun
thekaleidoscope.Asexplainedinthenextchapter,it'salwayspossible
to gobackto VIB to modify an interface.Chapter 12 Building a Visual Interface 233
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The Configured Region Figure 12.11
Satisfactory placement may require some experimentation. When a
vidget is selected, itcanbemoved one pixelata time using the arrow
keys on the keyboard.
Nowwe're readytocreatethevidgets atthe left side ofthe application
canvas. We'll startwith the menu, which completes that region ofthe canvas.
Figure 12.12 shows the result ofcreating a menuvidgetand the dialog for it.234 Building a Visual Interface Chapter 12
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A Menu Dialog Figure12.12
Since there's onlyonemenuinthe kaleidoscope application, wecould
leavetheIDasitis,butanIDthatcorrespondstothenameofthemenu
will make it easier to identify later on.
ThemenulabelneedstobechangedtoFile,sincethat'swhatappearson
themenubuttonontheinterface.Thecallbackalsoshouldbechangedtoidentify
the functionality of the menu. We use the suffix _cb to distinguish callbacks
from otherprocedures in the application,butthis is only a convention.
A newly created menu vidget provides three items. The kaleidoscope
application needs only two; one can be deleted by clicking on the del button
besideit(clickingonanaddbuttonbetweentwoitemsaddsanitemthere).This
menu has no submenus, so we can ignore the create submenu buttons. See
Appendix M for instructions on creating submenus.
TheediteddialogisshowninFigure12.13andtheresult, afterposition-
ing the menuvidget, is shown inFigure 12.14.Chapter 12 Building a Visual Interface
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The Edited Menu Dialog Figure12.13
Thereisnolimittothenumberofitemsinamenu,butifthemenu,when
pulled down, is too long to fit in the window, notall the items willbe
available. Once the dialog is dismissed, this canbe testedbypressing
the middle mousebutton on the menu.236 Building a Visual Interface Chapter 12
The CanvaswithThree Vidgets Figure12.14
Itmay not seem like we're making much progress, but it didn't take
long.
Next we'll start creating the vidgets to the left of the display region,
workingfrom top tobottom. Figure 12.15 shows the resultofcreating a button
and the dialog for it.Chapter 12 Building a Visual Interface 237
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A Button Dialog Figure 12.15
Buttons have more attributes than their apparent simplicity might
suggest.
The label for the button needs to be changed to pause. Here we're
configuring thebutton for temporarilystoppingthedisplay. Since it's a toggle
button,weneedtocheckthatbox.Thecallbackcanbeeliminated,sincethestate
ofthebuttoncanbeobtainedwithVGetState().Ordinarily,we'dpickastylethat
clearly shows it's a toggle when displayed on the interface, butsincewe have
only one other button, and it's not a toggle, we decided to use the same
appearance for bothofthem, for whichthedefaultstyleis ourpreference. (The
dialog default option doesn't concern us here - see Chapter 14.) Figure 12.16
shows the edited dialog.238 Building a Visual Interface Chapter 12
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The Edited Button Dialog Figure 12.16
The size of the button adapts automatically to the label it's given,
although it canbe made larger.
Wealsoneeda resetbutton,butwewon'tgothroughallthedetailshere;
the processissimilartothatfor creatingthepause button,exceptthatthe reset
buttonisnota toggle. Figure12.17showsthecanvaswiththe twobuttonsafter
positioning themwherewe thought they looked best.Chapter 12 Building a Visual Interface
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Five Vidgets in Place Figure12.17
It's usuallynecessary to adjustthe positions ofvidgets so thattheyare
aligned and are placed in a visually appealing way. It's worth doing
this; visually misaligned or off-balance layouts annoy users and sug-
gest that the application is not well done.
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Thefour sliders arenext. Figure12.18 showsa newlycreatedsliderand
its dialog box after editing. We've changed the default vertical orientation to
horizontal and set the range from 500 to 0, anticipating that the left end of the
slider will correspond to "slow" and the right end to "fast". We set the filter
toggle because our program doesn't need to react to every motion as the user
drags the slider. With filter set, intermediate events are filtered out, and the
programtakes action onlywhenthemousebuttonis released to fIlet go" ofthe
slider.240
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The Edited SliderDialog Figure 12.18
Since thedialoghasnotyetbeendismissed, the newlycreatedslideris
shown in its original size and orientation.
Figure 12.19 shows the slider after ithasbeenpositioned.Chapter 12 Building a Visual Interface 241
file Edit select
f"
-- - .... ~ _~~ -- ~- - .. .. - _.~-
," I: 1:~>.. ' !
.~ ~ ~ ~ A . .::=J _ ~ -r . -.
fife.
reset
I
.
J
'-.,
The Sliderin Place Figure 12.19
Gettingthesizeofthesliderjustrightmaytakesomeexperimentation.
Threemoreslidersareneeded.Wecouldrepeattheprocessweusedfor
the first slider,butwecansave someworkbymakingcopies ofthe first slider.
Entering @C whenavidgetis selectedmakesa duplicateoftheselectedvidget.
(That's c with the meta key held down, as described in Chapter 11.) The new
vidgetwon'tbewherewewantit,andwe'llhavetochangesomeofitsattributes,
butitwillbe the samesize as thevidgetfrom whichwemade the copy, which
is whatwewantinour layout. Figure 12.20 shows the four sliders inplace.242 Building a Visual Interface Chapter 12
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The Sliders in Place Figure 12.20
The interface is now taking shape; at this point the results should be
satisfying.
The radio buttons are next. Figure 12.21 shows a newly created set of
radiobuttons and the dialog after it has been edited.Chapter 12 Building a Visual Interface
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Configuring the Radio Buttons Figure12.21
Asformenus,threeradiobuttonsareprovidedbydefault.Addingand
deleting radio buttons and changing their names is similar to the
process for menus. We've already done this inthe figure.
Figure 12.22 shows the resulting radio buttons.244 Building a Visual Interface Chapter 12
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The Radio Buttonsin Place
Only the labels remain tobe done.
Figure 12.22
We'vesavedthelabels untillastfor a good reason: Wecouldn'tbesure
the sliders were where we wanted them until the radio buttons were in place.
Twelve labels areneededand movingthemaround after creatingthemis a lot
ofwork.
Figure 12.23 shows a newlycreated label and its dialogbefore editing.Chapter 12 Building a Visual Interface
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Creating a Label Figure 12.23
Thisisthelabelthatgoesoverthespeedslider,soweneedtochangeits
text accordingly.
Figure 12.24 shows the new label in place.
245246 Building a Visua,l Interface Chapter 12
k0
~----,,------------ .- -~" .. .. . ~
~ . .... ~ . _ ' .,,, .'.-; • _ ~ '._ 1.£19,I,!.EdC.'U! _,.. ,.; -,- :.. .
Fl1e
File
-r ~
reset
dtscs
~
One ofthe Labels in Place
At this point, we know the end is near.
Figure12.24
Wecansaveworkfor theremaininglabelsbycopying.Notethatseveral
ofthelabelshavethesametext, sobychoosingwhattocopy,wecanreducethe
amount ofwork even further. The final resultis shown in Figure 12.25.Chapter 12 Building a Visual Interface
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The Completed Interface Figure12.25
Finally, the interface is complete. All the planned vidgets have been
created,andtheyareatleastapproximatelywherewewantthem.That
doesn'tmeantheinterfacewillneverchange. Astheapplicationdevel-
ops, new functionality may require additions or changes to the inter-
face. With a good foundation, though, future changes will not be as
hard.
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The interface as shownin Figure 12.25 looks like it will look when the
application is run. It's possible, however, to see the application "in action"
without leavingVIE. Typing @ P starts up a prototype of the applicationwith
functional vidgets. See Figure 12.26.248 Building a Visual Interface Chapter 12
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Prototypingthe Application Figure 12.26
Theprototypecomesupina separatewindow.Wecanclickonbuttons,
pulldownthemenu,movea sliderthumb,andsoforth. A listingofthe
activated vidgets and their callback values is written to standard
output, where we can seeifwe're getting whatwe expected.
Pressing q with the mouse cursor not on any vidget dismisses the
prototype, and we cango back to VIB to make adjustments orjustadmireour
work.
VIS Menus
VIB has three menus, as shownin the previous figures. The File menu,
showninFigure12.27,providesforcreatingnewinterfaces,openingpreviously
saved ones, saving the currentinterface, and so on.Chapter 12 Building a Visual Interface 249
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The File Menu Figure12.27
It'swisetosaveaninterfacefrequentlywhileworkingonit. Therefresh
itemintheFilemenuredrawstheapplicationcanvasincasesomething
is drawn incorrectly, as sometimes happens. Notice the keyboard
shortcuts; we've used @ P already.
The Editmenuprovides for copying, deleting, andaligningobjects. See
Figure 12.28.250 Building a Visual Interface Chapter 12
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The Edit Menu Figure 12.28
We've used the @C shortcut already. It's worth learning the other
shortcuts to save time in building interfaces. Aligning vidgets is de-
scribed in Appendix M.
TheSelectmenuletsusselectavidgetbyitsID,asshowninFigure12.29..tn
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Ordinarilya vidgetis selectedbyclickingonit. Sometimes,however,it
is difficulttoselect a line, since it's onlytwopixelswide. A vidgetalso
may have no visible appearance and can get "lost". The Select menu
solves theseproblems.Italsoillustrateswhychoosinggoodmnemon-
ics for vidget IDs is important.
VIS Output
Whenafile issavedbyVill,itappendsIconcodedescribingtheinterface
to the named file. If the file is new, Vill provides a main procedure to give a
runnable program that behaves much like a prototype in VIB does. If the file
alreadycontainsIconcode, Vill doesnotmodifythatcodebutjustappendsan
updated VIB sectionwhen the file is saved.
TheVill section for the kaleidoscope applicationlooks like this:252 Building a Visual Interface Chapter 12
#===«vib:begin»=== modify using vib; do not remove this marker line
procedure uLattsO
return ["size=600,455", "bg=pale gray"]
end
procedure ui(win, cbk)
return vsetup(win, cbk,
[":Sizer:::0,O,600,455:kaleido",),
["file:Menu:pull::12,3,36,21:File",file_cb,
["snapshot @S","quit @Q"ll,
["labeI01 :Label:::13,180,21,13:min",],
["labeI02:Label:::152,180,21 ,13:max",),
["labeI03:Label:::13,240,21,13:min",],
["labeI04:Label:::152,240,21,13:max",l,
["labeI05:Label:::13,300,21,13:min",],
["labeI06:Label:::152,300,21,13:max",l,
["labeI07:Label:::7,120,28,13:slow",),
["labeI08:Label:::151 ,120,28,13:fast",],
["lbLdensity:Label:::67,160,49,13:density",],
["lbLmax_radius:Label:::43,280,98,13:maximum radius",l,
["lbLmin_radius:Label:::44,220,98,13:minimum radius",],
["lbLspeed:Label:::74,100,35,13:speed",],
["line:Line:::0,30,600,30:",],
["pause:Button:regular:1 :33,55,45,20:pause",pause_cb],
["resetButton:regular::111,55,45,20:reset",reseCcb),
["sld_density:Slider:h:1:42,180,100,15:1,100,50",density_cb],
["sld_max_radius:Slider:h:1:42,300,100,15:1,230,115",max_radius_cb),
["sld_min_radius:Slider:h:1:42,240,100,15:1,230,115",min_radius_cb],
["sld_speed:Slider:h:1:42,120,100,15:500,0,250",speed_cb),
[lregion:Rectraised::188,42,400,400:",],
)
end
#===«vib:end»=== end of section maintained by vib
The first and last lines are markers that VIB uses to find the interface
sectioninanexistingfile. ThecodeproducedbyVIB shouldnotbemodified;if
something is changed, VIB may notbe able to use the modified section.
Although the interface sections produced by VIB are not designed for
easyreading,it'sworthknowingthateveryvidgetisrepresentedbyanIconlist.
The string up to a colon in the first itemin a list is the ID for the vidget.Ifthe
vidgethas a callback, it's the second item in the list.Chapter 12 Building a Visual Interface
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Vidgets are implemented with records whose fields contain the at-
tributes ofthe vidgets. Some of these are described below; see AppendixL for
more information.
Allvidgetsonaninterface areenclosedwithina "root"vidget. Theroot
vidget accepts userevents (suchas mouse presses) and identifies the vidget,if
any,onwhichthemousecursorispositioned.Ifthemousecursorisonavidget
whenan event occurs, thatvidget is activated. For example, if a mousebutton
is pressedwith thecursoron a slidervidget, theslideris activated.Ifthe event
isnotappropriatefor thatvidget(suchas a keypress eventona buttonvidget),
itis rejected by thevidget.
Vidget States
Toggle buttons, radio buttons, text lists, text-entry fields, sliders, and
scrollbarsmaintaininternalstates. Formostofthese,thevidgetstateisthesame
asthelastcallbackvalueitproduced.Butfortextlists,thestateisalistofintegers.
The first integer indexes the top line currently displayed; this reflects the
position ofthescrollbar thumb. Additionalintegers,ifany, indexthecurrently
selected items.
Since thecallback values and the states usually are the same, itseldom
is necessary to ascertain the state ofa vidget. Ifitis necessary, the procedure
VGetState(vidget)
produces the state.
The procedure
VSetState(vidget, value)
setsthestateofthevidgettothegivenvalue.It alsoproducesacallback,asifthe
userhad setthevaluebymanipulatingthe interface. Forexample, VSetStateO
canbeusedtosetthestateofa sliderandmoveits thumbto thecorresponding
position.
Thelistsofitemsassociatedwithmenusandtextlistscanbeaccessedby
VGetitems(vidget) andVSetitems(vidget, L), whichgetandsetthelists, respec-
tively.
VGetltemsO returnsa listofstringsrepresentingtheitemsdisplayedby
themenuortext-listvidget. Ifa menuvidgetcontainsa submenu,thesubmenu
isrepresentedbytwoentriesinthereturnedlist: a stringlabelfollowedbya list
ofitems in the submenu.254 Building a Visual Interface Chapter 12
VSetltemsO setsthelistofstringsrepresentingtheitemsdisplayedbythe
menuortext-listvidget. Fora menuvidget,anystringentrymaybefollowedby
a list representing a submenu.
Vidget Fields
Vidgetshaveseveralfields thatcontainattributes.Mostofthesefieldsare
used for internal purposes, but some provide useful information, such as the
location and size of a vidget on the interface canvas. Except for lines, vidgets
occupy a rectangular area and have these fields:
vidget.ax x coordinate of the upper-leftcorner of the vidget
vidget.ay y coordinate of the upper-leftcorner of the vidget
vidget.aw width of the vidget
vidget.ah height of thevidget
Regions alsohavefields thatgivethe "usable"areathatcanbedrawnon
withoutoverwritingborders used for three-dimensional effects:
vidget.ux x coordinate of the upper-leftcorner of the usable area
vidget.uy y coordinate of the upper-leftcorner of the usable area
vidget.uw width of the usable area
vidget.uh height of the usable area
The Organization of a Program with a VIB Interface
AnapplicationwithaVIB interfaceusuallyhasseveralrelativelydistinct
components, as illustrated in Figure 12.30.
header
mainprocedure
initialization
applicationfunctionality
callbacks
VIB interface
Program Organization
The section labeled "applicationfunction-
ality"containsthecodenecessarytoimple-
ment the features of the program that do
not reside in callbacks. All but the VIB
interfacesectioniswrittenbytheauthorof
the application.
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Theprocedure uiO inthe VIB sectionopens the application, drawsand
initializes the vidgets, and returns a table thatcontains thevidget records.
A programwith a VIB interface typicallybegins with
vidgets := uiO
The keys in the table returned by uiO are the vidget IDs. Their corre-
spondingvaluesarethevidgetrecords. Onevidgetinthe tablereturnedbyuiO
is particularly important: a "root" vidget that encloses all other vidgets and
processes events that occur on them. The rootvidgethas the ID root.
Inanapplicationwitha VIB interface,eventsarenothandledbyEventO
but by higher-level procedures that understand vidgets and the meaning of
eventsthatoccuronthem. Thereare twoproceduresthathandlevidgetevents,
ProcessEventO and GetEventsO.
ProcessEvent(root, missed, all, resize} processes a single event. If the
eventtakesplaceona vidgetandis appropriatefor thevidget(suchas a mouse
press within the area of a button), a callback for that vidget occurs. The
arguments missed, all, and resize are optional procedures that are called for
events that occur when the mouse pointer is not on a vidget or are not
appropriatefor thatvidget(such as a keyboardeventwiththemousecursoron
a button), for all events, and for resize events, respectively. For example,
ProcessEvent(root, , shortcuts}
might be used to call shortcutsO for all events in order to handle keyboard
shortcuts that are entered whether the mouse pointer is on a vidgetornot.
The procedure ProcessEventO is used when an application wants to
handle events one by one. For example, the kaleidoscope application needs to
run the display between user events. Such programs typically have an event
loop of the form
repeat {
while *PendingO > 0 do
ProcessEvent(vidgets[lroot"])
# work performed between processing events
}
In the repeat loop, if there are any pending events, they are processed
before going on. This assures prompt response to the user. If no events are
pending,otherworkis done.Theamountofcomputationdonebeforechecking
again for user events shouldbe small, so as to assure a responsive interface.
The procedure GetEvents(root, missed, all, resize}, whose arguments
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not return control to the program. GetEventsO is appropriate for applications
thatareentirely"event-driven"andperformprocessingonlyinresponsetouser
events and the resulting callbacks.
Examples of different kinds of event loops are illustrated in following
chapters.
Multiple VIB Interfaces
A singlevisual interface windowis adequate and appropriate for most
applications. There are situations, however, that require more than one inter-
face. Typicalexamplesaremulti-usergamesandpaintinganddrawingapplica-
tions.
Before designing an application with more than oneinterfacewindow,
consider the problems: managing multiplewindows adds programmingcom-
plexities, and in single-user situations an application with more than one
window requires the user to change his or her focus of attention. In addition,
applications with multiple windows require more screen space than single-
window applications.
VIS Considerations
VIE can handle only one interface section in a file. There are ways of
fooling VIEbyeditingthelinesitplacesatthebeginningandendofitsinterface
code,buttheseareclumsy.It'susuallybesttobreaktheapplicationintomultiple
files with each interface in a separate file.
When VIB creates a file, it provides a main procedure. In the program
organizationwe're using here, such mainprocedures should be deleted and a
mainprocedureprovidedintheprogramthatlinkstheinterfacecode. (VIB does
notadda mainprocedurewheneditinganexistingfile, sothisneedstobedone
only once.)
Thecodefor a VIB interfacecontainstwoprocedures,whicharenamed
uLatts and ui bydefault. Theprocedure ui_attsO returns the attributes used to
open the interface window. In mostapplications, it is notneeded,butitcanbe
usedtoopenthewindowwithaddedorchanged attributes.TheprocedureuiO
openstheinterfacewindowif&windowsisnull,drawsitsvidgets,andinitializes
the interface.
To avoidconflictingdeclarationsfor theseproceduresinmultipleinter-
faces, theirnamesneed tobe changed. This is doneeasilyinVIB byspecifying
a procedure name inthe canvas dialog, as shownin Figure 12.31.Chapter 12 .Building a Visual Interface
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VIB Canvas Dialog Figure 12.31
Thenamespecified- controlinthiscase- isusedinplaceofui for the
two procedures in the interface code. In the example above, they are
named controLattsO and controlO.
Each interface has its own vidgets. The same vidget ID can be used in
more than one interface, butcare shouldbe taken notto use the samecallback
name in more than one interface unless a single procedure handles callbacks
from more than one window.
If the names are changed to draw_attsO and drawO in draw.icn, the
application mightbegin as follows:
controLvidgets := controlO
draw_vidgets := drawO
Note that each interface produces its own table ofvidgets.
There's a problem here: A "ui" procedure opens a window only if
&window is null.If&window is nullwhencontrolO is called, and nothingelse is
done, drawO does not open a window, but instead overwrites what controlO
drew in thewindow it opened. This problemis easily fixed:
controLvidgets := controlO
&window := &null
draw_vidgets := drawO
Ifthereisneedto refer to thewindowslaterintheprogram,theycanbe
assigned to variables as follows:
controLvidgets := controlO
controLwin:= &window
&window := &null
draw_vidgets := drawO
draw_win := &window258 Building a Visual Interface Chapter 12
The window to use also can be specified as the argument to a /lui"
procedure, as in
controLwin := WOpen ! controLatts()
controLvidgets := control(controLwin)
draw_win := WOpen !draw_atts()
draw_vidgets := draw(draw_win)
Controlling MUltiple Interfaces
As mentioned earlier, eachinterface has its ownsetofvidgets; ineach,
theID of therootvidgetthatencloses and managesall others in the interfaceis
"root". These roots canbe obtained as needed or assigned to variables, as in
control_root := control_vidgets["root"]
draw_root := draw_vidgets["root"]
The most difficult part remains: managing events in more than one
window. How this is done depends on the functionality of the application.
The simplestcase is a purelyevent-driven applicationinwhich actions
are taken only in response to user events and events in all interface windows
have equal priorityand need to be handled as they occur.
Inthiscase, itis notsufficientto process thewindowsinorder,waiting,
forexample,foraneventinthefirstwindowbeforegoingontothesecond.Ifthis
is done, events may accumulate in otherwindows and notbe processed.
The procedure Active() canbe used to deal with this problem. Active()
returns a window inwhich aneventis pending- blockingandwaitingfor an
event if none is pending. Every time Active() is called, itstartswith a different
window in round-robin fashion, to assure that all windows canbe serviced.
The event loop for an event-driven application of the kind described
above might look like this:
repeat {
root := case Active() of {
controLwin: controLroot
draw_win: draw_root
}
ProcessEvent(root, ...)
}
where the ellipses indicate other possible arguments for ProcessEvent().
In some applications, different interface windows may have different
priorities. For example, a drawingapplication mightbe designed so thatthereChapter 12 Building a Visual Interface 259
# callback in draw
# callback in control
is a shift in focus between the control window and the drawing window.
Furthermore,when the drawing window is the focus, all events in it mightbe
processed, ignoring events in the control window until a specific event in the
drawingwindowchangesthefocus tothecontrolwindow,andviceversa. The
code might look like this:
root := controLroot # initial interface
while ProcessEvent(root, ...)
procedure go_drawO
root := draw_root
return
end
procedure go_controlO
root := controLroot
return
end
where gO_drawO is in control.icn and go_controlO is in draw.icn.
Oneproblemwiththisis thatifeventsoccurinthecontrolwindowwhile
the draw window is the focus ofattention, these events are not processed until
the focus is changed - and then they all are processed.
One way to handle this problem is to discard events that occur in
windowsotherthanthefocus window.Thiscanbedonebyemptyingtheevent
queueofthewindow thatis tobecomethefocusbeforechangingthefocus. The
callbacks given earlier canbe modified to do this:
procedure go_drawO # callback in control
while get(Pending(draw_win))
root := draw_root
return
end
procedure go_controlO
while get(Pending(controLwin))
root := controLroot
return
end
# callback in draw260 Building a Visual Interface Chapter 12
Handling multiple interfaces poses other problems for an application
like the kaleidoscope that is not entirely event driven. In this kind of an
application,processinggoes onevenifthere arenouserevents,butuserevents
mustbe processed when they occur.
For a single interface, the event-processing loop typically looks some-
thing like this:
repeat {
while *PendingO > 0 do
ProcessEvent(root, ...)
# do something before checking for next event
}
It's important that what's done before checking for the next event be
brief; otherwise the user may become annoyed at the unresponsiveness ofthe
interface,perhapsrepeatactionsthat"didn'ttake",orevenassumetheapplica-
tion is "hung".
Ifweintroducemultipleinterfaces,thiseventloopneedstoberecast.For
two interfaces, the loop mightlooklike this:
repeat {
while *Pending(win1 I win2) > 0 do
ProcessEvent(
case ActiveO of {
win1: root1
win2: root2
},
)
# do something before checking for next event
}
Note that ActiveO is called only if there is an event pending in one of the
windows; it therefore does notblock.
Tips, Techniques, and Examples
The Aesthetics of Interlace Layout
Here are some guidelines for laying outvisual interfaces:
• Unless theinterface is for youruse only, designitwitha typical user
inmind. Avoid showing off.Chapter 12 Building a Visual Interface 261
• Don't innovate. Interface design is difficult at best and innovation
shouldbelefttoprofessionals,mostofwhomknowit'sgenerallynot
a goodidea. Userstendtolikeinterfaces thatlookfamiliar andallow
them to use their experience with other interfaces.
• Beneat.Aninterfacethatissloppilydonesuggestsanapplicationwith
a similarproblem.Alignvidgetswhereappropriateandlaythemout
in a logical and attractive way.
• Avoid clutter. It's all too easy to use too many vidgets, resulting in
whatis called the "747-CockpitSyndrome".See the tiponChoosing
Vidgets at the end ofChapter 11.
• Usecolorsparinglyandappropriately.SeethetiponInterfaceColors
that follows.
• Ask others what they think of your interface and listen to what they
say.
• Be willing to modify your interface to improve it- orevento scrap
itand start over.
Interface Colors
Whendesigninganinterface,itistemptingtousecolorfordecoration-
toenliventhe interface. While this mayproduce "interesting" results, itcan all
to easily lead to gaudy, confusing, and illegible results. What you think is
attractive maynot appear thatway to others.
Guidelines for color usage oninterfaces have beenestablished through
years ofexperimentationand testing. Here are some ofthem:
• Backgroundsshouldbeneutralandunsaturated.Lightgrayisa good
choice.
• Text generally should be black; in any event, dark text on a light
background always is more legible than the opposite.
• Brightcolorsshouldbeusedwithrestraint,insmallareas,andonlyto
attract attention.
• Certaincolors have generally accepted connotations:
red: danger, stop
yellow: caution, warning
green: okay, go
• Blue is perceived as theleastintense ofcolors, yellow the most.
• Lightblue is the leastvisible color; it is suitableonlyfor uses suchas
grid lines.262 Building a Visual Interface Chapter 12
• Adjacent areas of different bright colors may cause optical illusions
and shouldbe avoided.
Interface Window Attributes
Itis possible to add to or override the window attributes provided by
VIB.
As mentioned earlier, uLattsO returns a list of the attributes for the
interface window. Attributes can be appended to this list before using it to
provideargumentsfor WOpenO. Forexample,addingposxandposyattributes
can be used to determine the location on the screen at which an interface is
opened.
Appending attributes that are already on the list overrides them. For
example,ifyou wantan ivory background, this canbe used:
put(atts, "bg=pale yellow-white")
WOpen! atts
Placing Graphics and Text on an Interface
Anapplicationcandraworwritetextanywhereonitsinterfacewindow.
Doingthisonportionsoccupiedbyvidgetsgenerallyis unwise,sinceitmaynot
only obscure the vidget, but also because VIB redraws some kinds of vidgets
after the usermanipulatesthem, intumoverwritingwhatthe applicationmay
have placed on them.
Places on a window that are not occupied by vidgets can be used,
however,for decorationortoprovideinformation.Onewaytoassurethatsuch
materialisintheappropriateplaceistocreateregionswithinvisiblebordersbut
nofunctionality.Thelocationsandextentsoftheseregionsthenareaccessibleto
the programand canbe usedwhenplacing graphics and text.
Consider, for example, the interface shown in Figure 12.32:Chapter 12 Building a Visual Interface 263
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Invisible Regions
VIB shows invisible re-
gions with dashed out-
lines so they can be lo-
cated when building an
interface. Such regions
are,however,invisiblein
the application interface
window.
Figure12.32
The application can access these regions by ID. Suppose the ID for the
square regions is logo and the ID for the lower region is status. Then, the
application mightdo this during initialization:
logo := vidgets[ OIlogo"]
status := vidgets[OIstatusOl]
Readlmage(
l logo.gif", logo.ax, logo.ay)
DrawString(status.ax, status.ay + status.ah, status_text)
Theheightofthestatusregionisadded,sincethey coordinateisatthetopofthe
region and the text is drawn on a baseline.
The result might appear as shown in Figure 12.33.
organize
file Action
sillPlex a
duplex B
triplex
~tsprocessed:42
A Decorated Interface
It may take some adjustment to get text written on an
interface where it looks best.
Figure 12.33
Reversible drawing is usefulifthe text onthe interface changesduring
execution, as in
WAttrib( OIdrawop=reverseOl)
DrawString(status.ax, status.ay + status.ah, status_old)
DrawString(status.ax, status.ay + status.ah, status_new)
WAttrib("drawop=copyOl)
status_old := status_new
# erase old
# write new
# for next time264 Building a Visual Interface Chapter 12
It'simportanttoresetthenormaldrawingmode;otherwiseotheractionsonthe
interface mayproduce inappropriate results.
Sharing Callback Procedures
There'snorequirementthateachvidgetbeservicedbyadistinctcallback
procedure.Sometimesitishandytouseasharedcallbackprocedureformultiple
vidgets. Grouping related functions togethercanmake the code clearer.
Ofcourse,theremustbeawaytodistinguishamongtheactionsthatcan
invokea callbackprocedure.Onepossibilityis tocheckthevidgetIDfield, asin
this example for handlingbutton calls:
procedure button_cb(vidget, value)
case vidgetid of {
"blur": { }
"sharpen": { }
}
Another approach is to check the vidget value. This doesn't work for
buttons, but it does work for menus, provided that all the menu labels are
unique:
procedure menu_cb(vidget, value)
case value[1] of {
"New": { }
"Open": { }
"Save": { }
"Cut": { }
"Copy": { }
"Paste": { }
}
The individual case processing can be followed by code to perform
commonactions,suchasredrawingthedisplayormarkinga file ashavingbeen
updated. This need for common code may be the most important factor in
groupingvidgets to sharecallback procedures.
Aligning Text-Entry Vidgets
The length of a text-entry vidget's label determines the position of its
text-entry field. When related text-entry vidgets are aligned vertically, their
fields won't line up if their labels differ in length. Consider, for example, the
three fields showninFigure 12.34.Chapter 12 Building a Visual Interface 265
width:
depth:
Unaligned Text-EntryFields
Although it may seem like a trivial matter, a well laid-out
interface is important in making a good impression.
Figure12.34
Thisproblemiseasytosolve.SinceVIBusesamonospaced(fixed-width)
font, addinga blankto theshorterlabelsbringsthemintoalignment,asshown
inFigure 12.35.
width:
height:
depth:
Aligned Text-Entry Fields
In this illustration, blanks were added after the colons of the
first andthirdlabels.Toalignthelabelsattheright,putblanks
before, not after, the shorterlabels.
Figure12.35Chapter 13
Completingan Application
Inthis chapterwe describewhat'snecessary to complete anapplicationwitha
visual interface and how to put all the parts together. It continues with the
kaleidoscope application as a concrete example. A complete listing of the
program is given at the end of the chapter. Other applications with visual
interfaces are described in Chapters 15 and 16.
Usually, the construction of an application with a visual interface pro-
ceedsiteratively,withworkbeingdonealternativelyontheinterfaceandtherest
of the program, as illustrated in Figure 13.1.
interface VIB texteditor program code
The Program Construction Cycle Figure13.1
Wehaveseparatedtheinterfaceconstructioninthelastchapterandthe
coding of the rest of the program in this chapter for pedagogical
reasons. Like all other programconstruction, the real process is more
complicatedand less organized than the idealone- and the finished
product tells little ofwhatwentinto achieving it.
267268
Program Organization
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The general organization of a program with a visual interface is de-
scribedinthepreviouschapter.Thatorganizationfits thekaleidoscopeapplica-
tion nicely.
Program Header
Theprogramheaderfor anapplicationwithavisualinterfaceusuallyis
not much different from the program header for any program. There are link
declarations, global declarations, and sometimes preprocessor definitions.
The kaleidoscope program requires three procedure libraries:
link interact
link random
link vsetup
The library interact contains a procedure snapshotO that is used for saving
images. The library random contains a procedure randomizeO that assures
somewhatdifferentresultseverytimethekaleidoscopeprogramis run,provid-
ing a bit of variety. The library vsetup is needed for all VIB applications and
includes the graphics procedures.
Applicationsthatsupportusercontrolthroughavisualinterfaceusually
need more global variables than other kinds of applications because several
proceduresmayneedtoaccess thesamestateinformation.Theglobalvariables
for the kaleidoscope application are divided into three sections:
# Interface globals
global vidgets # table of vidgets
global root # root vidget
global pause # pause vidget
global size # size of display area (width & height)
global half # half size of display area
global pane # graphics context for viewing
global colors # color list
# Parameters that can be setfrom the interface
global delay
global density
global draw_proc
global max_radius
global min_radius
global scale_radius
# delay between drawing circles
# number of circles in steady state
# drawing procedure
# maximum radius of circle
# minimum radius of circle
# radius scale factorChapter 13 Completing an Application
# State information
global draw_list
global reset
269
# list of pending drawing parameters
# nonnull when display needs resetting
Thefirst sectioncontainsglobalvariableswhosevaluesaresetfromthe
code provided by VIB. The second section contains global variables whose
values the user can change using vidgets on the interface. The final section
contains global variables that relate to the state ofthe running program.
Then there is a record declaration for circles:
# Record for circle information
record circle(off1, off2, radius, color)
Finally, there are defined constants for defaultvalues:
$define DensityMax 100
$define SliderMax 10.0
$define SliderMin 1.0
The Main Procedure
The main procedureis simplicity itself:
procedure main(args) # initialize the interface
initO # initialize the application
kaleidoscopeO # run the kaleidoscope
end
AllinitializationisdonebyinitO. Theinitializationcouldhavebeenplacedinthe
mainprocedure,buta substantialamountofcodeis needed,andputtingitina
separate procedure makes the programstructure clearer.
Theprocedure kaleidoscopeO draws thedisplayandcontainstheevent
loop thathandles user actions. The structure ofthe eventloop is:
repeat {
# set up new display
repeat {
# process pending events
# break out of inner loop if new display needs to be set up
# draw and erase circles
}
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This event loop is described in more detail in the section on drawing the
kaleidoscope.
Initialization
Initializingtheapplicationinvolvescreatingtheinterface, settingupthe
display area, establishing initial values, and setting the states of the vidgets
correspondingly:
procedure initO
randomizeO
vidgets := uiO
root := vidgets["root"]
size := vidgets["region"].uw
if vidgets["region"].uh -= size then {
Notice("improper interface layout.")
exitO
}
delay:= 0
density := DensityMax / 2.0
max_radius := SliderMax # scaled later
min_radius := SliderMin
scale_radius := (size / 4) / SliderMax
draw_proc := FillCircle
colors := []
every put(colors, PaletteColor(lc1", !PaletteChars(lc1")))
pause := vidgets["pause"]
VSetState(vidgets[ldensity"], (density / DensityMax) * SliderMax)
VSetState(vidgets["delay"], delay)
VSetState(vidgets[lmin_radius"], min_radius)
VSetState(vidgets["max_radius"], max_radius)
VSetState(vidgets[lshape"], "discs")
# Get graphics context for drawing.
half := size / 2
pane := Clone("bg=black", "dx=" II (vidgets["region"].ux + half),
"dy=" II (vidgets["region"].uy + half), "drawop=reverse")
Clip(pane, -half, -half, size, size)Chapter 13 Completing an Application 271
return
end
Theprocedure uiO openstheapplicationwindowanddrawsandinitializesthe
vidgets. Itreturns a table containing the vidgets, which is assigned to a global
variable.
Therootvidget,whichalsoisassigned toa globalvariable,isneededfor
theeventloop.Next,thesizeofthedisplayregionisdeterminedbyaccessingthe
appropriatefields ofthe regionvidget. Notice thatthe "usable"portions ofthe
region are used; they determine the part of the region that can be drawn on
withoutoverwritingits border. A check is made that the widthand heightare
the same, since a square area is required by the geometry ofthe display.
A clone then is made for the display area. Theorigin is setto thecenter
of the area using the dx and dy attributes because the drawing is symmetric
aroundthecenterandplacingtheorigintheresimplifies thedrawingcode.The
displayareais clipped topreventdrawingoutsidetheregion. Drawingisdone
with "drawop=reverse",sothatcircles canbeerasedbydrawingthema second
time.
Theinitial values for thedisplayaresetnext. The delayis settozero, so
thatthedisplayrunsatthemaximumspeeduntiltheuserchangesit. Thechosen
values for the density of the display (the number of simultaneous circles
allowed) and the maximumand minimumradii aresomewhatarbitrary. They
were chosenby experiment to provide an attractive display.
The global variable draw_proc, whose value is the procedure used for
drawing, is set to FiIICircle, so thatthe display starts with discs.
The pause vidgetis assigned to a global variableso thatits statecanbe
checked.
Thepalettec1,whichhas90colors,waschosenfor colorsbyexperiment.
Next, thestates ofthe slidersandradiobuttonsaresetto correspondto
theglobalvariablesjustset;whattheuserseesinitiallycorrespondstotheactual
state of the application.
The procedure kaleidoscopeO makes random choices for colors and
radii. Theuse of randomizeO assures thatthe displayis somewhatdifferenton
everyrun.
Callback Procedures
Mostofthecallbackproceduresarequitesimpleandservemainlytoset
globalvariablesthatcontrolthedisplay.Forexample,thecallbackforthevidget272 Completing an Application Chapter 13
thatcontrols the speed ofthe displayis:
procedure delay_cb(vidget, value)
delay := value * 200
return
end
The global variable delay is used in kaleidoscopeO to pause temporarily be-
tween drawing actions. We'll show that later.
Controlling the density of the displayis nearly as simple as setting the
delay, butwhen the density is changed, kaleidoscopeO mustbe informed that
thedisplayneedstobeerasedanddrawingrestarted.Thisis donebysettingthe
global variable reset to a nonnullvalue:
procedure density_cb(vidget, value)
density := (value / SliderMax) * DensityMax
density <:= 1
reset := 1
end
We'll show how reset is usedwhenwe get to kaleidoscopeO.
Conceptually,thecallbackproceduresfor settingtheradiiareas simple
as the one for setting the density. It's necessary to ensure, however, that the
maximum radius is not set to less than the minimum radius, and conversely.
Thisis accomplishedbyforcing theothervaluetoconformtothenewlysetone:
procedure max_radius_cb(vidget. value)
max_radius := value
if max_radius < min_radius then { # if max < min lower min
min_radius := max_radius
VSetState(vidgets[lsld_min_radius"], min_radius)
}
reset := 1
return
end
Note that VSetStateO is used to set the minimum radius if necessary. This
producesa callback for theminimumradiusslider,whichsets thestateandthe
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minimumradiustracktheonefor themaximumradius.Thecallbackprocedure
for the minimumradius is similar to the one above.
Changing the shape that is used for drawing is done by assigning the
appropriateprocedurevaluetotheglobalvariabledraw-procdependingonthe
radiobutton the user chooses:
procedure shape_cb(vidget, value)
draw_proc := case value of {
"discs": FiIICircie
"rings": DrawCircle
}
reset := 1
return
end
The callback procedure for the file menu illustrates that the callback
value for a menu is a list, even if there are no submenus:
procedure file_cb(vidget, value)
case value[1] of {
·snapshot @S": snapshot(pane, -half, -half, size, size)
"quit @O" : eXit()
}
return
end
The strings in the case expression must exactly match the items in the menu,
since theyare the source of the values in the list.
Theprocedure snapshot() iscontainedininteract,whichislinkedinthe
programheader.Thisprocedurerequestsa file namefor thesavedimage,alerts
theuserifa file withthatname alreadyexists, andprovidestheuserthechoice
ofoverwriting an existing file or of choosing another name.
Inthe case of this application, a user request to quitis honoredwithout
comment. In an application that creates or modifies data, the user should be
given the option ofsaving the data or deciding not to quit.
The procedure for handling keyboard shortcuts is invoked when an
eventisnothandledbyanyvidget,suchasamouseclickonalabelorakeypress
with the mouse over a slider. Inthe kaleidoscope program, there are only two
keyboard shortcuts, as indicated in the items in the file menu:274 Completing an Application Chapter 13
procedure shortcuts(e)
if &meta then
case map(e) of { # fold case
"q": exitO
"s": snapshot(pane, -half, -half, size, size)
}
return
end
Asdescribedearlier,themetamodifierkey,indicatedinthefilemenuby
@, is used for keyboard shortcuts to provide some protection against unin-
tended effects caused by casual typing while the application is running.
Uppercasecharactersaremappedtolowercaseonessothatqandahave
thesameeffect. Theactionsperformedareidentical to theonesinthefile menu
callback.
Drawing the Kaleidoscope
The kaleidoscope is produced by drawing circles in eight symmetric
positions (the crystallographic symmetry p4m, known in quilting as the sun-
flower symmetry). Thesymmetryis produced bytwo "mirrors",as shownby
theheavylinesinFigure13.2 and theirreflections ineachotheras indicatedby
thenarrow lines.
The Sunflower Symmetry
Anasymmetricalshapeis usedhere to
showthenatureofthesymmetry.Since
circles are symmetric under rotation,
only the relative positions in the eight
octants are importantfor drawing.
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# clear display
# new drawing list
Thecenterandradiusofeachcircleareselectedatrandomwithinlimits
thatproducean attractive appearance. A color is chosenatrandomandcircles
are drawn in each octant until the specified density (number ofsimultaneous
circles) is reached. Atthatpoint, theoldestsetofcircles is erasedanda newset
is drawn. This continues until the user intervenes.
In order to keep trackofthe circles so thatold ones canbe erased, a list
isusedasa queue.Theparametersofanewcirclespecificationareputontheend
ofthe queue and the parameters for the oldestcircle specification are takenoff
the beginning.
The procedure kaleidoscopeO is:
procedure kaleidoscopeO
# Each time through this loop, the display is cleared and a
# new drawing is started.
repeat {
EraseArea(pane, -half, -half, size, size)
draw_list := []
reset := &null
# In this loop a new circle is drawn and an old one erased, once the
# specified density has been reached. This maintains a steady state.
repeat {
while (*PendingO > 0) IWGetState(pause) do {
ProcessEvent(root, , shortcuts)
if \reset then break break next
}
putcircleO
WDelay(delay)
# Don't start clearing circles until the specified density has
# reached.
if *draw_list > density then c1rcircleO
}
}
end
The outerrepeatloop sets up a newdisplay. Thelistdraw_listprovides
thequeueforkeepingtrackofcirclesthathavebeendrawn.Itisemptyfora new
display,sincenocircleshavebeendrawnyet. Theglobalvariable resetis setto
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Circlesaredrawnanderasedintheinnerrepeatloop. Beforedrawinga
new set of circles, if there are any pending events or if the state of the pause
vidgetisnonnull(indicating thedisplayis paused), ProcessEventO iscalled.It
processesaneventifoneispendingorwaitsforaneventifthedisplayispaused.
Someevents,suchaschangingtheradiiofthecircles,requirethedisplay
to be reset. As shownin the previous section on callbacks, this is indicated by
assigning a nonnullvalue to reset. Ifthis has happened,
break break next
is usedtobreakoutofthewhileloop,breakoutoftheinnerrepeatloop,andgo
to the beginningofthe outerrepeatloop.
If,ontheotherhand,drawingis tocontinue,thereis a delayasspecified
by delay, a new set of circles is drawn using putcirciesO, and there is another
delay.
Atthispoint,a testismadetodetermineifthespecifieddensityhasbeen
reached.Ifthedensityhasbeenreached, c1rcircleO iscalledtoerasetheoldestset
ofcircles.
The procedure putcircleO is:
procedure putcircleO
local off1 , off2, radius, color
# get a random center point and radius
off1 := ?size % half
off2 := ?size % half
radius := «max_radius - min_radius) * ?O + min_radius) * scale_radius
radius <:= 1 # don't let them vanish
color := ?colors
put(draw_list, circle(off1, off2, radius, color»
outcircle(off1, off2, radius, color)
return
end
The offsets for the centers of the circles are picked with an element of
randomness,asaretheradiiandcolors.Thesefour valuesareputontheendof
draw_list, and outcirclesO is called to do the actual drawing:
procedure outcircles(off1, off2, radius, color)
Fg(pane, color)# table of vidgets
# root vidget
# pause vidget
# size of view area (width & height)
# half size of view area
# graphics context for viewing
# color list
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# Draw in symmetric positions.
draw-proc(pane, off1, off2, radius)
draw_proc(pane, off1, -off2, radius)
draw_proc(pane, -off1, off2, radius)
draw_proc(pane, -off1, -off2, radius)
draw_proc(pane, off2, off1, radius)
draw_proc(pane, off2, -off1, radius)
draw_proc(pane, -off2, off1, radius)
draw_proc(pane, -off2, -off1, radius)
return
end
The procedure clrcircleO also draws circles, butitgets the specification
from the oldest one on draw_list and removes it:
procedure c1rcircleO
local circle
circle := get(draw_list)
outcircle(circle.off1, circle.off2, circle.radius, circle.color)
return
end
The Complete Program
In the listing of the program that follows, procedures are given in
alphabetical order, except for the mainprocedure, which is given first.
link interact
link random
link vsetup
# Interface globals
global vidgets
global root
global pause
global size
global half
global pane
global colors# list of pending drawing parameters
# nonnull when display needs resetting
# nonnull when display paused
# delay between drawing circles
# number of circles in steady state
# drawing procedure
# maximum offset of circle
# minimum offset of circle
# maximum radius of circle
# minimum radius of circle
# radius scale factor
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# Parameters that can be set from the interface
global delay
global density
global draw-proc
global max_off
global min_off
global max_radius
global min_radius
global scale_radius
# State information
global draw_list
global reset
global state
# Record for circle data
record circle(off1, off2, radius, color)
$define DensityMax 100
$define SliderMax 10.0 # shared knowledge
$define SliderMin 1.0
procedure main()
init()
kaleidoscope()
end
procedure init()
randomize()
vidgets := ui()
root := vidgets["root"]
size := vidgets["region"].uw
if vidgets["region"].uh -= size then stop("*** improper interface layout")
delay:= 0
density := DensityMax / 2.0
max_radius := SliderMax # scaled later
min_radius := SliderMin
scale_radius := (size /4) / SliderMax
draw_proc := FiIICircieChapter 13 Completing an Application
colors := []
every put(colors, PaletteColor(lc1", !PaletteChars(lc1")))
pause := vidgets["pause"]
VSetState(vidgets[ldensity"], (density / DensityMax) * SliderMax)
VSetState(vidgets[ldelay"], delay)
VSetState(vidgets[lmin_radius"], min_radius)
VSetState(vidgets["max_radius"], max_radius)
VSetState(vidgets[lshape"], "discs")
# Get graphics context for drawing.
half := size / 2
pane := Clone("bg=black", "dx=" II (vidgets["region"].ux + half),
"dy=" II (vidgets["region"].uy + half), "drawop=reverse")
Clip(pane, -half, -half, size, size)
return
end
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procedure kaleidoscopeO
# Each time through this loop, the display is cleared and a
# new drawing is started.
repeat {
EraseArea(pane, -half, -half, size, size) # clear display
draw_list := [] # newdrawing list
reset := &null
# In this loop a new circle is drawn and an old one erased, once the
# specified density has been reached. This maintains a steady state.
repeat {
while (*PendingO > 0) IWGetState(pause) do {
ProcessEvent(root, , shortcuts)
if \reset then break break next
}
putcircleO
WDelay(delay)
# Don't start clearing circles until the specified density has been
# reached.
if *draw_list > density then c1rcircleO280 Completing an Application Chapter 13
}
}
end
procedure putcircleO
local off1, off2, radius, color
# get a random center point and radius
off1 := ?size % half
off2 := ?size % half
radius := ((max_radius - min_radius) * ?O + min_radius) * scale_radius
radius <:= 1 # don't let them vanish
color := ?colors
put(draw_list, circle(off1, off2, radius, color))
outcircle(off1, off2, radius, color)
return
end
procedure c1rcircleO
local circle
circle := get(draw_list)
outcircle(circle.off1, circle.off2, circle.radius, circle.color)
return
end
procedure outcircle(off1, off2, radius, color)
Fg(pane, color)
# Draw in symmetric positions.
draw_proc(pane, off1 , off2, radius)
draw-proc(pane, off1, -off2, radius)
draw_proc(pane, -off1, off2, radius)
draw_proc(pane, -off1, -off2, radius)
draw-proc(pane, off2, off1, radius)
draw_proc(pane, off2, -off1, radius)
draw_proc(pane, -off2, off1, radius)
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return
end
procedure density_cb(vidget, value)
density := (value / SliderMax) * DensityMax
density <:= 1
reset := 1
end
procedure delay_cb(vidget, value)
delay := value * 200
return
end
procedure file_cb(vidget, value)
case value[1] of {
"snapshot @S": snapshot(pane, -half, -half, size, size)
"quit @a": exitO
}
return
end
procedure max_radius_cb(vidget, value)
max_radius := value
if max_radius < min_radius then { # if max < min lower min
min_radius := max_radius
VSetState(vidgets["min_radius"], min_radius)
}
reset := 1
return
end
procedure min_radius_cb(vidget, value)
min_radius := value
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if min_radius> max_radius then { # if min> max raise max282 Completing an Application Chapter 13
max_radius := min_radius
VSetState(vidgets["max_radius"], max_radius)
}
reset := 1
return
end
procedure reset_cb(vidget, value)
reset := 1
return
end
procedure shape_cb(vidget, value)
draw_proc := case value of {
"discs": FiIICircle
"rings": DrawCircie
}
reset := 1
return
end
procedure shortcuts(e)
if &meta then
case map(e) of { # fold case
"q": exitO
"s": snapshot(pane, -half, -half, size, size)
}
return
end
#===«vib:begin»=== modify using vib; do not remove this marker line
procedure ui_attsO
return ["size=600,455", "bg=pale gray", "Iabel=kaleido"]
end
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return vsetup(win, cbk,
[":Sizer:::0,0,600,455:kaleido",],
["delay:Slider:h:1:42,120,100,15:1.0,0.0,0.0·,delay_cb],
["density:Slider:h:1:42,180,100,15:0.0,10.0,10.0·,density_cb],
["file:Menu:pull::12,3,36,21 :File",file_cb,["snapshot @S·,"quit @Q"]],
["labeI01 :Label:::13,180,21,13:min",],
["labeI02:Label:::152,180,21,13:max·,],
[llabeI03:Label:::13,240,21,13:min",],
[llabeI04:Label:::152,240,21,13:max",],
[llabeI05:Label:::13,300,21,13:min",],
["labeI06:Label:::152,300,21,13:max",],
["labeI07:Label:::7,120,28,13:slow",],
["labeI08:Label:::151,120,28,13:fast",],
[llbLdensity:Label:::67,160,49,13:density",],
["lbLmax_radius:Label:::43,280,98,13:maximum radius",],
["lbLmin_radius:Label:::44,220,98,13:minimum radius",],
["lbLspeed:Label:::74,100,35,13:speed",],
[lline:Line:::O,30,600,30:",],
["max_radius:Slider:h:1:42,300,100,15:0.0,10.0,10.0",max_radius_cb],
["min_radius:Slider:h:1:42,240,100,15:0.0,10.0,1.0",min_radius_cb],
["pause:Button:regular:1 :33,55,45,20:pause",],
[lresetButton:regular::111,55,45,20:reset",reseCcb],
["shape:Choice::2:66,359,64,42:
I ,shape_cb,["discs","rings"]],
[lregion:Rectraised::188,42,400,400:",],
)
end
#===«vib:end»=== end of section maintained by vib
Tips, Techniques, and Examples
Using a Separate Window for the Display
We deliberately designed the kaleidoscope application to use a single
windowthatcontainsboththeinterfacecontrolsandthekaleidoscopicdisplay.
Although it's often easier to use several windows for an application, a single
window,whenitwill do, unifies the applicationandpresentsa moreattractive
appearance to the user.
Inthecase ofthekaleidoscopeapplication,anobviousalternativetothe
designwechoseis to usetwowindows,onefor theuserinterfaceandtheother
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It's actually quite simple to convert the one-window design to a two-
window one. Instead ofcloning the display region from the subject (interface)
window and clipping the clone, all that needs to be done is to open another
window, replacing
pane := Clone("bg=black", "dx=" II (vidgets["region"].ux + half),
"dy=" II (vidgets["region"].uy + half»
Clip(pane, -half, -half, size, size)
by
pane := WOpen(lbg=black", "size=" II size II"," II size, "dx=" II half,
"dy=" II half) I {
Notice("Can't open display window.")
exit()
}
The size ofthe displaynowcanbespecifiedinthe applicationinstead ofbeing
obtained from the region vidget, replacing
size := vidgets["region"].uw
by
size := 400
Theinterfaceneedschangingtoo: removingtheregionvidgetandreducingthe
width of the interface canvas. But that's all; justa few trivial changes.
Using twowindows allows additional functionality, such as the ability
to changethesize ofthe displaywhile the applicationis running. Althoughthe
size of the display in the one-windowversioncanbereduced from its original
size at the expense of some complexity in the code, it cannotbe made signifi-
cantly larger. In the two-window version, it's easy to change the size of the
displaywindow and to provide the userwith a facility for doing this.
We'll leave this as an exercise. You'll find it'snothard to do,butyou'll
alsoseeaspectsoftheone-windowversionthatmighthavebeendoneina more
general manner, had this possibilitybeen considered.
Providing Other Drawing Shapes
It's tempting to try to provide other shapes for drawing. There are two
problems: symmetryand drawing.
Since a circle has complete rotational symmetry, it's not necessary to
rotate it when reflecting around a diagonal mirror; see Figure 13.2. Shapes
without suitable rotational symmetryneed to be rotated to produce a kaleido-Chapter 13 Completing an Application 285
scopicdisplay. Thereare, ofcourse,shapesotherthancircles thathavesymme-
tries thatdo notneed rotation- certainpolygonsand stars, for example.
Althoughit'seasytospecifyvariousdrawingproceduresausercanpick,
filled and outlinecircles canbedrawnwithoutchanginghow their arguments
arecomputed.Othershapesmakethis aspectofthe applicationmorecomplex.
An approach in which shapes are drawn with respect to a boundingbox may
prove more flexible.
Other Applications
The color plates show two other programs that utilize graphics inter-
faces. The bin packing program of Plate 13.1 shows how several packing
algorithms operate. The tiling program of Plate 13.2 allows the user to select a
rectanglefromanimageandhaveittiledinalargerareatoseehowitwouldlook
as a repeating pattern.Chapter 14
Dialogs
Icon provides two kinds of dialogs: standard ones, which handle common
situations, and custom dialogs builtby VIB, which can be tailored for specific
uses.
Standard Dialogs
In addition to the notification dialogs, open dialogs, and save dialogs
described in Chapter10, Icon has several other standard dialogs for situations
that occur frequently.
Text Dialogs
NoticeO, OpenDialogO, and SaveDialogO are just interfaces to a more
generalprocedure,TextDialogO,whichallowscustomizeddialogsfortextentry.
TextDialogO,initsmostgeneralusage,israthercomplicatedbecausetext-entry
dialogscanbecomplicated.Defaultsareprovided,however,tomakeTextDialogO
easy to useifall its generality is notneeded.
The general form is:
TextDialog(captions, labels, defaults, widths, buttons, index)
The argument captions is a list of caption lines that serve the same
purpose asthe multipleargumentsin NoticeO. The arguments labels, defaults,
and widths are lists that give the details of a sequence of text-entry fields. The
argument buttons is a list of buttons, and index is the index in buttons of the
default button.
TextDialogO returns thenameofthebuttonthatwasselectedtodismiss
the dialog. The global variable dialog_value is assigned a list containing the
values ofthe text fields at the time the dialogwas dismissed.
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Unlike the dialogs that were described previously, TextDialogO pro-
vides for labels thatappearbefore text-entryfields to identifythem. Each field
can have a default value and a width to accommodate a specified number of
characters,based on the width ofthe current font.
Here's an example of the mostgeneral kind of usage:
TextDialog(
["To open a window, fill in the values", "and click on the Okay button."],
["xpos", "ypos", "width", "height"],
[10, 10, 500, 300],
[4,4,4,4],
["Okay", "No"],
1
)
The dialog produced by this call is shown inFigure 14.1.
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A General Text Dialog
Since lists are used in the arguments of
TextDialogO, there isnolimit to thenumberof
text-entryfields excepttheheightofthescreen.
Figure14.1
Ifthereisonlyonecaptionline,itcanbegivenasa stringinsteadofa list.
Ifthere is only one text-entry field, the specifications for it alsocanbe given as
single values instead of lists. In the case where there are several fields and all
havethe samevalue,a singlevaluecanbegivenfor thatargumentinplaceofa
list. Ifthere areno labels or defaults for fields, these arguments canbeomitted
altogether. The default field width,ifits argumentis omitted, is 10.
If the button argument is omitted, Okay and Cancel buttons are pro-
vided.Ifnobuttonindexisgiven,thefirstbuttonisthedefaultbutton.Anindex
of0 indicates that there is no defaultbutton.
An exampleofthe use ofdefaults is:
TextDialog("Open window:", ["x", "y", "w", "h"l)
whichproduces the dialog shownin Figure 14.2.Chapter 14 Dialogs
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A SimplerText Dialog
It is good practice to offer a button to cancel the operation in
case the user has second thoughts.
Figure 14.2
In a dialog that has more than one text-entry field, the text cursor
indicates the field in which text can be entered and edited. The text cursor
initially is in the first field. Typing a tab moves the textcursor to the nextfield.
Fromthelast,itmovestothefirst. Aspecificfield alsocanbeselectedbyclicking
on it. Pressing return or clicking on a button dismisses the dialog.
Selection Dialogs
The procedure SelectDialogO allows the user to pick one of several
choices. Its general form is
SelectDialog(captions, choices, dflt, buttons, index)
Thearguments captions,buttons,and indexservethesamepurposethattheydo
inTextDialogO.Theargumentchoicesisalistofchoicesfromwhichtheusercan
select.Theargumentdflt isthedefaultchoice,whichis highlightedinthedialog.
The defaults for omitted arguments follow the same rules as the defaults for
TextDialogO. The user'schoice is returned as a string indialog_value.
The following procedure call illustrates the use ofSelectDialogO.
SelectDialog(
"Pick a suit",
["spades", "hearts", "diamonds", "clubs"],
"hearts",
["Okay", "Cancel"]
)
The dialogproducedby this call is shown in Figure 14.3.290
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A Selection Dialog
Thedefaultchoice is highlighted, asshown.Theusercanpick
anotherchoicebyclicking on another choice button.
Figure14.3
c:.trals:
TheprocedureToggleDialogO allowstheusertosetseveraltoggles(onl
off states) at the same time in one dialog. Its general form is
ToggleDialog(captions, toggles, states, buttons, index)
The arguments captions, buttons, and index serve the samepurpose as
they do in TextDialogO and SelectDialogO. The argument toggles is a list of
togglenamesandtheargumentstatesis a listoftheirrespectivestates: 1for on,
null for off. The defaults for omitted arguments follow the same rules as for
TextDialogO and SelectDialogO. A list of the states of the toggles that the user
chooses is returned in dialog_value.
The following procedure call illustrates the use ofToggleDialogO.
ToggleDialog(
"Controls:",
["generate report", "stop on bad data", "trace"],
[1, 1, ]
)
The dialog produced by this call is shown in Figure 14.4.
A Toggle Dialog
Thetogglesthatareonarehighlighted.Theusercanchange
the state of any toggle by clicking on its button.
"'I'lIO report
stlIp lIIl bed dlo
tl'llCe
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Color Dialogs
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TheprocedureColorDialogO allowstheusertopicka colorinteractively
using either the RGB or HSV color model. Its general form is
ColorDialog(captions, color, callback, value)
Theargumentcaptions serves the samepurposeas it doesinpreceding
dialog procedures. The optional argument color is a reference color that is
displayedatthebottomofarectangularareawherecolorisdisplayed.Theinitial
color for the rest of the rectangle is color, if provided, otherwise the current
foreground color. The optional argument callback is a procedure that is called
whenever the user adjusts the color setting. Itis called as
callback(value, setting)
where setting is the current color setting and value is the final argument,
otherwiseunused, from the ColorValueO call. Thus, the usercantrack changes
inthecolorsetting,andvaluecanbeusedto passalonganarbitraryvalueto the
caller of ColorValueO. The final setting is returned as a stringin dialog_value.
The following procedure call illustrates the use of ColorDialogO.
ColorDialog("Pick a color, any color", "black")
The dialog producedby this call is shownin Figure 14.5.
Pick • color. eny color
A Color Dialog
Thereferencecolor,inthiscaseblack,isat
thebottomoftherectangle,asmentioned
earlier.
Figure 14.5292
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If no standard dialog fits a particularneed, a customized dialog canbe
builtusingVIB. Themethodforbuildinga dialogusingVIB isverysimilartothe
one for building an application interface. The few differences are noted in the
following example.
A Custom Dialog for Setting Line Attributes
Lines havebothwidthandstyle attributes. Thewidthcanbeenteredin
atext-entryfield,butthestyleshouldbechosenusingradiobuttonsthatindicate
the possible choices. There are standard dialogs for bothcases,butthatwould
require the use of two dialogs, which is an annoyance for the user. A custom
dialogcanbe created in VIE to handlebothkinds ofvidgets.
Inordertocreatea dialogusingVIE, VIE mustbeinformedthatadialog,
not an application interface, is being created. This is done by checking dialog
window and entering the name of a procedure to invoke the dialog in the VIB
canvas dialog, as shownin Figure 14.6:
attrlbs.lcn
prucedure.-: lettrtbutes
window 1.1: ~-------------
width: liiiii
heigilt: f37S Iii"die109window ,
The VIB Canvas Settings for a Custom Dialog Figure14.6
The window label is irrelevant for a dialog; the label for the dialog is
inherited from the window ofthe application thatinvokes the dialog.
Nextthevidgetsforthecustomdialogarecreatedandplacedastheyare
inbuilding an application. Figure 14.7 shows a dialog for setting attributes.Chapter 14 Dialogs
A Dialog for Setting Attributes Figure14.7
In a custom dialog all kinds of vidgets except menus, text lists, and
regions canbe used.
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A dialogmusthaveatleastoneregularbutton;otherwisetherewouldbe
no way to dismiss it. VIB enforces this. A defaultbutton canbe designatedby
selecting dialog default in thebutton dialog, as showninFigure 14.8.294 Dialogs Chapter 14
Only non-toggle buttons can be used to dismiss a
dialog.Togglebuttonscanbeusedtoindicateonloff
states.
The Default Button
1....1: rlilD~---":==~1
ID: okay
callback: r-
IC: 124
y: (iM
widtt1: fGO
height: f3iI
Figure 14.8
ThecodeproducedbyVIB foracustomdialogissimilartothatproduced
foranapplication.Itisshownlaterattheendofacompletelistingofaprocedure
for using the attribute dialog.
Using a Custom Dialog
A custom dialog is invoked by calling the procedure named in VIB's
canvasdialog. Theargumentoftheprocedureis a table whosekeys are theIDs
of the vidgets in the dialog and whose corresponding values are the states of
these vidgets.
When a dialog is dismissed, it returns the text of the button used to
dismissit(as for standard dialogs). Before returning,italsochangesthevalues
in the table to correspond to the states of the vidgets when the dialog was
dismissed. Here's the code for the line attribute dialog:
link dsetup # dialog setup
procedure attribs(win)
static atts
# table of vidget IDs initial atts := tableO
twin := &window
# Assign values from current attributes.
atts[llinewidth"] := WAttrib(win, Ilinewidth")
atts[llinestyle"] := WAttrib(win, Ilinestyle")
# Call up the dialog.Chapter 14 Dialogs
repeat {
attributes(win, atts) == "Okay" I fail
# Set attributes from table.
WAttrib(win, Ilinewidth=" II atts["linewidth"]) I {
Notice("lnvalid linewidth.")
next
}
WAttrib(win, Ilinestyle=" II atts[llinestyle"])
return
}
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end
#===«vib:begin»=== modify using vib; do not remove this marker line
procedure attributes(win, deftbl)
static dstate
initial dstate := dsetup(win,
["attributes:Sizer::1:0,0,256,160:",l,
["cancel:Button:regular::164,102,60,30:Cancel",l,
["linestyle:Choice::3:155,20,78,63:""
["solid","striped","dashed"]],
["linewidth:Text::3:10,20,115,19:1ine width: \\=",l,
["okay:Button:regular:-1 :31,1 02,60,30:0kay",l,
)
return dpopup(win, deftbl, dstate)
end
#===«vib:end»=== end of section maintained by vib
If thevalue for theline widthis invalid, anattemptto setit fails. Ifthis
happens,theuserisnotifiedandthedialogispresentedagain.Theradiobutton
choices, on the other hand, are guaranteed to be legal by virtue of the button
names used.
An example ofthe use of the attribute dialog is shown in Figure 14.9.
11ne width: 0
The Custom Dialog
Thisdialogcouldbemademorecapablebyallowing
theuser to settheforeground color,pattern,andfill
attributes.
Figure 14.9296
Standard Dialogs Versus Custom Dialogs
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Standard dialogs generally are easier to use in a program thancustom
dialogs,andtheyhavethevirtueofprovidinga standardappearance. Standard
dialogs also offer a facility that is easily overlooked. A standard dialog is
constructed using the arguments givenwhen the corresponding dialog proce-
dureisinvoked.Theseargumentscanbeliststhatchangedependingoncurrent
data. For example, in an application that allows the user to create and delete
items, standarddialogs candisplaythecurrentlistofitems,whichmaychange
the number of items presentedinthe dialog.
Constructingcustomdialogs requires time and effort. Customdialogs,
however, canbe laid out for a particular situation, and slider, scroll bar, label,
and line vidgets can be used in their construction. Unlike standard dialogs,
however, thestructureofa customdialog is fixed whenitis created. Thestates
ofthe vidgets canbe changed, but the vidgets themselves cannot.
SinceVIB canhandleonlyoneVIB sectionina file, customdialogsmust
be keptin separatefiles iftheyare to be maintained using VIB. In this case, the
applicationsthatusethemmustlinktheirucodefiles. Theneedformultiplefiles
causesorganizational,packaging,andmaintenanceproblems.A generalguide-
line is to use custom dialogs only when standard dialogs won't do or when a
customdialog can provide a substantiallybetter interface.
Library Resources
The attribs moduleprovides:
atlribs() interactively alter graphics attributes
The interact module contains several general-purpose dialog proce-
dures, including these:
load_fiIe(s)
save_as(s1, s2)
snapshot(x, y, W, h, n)
file loading dialog
file saving dialog
windowdump dialog
Tips, Techniques, and Examples
Creating Notice Dialogs with Many Lines of Text
Anoticedialogcanbeusednotonlytoalerttheusertoaproblembutalso
to provide information. In this usage, a notice dialog may have many lines of
text.Chapter 14 Dialogs 297
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The lines can be written explicitly in the call to NoticeO, but it may be
more convenienttoputthe lines oftextin a list and then use listinvocation, as
in
help := [
"If you want to move an object in the display·,
"window, first select it with the pointer tooL",
"Then you can drag on one of the handles on",
"the edges, nudge it one pixel at a time using",
"the arrow keys, or get a dialog for precise",
"positioning from the Adjust menu."
]
Notice! help
Thistechniqueisparticularlyusefulwhenthecontentsofanoticedialog
are not fixed and known when the program is written. The list canbe created
during programexecution and used as needed.
Creating Notice Dialogs with Nonstandard Buttons
A notice dialog is just a text dialog with no text-entry fields. You
therefore can use TextDialogO to create notice dialogs with nonstandard but-
tons. For example,
TextDialog(["We're trapped!"], , , , ["No way", "Get help", "We quit"])
produces the dialog shown in Figure 14.10.
Nonstandard Notice Buttons
Oneoftheproblemswithdialogproceduresisthat
theyhavemanyarguments.It/sdifficultenoughto
keep track of them if all are used; when many
aren/t, it's a matter of countingcommas.
Figure 14.10
Text-Entry Fields in Custom Dialogs
Ifa customdialoghasmorethanonetext-entryfield, theorderinwhich
text-entry fields in a custom dialog are selected by pressing the tab key is the
lexicalorderoftheIDsforthetext-entryfields.SincemnemonicIDsarenotlikely
tobeinlexicalorder,thedesiredordercanbeimposedbyprefixes,suchas1_fg,
2_bg, 3_width, 4_pattern, and so on.298
Hidden Dialogs
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Ifyou'reusinganinterfacethatproducesdialogsandeverythingseems
frozen, theproblemmaybea dialogwindowthatis waitingtobedismissedbut
ishiddenbehind theinterfacewindow (or anotherwindow). This mayhappen
when there is a dialog window and you inadvertently click on the interface
windowbehindit,bringingitforwardtoobscurethedialogwindow.Asolution
is tomovewindowsarounduntilyou find thedialogwindowandthenbringit
to the front.
Thetroubleisthatifyoudon'trealizethesourceoftheproblem,youmay
kill theapplicationunnecessarily. Thisis oneofthosethings thatarelearnedby
painful experience.Chapter 15
A Pattern Editor
This chapter describes a fairly substantial application. As in the preceding
chapter, we'll start by describing the functionality of the application and its
visual appearance. Then we'll discuss various aspects of the implementation:
thedesignofthevisualinterface, howdatais represented, theoverallstructure
oftheprogram,eventhandling,somespecialproblems,anda few detailsofthe
coding. A complete listing ofthe programis given atthe end ofthe chapter.
The Application
Basic Functionality
This application is designed to enable a user to create and modify bi-
level patterns interactively. Itis intended primarily for patterns that are to fill
areas, but it can be used also for small bi-Ievel patterns to be drawn by
DrawlmageO·
Features ofthe application are:
• easypatterneditingwiththeabilitytosetindividualbitsofthepattern
to the foreground orbackground color
• pattern transformations, such as shifting and rotating
• constantvisualfeedbackontheappearanceofthepatternswhenused
as a fill pattern
• savingand loadingbi-Ievel patternspecification strings
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The User Interface
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Thefunctionalitydescribedabovecanbecastinmanyways.Figure15.1
shows our choices and the visual layoutwe've designed.
The Pattern Editor Figure15.1
Thelayoutofanapplicationsuchasthisislargelya matteroftaste.The
menubarisatthetop,aconventionallocation.Aneditinggrid,themain
area of activity, is in the center. A rectangle filled with the current
patternisattheright, thenaturaldirectionofeyemovement.Transfor-
mationbuttons are at the left.
Clickingtheleftmousebuttononacellonthegridsetsthecorresponding
bitofthepatterntotheforeground. Thecellis filled inblackto indicatethat the
bit is set. Dragging the mouse with the left button pressed sets the bits corre-
spondingtothecells thatarepassedover. Therightmousebuttonclearsbitsto
thebackground in a similar fashion.
When the mouse is clicked on a button at the left, the pattern is trans-
formedinthemannerindicatedbytheiconfor thebutton.Thetopfourbuttons
shift the pattern circularlyby one bit in the direction indicated. The next four
buttons flip the pattern as indicated. Next are three buttons for rotating the
pattern: 90° counterclockwise, 90° clockwise, and 180°. Thebottom-leftbutton
clears the pattern, setting all bits to the background. The bottom-rightbutton
inverts the foreground and background.
The File menu is shownin Figure 15.2.Chapter 15 A Pattern Editor 301
Menu Operations Figure15.2
It's customarytoputmiscellaneousitems in a menulabeled File, even
if they have nothing to do with files. That seems better than having
severalmenus,andit'ssocommonlydonethatusersdon'tthinkmuch
about it. So far, no one has found a bettername.
Theloaditeminthe File menuallowstheusertoloadanewpatternfrom
a file. A dialog box is presented, inwhich the user canspecify the file name.
Thesaveandsaveasitemsallowtheusertosavethecurrentpatternin
a file as a string specification. The save item uses the current file name, while
saveasallowstheusertospecifya differentfile name. The newitemallowsthe
userto starta new pattern. A dialogbox is provided for the userto specify the
dimensionsofthenewpattern.Whenanewpatternisspecified,theeditinggrid
issizedautomaticallytoaccommodatethe patternandis centeredintheediting
region. The quit itemserves its usual purpose.
Keyboard shortcuts are provided as indicated in the menu items. The
conventions for keyboardshortcutsare thesameas those describedinChapter
11.
Program Design
The Interface
Givenaroughsketchofwhattheinterfaceshouldlooklike,theconstruc-
tionofthe interfaceinVIS is relatively straightforward. The results are shown
in Figure 15.3.302
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The Interface as Seen in VIB Figure15.3
Theapplicationisshownwiththespecificationsheetfor theregionthat
displays the pattern.
There are five objects in the interface: a menu, three regions, and a line
of decoration. Note that one region handles all transformation events. It is
treated as a grid of button-sized cells, not all of which are used. Positioning
individualbuttonsis leftto theprogram. Icons for thebuttons (designedinthe
patterneditor) are drawnby the program.
Data Representation
Animportantissueintheimplementationofmostapplicationsishowto
represent the data that is to be manipulated. In the pattern editor, the main
concern in this regard is the representation of bi-Ievel pattern specifications.
Although the string representation ofpatterns used by DrawStringO and Pat-
ternO is convenientfor storing specifications in files and representingpatterns
literally in programs, this representation is not appropriate for operations on
patterns,suchassettingorclearingbitsorfor transformationslikerotation.The
obvious representation for these purposes is a matrix in which eachbit ofthe
pattern is 0 for background and 1 for foreground. In Icon, a matrix can be
represented as a lists oflists.Chapter 15 A Pattern Editor 303
The pattern shown in Figure 15.1 has the string representation
"8.#8142241818244281". The matrix representation ofthis patternwouldbe
imx:= [
[1. 0. 0. 0. 0. 0. 0. 1].
[0,1.0.0.0.0.1.0].
[0, 0, 1. 0. 0. 1. 0. 0].
[0.0.0,1.1.0.0.0],
[0,0,0,1.1,0,0,0],
[0. 0. 1, 0. 0. 1. 0. 0].
[0. 1, 0, 0. 0. 0. 1, 0],
[1,0,0,0,0.0,0.1]
]
Insucha matrix, imx[i. j], whichis equivalentto imx[ilU], references thejthvalue
in the ith row, so that, for example,
imx[3, 6] := 0
clears thebitin the third row and sixthcolumn to the background.
Although this list-of-lists representation is a natural one, there's an
alternative representation that canbesubscripted in the same way, but that is
easier to use for many operations- a list ofstrings.
In the list-of-strings representation, each row of the pattern is repre-
sentedbya string of Os and Is. Thus, the matrix above canbe representedby
imx:= [
"1 0000001".
·01000010"•
"00100100",
"00011000",
"00011000",
"00100100",
"01000010",
"10000001"
]
In this representation,
imx[3. 6] := "0"
also clears thebitin the third row and sixthcolumn to the background.
To seehow operationson these two representationscompare, consider
a procedurethatcreatesa blanki-by-j pattern.Inthelist-of-lists representation,
this procedure is304 A Pattern Editor Chapter 15
procedure imxcreate(i, j)
local imx
imx := list(i)
every !imx := listU, 0)
return imx
end
EachrowmustbeadistinctlistbecauseofIcon'spointersemantics,asdescribed
inChapter 2.
The list-of-strings version is simpler:
procedure imxcreate(i, j)
return list(i, repl("O", j»
end
Separatestrings arenotneeded for each row, since any operation thatchanges
a string creates a new one.
Another advantage ofthe string representation is that Icon's extensive
string-manipulation repertoire can be applied on a row-by-row basis. For
example, toinverttheforeground andbackground using thelist-of-lists repre-
sentation,everybitmustbe setseparately, as in
procedure imxinvert(imx)
local i, j
every i := 1 to *imx do
every j := 1 to *imx[i] do
imx[i, j] := 1 - imx[i, j]
return imx
end
For the list-of-strings representation, the procedure is, again, simpler:
procedure imxinvert(imx)
local i
every i := 1 to *imx do
imx[i] := map(imx[i], -10-, -01-)
return imx
endChapter 15 A Pattern Editor
Program Organization
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# pattern utilities
# VIB library
The program organization is the same as for the application in the
precedingchapter:
1. Programheading,includinglinkdeclarations,definedconstants,and
global declarations
2. The mainprocedure
3. Callback, initialization, and supportprocedures
4. Interface specifications providedby VIE
Except for the main procedure and the procedure in the VIE specification,
procedures are ordered alphabetically.
Program Heading
Linkdeclarationsareneededforproceduresthatmanipulatepatterns,as
well as for thevidgets:
link imxform
link vsetup
Defined constants are used to parameterize the program:
$define ButtonSize 16 # size of buttons
$define MaxBits 32 # maximum pattern dimension
$define MaxCell 24 # maximum size of grid cell
ButtonSizespecifiesthesizeoftheiconsfor thetransformationbuttons.MaxBits
determineshowlargea patterncanbe. Thisvalueis somewhatarbitrary.Italso
is somewhat constrained by the size of the editing grid region, but many
platformsdonotsupportpatternseventhis large. MaxCelllimitsgridcells toa
reasonable maximumsize in the case of small patterns.
Global variables are needed for values that mustbe accessible to more
thanoneprocedure.Becauseofthe organizationaroundcallbackprocedures,a
programlikethisoneneedsmanyglobalvariables,includingoneforthepattern
matrix,parametersdeterminedbytheinterfacespecification,andsoon. See the
programlistingattheendofthischapterfor a completelistofglobalidentifiers.
All local identifiers are declared, so if you see an undeclared identifier in a
procedure, you can assume thatitis global.306
Main Procedure with Initialization
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The pattern editor is entirely event driven; that is, it only performs
actions in response to user events. For event-driven programs, the procedure
GetEventsO is used to handle events:
procedure mainO
vidgets := uiO
initO
GetEvents(vidgets["root"), , shortcuts)
end
Herearerelevantsectionsoftheinitialization.Seethecompletelistingat
theend of the chapter for all the details.
procedure initO
# Get layout values from the vidgets
xform_xpos := vidgets["xform").ax
xform_ypos := vidgets["xform").ay
grid_xpos := vidgets["grid").ax
grid_ypos := vidgets["grid"].ay
grid_width := vidgets["grid").aw
grid_height := vidgets["grid"].ah
imx := imxcreate(8, 8)
loadname := "untitled.ims"
# initial 8-by-8 blank pattern
# default file name
touched := &null # pattern not yet modified
# Draw the transformation buttons. place(row, col, pattern) draws the
# pattern at the specified row and column of the transformation region.
place(O, 1, "16,#3ffe6003408141c143e140814081408140814081II II
"40814081408160033ffeOOOO") # shift up
place(1, 0, "16,#3ffe6003400140014001401140195ffd4019401 II II
"140014001400160033ffeOOOO") # shift left
place(1, 2, "16,#3ffe600340014001400144014c015ffd4c014401" II
"40014001400160033ffeOOOO") # shift right
# Set up graphics context for pattern area and draw border.
pattgc := Clone("fillstyle=textured")Chapter 15 A Pattern Editor
DrawRectangle(patCxpos - 1, patt_ypos -1, patCwidth + 1,
patCheight + 1)
# Set up the grid and pattern areas.
setupO
return
307
end
The current pattern, initially an 8-by-8 blank one, is keptin the global
variableimx. Theglobalvariableloadnamecontains thecurrentfilenameforthe
pattern.Theinitialname,untilthe userspecifies anewone, is"untitled.ims". The
global variable touched keeps track of whether the current pattern has been
changed andhencemayneed tobe savedifthe userloadsanewpatternorquits
the application. A nonnullvalueindicates thepatternhasbeenchangedbutnot
saved.
The procedure setupO - which is called whenever a new pattern is
created - sizes, positions, and draws the editing grid:
procedure setupO
local row, col, x, y
vbits := *imx
hbits := *imx[1]
cellsize := MaxCell # compute cell size
cellsize >:= grid_height / vbits
cellsize >:= grid_width / hbits
grid_xoff := grid_xpos + (grid_width - hbits * cellsize) /2
grid_yoff := grid_ypos + (grid_height - vbits * cellsize) /2
EraseArea(grid_xpos, grid_ypos, grid_width, grid_height)
every x := 0 to hbits * cellsize by cellsize do
DrawLine(grid_xoff + x, grid_yoff, grid_xoff + x,
grid_yoff + vbits * cellsize)
every y := 0 to vbits * cellsize by cellsize do
DrawLine(grid_xoff, grid_yoff + y, grid_xoff + hbits * cellsize,
grid_yoff + y)
every row := 1 to vbits do
every col := 1 to hbits do
if imx[row, col] == "1" then
FiIIRectangle(grid_xoff + (col-1) * cellsize + 1,
grid_yoff + (row - 1) * cellsize + 1, cellsize - 1, cellsize - 1)308
draw-patternO I{
Notice("Can't draw pattern.")
fail
}
return
end
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Theproceduredraw_pattern(),whichalsoiscalledwheneverthepattern
is changed, fills in theviewing region:
procedure draw-pattern()
Pattern(pattgc, imxtoims(imx)) Ifail
FiIIRectangle(pattgc, patCxpos, patt_ypos, patt_width, patt_height)
return
end
Note that draw_pattern() fails ifthe pattern cannot be set. This happensifthe
specificationis too large for the platformonwhich the patterneditoris run. In
this case, setupO posts a notice and passes the failure back to its caller.
Event Processing
There are four callback procedures: one to handle mouse events in the
editregion,onetohandlemouseeventsinthetransformationregion,onefor the
file menu,andoneforuserresponsestodialogs.Inaddition,shortcuts()handles
keyboard shortcuts.
The callback procedure for the edit region processes only presses and
drags for the left and right mouse buttons; all other events in this region are
ignored.Forrelevantevents,theprocedurefirst determinesifthelocationison
the grid;ifitisn't, the event also is ignored:
procedure grid_cb(vidget, e)
local x, y, row, col
if e === (&Ipress I&rpress I&Idrag I&rdrag) then {
row := (&y + cellsize - grid_yoff) / cellsize
col := (&x + cellsize - grid_xoff) / cellsize
if «row Icol) < 1) I(row> vbits) I(col> hbits) then fail
if e === (&Ipress I&Idrag) then setbit(row, col, "1")
else setbit(row, col, .0")
return
}Chapter 15 A Pattern Editor
fail
end
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# skip processing if no-op
# modify the pattern
If the event is on a cell of the grid, setbitO is called with a string value
corresponding to settingorclearing the correspondingbit:
procedure setbit(row, col, c)
local x, y
if imx[row, col] == c then
return
imx[row, col] := c
touched := 1
y := grid_yoff + (row - 1) * cellsize + 1
x := grid_xoff + (col - 1) * cellsize + 1
if c == "1" then FiIIRectangle(x, y, cellsize - 1, cellsize - 1)
else EraseArea(x, y, cellsize - 1, cellsize - 1)
draw_patternO
return
end
Beforeproceeding, a checkis madetosee iftheeventwouldchangethe
pattern. Ifnot,theprocedurereturnswithouttakinganyfurther action. Avoid-
ing unnecessary computation is mainly significant for client-server graphics
systemsconnectedbyaslowcommunicationlink.Otherwise,thepatternmatrix
ischangedandtouched is settoa nonnullvaluetoindicatethatthepatternmay
needtobesavedbeforestartinganewoneorquittingtheapplication.Oncethis
isdone,theeditgridisupdated,filling orclearingtherelevantcellasappropri-
ate. Finally,theviewareaisredrawntoshowtheeffectofthemodifiedpattern.
The callback procedure for the transformation region also checks that
theeventisrelevant,computestherowandcolumnofthecorrespondingbutton,
and calls xformO to perform the appropriate transformation:
procedure xform_cb(vidget, e)
local col, row
if e === (&Ipress I &rpress I &mpress) then {
col := (&x - xform_xpos) / ButtonSize
row := (&y - xform_ypos) / ButtonSize
if not xform(row, col) then fail
touched := 1310
setupO
}
return
end
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# shift up
# shift left
# shift right
# shift down
# flip diagonally, NE/SW
# flip vertically
# flip diagonally, NW/SE
# flip horizontally
# rotate counterclockwise
# rotate clockwise
# rotate 180 degrees
# clear
# invert
IfxformO succeeds,thepatternmatrixismarkedaschanged,andsetupO
iscalledtoredrawtheeditinggridandviewarea.ItisnecessarytocallsetupO,
since some transformation on patterns that are not square change their width
and height.
The transformationprocedurecombines the rowand columnvalues in
a singlestring,sothatthedesiredtransformationcanbeselectedina singlecase
expression:
procedure xform(row, col)
imx := case (row II"," II col) of {
"0,1": imxshift(imx, -1, "v")
"1,0": imxshift(imx, -1, "h")
"1,2": imxshift(imx, 1, "h")
"2,1": imxshift(imx, 1, "v")
"4,0": imxflip(imx, "r")
"4,1": imxflip(imx, "v")
"5,0": imxflip(imx, "I")
"5,1": imxflip(imx, "h")
"7,0": imxrotate(imx, "ccw")
"7,1": imxrotate(imx, "cw")
"7,2": imxrotate(imx, 180)
"9,0": imxcreate(vbits, hbits)
"9,1": imxinvert(imx)
default: fail
}
return
end
Ifthe location does not correspond to a button, the procedure fails, as
noted above. Otherwise the appropriate procedure is called to produce a
transformed pattern matrix, which is reassigned to imx. The transformation
procedures are contained in the library file imxform.icn, which is linked at the
beginning ofthe program.
Thecallbackprocedureforthefilemenuusesaproceduretoperformthe
specified action, since most actions also are available as keyboard shortcuts.Chapter 15 A Pattern Editor 311
10adO
newO
saveO
save_asO
quitO @Q":
procedure file_cb(vidget, menu)
case menu[1] of {
"load @L":
"new @N":
"save @S ":
"save as":
"quit
}
return
end
# get a new matrix
All oftheitemsinthefile menucommunicatewiththeuservia dialogs.
Here's the procedure for loading a new pattern:
# Load pattern from a file.
procedure 10adO
local input, load_imx
check_saveO I fail
repeat {
case OpenDialogO of {
"Okay": {
if input := open(dialog_value) then break else
Notice("Can't open" II dialog_value II".")
}
"Cancel": fail
}
}
load_imx := imstoimx(readims(input» I {
Notice("No pattern specification.")
c1ose(input)
fail
}
c1ose(input)
if (*Ioad_imx I *load_imx[1]) > MaxBits then {
Notice("Pattern too large.")
fail
}
else {
imx := load_imx312
touched := &null
loadname := dialog_value
setupO
return
}
end
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Because the applicationedits onlyonepatternata time, loading a new
patternmeanslosingtheoldone.Theprocedurecheck_saveOdisplaysadialog
for savingtheoldpatternifithasnotbeensavedalready.Iftheusercancels the
dialog, check_saveO fails and consequently loadO also fails, aborting theload
operationand continuingwith the old pattern.
Ifcheck_saveO succeeds, theuseris presentedwitha dialoginwhichto
specify thename ofa file for thenewpattern. A repeatloop is providedincase
the specified file can'tbe opened. This makes it simple for the user to correcta
spelling error or a mistaken name.
Onceafileisopened,thestringspecificationinitisconvertedtoapattern
matrix.Ifthis fails (as inthecase ofa syntacticallyerroneousspecification), the
userisnotifiedandtheattempttoloadanewpatternis abandoned.Acheckalso
is made to ensure that the resulting pattern is not too large. Ifall is well at this
point, imx is updated,markedasuntouched, thenewfile nameis recorded,and
theeditinggridandviewareas aresetup. Notethatthenewpatterninitiallyis
assigned to load_imx, not imx. This prevents a pattern that is too large from
destroying the current pattern.
As mentionedabove, a check is madeto see ifthecurrentpatternneeds
to be saved before attempting to load a new one:
procedure check_saveO
if \touched then {
case SaveDialog(, loadname) of {
"Yes": {
loadname := dialog_value
saveO Isave_asO Ifail
}
"No": return
"Cancel": fail
}
}
return
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Ifthecurrentpatternhasnotbeenmodifiedsinceitscreation,thereisno
need to save it. Otherwise, the user is asked if the pattern is to be saved. The
currentfile nameis provided,so thatthe userneednotre-enterthenameifitis
to be used. If the user response is positive ("Yes"), the current file name is
updated (since the user may have specified a new one in the dialog) and it is
saved.IfsaveOfails,whichmighthappenifthefile couldnotbewritten,theuser
is giventhe opportunitytotryagain, possiblyusinga differentfile name.Ifthis
also fails, indicating that the user wants to cancel the operation, check_saveO
fails tonotifytheprocedurethatcalledit.Iftheresponseis "No",nothingis done
and check_saveO returns.Ifthe response is "Cancel", check_saveO fails.
The Complete Program
link imxform
link vsetup
$define ButtonSize 16
$define MaxBits 32
$define MaxCell 24
# geometry
global xform_xpos, xform_ypos
global grid_xpos, grid_ypos
global grid_width, grid_height
global grid_xoff, grid_yoff
global cellsize
global patt_ypos, patt_xpos
global patt_width, patt_height
global pattgc
# pattern
global imx
global hbits, vbits
global touched
global loadname
global vidgets
# Main procedure
procedure mainO
vidgets := uiO
# pattern utilities
# VIB library
# size of buttons
# maximum pattern dimension
# maximum size of grid cell
# offset of transformation area
# position of grid area
# size of grid area
# offset of grid
# size of cell in grid
# position of pattern area
# size of pattern area
# graphics context for pattern
# matrix representation of pattern
# bits in pattern
# pattern-modification switch
# name of loaded pattern file
# table of vidgets
# set up interface314 A Pattern Editor Chapter 15
initO # initialize everything
# Now process events. The procedure shortcutsO looks at keyboard
# events regardless of where they occur in the window.
GetEvents(vidgets["root"), , shortcuts)
end
# Check to see if user wants to save pattern before creating a new one.
procedure check_saveO
if \touched then {
case SaveDialog(, loadname) of {
"Yes": {
loadname := dialog_value
saveO I save_asO I fail
}
"No": return
"Cancel": fail
}
}
return
end
# Draw pattern area.
procedure draw_patternO
Pattern(pattgc, imxtoims(imx)) I fail
FiIlRectangle(pattgc, patCxpos, patCypos, patCwidth, patt_height)
return
end
# Process event for the file menu. Procedures are used, since the
# same functionality for most items is needed for keyboard shortcuts
# also.
procedure file_cb(vidget, menu)
case menu[1) of {
"load @L": 10adO
"new @N": newO
"save @S ": saveOChapter 15 A Pattern Editor 315
"save as":
"quit
}
return
end
save_asO
@Q": quitO
# Process events on the editing grid.
procedure grid_cb(vidget, e)
local x, y, row, col
# Event must be of right type and in bounds.
if e === (&Ipress I &rpress I &Idrag I &rdrag) then {
row := (&y + cellsize - grid_yoff) / cellsize
col := (&x + cellsize - grid_xoff) / cellsize
if ((row I col) < 1) I (row> vbits) I (col> hbits) then fail
if e === (&Ipress I &Idrag) then setbit(row, col, "1 ")
else setbit(row, col, "0")
return
}
fail
end
# Initialize global variables and set things up.
procedure initO
# Get layout values from the vidgets
xform_xpos := vidgets["xform"].ax
xform_ypos := vidgets["xform"].ay
grid_xpos := vidgets["grid"].ax
grid_ypos := vidgets["grid"].ay
grid_width := vidgets["grid"].aw
grid_height := vidgets["grid"].ah
patCxpos := vidgets["pattern"].ax
patt_ypos := vidgets["pattern"].ay
patt_width := vidgets["pattern"].aw
patt_height := vidgets["pattern"].ah
imx := imxcreate(8, 8) # initial 8-by-a blank pattern
loadname := "untitled.ims" # default file name
touched := &null # pattern not yet modified316 A Pattern Editor Chapter 15
# Draw the transformation buttons. place(row, col, pattern) draws the
# pattern at the specified row and column of the transformation region.
place(O, 1, "16,#3ffe6003408141c143e140814081408140814081II II
140814081408160033ffeOOOO") # shift up
place(1, 0, 116,#3ffe6003400140014001401140195ffd4019401" II
1140014001400160033ffeOOOO") # shift left
place(1, 2, 116,#3ffe600340014001400144014c015ffd4c014401" II
140014001400160033ffeOOOO") # shift right
place(2, 1, "16,#3ffe60034081408140814081408140814081408" II
1143e141c1408160033ffeOOOO") # shift down
place(4, 0, 116,#3ffe600340014f014e014e014901408140494039" II
140394079400160033ffeOOOO") # flip right
place(4, 1, "16,#3ffe6003408141c143e140814081408140814081II II
"43e141 c1408160033ffeOOOO") # flip vertical
place(5, 0, 116,#3ffe600340014079403940394049408149014e01" II
14e014f01400160033ffeOOOO") # flip left
place(5, 1, 116,#3ffe600340014001400144114c195ffd4c19441" II
1140014001400160033ffeOOOO") # flip horizontal
place(7, 0, "16,#3ffe600340014781404140214021402140f94071II II
140214001400160033ffeOOOO") # rotate ccw
place(7, 1, 116,#3ffe6003400140f141014201420142014f814701" II
142014001400160033ffeOOOO") # rotate cw
place(7, 2, "16,#3ffe6003400141c1420144014401440144414261II II
141114061404160033ffeOOOO") # rotate 180
place(9, 0, 116,#3ffe600340014001400140014001400140014001" II
140014001400160033ffeOOOO") # clear
place(9, 1, 116,#3ffe60ff40ff40ff40ff40ff40ff7OOf817f8" II
117f817f817f817f833ffeOOOO") # invert
# Set up graphics context for pattern area and draw border.
pattgc := Clone("fillstyle=textured")
DrawRectangle(patCxpos - 1, patt_ypos - 1, patt_width + 1,
patt_height + 1)
# Set up the grid and pattern areas.
setupO
return
end
# Load pattern from a file.# get a new matrix
Chapter 15 A Pattern Editor
procedure 10adO
local input, load_imx
check_saveO I fail
repeat {
case OpenDialogO of {
"Okay": {
if input := open(dialog_value) then break else
Notice("Can't open" II dialog_value II •.")
}
"Cancel": fail
}
}
load_imx := imstoimx(readims(input)) I {
Notice("No pattern specification.")
c1ose(input)
fail
}
c1ose(input)
if (*Ioad_imx I *load_imx[1]) > MaxBits then {
Notice("Pattern too large.")
fail
}
else {
imx := load_imx
touched := &null
loadname := dialog_value
setupO
return
}
end
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# Create a new blank pattern.
procedure newO
local new_vbits, new_hbits
check_saveO I fail
repeat {
case TextDialog("New: ", ["height", "width"], [*imx, *imx[1]], 3) of {318 A Pattern Editor Chapter 15
"Okay": {
new_vbits := integer(dialog_value[1]) &
new_hbits := integer(dialog_value[2]) I {
Notice("Non-integer specification.")
next
}
if «new_vbits I new_hbits) > MaxBits) I
«new_vbits I new_hbits) <= 0) then {
Notice("lnvalid pattern size.")
next
}
else {
imx := imxcreate(new_vbits, new_hbits)
touched := &null
setupO
return
}
}
"Cancel": fail
}
}
end
# Place button.
procedure place(row, col, pattern)
Drawlmage(xform_xpos + col * ButtonSize,
xform_ypos + row * ButtonSize, pattern)
return
end
# Terminate session.
procedure quitO
check_saveO I fail
exitO
end
# Save pattern.
procedure saveOChapter 15 A Pattern Editor
local output
output := open(loadname, "w") I {
Notice("Can't write " II loadname II ".")
fail
}
write(output, imxtoims(imx»
c1ose(output)
touched := &null
return
end
# Save pattern in a file with another name.
procedure save_as()
local output
repeat {
case SaveDialog(, toadname) of {
"No": return
"Cancel": fail
"Yes": {
if output := open(dialog_value, "w") then break else
Notice("Can't write" " dialog_value II ".")
}
}
}
write(output, imxtoims(imx»
close(output)
loadname := dialog_value
touched := &null
return
end
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# Set or clear bit in pattern.
procedure setbit(row, col, c)
local x, y
if imx[row, col] == c then
return
imx[row, col] := c
# skip processing if no-op
# modify the pattern320 A Pattern Editor Chapter 15
touched:= 1
Y:= grid_yoff + (row - 1) * cellsize + 1
x := grid_xoff + (col- 1) * cellsize + 1
if c == "1" then FiIlRectangle(x, y, cellsize - 1, cellsize - 1)
else EraseArea(x, y, cellsize - 1, cellsize - 1)
draw_pattern0
return
end
# Set up editing grid and pattern area based on imx.
procedure setupO
local row, col, x, y
vbits := *imx
hbits := *imx[1]
cellsize := MaxCell # compute cell size
cellsize >:= grid_height / vbits
cellsize >:= grid_width / hbits
grid_xoff := grid_xpos + (grid_width - hbits * cellsize) / 2
grid_yoff := grid_ypos + (grid_height - vbits * cellsize) /2
# Draw the editing grid.
EraseArea(grid_xpos, grid_ypos, grid_width, grid_height)
every x := 0 to hbits * cellsize by cellsize do
DrawLine(grid_xoff + x, grid_yoff, grid_xoff + x,
grid_yoff + vbits * cellsize)
every y := 0 to vbits * cellsize by cellsize do
DrawLine(grid_xoff, grid_yoff + y, grid_xoff + hbits * cellsize,
grid_yoff + y)
every row := 1 to vbits do
every col := 1 to hbits do
if imx[row, col] == "1" then
FiIIRectangle(grid_xoff + (col - 1) * cellsize + 1,
grid_yoff + (row - 1) * cellsize + 1, cellsize - 1, cellsize - 1)
draw_patternO I {
Notice("Can't draw pattern.")
fail
}Chapter 15 A Pattern Editor
return
end
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# Check for keyboard shortcuts.
procedure shortcuts(e)
if &meta then
case map(e) of {
"I": 10adO
"n": newO
"q": quitO
"s": saveO
}
return
end
# Perform transformation.
procedure xform(row, col)
imx := case (row II"," II col) of {
"0,1": imxshift(imx, -1, "v")
"1,0": imxshift(imx, -1, "h")
"1,2": imxshift(imx, 1, "h")
"2,1": imxshift(imx, 1, "v")
"4,0": imxflip(imx, "r")
"4,1": imxflip(imx, "v")
"5,0": imxflip(imx, "I")
"5,1": imxflip(imx, "h")
"7,0": imxrotate(imx, "ccw")
"7,1": imxrotate(imx, "cw")
"7,2": imxrotate(imx, 180)
"9,0": imxcreate(vbits, hbits)
"9,1": imxinvert(imx)
default: fail
}
return
end
# fold case
# shift up
# shift left
# shift right
# shift down
# flip diagonally, NE/SW
# flip vertically
# flip diagonally, NW/SE
# flip horizontally
# rotate counterclockwise
# rotate clockwise
# rotate 180 degrees
# clear
# invert
# Handle events on transformation buttons.
procedure xform_cb(vidget, e)322 A Pattern Editor Chapter 15
local col, row
if e === (&Ipress I &rpress I &mpress) then {
col := (&x - xform_xpos) / ButtonSize
row := (&y - xform_ypos) / ButtonSize
if not xform(row, col) then fail
touched := 1
setupO
}
return
end
#===«vib:begin»=== modify using vib; do not remove this marker line
procedure uLattsO
return ["size=630,330", "bg=pale gray", "label=Pattern Editor")
end
procedure ui(win, cbk)
return vsetup(win, cbk,
[":Sizer:::O,0,630,330:Pattern Editor",),
["file:Menu:pull::0,0,36,21 :File",file_cb,
["load @L","new @N","save @S","save as","quit @Q"ll,
[lline:Line:::O,20,630,20:",),
["xform:Rectinvisible::30,99,48,160:",xform_cb),
["pattern:Rectinvisible::442,57,160,240:",],
["grid:Rectinvisible::112,31,299,287:",grid_cb],
)
end
#===«vib:end»=== end of section maintained by vib
Tips, Techniques, and Examples
Undoing Changes
Anapplicationlikethispatterneditorreallyneedsa facilitywherebythe
usercanrecoverfrommistakes,"undoing"(rescinding)unfortunatechangesto
thepattern. ("Undo"isanuglyword,butit'scommonlyusedandtheredoesn't
seem to be a better choice.)
Thedesignofanundofacilityisdifficultanditsimplementationistricky.
We'lldiscusssomeoftheissuesinvolved,butwewon'tsupplyanimplementa-
tion- we'll leave thatto you as an "exercise".Chapter 15 A Pattern Editor 323
To begin with, it's not obvious what changes to the pattern should be
undoable and what changes should not. Presumably, a user would not find it
particularlyusefultobeabletoundothechangeofa singlebitinthepattern.On
theotherhand,undoingtheresultsofdraggingthemousewiththecursoronthe
editinggridmightbehandy- it'salltooeasytopassoverthewrongcells. And,
mostlikely,a userwouldwanttobeableto undotheresultsofa transformation
thatdidn't turnout as planned. In addition, undo itself shouldbe reversible.
Some applications offer several levels of undo, allowing the user to
backtrack through many previous operations. But a user may have trouble
remembering the sequence of past operations and get lost. If a significant
operationisirreversible,itmaybehelpful toalerttheusertothis factbeforethe
operationisperformedtoallowtheusertodecidewhetherornottoperformthe
operation. If nothing else, a warning places the responsibility for the conse-
quencesontheuser.Perhapsthemostimportantaspectofthedesignofanundo
facilityis thatitbecoherentandeasytounderstand;iftheuserisn'tsureofwhat
canandcan'tbeundone,the facility maynotbeused aswell as itmightbeand,
worse, important changes to a pattern maybe lost.
Inordertoundoa change,it'snecessaryeithertosavethepatternbefore
theoperationortorecordenoughinformationtoreversechanges.Insomekinds
ofapplications,recordinguseractionsmaybethebestapproach,butinthisone
it'seasierjustto savetheentirepattern.Someoperations,likeclearinga pattern,
require this in any event. Ifonly a single level ofundo is supported, only one
more global variable is needed to save a copy of the pattern. For multilevel
undos, a stack canbe used.
There are efficiency concerns also. If only a single level of undo is
provided,savingtheinformatiohtoundochangesdoesn'ttakea lotofmemory.
Butan unlimited,multilevelundofacility maypresentproblemswithmemory
utilization.
Making a copy of a pattern is a relatively expensive process. It's not
sufficient to assign the currentpattern to another variable, as in
imx_save := imx
Because of Icon's pointer semantics, the result of this assignment is that both
imx_save and imx point to the same list. A subsequent change to imx changes
imx_save also! Instead, what's needed is
imx_save := copy(imx)
AlthoughcopYO doesnotcopytheelementsofimx (whichrepresentthe
rows of the pattern), this is not a problem, since the rows are strings and any
changetoastringcreatesanewoneratherthanmodifyingthecurrentone.Thus,
changinga rowin imx doesnotchangethecorrespondingrowinimx_save. It's324 A Pattern Editor Chapter 15
worth noting that in the list-of-lists representation discussed earlier in the
chapter,copyinga patternmatrixrequirescopyingall therowlists too, making
the operationconsiderably more expensive.
Thetrickypartofanundofacilityisbeingsuretosavethecurrentpattern
before any change that should be undoable is made - and only then. This
requires careful analysis of the program. It's clear, for example, that before a
transformation is applied to a pattern, the current pattern should be saved so
thatthetransformationcanbeundone. Butwhatifthetransformationdoesnot
actually change the pattern?
In the case of a single-level undo facility, saving the current pattern
destroysthepreviouslysavedone,andhenceatransformationthatdoesnothing
prevents the user from going back to the previous pattern. This also is a case
where functionality must be balanced against programming effort, program
size, andprogramcorrectness- it'snottrivial to determineifanoperationhas
changed a pattern. If a particular operation usually changes a pattern, it's
probablyunwisetocheckfor exceptions.It'sunlikelytobeasignificantproblem
inpractice,andifyoudomanagetodetectsuchacase,theusermaybesurprised
and react inappropriately.
A facility for undoingchangesneedstobeaccessible to theuserthrough
the interface. This typically is implemented by an item in the file menu and a
corresponding keyboard shortcut. The necessary procedure is simple:
procedure undoO
imx_save :=: imx
setupO
return
end
Noticethatthevaluesof imx_saveandimxareexchanged.Thisallowstheundo
tobeundone,asitwere.Amultilevelundofacilitywouldneedaseparate"redo"
operation.
More Features
Anapplicationlikeapatterneditorvirtuallybegsforadditionalfeatures.
It's so easy to add features that the result may be "creeping featurism": the
accumulationofsomanyfeatures thattheapplicationbecomesdifficulttolearn
and use.
Gooddesigndictates thatthevalueofa newfeaturebeweighedagainst
itscost- programmingeffort,programsize,programcorrectness,documenta-
tion, and learningeffortmustbe balanced against utility.Chapter 15 A Pattern Editor 325
There'sgenerallyless costinexpandinganexistingcategoryoffeatures
thanthereistoaddingacompletelynewkindoffeature.Forexample,additional
transformationscanbeaddedtothepatterneditorwithoutsignificantlyincreas-
ing programcomplexity or making majorchanges to the interface.
Possible additional transformations include increasing the size of the
backgroundarea, trimmingoffthebackgroundareasurroundingtherestofthe
pattern,andcroppingtochangethepatternsizeinanarbitraryway.You'll find
procedures in imxform.icn to do such things. All you need to do is create
appropriatepatternsfor thenewtransformationbuttons,decidewheretheygo
(which may involve enlarging or even rearranging the application window),
and adding appropriate code to xformO corresponding to the locations of the
new buttons.
Anotherfeature that's useful, easyto implement,andcommonlyfound
in similar applications, is the ability to revert to the last saved version of the
pattern. This facility normallywouldappearas a new itemin thefile menuand
a corresponding keyboard shortcut. The code needed to load the last saved
pattern is simpler than that found in 10adO, butsome of the code there maybe
useful.
A feature that is particularly useful in a pattern editor is symmetric
editing. In a symmetry mode, an editing action not only affects the cell of the
editinggridwherethemouseactionoccurs,butalsohasa correspondingeffect
oncells in symmetricpositions. There areeightsymmetries for a squarecorre-
sponding to the three rotations, four flips, and the "identity" symmetry, in
whichanaction affects onlythecell onwhichthecursoris positioned. Symme-
tries can, of course,be applied in combination.
Inordertoimplementsymmetricediting,theremustbeawaytospecify
it in the interface. Eight symmetry buttons, each of which can be on or off,
provide an intuitive representation. For seven of the symmetries, the same
button patterns as for the transformations canbe used. Theidentitysymmetry
mightbe represented by a single dot in the center of the button. Some way of
indicatingwhichsymmetriesareineffectis needed. Highlighting,byreversing
the foreground and background of the button, is visually intuitive. Highlight
patterns for the buttonscan, ofcourse, beproduced easily inthepatterneditor
itself.
In order to add symmetry buttons to the application window, it's
necessary to redesign the interface. The window needs to be larger, and some
rearrangement of existing components may be desirable. Since the same pat-
terns are used for transformation buttons and symmetry buttons, it may be
useful to label the two areas so thatthe user can distinguishthemeasily.326 A Pattern Editor Chapter 15
A callbackprocedureisneededtorecordwhichsymmetriesareineffect.
Finally,theproceduresetbitOneedstobemodifiedtohandlesymmetries,sothat
itperforms its operationon all cells symmetric to the one onwhich the mouse
action occurred. If you arenotfamiliar withsymmetry, youmayhaveto think
about the code a bit- butin thatcase, you'll learnsomething.
Addingnewtransformationsandsymmetriceditinginvolvescompara-
tively straightforward changes to the interface and the code in the program
itself. There are other features that are useful but require different design and
codingtechniques. Oneusefulsetoffeatures involves theselection ofa portion
ofthepatternontheeditinggrid, theabilityto movetheselection,andfacilities
for cutting, copying, and pasting. Most of the bits and pieces needed for these
features canbe found in this book. We'll leave it to you to put them together.Chapter 16
Facial Caricatures
Inthischapterwe'lllookatanotherlargeinteractiveapplication.Asbefore,we'll
describe it first from the user's standpoint and then from the programmer's.
Many techniques and facilities from the pattern editor will reappear here, but
we'llemphasize the novel aspects. A complete listing appears atthe end ofthe
chapter.
The Application
Basic Functionality
This program interacts with the user to produce a caricature from a
photograph or other image of a face. With the mouse, the user indicates the
contours of facial features such as the eyes, nose, and ears. The program then
compares these contours with those of an "average" face, exaggerates the
differences,andpresentstheresultasacaricature.Figure16.1showsanexample
ofsucha caricature. The techniquesused herearedueto theartistandscientist
SusanBrennan(Brennan1985). TheprogramwasinspiredbyA. K. Dewdney's
article in Scientific American, reprinted in Dewdney(1988).
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Babbage and his Caricature Figure16.1
Charles Babbage was an early inventor of calculating machinery. The
photographwas taken about 1850.
We'llassume thata suitable imageis available ina format thatIconcan
read.Digitizedimagesofphotographscanbeproducedbyascannerorobtained
from sources such as bulletinboards and networks.
The User Interface
Theprogrampresentedhereistheendresultofaniterativeprocess. We
startedwithasketchonpaperandthencreatedaninterfaceusingVIRAsusual,
our early experiences with the program suggested new ideas and highlighted
problems, leading to several changes in the design and implementation.
The main functions of this application are:
• displaying an imageand collecting points
• savingand reloading coordinate values
• generatingand displaying caricatures
Figure 16.2 shows the caricature generator in the process of collecting
features. Ontherightis theimagebeing entered; thissame area also is used to
displaythecaricature.AbovethisisapromptstringindicatingthattheprogramChapter 16 Facial Caricatures 329
is ready to record the coordinates ofthe righteyebrow. The programuses the
terms"left"and"right"fromtheuser'sstandpoint;the"right"eyeisactuallythe
subject's left eye.
The Caricature Generator Figure16.2
Thenextmouseclickontheimagewillberecordedasthelocationofthe
comer of an eyebrow.
To the left ofthe image is a sample face onwhicha targetindicates the
pointthatis needednext. Although thecaricature seenearlierwasdrawnwith
smoothcurves,thesampleface is drawnwithstraightline segmentstoempha-
size the pointlocations.
At the lower left is a slider controlling the amount of distortion to be
applied inconstructing a caricature. Withthe slider in the center, the drawing
reflectsthecontoursasentered.Movingthesliderto therightaddsincreasingly
largeramountsofexaggeration.Movingitto theleftsubtracts theexaggeration;
At-100%, this cancels all of the differences from the sample face to produce a
copyofthesample face. Movingfurther leftproducesan "anti-caricature"- a
caricature ofthe sample face withrespect to the subject.
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keyboardshortcutsareprovided.Entriesareprovidedforloadinganimage,for
loadingor saving a setofpoints, and for exiting the application.
The Display menu, shownin Figure 16.3, selects what is shown on the
right side ofthe window. The usercanchoose to view the image, the resulting
caricature, orevenboth (as illustrated). The combined display is produced by
partitioningthedisplayareawitha fine checkerboardpattern,usinghalfofthe
cells for the image and half for the caricature. The checkerboard cells are two
pixels wide by one pixel high; this works better for dithered images than the
more obvious single-pixel cell pattern.
A Dual-Mode Display Figure16.3
In this mode, curves are drawn through the selected points while the
originalimage is still visible through a screen.
Program Design
The Interface
Figure 16.4 shows the layoutcreated using VIB. Two solid lines divide
themainwindowsections.The FileandDisplaymenusareplacedalongthetop.Chapter 16 Facial Caricatures 331
Brokenoutlines delimitthe sampleface regionandthe maindisplay region. A
horizontal region in the menu bar is used to position a prompt string. The
distortion slider at the bottom is accompanied by three unchanging labels.
Abovetheslider, anotherlabelandregionareused todisplaytheslidersetting
as a percentage.
File D1splllY
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The Interface as Seenin VIB Figure16.4
Ofthe four regions indicatedby dashed lines, only the largestaccepts
events; the others areusedjustfor placement.
Control Flow
An early prototype implementation used a simple loop to collect all of
the points of the face before displaying anything. While this was easy to
program,itwasdifficult touse:Allthedatahadtobecollectedbeforetheresults
couldbe seen,andoncethecaricaturewas displayed,nofurther changeswere
possible.332 Facial Caricatures Chapter 16
# null-eoordinate
# incomplete curve
In its current form, the program is event-driven, allowing the user to
switchbackandforthbetweeninputanddisplayatanytimeortosavethework
inprogressfor reloadinglater. Thisrequiresthattheinput,output,anddisplay
proceduresbe capable ofworking withincomplete data sets.
Tokeeptheapplicationdowntoamanageablesize,thereisnoprovision
for removing or adjusting points once they have been entered. This would
clearlybedesirable, and extensions such as this are discussed later.
Data Representation
Onedatastructureiskeytotheimplementation:therepresentationofthe
contours of a face. The solution must be able to represent and display the
digitized pointsfrom theimage, thesample face, and the generatedcaricature.
A face iscomposedofcurvesspecifiedbycoordinatepairs.Becauseboth
DrawLineO and DrawCurveO accept coordinate lists consisting ofalternating x
and y values, we use thatsame representation for a facial curve.
A face structure, in tum, is a list of curves - a list of lists. The order of
lines within a face is mostly arbitrary; we have tried to choose an order that
makessenseforinput.However,theleftandrightpupillocationsarecriticalfor
scalingandaligningfaces, sotheyappearfirst. Eachpupilisspecifiedbyasingle
coordinate pair,.the shortestpossible curve.
It's possible for a face, or even part of a curve, to be incomplete: this
happens, for example, during construction. Null values take the places of
missingcoordinates.
Drawing a face is straightforward. To allow drawing with either
DrawCurveO or DrawLineO, the actual drawing procedure is passed as an
argument to the following procedure:
# drawface(win, f, proc)--draw face from curve list using proc
procedure drawface(win, f, proc)
local curve
every curve := copy(!f) do {
if /curve[-1] then
next
if *curve = 2 then
FiIlCircle(win, curve[1], curve[2], PupilRadius)
else {
push(curve, win)
proc! curveChapter 16 Facial Caricatures
}
}
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return
end
Eachcurveoftheface iscopiedandprependedwiththewindowargument;this
listbecomestheargumentlistofthedrawingprocedure.Specialcheckshandle
incomplete curves and the pupils of the eyes.
There are two situations where it is necessary to move and scale the
coordinatesin a face structure:
• preparing the standard face for drawing in the guide region
• aligning the standard face with the input face before creating a
caricature
Translationand scaling are handledby this procedure:
# scaleface(f, g)-- return copy of face f scaled to overlay face 9
procedure scaleface(f, g)
local fl, fr, gl, gr, fx, fy, gx, gy, m, r, t, curve
fl := f[1] I fail # left iris
fr := f[2] I fail # right iris
gl := g[1] I fail # target left iris
gr := g[2] I fail # target right iris
fx := (fl[1] + fr[1]) /2.0 # x offset of f
fy := (fl[2] + fr[2]) / 2.0 # Yoffset of f
gx := (gl[1] + gr[1]) /2.0 # x offset of 9
gy := (gl[2] + gr[2]) / 2.0 # Yoffset of 9
m := (gr[1] - gl[1]) / real(fr[1] - fl[1]) # multiplier
r := []
every curve := copy(!f) do {
if /curve[-1] then
put(r, curve) # incomplete placeholder
else {
put(r, t := [])
while put(t, m * (get(curve) - fx) + gx) do
put(t, m * (get(curve) - fy) + gy)
}
}
return r
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The midpoints between the pupils of the two faces are found first; these
determine the necessary translation (sliding movement). The ratio of the dis-
tances between the eyes becomes the multiplier used for scaling.
Thetwosimilarexpressionsinthe while loopfunction inpairs: Thefirst
handlesanx-coordinateandtheseconday-coordinate.Thisisdonebyconsum-
ing a copy of a curve. Another approach would be to reference only the
individual curve, iteratingwith an increment of two.
Ineffect, the face ismovedsothatthe midpointis atthe origin; thenthe
coordinatevaluesarescaled;andfinallytheresultsaremovedtothedestination.
Theactualexaggerationprocedure for creatinga caricatureis relatively
simple:
# distort(f, b, m)-- return distortion of face f from face b by factor m
procedure distort(f, b, m)
local r, t, i, j, curve, base
r := []
every i := 1 to *f do {
base := b[i]
put(r, curve := copy(f[i]))
if /curve[-1] I /base[-1] then
next # incomplete placeholder
every j := 1 to *curve by 2 do {
curveU] +:= m * (curveU] - baseU])
curveU + 1] +:= m * (curveU + 1] - baseU + 1])
}
}
return r
end
Theresult ris builtbycopyingthecurvesof f, oneata time, andadjustingeach
coordinatevalue.Theadjustmentamountiscalculatedbyscalingthedifference
from the base face b by the factor m.
Program Organization
Theprogramconsists ofheaderinformation, themainprocedure,other
procedures (in alphabetical order), and the vm interface specification. High-
lights of the program are given here; a full listing appears at the end of the
chapter.Chapter 16 Facial Caricatures
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The link declaration specifies the librarypackages required:
link graphics # graphics library
link vsetup # VIS library
Defined constants are used for some dimensions and flag values:
$define PupilRadius 2 # radius for drawing pupils of eyes
$define TargetRad1 5 # radii for guide display target
$define TargetRad2 20
$define ImageMode 1 # drawing modes
$define DrawMode 2
$define DualMode 3
Theevent-drivennatureoftheprogrammakesitnecessarytostoremost
ofthepersistentstateinformationinglobalvariables, so there are manyofthese.
The global variable vidgets holds the table ofinterface objects:
global vidgets # vidget table
The vidget table is followed by global variables that hold the locations
and dimensions ofscreen regions:
global display_xoff, display_yoff # image area
global display_width, display_height
global image_xoff, image_yoff # centered image
global guide_xoff, guide_yoff # guide area
global guide_width, guide_height
global prompt_xoff, prompt_yoff # prompt area
global prompCwidth, prompCheight
global dmeter_xoff, dmeter_yoff # distortion meter
global dmeter_width, dmeter_height
Although the subject window, &window, is used for most operations,
some global windows are used for special purposes:
global image_win # scanned image
global targeCwin # binding for point targets
global display_win # binding for image or caricature
global overlay_win # binding for dual-mode display
The globalvariable image_win is ahiddenwindow thatholds the image. This
image is copied to the mainwindow when its display is desired.336 Facial Caricatures Chapter 16
The global variable targecwin, a done of the mainwindow, is used for
drawing targets on the guide face. Clipping is enabled to confine the target
drawing to its region, and a drawop=reverse attribute allows the targets to be
drawn reversibly.
The global variable display_win is used for displaying the image and
caricature; overlay_win is used for displaying the caricature atop the image.
Thesewindows also use dipping to confine the output.
Four global variables hold face information:
global stdface # standard (average) face
global guideface # scaled/translated guide face
global sketch # points from subject face
A list ofdescriptions (such as "left ear") is stored in descriptions. The order of
this list corresponds to the order of the curves in a face data structure.
The global variable stdface contains the coordinates of the standard,
"average" face. Its coordinates are not directly useful; guideface contains the
sameface afterscalingandpositioningfor useas the guideface. Finally, sketch
contains the coordinates ofa constructed caricature.
Twoglobalvariables,interpretedasindicesintoa face structure,specify
the interpretation of a mouse dick that places a point:
global tcurve # index of current curve to place
global tpoint # index of point within curve
The last few global variables handle general bookkeeping:
global pointfile # file name for saving coordinates
global touched # has data changed since last save?
global mode # Image/Draw/Dual mode
global distortion # distortion factor (0.0 = undistorted)
Main Procedure with Initialization
Themainprocedurecontrolstheprograminitialization:everythingthat
mustbedonebeforeenteringtheeventloop.Mostofthelogiciscontainedinthe
mainprocedureitself.Twolargesectionsthatwouldoverwhelmitbytheirbulk
arebundled separately.
Execution begins by opening the main window, changing the cursor,
and extracting region information:
procedure mainOChapter 16 Facial Caricatures 337
vidgets := uiO
WAttrib("pointer=circle") # may fail, but at least try
iniCgeometryO
The uiO call opensthewindow andcreatesa table ofvidgets,whichis storedin
a global variable. The program then attempts to turn the mouse pointer into a
circle, althoughthis maynotworkonall graphicssystems. The iniCgeometryO
procedureextracts thelayoutinformationfrom thevidgettable,settingseveral
global variables with code such as this:
guide_xoff := vidgets["guide"].ax
gUide_yoff := vidgets["guide"].ay
The main procedure continues by setting up the special-purpose win-
dow bindings described earlier:
display_win := Clone("linewidth=2")
Clip(display_win, display_xoff, display_yoff, display_width,
display_height)
overlay_win := Clone(display_win, "fillstyle=masked",
"pattern=4,#9696")
targeCwin := Clone("drawop=reverse")
Clip(target_win, guide_xoff, guide_yoff, guide_width, guide_height)
Thepatternandfill styleinoverlay_win areusedfor overlaiddrawing. Because
overlay_win is a cloneofdisplay_win,notthesubjectwindow,itinheritstheline
width and clipping attributes of display_win.
Next, the procedure init_stdfaceO is called to set the coordinates of the
standard face. With manylines ofdata elided, init_stdfaceO looks like this:
descriptions := []
stdface := []
every spec := ![
["left pupil", 145, 203], # must be first
["right pupil", 255, 203], # must be second
["top of left eyebrow", 101, 187, 105, 177, 126, 168, 153, 170, 177,
176,181,185],
["top of right eyebrow", 219,185,223,176,247,170,274,168,295,
177,299,187],
["chin line", 180, 350, 200, 345, 220, 350]
] do {
put(descriptions, get(spec))338
put(stdface, spec)
}
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return
end
Theevery-doloopiteratesthougha largelistoflists, assigninga sublisttospec
oneachiteration. Each sublistcontainsa label and somecoordinates. The label
is removed from the list and put in the description file, and the remaining
coordinatesbecome one curve in a face structure. Arranging the fundamental
datathiswaymakesiteasyto reorderthecurveswhilemaintainingsynchroni-
zationbetweenthedescriptionsandcoordinatelists. Unfortunately,reordering
alsoaffectstheinterpretationofcoordinatesstoredindatafiles, sooncetheorder
is finalized and serious usebegins, further rearrangementbecomes infeasible.
When iniCstdfaceO returns, the main procedure sets some display
parameters:
mode := ImageMode
setdist(O)
# display mode
# distortion factor
The distortion factor is setby a procedure thatalso displays itonthe screen as
a percentage.
Next,theguidefaceiscreatedanddrawn.Thestandardfaceisscaledand
alignedbyscalefaceO,describedearlier,basedonpupillocations.Tospecifythe
destination, a face structureconsistingofonlytwo pupillocations is calculated
from the location and size ofthe guide region. The code to do this follows:
1:= guide_xoff + 3 * guide_width / 8
r := guide_xoff + 5 * guide_width / 8
Y:= guide_yoff + guide_height / 2
guideface := scaleface(stdface, [[I, y], [r, y]])
drawface(&window, guideface, DrawLine)
The lastinitialization step is to load the image:
newO IexitO
newO is calledto opena dialogandloada file specifiedinteractively.Itpersists
untilitissuccessfuloruntilitiscancelled.Ifcancelled,itfails, andtheprogram
exits.
With initialization complete, the main procedure then enters the main
eventloop:
GetEvents(vidgets["root"], , shortcuts)Chapter 16 Facial Caricatures
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# draw updated sketch
# update and display value
# ensure that mode includes drawing
# if no points are left unset
Fourtypesofeventsareprocessed:menuevents,keyboardevents,slider
events, and mouse events.
Menu and keyboard event handling is simple; it echoes that of the
patterneditorandisnotlistedhere. Althoughtwomenusareused,onecallback
handler canserveboth,because the menuentries are distinct.
The slider callback is also simple:
# slider_cbO--handle adjustments of distortion slider
procedure slider_cb(vidget, val)
setdist(val)
if mode =ImageMode then
mode := DualMode
redisplayO
return
end
The distortionvalueis updated and displayed according to the position ofthe
slider.Ifthecaricatureis notcurrentlybeingdisplayed(thatis,ifonlytheimage
is shown), the display mode is changed to add the caricature atop the image.
Finally,redisplayOiscalledtoredrawthepictureusingthecurrentdisplaymode
and distortion value.
MouseeventsarehandledbypoinCcbO. Aclickoftheleftbuttonsetsthe
coordinates of the point requested on the guide display. A click of the right
buttonadvancestothenextcurve,clearingallpointsofthecurrentcurve.Action
occurs on the release of the mouse button. The code is as follows:
# poinCcbO--handle event in display region
procedure poinCcb(vidget, e)
if Itcurve then
return
case e of {
&Irelease: { # left button sets current point
sketch[tcurve, 2 * tpoint - 1] := &x
sketch[tcurve, 2 * tpoint] := &y
touched := 1
if mode -= ImageMode &*sketch[tcurve] = 2 *tpoint then# redraw if new curve done
# update target display
340 Facial Caricatures Chapter 16
redisplayO
target(tcurve, tpoint)
}
&rrelease: { # right button skips a curve
every !sketch[tcurve] := &null # clear all points on curve
if (tcurve +:= 1) > *sketch then
tcurve := 1
target(tcurve, 1) # set target to next curve
}
}
return
end
A mouse eventhas no meaningifall the points havebeen specified; the initial
check detects this and ignores the event.
Inthe &Irelease case, the coordinates from a left-buttonclick are stored
in thecurrentstructure.Ifthecaricatureiscurrentlyondisplay, and ifthiswas
the lastpointon a curve, then thecaricatureis redrawn to incorporate thenew
curve. Finally, the target of the next point is set.
Inthe &rreleasecase,whichcallsforskippingthecurrentcurve,allofthe
points in the curve are set to the null value and the target is advanced.
Setting the target is a complex operation. Itinvolves updatingboth the
guide display and some global variables. The procedure targetO advances the
targettothenextunsetpointthatisatorbeyondthegivenindicesintheevolving
face. Here is the code:
# target(curve, point)--display next point to be placed
procedure target(curve, point)
local s, n, x, y
static tx, ty
# Undraw the previous target and erase the previous prompt.
FiIlCircle(target_win, \tx, \ty, TargetRad1)
FiIICircle(targeCwin, \tx, \ty, TargetRad2)
EraseArea(prompCxoff, prompt_yoff, prompCwidth, prompCheight)
# Startfrom specified place unless the pupils remain unplaced.
if \sketch[1, 1] &\sketch[2, 1] then {
tcurve := curve
tpoint := pointChapter 16 Facial Caricatures
}
else {
tcurve := 1
tpoint := 1
}
# Find the next unset point.
until /sketch[tcurve, 2 * tpoint - 1] do {
tpoint +:= 1 # advance to next point
if tpoint > (2 * *guideface(tcurve]) then {
tpoint := 1 # need to move to next curve
tcurve +:= 1
}
if tcurve > *guideface then
tcurve := 1 # wrapped around list of curves
if tcurve = curve & tpoint = point then {
tcurve := tx := ty := &null # there are no unset points
return
}
}
# Draw a target on the guide face.
tx := guideface[tcurve, 2 * tpoint - 1]
ty := guideface[tcurve, 2 * tpoint]
FiIICircle(targeCwin, tx, ty, TargetRad1)
FillCircle(targeCwin, tx' ty, TargetRad2)
# Display the prompt.
x := prompCxoff+ prompt_width / 2
Y := prompCyoff+ prompCheight / 2
s := "locate" II descriptions[tcurve]
n := *guideface[tcurve]
if n > 2 then
s 11:= " (select" II n / 2 II" points)"
CenterString(x, y, s)
return
end
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The static variables tx and ty retain the coordinates of the last drawn
target; theycontainnullvaluesifnotargetiscurrentlydisplayed.Thisinforma-
tionisnotneededbyanyotherprocedure, so tx andty are localtotarget(). They
are declared static so that their values persist from one call to the next.342 Facial Caricatures Chapter 16
Thefirststepis toremove thecurrenttargetfrom thescreen. Recall that
target_win has a drawop=reverse attribute, which causes two identical se-
quencesofdrawingoperationstocanceleachotherout.Accordingly,redrawing
the current target (if tx and ty are not null) causes it to disappear. The prompt
region, which displays the description of the currentcurve, also is cleared.
Next,theglobalvariablestcurveandtpoint, thecurrentpointindices,are
setto the startingpointofthe search. This startingpointis usuallyspecifiedby
parameters,butif the pupil locations havenotbeenset, the search starts atthe
beginning.
Theindices thenareadvanceduntil anunsetpointis found,proceeding
in an end-around fashion. If the starting point is reached again, there are no
unset points, so targetO returns.
If an unset point is found, the index values are used to find the corre-
sponding coordinates on the guide face, and a new target is drawn. Finally, a
new promptstring is generated and displayed.
Displaying Faces
Thedisplay regionshowsanimage, a caricature,orboth,dependingon
the global variable mode. The mode can be set from the Display menu, by a
keyboardshortcut,orinsomecasesbyinternalprogramlogic.Whenthedisplay
region is to be redrawn, the following redisplayO procedure is called:
# redisplayO--display image and/or drawing, depending on mode
procedure redisplayO
if mode -= DrawMode then
CopyArea(image_win, display_win, , , , , image_xoff, image_yoff)
if mode -= ImageMode then
caricatureO
return
end
TheCopyAreaO call displaystheimagebycopyingittothedisplayregionfrom
thehiddencanvas.ThecaricatureO calldrawsthecaricature.Notethatthereare
three possiblevaluesofmode givenbydefinedconstantsintheheader.Ifmode
has the value DualMode, thenboth CopyAreaO and caricatureO are called.
ThecaricatureO procedureconsistsmostlyofbookkeepinganddisplay
control, with the actual construction done by the distortO procedure shown
earlier. Here are the details:# use all the display area pixels
# use subpattern of display pixels
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# caricatureO--draw sketch distorted by current distortion factor
procedure caricatureO
local base, face, win
if /sketch I/sketch[1, 1] I/sketch[2, 1] then
fail # must have both pupils to draw
if mode = DrawMode then
win:= display_win
else
win := overlay_win
Fg(win, "white")
FiIlRectangle(win) # clear clipped area using fiIIstyle
Fg(win, "black")
base := scaleface(stdface, sketch)
face := distort(sketch, base, distortion)
drawface(win, face, DrawCurve) # draw distorted face
return
end
343
The window binding win is set depending on the display mode. While
display_win gives full access to the display region, overlay_win contains the
checkerboard pattern that allows writing to only half of the pixels. The
fillstyle=masked attribute of this window causes any pixels destined for unset
areas of the pattern to be discarded.
The FiIIRectangleO call, with a white foreground, clears out the pixels
allowed by the fill style. In overlay mode, this is the caricature portion of the
checkerboardpattern.A baseface iscreatedbyscalingthestandardface toalign
with the data points, and then face is assigned a distorted caricature. Finally,
drawfaceO displays the caricatureon the screen, again filtered by the pattern.
Loading Images
The procedure rdimageO reads an image in any format supported by
Icon. Theinitializationthatisneededfor a newimagealso is performedhere.If
an image cannotbe loaded, rdimageO fails. Here is the code:
# rdimage(fiIename)--load image from file, failing if unsuccessful
procedure rdimage(filename)
local curve
image_win := WOpen("image=" II filename, "canvas=hidden") Ifail344 Facial Caricatures Chapter 16
pointfile := &null
touched := &null
# Calculate offsets that center the image in display area.
image_xoff := display_xoff +
(display_width - WAttrib(image_win, "width")) /2
image_yoff := display_yoff +
(display_height - WAttrib(image_win, "height")) / 2
# Initialize a new set of (unset) points.
sketch := []
every curve := !stdface do
put(sketch, list(*curve, &null))
target(1, 1) # reset to start with first point
# Ensure that current mode includes the image, and update the display.
if mode=DrawMode then
mode:= ImageMode
EraseArea(display_xoff, display_yoff, display_width, display_height)
redisplayO
return
end
Theimageis firstloadedintoa hiddenwindow. rdimageO fails immedi-
atelyifthisis unsuccessful.Globalvariablesareresetto removeanyassociation
with a coordinate file and to indicate thatno points have beenaddedwith the
mouse.
Thenexttwoassignmentscalculatewherethecorneroftheimageshould
beplacedtocenteritwithinthe displayregion.Theimagesize is obtainedfrom
thewindowthatwascreatedtocontainit.Iftheimageistoolarge,thecornermay
lie outside the region, but this requires no special consideration: The image is
clipped to the region boundaries when it is displayed, and the center portion
appears, which is probably the bestchoice.
The current coordinate set, sketch, is initialized to contain only null
values.Thenumberofcurves,andthenumberofpointspercurve,isdetermined
by iterating through the standard face.
Because there are no coordinates, no caricaturecanpossiblybedrawn;
so, if thedisplayiscurrentlyincaricature-onlymode,itischanged toshow the
image instead.
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Thefinalstepistoclearthedisplayarea(incaseapreviousimagewaslarger)and
call redisplayO.
Data Files
Ittakes timefor a usertocreatea caricature,soitis importanttoprovide
a way to save the results of this effort. Saving the digitized points allows the
caricature to be reconstructed at a later time.
A simplefile format is easily generated. Eachcurveappearsas oneline,
asinglecolonfollowedbythecoordinates.Forexample,atypicaldatafilebegins
like this:
: 107168
: 168168
: 84 160 87 154 93 150 102 145 114 145 125 149
: 147150156147163146175146183152189158
Coordinatevaluesinthe file arerelative to theupper-leftcomeroftheunderly-
ing image. This allows the program's region sizes and locations to change
without invalidating data files. Zero values serve as placeholders for missing
coordinates. The actual file writing is simple:
# wtface(f, face)--write face data to file f
procedure wtface(f, face)
local curve, i
every curve := !face do {
writes(f, ":")
every i := 1 to *curve by 2 do {
writes(f, " ", (\curve[i] - image_xoff) I0)
writes(f, " ", (\curve[i + 1] - image_yoff) I0)
}
write(f)
}
return
end
Readingisalittlemorecomplexthanwriting,becausetheformatteddata
mustbedecoded andthepossibilityofbaddata mustatleastbeconsidered.In
thisprogram,files thatareobviouslybad arehandledgracefully,butindividual
coordinatevalues arenotvalidated. Onlylines withcolons areprocessed,and
allothercharactersexceptdigitsareignored;thatis sufficienttoavoidIconrun-346 Facial Caricatures Chapter 16
timeerrors. After thedataiscollected, thenumberofcurvesandthenumberof
points on each curve are verified. That canbe expected to catch most cases of
contentproblems. Hereis the code:
# rdface(f)-- read face coordinates from file f
procedure rdface(f)
local face, line, curve, i, n
face := []
while line := read(f) do line? {
=":" I next # ignore line missing ":"
curve := []
while tab(upto(&digits)) do {
n := integer(tab(many(&digits)))
if n -= 0 then n +:= image_xoff else n := &null
put(curve, n)
tab(upto(&digits)) I break
n := integer(tab(many(&digits)))
if n -= 0 then n +:= image_yoff else n := &null
put(curve, n)
}
put(face, curve)
}
# Validate the number of curves and points.
if *face -= *stdface then fail
every i := 1 to *stdface do
if *face[i] -= *stdface[i] then fail
return face
end
String scanning is applied to each line ofthe file. The expression
tab(upto(&digits))
finds the nextnumeric field; the expression
integer(tab(many(&digits)))
consumesitandconvertsitto integer.Nonzerocoordinatesareadjustedfor the
locationofthecorneroftheimage;thetwosectionsofnearlyidenticalcodediffer
here,withoneaddinganx-offsetandtheothera y-offset. Zerovaluestuminto
null-valued placeholders.Chapter 16 Facial Caricatures
The Complete Program
link graphics
link vsetup
# constant definitions
# graphics library
# VIS library
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# drawing modes
# radius for drawing pupils of eyes
# radii for guide display target
# scanned image
# binding for point targets
# binding for image or caricature
# binding for dual-mode display
$define PupilRadius 2
$define TargetRad1 5
$define TargetRad2 20
$define ImageMode 1
$define DrawMode 2
$define DualMode 3
# vidgets and geometry
global vidgets # vidget table
global display_xoff, display_yoff # image area
global display_width, display_height
global image_xoff, image_yoff # centered image
global guide_xoff, guide_yoff # guide area
global guide_width, guide_height
global prompt_xoff, prompCyoff # prompt area
global prompCwidth, prompt_height
global dmeter_xoff, dmeter_yoff # distortion meter
global dmetecwidth, dmeter_height
# windows and bindings
global image_win
global targeCwin
global display_win
global overlay_win
# face data
#
# (A face is a list of curves, beginning with the left and right pupils;
# a curve is a list of x and y coordinates.)
global descriptions # labels for facial curves
global stdface # standard (average) face
global guideface # scaled/translated guide face
global sketch # points from subject face348
global tcurve
global tpoint
# miscellaneous globals
global pointfile
global touched
global mode
global distortion
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# index of current curve to place
# index of point within curve
# file name for saving coordinates
# has data changed since last save?
# Image/Draw/Dual mode
# distortion factor (0.0 = undistorted)
# may fail, but at least try
# coordinates of "standard" face
# display mode
# distortion factor
# main program
procedure mainO
local I, r, y
# Open the window, extract layout information, initialize dialogs.
vidgets := uiO
WAttrib(lpointer=circle")
iniCgeometryO
# Make two clipped bindings for displaying the image and sketch.
display_win := Clone(llinewidth=2")
Clip(display_win, display_xoff, display_yoff, display_width,
display_height)
overlay_win := Clone(display_win, "fillstyle=masked",
I pattern=4,#9696")
# Make a clipped binding for displaying targets on the guide display.
target_win := Clone("drawop=reverse")
Clip(targeCwin, gUide_xoff, guide_yoff, guide_width, guide_height)
# Initialize globals.
init_stdfaceO
mode := ImageMode
setdist(O)
# Use the standard face to create a guide display for locating targets.
# Calculate eye locations to use for scaling; then draw the face
# with straight lines to emphasize the individual point locations.
I := guide_xoff + 3 * guide_width / 8
r := guide_xoff + 5 * guide_width / 8
Y:= guide_yoff + guide_height / 2
guideface := scaleface(stdface, [[I, y], [r, y]])# use all the display area pixels
# use subpattern of display pixels
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drawface(&window, guideface, DrawLine)
# Load and display an image; exit if dialog is cancelled.
newO I exitO
# Enter event loop.
GetEvents(vidgets["root"], , shortcuts)
end
# caricatureO--draw sketch distorted by current distortion factor
procedure caricatureO
local base, face, win
if Isketch I Isketch[1, 1] IIsketch[2, 1] then
fail # must have both pupils to draw
if mode = DrawMode then
win := display_win
else
win := overlay_win
Fg(win, "white")
FiIlRectangle(win) # clear clipped area using fiIIstyle
Fg(win, "black")
base := scaleface(stdface, sketch)
face := distort(sketch, base, distortion)
drawface(win, face, DrawCurve) # draw distorted face
return
end
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# check_saveO--check to see if previous coordinate needs to be saved
#
# check_save fails if cancelled.
procedure check_saveO
if \touched then
case SaveDialog("Save coordinates first?", pointfile) of {
"Yes": {
pointfile := dialog_value
saveO I save_asO I fail
}
"No": return# null-eoordinate
# incomplete curve
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"Cancel": fail
}
return
end
# distort(f, b, m)-- return distortion of face f from face b by factor m
procedure distort(f, b, m)
local r, t, i, j, curve, base
r := []
every i := 1 to *f do {
base := b[i]
put(r, curve := copy(f[i]))
if /curve[-1] I /base[-1] then
next # incomplete placeholder
every j := 1 to *curve by 2 do {
curveO] +:= m * (curveO] - base[j])
curveU + 1] +:= m * (curveU + 1] - baseU + 1])
}
}
return r
end
# drawface(win, f, proc)-- draw face from curve list using proc
procedure drawface(win, f, proc)
local curve
every curve := copy(!f) do {
if /curve[-1] then
next
if *curve = 2 then
FillCircle(win, curve[1], curve[2], PupilRadius)
else {
push(curve, win)
proc! curve
}
}
return
endChapter 16 Facial Caricatures
# iniCgeometryO--extract layout information from vidgets
procedure iniCgeometryO
guide_xoff := vidgets["guide"].ax
guide_yoff := vidgets["guide"].ay
guide_width := vidgets["guide"].aw
guide_height := vidgets["guide"].ah
display_xoff := vidgets["image"].ax
display_yoff := vidgets["image"].ay
display_width := vidgets["image"].aw
display_height := vidgets["image"].ah
prompCxoff := vidgets["prompt"].ax
prompCyoff := vidgets["prompt"].ay
prompCwidth := vidgets["prompt"].aw
prompt_height := vidgets["prompt"].ah
dmeter_xoff := vidgets["dmeter"].ax
dmeter_yoff := vidgets["dmeter"].ay
dmeter_width := vidgets["dmeter"].aw
dmeter_height := vidgets["dmeter"].ah
return
end
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# init_stdfaceO--initialize standard face and description list
procedure iniCstdfaceO
local spec
descriptions := []
stdface := []
every spec := ![
["Ieft pupilII , 145, 203], # must be first
["right pupil", 255, 203], # must be second
["top of left eyebrow", 101, 187, 105, 177, 126, 168, 153, 170, 177,
176,181,185],
["top of right eyebrow", 219,185,223,176,247,170,274,168,295,
177,299, 187],
["bottom of left eyebrow", 102, 188, 124, 177, 151, 181, 181, 185],
["bottom of right eyebrow", 219,185,249,181,276,177,298,188],
["topof lefteye", 114, 199, 141, 187, 172, 198],
["top of right eye", 228,198,259,187,286,199],
["bottom of left eyelid", 116, 207, 143, 194, 170, 206],352 Facial Caricatures Chapter 16
["bottom of right eyelid", 230, 206, 257, 194,284,207],
["bottom of left eye", 120,208,142,213,170,206],
["bottom of right eye", 230, 206, 258, 213, 280, 208],
["left iris", 144, 195, 132, 201, 144, 211, 156, 201, 145, 195],
["right iris", 255, 195, 244, 201, 256, 211, 268, 201, 256, 195],
["left side of nose", 190, 193, 190,219, 190, 244, 186,257, 189,271,
200,277],
["right side of nose", 210, 193, 210, 219, 210, 244, 214, 257, 211,
271, 200, 277],
["left nostril", 177,250,171,258,169,269,174,277,183,271,198,
277],
["right nostril", 223, 250, 229, 258, 231,269,226,277,217,271,202,
277],
["top of upper lip", 152, 318, 172, 311, 188, 306, 200, 311, 212, 306,
228,311,248,318],
["bottom of upper lip", 152,318,170,319,186,317,200,319,214,
317,230,319,248,318],
["top of lower lip", 152,318,172,318,186,317,200,319,214,317,
228,318,248,318],
["bottom of lower lip", 152,318,169,327,184,333,200,335,216,
333,231,327,248,318],
["left ear", 75, 212, 61,201,54,213,58,233,64,260,75,285,85,
281],
["right ear", 325, 212, 339, 201, 346, 213, 342, 233, 336, 260, 325,
285, 315, 281],
["top of head", 60, 317, 28, 254, 31,189,46,108,82,47,141,4,200,
1,259,4,318,47,354, 108,369, 189,372,254,340,31~,
["hairline", 79, 200, 90,168,104,141,119,120,143,104,172,100,
200,99,228,100,257,104,281,120,296,141,310,168,321,
200],
["left side of face", 84, 194, 79, 232, 86, 273],
["right side of face", 316, 194, 321, 232, 314, 273],
["jaw", 85, 272, 93, 311, 108, 342, 133, 369, 167, 392, 200, 399, 233,
392,267,369,292,342,307,311,315,272],
["left eye line", 131,221,148,220,166,214],
["right eye line", 234, 214, 252, 220, 269, 221],
["left cheek line", 167,264,154,278,145,294],
["right cheek line", 233, 264, 246, 278, 255, 294],
["left cheekbone", 87, 269, 95, 280, 101,292],
["right cheekbone", 313, 269, 305, 280, 299, 292],
["chin cleft", 200, 377, 200, 389],
["chin line", 180, 350, 200, 345, 220, 350]Chapter 16 Facial Caricatures
] do {
put(descriptions, get(spec»
put(stdface, spec)
}
return
end
# 10adO--load coordinate data
procedure 10adO
local input, face
check_saveO I fail
repeat {
case OpenDialog("Load coordinates:") of {
"Okay": {
if input := open(dialog_value) then break else
Notice("Can't open" II dialog_value)
}
"Cancel": fail
}
}
if sketch := rdface(input) then {
c1ose(input)
pointfile := dialog_value
touched := &null
if mode -= ImageMode then
redisplayO
target(1, 1)
return
}
else {
Notice("Not a valid coordinate file")
c1ose(input)
fail
}
end
# menu_cbO-- handle menu selections
procedure menu_cb(vidget, menu)
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case menu[1] of {
"load @L": 10adO
"new @N": newO
"save @S": saveO
"save as II. save_asO
"quit @Q": quitO
"image @I": {
mode := ImageMode
redisplayO
}
"drawing @D": {
mode := DrawMode
redisplayO
}
"both @B": {
mode := DualMode
redisplayO
}
}
return
end
# newO--load new image
procedure newO
local input, f
check_saveO I fail
repeat (
case OpenDialog("Load image:") of {
"Okay": (
if rdimage(dialog_value) then
return
if f := open(dialog_value) then (
c1ose(f)
Notice(dialog_value II" is not a valid image")
}
else
Notice("Can't open II II dialog_value)
}
"Cancel": failChapter 16 Facial Caricatures
}
}
end
# point_cbO-- handle event in display region
procedure poinCcb(vidget, e)
if Itcurve then # if no points are left unset
return
case e of {
&Irelease: { # left button sets current point
sketch[tcurve, 2 * tpoint - 1] := &x
sketch[tcurve, 2 * tpoint] := &y
touched := 1
if mode -= ImageMode & *sketch[tcurve] = 2 * tpoint then
redisplayO # redraw if new curve done
target(tcurve, tpoint) # update target display
}
&rrelease: { # right button skips a curve
every !sketch[tcurve] := &null # clear all points on curve
if (tcurve +:= 1) > *sketch then
tcurve := 1
target(tcurve, 1) # set target to next curve
}
}
return
end
# quitO--terminate session
procedure quitO
check_saveO I fail
exitO
end
# rdface(f)-- read face coordinates from file f
procedure rdface(f)
local face, line, curve, i, n
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face := []
while line := read(f) do line? {
=":" I next # ignore line missing ":"
curve:= []
while tab(upto(&digits)} do {
n := integer(tab(many(&digits)))
if n -= 0 then n +:= image_xoff else n := &null
put(curve, n)
tab(upto(&digits» I break
n := integer(tab(many(&digits)))
if n -= 0 then n +:= image_yoff else n := &null
put(curve, n)
}
put(face, curve)
}
# Validate the number of curves and points.
if *face -= *stdface then fail
every i := 1 to *stdface do
if *face[i] -= *stdface[i] then fail
return face
end
# rdimage(filename) --load image from file, failing if unsuccessful
procedure rdimage(filename)
local curve
image_win := WOpen(limage=" " filename, "canvas=hidden") I fail
pointfile := &null
touched := &null
# Calculate offsets that center the image in display area.
image_xoff:= display_xoff +
(display_width - WAttrib(image_win, ·width"» / 2
image_yoff:= display_yoff +
(display_height - WAttrib(image_win, "height"» / 2
# Initialize a new set of (unset) points.
sketch := []
every curve := !stdface do
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target(1, 1) # reset to start with first point
# Ensure that current mode includes the image, and update the display.
if mode = DrawMode then
mode:= ImageMode
EraseArea(display_xoff, display_yoff, display_width, display_height)
redisplayO
return
end
# redisplayO--display image and/or drawing, depending on mode
procedure redisplayO
if mode -= DrawMode then
CopyArea(image_win, display_win, , , , , image_xoff, image_yoff)
if mode -= ImageMode then
caricatureO
return
end
# saveO--save coordinate data
procedure saveO
local output
if /pointfile then
return save_asO
output := open(pointfile, "W") I {
Notice("Can't write II II pointfile)
fail
}
wtface(output, sketch)
c1ose(output)
touched := &null
return
end
# save_asO--save coordinate data in alternate file
procedure save_asO
local output358 Facial Caricatures Chapter 16
repeat {
case SaveDialog("Save coordinates?", "") of {
"No": return
"Cancel": fail
"Yes":
if output := open(dialog_value, "w") then break else
Notice("Can't write" II dialog_value)
}
}
wtface(output, sketch)
c1ose(output)
pointfile := dialog_value
touched := &null
return
end
# scaleface(f, g)-- return copy of face f scaled to overlay face 9
procedure scafeface(f, g)
local fl, fr, gl, gr, fx, fy, gx, gy, m, r, t, curve
fI := f[1] I fail # left iris
fr := f[2] I fail # right iris
gl := g[1] I fail # target left iris
gr := g[2] I fail # target right iris
fx := (fl[1] + fr[1]) /2.0 # x offset of f
fy := (fl[2] + fr[2]) /2.0 # y offset of f
gx := (gl[1] + gr[1]) / 2.0 # x offset of 9
gy := (gl[2] + gr[2]) / 2.0 # Yoffset of 9
m := (gr[1] - gl[1]) / real(fr[1] - fl[1]) # multiplier
r:= []
every curve := copy(!f) do {
if /curve[-1] then
put(r, curve) # incomplete placeholder
else {
put(r, t := [])
while put(t, m * (get(curve) - fx) + gx) do
put(t, m * (get(curve) - fy) + gy)
}
}
return r
end# draw updated sketch
# update and display value
# ensure that mode includes drawing
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# setdist(val)--set and display distortion value, in percent
procedure setdist(val)
distortion := val / 100.0
GotoXY(dmeter_xoff, dmeter_yoff + dmeter_height)
WWrites(right(integer(val), 4), "%")
return
end
# shortcuts()--check event for keyboard shortcut
procedure shortcuts(e)
if &meta then case map(e) of {
"I": load()
"n": new()
"s": save()
"q": quit()
lIi": {
mode := ImageMode
redisplay()
}
"d": {
mode := DrawMode
redisplay()
}
"b": {
mode := DualMode
redisplayO
}
}
return
end
# slider_cb()-- handle adjustments of distortion slider
procedure slider_cb(vidget, val)
setdist(val)
if mode =ImageMode then
mode := DualMode
redisplay()
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return
end
# target(curve, point)--display next point to be placed
procedure target(curve, point)
local s, n, x, y
static tx, ty
# Undraw the previous target and erase the previous prompt.
FiIICircle(targeCwin, \tx, \ty, TargetRad1)
FiIlCircle(targeCwin, \tx, \ty, TargetRad2)
EraseArea(prompt_xoff, prompt_yoff, prompCwidth, prompCheight)
# Start from specified place unless the pupils remain unplaced.
if \sketch[1, 1] & \sketch[2, 1] then {
tcurve := curve
tpoint := point
}
else {
tcurve := 1
tpoint := 1
}
# Find the next unset point.
until /sketch[tcurve, 2 * tpoint - 1] do {
tpoint +:= 1 # advance to next point
if tpoint > (2 * *guideface[tcurve)) then {
tpoint := 1 # need to move to next curve
tcurve +:= 1
}
if tcurve > *guideface then
tcurve := 1 # wrapped around list of curves
if tcurve =curve & tpoint=point then {
tcurve := tx := ty := &null # there are no unset points
return
}
}
# Draw a target on the guide face.
tx := guideface[tcurve, 2 * tpoint - 1]
ty := guideface[tcurve, 2 * tpoint]
FiIICircle(target_win, tx, ty' TargetRad1)Chapter 16 Facial Caricatures
FiIICircle(target_win, tx, ty, TargetRad2)
# Display the prompt.
x := prompCxoff + prompCwidth / 2
Y:= prompCyoff + prompCheight / 2
s := "locate" II descriptions[tcurve]
n := *guideface[tcurve]
if n > 2 then
s 11:= " (select" II n / 2 II" points)"
CenterString(x, y, s)
return
end
# wtface(f, face)--write face data to file f
procedure wtface(f, face)
local curve, i
every curve := !face do {
writes(f, ":")
every i := 1 to *curve by 2 do {
writes(f, " ", (\curve[i] - image_xoff) I 0)
writes(f, " ", (\curve[i + 1] - image_yoff) I 0)
}
write(f)
}
return
end
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#===«vib:begin»=== modify using vib; do not remove this marker line
procedure ui_atts()
return ["size=640,480", "bg=pale gray", "label=Caricaturist"]
end
procedure ui(win, cbk)
return vsetup(win, cbk,
[":Sizer:::O,O,640,480:Caricaturist",],
["distort:Slider:h:1:10,436,230,22:-300,300,0",slider_cb],
["dmenu:Menu:pull::36,O,57,21 :Display",menu_cb,
["image @I","drawing @D","both @B"]],
["fmenu:Menu:pull::0,0,36,21:File",menu_cb,
["new @N","load @L","save @S",·save as ","quit @Q"]],362 Facial Caricatures Chapter 16
["header_line:Line:::0,22,639,22:
11,1,
["label1 :Label:::11 ,409,77,13:distortion:",1,
["labeI2:Label:::9,460,28,13:anti",1,
["labeI3:Label:::104,460,42,13:normal",],
["labeI4:Label:::213,460,28,13:wildll,1,
[lvert_line:Line:::250,23,250,479:",1,
["dmeter:Rectinvisible::104,410,41,10:",1,
["promptRectinvisible::252,1,387,19:",1,
["guide:Rectinvisible::1,24,247,280:",1,
[llimage:Rectinvisible::252,24,387,455:",poinecb1,
)
end
#===«vib:end»=== end of section maintained by vib
Tips, Techniques, and Examples
Using the Program
Largeimagesproducethebestcaricaturesbecausethepointsoftheface
can be placed with greater relative precision. Utility programs can be used to
enlargesmallimages.Evenwhenthisenlargementproducesvisibleartifacts,the
resultis easier to use for making caricatures. The programas presented u~esa
640-by-480 window,butitcaneasilybe modified to take advantage ofa larger
screen.
Thebestimages arewell-lit, detailed, frontal photographsofunsmiling
subjects. (Big smilestendto exaggerateintowildsneers.)Color,ofcourse,isnot
a factor in the final caricature.
Adjusting Datapoints
Once thelastpointofa curvehasbeenplaced, all the pointsona curve
are"lockedin".Theonlywaytochangeoneisbyeditingacoordinatefile, avery
error-prone activity. A way to adjustthe pointlocations to correct mistakes or
fine-tune the drawingwouldbe extremely useful.
The obvious approach wouldbe to allow points to be moved with the
mouse. The center mouse button, currently unused, couldbe reserved for this
purpose. But where are the points? They're not obvious on the drawn figure.
Anotherdisplaymodecouldbeaddedtoshowthepointsmoreprominently,for
instanceby circling them.
PressingthecentermousebuttonwithinoneofthesecircleswouldthenChapter 16 Facial Caricatures 363
"latch on" to the nearest point, allowing it to be dragged to a new locationby
mouse movement. The case of multiple points close together would need
addressing;onesolutionwouldbetomovethemasa unit,possiblymaintaining
their relationships with eachother.
Implementingall ofthiswouldaddquitea lotofcodetotheprogram.A
simplerbutlessflexible approachwouldbetoallowwholecurvestobeselected
for replacement. Mouse manipulations would identify a curve, and its points
would be replaced by null values. Then the curve could be re-input using the
existing code.
Other Possibilities
Aftera caricatureisdrawn,itwouldbeusefultobeabletosaveittoa file
as an image. This is relatively simple to do.
The currentcoordinate file format is intimately tied to the numberand
orderofcurvesconfiguredintheprogram.Ifsomeidentifyinginformationwere
addedtoeachcurveinthefile, itwouldthenbepossibletoenlargeorreorderthe
program's set ofcurves without invalidating existing data files.
Theprogramasgivenproducescaricaturesandblendswithrespecttoa
predefined standard face. Allowing the replacement of this face with values
from a coordinate file would allow the blendingand mixing ofany two faces.
A caricatureworksbydrawingattentiontoa person'sunusualfeatures.
Theprogrampresentedherehasnoprovisionforbeards,eyeglasses,orpersonal
trademarks such as a pipe or a hat. Whatcould you do in these cases?The Appendices
The appendices that follow contain reference material both for the basic Icon
language and for its graphics facilities.
AppendixA describesIcon'ssyntax,andAppendixBdescribestheIcon
preprocessor.
Appendices C though F cover Icon's computational repertoire, includ-
ingfeatures thatarenotdescribedinthebodyofthisbook. Intheseappendices,
data types are indicatedby the following letter codes:
c cset L list
f file N numeric (i or r)
i integer R record (any record type)
n null S set
p procedure T table
r real a any type
S string A any structure type (R, L, S, orT)
Some features of Icon that are used only in special situations unrelated to
graphics are not included in these appendices. See Griswold and Griswold
(1996) for a complete descriptionofIcon.
AppendicesG throughK includereference materialfor Icon'sgraphics
facilities. Appendix L describes Icon's interface tools, and Appendix M is a
reference manual for VIB. Appendix N lists implementation details that vary
among platforms.
Appendixa containsabriefdescriptionofhowtorunanIconprogram,
andAppendixP lists resourcesthatare availabletoIconprogrammers.Finally,
AppendixQ describesthecontentsoftheCD-ROMthataccompaniesthisbook.
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Syntax
ThisappendixpresentsaninformalsummaryofthesyntaxoftheIconlanguage.
Some details have been omitted in the name ofsimplicity and clarity. A more
rigorous presentation appears in Griswold and Griswold (1996).
Italic brackets [like this} indicate optional components; ellipses (...)
indicaterepeateditems. Anellipsisona linebyitselfmeansthattheitemonthe
precedingline canberepeated;anellipsis precededbya punctuationcharacter
means that the preceding item can be repeated by using that punctuation
character as a separator.
program:
link ident ,_..
global ident ,...
record ident ( fident ,...) )
procedure
procedure:
procedure ident ( [ident ,...) )
local ident , .
static ident , .
initial expr
expr
end
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expr:
ident
expr .ident
keyword
literal
(expr , )
{expr ; }
[expr , ]
expr [expr ,... ]
expr [expr sectop expr ]
expr ([ expr ,... ] )
unop expr
expr binop expr
if expr then expr [ else expr ]
case-expression
repeat expr
every expr [ do expr ]
while expr [ do expr ]
until expr [do expr ]
next
break [ expr ]
return [ expr ]
suspend [ expr ] [ do expr ]
fail
case-expression:
case expr of {
expr: expr
default: expr
}
unop:
Syntax Appendix A
Unary (prefix) operators have higher precedence than binary (infix)
operators, except for field selection(expr. ident), whichhas the highest
precedence ofall.
. + - * - I \ = ? ! I notAppendix A Syntax
binop:
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Binary operators are grouped in classes ofdecreasing precedence. Op-
erators ofequalprecedence group to the left except as noted.
\ !
1\
* /
+
II III
0/0 **
++
(right associative)
< <= = -= >= > « «= -- -== »= » --- -===
I
to
:= :=: op:= <- <->
?
&
(rightassociative)
Note: The operator to is an abbreviation for to-by, which actually is a
ternary operator.
op:
An op is any binop except :=, :=:, <-, <->, or to.
sectop:
+:
literal:
12316rFFCO
1.236e23
"violin"
'aeiou'
integerliteral
real literal
string literal
cset literal
The following escape sequences are recognized instringand cset literals:
\b backspace
\d delete
\e escape
\f form feed
\1 line feed (sameas \n)
\n newline
\r return370
\t tab
\v vertical space
\' singlequote
\" double quote
\\ backslash
\000 octal character
\xhh hexadecimal character
\I\c control character
keyword:
Keywords are described inAppendix F.
Syntax Appendix A
ident:
&ascii
&c1ock
&col
&control
&cset
&date
&dateline
&digits
&dump
&e
&errout
&fail
&features
&host
&input
&interval
&Icase
&Idrag
&Ietters
&Ipress
&Irelease
&mdrag
&meta
&mpress
&mrelease
&null
&output
&phi
&pi
&pos
&progname
&random
&rdrag
&resize
&row
&rpress
&rrelease
&shift
&subject
&time
&trace
&ucase
&version
&window
&x
&y
An identifier is composed of any number of letters, digits, and under-
scores;theinitialcharactercannotbeadigit.Upper-andlowercaseletters
are distinct. The following words, including two relating to features of
Iconnot discussedinthisbook,arereserved;thesewordscannotbeused
as identifiers:
break every next suspend
by fail not then
case global of to
create if procedure until
default initial record while
do invocable repeat
else link return
end local staticAppendixB
Preprocessing
All Iconsourcecodepasses througha preprocessorbefore translation. Prepro-
cessordirectivescontroltheactionsofthepreprocessorandarenotpassedtothe
Iconcompiler.Ifnopreprocessordirectives arepresent, thesourcecodepasses
through the preprocessor unaltered.
A source line is a preprocessor directive if its first non-whitespace
characterisa$andifthat$isnotfollowedbyanotherpunctuationcharacter.The
general form ofa preprocessor directive is
$ directive arguments # comment
Whitespace separates tokens when needed, and case is significant, as in Icon
proper. The entire preprocessor directive must appear on a single line, which
cannot be continued but can be arbitrarily long. The comment portion is
optional. An invalid preprocessor directive produces an error except when
skipped by conditional compilation.
Preprocessor directives can appear anywhere in an Icon source file
withoutregard to procedure, declaration, or expressionboundaries.
Include Directives
An include directive has the form
$includefilename
Anincludedirectivecausesthecontentsofanotherfile tobeinterpolated
inthesourcefile. Thefile namemustbequotedifitisnotintheformofanIcon
identifier.
Includedfiles maybenestedtoarbitrarydepth,butafilemaynotinclude
itselfeither directly or indirectly. File names are looked for first in the current
directoryand theninthedirectorieslistedintheenvironmentvariable LPATH.
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Relative paths are interpretedin the preprocessor's context andnotinrelation
to the includingfile's location.
line Directives
A line directive has the form
$Iine n [filename)
Thelinecontainingthepreprocessingdirective is consideredtobeline n ofthe
givenfile (or thecurrentfile, ifunspecified) for diagnosticand otherpurposes.
The line number is a simple unsigned integer. The file namemustbequotedif
itis notin the form ofanIcon identifier.
Define Directives
A define directive has the form
$define name text
Thedefinedirectivedefinesthetexttobesubstitutedfor lateroccurrencesofthe
identifiername in thesourcecode. text is anysequenceofcharactersexceptthat
any string or cset literals must be properly terminated within the definition.
Leading and trailing whitespace, including comments, are not part of the
definition. The text canbe empty.
Duplicate definition of a name is allowed if the new text is exactly the
sameas the oldtext. This preventsproblems from arisingifa file ofdefinitions
isincludedmorethanonce.Thetextmustmatchexactly: Forexample,3.0isnot
the same as 3.000.
Definitions remain in effect through the end of the current original
sourcefile, crossingincludeboundaries,buttheydonotpersistfromonesource
file to another.
If the text begins with a left parenthesis,itmustbe separated from the
name by at least one space. Note that the Icon preprocessor does not provide
parameterizeddefinitions.
It is possible to define replacement text for Icon reserved words or
keywords, but this generally is dangerous and ill-advised.
Undefine Directives
An undefine directive has the form
$undef nameAppendix B Preprocessing 373
Thecurrentdefinitionofname isremoved,allowingitsredefinitionifdesired.It
is notan error to undefine a nonexistentname.
Predefined Names
Atthe startofeachsourcefile, severalnamesare automaticallydefined
to indicate the Icon system configuration. Each potential predefined name
correspondstooneofthevaluesproducedbythekeyword&features.Ifafeature
is present, thenameis definedwitha valueof1. Ifa feature is absent, thename
isnotdefined.Themostcommonlyusedpredefinednamesarelistedbelow.See
Griswold,Jeffery, and Townsend (1996) for a complete listing.
predefinedname &features value
- MACINTOSH Macintosh
- MSDOS MS-DOS
- MSDOS_386 MS-DOS/386
- MS_WINDOWS_NT MS Windows NT
- OS2 OS/2
- UNIX UNIX
- VMS VMS
- GRAPHICS graphics
- MS_WINDOWS MS Windows
- PRESENTATION_MGR Presentation Manager
_X_WINDOW_SYSTEM XWindows
- PIPES pipes
- SYSTEM_FUNCTION system function
Predefinednames have no special status: Like othernames, theycanbe unde-
fined and redefined.
Substitution
Asinputisread,eachidentifieris checkedtoseeifitmatchesa previous
definition. Ifit does, the value replaces the identifier in the inputstream.
No whitespace is added or deleted when a definition is inserted. The
replacement text is scanned for defined identifiers, possibly causing further
substitution, but recognition of the original identifier name is disabled to
preventinfinite recursion.374 Preprocessing Appendix B
Occurrences ofdefinednameswithincomments, literals, orpreproces-
sordirectivesarenotaltered. Thepreprocessoris ignorantofmulti-lineliterals,
however, and itpotentiallycanbe fooled by these.
Substitution cannot produce a preprocessor directive. By then it is too
late.
Conditional Compilation
Conditionalcompilation directives have the form
$ifdef name
and
$ifndef name
$ifdefor$ifndefcausesubsequentcodetobeacceptedorskipped, dependingon
whethername hasbeenpreviouslydefined. $ifdefsucceedsifa definitionexists;
$ifndefsucceedsifadefinitiondoesnotexist.Thevalueofthedefinitiondoesnot
matter.
A conditionalblock has this general form:
$ifdef name or $ifndef name
... code to useiftestsucceeds ...
$else
... code to use if test fails ...
$endif
The$elsesectionisoptional.Conditionalblockscanbenestedprovidedthatall
ofthe $if/$else/$endif directives for a particularblock are in the same source
file. Thisdoesnotpreventtheconditionalinclusionofotherfiles via$includeas
long as any included conditionalblocks are similarlyself-contained.
Error Directives
Anerror directive has the form
$error text
Anerrordirectiveforces a fatalcompilationerrordisplayingthegiventext.This
typically is used with conditional compilation to indicate an improper set of
definitions.AppendixC
Control Structures
Icon'scontrolstructuresaresummarizedinthisappendix.Mostareintroduced
by reserved words.
Controlstructuresareexpressions,andassuchtheycanproduceresults,
althoughsomesimplyfail afterperformingtheirintendedactions.Thenotation
used to introduce each control structure indicates its possible result sequence:
cstruct no result (always fails)
cstruct :n atmost onenull result
cstruct :a atmost one result, any type
cstruct :a1, a2,... multiple results possible
Some descriptions refer to related Icon operators, which may be found in
AppendixD.
break expr: a - break outofloop
break expr exits from the enclosing loop and produces the outcome of
expr.
Default: expr &null
See also: next
case exprof { ... } : a - selectaccording to value
caseexprof{... }producestheoutcomeofthecaseclausethatisselected
by thevalue ofexpr. Itfails ifexpr fails orifno case clause is selected.
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every expr1 do expr2- generate evetyresult
everyexprl doexpr2 evaluates expr2 for each resultgeneratedbyexprl;
itfails whenexprl doesnotproduce a result. The doclause is optional.
fail - fail from procedure
fail returns from the currentprocedure, causing the call to fail.
See also: return and suspend
if expr1 then expr2else expr3 : a - select according to outcome
if exprl then expr2 else expr3 produces the outcome of expr2 if exprl
succeeds, otherwise the outcome ofexpr3. The else clause is optional.
next - go to beginning ofloop
next transfers control to the beginning oftheenclosing loop.
See also: break
not expr: n - invert failure
notexpr produces the null valueifexpr fails, butfails ifexpr succeeds.
repeat expr- evaluate repeatedly
repeat expr evaluatesexpr repeatedly.
return expr- return from procedure
expr &null
fail and suspend
return expr returns from thecurrentprocedure,producingtheoutcome
ofexpr.
Default:
See also:
suspend expr1 do expr2- suspend from procedure
suspendexprl doexpr2 suspendsfromthecurrentprocedure,producing
eachresultgeneratedbyexprl. Ifsuspendisresumed,expr2 isevaluated
before resumingexprl. The do clause is optional.Appendix C Control Structures
Default: exprl &null (onlyifthe do clause is omitted)
See also: fail and return
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until expr1 do expr2- loop until result
until exprl do expr2 evaluates expr2 each time exprl fails; it fails when
exprl succeeds. The do clause is optional.
See also: while exprl do expr2
while expr1 do expr2- loop while result
while exprl do expr2 evaluates expr2 each time exprl succeeds; it fails
whenexprl fails. The do clause is optiona1.
See also: until exprl doexpr2
expr11 expr2: a1, a2, ... - evaluate alternatives
exprllexpr2 generatestheresultsofexprl followedbytheresultsofexpr2.
See also: lexpr
lexpr: a1, a2, ... - evaluate repeatedly
lexpr generates the results ofexpr repeatedly, terminatingifexpr fails.
See also: exprl Iexpr2
expr\ i : a1, a2, ..., ai -limitgenerator
expr \ i generates atmost i results from the outcome ofexpr.
See also: \a
s ? expr: a - scan string
s ? expr savesthecurrentsubjectandpositionandthensets themtothe
valuesofsand1,respectively.Itthenevaluatesexpr. Theoutcomeisthe
outcomeofexpr. Thesavedvaluesofthesubjectandpositionarerestored
onexit from expr.
See also: ?aAppendix 0
Operators
Icon'slargerepertoireofoperatorsis summarizedinthis appendix. Operators
aregroupedbysyntactic form intothreeclasses: prefix (unary) operators, infix
(binary) operators, and other operators.
Referenced procedures are described inAppendix E.
Prefix Operators
+N : N - compute positive
+N produces the numericvalue of N.
See also: N1 + N2
-N : N - compute negative
-N produces the negative of N.
See also: N1 - N2
-c1 : c2 - compute csetcomplement
-c1 produces the csetcomplementofc1 with respect to &cset.
=5 : 5 - match string in scanning
=s is equivalent to tab(match(s».
See also: matchO, tabO, and N1 = N2
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*a : i-compute size
*a produces the size of a.
See also: N1 * N2
Operators Appendix D
?a1 : a2 - select randomly
If a1 is an integer, ?a1 produces a number from a pseudo-random
sequence. Ifa1 > 0, itproduces an integer inrange 1 to a1, inclusive.If
a1 = 0, it produces a real number in range 0.0 to 1.0.
Ifa1isastring,?a1producesarandomlyselectedone-charactersubstring
ofa1 that is a variable if a1 is a variable.
Ifa1 is a list, record,ortable, ?a1 producesa randomlyselectedelement
from a1.
Ifa1 is a set, ?a1 produces a randomly selected member ofa1.
Returned elements oflists, records, and tables are variables.
See also: s? expr
!a : a1, a2, ..., an - generate values
Ifa is a file, !a generates the remaining lines ofa.
If a is a string, !a generates the one-character substrings of a and
produces variablesifa is a variable.
Ifa is a list or record, !a generates the elements ofa from beginning to
end.
Ifa is a set, !a generates the members ofa in no predictable order.
Ifa is a table, !a generates the elements ofa1 inno predictable order.
Returned elements oflists, records, and tables are variables.
See also: key() and a !A
la : a - check for null value
/a produces a if the value of a is the null value, but fails otherwise. It
produces a variableifa is a variable.
See also: N1 / N2Appendix 0 Operators 381
\a : a - check for nonnull value
\a produces a if thevalue of a is notthe null value,butfails otherwise.
Itproduces a variableifa is a variable.
See also: expr \ i
.a : a - dereference variable
.aproduces the value of a.
See also: R.f
Infix Operators
N1 + N2 : N3 - compute sum
N1 + N2 produces the sum of N1 and N2.
See also: +N
N1 - N2 : N3 - compute difference
N1 - N2 produces the difference of N1 and N2.
See also: -N
N1 * N2 : N3 - compute product
N1 * N2 produces the productof N1 and N2.
See also: *a
N1/N2: N3 - compute quotient
N1 f N2 produces the quotient of N1 and N2.
See also: fa
N1 % N2 : N3 - compute remainder
N1 % N2 producesthe remainder of N1 dividedby N2. Thesignofthe
resultis the sign of N1.382
N1 1\ N2 : N3 - compute power
N1 1\ N2 produces N1 raised to the power N2.
See also: expO and 5qrtO
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a1 ++ a2 : a3 - compute cset orset union
a1 ++ a2 produces the cset orset union ofa1 and a2.
a1 - - a2 : a3 - compute cset orset difference
a1 - - a2 produces the cset orset difference of a1 and a2.
a1 ** a2 : a3 - cset orset intersection
a1 ** a2 produces the cset orset intersectionof a1 and a2.
51 II 52 : 53 - concatenate strings
51 II 52 produces a stringconsisting of 51 followed by 52.
See also: L1 III L2
L1 III L2 : L3 - concatenate lists
L1 III L2 produces a list consisting of the values in L1 followed by the
values in L2.
See also: 51 II 52
R • f: a - get field ofrecord
R .f produces a variable for thef field ofrecord R.
See also: .a
a1 & a2 : a2 - evaluate in conjunction
a1 & a2 produces a2. Itproduces a variableifa2 is a variable.Appendix D Operators 383
N1 > N2 : N2 - numericallygreater
N1 >= N2 : N2 - numericallygreaterorequal
N1 = N2 : N2 - numericallyequal
N1 -= N2 : N2 - numerically unequal
N1 < N2 : N2 - numerically less
N1 <= N2 : N2 - numerically less orequal
The numerical comparison operators produce N2 if the condition is
satisfied, but fail otherwise.
51 » 52: 52 -lexicallygreater
51 »= 52 : 52 - lexically greaterorequal
51 == 52 : 52 - lexically equal
51 -== 52 : 52 - lexically unequal
51 «52 : 52 - lexically less
51 «= 52 : 52 - lexically less orequal
Thelexicalcomparisonoperatorsproduce 52iftheconditionissatisfied,
but fail otherwise.
a1 === a2 : a2 - value equal
a1 -=== a2 : a2 - value unequal
Thevaluecomparisonoperatorsproduce a2 iftheconditionissatisfied,
but fail otherwise.
a1 := a2 : a1 - assign value
a1 := a2 assigns thevalue of a2 to a1 and produces the variable a1.
See also: a1 op:= a2, a1 :=: a2, and a1 <- a2
a1 op:= a2 - augmentedassignment
a1 op:= a2 performstheoperationa1 op a2 and assigns theresultto a1;
it produces the variable a1. For example, i1 +:= i2 produces the same384 Operators Appendix D
resultas i1 := i1 + i2. There are augmented assignmentoperators for all
infix operations except assignment operations.
See also: a1 := a2
a1 :=: a2 : a1 - exchange values
a1:=: a2exchangesthevaluesofa1anda2andproducesthevariable a1.
See also: a1:= a2 and a1 <-> a2
a1<- a2 : a1 - assign value reversibly
a1 <-a2 assigns the value ofa2 to a1 and produces the variable a1.
Itreverses the assignmentifit is resumed.
See also: a1 := a2 and a1 <-> a2
a1 <-> a2 : a1 - exchange values reversibly
a1 <->a2exchangesthevalues a1 anda2andproducesthevariable a1.
Itreverses the exchange if it is resumed.
See also: a2 <-a2 and a1 :=: a2
Other Operators
i1 to i2 by i3 : i1, ..., in - generate integers in sequence
i1to i2byi3 generatesthesequenceofintegersfrom i1 to i2 inincrements
ofi3.
Default: i3
See also: seqO
1ifby clause is omitted
[a1, a2, ..., an] : L - create list
[a1, a2, ..., an] produces a list containing thevaluesa1, a2, ..., an.
[ ]produces an emptylist.
See also: listOAppendix D Operators 385
a[a1] : a2 - subscript
If a is a string, a[a1] produces a one-character string consisting of
character a1 ofa.
Ifa is a listor record and a1 is aninteger, a[a1] produces elementa1 of
a.
Ifa isarecordanda1isastring,a[a1]producesthefieldofa whosename
is a1.
Ifa is a table, a[a1] producestheelementcorresponding to key a1 ofa.
In all cases, a1 maybe nonpositive.
Exceptwhen a1 is a string that is not a variable, a1 [a2] produces a
variable.
Inallcases,thesubscriptingoperationfails ifthesubscriptisoutofrange.
See also: a[a1, a2, ..., an], a[i1 :i2], a[i1+:i2], and a[i1-:i2]
a[a1, a2, ..., an] : am - multiple subscript
a[a1, a2, ..., an] is equivalent to a[a1][a2]...[an].
See also: a[a1]
a[i1 :i2] : a1 - produce substring orlist section
If a is a string, a[i1 :i2] produces the substring of a between i1 and i2.
a[i1 :i2] produces a variableifa is a variable.
Ifa isalist,a[i1:i2]producesalistconsistingofthevaluesofa inthegiven
range.
In either case, i1 and i2 maybe nonpositive.
In either case, the subscripting operation fails if a subscript is out of
range.
See also: a[a1], a[i1+:i2], and a[i1-:i2]
a[i1+:i2] : a1 - produce SUbstring orlist section
Ifa1 is a string,a1 [i1 +:i2] producesthesubstringofa1 between i1 and i1
+ i2. a1 [i1+:i2] produces a variableifa1 is a variable.
Ifa1 isalist,a1 [i1+:i2]producesalistconsistingofthevaluesofa1 inthe
given range.386 Operators Appendix D
Ineither case, i1 and i2 maybe nonpositive.
In either case, the subscripting operation fails if a subscript is out of
range.
See also: a[a1], a[i1 :i2], and a[i1-:i2]
a[i1-:i2] : a1 - produce substring orlistsection
Ifa1 is a string, a[i1-:i2] produces the substring of a between i1 and i1
- i2. a[i1-:i2] produces a variable if a is a variable.
Ifa is a list, a[i1-:i2] produces a list consisting of the values of a in the
given range.
In either case, i1 and i2 maybe nonpositive.
In either case, the subscripting operation fails if a subscript is out of
range.
See also: a[a1], a[i1 :i2], and a[i1 +:i2]
a(a1, a2, ..., an) : am - process argument list
Ifa is a procedure, a(a1, a2, ..., an) produces the outcome ofcalling a
with arguments a1 I a2, "'1 an.
If a is an integer having the value i, a(a1, a2, ..., an) produces the
outcome of ai, butfails if i is out of the range 1, ..., n. Ifi is nonpositive,
the argument is determined with respect to the right end of the list. It
produces a variable if ai is a variable.
Default: a -1
See also: a! A
a ! A - process argument list
If a is a procedure, a ! A produces the outcome of calling a with the
argumentsinthelistorrecordA.Ifaisaninteger,a!AproducesA[a] but
fails ifa is outofrange ofA.
See also: a(...) and !aAppendix E
Procedures
Icon's built-in and library procedures are described jn this appendix.
Graphicsproceduresappearfirst, followedbybasic(nongraphical)procedures.
Graphics Procedures
Forgraphicsprocedures,the typenotationis extendedinseveralways.
The following identifiers have meanings as indicated:
x, y integer coordinate location
w, h integer widthand height
theta real angle (measuredinradians)
alpha real angle (measuredinradians)
k stringor integer color specification
Either or both of w and h can be negative to indicate a rectangle that extends
leftwardorupwardfromitsgivencoordinates. Acolorspecificationiseitheran
integer obtained from NewColorO or a string having one of these forms:
[lightness] [saturation] [hue[ish]] hue
red,green,blue
#hexdigits
system-dependent-color-name
Any window argument named W can be omitted, in which case the
subject window, &window, is used. Note that this is not the same as a default
argument: to use the subject window, the argument is omitted entirely, not
replacedby a null argument.
The notation"......" inan argumentlistindicates thatadditional argu-
ment sets can be provided, producing the same effect as multiple calls. The
optional window argument, W, is not repeated in these additional argument
sets.
Some graphics procedures are notbuilt into Icon itselfbut are instead
partofthelibrary. For these, thecorresponding link file isnoted. Alternatively,
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link graphics incorporates all procedures listed here with the exception of the
turtle graphics library (which mustbe linked explicitly).
The Icon program library is constantly evolving and expanding. This
appendixliststhestablesetofcoreproceduresthatismost importantingraphics
programming. It includes Icon's built-in graphics procedures and all library
proceduresusedinthisbook.Forinformationaboutthefulllibrary,seeGriswold
and Townsend (1996).
ActiveO : W - produce active window
ActiveO returnsa windowthathasoneormoreeventspending,waiting
ifnecessary. Successive calls avoid window starvationbychecking the
openwindowsina differentordereachtime. Active() fails ifnowindow
is open.
See also: PendingO
Alert(W) : W - alert user
AlertO produces a beep or other signal to attractattention.
Bg(W, k1) : k2 - setorquery background color
8g0 returns thebackground color. Ifk1 is supplied, thecoloris first set
to that specification; failure occurs if the request cannot be satisfied.
Setting the background color does not change the appearance of the
window, but subsequent drawing operations that use the background
color are affected.
See also: EraseArea(), Fg(), and FreeColor()
CenterString(W, x, y, s) : W - draw centeredstring
CenterString()drawsatextstringthatiscenteredverticallyandhorizon-
tally about (x,y).
Link: gpxop
See also: DrawStringO, LeftStringO, and RightStringO
Clip(W, x, y, W, h) : W - set clipping rectangle
CIiPO sets the clipping region to the specified rectangle; subsequent
outputextendingoutsideitsboundsis discarded.IfCliPO is calledwith
no arguments, clipping is disabled and the entire canvas iswritable.Appendix E Procedures
Defaults: w, h to edge ofwindow
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Clone(W1, W2, 51, 52, •••, 5n) : W3 - create newcontext
CloneO produces a newwindowvaluethatcombines thecanvasofW1
with a new graphics context. The new graphics attributes are copied
from W2 and modified by the arguments of CloneO. IfW2 is omitted,
graphics attributes are copied from W1. If W1 is omitted, the subject
windowiscloned.Invalidargumentsproducefailureorarun-timeerror
as in WAttribO.
See also: CoupleO, SubWindowO, and WAttribO
Color(W, i, k1, ......) : k2 - setorquery mutable color
ColorO returns the setting of mutable color i if k1 is omitted. If k1 is
supplied,coloriis changedasspecified,withanimmediateeffectonany
visible pixels of that color. Additional index and color pairs may be
supplied to set multiple entries with one call. ColorO fails if a color
specification is invalid.
See also: NewColorO
ColorDialog(W, L, k, p, a) : 5 - display colorselection dialog
ColorDialogO displaysacolorselectiondialogboxwithOkayandCancel
buttons.Theboxis headedbyzeroormorecaptionsspecifiedbythelist
L, ora singlestringargumentifpassedinplace ofa list.If kis supplied,
it specifies a reference color to be displayed below the color being
adjusted.
Ifa callbackprocedurep is supplied,then pea, s) is calledwheneverthe
colorsettingsareadjusted.Theargument a isanarbitraryvaluefromthe
ColorDialogO call; s is the new color setting in the form returned by
ColorValueO·
Thecolorinitiallyis setto k,ifsupplied,orotherwiseto theforeground
color.
The final color setting, in ColorValueO form, is stored in the global
variabledialog_value. ColorDialogO returnsthenameofthebuttonthat
was selected.
Default: L
Link: dialog
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ColorValue(W, k) : s - translate color to canonical form
ColorValueO interpretsthecolor kandreturnsa stringofthreecomma-
separated integer values denoting the color's red, green, and blue
components. ColorValueO fails ifkis not a valid color specification.
CopyArea(W1, W2, x1, y1, w, h, x2, y2) : W1 - copy rectangle
CopyAreaO copies a rectangular region (x1, y1, w, h) ofwindow W1 to
location (x2, y2) on window W2. If W2 is omitted, W1 is used as both
source and destination. If W1 is omitted, the subject window is used.
Defaults: x1, y1 upper-left pixel
w, h to edge ofwindow
x2, y2 upper-leftpixel
Couple(W1, W2) : W3 - couple canvas andcontext
CoupleO produces a new window value that binds the canvas of W1
with the graphics context ofW2. Both arguments are required.
See also: CloneO and WAttribO
DrawArc(W, x, y, w, h, theta, alpha, ......): W - draw arc
DrawArcO drawsanarcoftheellipseinscribedintherectanglespecified
by(x,y,w, h).Thearcbeginsatanglethetaandextendsbyanangle alpha.
Defaults: x, y upper-leftpixel
w, h to edge ofwindow
theta 0
alpha 21t
See also: DrawCircleO and FiIIArcO
DrawCircle(W, x, y, r, theta, alpha, .......) : W - draw circle
DrawCircleOdrawsanarcorcircleofradiusrcenteredat(x,y). thetaisthe
starting angle, and alpha is the extentof the arc.
Defaults: theta 0
alpha 21t
See also: DrawArcO and FiIICircleOAppendix E Procedures 391
DrawCurve(W, x1, y1, x2, y2, ..., xn, yn) : W - draw curve
DrawCurveO draws a smooth curve through the points given as argu-
ments. Ifthe first and last point are the same, the curve is smooth and
closed through that point.
See also: DrawLineO and DrawPolygonO
Drawlmage(W, x, y, s) : i-draw rectangular figure
DrawlmageO draws an arbitrarily complex figure in a rectangular area
at (x,y). s has one of these forms:
"width,palette,data" character-per-pixel image
"width,#hexdigits" bi-Ievel image
"width,-hexdigits" transparentbi-Ievel image
DrawlmageO normallyreturnsthenullvalue,butifsomecolors cannot
be allocated, it returns the number ofcolors thatcannotbe allocated.
Defaults: x, y upper-left pixel
See also: PatternO and ReadlmageO
DrawLine(W, x1, y1, x2, y2, ..., xn, yn) : W - draw line
DrawLineO drawslinesegmentsconnectingalistofpointsinsuccession.
See also: DrawCurveO, DrawPolygonO, and DrawSegmentO
DrawPoint(W, x, y, ......): W - draw point
DrawPointO draws a pointateach coordinate location given.
DrawPolygon(W, x1, y1, ..., xn, yn): W - draw polygon
DrawPolygonO drawstheoutlineofapolygonformedbyconnectingthe
given points in order, with x1,y1 following xn,yn.
See also: DrawCurveO, DrawLineO, and FiIIPolygonO
DrawRectangle(W, x, y, w, h, ......): W - draw rectangle
DrawRectangleO drawstheoutlineoftherectanglewithcomersat(x,y)
and (x+w,y+h).392
Defaults: x, y
w, h
upper-left pixel
to edge ofwindow
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See also: FiIIRectangleO
DrawSegment(W, x1, y1, x2, y2, ......): W - draw line segment
DrawSegmentO draws a line between two points. Additional pairs of
coordinates may be supplied to draw additional, disconnected seg-
ments.
See also: DrawLineO
DrawString(W, x, y, s, ......): W - draw text
DrawStringO drawsastringofcharacterswithoutalteringthelocationof
the textcursor.Theintegerxspecifies theleftedgeofthe first character,
and y specifies the baseline.
Enqueue(W, a, x, y, s, i): W - appendevent to queue
EnqueueO addseventa to thewindoweventlistwithaneventlocation
of(x,y). Thestrings specifiesa setofmodifierkeys usingthelettersc, m,
and s to represent &control, &meta, and &shift, respectively. i specifies a
value for &interval, in milliseconds.
Defaults: a &null
x 0
y 0
S
1111
i 0
Link: enqueue
See also: PendingO
EraseArea(W, x, y, w, h, ......) : W - clear rectangular area
EraseAreaO fills a rectangular areawith the background color.
Defaults: x, y upper-left pixel
w, h to edge ofwindow
See also: FiIIRectangleOAppendix E Procedures 393
Event(W) : a - return next window event
EventO returns thenexteventfroma window,waitingifnecessary. The
keywords &x, &y, &row, &col, &interval, &control, &shift, and &meta are
setas side effects ofcalling EventO.
See also: ActiveO, EnqueueO, PendingO, WReadO, and WReadsO
Fg(W, k1) : k2 - setorquery foreground color
F90 returns the foreground color. If k1 is supplied, the color is first set
to that specification; failure occurs if the request cannot be satisfied.
Setting the foreground color does not change the appearance of the
window, butsubsequent drawing operations are affected.
See also: 890, FreeColorO, and ShadeO
FiIIArc(W, x, y, W, h, theta, alpha, ......) : W - draw filled arc
FillArcO draws a filled arc of the ellipse inscribed in the rectangle
specifiedby (x, y, w, h). The arc begins atangle thetaandextendsbyan
angle alpha.
Defaults: x, y upper-left pixel
w, h to edge ofwindow
theta 0
alpha 21t
See also: DrawArcO and FillCircleO
FiIICircle(W, x, y, r, theta, alpha, ......) : W - draw filled circle
FiIICircleO drawsa filled arcorcircleofradius rcenteredat(x,y). thetais
the starting angle, and alpha is the extent ofthe arc.
Defaults: theta 0
alpha 21t
See also: DrawCircleO and FillArcO
FiliPolygon(W, x1, y1, x2, y2, ..., xn, yn) : W - draw filled polygon
FiIIPolygonOdrawsandfillsthepolygonformedbyconnectingthegiven
points in order, with x1,y1 following xn,yn.
See also: DrawPolygonO394 Procedures Appendix E
FiIIRectangle{W, x, y, w, h, ......) : W - draw filled rectangle
FiIIRectangle() draws a filled rectangle.
Defaults: x, y upper-left pixel
w, h to edge ofwindow
See also: DrawRectangleO and EraseAreaO
Font{W, 51) : 52 - setorquery text font
FontO returns the text font. If s1 is supplied, the font is first set to that
specification; failure occurs if the requestcannotbesatisfied.
FreeColor{W, k, ......): W - free color
FreeColorO informs the graphics system that the color k no longer
appears in the window. This may allow the system to reclaim some
resources. Unpredictableresults can occurifthe color is still presentin
thewindow.
See also: 890, F90, and NewColorO
GetEvent5{R, p1, p2, p3) : a - get events
GetEvents() repeatedlycalls ProcessEvent(R, p1, p2, p3). GetEvents()
does notreturn.
Link: vidgets
See also: ProcessEvent()
GotoRC{W, i1, i2) : W - move text cursor to row andcolumn
GotoRCOsetsthetextcursorpositiontorow i1andcolumn i2, wherethe
character position in the upper-left corner of the window is 1,1 and
calculations are basedon the current font attributes.
Defaults: x, y 1, 1
See also: GotoXY0Appendix E Procedures 395
GotoXY(W, x, y): W - move text cursor to coordinate position
GotoXYO sets the text cursor position to the specified coordinate posi-
tion.
Defaults: x, y 0, 0
See also: GotoRCO
LeftString(W, x, y, 5) : W - draw left-justified string
LeftStringO draws a text string that is left-justified at position x and
centeredvertically about y.
Link: gpxop
See also: CenterStringO, DrawStringO, and RightStringO
Lower(W) : W - lower window to bottom ofwindow stack
LowerO sets a window to be "below" all other windows, causing it to
become obscuredbywindows that overlap it.
See also: RaiseO
NewColor(W, k) : i-allocate mutable color
NewColorO allocates a changeableentryin the colormap andreturns a
small negative integer that serves as a handle to this entry. If k is
supplied,thecolormapentryisinitializedtothatcolor. NewColorO fails
ifno mutableentryis available.
See also: ColorO and FreeColorO
Notice(W, 51, 52, ..., 5n) : 5m - display strings andawait response
NoticeO postsa dialogboxwithanOkaybuttonandreturns"Okay" after
responsebytheuser. Eachstringsn is displayedcenteredona separate
line inthe dialog box.
Link: dialog
See also: TextDialogO396 Procedures Appendix E
OpenDialog(W, 51,52, i) : 53 - display dialog for opening file
OpenDialogO displaysa dialogboxallowingentryofa textstringofup
to i characters, normally a file name, along with Okay and Cancel
buttons. 51 suppliesacaptiontobedisplayedinthedialogbox.52 isused
as the initial value of the editable text string. The final text stringvalue
is stored in the global variable dialog_value. OpenDialogO returns the
name of thebutton thatwas selected.
Defaults: 51
52
i
·Open:"
1111
50
Lin1e dialog
See also: SaveDialogO and TextDialogO
PaletteChar5(W, 51) : 52 - return characters ofcolorpalette
PaietteChar50 returns the string of characters that index the colors of
palette 51.
Default: 51 "c1"
See also: PaletteColorO, PaietteGraY50, and PaletteKeyO
PaletteColor(W, 51, 52) : 53 - return colorfrom palette
PaletteColorO returns the color indexed by character 52 in palette 51.
The result is in the form producedby ColorValueO.
Default: 51 "c1"
See also: ColorValueO, PaietteChar50, PaietteGray50, and
PaletteKeyO
PaletteGray5(W, 51) : 52 - return grayscale entries ofpalette
PaietteGray50 returnsthestringofcharactersthatindextheachromatic
entries within palette 51, ordered from black to white.
Link: color
See also: PaietteChar50, PaletteColorO, and PaletteKeyOAppendix E Procedures 397
PaletteKey(W, s1, k) : s2 - return characterofclosest colorin palette
PaletteKeyO returnsthecharacterindexingthecolorofpalettes1 thatis
closest to the color k.
Default: s1 "c1"
See also: PaletteCharsO, PaletteGraysO, and PaletteColorO
Pattern(W, s) : W - set fill pattern
PatternO setsa patterntobeusedfor drawingwhenthefill styleis setto
"masked" or"textured". s canbea knownpatternnameoraspecification
oftheform "width,#data" wherethe datais givenbyhexadecimaldigits.
PatternO fails in thecase ofa bad specification or unknown name.
See also: DrawlmageO
Pending(W) : L - produce event list
PendingO returns the list thatholds the pendingevents ofa window. If
no events are pending, this list is empty.
See also: EnqueueO and EventO
Pixel(W, x, y, w, h) : k1, k2, ... kn - generate pixel values
PixelO generates the colors of the pixels in the given rectangle, left to
right, top to bottom.
Defaults: x, y upper-left pixel
w, h to edge ofwindow
ProcessEvent(R, p1, p2, p3) : a - process event
ProcessEventO reads the next event, a, from the window associated
withthevidget R. Usingx from &x andy from &y, p3(a, x, y) iscalledif
theeventis a resize event. Thentheeventis passedtothepropervidget
forprocessing;p1(a, x, y) iscallediftheevent isnot acceptedbyavidget.
Finally, p2(a, x, y) is called unconditionally.
Any procedure arguments thatare omitted are not called.
ProcessEventO returns theeventcode a.
Link: vidgets
See also: GetEventsO398 Procedures Appendix E
Rai5e(W) : W- raise window to top ofwindow stack
RaiseO sets a windowtobe "above"all otherwindows,so thatitis not
obscuredby any other window.
See also: LowerO
Readlmage(W, 51, x, y, 52) : i-loadimage file
ReadlmageOloadsanimagefromfile s1,placingitsupper-leftcornerat
x,y.Ifapalettes2issupplied,thecolorsoftheimagearemappedtothose
ofthe palette. ReadlmageO fails ifitcannot read animage from file s1.
Itnormallyreturnsthenullvalue,butifsomecolorscannotbeallocated,
it returns the number ofcolors that cannotbe allocated.
Defaults: x, y upper-left pixel
See also: DrawlmageO and WritelmageO
RightString(W, x, y, 5) : W- draw right-justified string
RightStringO draws a text string that is right-justified at position x and
centered vertically about y.
Link: gpxop
See also: CenterStringO, DrawStringO, and LeftStringO
SaveDialog(W, 51,52, i) : 53 - display dialog for saving file
SaveDialogO displays a dialogbox allowingentryofa text string ofup
to i characters, normally a file name, along with Yes, No, and Cancel
buttons. s1 supplies a caption to be displayed in the dialog box. s2 is
used as theinitialvalue of the editable text string. The final text string
valueis storedintheglobalvariabledialog_value. SaveDialogO returns
the name ofthebutton thatwas selected.
Defaults: s1
s2
i
"Save:"
1111
50
Link: dialog
See also: OpenDialogO and TextDialogOAppendix E Procedures 399
SelectDialog(W, L1, L2, 51, L3, i) : 52 - display selection dialog
SelectDialogO constructs and displays a dialog box and waits for the
usertoselectabutton.Theboxcontainszeroormorecaptionsspecified
bythelistL1,zeroormoreradiobuttonsspecifiedbyL2 and51,andone
or more buttons specified by L3. i specifies the index of the default
button,witha value of0 specifying thatthere is nodefaultbutton. Any
ofthelistargumentsLncanbespecifiedbya singlenonnullvaluewhich
is then treated as a one-elementlist.
Fortheradiobuttons, L2 specifiesthebuttonnamesand51 specifiesthe
name for the defaultbutton. If L2 is omitted, there are no buttons.
SelectDialogO returns the name of the button that was selected to
dismiss the dialog. The global variable dialog_value is assigned the
name ofthe selected radio button.
Defaults: L1
L2
L3
[]
[]
["Okay", "Cancel"]
1
Link: dialog
See also: TextDialogO and ToggleDialogO
Shade(W, k) : W - set foreground for area filling
ShadeOsetstheforegroundcolorto konacolororgrayscaledisplay.On
a bi-Ievel display, itsets the fill style to textured and installs a dithering
pattern that approximates thebrightness ofcolor k.
Link: color
See also: FgO
SubWindow(W, x, y, w, h): W - clone a subwindow
SubWindowO produces a subwindow bycreating and reconfiguring a
cloneofthegivenwindow.Theoriginalwindowisnotmodified. Inthe
clone,whichis returned,clippingboundsaresetbythegivenrectangle
and the origin is set at the rectangle's upper-leftcorner.
Link: wopen
Defaults: x, y upper-left pixel
w, h to edge ofwindow
See also: WOpenOProcedures Appendix E 400
TDraw(r) : n - move turtle forward while drawing
TDrawO moves the turtle forward r units while drawinga line. r canbe
negative to move backwards. Theheading is notchanged.
Default: r 1.0
Link: turtle
See also: TDrawtoO, TScaleO, and TSkiPO
TDrawto(x, y) : n - draw with turtle to (x,y)
TDrawtoOturnstheturtleanddrawsalinetothepoint(x,y). Theheading
is set as a consequence of this movement.
Defaults: x, y center ofwindow
Link: turtle
See also: TDrawtoO and TGotoO
TextDialog(W, L1, L2, L3, L4, L5, i) : s - display text dialog
TextDialogO constructsanddisplaysa dialogboxandwaitsfor theuser
toselectabutton.Theboxcontainszeroormorecaptionsspecifiedbythe
list L1,zeroormoretext-entryfields specifiedbyL2, L3, and L4, andone
or more buttons specified by L5. i specifies the index of the default
button, witha value of0 specifying that there is no defaultbutton. Any
ofthelistarguments Lncanbespecifiedbyasinglenonnullvalue,which
is then treated as a one-element list.
For the text-entry fields, L2 specifies the labels, L3 specifies the default
values, and L4 specifies the maximumwidths. If L2, L3, and L4 arenot
thesamelength,theshorterlists areextendedasnecessarybyduplicat-
ing the last element. If omitted entirely, the defaults are: no labels, no
initial values, and a width of 10 (or more if necessary to hold a longer
initial value).
TextOialogO returns thenameofthebuttonthatwasselectedtodismiss
thedialog. Theglobalvariabledialog_valueisassigneda listcontaining
the valuesofthe text fields.
Defaults: L1
L2
L3
L4
L5
[]
[]
[]
[]
["Okay", ·Cancel"]
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Link: dialog
See also: NoticeO, OpenDialogO, SaveDialogO, and SelectDialogO
TextWidth(W, s) : i-return width oftext string
TextWidthO returns the width of string 5, inpixels, as drawnusing the
currentfont.
See also: DrawStringO
TFace(x, y) : r - set turtle heading
TFaceO turns the turtle to face directly towards the point (x,y). If the
turtleis alreadyat(x,y), theheadingis notchanged.Thenewheadingis
returned.
Defaults: x, y center of window
Link: turtle
See also: THeadingO
TGoto(x, y, r) : n - set turtle location andchange heading
TGotoO movestheturtletothepoint(x,y) withoutdrawing.Theheading
isnotchangedunless ris supplied,inwhichcasetheturtlethenturnsto
a heading of r.
Defaults: x, y center of window
Link: turtle
See also: TDrawtoO, THomeO, TSkiPO, TXO, and TYO
THeading(r) : r - set orquery turtle heading
THeadingO returns the turtle's heading. If ris supplied, the heading is
first set to thatvalue. The turtle's location is unaffected.
Link: turtle
See also: TFaceO, TLeftO, andTRightO402 Procedures Appendix E
THome() : n - move turtle to home position
THomeO movesthe turtletothecenterofthewindowwithoutdrawing
andsetstheheadingto-90
0 (thatis,towardsthetopofthewindow).The
scaling factor isnotchanged.
Link: turtle
See also: TGotoO and TResetO
TLeft(r) : r - turn turtle to left
TLeftO turns the turtle r degrees to the left of its current heading. Its
locationisnotchanged,andnothingis drawn. Theresultingheadingis
returned.
Default: r 90.0
Link: turtle
See also: TFaceO, THeadingO,and TRightO
ToggleDialog(W, L1, L2, L3, L4, i) : L - display toggle dialog
ToggleDialogO constructs and displays a dialog box and waits for the
usertoselecta button.Theboxcontainszeroormorecaptionsspecified
bythelist L1, zeroormore togglebuttonsspecifiedby L2, zeroormore
togglestates(1 ornull)specifiedbyL3,andoneormorebuttonsspecified
by L4. i specifies the index of the default button, with a value of 0
specifying thatthere is no default button. Anyof the list arguments Ln
canbespecifiedbya singlenonnullvalue,whichisthentreatedasa one-
elementlist.
For the toggle buttons, L2 specifies the labels and L3 specifies the
correspondingstates.IfL2andL3 arenotthesamelength,theshorterlist
is extended as necessary by duplicating the last element. If omitted
entirely, the defaults are: no labels andnull states.
ToggleDialogO returns the name of the button that was selected to
dismiss the dialog. The global variable dialog_value is assigned a list
containing the states of the toggle buttons.
Defaults: L1 []
L2 []
L3 []
L4 ["Okay·, "Cancel"]
i 1Appendix E Procedures
Link: dialog
See also: SelectDialogO and TextDialogO
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TReset() : n - reinitialize turtle state
TResetO resets the turtle state: The window is cleared, the turtle is
moved to thecenterofthewindowwithoutdrawing, theheadingis set
to -90°, the scaling factor is reset to 1.0, and the stack ofturtle states is
cleared. These actions restore the initial conditions.
Link: turtle
See also: THomeO, TRestore(), and TSave()
TRestore() : n - restore turtle state
TRestore()setstheturtlestatetothemostrecenfsetofsavedvalues,then
discards that set. It fails ifno unrestored set is available.
Link: turtle
See also: TReset() and TSave()
TRight{r) : r - turn turtle to right
TRight() turns the turtle r degrees to the rightofits currentheading. Its
locationis notchanged,andnothingis drawn. Theresultingheadingis
returned.
Default: r 90.0
Link: turtle
See also: TFaceO, THeadingO, and TLeft()
TSave() : n - save turtle state
TSave()savestheturtlewindow,location,heading,andscalingfactoron
an internal stack.
Link: turtle
See also: TRestore()404 Procedures Appendix E
TScale(r) : r - setorquery turtle scaling factor
TScaleO returns the TDraw/TSkip scaling factor. If r is supplied, the
scalingfactor isfirst multipliedby r. Theturtle'sheadingandlocationare
notchanged.
Link: turtle
See also: TDrawO and TSkiPO
TSkip(r) : n - move turtle forward without drawing
TSkiPO moves the turtle forward i units. r can be negative to move
backwards. The heading is notchanged.
Default: r 1.0
Link: turtle
See also: TDrawO, TGotoO, andTScaleO
TWindow(W) : n - set turtle window
TWindowO moves the turtle to the given window, retaining its coordi-
nates and heading. The heading is notchanged.
Link: turtle
TX(x) : r - setorquery horizontal turtle position
TXO returnstheturtle'shorizontalposition.Ifxis supplied,the turtleis
first moved withoutdrawing. The turtle's heading is notchanged.
Link: turtle
See also: TGotoO and TYO
TY(y) : r - set orquery vertical turtle position
TYO returnstheturtle'sverticalposition.If yissupplied,theturtleisfirst
movedwithoutdrawing. The turtle's heading is notchanged.
Link: turtle
See also: TGotoO and TXOAppendix E Procedures 405
Uncouple(W) : W- uncouple window
UncoupleO frees thewindowW. Ifnootherbindingstothesamecanvas
exist, thewindow is closed.
See also: CloneO, CoupleO, and WCloseO
VEcho(R, a) : n - trace vidget callback
VEchoOwritestheillofvidgetRandthevalue aonthestandardoutput
file.
VEchoO issuitablefor useasavidgetcallbackprocedure,andthelineis
labeled as a callback.
Link: vidgets
VGetltems(R) : L- get vidget items
VGetitemsO returnsa listofstringsrepresentingtheitemsdisplayedby
themenuortext-listvidget R. Ifa menuvidgetcontainsa submenu,the
submenuis representedbytwoentriesinthereturnedlist: a stringlabel
followed by a list ofitems in the submenu.
Link: vidgets
See also: VSetitemsO, VGetStateO, and VSetStateO
VGetState(R) : a - get vidget state
VGetStateO returnsthecurrentstateofthevidget R. VGetStateO canbe
used onlywith vidgets that maintain state, such as toggle buttons and
sliders but not menus.
See also: VSetStateO, VGetltemsO, and VSetitemsO
Link: vidgets
VSetFont(W) : W- setstandard vidget font
VSetFontO sets the font to onesuitable for usewith thevidgets. Itmay
be used independently of the vidgets by other programs seeking a
similarappearance.Iftheexistingfonthassuitabledimensions,itis left
unchanged; ifno suitable font canbefound, the font is leftunchanged.
Link: vidgets
See also: FontO406 Procedures Appendix E
VSetltem5{R, L) : L - set vidget items
VSetltem50 sets the list of strings representing the items displayed by
themenuortext-listvidgetR. Fora menuvidget,anystringentrymay
be followed by a list representinga submenu.
Link: vidget5
See also: VGetltem50, VGetStateO, and VSetStateO
VSetState{R, a) : n - set vidget state
VSetStateO sets the state ofthe vidget R. VSetStateO canbe used only
withvidgets thatmaintain state, such as togglebuttons and slidersbut
not menus.
See also: VGetStateO, VGetltem50, and VSetltem50
Link: vidget5
WAttrib{W, 51, 52, ..., 5n) : a1, a2, ..., an - setorqueryattributes
WAttribO setsand generateswindowattributevalues. Eachstringofthe
form name=va[ue sets a value. A string with just a name is an inquiry.
First, anyrequested values areset. Then, WAttribO generates the values
ofall referenced attributes. Eachvaluehas thedata type appropriate to
theattributeitrepresents. WAttribO ignores illegalvalues,producingno
result; if all values are illegal, WAttribO fails.
WCI05e{W) : W - close window
WClo5eO closesawindow.Thewindowdisappearsfromthescreen,and
all bindings of its canvas are rendered invalid. Closing the subject
window sets &window to the null value.
Link: wopen
See also: c105eO, UncoupleO, WFlu5hO, and WOpenO
WDefault{W, 51, 52) : 53 - get default value from environment
WDefaultO returns the value ofoption52 for theprogramnamed 51 as
registeredwiththegraphicssystem.Ifnosuchvalueisavailable,orifthe
systemprovides no registry, WDefaultO fails.Appendix E Procedures 407
WDelay(W, i) : W - flush window anddelay
WDeiayO flushesanypendingoutputforwindowWandthendelaysfor
i milliseconds before returning.
Default: 1
Link: wopen
See also: delayO and WFlushO
WDone(W) - wait for "quir'event, then exit
WDoneO waits until a q or Q is entered, then terminates program
execution. Itdoes notreturn.
Link: wopen
See also: exitO and WQuitO
WFlush(W) : W- flush pending output to window
WFlushO forces theexecutionofanywindowcommandsthathavebeen
buffered internally and notyetexecuted.
See also: flushO, WCloseO, WDelayO, and WSyncO
WOpen(s1, s2, ..., sn) : W- open and return window
WOpenO creates and returns a new window having the attributes
specified by the argument list. Invalid arguments produce failure or
error,asinWAttribO. If &window is null, thenewwindowis assignedas
the subjectwindow.
Link: wopen
See also: openO, WAttribO, SubWindowO, and WCloseO
WQuit(W) : W- check for "quit" event
WQuitO consumes events until a q or Q is entered, at which point it
returns. If the eventqueue is exhausted first, WQuitO fails.
Link: wopen
See also: WDoneO408 Procedures Appendix E
WRead(W) : s - read line from window
WReadO accumulates characters typed ina windowuntil a newline or
returnisentered, thenreturns the resultingstring(withoutthenewline
orreturn). Backspaceanddeletecharactersmaybeusedfor editing.The
typedcharactersaredisplayedinthewindowifthe echoattributeis set.
Link: wopen
See also: readO, EventO, and WReadsO
WReads(W, i) : s - read characters from window
WReadsO returns the next i characters typed in a window. Backspace
anddeletecharactersmaybeusedfor editingpriortoentryofcharacter
i. Thetypedcharactersaredisplayedinthewindowiftheechoattribute
is set.
Default: 1
Link: wopen
See also: readsO, EventO, and WReadO
Writelmage(W, s, x, y, W, h) : W- write image to file
WritelmageO writesanimageoftherectangulararea (x,y,w,h) to thefile
s. Itfails ifs cannotbewritten orifthe specified area, after clippingby
the window's edges, has a width or heightof zero. The file is normally
writteninGIFformat,butsomeforms offile namesmayselectdifferent
formats onsome graphics systems.
Defaults: x, y upper-left pixel
w, h to edge ofwindow
See also: ReadlmageO
WSync(W) : W - synchronize with server
W8yncO synchronizestheprogramwiththegraphicsserverona client-
server graphics system, returning after all pending output has been
processed.Onsystemsthatmaintainsynchronizationatalltimes,W8ync()
has no effect.
See also: WFlushOAppendix E Procedures 409
WWrite(W, s1, s2, ..., sn): sn - write line to window
WWriteO writesa stringto awindowatthetextcursorposition.Thearea
behind thewritten text is setto thebackground color. Newline, return,
and tab characters reposition the cursor. An implicit newline is output
following the last argument.
Link: wopen
See also: writeO, DrawStringO, and WWritesO
WWrites(W, s1, s2, ..., sn) : sn - write partial line to window
WWriteO writesastringtoawindowatthetextcursorposition.Thearea
behind the written text is setto thebackground color. Newline, return,
andtabcharactersrepositionthecursor. UnlikeWWriteO, nonewlineis
added.
Link: wopen
See also: writesO, DrawStringO, and WWriteO
Basic Procedures
Theprocedureslistedherearebasicinthesensethattheydonotinvolve
graphics. No link declarations are needed for access; all arebuiltinto Icon.
abs(N1) : N2 - compute absolute value
absO produces the absolute value of N1.
acos(r1) : r2 - compute arc cosine
acosOproducesthearccosineof r1 intherangeof0to1tfor r1 intherange
of-1 to l.
See also: cosO
any(c, s, i1, i2) : i3 - locate initial character
anyO succeeds and produces the position after the first character of
s[i1 :i2] if thatcharacter is in c. Itfails otherwise.
Defaults: s &subject
i1 &pos ifs is defaulted, otherwise 1
i2 0410
See also: manyO and matchO
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asin(r1) : r2 - compute arc sine
asinO produces the arc sine of r1 in the range of-rt/2 to rt/2 for r1 inthe
range-1 to 1.
See also: sinO
atan(r1, r2) : r3 - compute arc tangent
atanO producesthearc tangentof r1 / r2 inthe rangeof-1tto 1twiththe
sign of r1.
Default: r2 1.0
See also: tanO
bal(c1, c2, c3, s, i1, i2) : i3, i4, ..., in - locate balancedcharacters
balO generatesthesequenceofintegerpositionsin s precedingacharac-
ter ofc1 in s[i1 :i2] that is balanced with respect to characters in c2
and c3, butfails ifthere is no such position.
Defaults: c1 &cset
c2 '('
c3 ')'
s &subject
i1 &pos ifs is defaulted, otherwise 1
i2 0
See also: findO and uptoO
center(s1, i, s2) : s3 - position string atcenter
centerO produces a stringofsize iinwhich s1 is centered,withs2used
for padding at left and right as necessary.
Defaults: i 1
s2 II II (blank)
See also: leftO and rightO
char(i) : s - produce character
char(} produces a one-character stringwhoseinternal representationis
i. The value of imustbebetween 0 and 255 inclusive.Appendix E Procedures
See also: ordO
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chdir(s) : n - change directory
chdirO changes the current directory to 5, butit fails ifthere is no such
directory or if the change cannot be made. Whether the change in
directory persists after program termination depends on the operating
systemon whichtheprogramruns.
close(f) : f - close file
c1oseO closes f.
See also: flushO and openO
copy(a1) : a2 - copy value
copYO produces a copy of a1 ifa1 is a structure; otherwise itproduces
a1. Structures contained within a copied structure are notcopied.
cos(r1) : r2 - compute cosine
cosO produces the cosine of r1 in radians.
See also: cosO
cset(a) : C - convert to cset
csetO produces a cset resulting from converting a, but fails if the
conversion is notpossible.
delay(i) : n - delay execution
delayO delays programexecution imilliseconds. This procedure is not
supportedonall platforms;ifitisnot, thereis nodelayanddelayO fails.
delete(A, a) : A- delete element
If Ais a set, deleteO deletes a from A. If Ais a table, deleteO deletes the
elementfor key a from A. deleteO produces A.
See also: insertO and memberO412 Procedures Appendix E
detab(51 ~ i1, i2, ..., in) : 52 - replace tabs byblanks
detabO produces a string based on s1 in which each tab character is
replaced by one or more blanks. Tab stops are at i1, i2, "0' in, with
additional stops obtainedbyrepeating the lastinterval.
Default: i1 9
See also: entabO
dtor(r1) : r2 - convert degrees to radians
dtorO produces the radianequivalentof r1 given in degrees.
See also: rtodO
entab(51, i1, i2, ..., in) : 52 - replace blanks by tabs
entabO produces a string based on s1 in which runs of blanks are
replaced by tabs. Tab stops are at i1, i2, ..., in, with additional stops
obtainedby repeating the last interval.
Default: i1 9
See also: detabO
exit(i) - exitprogram
exitO terminates programexecution withexit status i.
Default: normal exit (machine dependent)
See also: stopO
exp(r1) : r2 - compute exponential
expO produces the mathematical constant e (2.71828...) raised to the
power r1.
See also: logO and N1 I\. N2
find(51, 52, i1, i2) : i3, i4, ..., in - find string
findO generatesthesequenceofintegerpositionsins2atwhichs1 occurs
as a substringin s2[i1 :i2], but fails if there is nosuch position.Appendix E Procedures
Defaults: s2 &subject
i1 &pos ifs2 is defaulted, otherwise 1
i2 0
See also: balO, matchO, and uptoO
flU5h(f) : f - flush output
flushO flushes any accumulated outputfor file f.
See also: closeO
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get(L) : a - get value from list
getO producestheleft-mostelementofLandremovesitfrom L, butfails
if Lis empty. getis a synonymfor pop.
See also: popO, pullO, pushO, and putO
getenv(51) : 52 - get value ofenvironment variable
getenvO produces the value of the environmentvariable s1, butfails if
s1 is not setor ifenvironmentvariables are notsupported.
iand(i1, i2) : i3 - compute bit-wise and
iandO produces an integerconsisting of the bit-wise AND of i1 and i2.
See also: icomO, iorO, ishiftO, and ixorO
icom(i1): i2 - compute bit-wise complement
icomO produces the bit-wisecomplementofi1.
See also: iandO, iorO, ishiftO, and ixorO
image(a) : 5 - produce string image
imageO produces a string image of a.
in5ert(A, a1, a2) : A - insert element
If A is a table, insertO insertskeya1withvaluea2 intoA.IfA is a set,
insertO inserts a1 into A. insertO produces A.414
Default: a2 &null
See also: deleteO and memberO
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integer(a) : i-convert to integer
integerO produces theinteger resulting from converting a,butitfails if
the conversion is notpossible.
See also: numericO and realO
ior(i1, i2) : i3 - compute bit-wise inclusive or
iorO produces the bit-wise inclusive OR of i1 and i2.
See also: iandO, icomO, ishiftO, and ixorO
i5hift(i1, i2) : i3 - shift bits
ishiftO produces the result of shifting the bits in i1 by i2 positions.
Positive values of i2 shift to the left with zero fill; negative values of i2
shift to the rightwith sign extension.
See also: iandO, icomO, iorO, and ixorO
ixor(i1, i2) : i3 - compute bit-wise exclusive or
ixorO produces the bit-wise exclusive OR of i1 and i2.
See also: iandO, icomO, iorO, and ishiftO
key(T) : a1, a2, ..., an - generate keys from table
keyO generates the keys of table T.
See also: !a
left(51, i, 52) : 53 - position string atleft
leftO producesa stringofsize iinwhichs1 is positionedatthe left, with
s2 used for padding at the right as necessary.
Defaults: i 1
s2 II II (blank)
See also: centerO and rightOAppendix E Procedures
1i5t(i, a) : L - create list
listO produces a list ofsize i inwhicheachvalue is a.
Defaults: i 0
a &null
See also: [a1, a2, ..., an]
log(r1, r2) : r3 - compute logarithm
logO produces the logarithmof r1 to the base r2.
Default: r2 &e (2.71828 ... )
See also: expO
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many(c, 5, i1, i2) : i3 -locate many characters
manyO succeeds and produces the positionin s after the longest initial
sequenceofcharactersincwithin s[i1:i2].Itfailsiftheinitialcharacteris
not in c.
Defaults: s &subject
i1 &pos ifs is defaulted, otherwise 1
i2 0
See also: anyO and matchO
map(51, 52, 53) : 54 - map characters
mapO produces a string of size *s1 obtained by mapping characters
ofs1 that occur ins2 into corresponding characters ins3.
Defaults: s2 string(&ucase)
s3 string(&lcase)
match(51, 52, i1, i2) : i3 - match initial string
matchO producesthepositionbeyondtheinitialsubstringofs2[i1 :i2], if
any, that is equal to s1; otherwise it fails.
Defaults: s2 &subject
i1 &pos ifs2 is defaulted, otherwise 1
i2 0
See also: =s, anyO, and manyO416 Procedures Appendix E
member(A, a) : a - test for membership
IfAis a set, memberO succeedsif a is a memberofAbutfails otherwise.
IfAisa table,memberOsucceedsifaisakeyofanelementinA,butit fails
otherwise. memberO produces a ifitsucceeds.
See also: deleteO and insertO
move(i) : 5 - move scanningposition
moveO produces &subjeet[&pos:&pos + i] andassigns &pos + i to &pos/
butfailsif i is outofrange. moveO reverses theassignmentto &posifit
is resumed.
See also: tabO
numeric(a) - convert to numeric
numerieO producesanintegerorrealnumberresultingfromconverting
a, butfails ifthe conversionis not possible.
See also: integerO and realO
open(51, 52) : f - open file
openO produces a file resulting from opening s1 according to options
given in s2, but fails ifthe file cannotbe opened. The options are:
character
IIr
n
IIW"
"all
"b"
·e"
IIgil
lip"
"t"
"u"
effect
open for reading
open for writing
open for writing inappend mode
open for reading andwriting
create file
openwindow for graphics
open a pipe to or from command s1 (not available
on all platforms)
translate line termination sequences to linefeeds
do not translate line termination sequences to
linefeeds
Thedefaultmodeis to translateline terminationsequencesto linefeeds
on input and conversely on output. The untranslated mode should be
used when reading andwritingbinary files.Appendix E Procedures
Default: s2 "rt"
See also: close()
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ord(s) : i-produce ordinal
ord() producesaninteger(ordinal)between0and255 thatis theinternal
representationof the one-characterstring s.
See also: char()
pop(L) : a - pop from list
pop()producestheleft-mostelementof Landremovesitfrom L,butfails
if Lis empty. pop is a synonymfor get.
See also: get(), pull(), push(), and put()
pos(i1) : i2 - test scanning position
pos() produces &pos if i1 orits positiveequivalentis equal to &posbut
fails otherwise.
See also: &pos and &subject
pull(L) : a - pull from list
pull() produces the right-most element of Land removes it from L, but
fails if Lis empty.
See also: get(), pop(), push(), and put()
push(L, a1, a2, ... an) : L - push onto list
push() adds a1 ,a2, ...,an totheleftendof Landproduces L. Valuesare
addedto theleftintheordera1, a2, ... , an,so anbecomestheleft-most
elementof L. Ifnovalue to add is given, a nullvalue is added.
See also: get(), pop(), pull(), and put()
put(L, a1, a2, ... an) : L - put onto list
put() addsa1, a2, ..., anto therightendof Landproduces L.Ifnovalue
toadd is given, a nullvalue is added.
See also: get(), pop(), pull(), and push()418 Procedures Appendix E
read(f) : 5 - read line
readO produces thenextline from f, butit fails onanend offile.
Default: f &input
See also: readsO
read5(f, i) : 5 - read string
readsOproducesa stringconsistingofthenexticharactersfromf, orthe
remaining characters off iffewer remain, but fails on anend offile. In
readsO,unlikereadO,lineterminationsequenceshavenospecialsignifi-
cance. readsO should be used for readingbinary data.
Defaults: f &input
1
See also: readO
real(a) : r - convert to real
realO producesarealnumberresultingfromconverting a,butfailsifthe
conversion is notpossible.
See also: integerO and numericO
remove(5): n - remove file
removeO removes (deletes) the file named 5, but fails if 5 cannot be
removed.
See also: renameO
rename(51, 52) : n - rename file
renameO renames the file named 51 to be 52, but fails ifthe renaming
cannotbe accomplished.
See also: removeO
repl(51, i) : 52 - replicate string
replO produces a stringconsisting ofi concatenationsof51.Appendix E Procedures
reverse(s1) : s2 - reverse string
rever5eO produces a string consisting ofthe reversal of51.
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right(s1, i, s2) : s3 - position string atright
rightO produces a string ofsize i in which s1 is positioned at the right,
withs2 used for paddingat the left as necessary.
Defaults: i 1
52 II II (blank)
See also: centerO and leftO
rtod(r1) : r2 - convert radians to degrees
rtodO produces the degree equivalent of r1 given in radians.
See also: dtorO
runerr(i, a) - terminate execution with run-time error
runerrO terminatesprogramexecutionwitherror i andoffendingvalue
a.
Default: no offendingvalue
seek(f, i) : f - seek to position in file
seekO seeks to position i in fbut fails ifthe seek cannotbe performed.
Thefirst byteinthefile is atposition1. seek(f, 0) seeks to theend offile
f. If iis negative, the positionis relative to the end of the file.
See also: whereO
seq(i1, i2) : i3, i4, ... - generate sequence ofintegers
5eqO generates an endless sequence of integers starting at i1 with
increments of i2.
Defaults: i1 1
i2 1
See also: i1 to i2 by i3420 Procedures Appendix E
set(L) : S - create set
setO produces a setwhosemembers are thedistinctvaluesinthelist L.
Default: L [ ]
sin(r1) : r2 - compute sine
sinO produces the sine of r1 given in radians.
See also: asinO
sort(A, i) : L - sortstructure
sortO producesa listcontainingvaluesfromA.IfAisa list,record,orset,
sortO produces the values of A in sorted order. If A is a table, sortO
produces a listobtainedbysortingtheelements ofA, dependingonthe
value of i. For i=1 or 2, the list elements are two-element lists ofkey/
valuepairs.For i=3or4, thelistelementsarealternativekeysandvalues.
Sorting isby keys for i odd, byvalues for i even.
IfAcontainsmultipletypes,theelementsofeachtypearesortedtogether
andthe typesare sortedin this order: null, integer, real, string, cset,file,
procedure, list, set, table, and finally record types.
Default: 1
See also: sortf0
sortf(A, i) : L - sort structure by fields
sortfO produces a sorted list of the values of A. Sorting is primarilyby
type and in most respects is the same as with sortO. However, among
listsandamongrecords, twostructuresareorderedbycomparingtheir
ithfields. icanbenegativebutnotzero. Twostructureshavingequalith
fields are ordered as they would be in regular sorting, but structures
lacking an ith field appearbefore structureshaving them.
Default: 1
See also: sortO
sqrt(r1) : r2 - compute square root
sqrtO produces the square root of r1.
See also: N1 1\ N2Appendix E Procedures 421
stop(a1, a2, ..., an) - stop execution
stopO terminates program execution with an error exit status after
writing strings a1, a2, ..., an. Ifai is a file, subsequent output is to ai.
Initial outputis to standard error output.
Default: ai 1111 (emptystring)
See also: exitO and writeO
string(a) : s - convert to string
stringO produces a string resulting from converting a, but fails if the
conversion is not possible.
system(s) : i-callsystem function
systemOcallstheClibraryfunctionsystem toexecute S andproducesthe
resulting integer exit status. This procedure is not available on all
platforms.
tab(i) : s - set scanning position
tabO produces &subject[&pos:i] andassigns i to &pos, butfails if iis out
ofrange. Itreverses the assignment to &pos ifit is resumed.
See also: moveO
table(a) : T - create table
tableO produces a table with a default value a.
Default: a &null
tan(r1) : r2 - compute tangent
tanO produces the tangentof r1 given inradians.
See also: atanO
trim(s1, c) : s2 - trim string
trimO produces a string consisting of the characters ofs1 up to the
trailingcharacters contained in c.
Default: c I I (blank)422 Procedures Appendix E
type(a) : s - produce type name
typeO produces a string corresponding to the type of a.
upto(c, s, i1, i2) : i3, i4, ... in - locate characters
uptoO generates the sequence of integer positions in s preceding a
character of c in s[i1 :i2]. Itfails if there is no suchposition.
Defaults: s &subject
i1 &pos if s is defaulted, otherwise 1
i2 0
See also: balO and findO
where(f) : i-produce position in file
whereO produces the currentbyte positionin f. The first bytein the file
is at position 1.
See also: seekO
write(a1, a2, ..., an) : an - write line
writeO writes strings a1, a2, ..., an with a line termination sequence
added atthe end.Ifai is a file, subsequentoutputis to ai. Initial output
is to standard output.
Default: ai 1111 (empty string)
See also: writesO
writes(a1, a2, ..., an) : an - write string
writesO writesstringsa1,a2, ...,anwithouta lineterminationsequence
addedatthe end.Ifai is a file, subsequentoutputis to ai. Initialoutput
is to standard output.
Default: ai 1111 (empty string)
See also: writeOAppendix F
Keywords
Keywords in Icon are global names that have a special notation (an identifier
precededby an ampersand) and sometimes have special behavior. Some key-
words can be assigned a value; these variable keywords are indicated in the
individual descriptions.
&ascii : c - ASCII characters
Thevalue of &ascii is a csetconsisting of the 128 ASCII characters.
&clock : s - time ofday
The value of &clock is a string consisting of the current time ofdayin
the form hh:mm:ss, as in "19:21 :00".
&col : i-mouse column
The value of &col is normally the column location of the mouse at the
timeofthelastreceivedwindowevent.Ifawindowisopen,&colalsocan
be changed by assignment, which affects &x, or as a side effect of
assignment to &x.
&control : n - state ofcontrol key during window event
Thevalue of&control is the null valueifthecontrol keywasdepressed
at the time ofthe lastreceived window event; otherwise, a reference to
&control fails.
&cset : c - allcharacters
Thevalue of &cset is a csetconsisting ofall 256 characters.
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&date : 5 - date
The value of &date is the current date in the form ywy/mm/dd, as in
"1997/10/31 ".
&dateline : 5 - date and time ofday
Thevalueof&dateline is thecurrentdateandtimeofday,asin"Friday,
October 31, 1997 7:21 pm".
&digit5 : c - digits
Thevalue of&digits is a cset containing the ten digits.
&dump : i-termination dump
If the value of&dump is nonzero at the time of program termination, a
dump in the style ofdisplayO is provided. &dump is zero initially.
&e : r - base ofnatural logarithms
The value of&e is thebase of the natural logarithms, 2.71828....
&errout : f - standard erroroutput
The value of &errout is the standard erroroutputfile.
&fail - failure
The keyword &fail produces no result.
&feature5 : 51, 52, ..., 5n - implementation features
Thevalue of&features generates strings identifying the features ofthe
executingversion ofIcon.
&h05t : 5 - hostsystem
The value of&host is a string that identifies the host system on which
Icon is running.
&input : f - standard input
Thevalue of&input is the standardinputfile.Appendix F Keywords 425
&interval : i-elapsed time between window events
The value of &interval is the time, in milliseconds, between the last
receivedwindoweventandthepreviouseventinthatwindow.&interval
is zeroifthis information is not available.
&Icase : c - lowercase letters
Thevalue of &Icase is a cset consisting of the 26 lowercase letters.
&Idrag : i-left-button drag event
Thevalue of &Idrag is the integer that represents the eventofdragging
the mouse with the left button depressed.
&Ietters : c - letters
Thevalue of &Ietters is a csetconsisting ofthe52 upper- andlowercase
letters.
&Ipress: i -left-button press event
Thevalue of &Ipress is the integerthat represents theeventofpressing
the left mouse button.
&Irelease : i-left-button release event
Thevalueof &Ireleaseistheintegerthatrepresentstheeventofreleasing
the left mouse button.
&mdrag : i-middle-button drag event
Thevalueof&mdrag is theintegerthatrepresentstheeventofdragging
the mousewith the middlebutton depressed.
&meta : n - state ofmeta key during window event
Thevalueof&metais thenullvalueifthemetakeywasdepressedatthe
timeofthelastreceivedwindowevent; otherwise,a referenceto &meta
fails.426 Keywords Appendix F
&mpress : i-middle-button press event
Thevalueof &mpressis theintegerthatrepresentstheeventofpressing
the middle mousebutton.
&mrelease : i-middle-button release event
The value of &mrelease is the integer that represents the event of
releasing the middle mousebutton.
&null : n - null value
Thevalue of&null is the null value.
&output : f - standard output
Thevalue of&output is the standard outputfile.
&phi : r - golden ratio
Thevalue of&phi is the golden ratio, 1.61803....
&pi : r - ratio ofcircumference to diameter ofa circle
Thevalueof &pi istheratioofthecircumferenceofacircletoitsdiameter,
3.14159....
&pos : i-scanning position
Thevalueof &pos is the positionofscanningin&subject. Thescanning
position may be changed by assignment to &pos. Such an assignment
fails ifitis outofrange of &subject.
&progname : s - program name
The value of &progname is the file name of the executing program. A
string canbe assigned to &progname to replace its initial value.
&random : i-random seed
Thevalueof &randomistheseedfor thepseudo-randomsequence.The
seed may be changed by assignment to &random. &random is zero
initially.Appendix F Keywords 427
&rdrag : i - right-button drag event
Thevalue of &rdrag is theintegerthatrepresents theeventofdragging
the mousewiththe rightbuttondepressed.
&resize : i-window resize event
The value of &resize is the integer that represents a window resizing
event.
&row : i-mouse row location
Thevalue of &row is normally the column location of the mouse at the
time ofthe last received window event.Ifa windowis open, &rowalso
can be changed by assignment, which affects &y, or as a side effect of
assignment to &y.
&rpress : i - right-button press event
Thevalue of &rpress is theinteger thatrepresents theeventofpressing
the right mousebutton.
&rrelease : i - right-button release event
Thevalue of &rrelease is the integer thatrepresents theeventofreleas-
ing the rightmousebutton.
&shift : n - state ofshift key during window event
Thevalueof &shiftis thenullvalueiftheshiftkeywas depressedatthe
time of the last received windowevent; otherwise, a reference to &shift
fails.
&subject : 5 - subject ofscanning
Thevalueof&subjectisthestringbeingscanned.Thesubjectofscanning
maybechangedbyassignmentto &subject.
&time : i-elapsed time
The value of &time is the number of milliseconds of CPU time since
beginning ofprogramexecution.428 Keywords Appendix F
&trace : i-procedure tracing
Proceduretracingisenabledbyassigninganonzerointegerto&trace. A
trace message is produced when a procedure is called, returns, sus-
pends,orisresumed.&traceisdecrementedforeachmessageproduced.
&trace is zero initially.
&ucase : c - uppercase letters
Thevalue of &ucase is a csetconsistingofthe 26 uppercase letters.
&version : s - Icon version
Thevalue of &version is a string identifying the version ofIcon.
&window : W - subject window
The value of &window is the subject window, the default window for
most graphics procedures.Itmaybechangedby assignment.Ifthere is
no subject window, &window is null.
&x : i-mouse x-coordinate
Thevalueof &x is normallythe x-coordinate ofthe mouseatthetimeof
the last received window event. If a window is open, &x also can be
changedbyassignment,whichaffects &col, oras a sideeffect ofassign-
ment to &col.
&y : i-mouse y-coordinate
Thevalueof &y isnormallythey-coordinateofthemouseatthetimeof
the last received window event. If a window is open, &y also can be
changed by assignment, which affects &row, or as a side effect of
assignment to &row.AppendixG
WindowAttributes
Window attributes describe and control various characteristics of a window.
Someattributesarefixed andcanonlyberead; otherscanbesetonlywhenthe
window is opened. Mostcanbe changed at any time.
There are two classes ofattributes: canvas attributes andgraphics context
attributes. In general, canvas attributes relate to aspects of the window itself,
whilegraphicscontextattributesaffectdrawingoperations. Alternategraphics
contexts, each with its own set of graphics context attributes, are created by
CloneO. Canvas attributes, however, are sharedby all clones ofa window.
Initial attribute settings can be passed as arguments to WOpenO or
CloneO. For an existing window, attributes can be read or written by calling
WAttribO.Incaseofduplicateattributes,thelastoneapplies.Specificprocedures
alsoexistfor readingorwritingcertainattributes;thesearenotedinthe See also
sections ofthe individual attribute descriptions.
Inthetables thatfollow, theletter Rindicatesattributesthatcanberead
by WAttribO and the letter W indicates attributes that can be written - either
initiallyorbycalling WAttribO. Writable graphicscontextattributesalsocanbe
setby CloneO.
429430
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The following attributes are associated with a canvas and sharedbyall
windows thatreference that canvas.
Usage Canvas Attribute Interpretation
R, W label window label (title)
R, W pos, posx, posy window position onscreen
R, W resize user resizing flag
R, W size, height, width window size, inpixels
R, W rows, columns window size, in characters
W image initial canvas contents
R, W canvas windowvisibility state
W iconpos icon position
R, W iconlabel icon label
R, W iconimage icon image
R, W echo character echoing flag
R, W cursor text cursorvisibility flag
R, W x, y cursor location, inpixels
R, W row, col cursor location, incharacters
R, W pointer pointer (mouse) shape
R, W pointerx, pointery pointer location, in pixels
R, W pointerrow, pointercol pointer location, incharacters
R, W display device onwhich thewindow appears
R depth displaydepth, inbits
R displayheight display height, in pixels
R displaywidth displaywidth, in pixelsAppendix G Window Attributes
Graphics Context Attributes
The following attributes are associated with graphics contexts.
Usage Graphics Attribute Interpretation
R, W fg foreground color
R, W bg background color
R, W reverse color reversal flag
R, W drawop drawingoperation
R, W gamma color correction factor
R, W font text font
R fheight, fwidth maximumcharacter size
R ascent, descent dimensions from baseline
R, W leading vertical advancement
R, W linewidth line width
R, W linestyle line style
R, W fillstyle fill style
R, W pattern fill pattern
R, W clipx, clipy clipping rectangle position
R, W c1ipw, c1iph clipping rectangle extent
R, W dx,dy outputtranslation
431432
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ascent - text font ascent
The read-only graphics context attribute ascent gives the distance, in
pixels, thatthe currenttext font extends above thebaseline.
See also: descentand fheight
bg - backgroundcolor
The graphics contextattribute bg specifies currentbackground color.
Initial value: "white"
See also: fg, drawop, gamma, reverse, and 890
canvas - window visibility
The canvas attribute canvas specifies the windowvisibility.
Values: "hidden", "iconic", "normal", "maximal"
Initial value: "normal"
See also: LowerO and RaiseO
cliph - heightofclipping region
The canvas attribute cliph specifies the heightof the clippingregion.
Initial value: &null (clipping disabled)
See also: clipw, c1ipx, c1ipy, and CliPO
clipw - width ofclipping region
The graphics context attribute clipw specifies the width of the clipping
region.
Initial value: &null (clipping disabled)
See also: cliph, clipx, c1ipy, and CliPO
clipx - x-coordinate ofclipping region
Thegraphicscontextattributeclipxspecifiestheleftedgeoftheclipping
region.Appendix G Window Attributes
Initial value: &null (clipping disabled)
See also: cliph, c1ipw, c1ipy, and CliPO
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clipy - y-coordinate ofclipping region
Thegraphicscontextattributeclipyspecifiesthetopedgeoftheclipping
region.
Initial value: &null (clipping disabled)
See also: c1iph, c1ipw, c1ipx, and CliPO
col - text cursorcolumn
The canvas attribute col specifies the horizontal position of the text
cursor, measured in characters.
See also: cursor, row, x, and y
columns - window width in characters
The canvas attribute columns specifies the number of text columns
available using the current font.
Initial value: 80
See also: rows and width
cursor - text cursor visibility flag
The canvas attribute cursorspecifies whetherthe textcursor is actually
visibleonthescreen. Thetextcursorappears onlywhentheprogramis
blockedwaiting for input.
Values: "on", "off"
Initial value: "off"
See also: col, echo, row, x, andy
depth - numberofbits perpixel
Theread-onlycanvasattributedepth gives thenumberofbits allocated
to eachpixelby the graphics system.
descent - text font descent434 Window Attributes Appendix G
The read-only graphics context attribute descent gives the distance, in
pixels, that the current text font extendsbelow the baseline.
See also: ascent and fheight
display - name ofdisplay screen
The canvas attribute display specifies the particular monitor on which
thewindow appears.Itcannotbechanged after thewindowis opened.
displayhelght - height ofdisplay screen
Theread-onlycanvasattributedisplayheightgivestheheightinpixelsof
the display screenonwhich the window is placed.
See also: displaywidth
displaywidth - width ofdisplay screen
Theread-onlycanvas attribute displaywidth gives thewidthinpixelsof
the display screen onwhich the window is placed.
See also: displayheight
drawop - drawing mode
Thegraphicscontextattributedrawop specifiesthewayinwhichnewly
drawnpixelsarecombinedwiththepixelsthatarealreadyinawindow.
Values: "copy", "reverse"
Initial value: "copy"
See also: bg, fg, and reverse
dx - horizontal translation
The graphics context attribute dx specifies a horizontal offset that is
added to the x value ofeverycoordinate pairbefore interpretation.
Initial value: 0
See also: dy
dy - vertical translation
Thegraphicscontextattributedyspecifies a vertical offsetthatisaddedAppendix G Window Attributes
to the y value ofevery coordinatepairbefore interpretation.
Initial value: 0
See also: dx
435
echo - characterechoing flag
Thecanvasattributeechospecifieswhetherkeyboardcharactersreadby
WReadO and WReadsO are echoed in the window. When echoing is
enabled, the characters are echoed atthe text cursorposition.
Values: "on", "off"
Initial value: "on"
See also: cursor, WReadO, and WReadsO
fg - foreground color
Thegraphicscontextattributefg specifies the currentforeground color.
Initial value: "black"
See also: bg, drawop, gamma, reverse, and FgO
fheight - text font height
Theread-onlygraphicscontextattributefheight givestheoverallheight
ofthecurrent text font.
See also: ascent, descent, fwidth, and leading
fillstyle - area filling style
Thegraphicscontextattributefillstyle specifieswhetherapatternistobe
used when drawing. The fill style affects lines and text as well as solid
figures. The pattern itself is setbythe pattern attribute.
Values: "solid", "textured", "masked"
Initial value: ·solid"
See also: Iinestyle and pattern
font - text font name
The graphics context attribute font specifies the current text font.436
Initial value: "fixed"
See also: FontO
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fwidth - text font width
The read-only graphics context attribute fwidth gives the width of the
widestcharacter ofthe current text font.
See also: fheight
gamma - colorcorrection factor
The graphics context attribute gamma specifies the amount of color
correction applied when converting between Icon color specifications
andthoseoftheunderlyinggraphicssystem. A valueof1.0 resultsinno
color correction. Largervaluesproduce lighter, less saturated colors.
Values: real values greater thanzero
Initial value: systemdependent
See also: fg and bg
height - window height in pixels
The canvas attribute height specifies the height of the window.
Initial value: enough for 12 lines of text
See also: rows, size, and width
iconimage - window image when iconified
The canvas attribute iconimage names a file containing an image to be
used as the representation of the windowwheniconified.
Initial value: 1111
See also: iconlabel, iconpos, and image
iconlabel - window label when iconified
Thecanvasattributeiconlabelspecifiesalabeltobeusedastherepresen-
tation of thewindowwhen iconified.
Initial value: initial value of label attribute
See also: iconimage, iconpos, and labelAppendix G Window Attributes 437
iconpos - window position when iconified
The write-only canvas attribute iconpos specifies the location of the
iconified window as a string containing comma-separated x- and y-
coordinates.
See also: iconimage and iconlabel
image - source ofwindow contents
Thewrite-onlycanvasattribute imagenamesa file containinganimage
to be used as the initial contents of a windowwhen itis opened.
See also: iconimage
label - window label
The canvas attribute label specifies a title used to identifythe window.
Initial value: ""
See also: iconlabel
leading - text line advancement
The graphics context attribute leading specifies the vertical spacing of
successive lines oftextwrittenina window.
Initial value: font height
See also: fheight
Iinestyle-line style
Thegraphicscontextattributelinestylespecifiestheformofdrawnlines.
Values: "solid", "dashed", "striped"
Initial value: "solid"
See also: fillstyle and Iinewidth
Iinewidth-line width
The graphics context attribute linewidth specifies the width of drawn
lines.
Initial value: 1
See also: linestyle438 Window Attributes Appendix G
pattern - filling pattern specification
Thegraphicscontextattribute pattern specifies theparticularpatternto
be used for drawing when the fillstyle attribute is set to "textured" or
"masked".
Values: "black", "verydark", "darkgray", "gray", "Iightgray",
"verylight", "white", "vertical", "diagonal", "horizontal",
"grid", "trellis", "checkers", "grains", "scales", "waves",
"width,#hexdigits"
Initial value: "black"
See also: fillstyle and PatternO
pointer - shape ofmouse indicator
Thecanvas attribute pointerspecifies theshape ofthe figure thatrepre-
sents the mouse position.
Values: systemdependent
Initial value: systemdependent
See also: pointercol, pointerrow, pointerx, and pointery
pointercol - mouse location column
The canvas attribute pointercol gives the horizontal position of the
mouse in terms of text columns.
See also: pointer, pointerrow, pointerx, and pointery
pointerrow - mouse location row
Thecanvasattribute pointerrow gives theverticalpositionofthemouse
in terms of text lines.
See also: pointer, pointercol, pointerx, and pointery
pointerx - mouse location x-coordinate
The canvas attribute pointerx specifies the horizontal position of the
mouse inpixels.
See also: pointer, pointercol, pointerrow, and pointeryAppendix G Window Attributes 439
pointery - mouse location y-coordinate
Thecanvasattribute pointeryspecifiestheverticalpositionofthemouse
in pixels.
See also: pointer, pointercol, pointerrow, and pointerx
pos - position ofwindow on display screen
The canvas attribute pos specifies the window position as a string
containingcomma-separated x- andy-coordinates. Attemptstoreador
write the position fail if the canvas is hidden.
See also: posx and posy
posx - x-coordinate ofwindow position
The canvas attribute posx specifies the horizontal window position.
Attempts to read or write the position fail if the canvas is hidden.
See also: pos and posy
posy - y-coordinate ofwindow position
The canvas attribute posy specifies the vertical window position. At-
tempts to read orwrite the position fail if the canvas is hidden.
See also: pos and posx
resize - userresizing flag
Thecanvasattributeresizespecifieswhethertheuserisallowedtoresize
thewindowbyinteractionwith the graphics system.
Values: "on", "off"
Initial value: "off"
reverse - color reversal flag
Thegraphicscontextattribute reverseinterchangestheforegroundand
backgroundcolors when it is changed from "off" to "on" or from ·on" to
"off
ll
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Values: "on", "off"
Initial value: "off"
See also: bg, fg, and drawop440 Window Attributes Appendix G
row - text cursor row
Thecanvasattributerowspecifiestheverticalpositionofthetextcursor,
measured incharacters.
See also: cot cursor, x, and y
rows - window heightin characters
The canvas attribute rows specifies the number of text lines available
using the currentfont.
Initial value: 12
See also: columns and height
size - window size in pixels
Thecanvasattributesizespecifiesthewindowsizeasastringcontaining
comma-separatedwidthand height values.
Initial value: enough for 12 lines of80-column text
See also: columns, height, rows, and width
width - window width in pixels
The canvas attribute width specifies thewidth of the window.
Initial value: enough for 80 columns oftext
See also: columns, height, and size
x- text cursorx-coordinate
Thecanvasattributexspecifiesthehorizontalpositionofthetextcursor,
measured inpixels.
See also: col, cursor, row, and y
y - text cursory-coordinate
The canvas attribute y specifies the vertical position of the text cursor,
measured inpixels.
See also: col, cursor, row, and xAppendix H
Palettes
Palettes are predefined sets ofcolors that are used with DrawlmageO. Palettes
also can be used to limit the colors used by ReadlmageO. These procedures,
along with others for obtaining information about palettes, are described in
Chapter 8.
This appendixdocuments thecontentsofIcon'spalettesandservesasa
referencefor theprogrammer.Itisdifficult, though,tounderstanda palettejust
by reading about it. The program palette, which displays and labels the colors
ofthe palette, provides a clearer introduction.
Grayscale Palettes
Icon's grayscale palettescontaincolorless shades thatrange fromblack
to white in 1 to 255 equal steps.
For the g2 through g64 palettes, the n shades are labeled from black to
white using the first n characters of this list:
0123456789ABC ... XYZabc ... xyz{}
Figure H.I illustrates several of these grayscale palettes, with their labels.
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FigureH.t
Small Grayscale Palettes
Grayscale palettes through
964arelabeledusingprint-
able characters. 4
3
2
3
2
cegikmoqsuwy{
dfhjlnprtvlCz}
9 ABC 0 E F
IJICL.NOPQRSTUV
01234567
01234567 89ABCO E F
02468ACEGIKMOQSU
13579BOFHJ lNPRTV
g4
g5
g6
g2
g3
g32
g64
g16
441442 Palettes Appendix H
Forthe 965 through9256palettes, theshadesarelabeledusingthefirst
n charactersof &cset. Anexampleappears in figure H.2.
965 \xOO \x05 \n \xOf \x14 \x19 \xle
\x01 \x06 \v \xlO \x15 \xla \xlf
\x02 \x07 \f \xll \x16 \e
\x03 \b \r \x12 \xl? \xlc
\x04 \ t \xOe \x13 \x18 \xld
2 7 < A LargerGrayscalePalette
3 8 "Unprintable" characters
I 4 9 > areshowninhexadecimal.
+ 0 5
1 6 @ FigureH.2
The c1 Palette
The palette c1, shown in Plate 8.1, is designed for constructing color
imagesbyhand.Itisbasedon Icon'scolor-namingsystemandisdefinedbythe
table below.
hue deep dark medium light pale weak
black 0
gray 1 2 3 4 5
white 6
brown ! p ? C 9
red n N A a # @
orange 0 0 B b $ %
red-yellow p P C c & I
yellow q Q D d I
yellow-green r R E e ,
green s S F f + -
cyan-green t T G 9 * /
u U H h
,
I cyan
blue-eyan v V I i < >
blue w W J j ( )
purple x X K k [ ]
magenta y Y L I { }
magenta-red z Z M m 1\ =
pink 7
violet 8
Note that in the Icon color-naming system, "dark brown" and "light
brown" are the same as two shades ofred-yellow.Appendix H Palettes
Uniform Color Palettes
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Programs that compute images can more easily use a palette having
colorsthatareinsomesense"equallyspaced".Thee2, e3, e4,c5,ande6palettes
are organized in this way. The larger palettes allow better color selection and
subtlershadingsbutuseupmoreofthelimitednumberofsimultaneouscolors.
For any of these en palettes, the palette provides n levels of each RGB
primarycolor; lettingm = n-I,theselevels rangefroma(off) tom (fullon). The
palettealsoprovidesallthecolorsthatcanbeobtainedbymixingdifferentlevels
oftheprimariesinanycombination. Mixingequallevelsproducesblack(0,0,0),
white (m,m,m), or a shade ofgray. Mixing unequal levels produces colors.
Each en palette also provides (n -1)2additional shadesofgrayto allow
betterrenderingofmonochromeimages.n-1intermediateshadesareaddedin
eachintervalcreatedbytheoriginaln regularachromaticentries, givinga total
ofn2 - n + 1 grayscale entries.
Thelistsbelowspecifythecharactersusedbyeachpalette.Then3regular
entries are ordered from (0,0,0) to (m,m,m), black to white, with the blue
componentvaryingmostrapidlyandtheredcomponentvaryingmostslowly.
These are followed in the right column by the additional shades of gray from
darkest to lightest.
e2:
e3:
e4:
e5:
e6:
kbgermyw
@ABCDEFGHIJKLMNOPQRSTUVWXYZ
0123456789ABC...XYZabe...wxyz{}
\000\001 yz{I
\000\001 \327
x
abed
$%&*-/?@
}-\d\200\201 ... \214
\330\331 ... \360
Forexample, the regular portionofthe e3 palette is interpreted this way:
char. r g b char. r g b char. r g b
@ 0 0 0 I 1 0 0 R 2 0 0
A 0 0 1 J 1 0 1 S 2 0 1
B 0 0 2 K 1 0 2 T 2 0 2
C 0 1 0 L 1 1 0 U 2 1 0
0 0 1 1 M 1 1 1 V 2 1 1
E 0 1 2 N 1 1 2 W 2 1 2
F 0 2 0 0 1 2 0 X 2 2 0
G 0 2 1 P 1 2 1 Y 2 2 1
H 0 2 2 Q 1 2 2 Z 2 2 2444 Palettes Appendix H
The complete set of grayscale entries in c3, merging regular and extra
entries, is @abMcdZ (fromblack to white). (For any palette p, PaletteGrays(p)
produces a string thatenumerates the merged grayscale entries.)
The sizes of c5 and c6 require that they include some nonprinting
characters, sotheyarebettersuitedfor computed imagesthandirectspecifica-
tion.
PIate8.1 showsallthecolorpalettesasdisplayedbythepaletteprogram.
Foreachoftheuniformcolorpalettes,then3regularentriesappearfirst. Theyare
followedbythegrayscaleentries,includingduplicatesfromtheregularportions
plus the extra grayscale entries.Appendix I
Drawing Details
Sometimesit's important to know exactlywhich pixels are drawnby graphics
procedures. Experimentation can be helpful, but it also can be misleading
because in some cases the same program can produce different results on
differentgraphics systems.
This appendix describes some of the finer points ofgraphical outputin
Icon. The specifications givenhere applyto all graphics systems. Manydetails
are left unspecified, however; these may vary, depending on the particular
graphics system.
Most of the sections that follow are accompanied by illustrative ex-
amples.Eachfigure'scaptioncontainsthecodethatwasusedtodrawthefigure.
Lines
Alinesegmentincludesthetwoendpointsandallpixelsinbetween.For
slantedlines,theprecisemeaningof"inbetween"mayvary.A linedrawnfrom
point A topoint Bis identical to a line drawn from Bto A.
Ifthe Iinewidth attributeissetgreaterthan1,widelinesaredrawn.Wide
lines are centered on the path between the endpoints and project beyond the
endpointsby approximately halfthe line width. If the line width is even, it is
honoredevenifthatrequiresdrawingthelineoff-eenterina system-dependent
manner.
Whenthe Iinestyle attributeis setto "dashed" or "striped", thedetails of
the line breaks are system-dependent.
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DrawLineO withTwo LineWidths
WAttrib(llinewidth=7", "fg=pale gray")
DrawLine(O, 0, 0, 15, 20, 15, 10, 0)
WAttrib(llinewidth=1", "fg=black")
DrawLine(O, 0, 0, 15, 20, 15, 10, 0)
Figure1.1
Rectangles
For outlined rectangles produced by DrawRectangle(x, y, w, h), the
widthandheightaremeasuredbetweenthecentersofthelinessurroundingthe
rectangle. Thepoints (x, y) and (x + W, Y+ h) are alwayspartofthe outline. The
interioroftherectanglehasdimensions w-linewidthand h-Iinewidth;exterior
dimensions are w + linewidth and h + linewidth.
DrawRectangleO withTwo LineWidths
WAttrib(llinewidth=7", "fg=pale gray")
DrawRectangle(O, 0, 20, 15)
WAttrib(llinewidth=1
1,lfg=black")
DrawRectangle(O, 0, 20, 15)
Figure1.2
Polygons and Curves
Lines or curves produced by DrawPolygonO and DrawCurveO pass
throughandincludeeachofthespecifiedpoints.Forwidelines,thecenterofthe
pathpasses through these points.
Circles and Arcs
A circle produced by DrawCircle(x, y, r) is tangent to the outlined
rectangle producedby DrawRectangle(x- r, y - r, 2 * r, 2 * r). The exact set of
points forming the circle is system-dependent.
An outlined ellipse produced by DrawArc(x, y, w, h) is tangent to the
outlined rectangle produced by DrawRectangle(x, y, w, h). The exact set of
points drawn is system-dependent.Appendix I Drawing Details 447
Forpartialcirclesorellipses,themeasurementofanglesmaybeinexact;
tiny gaps may appearbetweensectors that are mathematically adjacent.
o
Filled Figures
DrawCircle() and Tangent Rectangle
Fg("pale gray")
DrawRectangle(O, 0, 24, 24)
Fg("black")
DrawCircle(12, 12, 12)
Figure1.3
A filled figure coversall ofthepixelsintheinteriorofthecorresponding
outlinedfiguredrawnwitha linewidthof1. Additionally,thefilling procedure
maysetnone,some,orall oftheborderpixels.Todrawa figurewithanoutline,
fill theinteriorfirstandthendrawtheoutline.Theserulesapplyfor FillRectangleO,
FiliPolygonO, FiIICircleO, and FillArcO.
DrawCircle() then FiIICircle()
Fg("black")
DrawCircle(12, 12, 12)
Fg("pale gray")
FiIlCircle(12, 12, 12)
Figure 1.4
o
FiIICircle() then DrawCircle()
Fg("pale gray")
FiIlCircle(12, 12, 12)
Fg("black")
DrawCircle(12, 12, 12)
Figure1.5448
Rectangular Areas
Drawing Details Appendix I
Formanyprocedures,a rectangularareais specifiedbyfourparameters
(x, y, w, h). Ifwand h arepositive, thepoint(x, y) is the upper-leftcomerofthe
area,whichmeasureswbyh pixels.Thismeansthatthepoint(x+w,Y+h)isjust
outside the rectangle.
Ifwor hiszero,therectanglehasnoarea.Thisislegalwithallprocedures
except WritelmageO, whereitresults infailure.
Ifw or h is negative, the effectis asifxory(respectively) is adjustedby
that amountand the absolute value ofwor h is used as thewidth or height. In
either case, the original point (x, y) is just beyond the edge of the resulting
rectangle.
ForFillRectangleO, thisruleisconsistentwiththegeneralrulesforfilled
figures but more precise.
r - --I
I I
1
oJ
FiIIRectangle() and DrawRectangle()
Fg("pale gray")
FiIiRectangle(O, 0, 30, 20)
Fg("black")
WAttrib("linestyle=dashed")
DrawRectangle(O, 0, 30, 20)
Figure 1.6AppendixJ
Keyboard Symbols
Pressing a key on the keyboard produces an Icon event unless the key is a
modifier key, suchas the shiftkey. Releasing a key does notproduceanevent.
Keyboard events can be explored using the sample program illustrated in
Chapter10 (Figure 10.2), whichprints thevalueofeacheventalongwithother
information.
A key that represents a member of the ASCII character set, including
traditionalactionssuchas returnandbackspace,producesa stringcontaininga
singlecharacter.Thecontrolandshiftmodifierscanaffecttheparticularcharac-
ter produced. For example, pressing control-H produces "\b" (the backspace
character).
Other keys, such as function and arrow keys, produce integer-valued
events. These values may be referenced symbolically by including the defini-
tions contained in the library file keysyms.icn, as in
$include "keysyms.icn"
Thefollowing tableliststhevaluesofsomeofthemostcommonlyused
keys.
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defined symbol key
Key_PrSc printscreen
Key_ScrollLock scroll lock
Key_Pause pause
Key_Insert insert
Key_Home home
Key_PgUp pageup
Key_End end
Key_PgDn page down
Key_Left arrow left
Key_Up arrow up
Key_Right arrow right
Key_Down arrow down
Key_F1 function key Fl
Key_F2 function key F2
Key_F3 function key F3
Key_F4 function key F4
Key_F5 function key FS
Key_F6 function key F6
Key_F7 function key F7
Key_F8 function key F8
Key_F9 function key F9
Key_F10 function key FlO
Key_F11 function keyFll
Key_F12 function key F12
Some keyboardshave other keys that are notlisted here.AppendixK
Event Queues
Each window has an event queue, which is an ordinary Icon list.
Pending(W) produces the event queue of the window W. An event is repre-
sentedbythree consecutivevalues on the list. The first valueis theeventcode:
a string for a keypress event or an integer for any other event. The next two
values are Icon integers whose lower-order 31 bits are interpreted as fields
having this format:
000 0000 0 000 0 S MC XXXX XXXX XXXX XXXX (second value)
EEE MMMM MMMM MMMM YYYY YYYY YYYY YYYY (third value)
The fields have these meanings:
X X &x: 16-bitsigned x-coordinate value
Y Y &y: 16-bit signed y-eoordinate value
SMC &shift, &meta, and &control flags
E. ..M &interval, interpreted as Mx16E milliseconds
o unused; shouldbe zero
Coordinatevalues do notreflect anytranslation specifiedbydx and dy
attributes; the translationis appliedby EventO whenanevent is read.
A malformedeventqueueerroris reportedifanerroris detectedwhen
trying to read the event queue. Possible causes for the error include an event
queuecontainingfewerthanthreevalues,orsecondorthirdentriesthatarenot
integervaluesor that are outof range. Onlyartificiallyconstructedevents can
produce sucherrors.
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Vidgets
Vidgets areimplementedbyIconrecords, witha differentrecord typefor each
kindofvidget.Thesetofvidgetsisfixed andtherearenoprovisionsfor adding
new kinds ofvidgets.
Vidget Fields
Vidgetshavefieldsthatcontaintheirattributes.Somefieldsarecommon
toallkindsofvidgets,whilesomearepeculiartoa particularkindofvidget.The
attributes ofa vidgetcanbe accessed through these fields.
Everyvidgethasan id field, which is the identifyingname given to the
vidgetin VIR
Themostcommonlyusedfields are the onesthatgivethelocationsand
sizes ofvidgets:
ax x coordinate of the upper-leftcomerofthe vidget
ay y coordinate of the upper-leftcomer of thevidget
aw width ofthe vidget
ah heightofthevidget
The a stands for"absolute". All vidgets except for lines have these attributes.
Lines are specifiedby their end points:
x1 x coordinate of the beginning of the line
y1 y coordinate of the beginning of the line
x2 x coordinate of the end ofthe line
y2 y coordinate ofthe end ofthe line
Regionsalsohaveattributesthatgivetheirusabledimensionsinsidethe
decoratingborder theymayhave:
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ux x coordinate ofthe upper-leftcomerofthe usable area
uy y coordinate ofthe upper-leftcomer of the usable area
uw width ofthe usable area
uh height ofthe usable area
Vidget States and Callbacks
The following vidgets can have callbacks. Some maintain states; for
these, the values passed generally are the same as their states at the time the
callback occurs.
For text lists, the state always is a list of integers; this differs from the
callback value. The first integer indexes the top line currently displayed; this
reflectsthepositionofthescrollbarthumb.Additionalintegers,ifany,indexthe
currently selected items.
vidget state callback value
multiple-selection text list j
text-entry j
slider j
scrollbar j
j
j
j
region
menu
regularbutton
toggle button
radiobuttons
single-selection text list
1
1 ifon, null ifoff
text ofselected button
list ofselected items
selecteditem,ornullifnothing
is selected
list ofselected items
text entered
numerical value for position
numericalvalue for position
eventand the x,y coordinates
where itoccurred
The state of some vidgets when they are not activated is indicated
visually:
vidget visual indication
togglebutton
radiobuttons
highlighted if on (foreground andbackground
reversed), nothighlighted ifoff
selected buttonhighlightedAppendix L Vidgets
text list
text-entry
slider
scrollbar
Vidget Activation
selected lines highlighted
currenttext displayed
slider thumb position
slider thumb position
455
A vidget is activated by pressing a mouse button while the mouse
pointer is positioned within the area of the vidget. (Note that the entire area
occupiedbyavidgetmaynotbevisuallyevident.)Foravidgetthathasacallback
procedure, thecallbackoccursin the following situations following theactiva-
tion of the vidget:
vidget
button
radio buttons
menu
text list
text-entry
slider
scrollbar
region
callback time
when the mousebutton is released
whenthe mousebutton is released
whenthemousebuttonisreleasedwiththemouse
cursor on a selected item
when the mousebuttonis released
when return is entered with the mouse pointer
within the field
if unfiltered, when the mouse is dragged on the
slider; otherwise when the mousebutton is re-
leased
ifunfiltered, when the mouse is dragged on the
slider or released on anend button; otherwise
when the mouse button is released
whenanykeyboardormouseeventoccurswithin
the region
Thestate ofsomevidgetsis indicatedvisuallywhile theyareactivated:
vidget
button
visual indication
highlighted (foreground andbackground re-
versed)456
menu
radiobuttons
text list
text-entry
slider
scrollbar
Vidgets Appendix L
items pulleddown,withthe potentially selected
one highlighted
selected buttonhighlighted
selected lines highlighted
text highlighted
thumb position
thumb position
There is no visual indication when the callback occurs for a slider or
scrollbarvidget. The usercannottellifthevidgetis filtered orifa callback only
occurswhenthemousebuttonis released. Thereis novisual indicationwhena
callback occurs when the user finishes with a text-entry vidget. To produce a
callbackforatext-entryvidget,theusermusttypereturnwhiletheI-beamcursor
is in the text-entry field. If the user forgets this, nocallback occurs. Since this is
easytoforget, theusermaythinktherehasbeenacallbacktoacceptthecontents
of the text-entry field when there has not been one. For this reason, text-entry
vidgets are best used in dialogs and not directly on interfaces.AppendixM
VIS
This is a reference manual for VIB, an Icon program that canbe used to create
interfaces and customdialogs for Icon programs.
See Appendix L for detailed information about the vidgets that can be
used in VIB.
The VIB Window
The window for VIB is shown in Figure M.l.
457458 VIS Appendix M
The VIB Window FigureM.I
TheVIB windowhasa menubaratthe top. Below this thereis a vidget
barwithiconsrepresentingthevariouskindsofvidgets.Theremaining
portionoftheVIB windowcontains thecanvasfor theinterface,which
is indicatedby a rectangular area witha box onits lower-rightcomer.
The File menu provides several services related to files and the overall
application, as showninFigureM.2
The FileMenu
- apen - _85
refresh III
pratDtype II'
quit ~
Thenewitemcreatesanewfile foraninterface. openopensan
existing file. save and save as write interface files. refresh
redraws the canvas. prototype is used to run the interface to
seewhatitwilllooklikeinanapplication. quitterminatesthe
VIB session.
Figure M.2
The Edit menu provides services related to manipulating vidgets, as
showninFigureM.3.Appendix M VIS 459
The EditMenu
The copy item copies a vidget, while delete deletes one. The
undelete item can be used to restore the last deleted vidget.
The final two items allow vidgets tobevisually aligned.
FigureM.3
The Selectmenu allows one ofthe vidgets to beselectedfor manipula-
tion, as showninFigure MA.
Vidgets
buttDnl
button2
cal1brate
d1~18Y
-.J line
-.wl
occupation
references
scroll
511der boundary 1
sl1der boundary 2
stations
top
The Select Menu
Everyvidgethasanidentifyingname,asshowninthis
menu.
Figure M.4
VIB provides several kinds of vidgets. These are shown in Figures M.5
throughM.14.
Buttons
Therearetwokindsofbuttons;regular
buttonsthatjustproducecallbacksand
togglebuttonsthatalsomaintainstates.
Different styles provide different ap-
pearances.
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Radio Buttons
Radio buttons allow the user to select
one of a numberofchoices.
Figure M.6
seve
{:85
quit
directory:
rne
1:1
_in>
- >1:Z
1:4
.1 :1
To enable the 1nterfac;e1 start
by dleck1ng thet the .....15.te
is disabled IN the 81.1'11 panel
is in stlNby status.
Then estebHsfl CCIlltact with the t
Icolor
di.log
drag
1nterac:t
Menus
A menu'sitemsareexposedwhenthe
menu's button is pushed. Menus can
have submenus.
FigureM.7
Text Lists
Textlistsallowtheusertoscrollthough
lines oftext and select one or more of
them.
FigureM.8
Text-Entry Fields
Text-entryfieldsprovidetheuserwith
an area to enterand edit text.
user:~== group:
FigureM.9
Sliders
Slidershavethumbsthatcanbemoved
to select a numerical value within a
specifiedrange.Sliderscanbevertical
orhorizontal.
FigureM.I0Appendix M VIS
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Scrollbars
Scrollbars perform the same function
asslidersbuthavebuttonsontheends
as well as a thumb for adjusting the
position.
FigureM.ll
Regions
Regions are rectangularareas thatcan
accept user events. Regions are avail-
ableinseveralstyles toprovidediffer-
entvisual appearances.
FigureM.12
Labels
Labels provide text but do not accept
events.
o\nom:OHI sin(x)/x
FigureM.13
The Application Canvas
Lines
Linescanbeusedtodecoratetheinter-
face. Lines donot accept events.
Figure M.14
Theapplicationcanvasis configuredbyusingtheboxonitslower-right
comer. Dragging this box resizes the application canvas. Clicking the right
mousebuttononthis boxbrings up a dialog, as showninFigureM.tS.462 VIS Appendix M
procedure_: ~=::;;;;;;-====::;::::=;;;;;;:;=;;1.._--;1
wtndow 1...1:
wtdth:
Might:
C8nCe1
Application Canvas Dialog Figure M.ts
Thedialogwindowbuttonischeckedwhenacustomdialog,insteadof
anapplicationinterface, is beingconstructed. Inthis case, thename of
aprocedurefor invokingthedialogcanbespecified.Neitheroftheseis
relevant for building an application interface.
The VIB window canbe resized byusing thewindow managerifitis not
large enough to accommodate the applicationcanvas.
Creating Vidgets
A vidgetis createdbyclickingonitsiconinthevidgetbaranddragging
itintopositionontheapplicationcanvas.Itcanberepositionedlater. Theresult
ofcreating and placing a slidervidget is shown in FigureM.16.Fne Edlt select
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A
A Newly Created Vidget Figure M.16
Although it's usually worthwhile to position a newly created vidget
approximatelywhereyouexpectyouwillwantit,fine-tuningisbestleft
until later.
Vidget Attributes
Vidgetshavea varietyofattributes,somethatarecommontoallvidgets
and some that are specific to the type of the vidget.Every vidget has an ID
attribute. Vidgets areidentifiedbytheirIDs,bothinVIB andinthe application
that uses the interface. All vidgets also have a position, given as the x-y
coordinatesofitsupper-leftcomer.Mostkindsofvidgetshavesizeattributesas
well. Allvidgetsexceptfor labels andlineshavea callbackattributethatnames
the applicationprocedure thatis calledwhen theusermanipulates the vidget.
Whenavidgetiscreated,ithasdefaultattributes.Theseattributescanbe
changed later.
Clicking with the right mouse button on a vidget brings up a dialog
showing the vidget's attributes. The attribute dialog for a button is shown in
FigureM.17.464
1I11e1:
D:
callb8dc:
y:
wtdth:
height:
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Attribute Dialog for a Button
Thisdialogshowsthedefaultattribute
values for a button.
Figure M.17
Thelabelattributeiswhatappearsonthebutton.Theradiobuttonsinthe
centerand theoutlinebuttonattherightprovidechoices for thevisualappear-
anceofthebutton. Thetogglebuttonallows a choice ofa regularbuttonorone
thatmaintainsanonloffstate. The dialog default buttonis used to designate a
default button that in turn is used to dismiss a custom dialog when the user
enters return.
Figure M.18 shows that attribute dialog for a set of radio buttons.
app.lcn
IItIMMiijjdi
radio...bUttOlLcbl
x: 221
y: 49
Dialog for a Setof Radio Buttons
Three buttons with default names
are provided initially. These names
canbechangedbyeditingtheirtext-
entry fields.
FigureM.18
Additionalbuttonscanbe addedbyclicking onone ofthe addbuttons
that appear at the left; the top andbottomaddbuttonsinsert a field aboveand
below the first and last fields, respectively. The otheraddbuttons insertfields
between existing ones, as indicated by their positions. The del buttons at the
right delete the fields to their immediate left.
The attribute dialog for a menu is shown inFigure M.19.Appendix M VIS 465
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I
I 1., t ~. ,
- 1.1: ~~==========n JD:
c:allbeck:
Il: 52
y: 135
Dialogfor a Menu
Three items are pro-
videdinitially withde-
fault names. The items
canbeedited,anditems
can be added and de-
leted in the manner
used for radiobuttons.
FigureM.19
Clickingoncreate submenubringsupadialogforasubmenu,asshown
in Figure M.20.
del
"'---'-"--------.....:--...-- dill
del
Okay C8nCe1
,-
Dialog for a Submenu
Exceptfor thelabel,ID,
position, and callback
attributes,thedialogfor
a submenu is the same
as for a menu.
Figure M.20
The attribute dialog for a text list is shown inFigure M.21.
ID:
callbeck:
Il: 153 width: 1110
y: 51 height: 1110
Dialog for a Text List
There are three choices for user selec-
tion: read only, which allows the user
toscrollthroughthelinesbutnotselect
any; select one,whichallows the user
to selecta singleline;andselectmany,
which allows selection of any or all
lines.
FigureM.21
Figure M.22 shows the attribute dialog for a text-entry field..xl_ V81118 1engtt1: -a-
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Dialogfora Text-EntryField
The label field provides for
text thatappearsatthe left of
the field. An initial value for
thetextcanbeenteredandthe
numberofcharactersallowed
in the field canbe specified.
Figure M.ll
The attribute dialog for a slider is showninFigureM.23.
m:
callback:
II: 211
y: T1
1engttI: IiO
width: lS
+-vertical
lionzonal
filter
Dialog for a Slider
The orientation and dimensions for a
slidercanbe changed as indicated.
Figure M.23
The defaultvalues ofthe extreme positions ofthe thumb defaultto 0.0
and 1.0, allowing scaling in the application. Ifthe filter toggle is on, a callback
occurs only when the user releases the thumb. Otherwise, a callback occurs
whenever the user moves the thumb.
The attribute dialog for a scrollbaris shownin FigureM.24.Appendix M VIS 467
Okay C8ncel
Dialogfor a Scrollbar
Thedialogforascrollbaristhesameas
the dialog for a slider, since the only
differences between the two types of
vidgets are their visual appearance
and the functionality by which the
user can change the position of the
thumb.
FigureM.24
The attribute dialog for a region is shownin Figure M.25.
ID: IIIIIIIIIIIJ
1:811bKk: regtOll.dJl
x: 3GS width: 32
y: 202 hei~t: 2lJ
Okay C8ncel
invisible
SIricen
+ grooved
raised
Dialog for a Region
The dialog of a region provides four
choices for theappearance ofthebor-
der.
Figure M.25
18l1el:
ID:
FigureM.26 shows the attribute dialog for a label.
Dialog for a Label
Labelvidgetsare the simplest
of all vidgets.
x: 42lJ
y: 1
Okay C8ncel
,I
FigureM.26
FigureM.27 shows the attribute dialog for a line.468
~. -....-- ...."..--- - . - _. --~.- - - .. --_. _.- - .-.
L . j·H.:i;:"t'
D: I!!!:!:!!~====-"==~=~
X1:
Manipulating Vidgets
Selecting and Deselecting Vidgets
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Dialog for a Line
A linevidgetdiffers from othervidgetsin
having x,y coordinates for its end points.
FigureM.27
A vidget can be moved or modified only when it is selected. Only one
vidget canselected at a time. A vidget canbe selected by clicking on it, which
highlights its comers to indicate it is selected. When a vidget is selected, any
previously selected vidget is deselected. Clicking on the canvas at any place
otherthanona vidgetdeselects thecurrentlyselectedvidget,leavingnovidget
selected.
A vidgetalso canbeselected byusing the Selectmenu,whichdisplays
the IDs of all vidgets as shown earlier. This method of selection is useful if a
vidgetis "lost" becauseitis behind anothervidgetorbecause it is too small to
be selected by clicking on it.
Resizing Vidgets
A vidgetcanbe resized byselectingit, pressingthemouseonone ofits
four comers, and dragging that comer to a new location. The diagonally
oppositecomerremains anchored, and thesize changes. Somevidgetsenforce
constraintsonresizing. For example, a buttoncannotbe madesmaller thanits
label. Othervidget types, such as menus, cannotbe resized at all.
Positioning Vidgets
A vidget canbe repositioned by selecting it and dragging with the left
mousebuttondepressed. A selectedvidgetcanbemovedonepixelata timeby
usingthearrowkeysonthekeyboard.Theyareusefulfor smallmovementsand
precise positioning. A vidget also canbe repositioned by using its dialog and
changing the x-y coordinates ofits upper-leftcomer.
Vidgetscanbealignedbyselectingan"anchor"vidgetandthenchoos-
ingalign horizoralign vertfromthe Editmenu.HorizontalalignmentalignstheAppendix M VIS 469
left edges of vidgets with the left edge of the anchor vidget, while vertical
alignmentaligns the tops.
Whenanalignmentischosenfromthe Edit menu,thecursoris changed
to ¢:::> or n, dependingonthechoice ofalignment. (Thesecursorshapesmaybe
differentonsome platforms.) Subsequently, clicking on a vidgetaligns itwith
theanchorvidget.Severalvidgetscanbealignedinthismanner.Clickingonthe
canvasoffanyvidgetrestoresthecursortoanarrowanditsnormalfunctional-
ity.
Figure M.28 shows four scrollbars that need to be aligned horizontally
with the topmost oneselected as the anchor.
Vidgets to Be Aligned Figure M.28
In this example, the vidgets are obviously misaligned. Even if the
alignment is just slightly off, it's worth fixing it to make the interface
looktidy and professional.
The result of selecting align horiz and clicking on each of the three
scrollbars below the anchoris shownin FigureM.29.470 VIB Appendix M
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Aligned Vidgets
Note that the anchor vidget still is selected.
Deleting Vidgets
FigureM.29
The selected vidget can be deleted by choosing delete from the Edit
menu, by pressing the delete key, or by entering @X. This operation can be
undonebychoosingundelete fromthe Edit menuorbyentering @U, provided
no other action hasbeen performed since the vidgetwas deleted.
Copying Vidgets
Theselectedvidgetcanbecopiedbychoosingcopyfromthe Editmenu
orbyentering @C.
Thecopiedvidgetis selectedwhenitiscreated.Itis offsetverticallyand
horizontallyfromthevidgetfromwhichitwascopied.Attributesotherthanthe
ID, callback, and position are inherited from the vidget from which it was
created.Appendix M VIS
Custom Dialogs
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A custom dialog is very similar to a visual interface for an application:
Vidgets withvarious functionalities canbe positioned as desired.
Therearetwonoticeabledifferencesbetweencustomdialogsandvisual
interfaces:
• Menus,regions, andtextlistscannotbeusedincustomdialogs. They
may be created and placed, but they are ignored when the dialogis
saved.
• A customdialog musthave atleastone regularbutton, so thatitcan
be dismissed. VIB refuses to save a customdialog without a regular
button.
VIB mustbe told thatit is creating a custom dialog rather than a visual
interface, which is the default. This is done in the canvas dialog thatcomes up
as a resultofclicking with the right mousebuttononthe lower-rightcomerof
the application canvas.
Twothingsareneededtocreatea customdialog: providinga procedure
name by which the dialog will be called and setting the dialog window toggle.
Figure M.30 shows an example.
-I
procedure_: IIEIIIIII
wl ndow 1abel : attnbutes
wldth: 370
height: 400 • dialog wlndow
1·1-1
Custom Dialog Settings
Theprocedurenamefield
is ignoredfor a visualin-
terfacebutisrequiredfor
a custom dialog.
Okay cancel
Figure M.30
One button can be designated as the default button for dismissing a
custom dialog. This is donebysetting the dialog default toggle in the attribute
dialog for the button, as showninFigure M.31.472
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width:
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Prototyping
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A Default Button
The defaultbuttonis outlined as itis
for standarddialogs. Enteringreturn
todismiss a customdialogis equiva-
lentto clicking onthe defaultbutton.
FigureM.31
The application canvas as shown by VIB is very similar to the way it
appearswhenthe applicationis run. The dashedlines thatshowtheboundary
of a region with an invisible border do not, of course, show when the visual
interface is used in an application.
The exact appearance of the interface can be obtained by selecting
prototype (@ P) fromtheFile menu.Thisconstructsandlaunchesanapplication
with the current interface and a dummy program for handling events.
Manipulating vidgets on the prototype produces information about
callbacks, IDs, and vidgetvalues.
A prototypefor a visualinterfacecanbeterminatedbytypingq withthe
cursor not on a vidget. The prototype for a customdialog canbe dismissedby
clickingononeofits regularbuttons. A dialogis presentedtoconfirmthatyou
wish to terminate the prototype instead ofcontinuing to test it.
Limitations
VIB has several limitations thatshould be consideredbefore designing
aninterface:
• VIB canhandle only one interface section in a file.
• The location and attributes of vidgets cannot be changed when an
application is running.
• There is no provision for adding new kinds ofvidgets.
• There is no provision for decorating vidgetswith images.AppendixN
Platform Dependencies
Microsoft Windows
Iconfor Windows runs onpeswithWindows 95 and above, Windows
NT, and Windows 3.1 (with Win32s). Windows machinesvary greatlyin their
hardware capabilities, so we can't describe precisely how things work in all
situations.
Font Specifications
Windowscomeswithveryfewfonts.Thesetoffontsavailableonagiven
machineisafunctionofthesetofapplicationsandfontsthathavebeeninstalled.
As a result, Windows machines vary widely in their interpretation of font
requests. The samespecification in Icon canproduce fonts ofdifferent appear-
ance on different machines.
Windows' nativefont specificationsarecomplexstructuresthatspecify
a set of desired characteristics, from which a "nearest match" is chosen by
Windows when a font is requested. Windows has fonts based on different
character sets. The standard Icon font names (fixed, sans, serif, mono, and
typewriter) return a font that uses the so-called ANSI character set.
Color Specifications
Windows does not provide a built-in set of color names, so Icon's
standard color names comprise the complete set of recognized names.
Dependingonthehardwareconfiguration,Windowsmayusedithered
colorsinresponsetoanyparticularcolorrequest.Thisresultsinanunattractive
appearance in applications where solid colors are expected. Most colors are
dithered on 16-color machines, and color-intensive applications are ugly or
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unusable on those systems.
Colorcorrectioniscontrolledbythegammaattribute. Thedefaultvalue
ofthegammaattributeis 1.0(theoperatingsystemhandlesgammacorrection).
Images
InReadlmageO,ifanimagefile isnotavalidGIFfile, anattemptis made
to read it as a Windowsbitmap file.
In WritelmageO, if the file name ends in .bmp or .BMP, a Windows
bitmapfile iswritten. Inall othercases a GIF file is written. WritelmageO fails if
GIFformatisselectedbuttheareabeingwrittencontainsmorethan256different
colors.
Keyboard Event Codes
Icon uses Windows scan codes as integer event codes for special keys.
Symbolic definitions giveninAppendixJandlocatedinfile keysyms.icn allow
applications to refer to these special keys in a system-independentway.
Cursors and Pointers
Thetextcursoris a slowlyflashingsolidblock.Itisvisibleonlywhenthe
cursor attribute is "on" and the program is awaiting input from WReadO or
WReadsO·
The pointer attribute can take any of the values shownin Figure N.1.
Windows Pointers
arrow
+
cross
I
ibeam uparrow wait
The appearance of these pointers
varies somewhat with the version
ofWindows used.
Figure N.1
Limitations
• The attribute linestyle is ignoredbyWindowswhenthelinewidthis
greater than 1; line widths greater than 1 are always drawn using a
solid line style.
• The attribute fillstyle does not support the value "masked". When
masked fills are requested, textured fills are performed instead.
• Mutable colors donotworkcorrectly.Appendix N Platform Dependencies 475
• Reversible drawing ("drawop=reverse~l)does notworkcorrectly.
The X Window System
Under X, an Icon program is a client that performs graphical I/O on a
server. Theclientand servercanbe the samemachine, aswhena programruns
and displays locally on a workstation, or they canbe on different machines. A
remote server can be specified by using the display attribute when opening a
window.
There are many implementations of X, and different systems provide
different features, so we can't describe precisely how things work in all situa-
tions.
Font Specifications
The XWindowSystemprovidesbothtunedandscalablefonts usinga
complex naming scheme. The font chosen by Font("Helvetica,19") may be
designated
-adobe-helvetica-medium-r-normal--19-0-75-75-p-O-iso8859-1
which is actually a scaled instance of the master font
-adobe-helvetica-medium-r-normal--O-O-O-O-p-o-iso8859-1
Icon translates font specifications into X form, so that this underlying
complexity canbe ignoredby the programmer.
In interpreting a font specification, Icon recognizes the following font
characteristicsand tries to matchthemas well as possibleagainst theavailable
X fonts:
condensed, narrow, normal, wide, extended
light, medium, demi, bold, demibold
roman, italic, oblique
mono, proportional
sans, serif
The same specification can produce fonts of different appearance on different
servers.
If a font specification is not understood or matched by Icon's font-
namingsystem,itispassedverbatimtoXasa fontname. This allows theuseof
native X font specifications, including wild cards. As a special case, a font
specificationof "fixed" (withoutanysizeorothercharacteristics) is passedto X
as a font namewithoutinterpretation.476
Color Specifications
Platform Dependencies Appendix N
The Ximplementation ofIcon is limited to a maximumof256 colors at
anyone time, even ifthe hardware supports more.
Color specifications that arenot recognized byIcon arepassed to Xfor
interpretation. X servers typically offer large sets of color names, including
unusual ones, such as orchid and papayawhip.
Colorcorrectioniscontrolledbythegammaattribute.Thedefaultvalue
ofgammaisbasedonthecolorreturnedbyXfor thedevice-independentXcolor
specification RGSi:.5/.5/.5. On older X systems that do not recognize this
specification, a configuration default value is used.
TheinterpretationofRGSi:.5/.5/.5dependson properties associatedwith
the root window. These properties are set by the xcmsdb utility. The library
programxgamma canbeused to setthe properties to approximate a particular
gamma value.
Images
InReadlmageO,ifanimagefile isnotavalidGIFfile, anattemptismade
to readitas an XBitmap or XPixmap file.
InWritelmageO, if thefile nameends in .xbm or .xSM,anXBitmapfile
is written.Ifthe file name ends in .xpm or .XPM, an XPixmap file is written.If
the file nameendsin .xpm.Z, a compressedXPixmapfile is written. Inallother
cases a GIF image is written.
Keyboard Event Codes
Icon uses Xkeysym codes as eventcodes. Theactualcodereturned for a
particularkey depends ontheconfigurationofthe Xserver; this canbealtered
dynamicallybythexmodmap utility. Forexample,theSunkeypadhasonekey
labeled "3", "PgDn", and "R15". Whether this key produces an Icon event "3",
Key_PgDn, Key_R15, orevensomethingelse, dependsontheXconfiguration.
The library file keysyms.icn lists manyofthe possiblecodes. For maxi-
mumportability, use only those that appear inAppendix J.
Cursors and Pointers
The text cursor is an underscore character. It is visible only when the
cursor attribute is "on" and the program is awaiting input in WReadO or
WReadsO.Thecursordoesnotblinkandmaybedifficulttolocateinawindow
containing a large amount oftext.Appendix N Platform Dependencies 477
Themouselocationindicator,setbythepointerattribute,isselectedfrom
the X cursor font. The default is nleft ptrn. The available values and the corre-
spondingcursor shapes are showninFigure N.2.
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XWindowsprovidesmanycursors,someofthemwhimsical. Canyou
think of uses for all ofthem?
X Resources
Under X, WDefaultO returns values registered with the X Resource
Manager. These values often are setbyan .Xresources or .Xdefaults file.Appendix 0
Runningan Icon Program
The implementationofIcon is based on the conceptofa virtual machine- an
imaginary computer that executes instructions for Icon programs. The Icon
compiler translates Icon programs into assembly language for the virtual
machine and then converts the assembly language into virtual machine code.
Thisvirtualmachinecodeis thenrunona realcomputerbyaninterpreter.This
implementation method allows Icon to run on many different computer plat-
forms.
Compiling and running Icon programs is easy. It is not necessary to
understandIcon'svirtualmachine,butknowingthenatureoftheimplementa-
tion may help answer questions aboutwhatis going onin some situations.
How Icon programs are run necessarily varies from platform to plat-
form. Onsomeplatforms,Iconisrunfromthecommandline.Onothers,itisrun
interactivelythrough a visual interface. This chapterdescribes howIconis run
in a command-line environment, such as under UNIX, and under Microsoft
Windows. Evenfor these environments, the detailsdepend ontheplatform. In
any event, the user manual for a specific platformis the best guide to running
Icon.
Running Icon from the Command Line
Thenameofa file thatcontainsanIconsourceprogrammustendwiththesuffix
.icn,asinhello.icn.The.icnsuffixisusedbytheIconcompilertodistinguishIcon
source programs from other kinds offiles.
The Icon compiler usually is named icont. To compile hello.icn, all that
is needed is
icont hello.icn
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Thesuffix.icn is assumedifnoneis given,sothiscanbewrittenmoresimplyas
icont hello
Theresultis an executable icode file. The name ofthe icode file depends onthe
platformonwhich Icon is run. Onsomeplatforms, notably UNIX, the name is
the same as the name of the source file, but without the suffix. On these
platforms, thecompilation of hello.icn producesan icode file named hello. For
MicrosoftWindows, the name is hello.bat. Otherplatformshaveothernaming
conventions.
After compilation, entering
hello
runs the program.
AnIconprogramcanbe compiled and runin a singlestep usingthe-x
optionfollowing the programname. For example,
icont hello -x
compiles and executes hello.icn. An icode file also is created, and it can be
executed subsequentlywithout recompiling the source program.
There are command-line options for icont. Optionsmustappearbefore
file names on the icont commandline. Forexample,
icont -5 hello
suppresses informativemessages that icont ordinarilyproduces.
Input and Output Redirection
Ina command-lineenvironment,mostinputandoutputisdoneusingstandard
input, standard output, and standarderroroutput. Standardinputtypically is
read from the keyboard, while standard outputand standarderroroutputare
writtento the console.
Standardinputandstandardoutputcanberedirectedsothatfilescanbe
used inplace of the terminal. Forexample,
hello < hello.dat > hello.out
executeshellowithhello.datasstandardinputandhello.outasstandardoutput.
(The directions in which the angular brackets point, relative to the program
name, are suggestive ofthe information flow.)Appendix 0 Running Icon
Command-Line Arguments
481
Arguments on the commandline following anicode file name are available to
the executing Icon program in the form of a list of strings. This list is the
argumentto the mainprocedure. For example, suppose args.icn consists of
procedure main(arguments)
every write(!arguments)
end
This program simply prints the command-line arguments with which it is
executed. Thus,
icont args
args Hello world
writes
Hello
world
When-x is used, the arguments follow it, as in
icont args -x Hello world
Argumentsareseparatedbyblanks.Thetreatmentofspecialcharacters,
methods ofembeddingblanks in arguments, and so forth, vary from platform
to platform.
Environment Variables
EnvironmentvariablescanbeusedtoconfigureIconandspecifythelocationof
files. For example, the environmentvariable IPATH canbe used to specify the
location of library modules.Ifgraphics is in
/usr/icon/ipl/gprogs
and IPATH has thatvalue, then
link graphics
will find it.
Here are otherenvironmentvariables thatmaybeuseful. Their default
values are giveninparentheses.482
BLKSIZE (500000)
IPATH (undefined)
LPATH (undefined)
MSTKSIZE (10000)
STRSIZE (500000)
TRACE (undefined)
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The initial size ofthe allocated block re-
gion, inbytes.
Thelocation of files specified in link decla-
rations. IPATH is a blank-separatedlist of
directories.Thecurrent directoryisalways
searched first, regardless of thevalue of
IPATH.
The location ofsource files specified in
preprocessor $include directives. LPATH is
a blank-separated list of directories. The
current directory is always searched first,
regardless of the value of LPATH.
The size, inwords, of the interpreter stack.
Theinitialsizeoftheallocatedstringregion,
inbytes.
The initial value of &trace.
Running Icon under Microsoft Windows
The Microsoft Windows implementation ofIcon runs under Windows
95, Windows NT, and Windows 3.1. The compiler and interpreter can be
invoked either using command-line invocation or through a visual develop-
ment environment, except on Windows 3.1, which only supports the visual
development environment. This section briefly describes running Icon under
Microsoft Windows. For details on hardware and software requirements, see
Jeffery (1997).
WhenWindows Icon is installed, it produces the files shown in Figure
0.1.
Frequently Graphics
Asked 0... Facilities
Windows Intro 10 Icon Lcnguage
Icon Help Reference
i# ~
IPI.Ubrary Uninstall
Reference Windo...
IconFiles in MicrosoftWindows
The files shown as question marks pro-
vide on-line help.
Figure0.1Appendix 0 Running Icon 483
Editing, Compiling, and Executing
Double-clickingtheWindowsIconiconlaunchesWi, theWindowsIcon
programming environment. Wi is written in Icon and allows you to edit,
compile, and execute programs. To start, select the name ofa file to edit, as in
Figure 0.2:
Fileneme:
FielI01JYpe: Icon Sources(".icn)
r Open lIS[8ed-only
Opening an Icon File Figure0.2
You caneasily selectanexisting Icon sourcefile orname a new one.If
youclickOpenwithoutchoosinganame,thedefaultnameofnoname.icn
is used.
Editing occurs within the mainWi window, as shown in Figure0.3.484 Running Icon Appendix 0
opened C:\WINICON\BIN\nonarne.icn, l1ines, 29 characters
Editing a File Figure 0.3
The top area shows program source code, while the bottom portion
showsmessages suchas compilererrors. You canchangethefont and
thenumber oflines used to show messages from the Edit menu.
When you are done editing your program, you can save it, compile it,
make an executable, and run your program using menu options. The on-line
help includes a more detailed explanation ofthese operations.
Error Handling
A compilationerrorresults in a messageinwhich theeditorhighlights
the line atwhich the errorwas detected. Figure0.4shows an example.Appendix 0 Running Icon 485
end
'cont -8 -0 C:\WINICON\BIN\noname C:\WINICON\BIN\noname.icn
execution complete
ranslating:
C:\WINICON\BIN\noname.icn:
File C:\WINICON\BIN\noname.icn; Line 2 # ")": invalid argument
1 error
A Syntactic Error Figure 0.4
Run-time errors also result in a message for which the source line is
highlighted. When the error messages become long, you can either
increasethenumberoflinesforthemessagewindow(aswasdonehere)
orscrollthroughthemessagewindow'sentiretextusingthe scrollbar.
User Manuals
ThebestsourceofinformationforrunningIconona particularplatform
is the Icon user manual for that platform. User manuals are included with
distributions ofIcon. They also are available on-line. SeeAppendix P.Appendix P
Icon Resources
ManyresourcesareavailabletoIconprogrammers.Theseincludeimplementa-
tions for many platforms, a program library, source code, books, technical
reports, newsletters, and a newsgroup.
MostIcon material, except for books, is available free ofcharge.
The CD-ROM
The CD-ROM that accompanies this book includes almost all Icon
material exceptbooks and newsletters. See Appendix Q.
On-Line Access
The Icon home pageon the World Wide Web is located at
http://www.cs.arizona.edulicon/
The Icon Web site includes general information about Icon, reference
material, thecurrentstatusofIcon, implementations,theIconprogramlibrary,
documentation, technical support, and so on.
Updates to this bookwill be posted on the Icon Web site.
The address for anonymous FrP is
ftp.cs.arizona.edu
From there, use cd /icon and get README for instructions onnavigating.
Implementations
All implementations of Icon are in the public domain and available as
described in the precedingsection.
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The current version, Version 9, presently is available for the Acorn
Archimedes,theAmiga,Macintosh/MPW,MicrosoftWindows,MS-DOS,many
UNIXplatforms,VAX/VMS,andWindows NT. Icon's graphics facilities pres-
ently are supported for Microsoft Windows, UNIX, and Windows NT.
Documentation
DocumentationonIconis extensive. Inadditionto thisbook, theretwo
otherbooks devoted to Icon:
The Icon Program Language (Griswold and Griswold, 1996) contains a
description ofVersion 9.3 ofIcon, including a detailed reference manual.
The Implementation of the Icon Programming Language (Griswold and
Griswold, 1986) contains a detailed description of how Icon is implemented.
Although itdescribes an earlier version, itstill is a useful reference.
Thereare two newsletters:
fJ11e Icon 9{g.wsfetter (Griswold, Griswold, and Townsend, 1978-) is
published three times a year and contains material ofa topical nature, such as
workinprogressandnewimplementations.Thisnewsletteralsois availableon
the Icon Web site.
mlfe ;Ucon J\nal\!lid (Griswold, Griswold, and Townsend, 1990-) pro-
videsin-depthcoverageoftechnicalmattersrelatedtoIcon,includingprogram-
ming techniques and applications.
There are many technical reports and user manuals for various plat-
forms.
The newsgroup comp.lang.icon discusses issues related to Icon. There
also is a mailing listconnected to the newsgroup via a gateway. To subscribe,
send mail to
icon-group-request@cs.arizona.edu
Information aboutIcon also is available from
Icon Project
DepartmentofComputerScience
TheUniversityofArizona
P.O. Box 210077
Tucson, Arizona 85721-0077
U.S.A.
voice:
fax:
e-mail:
(520) 621-6613
(520) 621-4246
icon-project@cs.arizona.eduAppendixQ
About the CD-ROM
The CD-ROM that accompanies this book contains a vast amount of material
related to Icon, including:
• programs, procedures, and images from this book
• additional example programs and images not found in this book
• the Icon programlibrary
• implementations ofIcon for MicrosoftWindows and UNIX
• implementations without graphics support for other platforms, in-
cluding the Amiga, MS-DOS, and the Macintosh
• C source code for the implementation ofIcon
• user's manuals, technical reports, and other documentation
• Adobe Acrobat Reader for viewing PDF documents
• images and 3-D models depicting Icon programbehavior
How to Use the CD-ROM
TheCD-ROMcanbeusedonWindows,UNIX,andotherplatforms.Itis
likeaWebsitethatisself-containedexceptfor a few linkstoexternalWebpages
related to Icon.
All you need to use the CD-ROM is a Web browser, such as Netscape
NavigatororInternetExplorer. Youdonotneed anInternetconnectionunless
youwantto access external sites.
Startbylaunchingyourbrowserandopening index.htm atthetoplevel
of the CD-ROM. From there, you can get to everything on the CD-ROM.
Navigational aids are provided.
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TheCD-ROMWebpageshouldlooksomethinglikethis(theappearance
varies somewhatfrom browser to browser):
8, ----=..:Ne"'ts"'-c_ap'--e_:_G_rap-'-h_ic_S_I'l'o~g~ram_m_in~g~in_l_co_n ~I j~
View Go Window Help
Graphics Programming in Icon
Software
• Icon for Windows
• Icon for UNIX
• Icon for other platforms
• Inside Icon
• The Icon program library
• Adobe Acrobat Reader
IntroductolY Documentation
• An Overview of Icon (Griswold)
• A Brief Introduction to Icon (Hanson)
• Frequently Asked Questions
Reference Documentation
• Language Reference
• Program library indexes
• Documentation index
• Books about Icon
From the Graphics Book
• Images and sample code
The Icon Web Site
• On the Internet: http://www.cs.arizona.edu/icon/
• On this CD-ROM: web site snapshot
File Formats
TheCD-ROMcontainsfiles inseveraldifferentformats,withtheformatof
eachfile indicatedbyitsextension. Mostfiles fallintooneofthecategorieslisted
here:
.C and.H
.GIF
.HTM
.ICN
.PDF
.PS
.R and .RI
C source code
GIFimages
HTML documentation ("Web pages")
Icon source code
Acrobatdocumentation (a viewer is supplied)
PostScript documentation
Icon run-time systemsource codeAppendix Q About the CD-ROM 491
.TAZ
.TGZ
.TXT
.WRL
.ZIP
none
compressed UNIX tar files (.Z format)
gzipped UNIX tar files (.gz format)
simple text files
VRML 1.0 worlds
ZIP format compressed archives
generally, simple text files
Webpages,images,textfiles, andsourcecodecanbevieweddirectlyusing
a Webbrowser. Someotherformats,includingPostScript,PDF,andVRML, can
be viewed from a browser if the appropriate plug-in or helper application is
installed. Thefiles thatremainaregenerallynotintendedfor displaybutrather
forotheruses. Thesefiles canbesavedor"downloaded"toyourharddiskusing
the browser.
Mosttext files incorporateline terminatorsinthestyleofMS-DOS (return
followed by linefeed). This is the standard format under Microsoft Windows.
Under UNIX, such files canbe read without problemsby Icon programs, web
browsers,andmanyotherprograms.Thereturncharactermaybevisiblewhen
viewing one ofthese files in a text editor.
External Links
There are a few links on Web pages on the CD-ROM that reference
external sites. If you have an Internet connection, you can access these to get
more informationand seewhatothers are doingwithIcon. If not, you'llgetan
error message ifyou try to follow anexternal link.
Be sure to visit theIcon Web site. Itis updated frequently and contains
the latestinformation and software.
The external links on the CD-ROM were functional atthe time theCD-
ROM was prepared. Realize, however, that Web sites change location and
sometimes disappear.References
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Symbols
$define 42, 51, 372
$else 43, 374
$endif 43, 374
$error 374
$ifdef 43, 374
$ifndef 374
$include 43, 46, 371
$Iine 372
$undef 43, 372
&ascii 423
&c1ock 423
&col 186, 423
&control 186, 423, 451
&cset 423
&date 424
&dateline 424
&digits 30, 424
&dump 56, 424
&e 102, 424
&errout 40, 424
&fail 424
&features 373, 424
&host 424
&input 40, 424
&interval 187, 425, 451
&Icase 425
&Idrag 184, 425
&Ietters 30, 425
&Ipress 184, 425
&Irelease 184, 425
&mdrag 184, 425
&meta 186, 425, 451
&mpress 184, 426
&mrelease 184, 426
&null 21, 426
&output 40, 426
&phi 426
&pi 426
&pos 426
&progname 426
&random 102, 426
&rdrag 184, 427
&resize 184, 185, 427
&row 186, 427
&rpress 66, 184, 427
&rrelease 66, 184, 427
&shift 186, 427, 451
&subject 427
&time 427
&trace 56, 428
&ucase 428
&version 428
&window 59, 165, 166, 387, 428
&x 185, 428, 451
&y 185, 428, 451
! (element generation) 25, 27, 28, 380
!(procedure invocation) 37, 386
% (remainder) 22, 48, 381
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