In agile Requirement Engineering Techniques handling of non-functional requirements is ill defined. Customers or users talking about what they want the system to do normally do not think about resources, and other quality attributes.
INTRODUCTION
Requirement Engineering acts as a foundation for any software and is one of the most important tasks. The process of eliciting, analyzing, specifying, validating and maintaining requirement is known as Requirement Engineering. [8] Right requirements produce a number of benefits such as preventing errors, improving quality, and reducing risk throughout software development projects. [12] Essentially a system's utility is determined by both its functional requirements and its nonfunctional requirements, such as reliability, maintainability, portability, and security. Both functional and non-functional requirements must be taken into consideration in the development of a quality software system. [5] Functional requirements tell about system's functionality, whereas nonfunctional requirements are quality attributes. Although the requirements engineering community has classified requirements as either functional or non-functional, existing agile requirement engineering lacks the proper treatment of quality characteristics.
AGILE REQUIREMENT ENGINEERING TECHNIQUES
Customer Involvement: Agile methods often assume an "ideal" customer representative: the representative can answer all developer questions correctly, and is empowered to make binding decisions and makes the right decisions. The different elicitation techniques aim to get as much knowledge as possible from all stakeholders and resolve inconsistencies.
Interviews:
Interviews are the most common techniques to gather requirements. Interviews provide direct and 'unfiltered' access to the needed knowledge. It helps in establishing relationship between developer and customers.
Prioritization: is found in all the agile approaches. The highest priority feature is implemented in first increment that delivers the most business value.
Modeling:
In RE, models on different levels of abstraction are used. Models are used for communication to make customer understand the system in a better way. The models are mostly throw-away models. 
NON-FUNCTIONAL REQUIREMENTS
In the area of software requirements, the term non-functional requirements [9] have been used to refer to concerns not related to the functionality of the software. However, different authors characterize this difference in informal and unequal definitions. For example, a series of such definitions is summarized in: a) "Describe the non-behavioral aspects of a system, capturing the properties and constraints under which a system must operate. " b) "The required overall attributes of the system, including portability, reliability, efficiency, human engineering, testability, understandability, and modifiability."
The distinction between functionality and other qualities makes clear to the software engineers that requirements are meant to deal with quality and not only just single requirement which provides benefit in the field of requirement engineering. There are various classification schemes present for non-functional requirements. FURPS is a model for classifying non-functional requirements. FURPS emphasize on various quality attributes or non-functional requirements. [5] Functionality: Feature set, capabilities
Usability: Human Factors, Documentation
Reliability: Accuracy, mean time to failure, frequency of failure.
Performance: Speed, Efficiency, Throughput, Resource consumption Supportability: Testability, maintainability, portability, extensibility.
The classification schemes are inconsistent with each other. The software practitioner can chose any of the classification scheme but he/she must know the non-functional requirement terms such as performance, usability such that it can be communicated with the user as well as with the software developer so that end product will be produced as expected.
Non-functional requirements play an important role during requirement engineering and must be considered for producing quality software.
3.1Four Layered Approach to NFR
Four Layered Approach includes some rules and nonfunctional requirement. Four layered Approach to NFR is used to identify the goals, sub goals and finally nonfunctional requirements. The main objective of this approach is to find out non-functional requirements that are considered for software success.
The non-functional requirements identification process can be divided into the four steps as follows and shown in activity diagram. [2] Step 1: Identify the key stakeholders of the system.
Step 2: Generate the goals from Stakeholders based on developers' Knowledge and experience.
Step 3: Decompose the goal into sub goals.
Step 4: Identify non-functional requirements for each sub goal.
The following rules are used in the above process.
The rules are: [2] <Who> are the stakeholders? 
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Identify and prioritize the user stories from the customer's point of view.
Identify the Risks involved in each user story
Map the business needs to non-functional requirements using Four Layered Approach to NFR.
Estimate the cost and time required for each user story.
Identify and negotiate on conflicting user stories 
USER STORIES PRIORITIZATION
Five key principles of Extreme Programming (XP) are communication, simplicity, feedback, courage, and quality work. The first framework activity of Extreme Programming is "Planning", in which the customer writes the user stories.
The user stories define the functionality desired for the software. Different stakeholders have different needs. As end user rarely has a picture of a clear system to write the user stories, it leads to problems like requirements conflicts, missing requirements, etc. The user stories also lack focus on non-functional requirements. Two third of the projects fail because of ambiguous and incomplete user requirements and poor quality of the requirements. [11] For small to medium organizations, appropriate requirements prioritization and selection can increase the possibility of project success. Requirement Prioritization is the process of making a choice among multiple options. It is considered as important activity in requirements engineering, as it helps the developers to properly analyze requirements, in order to rank them according to their business value.
The following steps have been suggested for prioritization of user stories that lay focus on non-functional requirements.
The non-functional requirements may be handled in requirement specification and may help in development of quality software.
STEP 1: Identify and prioritize the user stories from the customer's point of view: The user stories are identified and prioritized on the basis of business value. The agile teams distinguish between "must have" and "nice to have" requirements. This is achieved by frequent communication with customers.
STEP 2: Identify the Risks involved in each user story:
The risk exposure may be calculated for each user story. Risk exposure is calculated on the basis of probability of a risk and its impact.
STEP 3:
Map the business needs to non-functional requirements using Four Layered Approach to NFR: The business needs identified by customers may be mapped into non-functional requirements using four layered approach. The goals given by different stakeholders are analyzed and partitioned into sub goals that are further analyzed for identification of non-functional requirements. 
CONCLUSION
The success of software depends on whether the customer is satisfied and it's all requirements have been met by the software. The paper has proposed an approach to improve the requirement analysis by considering nonfunctional requirements that plays an important role in software success. The Four layered approach to NFR have been integrated with Agile Requirement engineering which increases the probability of acceptance of software and helps in rapid development of software.
