










































Abstract  Frameworks will be revised as necessary according to feedback and 
change requests from users as application software developers. Architects can 
sophisticate their frameworks when they have enough time and budget to 
analyze and re-design for appropriate revisions with adequate vision about 
future uses. However, at the case of actual software development with 
proprietary in-house frameworks, ad hoc changes are frequently caused by 
insufficient budget and tight schedule about release of target application 
software. If framework architects revise their frameworks with ad hoc 
changes many times constantly, hot-spots and frozen-spots of frameworks 
are fragmented deeply and the become complicated. It causes degradation of 
software understandability about them, and thus, it increases development 
periods and costs of application software, and it decreases software quality 
so that application software developers easily make defects. As the result, 
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values of their frameworks as reusable software assets would be reduced to 
significant degrees. In this paper, a method to reconstruct frameworks by 
consolidating fragmented hot-spots are proposed. The method can simplify 
the complicated frameworks by the consolidation. A procedure of the 
proposed method is defined, and the evaluation with simple examples is 
argued. 
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5 は main 関数が関数 a，c，d を呼び出しており，関数 a が関数 b を，関数 d













































1． データ依存関係 DD(s，t)  
命令 sから命令 tに対してデータ依存関係 DD(s，t) があるとは，ある変数 w
が存在して，命令 sにおける変数 wの定義が，変数 wを使用している命令 tに
到達する場合をいう．データ依存関係 DD(s，t) は，命令 s で設定する変数 w
の値が命令 tで参照される可能性があることを示している．  
 
2． 制御依存関係 CD(s，t) 
命令 sから命令 tに対して制御依存関係 CD(s，t) があるとは，命令 sが分岐
命令であり，命令 t がその分岐文内に直接含まれている場合，あるいは，命令
s がループ命令であり，命令 t がそのループ文内に直接含まれている場合をい
う．命令 tが分岐文 S内に直接含まれているというのは，分岐文 S 内の他の分
岐文 S 内のほかの分岐文やループ文に命令 t が含まれていないことを意味す
る．制御依存関係 CD(s，t)があると，命令 t が実行されるかどうかは，命令 s
の実行結果（命令 sにおける制御移行）に依存している． 
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れる．この統合範囲を図 6 と図 7 の 2 つの PDG で比較すると，図 6 の PDG
ではその範囲内に Max=test(0)などのノードが入るのに対し，図 7 の PDG で
は始点と終点のノードのみとなっている．つまり，図 7 の PDG は統合によっ
て失われるフローズンスポットに対応するコードがないことになり，再利用性



































1 で複雑度を表す．エッジには制御依存とデータ依存の 2 つがあるが，その 2
つの数をそれぞれ x，yとし，以下のように 2次元ベクトル長としてエッジ量 E
を定義する． 
 
𝐸 = √𝑥2 + 𝑦2   …1) 
 
そして，Eと ccの 2つを用いた P1の計算方法を以下 2)に示す． 
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𝑃1 = √𝑐𝑐2 + 𝐸2 = √𝑐𝑐2 + 𝑥2 + 𝑦2 …2) 
 
次に，C1 について，統合によって失われるコードの量を，PDG において実









P1/C1    …3) 
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第 4 章 適用結果 
 








































統合するべきということができる．図 8に Ex1のソースコードの一部，図 9に
統合後のソースコードの一部を示す． 
 
public static void main(String[] args) { 
  int num = -10;  
  int n = 0;   
 
  n = abs(num);  //統合の始点 
  dot(n);  //統合の終点 






public static void main(String[] args) { 
  int num = -10; 
  int n = 0; 
 
  abs(num); 










統合するべきではないということができる．図 10 に Ex2 のソースコードの一
部を示す． 
 
public static void main(String[] args) { 
int n = 0; 
int k = 0; 
int t = 0; 
 
n = Datetime();  //統合の始点 
 
if(n == 1) { 
BufferedReader br = new BufferedReader(new 




System.out.print( "1=yes,0=no" ); 
 
k = Integer.parseInt( br.readLine() ); 
} catch(Exception e){ 
k=0;} 
} 
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次に Ex3 における PDG は図 4 の PDG を基本に，順番を入れ替えられない
ようにしたものを使った．それに対する適用結果は，cc=2，E=√85より，P1=√89，
C1=10，P1/C1=√89/10<1 となった．よって，Ex3 はホットスポット／フロー
ズンスポットを統合するべきではないものと判断された．図 11 に Ex3 のソー
スコードの一部を示す． 
 
public static void main(String[] args){ 
int[] test= { 10, 75, 24, 32, 98, 72, 88, 43, 60, 35, 54, 62, 2, 12, 82,}; 
int result; 
int t; 
         
sampleU.sort(test);  //統合の始点 
 
int Max =  test[test.length-1]; 
int Min = test[0]; 
 
System.out.println("Max = " + Max + " Min = " + Min +" print num"); 
 
InputStreamReader isr = new InputStreamReader(System.in); 
BufferedReader br = new BufferedReader(isr); 
 
try{ 
String buf = br.readLine(); 
t = Integer.parseInt(buf); 
}  
 catch(Exception e){ 
   t=0;  } 
 
result = sampleU.execute(test, t);  //統合の終点 
         
if(result != -1) { 
System.out.println("Found: index key = " + result); 
  } 
else{ 
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図 13に Ex4の PDG変換後のソースコードの一部，図 14に統合後のソースコ
ードの一部を示す． 
 
public static void main(String[] args){ 









Max = test[test.length-1]; 
Min = test[0]; 
System.out.println("Max = " + Max + " Min = " + Min); 
 
result = sample.execute(test, t);  //終点 
 
if(result != -1) { 
System.out.println("Found: index key = " + result); 
  } 
else{ 
System.out.println("Not found."); 




2018年度 修士論文 情報理工・情報通信専攻 深澤研究室 
32 
 
public static void main(String[] args){ 





sample.sort(test);  //統合の始点 




Max = test[test.length-1]; 
Min = test[0]; 
System.out.println("Max = " + Max + " Min = " + Min); 
 
if(result != -1) { 
System.out.println("Found: index key = " + result); 





図 13．Ex4の PDG変換後のコードの一部 
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public static void main(String[] args){ 









Max = test[test.length-1]; 
Min = test[0]; 
System.out.println("Max = " + Max + " Min = " + Min); 
 
if(result != -1) { 
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かる時間は 1 時間当たり 100～200 行である[13]という研究にあるようにプロ
グラマーがコードを理解するためにかかる時間と行数は相関関係がある程度あ
ると考えられるためである． 
本手法を用いて統合すべきと判断された 4 章における Ex1 と Ex4 のサンプ
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