Abstract. This paper presents a family of parallel thinning algorithms for extracting medial surfaces from 3D binary pictures. The proposed algorithms are based on sufficient conditions for 3D parallel reduction operators to preserve topology for (26, 6) pictures. Hence it is self-evident that our algorithms are topology preserving. Their efficient implementation on conventional sequential computers is also presented.
Introduction
Thinning algorithms extract "skeletons" from binary pictures by using topology preserving reduction operations [8] . A 3D reduction operation does not preserve topology [7] if any object is split or is completely deleted, any cavity is merged with the background or another cavity, a new cavity is created, a hole (which doughnuts have) is eliminated or created.
A 3D binary picture [8] is a mapping that assigns a value of 0 or 1 to each point with integer coordinates in the 3D digital space denoted by Z 3 . Points having the value of 1 are called black points, and those with a zero value are called white ones. A simple point is a black point whose deletion does not alter the topology of the picture [8] .
Parallel thinning algorithms delete a set of black points. Topological correctness of parallel 3D thinning algorithms can be verified by the help of sufficient conditions for 3D parallel reduction operators to preserve topology [10, 7, 14] .
Thinning algorithms use operators that delete some points which are not end-points, since preserving end-points provides important geometrical information relative to the shape of the objects. Curve-thinning algorithms are used to extract medial lines or centerlines, while surface-thinning ones produce medial surfaces. Curve-thinning preserves line-end points while surface-thinning does not delete surface-end points [2, 3, 14] . This paper presents a family of 3D surface-thinning algorithms that are based on sufficient conditions for topology preservation proposed by Palágyi and Kuba [14] . The strategy which is used is called fully parallel: the same parallel reduction operator is applied at each iteration. Our algorithms use different types of surface-end points.
This paper is organized as follows. Section 2 gives the basic notions of 3D digital topology and the applied sufficient conditions for topology preservation.
Then in Section 3 we present three new fully parallel surface-thinning algorithms and their results on some test pictures. Finally, Section 4 proposes an efficient implementation of our algorithms, and we conclude in Section 5.
Basic Notions and Results
Let p be a point in the 3D digital space Z 3 . Let us denote N j (p) (for j = 6, 18, 26) the set of points that are j-adjacent to point p (see Fig. 1a ). The sequence of distinct points x 0 , x 1 , . . . , x n is called a j-path (for j = 6, 18, 26) of length n from point x 0 to point x n in a non-empty set of points X if each point of the sequence is in X and x i is j-adjacent to x i−1 for each 1 ≤ i ≤ n (see Fig. 1a ). Note that a single point is a j-path of length 0. Two points are said to be j-connected in the set X if there is a j-path in X between them.
The 3D binary (26, 6) digital picture P is a quadruple P = (Z 3 , 26, 6, B) [8] . Each element of Z 3 is called a point of P. Each point in B ⊆ Z 3 is called a black point and has a value of 1 assigned to it. Each point in Z 3 \B is called a white point and has a value of 0 assigned to it. Adjacency 26 is associated with the black points and adjacency 6 is assigned to the white points. A black component is a maximal 26-connected set of points in B, while a white component is a maximal 6-connected set of points in Z 3 \B. Here it is assumed that a picture contains finitely many black points.
A black point is called a border point in (26, 6) pictures if it is 6-adjacent to at least one white point. A black point is called an interior point if it is not a border point. A simple point is a black point whose deletion is a topology preserving reduction [8] .
Parallel reduction operators delete a set of black points and not just a single simple point. Hence we need to consider what is meant by topology preservation when a number of black points are deleted simultaneously. The following theorem provides sufficient conditions for 3D parallel reduction operators to preserve topology. Note that there is an alternative method for verifying the topological correctness of 3D parallel thinning algorithms. It is based on Ma's sufficient conditions for 3D parallel reduction operators to preserve topology for (26, 6) pictures [10] . It is proved in [14] that if a parallel reduction operator satisfies the conditions of Theorem 1, then Ma's conditions are satisfied as well.
The New Thinning Algorithms
In this section, a family of thinning algorithms are presented for extracting medial surfaces from 3D (26, 6) binary pictures. These algorithms use fully parallel strategy; the same parallel reduction operator is applied at each phase of the thinning process [5] . Deletion conditions of the proposed surface-thinning algorithms are based on the conditions of Theorem 1. Let us define their deletable points: Note that various characterizations of surface-end points yield different types of deletable points. It can readily be seen that the simultaneous deletion of all T -deletable points from any (26, 6) picture is a topology preserving reduction (i.e., it satisfies both conditions of Theorem 1). Hence topology preservation by the following algorithm is guaranteed:
Fully parallel surface-thinning algorithm based on T -deletable points
A surface-thinning algorithm does not delete surface-end points that are defined by the algorithm-specific characterization of end-points. There are numerous types of surface-end points that are used by the existing surface-thinning algorithms [1, 2, 3, 4, 6, 9, 11, 13, 14, 18, 20] . Hence we can get a family of fully parallel surface-thinning algorithms by applying various characterizations of surface-end points.
For simplicity, let us consider the following three types of surface-end points.
is a surface-end point of type i if the i-th condition holds:
There is no interior point in the set
N 6 (p) ∩ B.
N 18 (p) ∩ B.
Note that surface-end points of type 1 are considered by some existing 3D surface-thinning algorithms [1, 15, 16, 17] and all the three types are used by the algorithms proposed by Manzanera et al. [13] .
The proposed three algorithms are called as Alg-i that are determined by surface-end points of type i (i = 1, 2, 3). In experiments these fully parallel surface-thinning algorithms were tested on objects of different shapes. Here we present some illustrative examples below (Figs. 2-5 ).
Note that due to the considered types of surface end-points, our medial surfaces may contain 2-point thick surface patches [1, 15, 16, 17] . Fortunately, it is not hard to overcome this problem here (e.g. by applying a final thinning step [1] ). Note that the proposed three algorithms use symmetric deletion conditions, hence they are invariant by reflections and k · π/2 rotations. We should mention that the skeleton (as a shape feature) is sensitive to coarse object boundaries. As a result, the "skeleton" produced generally includes unwanted segments that must be removed by a pruning step [19] .
Implementation
One may think that the proposed algorithms are time consuming and it is rather difficult to implement them. That is why this section will present an efficient way for implementing algorithms Alg-1, Alg-2, and Alg-3 on a conventional sequential computer.
Our method uses a pre-calculated look-up-table to encode the simple points in (26, 6) pictures and an array to encode all possible sets that are considered in condition 3 of Definition 1. In addition, two lists are used to speed up the process: one for storing the border-points in the current picture; the other list is to store all deletable points in the current phase. At each iteration, the deletable points are deleted, and the list of border points is updated accordingly. The pseudocode of the proposed algorithms is given by the following: The two parameters of the procedure are the array A (which stores the input picture to be thinned) and index i (that is to give the type of the considered surface-end points (i = 1, 2, 3)). In input array A, the value "1" corresponds to black points and the value "0" is assigned to white ones.
First, the input picture is scanned and all the border points that are not surface-end points of type i are inserted into the list border list. Note that it is the only time consuming scanning of the entire array A. In order to avoid storing more than one copy of a border point in border list and verifying the deletability of surface-end points again and again, the array A represents a five-color picture during the thinning process: the value of "0" corresponds to the white points, the value of "1" corresponds to (black) interior points, the value of "2" is assigned to all (black) surface-end points of type i, the value of "3" is assigned to all (black) border points in the actual picture that are not end-points (added to border list), and the value of "4" corresponds to (black) points that satisfy the first two conditions of Definition 1.
The kernel of the repeat cycle corresponds to one iteration step of the process. Function ITERATION STEP returns the number of deleted points by the actual iteration step. This number is then stored in the variable called deleted. The entire process terminates when no more points can be deleted. After the thinning, all points having a nonzero value belong to the medial surface. Note that array A contains the resultant "skeleton", hence the input and output pictures can be stored in the same array. The basic task of the function COLLECT DELETABLE is comprised of two testing parts according to the conditions 2 and 3 of Definition 1. Since border list contains all border points that are not surface-end point of type i in the actual picture, condition 1 of Definition 1 is satisfied by any points in border list. Let us notice that the proposed algorithms Alg-1, Alg-2, and Alg-3 can ignore condition 4 of Definition 1 (that is corresponds to condition 2 of Theorem 1), since a point that is 6-, 18-, or 26-adjacent to an interior point may not be an element of any black component contained in a 2 × 2 × 2 cube.
This function uses two pre-calculated arrays as global variables. They are LUT simple to encode the simple points and Q to encode all possible sets that are considered in condition 3 of Definition 1. We denote by "NOT" and "AND" the bitwise negation and the bitwise conjunction, respectively.
Simple points in (26, 6) pictures can be locally characterized; the simplicity of a point p can be decided by examining the set N 26 (p) [12] . There are 2 original image (81 000) result of Alg-1 ( 7 864) result of Alg-2 (3 740) result of Alg-3 (3 700) Fig. 3 . The 3D image of a 45×45×45 cube with a hole and its medial surfaces produced by our algorithms. Numbers in parentheses mean the count of black points.
possible configurations in the 3 × 3 × 3 neighborhood if the central point is not considered. Hence we can assign an index (i.e., a non-negative integer code) for each possible configuration and address a pre-calculated (unit time access) lookup-table LUT simple having 2 26 entries of 1 bit in size, therefore, it requires only 8 megabytes storage space in memory.
It is readily confirmed that there are 66 possible sets to be verified in condition 3 of Definition 1, since a set Q may contain only one, two, or three mutually 18-adjacent points, where any point in Q is 18-adjacent to the central point p. Note that we have to investigate at most 53 of these sets since p is a border point (i.e., it is 6-adjacent to at least one white point).
Function COLLECT 26 NONZERO finds the index of the given configuration (i.e., the 3 × 3 × 3 neighborhood of the point p in question excluding p itself). Its result (i.e., index 26 nonzero) is calculated as It is important that the support of all tests that are used is 3 × 3 × 3. The proposed implementation method is fairly straightforward and computationally efficient (see Table 4 ). Here we find that the time complexity depends only on the number of object points and the compactness of the objects (i.e., volume to area ratio); but it does not depend on the size of the volume which contains the objects to be thinned. Note that our implementation method is fairly general, as similar schemes can be used for the other parallel and some sequential thinning algorithms as well [17] . Table 1 . Computation times for the considered four kinds of test objects. Our algorithms were run under Linux on an Intel Pentium 4 CPU 2.80 GHz PC. (Note, that just the thinning itself was considered here; reading the input volume, the 8 MB look-up-table, and writing the output image were not taken into account.)
