Development projects are often based on large collections of information.
This paper also discusses some of the considerations in the design and implementation of such a file system. A prototype implementation is described, and an evaluation of the effectiveness of md-nt spaces in a software development environment is presented.
INTRODUCTION
Computer systems are often the primary facilities underlying development projects in a number of different areas. Such areas include software development, document preparation, image processing, graphics generation, circuit board layout, VLSI chip design, and many other areas of design and manufacturing.
These projects are often based on large collections of information.
L
This information is typically maintained in a set of files.
For software development, the information which is to be managed for the programming and maintenance stages ranges from very high-level definitions, to high-level textual "source code" from which the "end product" is automatically generated, to intermediate representations,
to the target machine code.
Document preparation may require source text containing formatting control words, displayable formatted output which may be marked up by reviewers, and phototypesetter data streams.
VLSI design may require that logic diagrams, circuit schematics, and geometry layouts all coexist, along with block diagrams, high level specifications, and the results of various analyses of a circuit.
In addition, for projects in any of these areas, this variety of information is often accompanied by information relating to project planning and scheduling, directions and procedures for processing files, characteristics and attributes of various files, relationships between files, and logs and histories of activities related to various files. [Goldstein and Bobrow 1980] for the SMALLTALK system is based on "layered networks", in which each element of an unordered set of contexts is a linear array of partial module networks. which each file of a file system is regarded as a point in a "multidimensional n-ary tree-structured space" (also called an "m-dimensional n-ary tree-structured space", or an "md-nt space").
Each point in an md-nt space has m coordinates, one for each dimensiono Where the axes of a conventional space are linear, each axis of a tree-structured space is a tree (or, in fact, a singly-rooted network All information concerning the structure of the space is stored in another UNIX file. The "structure file" and the "point files" are kept in a single UNIX directory.
A formalized extension of the UNIX command language is provided by an interpreter which has been implemented as a layer above the UNIX shell, using LEX and YACC [Johnson and Lesk 1978] . The language includes commands for manipulating the points of an md-nt space, and will include a powerful regular-expression sub-language for identifying the points of a space. Commands concerning the structure of the space are processed directly by the interpreter, and their actions are reflected in the underlying UNIX files. Ordinary UNIX commands, including those which deal with files of the multidimensional space, are simply passed on to the shell, after any point references are expanded and translated into UNIX file names.
Currently, the representation for the structure of the space, which is stored in the structure file, is a simple set of multi-linked nodes. Each point of the space is represented by a single node. Each node has a set of links which identify its parent, its first child, and its next sibling, in each dimension. '*~ is used as a "wildcard" pattern rather than as a symbolic reference to the current file or record, ';' is used as a delimiter of coordinates in point identifiers rather than as a command separator, '--' is used to introduce comments, and
~ ' is used to mean "et cetera". Text entered by the user is in lowercase. 
