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Tato práce se zabývá návrhem a implementací změn dokumentu a jiných vylepšení ano-
tačního editoru vyvíjeného jako součást projektu Decipher. Vysvětluje podstatu projektu
Decipher a zařazení anotačního systému 4A v rámci tohoto projektu. Zkoumá anotační
editor a navrhuje řešení problémů a přidávání nové funkcionality ulehčujíci manipulaci
s anotacemi a také ze samotným editorem.
Abstract
This thesis deals with the design and implementation of the document modifications and
another annotation editor improvements developed as the part of the Decipher project.
Explains the nature of the Decipher project and the inclusion of annotation system 4A
in this project. It examines the annotation editor and propose solutions to problems and
adding new functionality which makes it easier to work with annotations and also with
editor itself.
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Cieľom tejto práce je navrhnúť a implementovať algoritmus detekcie zmien v dokumente,
rozhrania pre vstup a spracovanie nových jednoduchých typov atribútov a riešenia ďalších
požiadaviek vzniknutých v priebehu projektu Decipher pre anotačný editor, ktorý je vyví-
janý ako jeho súčasť. Navrhnuté algoritmy v rámci tejto práce, rovnako ako aj celý ano-
tačný editor by mali byť funkčné vo webových prehliadačoch Mozilla Firefox, Opera, Google
Chrome a Apple Safari.
Kapitola 2 analyzuje súčasný stav, popisuje význam projektu Decipher, význam a špe-
cifiká anotačného systému 4A a anotačného editora, ktorý je jeho súčasťou a porovnáva
anotačný systém 4A s existujúcimi riešeniami.
Využité nástroje a technológie, potrebné k dosiahnutiu riešenia problémov v rámci tejto
práce, sú popísané v kapitole 3.
Návrh riešenia problémov špecifikovaných v zadaní a ďalších úloh, vyplývajúcich z po-
žiadavkov vzniknutých v rámci projektu Decipher, je popísaný v kapitole 4.
Kapitola 5 popisuje vybrané problémy vzniknuté počas implementácie a ďalšie imple-
mentačne zaujímavé časti.
Spôsob testovania a ladenia anotačného editora je popísaný v kapitole 6.




V tejto kapitole je vysvetlená súvislosť práce s projektom Decipher. Zároveň popisuje vý-
znam anotácie, anotačného systému 4A a samotného anotačného editora, ktorého vylep-
šenia sú témou tejto práce. Na konci kapitoly sú porovnané existujúce pokročilé anotačné
nástroje.
Anotačný editor, poskytujúci pokročilé techniky manipulácie s anotáciami, je súčasťou
anotačného systému 4A 2.3. Špecifickosť anotačného editoru je vysvetlená a demonštrovaná
v kapitolách 2.4 a 2.5.
2.1 Projekt Decipher
Anotačný editor je vyvíjaný ako súčasť projektu Decipher. Táto kapitola popisuje projekt
Decipher, pričom čerpá hlavne z [17]. Decipher je špecificky cielený výskumný projekt pod-
porovaný Európskou komisiou zameraný na objavovanie a prieskum kultúrneho dedičstva
prostredníctvom príbehov a rozprávaní. Poskytuje širokú škálu riešení umožňujúcich vytvá-
ranie príbehov, vizualizáciu znalostí a iné podporné vizualizačné prostriedky pre múzeá.
Kultúrne dedičstvo v digitálnej podobe spolu so sémantickým webom 1 poskytujú takmer
neobmedzený prístup k znalostiam. Problém je v tom, že kultúrny význam znalostí nespo-
číva v jednotlivých objektoch resp. kultúrnych artefaktoch, ale v udalostiach, viere a mys-
lení, ktoré ich rozširujú alebo spájajú s inými znalosťami, objektami a udalosťami. A práve
príbeh, teda jeho dej uľahčuje pochopenie týchto súvislostí.
Hlavným cieľom projektu Decipher je vytvorenie prostriedku strojového uvažovania (re-
asoning engine), rozhrania a prostredia, ktoré umožnia prezentáciu objektov kultúrneho
dedičstva v digitálnej podobe častí súvislého príbehu. Toto umožní užívateľovi interaktívne
zostaviť, vizualizovať a skúmať nielen kolekcie objektov, ale aj znalosti, ktoré sa s týmito
objektami spájajú a dodávajú im význam.
Decpiher je zameraný na vytvorenie personalizovaných príbehov, znalostných štruktúr
a prezentačných prostredí založených na reprezentácii kultúrneho dedičstva v digitálnej
podobe získaného z rôznych zdrojov. Výsledný produkt vznikol ako riešenie ôsmich skupín
úloh, pričom skupiny nie sú na sebe kriticky závislé. Podrobný obsah skupín úloh je možné
nájsť v [17].
Nasledujúci text popisuje jednotlivé skupiny. Skupiny majú označenie WP (working
packages).




Táto skupina zahŕňa managerské procesy, ktoré spájajú ostatné úlohy do jedného
celku.
WP2 Definícia a reprezentácia procesov v múzeách
Obsahuje štúdium digitálnych artefaktov a múzejnej praxe. Výstupom budú séman-
tické modely pracovných postupov v múzeách a zbierka digitálnych objektov kultúr-
neho dedičstva, ktoré budú použité na testovacie a demonštračné účely.
WP3 Analýza kurátorskej praxe
Formalizácia kurátorských procesov, ktoré sú výstupom WP2. Vytvorenie iniciali-
začnej verzie softwaru, ktorá umožní pridávať do príbehu kontext, odvodzovať nad
objektami kultúrneho dedičstva a spájať ich do súvislostí.
WP4 Vyhľadávanie, získavanie a agregácia dát
Pokrýva vytváranie dátových sád, klasifikáciu obsahu, analýzu a sémantické anoto-
vanie. Cieľom týchto aktivít je vyprodukovať značné množstvo kvalitných metadát.
Do skupiny WP4 spadajú aj problémy extrakcie metadát a výberu objektov v spojení
s prirodzeným jazykom.
Klasifikácia obsahu a podstaty textu zahŕňa kategorizáciu štýlu textu a počiatočné
zoskupovanie dokumentov na základe spojitosti vyplývajúcej z obsahu. Sémantická
anotácia a reprezentácia zastupujú potrebu identifikácie pomenovaných entít (osoby,
miesta, artefakty apod.), základné sémantické relácie medzi nimi, ich štruktúrovanie
v rámci udalostí a reprezentáciu znalostí v štandardnom formáte.
WP5 Architektúra systému a integrácia
Definícia požiadavkov, architektúry aplikačných programových rozhraní (API) a vývoj
nástrojov na vytváranie, agregáciu a ukladanie obsahu a metadát získaných v skupi-
nách WP3 a WP4. V tejto skupine sa spájajú algoritmické procesy získané v skupine
WP3 s dátami získanými v skupine WP4. Výstupom WP5 bude middleware 2, ktorý
bude prezentovať výstup strojového uvažovania vo virtuálnom prostredí, ktoré umožní
reprezentovať zvolené objekty (textové dokumenty, dvoj alebo trojrozmerné artefakty
- statické alebo pohyblivé) a príbehy, ktoré medzi nimi vytvárajú spojenia.
WP6 Rozhrania pre manipuláciu s príbehmi a vizualizačné nástroje
Výskum a vývoj rozhraní virtuálneho prostredia, ktoré bude zrozumiteľným spôso-
bom prezentovať obsah užívateľovi. Návrh týchto rozhraní bude založený na mode-
loch užívateľskej interakcie a dynamickej rekonfigurácie umožňujúcej prácu na rôznych
zariadeniach užívateľa, užívateľského kontextu a povahy prezentovaného príbehu.
WP7 Skúšky a vyhodnotenia
Validácia systému a prispôsobenie testovacích sád (špecifikovaných vo WP2) pred sa-
motným vyhodnotením užívateľmi a tretími stranami. Výskumné skupiny pracujúce
na WP3 - WP6 validujú a prispôsobia svoje výstupy. Užívatelia vykonajú experimenty
s vytváraním príbehov so skutočnými dátami. Cieľom je otestovať systém v realistic-
kých podmienkach.
WP8 Využitie a plánovanie rozšírenia
Publikácia výsledkov, naplánovanie rozšírenia na základe prieskumu trhu.
2software poskytujúci služby iným aplikáciam (podobne ako operačný systém)
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Výskumná skupina Fakulty informačních technologií KNOT 3 sa podieľala na skupinách
úloh WP4 Vyhľadávanie, získavanie a agregácia dát, WP5 Architektúra systému a integrácia
a WP6 Rozhrania pre manipuláciu s príbehmi a vizualizačné nástroje. Skupina WP4 a WP5
zahŕňa okrem iného aj anotačný editor, ktorý je popísaný v kapitole 2.4.
Anotačný editor sa podieľa na identifikovaní entít, ktoré sa nachádzajú v texte. Entity
sú identifikované poloautomaticky prostredníctvom systému ponúk alebo manuálne pomo-
cou anotačného editora. Poloautomaticky ponúknutá entita môže byť upravená užívateľom
(anotačným editorom). Entity sú štrukturované do udalostí, ktoré chceme extrahovať. Nad
takto získanými dátami je vykonávané strojové odvodzovanie znalostí použiteľné napríklad
na sémantické vyhľadávanie.
Jednoduchým príkladom identifikácie entity môže byť identifikácia osoby z textu na zá-
klade mena. Okrem toho, že meno môže byť v rôznych gramatických tvaroch, musíme po-
čítať s možnosťou, že existuje viac ako jediný nositeľ takéhoto mena. Ak pridáme kontext
a sémantiku textu, dôjdeme k záveru, že extrahovať a korektne identifikovať osobu v texte
môže byť problém. Pridaním ďalších súvisiacich entít a definovaním vzťahov medzi týmito
entitami sa problém stáva komplexnejším.
Identifikácia entít a extrakcia udalostí automatickou metódou má mnohé úskalia, vy-
plývajúce z vlastností prirodzeného jazyka v textovej podobe. Ako ďalší príklad uvediem
extrakciu udalosti z nasledujúceho textu, ktorý pochádza z [50].
„In 1812, when Percy Shelley traveled to Ireland to campaign against the injustices done
there by Britain, Amelia was his traveling companion, and introduced him to her father,
one of the leaders of the cause. She later traveled to Rome and built up a close friendship
and correspondence with Shelley’s second wife Mary.“
V texte sa píše o maliarke Amelii Curran a chceme z neho extrahovať informáciu o cesto-
vaní. S automatickou extrakciou informácie o cestovaní „Percy Shelley traveled to Ireland“
nie je problém. Komplikáciou je výraz „Britain“, ktorý môže byť automaticky rozpoznaný
ako ďalší cieľ cesty. Najväčším problémom automatickej extrakcie je ale informácia „In 1812
Amelia travelled to Ireland“, ktorá sa automaticky nedá extrahovať. A práve v takýchto
prípadoch je opodstatnený význam manuálnej extrakcie za pomoci anotačného editoru.
2.1.1 Výstupy projektu
Výsledkom splnenia úloh v skupinách WP1 - WP6 sú nižšie uvedené výstupy projektu.
Bližšie informácie o výsledkoch a výstupných produktoch projektu je možné nájsť v [17].
Nasledujúce kapitoly popisujú nástroje podieľajúce sa na vytvorení týchto výstupov.
• Formalizovaná reprezentácia kurátorskej praxe.
• Publikovaná schéma a softwarové nástroje na popis obsahu kultúrneho dedičstva
v kontexte vzťahov k udalostiam, miestam, osobám, témam, užívateľského cieľa a pro-
filu uvažovania.
• Softwarové nástroje na vyhľadávanie, získavanie a agregáciu, ktoré zbierajú kultúrny
obsah z verejných zdrojov cez domény (umenie, hudba, tanec apod.) takým spôsobom,
že môže byť poloautomaticky popísaný prostredníctvom schémy udalosti.
3KNOwledge Technology group - skupina znalostných technológií
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• Softwarové nástroje strojového uvažovania umožňujúce individuálnu organizáciu a skú-
manie obsahu cez historické obdobia a kultúrne domény.
• Softwarový demonštračný nástroj zostavený z Open Source 4 komponentov, vytvá-
rajúci robustné a udržovateľné prostredie prepojené s kolekciou digitálnych objektov
kultúrneho dedičstva.
• Užívateľské rozhrania využívajúce dostupné technológie webových prehliadačov a za-
riadení na vizualizáciu, zahŕňajúce 3D obraz a zvuk.
2.2 Anotácia
Anotácia je krátka poznámka vložená do textu. Táto poznámka nie je často dlhšia ako
jedno slovo. Pojem anotácia, alebo anotovaniemôže označovať aj samotný proces vytvárania
tejto poznámky. Anotácie elektronických dokumentov sú objekty, ktoré súvisia s obsahom
jedného alebo viacerých iných objektov. Nástroje umožňujúce anotovanie elektronických
dokumentov sú väčsinou realizované ako doplnky do aplikácií, ktoré pracujú s textom.
Medzi nástroje umožňujúce anotovať text patria A.nnotate 5, FloatNotes 6 a iné.
Najjednoduchším spôsobom anotovania je tagging. Tag je krátka, najčastejšie jedno-
slovná poznámka vložená do textu. Pokiaľ tagging vykonáva viacero užívateľov ide o tzv.
social tagging kedy užívatelia označujú text a vytvárajú tagy ktoré zdieľajú s inými užíva-
teľmi. Social tagging napomáha kategorizácii obsahu, navigácii a vyhľadávaniu [18].
2.3 Anotačný systém 4A
Anotačný editor je súčasťou kolaboratívneho anotačného systému 4A. Vývoj systému bol
začatý v roku 2011 na báze filozofie „Annotations anywhere, annotations anytime“, teda
anotácie kedykoľvek a kdekoľvek.
Anotácia v systéme 4A má oproti základnej anotácii, krátkej a jednoslovnej poznámke
tak ako bola definovaná v kapitole 2.2, podstatne bohatšiu štruktúru. Obsahuje okrem
anotovaného textu (prípadne príznaku že anotácia patrí k celému dokumentu) a vlastného
textu anotácie aj typ anotácie, ktorý môže byť využitý pri tagovaní. Typ anotácie uľahčuje
kategorizáciu a sám môže obsahovať atribúty umožňujúce dodať k anotácii metadáta 7.
Príkladom využitia takejto štrukturovanej anotácie može byť anotovaný text obsahujúci
meno osoby. K tomuto menu priradíme typ osoba a vyplnením hodnôt atribútov môžeme
k osobe priradiť metadáta, ktoré s danou osobou súvisia (email, dátum narodenia, odkaz
na ďalšiu anotáciu apod.).
Na obrázku 2.1 je znázornená architektúra systému. Hlavnou súčasťou systému je 4A
anotačný server, ktorý poskytuje prostriedky na ukladanie a zdieľanie anotácií.
Anotačný server umožňuje spojenie so systémom ponúkania anotácií na základe špeci-
fikácie typu anotácie (uživateľsky nastaviteľné) a zároveň samotný server obsahuje modul
4Software s otvoreným (dostupným) zdrojovým kódom (technická i licenčná dostupnosť za určitých pod-
mienok)
5Anotačný nástroj použiteľný na anotovanie PDF a Microsoft Office dokumentov, obrázkov a webových
stránok
6Doplnok do prehliadača Firefox umožňujúci vkladať poznámky, komentáre, odkazy a obrázky do webo-
vých stránok
7Dáta slúžiace na popis iných dát
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Obrázek 2.1: Architektúra anotačného systému 4A
na ponúkanie anotácií. Anotovanie je postavené na klient-server modeli, ktorý zabezpe-
čuje dostupnosť anotovania z akéhokoľvek miesta. Podmienkou je internetové pripojenie
(ak chceme získavať anotácie od iných užívateľov) a prítomnosť anotačného klienta. Ano-
tačný editor je anotačný klient obsahujúci funkcionalitu výrazne uľahčujúcu manipuláciu
s anotáciami. Táto funkcionalita a význam anotačného editora sú popísané v kapitole 2.4.
Anotační klienti komunikujú so serverom prostredníctvom komunikačného protokolu po-
zostávajúceho zo správ vo formáte XML 3.2. Špecifikácia protokolu je dostupná z [19].
Anotační klienti sú realizovaní ako doplnky do webových prehliadačov alebo rozšírenia tex-
tových editorov.
Proces anotovania v 4A systéme začína prihlásením užívateľa k anotačnému serveru pro-
stredníctvom prideleného užívateľského mena a hesla. Týmto je začaté sedenie a nasleduje
synchronizácia dokumentu, ktorý bude užívateľ anotovať, s anotačným serverom. V rámci
jedného sedenia je možné anotovať viacero dokumentov, tieto dokumenty však nemôžu byť
anotované súčasne. V prípade anotovania iného dokumentu, alebo zmeny obsahu pôvod-
ného dokumentu, je potrebné znovu zosynchronizovať dokument s dokumentom uloženým
na anotačnom serveri. V prípade úspešnej synchronizácie anotačný server odošle klientovi
dáta súvisiace s užívateľom a daným dokumentom. Medzi tieto dáta patria anotácie, ktoré
užívateľ vytvoril počas predchádzajúcich sedení, anotácie od iných užívateľov, typy anotácií
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a iné. Po týchto úkonoch môže začať manipulácia s anotáciami prostredníctvom anotačného
editora (klienta), ktorá je bližšie popísaná v kapitole 2.4.
2.4 Anotačný editor 4A
Anotačný editor 4A je pokročilý anotačný nástroj implementovaný v jazyku JavaScript 3.4
ako doplnok do textového editora TinyMCE 3.25. Poskytuje nástroje zjednodušujúce ma-
nipuláciu s anotáciami. Po spustení editor zobrazí lištu nástrojov, ktorá ponúka užívateľovi
možnosť anotovať alebo využiť pokročilé možnosti anotačného editora. Anotovať je možné
textový fragment (časť dokumentu) alebo celý dokument. Typ anotácie je možné vybrať
pomocou textového poľa s funkciou automatického ponúkania alebo zo stromu typov, pri-
čom v oboch prípadoch je možné pridávať nové typy zadaním názvu do textového poľa.
Manipulácia s typmi je zobrazená na obrázku 2.2 a 2.3. Užívateľ má možnosť zmeniť pred
samotným uložením akúkoľvek vlastnosť anotácie (vybraný text, typ, atribúty). Po uložení
anotácie je potrebné nastaviť kurzor na príslušný fragment a vyvolať tlačidlom editáciu.
Obrázek 2.2: Výber typu anotácie za pomoci automatického ponúkania
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Obrázek 2.3: Výber typu anotácie za pomoci stromu
S typom anotácie je možné previazať atribút, táto väzba však nie je nevyhnutná nato aby
užívateľ mohol pridať atribút k anotácii. Atribúty môžu byť jednoduchého alebo štrukturo-
vaného typu. Z jednoduchých typov majú zastúpenie celočíselný, reťazcový, URI a mnohé
iné (podrobnosti o typoch je možné nájsť v [19]). Štrukturované typy reprezentujú vnorené
anotácie a odkazy na anotácie. V oboch prípadoch je najskôr vybraný typ a následne podľa
toho, či užívateľ vyberie nový text alebo existujúcu anotáciu, je vytvorená vnorená anotácia
alebo odkaz na anotáciu. Odkazy na anotácie môžu mať cyklický charakter, prípadne vytvá-
rať reťazové odkazy 8. Atribúty môžu byť importované z ontológie. Obrázok 2.5 znázorňuje
odkaz na anotáciu ako atribút anotácie, ktorá je práve vytváraná.
Anotácia je reprezentovaná jedným alebo viacerými fragmentami. Fragment definuje
umiestnenie anotácie v texte pomocou vlastností XPath 3.6, offsetu 9, dĺžky a textu. Tie-
to vlastnosti umožňujú ľubovoľné prekrývanie fragmentov. Fragmenty môžu byť na zá-
klade typu farebne rozlíšené. Táto vlastnosť je uživateľsky nastaviteľná v nastaveniach. Pri
umiestnení kurzora na fragment sa zobrazí okno fragmentu zobrazujúce typ, atribúty, au-
tora anotácie a iné užitočné informácie (atribúty sú v preddefinovanom nastavení zbalené,
rozbalenie tlačidlom). Ponúka možnosť editácie prípadne odstránenia anotácie. Na obrázku
2.4 sú prekryté fragmenty. Anotácie sú vytvorené z textu „Sir Denis“ a „Denis had“. Frag-
menty sú farebne odlíšené užívateľskými nastaveniami anotačného editora.
Ponuka je návrh na anotáciu, ktorý je od anotácie farebne odlíšený. V prípade potvr-
denia ponuky sa z ponuky stane anotácia. Ponuku je možné podobne ako anotáciu pred
potvrdením editovať. Nastavenia umožňujú automaticky potvrdzovať ponuky, ktoré spadajú
8Nech A, B, C sú anotácie a A -> B značí skutočnosť, že A obsahuje odkaz na anotáciu B, potom reťaz
odkazov je A -> B -> C
9Vzdialenosť od počiatku textového uzlu
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Obrázek 2.4: Prekrývanie fragmentov
Obrázek 2.5: Odkaz na anotáciu ako atribút anotácie
do definovaného intervalu dôveryhodnosti. Užívateľ má možnosť nastaviť príjem ponúk vy-
braných typov. Podobné nastavenia je možné aplikovať na anotácie.
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Správanie a vzhľad anotačného editora sú prispôsobiteľné prostredníctvom nastavení.
Nastavenia sa nachádzajú v lište nástrojov a poskytujú pomerne širokú paletu prispôsobení
z kategórie vzhľadu (fragmenty, dialógy a iné) a funkcionality (filtrovanie ponúk, jazyk
a iné). Okrem nastavení sú z lišty nástrojov prístupné rozhrania pre vstup do a opustenie
užívateľských skupín, centrálnu manipuláciu s anotáciami celého dokumentu a ponukami
a iné.
2.5 Existujúce riešenia
Anotačný systém 4A je natoľko špecifický a funkcionálne vybavený, že neexistuje riešenie,
ktoré by mu mohlo úspešne konkurovať. V tejto kapitole sú preto popísané pokročilé ano-
tačné nástroje, poskytujúce aspoň čiastočne podobnú funkcionalitu. Medzi tieto nástroje
patria RDFaCE, Pundit a Loomp/OCA. Posledná podkapitola porovnáva 4A anotačný sys-
tém a jemu najpodobnejší pokročilý anotačný nástroj RDFaCE.
2.5.1 RDFaCE
RDFaCE je sémantický editor obsahu postavený ako doplnok do TinyMCE editora. Je za-
ložený na koncepte WYSIWYM (What You See Is What You Mean). Koncept WYSIWYM
umožňuje užívateľom anotovať obsah za použitia RDFa 10 a Microdata 11 značiek. Využíva
externé aplikačné programové rozhrania spracovania prirodzeného jazyka na ponúkanie
menných priestorov, vlastností, URI adries a na automatické anotovanie obsahu [1]. Na-
priek tomu, že je RDFaCE najpodobnejším nástrojom, má so 4A anotačným systémom len
zopár spoločných rysov. Podobne ako 4A systém podporuje RDFaCE jednoduché i štruk-
turované atribúty a umožňuje vnárať fragmenty a ponúkať anotácie.
Na rozdiel od anotačného systému 4A neumožňuje anotovať celý dokument, iba jeho
fragment. Atribúty nie je možné pridávať dynamicky, podporovaný je iba import z onto-
lógie. Chýba aj podpora odkazov medzi anotáciami. Kolaboratívne anotovanie taktiež nie
je možné a ponuky nie sú nĳak odlíšené od anotácií. Fragmenty sú farebne odlíšené podobne
ako v anotačnom systéme 4A, ale v prípade nastavenia kurzora na fragment sa zobrazí iba
typ anotácie, tak ako je zobrazené na obrázku 2.6 (4A editor zobrazí aj ďalšie užitočné
informácie ako autora, dátum a čas vytvorenia a atribúty, ktoré majú vyplnenú hodnotu).
Obrázek 2.6: Fragmenty v RDFaCE
Taktiež nie je možné anotáciu odstrániť priamo z okna fragmentu. RDFaCE umožňuje
vyvolať len editáciu z okna fragmentu a následne z editačného rozhrania jej odstránenie.
10Špecifikuje atribúty reprezentujúce štrukturované dáta v akomkoľvek značkovacom jazyku
11Mechanizmus umožňujúci vložiť metadáta do existujúcej webovej stránky
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Samotný proces anotovania je odlišný od 4A anotačného systému. Najskôr musí užívateľ
vybrať text a následne typ anotácie. Po tomto výbere sa okamžite vytvorí fragment a v prí-
pade, že užívateľ chce anotáciu editovať či pridať atribúty, je nutné vyvolať túto akciu
z vytvoreného fragmentu a editovať anotáciu pomocou editačného okna (obrázok 2.7).
Obrázek 2.7: Editačné okno anotácie v RDFaCE
2.5.2 Pundit
Pundit je webový sémantický anotačný nástroj, schopný pracovať s entitami na rôznych
úrovniach, ktorými môžu byť celé webové stránky, ich časti alebo obrázky. Ideou Punditu
je poskytnúť užívateľom nástroje na vloženie strojovo spracovateľnej sémantiky do anotácií,
kolaboratívne budovanie znalostných grafov, spájanie a štruktúrovanie webového obsahu
[27]. Viac sa o nástroji Pundit dá dozvedieť z [40].
Podobne ako anotačný systém 4A poskytuje ponuky anotácií a zároveň ich odlišuje
od samotných anotácií. Podporuje aj odkazy medzi anotáciami a fragmenty, ktoré sú zob-
razené podobne ako v prípade 4A systému, no namiesto lokalizácie priamo v texte sú okná
fragmentov umiestnené v bočnej lište, tak ako je zobrazené na obrázku 2.8. Vlastné okno
fragmentu obsahuje užitočné informácie o autorovi, času vytvorenia a atribútoch. V rámci
okna fragmentu je možné anotáciu iba zmazať. Dynamické pridávanie atribútov a vnáranie
anotácií chýba.
Ponúkanie anotácií je podporované a ponuky sú odlíšené od anotácií, bez možnosti
ponuku pred potvrdením editovať.
Spôsob vytvárania atribútov je od 4A systému mierne odlišný. Atribúty v Pundit po-
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zostávajú z trojíc podmet (Subject), prísudok (Predicate) a predmet (Object). Význam
tejto trojice je podobný ako v 4A systéme. Podmet je vlastne anotácia, obsahujúca atribút
(prísudok) s hodnotou (predmet). Spôsob tvorby trojíc je zobrazený na obrázku 2.9.
Zaujímavou funkciou je anotácia časti obrázku, kedy je možné anotovať užívateľom
definovaný výrez v obraze (obrázok 2.10). Ďalšou zvláštnosťou je možnosť uložiť si text,
alebo obrázok a môcť tieto objekty použiť v anotácii neskôr, ako podmet pri kompozícii
trojíc (atribútov).
Obrázek 2.8: Zobrazenie anotačných fragmentov v Pundit [40]
Obrázek 2.9: Zostavenie atribútu z trojice v Pundit [40]
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Obrázek 2.10: Anotácia časti obrázku v Pundit [40]
2.5.3 Loomp/OCA
Loomp alebo OCA (One Click Annotator) je webový editor a anotačný nástroj na vy-
tváranie sémantického obsahu, určený pre užívateľov bez skúseností alebo s minimálnymi
skúsenosťami s vytváraním takéhoto obsahu. Anotácie majú formát RDFa. Viac o Loompe
sa dá dozvedieť z [25].
Loomp umožňuje anotovať iba fragment textu, možnosť anotovať celý dokument chýba.
Oproti anotačnému systému 4A obsahuje Loomp vlastný editor textu, čo je z pohľadu
použiteľnosti viac limitujúce, pretože text ktorý chce užívateľ anotovať je potrebné vložiť
do Loomp editora. Grafické užívateľské rozhranie, zobrazené na obrázku 2.11, je jednoduché
a intuitívne, čo sa dá povedať aj o 4A systéme.
Začiatok anotačného procesu je podobný ako vo väčšine nástrojov. Po označení textu
však nastupuje systém ponúk anotácií, ktorý funguje odlišne ako v prípade 4A systému.
Návrh na anotáciu je ponúknutý až po označení textu a užívateľ ho môže buď prĳať, alebo
pokračovať vo vytváraní vlastnej anotácie. Proces anotovania s ponukou je zobrazený na ob-
rázku 2.12.
Fragmenty sú zobrazované podobne ako v anotačnom nástroji Pundit. Na pravom okraji
obrazovky je lišta umožňujúca editáciu fragmentov, ktoré sú farebne odlíšené (obrázok 2.13).
Atribúty nie je možné pridávať dynamicky. Podporované sú len atribúty z ontológie
a vzťahy v RDF. Anotačný systém pracuje na báze klient-server bez podpory kolaboratív-
neho anotovania.
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Obrázek 2.11: Editor Loomp
Obrázek 2.12: Anotovanie s ponukou anotácie - Loomp
Obrázek 2.13: Zobrazenie anotačných fragmentov - Loomp
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2.5.4 Porovnanie 4A a RDFaCE
Na základe vyššie uvedených skutočností bola zostavená tabuľka 2.1, ktorá porovnáva vlast-
nosti 4A anotačného systému a jemu najviac sa blížiacemu nástroju RDFaCE. Z tabuľky
je vidno, že 4A anotačný systém poskytuje podstatne širšiu funkcionalitu a navyše umožňuje
spolupracovať na anotovaní v reálnom čase.
Medzi základné nedostatky nástroja Pundit patria hlavne neschopnosť vnárať anotá-
cie a prekrývať fragmenty (RDFaCE obe funkcie zvláda aspoň čiastočne). Nástroj Loomp
je podstatne jednoduchší a napriek tomu, že má spoločné rysy (fragmenty a ponúkanie
anotácií) so 4A systémom, je určený skôr pre menej skúsených užívateľov.
4A RDFaCE
Pridávanie atribútov Áno Ontológia
Atribúty s literálmi Áno Áno, String, URL, Date...
Vnorené anotácie Áno Áno, ale musia byť aj fragmenty
Výber vnorenia Áno Výber textu bez fragmentu
Odkazy medzi anotáciami Áno Nie
Výber odkazu Kliknutím na zvýraznené Nie
Vnáranie fragmentov Áno Áno
Spôsob vnárania Ľubovoľné Iba zhora nadol
Prekrývanie fragmentov Áno Iba úplné
Spolupráca na anotovaní V reálnom čase Offline
Ponúkanie anotácií Áno Áno
Odlíšenie ponúk Áno Nie
Tabulka 2.1: Porovnanie vlastností 4A anotačného systému a RDFaCE
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Kapitola 3
Použité nástroje a technológie
Táto kapitola popisuje nástroje a technológie použité pri riešení problémov špecifikovaných
v zadaní a ďalších rozširujúcih úloh. Využitie týchto nástrojov a technológií buď vyplývalo
priamo zo zadania, alebo boli zvolené kvôli ich dostupnosti a potrebnej podpore vo webových
prehliadačoch.
Grafické užívateľské rozhranie anotačného editora je tvorené XHTML 3.3 kódom a štý-
lovým predpisom CSS 3.5. Logika a dynamičnosť je zabezpečená jazykom JavaScript 3.4,
v kombinácii s knižnicou JQuery 3.23. Ďalšie nástroje a technológie rozširujú tento základ,
alebo boli využité pri testovaní a implementácii.
3.1 HTML
HTML (HyperText Markup Language) je značkovací jazyk 1, určený na tvorbu hypertexto-
vých dokumentov 2. Štandard spravuje konzorcium W3C. V súčasnosti (november 2013) je
štandardizovaná verzia HTML 4.01 [41]. V príprave je verzia HTML 5 [4].
3.2 XML
XML (Extensible Markup Language) je značkovacím jazykom, pomocou ktorého sa vytvá-
rajú iné jazyky. Štandard je spravovaný konzorciom W3C. V súčasnosti (november 2013) je
aktuálna verzia 1.1 (druhá edícia). V anotačnom editore je použitá verzia 1.0 (piata edícia),
kvôli kopatibilite s anotačným serverom 2.3. Špecifikácia verzie 1.0 je uvedená v [9]. Viac
o jazyku XML sa dá dozvedieť z [45].
3.3 XHTML
XHTML (Extensible HyperText Markup Language) je podobne ako HTML značkovacím
jazykom. Vznikol na báze HTML 4 a XML 1.0 pravidiel. Štandard spravuje konzorcium
W3C. V súčasnosti (november 2013) je štandardizovaná verzia XHTML 2.0 [6], v príprave
je XHTML 5.0 [4]. Anotačný editor používa verziu XHTML 1.0 Transitional kvôli podpore
starších webových prehliadačov.
1Markup language, obohacuje text o doplňujúce informácie (sémantika, štruktúra apod.)
2Dokumenty obsahujúce odkazy na ďalšie dokumenty
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3.4 JavaScript
JavaScript je multiplatformný, interpretovaný, objektovo orientovaný jazyk. Interpretácia
kódu prebieha na strane klienta (vo webovom prehliadači). Jeho základnými vlastnosťami sú
slabé typovanie, prototypová dedičnosť a konštruktory zabezpečené funkciami. Javascript
bol štandardizovaný organizáciou ECMA International v roku 1997 štandardom ECMA-
262 [47]. Autorom JavaScriptu je Brendan Eich 3 [16]. Viac o jazyku JavaScript sa dá nájsť
na blogu jeho autora [20], alebo v literatúre [51].
V súčasnosti (november 2013) má najväčšiu podporu štandard ECMA-262 5 4 (Ja-
vascript 1.8.5), ktorý je plne podporovaný v prehliadačoch Google Chrome (od verzie 19),
Mozilla Firefox (od verzie 4) a Opera (od verzie 12.10 s renderovacím jadrom 5 Presto
a od verzie 15 s jadrom Blink). Prehliadač Apple Safari má vo verzii 6.0 (pre Mac OS) plnú
podporu a vo verzii 5.1 (pre Windows) čiastočnú podporu ECMA-262 5. Informácie o pod-
pore Safari 7 (pre Mac OS) neboli v dobe písania tejto práce dostupné. Aktuálna verzia
štandardu ECMA-262 6 6 (Javascript 1.8.6) má vo všetkých spomínaných prehliadačoch len
čiastočnú podporu. Informácie o štandardoch ECMAScriptu sú dostupné na [46].
3.5 CSS
CSS (Cascading Style Sheets) je jazyk popisujúci vzhľad dokumentu bez ohľadu na jeho
obsah, zahŕňajúc fonty písma, farby a rozmiestnenia elementov [49]. Aktuálna (november
2013) štandardizovaná verzia je CSS 2.1 [8]. V príprave je verzia CSS 3 [7]. Štandard
spravuje konzorcium W3C.
3.6 Xpath
XPATH (XML Path Language) je výrazový jazyk umožňujúci prístup k XML elementom
v XML dokumente. Aktuálna verzia je XPATH 2.0. Štandard je spravovaný konzorciom
W3C a je dostupný z [3]. Viac o jazyku XPATH sa dá dozvedieť z [45].
3.7 AJAX
AJAX (Asynchronous JavaScript And XML) popisuje nové spôsoby využitia známych tech-
nológií (XHTML 3.2, CSS 3.5, DOM 3.9, XML 3.2, XSLT 7, XMLHttpRequest 3.11, Ja-
vaScript 3.4).
Pojem AJAX po prvý raz použil Jesse James Garrett v článku [22]. Základom AJAXu
je komunikácia klient-server, kedy server posiela klientovi iba tie dáta, ktoré sa majú zmeniť
[16]. Viac o technológii AJAX sa dá dozvedieť z [22] a [52].
3Spoluzakladateľ spoločnosti Mozilla
4Prehľad podpory ECMA-262 5 dostupný na: http://kangax.github.io/es5-compat-table/
5Renderovacie jadro webového prehliadača prevádza obsah a formátovacie informácie webovej stránky
do okna webového prehliadača
6Prehľad podpory ECMA-262 6 dostupný na: http://kangax.github.io/es5-compat-table/es6/
7Extensible Stylesheet Language Transformations umožňuje transformovať zdrojové dáta z jazyka XML
do iného jazyka (napr. HTML)
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3.8 Comet
Comet je inovatívny prístup k tvorbe webových aplikácií. Umožňuje serveru posielať dáta
na klienta nielen ako odpoveď na dotaz, ale v ľubovoľnom čase. Dáta sú doručené cez jediné
spojenie, ktoré je udržiavané. Tento prístup výrazne znižuje latenciu 8 pri poskytovaní dát
zo servera.
Na obrázku 3.1 sú znázornené tri spôsoby asynchrónnej komunikácie. Polling predsta-
vuje metódu komunikácie založenú na zasielaní požiadavkov serveru v pravidelných časo-
vých intervaloch, pričom informácie o vzniknutej udalosti obdrží až po odoslaní požiadavku.
V prípade, že udalosť nenastala, klient obdrží prázdnu správu. Na rozdiel od Pollingu u me-
tód Long Poll a Streaming dôjde k odoslaniu odpovede až pri výskyte udalosti a tak správa
nie je nikdy prázdna. Long Poll odošle odpoveď pri výskyte udalosti. Reakciou klienta
je odoslanie ďalšieho požiadavku. Tento spôsob prenosu informácie o vzniknutej udalosti
pomáha znižovať latenciu.
HTTP Streaming reaguje na klientský požiadavok vyčkaním na udalosť a následným
odoslaním časti správy obsahujúcej informácie o vzniknutej udalosti [11]. Táto metóda
využíva techniky vo webových prehliadačoch, kedy renderovanie stránky začína už po prĳatí
elementu <body> a pokračuje po prĳatí ďalších častí, pričom prehliadač nemá informácie
o tom, kedy príde nasledujúca správa a koľko dát bude obsahovať [52].
Anotačný server využíva metódu Long Poll.
Obrázek 3.1: Porovnanie princípu metód Polling, Long Poll a HTTP Streaming [11]
Comet podobne ako AJAX 3.7 využíva asynchrónnu klient-server komunikáciu. AJAX
však disponuje vyššou latenciou a tak je Comet výhodnejší pri tvorbe viacužívateľských
webových aplikácií, podporujúcich spoluprácu užívateľov v reálnom čase [43]. Pojem Comet
zaviedol Alex Russel. Viac o technológii Comet je uvedené v [15].
3.9 DOM
DOM (Document Object Model) je platforma a jazykovo nezávislé rozhranie, ktoré umožňuje
programom a skriptom dynamicky aktualizovať obsah, štruktúru a štýl dokumentov [28].
V súčasnosti (november 2013) je najnovšou verziou DOM Level 3 [26]. Štandard DOM je
udržiavaný konzorciom W3C.
Najnovšie verzie renderovacích jadier prehliadačov Google Chrome, Opera, Mozilla Fi-





HTTP (Hypertext Transfer Protocol) je bezstavový 9, aplikačný klient-server protokol 10
fungujúci na princípe dotaz-odpoveď. Klient si vyžiada od servera určité dáta. Odpoveďou
na tento dotaz je buď chybová správa, alebo správa obsahujúca požadované dáta. Aktuálnou
verziou je HTTP 1.1. Popis protokolu HTTP je v dokumentoch RFC 1945 [5] (HTTP 1.0)
a RFC 2616 [21] (HTTP 1.1).
3.11 XMLHttpRequest
XMLHttpRequest definuje API 11, zabezpečujúce prenos dát medzi klientom a serverom
pomocou protokolov HTTP a HTTPS 12. Štandard spravuje konzorcium W3C. Aktuálna
verzia je XMLHttpRequest Level 2 [2], ktorú podporuju všetky v rámci tejto práce použité
verzie webových prehliadačov.
3.12 Kódovanie base64
Kódovanie base64 kóduje binárne dáta znakmi ASCII 13. Podrobnosti o kódovaní base64
obsahuje dokument RFC 3548 [29].
3.13 Mozilla Firefox
Mozilla Firefox je webový prehliadač, ktorého vývoj spravuje Mozilla Corporation. Tento
multiplatformný prehliadač vznikol ako odľahčenie internetového balíka Mozilla Suite [34],
ktorý obsahoval webový prehliadač, emailového klienta, editor webových stránok a ďalší
podobný softvér. Prvá verzia (0.1) bola vydaná v roku 2002 pod názvom Phoenix a po-
dieľali sa na nej Dave Hyatt a Blake Ross s cieľom vytvoriť malý, jednoduchý a užívateľsky
prívetivý webový prehliadač. Firefox sa v roku 2008 vo verzii 3.0 stal najsťahovanejším
softwarom na svete a so svojimi viac ako 8 mil. stiahnutiami bol zapísaný do guinessovej
knihy rekordov (rekord bol prekonaný verziou 4.0). Užívatelia si obľúbili Firefox najmä pre
možnosť prehliadania v paneloch, blokovanie vyskakovacích okien, dodržiavanie štandardov
a bezpečnosť, ktoré boli pomerne dosť kritizované u konkurenčného prehliadača Internet
Explorer. Firefox sa tak stal najpoužívanejším webovým prehliadačom. Rast konkurencie
spôsobil že v súčasnosti (november 2013), má najväčší podiel na trhu webových prehliadačov
Google Chrome 3.15.
Firefox od začiatku používa renderovacie jadro Gecko, ktoré vyvinula spoločnosť Net-
scape 14 do svojho vlastného webového prehliadača. Najnovšia verzia 25 obsahuje Gecko
taktiež vo verzii 25. Viac o spoločnosti Mozilla sa dá dozvedieť z [35]. Informácie o samot-
nom prehliadači sú dostupné na domovskej stránke [33].
9Server neuchováva informácie o predchádzajúcich požiadavkoch od klienta
10Štandard popisujúci spôsob komunikácie medzi dvoma subjektami
11Application Programming Interface rozhranie pre programovanie aplikácií
12Zabezpečená verzia protokolu HTTP. Viac sa dá dozvedieť z [42]
13American Standard Code for Information Interchange kódovanie znakov založené na písmenách anglickej
abecedy
14Americká spoločnosť stojaca za vývojom webového prehliadača Netscape Navigator
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3.14 Firebug
Firebug je doplnok do webového prehliadača Mozilla Firefox, ktorý zjednodušuje výboj
webových aplikácii tým, že umožňuje úpravu a ladenie CSS 3.5, HTML 3.1 a JavaScript
3.4 kódu priamo na webovej stránke, monitorovanie sieťovej komunikácie, zobrazenie chýb
a výnimiek pri interpretácii a iné. Zobrazovanie chýb a výnimiek prebieha v chybovej kon-
zole, ktorá je pomocou JavaScriptu prístupná programátorovi a umožňuje okrem lokalizácie
chýb aj výpis programátorom definovaných hlásení, ktoré uľahčujú ladenie a vývoj. Firebug
existuje aj vo verzii Firebug Lite [32], ktorá umožňuje užívateľom iných prehliadačov ako
Mozilla Firefox využívať Firebug. Podporované sú prehliadače Internet Explorer od verzie
6.0, Opera, Apple Safari a Google Chrome. Firebug a jemu podobné nástroje popísané
v nasledujúcich kapitolách boli použité pri testovaní a ladení anotačného editora 2.4.
Najnovšia verzia (november 2013) je Firebug 1.12.4. Ďalšie informácie sú dostupné
na domovskej stránke doplnku [37].
3.15 Google Chrome
Google Chrome je multiplatformný webový prehliadač vyvíjaný spoločnosťou Google, pou-
žívajúci renderovacie jadro Blink, ktoré vychádza z jadra Webkit. Po uvoľnení prvej verzie
v roku 2008 sa stal tretím najpoužívanejším prehliadačom (po prehliadačoch Mozilla Firefox
a Internet Explorer), neskôr sa dostal na prvé miesto. Väčšina zdrojového kódu (s výnim-
kou komponentov flash player 15, vstavaný PDF prehliadač apod.) bola uvoľnená ako open
source projekt Chromium [24], v rámci filozofie „posúvať web vpred“. Z projektu Chromium
v súčasnosti čerpá Opera 3.18.
Jednou z kľúčových vlastností, vďaka ktorej si Google Chrome získal užívateľskú po-
pularitu, bola rýchlosť renderovacieho jadra a virtuálneho stroja JavaScript V8 JavaScript
engine. Pomerne vysoká rýchlosť renderovacieho jadra odštartovala preteky medzi prehlia-
dačmi v rýchlosti zobrazovania webového obsahu. Ďalším rysom bol inkognito mód, ktorý
umožňoval prehliadanie bez ukladania cookies a histórie. Túto možnosť Firefox v tej dobe
neponúkal, napriek tomu že u menej populárneho Apple Safari 3.16 bola dostupná. Pod-
statnou vlastnosťou boli oddelené procesy pre každý nový panel, čo dokázal aj Internet
Explorer 8, ale Google Chrome ponúkal naviac aj vlastného správcu úloh.
V súčasnosti (november 2013) je najnovšou verziou 30.0.1599.101. Ďalšie informácie
o prehliadači sú dostupné na domovskej stránke [12].
3.16 Apple Safari
Apple Safari vyvinula spoločnosť Apple ako webový prehliadač pre operačné systémyMac 16
a iOS 17. Prvá verzia bola vydaná v roku 2003. Dovtedy používali počítače Macintosh
v starších verziách Netscape Navigator a neskôr Internet Explorer.
Podľa vyhlásenia spoločnosti Apple z roku 2003 mala prvá verzia Safari tak odladené
renderovancie jadro, že dokázala nahrávať stránky trojnásobne rýchlejšie v porovnaní s preh-
liadačom Internet Explorer a rýchlosť interpretácie JavaScriptu bola dvojnásobná. Okrem
15Prehrávač animácií a filmov
16Desktopový operačný systém vyvinutý firmou Apple
17Mobilný operačný systém vyvinutý firmou Apple
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rýchlosti ponúkal priame vyhľadávanie cez Google pomocou vstavaného panelu, knižnicu zá-
ložiek, blokovanie vyskakovacích okien a iné. Podrobnejšie informácie je možné nájsť v [14].
Apple Safari používa renderovacie jadroWebkit. Najnovšou verziou v súčasnosti (novem-
ber 2013) je 7.0 pre operačný systém Mac a verzia 5.1.7 pre Windows. Verzia pre operačný
systém Linux nie je dostupná, preto je potrebné použiť PlayOnLinux 3.20, alebo podobný
nástroj. Viac informácií sa dá dozvedieť z [44].
3.17 Vývojárske nástroje v Google Chrome a Apple Safari
Vývoj webových aplikácii v Google Chrome zjednodušuje nástroj podobný Firebugu 3.14,
ktorý ponúka porovnateľné možnosti. Napriek tomu bol v Chrome použitý aj doplnok Fi-
rebug Lite pre Chrome vo verzii 1.4.0 kvôli prehľadnejšiemu zobrazovaniu sieťovej komuni-
kácie.
Prehliadač Apple Safari ponúka podobné vývojárske nástroje ako Google Chrome.
3.18 Opera
Opera je multiplatformný webový prehliadač vyvinutý dvojicou Jon S. von Tetzchner a Geir
Ivarsøy v roku 1994, počas práce pre Telenor (Nórska telekomunikačná spoločnosť). Neskôr
bola založená spoločnosť Opera software ASA, ktorá sa zaoberá vývojom Opery dodnes.
Už od začiatku bolo hlavnou ideou Opery sprístupniť web pre každého. Opera je preto
populárna aj v mobilných zariadeniach vo verziách Opera Mini a Opera Mobile.
V súčasnosti (november 2013) prebieha náhrada renderovacieho jadra Presto jadrom
Blink. Prehliadač je preto dostupný v dvoch verziách 12.16 (Presto) a 17.0 (Blink), pričom
verzia s jadrom Blink nie je zatiaľ dostupná pre Linux. Podrobnejšie informácie sú dostupné
na domovskej stránke prehliadača [38].
3.19 Opera Dragonfly
Opera Dragonfly je vývojový a ladiaci nástroj poskytujúci podobné možnosti ako Firebug
3.14. Opera Dragonfly bol použitý pri ladení a testovaní anotačného editora v prehliadači
Opera, v kombinácii s nástrojom Firebug Lite pre Operu. Viac infomácií je dostupných
v [39].
3.20 PlayOnLinux
PlayOnLinux je software, umožňujúci spúšťanie aplikácií určených pre operačný systém
Windows v Linuxe využívajúci Wine 18, Bash 19 a Python 20. Tento software umožnil spus-
tenie a prácu s webovým prehliadačom Apple Safari v Linuxe (verzia prehliadača pre Linux
neexistuje). Aktuálne je najnovšia verzia 4.2.1, dostupná na domovských stránkach projektu
[31].
18Umožňuje užívateľom Linuxu, Macu, FreeBSD, a Solarisu spúšťanie Windows aplikácii bez nutnosti
vlastniť kópiu Microsoft Windows
19Bourne-Again SHell Najrozšírenejší Shell (príkazový interprét, textové užívateľské rozhranie UNIXových
operačných systémov) v Linuxe
20Dynamický, objektovo orientovaný skriptovací jazyk
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3.21 Git
Git je distribuovaný systém pre správu verzií. Vznikol ako voľná náhrada licencovaného
systému BitKeeper, ktorý bol používaný na správu vývoja Linuxového jadra, pod vedením
Linusa Torvaldsa 21. Aktuálnou verziou je 1.8.4.2, ktorá je dostupná na [23].
3.22 Wireshark
Wireshark je analyzátor sieťových protokolov [13]. Vývoj bol začatý v roku 1998 a v súčas-
nosti (november 2013) je najnovšou verziou 1.10.3. Ďalšie informácie o nástroji Wireshark sú
dostupné na domovskej stránke projektu [13]. Wireshark bol použitý pri testovaní a ladení
anotačného editora ako pomocný nástroj k vstavaným vývojárskym nástrojom.
3.23 JQuery
JQuery je knižnica napísaná v JavaScripte, uľahčujúca prácu s HTML 3.1 dokumentami.
Zjednodušuje prácu s udalosťami, animáciu, AJAXové interakcie apod. [16]. Aktuálnou
verziou je JQuery 2.0.3. Viac informácií je dostupných v [30].
3.24 NetBeans IDE
Netbeans je vývojové prostredie, zjednodušujúce vývoj v rôznych programovacích jazykoch.
Aplikácie je možné priamo v prostredí písať, prekladať a ladiť. Ďalšiu funkcionalitu je možné
dosiahnuť inštaláciou doplnkov. Projekt Netbeans bol založený v roku 2000 firmou Sun
Microsystems 22. V súčasnosti je najnovšia verzia 7.4, ktorá je dostupná z [36], podrobnejšie
informácie o vývojovom prostredí sa dajú nájsť v [10]. Netbeans bolo použité na testovanie
spolupráce anotačného editora s anotačným serverom.
3.25 TinyMCE
TinyMCE je multiplatformný, webový textový editor implementovaný v jazyku JavaScript.
Funguje na princípe WYSIWYG 23 a využíva HTML značkovanie. TinyMCE umožňuje
konvertovať HTML textové polia a iné elementy na inštancie editoru. Vydáva sa ako open
source pod licenciou LGPL 24. V súčasnosti je aktuálnou verziou verzia 4.0.11 [48]. Anotačný
editor je navrhnutý a implementovaný ako doplnok do TinyMCE.
21Zakladateľ projektu Linux, zahájil vývoj jadra operačného systému Linux
22Americká spoločnosť, ktorá sa zaoberá predajom počítačových komponentov a vývojom softwaru. V roku
2010 bola kúpená firmou Oracle.
23What You See Is What You Get, dynamická editácia textu pričom výsledok je okamžite viditeľný




V tejto kapitole je popísaný návrh riešenia problémov a požiadavkov na anotačný editor
vzniknutých v priebehu projektu Decipher. Popisuje možnosti riešenia detekcie zmien do-
kumentu, chýbajúcich dátových typov a zabezpečenie podpory anotačného editora v preh-
liadačoch Mozilla Firefox, Google Chrome, Apple Safari a Opera. Navrhuje taký systém
vytvorenia odkazov na anotácie a vnorených anotácií, ktorý sa vyrovná s cyklickými alebo
zreťazenými anotačnými odkazmi, v kombinácii s vnorenými anotáciami. Popisuje vylep-
šenia grafického užívateľského rozhrania a pridanie novej, prípadne opravy pôvodnej funk-
cionality, ktoré uľahčujú užívateľom manipuláciu s anotáciami a používanie anotačného
editora.
4.1 Podpora webových prehliadačov
Na základe požiadavkov je potrebné, aby všetky riešenia v rámci tejto práce a zároveň celý
anotačný editor boli plne funkčné vo webových prehliadačoch Mozilla Firefox, Apple Safari,
Google Chrome a Opera.
Každý z webových prehliadačov má svoje špecifiká, vyplývajúce z použitého renderova-
cieho jadra. Tieto špecifiká môžu spôsobiť odlišné správanie sa niektorých metód a vlast-
ností objektov. Táto vlastnosť či metóda môže absolútne chýbať bez možnosti náhrady.
Z týchto dôvodov je vhodné používať knižnice (jQuery a iné), ktoré podporujú požadované
prehliadače.
Nie každý problém sa dá vyriešiť použitím knižnice. K návrhu algoritmov fungujúcich
vo viacerých webových prehliadačov existujú dva prístupy, ktoré je veľmi výhodné kombi-
novať. Prvým prístupom je navrhnúť algoritmus tak, aby fungoval vo všetkých zmienených
prehliadačoch. Tento prístup zabezpečuje univerzálne riešenie problému, avšak nie vždy
najefektívnejšie. V tomto prípade nie je potrebné detekovať webový prehliadač. Nie každý
algoritmus sa dá navrhnúť tak, aby fungoval vo všetkých zmienených webových prehlia-
dačoch. V prípadoch, kedy univerzálny algoritmus nie je efektívny alebo nie je funkčný
vo všetkých prehliadačoch, je potrebné použitie druhého prístupu a to tzv. výhybiek pre
prehliadače. Na začiatok je potrebné identifikovať webový prehliadač a jeho verziu. Táto
informácia by mala byť uchovaná tak, aby bola dostupná z ktoréhokoľvek miesta v danej
aplikácii. Následne sú testovaním identifikované metódy alebo vlastnosti, ktoré nie sú pod-
porované, a nahradené metódami podporovanými v danom webovom prehliadači, pričom
sú vyvolané len v prípade jeho detekcie.
Problémy, ktoré môžu nastať, bývajú spôsobené nepodporovanými vlastnosťami DOM
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(podpora nižšieho alebo vyššieho DOM Levelu), CSS apod. alebo odlišným správaním sa
metód. Všetky tieto problémy hlási webový prehliadač do chybovej konzoly, ktorá je do-
stupná z vývojárskych nástrojov. Na riešenie úloh v rámci tejto práce je potrebné vybe-
rať buď prístupy funkčné vo všetkých zmienených prehliadačoch, alebo integrovať viacero
prístupov pomocou výhybiek. Výhybkami sú v programovej reprezentácii podmienené prí-
kazy, kde výraz podmienky môže byť reprezentovaný logickou premennou určujúcou výskyt
daného preliadača a premennou uchovávajúcou jeho verziu.
V súčasnosti má anotačný editor najväčšiu podporu v prehliadači Mozilla Firefox.
V ostatných zmienených webových prehliadačoch (okrem Chrome) nedôjde ani k jeho spus-
teniu, kvôli chýbajúcim vlastnostiam objektov či nepodporovanou časťou DOM špecifikácie.
V prehliadači Google Chrome sa anotačný editor síce spustí, ale rozhranie je po vizuálnej
stránke neestetické a miestami nepoužiteľné. Tieto problémy súvisia s odlišnými renderova-
cími jadrami prehliadačov. Po ich vyriešení bude potrebné vykonať testovanie, na základe
ktorého budú odhalené ďalšie problémy. Zároveň je nevyhnutné úlohy riešené v rámci tejto
práce navrhnúť tak, aby boli bez problémov funkčné vo všetkých zmienených webových
prehliadačoch.
4.1.1 Návrh testov podpory v prehliadačoch
Na základe vyššie uvedených skutočností boli zostavené nasledujúce skupiny testovacích
úloh, overujúce funkčnosť anotačného editora v danom webovom prehliadači. Tieto prípady
budú realizované vo všetkých webových prehliadačoch a na základe prípadnej dysfunkcie
či chybového hlásenia v konzoli budú vykonané operatívne návrhové a implementačné o-
patrenia. Nasledujúci zoznam popisuje skupiny prípadov, ktoré budú predmetom testovania
určeného na lokalizáciu problémov.
Spustenie a zastavenie anotačného editora
Spustenie editora a s ním spojená inicializácia a zastavenie sú najkritickejšou časťou.
Počas spustenia anotačného editora dochádza k vytváraniu spojenia a inicializácii
objektov rozhrania a objektov uchovávajúcich vnútorné a užívateľské dáta. Zastavenie
je rovnako kritické kvôli korektnému uvoľneniu objektov a užívateľských dát.
Vytváranie anotácií
Je uskutočnené pomocou anotačného okna. Je potrebné odskúšať všetky prvky, ktoré
toto okno obsahuje. Výber textového fragmentu, výber celého dokumentu, výber typu
pomocou automatického ponúkania, výber pomocou stromu, pridávanie nových ty-
pov pomocou poľa v anotačnom okne a poľa v okne so stromom typov. Rovnako je
nutné otestovať pridávanie, odstraňovanie a editáciu atribútov všetkých jednoduchých
aj štrukturovaných typov.
Manipulácia s anotačnými fragmentami a fragmentami ponúk
Odstránenie, pridávanie, editácia, zobrazovanie. Vytváranie fragmentov na zlomoch
odstavcov, konci a začiatku dokumentu. Podobne s fragmentami ponúk, navyše je
potrebné overiť funkčnosť ich potvrdzovania. Všetky tieto aktivity musia byť vykonané
nielen na fragmentoch v texte, ale aj na anotáciách a ponukách patriacich celému
dokumentu v nato uvedených manipulačných rozhraniach.
Žiadosť o ponuky anotácií
Overiť funkčnosť rozhraní na vyžiadanie ponúk. Pokúsiť sa požiadať o rôzne typy
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ponúk, otestovať ponuky pre časti dokumentu a funkčnosť automatických ponúk pri
spustení v prípade, že text obsahuje malé množstvo anotácií.
Užívatelia a užívateľské skupiny
Vyskúšať manipuláciu s užívateľmi a užívateľskými skupinami prostredníctvom nato
určených rozhraní. Filtrovať užívateľov, prihlasovať a odhlasovať sa z užívateľských
skupín.
Prihlásenie k odberu anotácií
Opäť overenie funkčnosti celého rozhrania slúžiaceho na prihlásenie a odhlásenie od-
beru anotácií. Povoliť a zakázať odber anotácií konkrétneho typu, od konkrétneho
užívateľa či skupiny. Overiť korektnosť preddefinovaných nastavení.
Nastavenia
Prejsť a otestovať ukladanie a načítanie všetkých nastavení dostupných z klienta.
Farba fragmentov, nastavenia súvisiace s ponukami a zobrazovaním fragmentov, vý-
chodzia užívateľská skupina.
Každá skupina úloh zahŕňa okrem vizuálnej kontroly korektnosti správania sa aj kontro-
lu na úrovni komunikácie anotačného klienta a servera. Je nevyhnutné zamerať sa na správy
zasielané a prĳímané počas vykonávania jednotlivých skupín úloh a zároveň sledovanie
týchto zmien v databáze anotačného servera.
4.2 Zmeny dokumentu
Z pohľadu návrhu riešenia detekcie zmien v anotačnom editore je nevyhnutné poznať princíp
fungovania oznamovania a distribúcie zmien dokumentu v 4A anotačnom systéme.
Proces anotovania začína prihlásením sa užívateľa k anotačnému serveru. Nasleduje
synchronizácia dokumentu, ktorý chce užívateľ anotovať. Po synchronizácii je obsah doku-
mentu na klientovi rovnaký ako na serveri. Užívateľ môže po synchronizácii začať anotovať
dokument. Anotácie sú vo formáte XML odoslané na anotačný server, pričom ich hlavnou
časťou je fragment, ktorý je určený XPath, offsetom, dĺžkou a textom. Tieto vlastnosti
zabezpečujú bezproblémovú identifikáciu umiestnenia fragmentu v texte, ktorého kópia je
umiestnená na serveri, ako výsledok úspešnej synchronizácie.
Problém však nastane v prípade, že užívateľ zmení dokument, ktorý práve anotuje.
Príkladom môže byť zmazanie či pridanie časti textu do dokumentu. Po takomto pridaní
a následnom anotovaní pridaných alebo už existujúcich častí môže dôjsť k problému, kedy
anotačný server nedokáže lokalizovať umiestnenie anotácie vo svojej kópii dokumentu práve
preto, že kópia dokumentu na anotačnom serveri je iná, ako dokument s ktorým pracuje
užívateľ na klientovi. Na zabránenie vzniku takýchto situácií sú v protokole 4A systému [19]
využité správy, oznamujúce a popisujúce modifikácie dokumentu. Samotný protokol definuje
nutnosť zaslať správu v prípade vykonania modifikácií zosynchronizovaného dokumentu.
Správa, ktorá má byť zaslaná na server, ak došlo k modifikácii dokumentu, má nasledujúci
formát:
<textModification path="" offset="" length="">
<![CDATA[




Atribút path obsahuje XPath DOM uzlu dokumentu, v ktorom vykonávame zmenu.
Atribúty offset a length určujú offset a dĺžku zmeneného fragmentu. V prípade, že sú atri-
búty offset a length prázdne, je zmena aplikovaná na celý vybraný DOM uzol určený XPath.
Obsah uzatvorený v CDATA sekcii je novým obsahom fragmentu. Nový obsah fragmentu
je linearizovaný (spolu s tagmi) v tele elementu textModification. Zmazanie fragmentu
je vykonané, ak je obsah fragmentu zaslaného v správe prázdny.
Ak vyberieme iný druh DOM uzlu než textový uzol (text node), napríklad uzol typu ele-
ment (element node), modifikácia je vykonaná na hodnote tohoto uzlu, čo znamená že v prí-
pade uzlu s obsahom „<p>content<p>“, je offset textu „content“ 3. Ak vyberieme uzol atri-
bútu, offset hodnoty bude daný menom atribútu a „=“. Napríklad pre „<a href="http://">“
má offset „http://“ hodnotu 6.
Server distribuuje správy textModification ostatným klientom, ktoré pracujú s tým
istým dokumentom, okamžite [19].
Nasledujúce príklady demonštrujú použitie správ textModification pri bežných zme-
nách dokumentu.
Odstránenie celého DOM uzlu z dokumentu (zmazanie odstavca):
<textModification path="/html[1]/body[1]/p[1]" offset="" length="">
<![CDATA[]]>
</textModification>
Vloženie nového fragmentu (prepis pôvodného obsahu odstavca novým obsahom):
<textModification path="/html[1]/body[1]/p[1]" offset="" length="">
<![CDATA[
<p>New content of the whole selected fragment</p>
]]>
</textModification>
Náhrada textu o dĺžke 10 znakov na offsete 4 v odstavci (prepísanie slova vnútri exis-
tujúceho odstavca):





Práve tieto prípady je potrebné na strane klienta detekovať a reagovať na ne zasla-
ním príslušných správ. Z vyššie uvedených údajov, vyplývajú 3 možné prístupy k riešeniu
problému. Prvým pomerne extrémnym prístupom je zasielať pri každej zmene celý obsah
dokumentu. Ako demonštračný príklad použĳem jednoduchý HTML dokument, obsahujúci








V prípade, že užívateľ vykoná akúkoľvek akciu uvedenú v príkladoch správ vyššie, klient
odošle celý dokument s tým, že v správe uvedie XPath DOM elementu body, čo spôsobí
prepísanie celého elementu obsahom zo sekcie CDATA.








Tento prístup je výhodný v pomerne jednoduchej implementácii, bez nutnosti zmenu
lokalizovať. Značná nevýhoda spočíva vo veľkom množstve dát, prenášaných medzi klien-
tom a serverom, v prípade rozsiahlejších dokumentov. Tento prístup je preto absolútne
nevhodný, práve kvôli nárastu množstva prenášaných dát.
Ďalší z prístupov pracuje na báze odosielania len zmenených fragmentov. Tento prístup
využíva všetky tri druhy správ popísaných v demonštračných príkladoch a zabezpečuje
minimálne množstvo prenášaných dát. Jeho nevýhodou je však komplikovanejšia detekcia
zmien, nutnosť prepočítavať offsety a taktiež môže byť neefektívny z hľadiska množstva
zaslaných správ, v prípade rozsiahlejšej zmeny (napríklad prepísanie obsahu celého doku-
mentu). S prihliadnutím na tieto vlastnosti je tento prístup menej výhodný než vyššie
uvedený.
Napriek tomu, že z týchto dvoch prístupov ani jeden nie je vhodný, ich kombináciou je
možné vytvoriť prístup, ktorý nebude pracovať s offsetmi, zasielať celý dokument v prípade
drobnej zmeny v uzle a ani zasielať značné množstvo správ pri rozsiahlejšej zmene. Hlavnou
časťou celej detekcie zmien je spôsob, akým editor určí, kde v dokumente nastala zmena,
čo môže byť vykonané na základe rozčlenenia dokumentu na fragmenty a porovnávanie
zmenených fragmentov s pôvodnými. Týmto je zabezpečená lokalizácia zmien. Následne by
malo byť rozhodnuté, ktorý prístup oznamovania zmien bude použitý, a to podľa rozsahu
zmien. Navrhnutý algoritmus demonštruje vývojový diagram 4.1 (pseudokód A.1 v prílo-
hách).
Problémom detekcie zmien je aj doba, po ktorej uplynutí by mal byť vyvolaný detekčný
algoritmus. V prípade, že je táto doba nulová, bude detekčný algoritmus vyvolaný po každej
zmene, pričom za zmenu je považované každé stlačenie klávesy. Takýto prístup je však veľmi
neefektívny a spôsobí s každým stlačením klávesy vygenerovanie a odoslanie jednej správy
textModification. Preto je vhodné rozšíriť tento algoritmus o možnosť pozdržať detekciu,
kým nie je takmer isté, že užívateľ nebude vykonávať ďalšie zmeny. Toto pozdržanie by
mohlo byť reprezentované dĺžkou časového intervalu od poslednej vykonanej zmeny.
Získanie fragmentov z vývojového diagramu 4.1 má za úlohu prejsť DOM stromom
dokumentu a naplniť pole fragmentov. Vývojový diagram 4.2 (pseudokód A.2 v prílohách)
reprezentuje návrh algoritmu na získanie fragmentov z dokumentu.
Kľúčovou časťou algoritmu je iterátor, ktorý prejde celým DOM stromom dokumentu.
Počas prechodu sa delia uzly na dve skupiny. Uzlom s obsahom sa uloží neprázdny obsah
a určí sa ich dĺžka. Taktiež je potrebné uložiť atribúty, ak uzol nejaké obsahuje, aby boli
zachované spolu s obsahom (v opačnom prípade by mohlo dôjsť pri distribúcii zmien k od-
lišnému vzhľadu na iných klientoch) a XPath. Offset nie je vypočítaný, lebo v použitom
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Obrázek 4.1: Vývojový diagram algoritmu na lokalizáciu zmien v dokumente
prístupe nebude nutný. Offset je vhodný z hľadiska možných budúcich modifikácií a na spl-
nenie špecifikácie protokolu 4A. Anotačný editor obsahuje vstavanú funkciu, ktorá určuje
XPath uzlu.
Detekcia zmenených fragmentov má za úlohu nájsť zmeny medzi pôvodnými fragmen-
tami, uloženými pred užívateľskou zmenou, a novými, po užívateľskej zmene dokumentu.
Vývojový diagram 4.3 (pseudokód A.3 v prílohách) popisuje základný návrh riešenia
detekcie zmenených fragmentov. Je potrebné rátať aj so špeciálnymi prípadmi, kedy uží-
vateľ zmaže celý dokument, vloží obsah schránky do editora či bude požadovať vrátenie
zmien (operácie „undo“ a „redo“ v textových editoroch). Polia fragmentov sú porovná-
vané až do konca najdlhšieho z nich (je potrebné dávať pozor na prekročenie rozsahu krat-
šieho poľa). Z vývojového diagramu 4.3 je vidieť, že môžu nastať dva prípady odlišností
fragmentov. Prvým prípadom je zmena obsahu fragmentu. Táto zmena je detekovaná ako
zmena celého elementu a to aj v prípade, že nastala v rámci textového uzlu. Ostatné zmeny
sú považované za zmeny celého dokumentu. Kontroluje sa stlačenie klávesy enter, aby sme
mohli detekovať vytvorenie nového odstavca. Pri takejto zmene je potrebné opäť poslať
celý dokument, lebo detekcia presného miesta vytvorenia nového odstavca by bola značne
komplikovaná a nemusela by fungovať vo všetkých webových prehliadačoch.
Užívateľ však nie je jediný, kto môže meniť obsah dokumentu. Ak iný užívateľ vytvorí
v rovnakom dokumente a v rovnakom čase anotáciu, táto anotácia je distribuovaná ostat-
ným užívateľom, ktorí pracujú s daným dokumentom. Rovnako zmena dokumentu zahŕňaj-
úca zmenu (napríklad posunutie) fragmentov anotácii, spôsobí príchod správy od anotač-
ného servera so zmenenými anotáciami. Kvôli tomu je potrebné zaviesť zámok modifikácií,
ktorý zabezpečí výlučný prístup k dokumentu a zabráni vzniku nekonzistencií. Dokument
by mal byť zamknutý pri začatí zmien užívateľom, prípadne pri vytváraní anotačných frag-
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Obrázek 4.2: Vývojový diagram algoritmu na získanie fragmentov
mentov.
Okrem zasielania správ o modifikáciách je nutné, aby bol klient schopný reagovať na pri-
chádzajúcu správu o modifikácii od iného klienta (prostredníctvom anotačného servera)
a to vykonaním príslušnej zmeny. Vývojový diagram 4.4 (pseudokód A.4 v prílohách) repre-
zentuje návrh algoritmu. Zamykanie obsahu je opäť nevyhnutné. Následne je lokalizovaný
fragment na základe XPath. Po nahradení obsahu je dokument opäť odomknutý. Získanie
požadovaného fragmentu je funkcia vstavaná vo všetkých podporovaných webových preh-
liadačoch. Zamykacie funkcie sú súčasťou TinyMCE.
Každá zmena dokumentu je nasledovaná správou z anotačného servera, obsahujúcou ko-
rekciu anotačných fragmentov. Vykonanie tejto korekcie má za následok nesprávne umiest-
nenie textového kurzora. To môže spôsobiť nechcené vpisovanie textu na miesta, kde si
to užívateľ neželá. Ako príklad uvediem dopísanie slova do textu. Uvažujme nižsie uvedený
text, kde | je aktuálna pozícia kurzora a span s triedou annotation-fragment, je anotačný
fragment.
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Obrázek 4.3: Vývojový diagram algoritmu detekcie zmenených fragmentov
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Ak užívateľ dopíše za Second slovo modified, klient vyčká na nahromadenie zmien





<p>Second modified <span class="annotation-fragment">paragraph</span>|</p>
</body>
</html>
Kurzor sa posunul za anotačný fragment. Táto situácia vznikla preto, lebo po zmenách
užívateľa začal meniť dokument editor a to na základe príchodu správy o zmene pozície ano-
tačného fragmentu. Takéto správanie môže spôsobiť nechcené písanie za posledný anotačný
fragment. Z tohoto dôvodu boli navrhnuté algoritmy získavajúce a nastavujúce pozíciu kur-
zora, ktoré sú reprezentované vývojovým diagramom 4.5 (pseudokód A.5 v prílohách) a 4.6
(pseudokód A.6 v prílohách).
TinyMCE obsahuje funkcie na získanie a obnovenie pozície kurzora. Experimentálne
bolo však zistené, že v istých prípadoch nefungujú spoľahlivo vo všetkých webových preh-
liadačoch. Práve preto je pozícia kurzora získavaná aj pomocou vstavanej funkcie TinyMCE
a zároveň je určená ako suma dĺžok všetkých uzlov od počiatku dokumentu, až po uzol ob-
sahujúci kurzor. Následne je pripočítaný offset kurzora v rámci daného uzlu. Uložený je
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Obrázek 4.5: Vývojový diagram algortimu získania pozície kurzora
aj element kurzora, kvôli detekcii nového riadku (prázdny uzol neobsahujúci žiadne znaky),
inak by bol mylne detekovaný ako koniec predposledného odstavca. Nastavenie pozície kur-
zora reprezentuje vývojový diagram 4.6.
Algortimus nastavenia pozície kurzora skontroluje, či má vložiť kurzor na nový odsta-
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Obrázek 4.6: Vývojový diagram algoritmu nastavenia pozície kurzora
vec (v prípade prehliadača Google Chrome bude musieť byť kurzor vložený manuálne bez
použitia vstavanej funkcie TinyMCE). Ak má byť kurzor vložený do existujúceho elementu,
bude musieť byť určený cieľový element taktiež manuálne a to sčítavaním dĺžok uzlov a od-
čítavaním od indexu. Pri dosiahnutí daného uzlu bude kurzor umiestnený na požadovanú
pozíciu.
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4.3 Odkazy na anotácie a vnorené anotácie
Odkazy na anotácie a vnorené anotácie sú podporované. Je však potrebné opraviť a vylep-
šiť systém ich vytvárania, aby bolo možné vnárať a odkazovať sa ľubovoľne a to vrátane
kombinácie odkazov a vnorených anotácií.
Systém na vytváranie odkazov na anotácie (anotačných linkov) a vnorených anotácií fun-
guje v súčasnosti spoľahlivo len na jednoduchšie prípady vnárania a linkovania. Problémom
je samotný spôsob vytvárania anotácií. Anotácie sú po príchode z anotačného servera v ano-
tačnom editore reprezentované ako objekty. Tieto objekty sú následne vytvárané a zároveň
sú vytvárané aj väzby medzi nimi (odkazy a vnorenia). Na lepšie pochopenie problémov
zavediem dve definície. Nech A a B sú anotácie. Potom zápis A -> B značí skutočnosť,
že anotácia A obsahuje atribút štruktutovaného typu anotačný odkaz, pričom jeho hod-
notou je anotácia B. Dá sa zjednodušene povedať, že anotácia A sa odkazuje na anotáciu
B. Zápis A |- B značí skutočnosť, že anotácia A obsahuje atribút typu vnorená anotácia,
ktorého hodnotou je anotácia B.
Odkaz na anotáciu tvorí anotácia, ktorá už existuje v dobe vytvárania atribútu takéhoto
typu. Obe anotácie (odkazovaná aj obsahujúca odkaz) môžu nezávisle na sebe existovať.
Vnorená anotácia je vytvorená v dobe vytvárania atribútu. Vnorená anotácia nemôže exis-
tovať bez existencie anotácie, ktorá ju obsahuje ako atribút.
Prvým problémom celého systému sú zreťazené a cyklické anotačné odkazy. Ak máme
anotácie A, B, C, D a sú linkované spôsobom A -> B -> C -> D, nemusia sa vytvoriť všetky
väzby. Systém totiž nedostane anotácie v správnom poradí a tak je možné, že ak dostane ako
prvú anotáciu C a následne A, nedôjde k vytvoreniu atribútu anotačného odkazu u týchto
anotácií, lebo anotácie, na ktoré sa odkazujeme v dobe vytvárania atribútu, neexistujú.
Ďalším problémom sú cykly a ich kominácia s vnorenými anotáciami. Cyklus sa dá
popísať ako A -> B -> C -> D -> A alebo A <-> A. Graf vzťahov sa môže rozvetvovať
a vytvárať ďalšie cykly. Spolu s vnorenými anotáciami môžu vytvoriť nasledujúce cykly:
A <-> B |- C <-> D <-> A D -> E <-> F. V takýchto prípadoch nepomôže ani „správne“
poradie anotácií, lebo vzájomne linkované anotácie sú na sebe cyklicky závislé (A <-> B
nezáleží na tom, ktorú z nich vytvoríme ako prvú, tá druhá musí byť už vytvorená, inak sa
budeme odkazovať na neexistujúcu anotáciu).
Tieto problémy je potrebné vyriešiť na dvoch úrovniach a to úrovni vnútorných dátových
štruktúr a grafického užívatelského rozhrania. V prípade vnútorných dátových štruktúr by
bolo vhodné prepracovať algoritmus vytvárania anotácií tak, že najskôr sa vytvoria anotácie
bez anotačných odkazov, ktoré im budú dodané po vytvorení všetkých anotácií (aby sme
zabránili odkazovaniu sa na neexistujúce anotácie). Vývojový diagram 4.7 (pseudokód A.7
v prílohách) popisuje navrhnutý algoritmus.
V rámci algoritmu je nutné riešiť skutočné odkazovanie sa na neexistujúce anotácie
spôsobené zmazaním danej anotácie a to tak, že odstránime atribút odkaz na anotáciu
z danej anotácie.
Grafické užívatelské rozhranie podporuje zobrazovanie vnorených anotácií a odkazov
na anotácie. Cyklické odkazy však môžu spôsobiť nekonečný cyklus, ktorý je dôsledkom
chýbajúcej detekcie takéhoto cyklu. Užívateľské rozhranie je schopné zobraziť celú reťaz
anotačných odkazov, no v prípade že sa jedná o vzájomný či cyklický odkaz, môže sa
zobrazenie dostať do nekonečného cyklu. Preto by bolo vhodné ukladať si priebeh cesty
cez anotačné odkazy a v prípade, že sa dostaneme do bodu, ktorým sme už raz prešli,
nepokračovať v tomto smere.
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Obrázek 4.7: Vývojový diagram algoritmu vytvárania anotácií
4.4 Jednoduché dátové typy atribútov
Anotačný editor podporuje nasledujúce jednoduché dátové typy atribútov: Integer (celé
číslo), String (textový reťazec), Boolean (logická hodnota), URI (uniformný identifikátor
zdroja), Image (obrázok), GeoPoint (geografická lokácia). Počas riešenia projektu vznikli
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požiadavky na pridanie ďalších jednoduchých typov a to: Decimal (desatinné číslo), Text
(text dlhší ako v prípade atribútu typu String), Time (čas), Date (dátum), DateTime (dá-
tum a čas), Duration (doba trvania), Binary (súbor resp. dáta v kódovaní base64) a Entity
(entita).
Nasledujúce obrázky reprezentujú návrhy užívateľských rozhraní určených na vyplnenie
hodnoty atribútu. Návrhy boli vytvorené za pomoci nástroja moqups 1.
Obrázok 4.8 zobrazuje návrh vstupného rozhrania pre atribút typu Decimal. Vychádza
z existujúceho rozhrania pre ostatné jednoduché typy, ktoré je uniformné pre väčšinu z nich.
Typ atribútu je možné kedykoľvek zmeniť pomocou tlačidla Browse. Spolu zo zmenou typu
dôjde aj k zmene rozhrania, ak je to potrebné (popisok príkladov možných hodnôt u každého
rozhrania, prípadne u typu GeoPoint sú namiesto jednej hodnoty dve a to zemepisná šírka
a dĺžka). Užívateľom vyplnená hodnota bude kontrolovaná a v prípade chybného vstupu
bude informovaný chybovým hlásením. Každý atribút je možné pomocou zaškrtávacích
políčok pridať k danému typu, kedy sa automaticky s typom objaví atribút, ktorého hodnotu
užívateľ môže, ale nemusí vyplniť alebo označiť vyžiadanie hodnoty atribútu (t.j. v prípade
že je atribút pri type prítomný, musí byť jeho hodnota neprázdna).
Obrázek 4.8: Návrh vstupného rozhania pre atribút typu Decimal
Vstavaný atribút String nie je vhodný na dlhšie texty. Preto vznikol požiadavok navrhnúť
a implementovať atribút typu Text, slúžiaci na ukladanie dlhších textov. Vstupné rozhranie
je navrhnuté tak, aby zapadalo do línie ostatných vstupných rozhraní atribútov editora
(obrázok 4.9).
Na obrázkoch 4.10, 4.11 a 4.12 vidíme rozhrania pre vstup časových dátových typov
a to Time, Date a DateTime.
Rozhrania opäť dodržiavajú štýl rozhraní na vstup ostatných atribútov, naviac pridá-
vajú možnosť vybrať hodnotu atribútu pomocou kalendára a digitálnych hodín s časovým
pásmom. Kalendár a hodiny by mali byť pri otvorení predvyplnené aktuálnym dátumom
a časom. Výber časového pásma by mal prebiehať na základe zadania časti názvu krajiny,
pričom textové pole ponúka možné krajiny, na základe zadanej časti slova. Po výbere kra-
1https://moqups.com
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Obrázek 4.9: Návrh vstupného rozhania pre atribút typu Text
Obrázek 4.10: Návrh vstupného rozhania pre atribút typu Time
jiny zo zoznamu sa pole vyplní hodnotou časového posunu. Formát atribútov Time, Date
a DateTime vyhovuje XSD schéme 2. Má podobu HH:MM:SS(+|-)HH:MM v prípade Time,
YYYY-MM-DD(+|-)HH:MM v prípade Date a YYYY-MM-DDTHH:MM:SS(+|-)HH:MM pri atribúte
typu DateTime.
Ďalším požadovaným časovým typom atribútu je Duration. Podobne ako u ostatných
časových typov aj jeho formát vyhovuje XSD schéme. Duration popisuje dobu trvania, teda
oproti predchádzajúcim typom popisujúcim skôr hranicu intervalu, Duration určuje dĺžku
daného intervalu. Formát je tvorený jednotlivými zložkami a to (+|-)PaYbMcDTdHeMfS.
Reťazec začína znamienkom určujúcim minulosť (-) alebo budúcnosť (+). Pokračuje písme-
2www.w3.org/TR/xmlschema-2/
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Obrázek 4.11: Návrh vstupného rozhania pre atribút typu Date
nom P (period), ktoré nasledujú roky (Y), mesiace (M) a dni (D) predchádzané číselnými
hodnotami, udávajúcimi ich počet, a pokračuje písmenom T (time), ktoré nasledujú hodiny
(H), minúty (M) a sekundy (S). Obrázok 4.13 zobrazuje návrh vstupného rozhrania pre
atribút Duration. Vhodným doplnkom rozhrania pre výber hodnoty je možnosť zadať dva
dátumy, pričom rozdiel medzi nimi bude automaticky vypočítaný.
Funkcionalita rozhrania bude zabezpečená použitím existujúcich metód anotačného edi-
tora. Korektnosť vstupov bude overená regulárnymi výrazmi. Úpravou a rozšírením existuj-
úceho užívateľského rozhrania kalendára 3, získame kalendár pre výberové okná časových
typov. Kalendár bude prepracovaný tak, aby bolo možné jeho jednoduché použitie na akom-
koľvek mieste anotačného editora.
Základom rozhrania anotačného editora sú elementy iframe 4. V týchto elementoch sa
nachádzajú užívateľské rozhrania, pričom sú zobrazené len tie, s ktorými užívateľ chce pra-
covať. API kalendára bude preto prispôsobené tak, aby bolo možné pristupovať k metódam
z ľubovoľného iframu anotačného editora.
Celému rozhraniu chýba správny formát dátumu a času, ktorého doplnenie bude jedno-
duchá záležitosť. Zároveň je potrebné doplniť výberové pole pre časovú zónu, ktoré chýba
úplne. Toto výberové pole by malo umožniť užívateľovi buď priamo zadať časovú zónu, alebo
vybrať časovú zónu z ponuky, na základe zadania časti názvu hlavného mesta. Automatické
ponúkanie bude zabezpečovať nástroj knižnice jQuery, ktorá zároveň zabezpečí funkčnosť
v požadovaných prehliadačoch.
3http://www.rainforestnet.com/datetimepicker/datetimepicker.htm
4Poskytujú možnosť zobraziť html stránku v inej html stránke
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Obrázek 4.12: Návrh vstupného rozhania pre atribút typu DateTime
Rovnako ako časová zóna chýba aj výberové pole pre samotný čas. Všetky tieto časti by
mali byť na sebe nezávislé a umožňovať konzistentné zobrazenie (v prípade času nezobraziť
výberový kalendár, u dátumového typu nezobrazovať čas).
Prepočítavanie rozdielu medzi dvoma dátumami a časmi bude postavené taktiež na exis-
tujúcej implementácii 5. Kód je potrebné prepísať do jazyka JavaScript, s ohľadom na jeho
špecifiká oproti pôvodnému kódu v Jave 6 (príkladom je objekt Date - v JavaScripte čísluje
mesiace od čísla 0, v Jave sú v DateTime číslované od čísla 1). Pri automatickom prepočte
budú využité výberové okná, ktoré budú podobné ako pri atribúte DateTime (bez mož-
nosti výberu časového pásma). Automatický prepočet zo zvolenej implementácie vyžaduje
metódu detekcie priestupného roku, ktorú objekt Date v JavaScripte neobsahuje. Preto
korektný prepočet priestupných rokov zabezpečí už existujúca funkcia 7.
Atribút typu Binary je určený na ukladanie rozsiahlejších, nielen textových príloh.
Vstupom typu Binary bude súbor nahraný z lokálneho súborového systému. Následne
bude jeho obsah prekódovaný do base64 kódu. Užívateľ bude mať možnosť súbor stiahnuť,
už po jeho úspešnom nahraní do anotačného editora. V prípade chyby alebo prebieha-
júceho nahrávania bude užívateľ informovaný modálnym dialógom, z ktorého je možnosť
kedykoľvek zastaviť proces nahrávania. Ďalšie jednoduché dialógy budú užívateľa infor-
movať o nedostupnosti súboru na stiahnutie (v prípade že užívateľ žiaden súbor nenahrá
a pokúsi sa niečo stiahnuť), prekročení limitu veľkosti súboru a o prípadných problémov
súvisiacich s nahrávaním súboru. Na nahratie a stiahnutie súboru budú použité prostriedky
5http://www.codeproject.com/Articles/28837/Calculating-Duration-Between-Two-Dates-in-Years-Mo
6Multiplatformný, objektovo orientovaný programovací jazyk
7http://www.sorcerers-isle.net/article/javascript_leap_year_check.html
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Obrázek 4.13: Návrh vstupného rozhania pre atribút typu Duration
poskytované webovými prehliadačmi. Jadrom prekódovania do base64 bude metóda btoa
podporovaná vo všetkých požadovaných webových prehliadačoch. Návrh grafického rozhra-
nia pre vstup atribútu typu Binary je na obrázku 4.14.
Obrázek 4.14: Návrh vstupného rozhania pre atribút typu Binary
Posledným požadovaným typom atribútu je Entity. Entita je typ zložený zo štyroch
vlastností a to z URI, názvu entity, popisu a obrázka. Entita je objekt alebo pojem, ktorý
vieme jednoznačne identifikovať (napr. konkrétny človek). Výber entity prebieha podľa jej
mena, pričom sú ponúkané entity na základe napísanej časti mena. Ponúkanie vyžaduje
dotazovanie sa na anotačný server, už pri napísaní časti názvu. Okrem názvu by mal byť
pri entite zobrazený aj obrázok, ktorý uľahčí identifikáciu entity. Obrázok 4.15 zobrazuje
návrh rozhrania pre vstup atribútu typu Entity.
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Obrázek 4.15: Návrh vstupného rozhania pre atribút typu Entity
4.5 Vylepšenia užívateľského rozhrania
Užívateľské rozhranie editora obsahuje niekoľko miest vhodných na vylepšenie z hľadiska
funkčnosti a užívateľskej prívetivosti. Prvým problémom v tejto kategórii je chýbajúce hláse-
nie o neúspechu pripojenia sa k anotačnému serveru. Ak chce užívateľ anotovať, je pripojenie
sa k anotačnému serveru nutné. Hlásenia o výpadku pripojenia, chybných prihlasovacích
údajoch a iné taktiež chýbajú.
Chybu pripojenia je rozumné detekovať na základe času, ktorý ubehne od spustenia
anotačného editora po prihlásenie. Pokiaľ nepríde zo serveru odpoveď do určitej doby, dá
sa takéto pripojenie považovať za nefunkčné a server sa považuje za nedostupný. Tento fakt
spolu s ostatnými chybami prihlásenia, by mali byť detekované a pochopiteľnou formou
oznámené užívateľovi spolu s jednoduchým vysvetlením možnej príčiny a ponúknutím rie-
šenia problému. Na obrázku 4.16 je zobrazený návrh takéhoto dialógu. Hlavička by mala
byť tvorená druhom udalosti, na ktorej výskyt chceme upozorniť (informácia, varovanie,
chyba), spolu so stručným popisom. Telo dialógu by obsahovalo dlhší popis, spolu s mož-
nými príčinami výskytu udalosti, nasledované tlačidlami s návrhmi na riešenie problému.
Jedno z tlačidiel by malo dať možnosť užívateľovi ukončiť anotačný editor.
Obrázek 4.16: Návrh dialógu oznamujúceho problém
Ďalším vylepšením je rozdelenie lišty nástrojov na dve. Cieľom tejto úpravy je oddele-
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nie pokročilých a menej často využívaných funkcií od tých najčastejších, ktorou je hlavne
anotovanie. V súčasnosti obsahuje editor jedinú lištu nástrojov, v ktorej je všetká funkčnosť
(obrázok 4.17).
Obrázek 4.17: Hlavná lišta nástrojov - súčasný stav
Navrhnuté zmeny umožňujú prepínanie medzi pôvodným vzhľadom (obrázok 4.17) a no-
vým vzhľadom (obrázok 4.18). Nový vzhľad pozostávajúci z jednoduchej lišty nástrojov
obsahujúcej možnosti Annotate a Advanced bude preddefinovaný. Užívateľ bude mať mož-
nosť prepínať medzi novým a pôvodným vzhľadom. Lišta nástrojov Advanced je vyvolaná
tlačidlom s rovnakým menom a preddefinovane je skrytá.
Obrázek 4.18: Nový preddefinovaný vzhľad nástrojovej lišty - návrh
Vylepšenie bude potrebovať aj rozhranie umožňujúce prihlásiť a odhlásiť sa od odberu
anotácií (obrázok 4.19). Rozhranie je síce plne navrhnuté aj implementované, ale v podstate
nefunkčné. Je preto potrebné pridať alebo opraviť metódy, ktoré sú prítomné, ale ich kód
zrejme obsahuje značné množstvo chýb. Prihlasovanie a odhlasovanie sa od odberu anotácií
je reprezentované lístkami, ktoré obsahujú 1-3 parametre (užívateľ, typ, URI). Parameter
URI v súčasnosti označuje užívateľskú skupinu. Tieto lístky je možné presúvať medzi sku-
pinami Subscribed a Unsubscribed. Špeciálnou a neviditeľnou skupinou je Deleted, ktorá
definuje stav lístka nevyskytujúceho sa v ani jednej z predchádzajúcich dvoch skupín. Nad
týmito objektami je potrebné vytvoriť manipulačné metódy, ktoré budú zabraňovať vzniku
nekonzistencií (výskyt 1 lístku v oboch skupinách) a zároveň poskytovať prostriedky na uk-
ladanie týchto nastavení.
Celému užívateľskému rozhraniu anotačného editora je potrebné dodať dynamičnosť.
V súčasnosti nemôže užívateľ zmeniť užívateľskú skupinu bez toho, aby nemusel manuálne
reštartovať editor. Problém je v dátach, ktoré ostanú po pôvodnom užívateľovi. Keďže
po zmene užívateľskej skupiny je potrebné načítať skoro všetky vnútorné dáta (anotácie,
ponuky a iné dáta), tak ako pri spustení editora, bude vhodnejší reštart celého editora
po zmene užívateľskej skupiny.
Dynamické reakcie chýbajú aj mnohým nastaveniam a prihlasovaniu sa k odberu ano-
tácii (Subscriptions a Unsubscriptions zmienené vyššie). V týchto prípadoch však nebude
potrebné reštartovať celý editor. Stačí obnovenie príslušných dátových štruktúr. V prípade
prihlasovania sa k odberu anotácií budú po zmene vyžiadané nové anotácie. Celá dynamič-
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Obrázek 4.19: Rozhranie na prihlásenie a odhlásenie odberu anotácií
nosť bude riešená vyžiadaním nových dát a doplnením metód na aktualizáciu či jednoduché
odstránenie starých a načítanie nových dát. Toto sa bude týkať nastavenia automatického
potvrdzovania ponúk, nastavenia prahu pre prĳímanie ponúk a aj prihlasovania sa k odberu
anotácií.
Anotačné okno obsahuje niekoľko miest, ktoré by bolo taktiež vhodné vylepšiť z po-
hľadu užívateľskej prívetivosti. Prvým vylepšením je pridanie tlačidla na zmazanie hodnoty
atribútu (k tlačidlám Add a Delete), vďaka ktorému bude môcť užívateľ jedným kliknutím
vyčistiť hodnotu atribútu. Ďalším tlačidlom, ktoré bude pridané do rovnakej lišty nástrojov,
bude tlačidlo Entity. Je skratkou na vytvorenie atribútu typu entita, pričom bude slúžiť
na rýchlu identifikáciu entít v texte. Po jeho stlačení budú všetky atribúty bez zadanej
hodnoty zmazané (len z danej anotácie, nie z atribútov typu anotácie). Entitu, ktorú uží-
vateľ rozpoznal, následne vyhľadá pomocou systému automatického ponúkania v slovníku.
Obrázok 4.20 znázorňuje návrh týchto vylepšení.
Automatické ponúkanie typov značne urýchľuje výber typu anotácie. Ak však chce uží-
vateľ pridať nový typ alebo vybrať typ z ponuky pomocou šípiek na klávesnici a enteru,
dôjde k chybe, ktorá takýto výber neumožní. Pri pôvodnom návrhu sa počítalo len s výbe-
rom typu pomocou myši, čo je vo väčšine prípadov podstatne pomalšie. Preto bude súčasný
systém ponúk typov rozšírený aj o možnosť výberu pomocou klávesnice.
Anotačný editor umožňuje farebné odlíšenie typov anotácií. Toto odlíšenie však môže
zmiasť užívateľa pri výbere typu anotácie prostredníctvom stromu typov a to tak, že ne-
pozná, ktorý typ vlastne vybral. Obrázok 4.21 zobrazuje strom typov anotácií, pričom je
vybraný typ nationality. Toto však nie je vzhľadom k farbe typu location viditeľné bez
toho, aby si užívateľ túto informáciu nemusel zapamätať. Riešením je pridanie odrážky pred
vybraný uzol. Takto bude výber jednoznačne odlíšený a ľahko rozpoznateľný.
Anotačné fragmenty a fragmenty ponúk taktiež potrebujú vylepšienia a to na úrovni
užívateľského rozhrania, a aj na úrovni algoritmov, ktorými je s nimi manipulované. Prob-
lém s algoritmami sa prejavuje najmä pri vytváraní ponúk na rozsiahlejších textoch, kde
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Obrázek 4.20: Vyhľadanie entity za pomoci automatického ponúkania
Obrázek 4.21: Výber typu anotácie zo stromu typov - súčasný stav
fragmenty na problematických miestach v texte nedokáže algoritmus vytvoriť (nedokáže
adresovať časť textu pomocou XPath). Tento problém je spôsobený ignoráciou nepárových
br 8 elementov, čo má za následok nesprávne umiestnenie alebo nevytvorenie fragmentu.
Zvláštny je aj prístup jednotlivých prehliadačov k danému problému. Zatiaľ čo Opera
a Apple Safari vyhlásia výnimku pri pokuse o umiestnenie fragmentu do neexistujúceho
elementu, ostatné prehliadače problém ignorujú a pokračujú vo vytváraní bez chybového
8HTML element zabezpečujúci zalomenie textu
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hlásenia. Samotnú XPath ovplyvňujú aj prázdne textové uzly, ktoré sú v editore vytvárané
pri vytváraní anotačných fragmentov. Problém bude odstránený prechodom cez HTML
štruktúru dokumentu a odstránením prázdnych textových uzlov.
Všetky problémy a vylepšenia týkajúce sa anotačných fragmentov bude potrebné apli-
kovať aj na fragmenty ponúk. Princíp manipulácie s fragmentami ponúk je rovnaký, ako
v prípade anotácii. Rozdielny je spôsob aktualizácie a súvisiace operácie, ktoré poskytujú
(potvrdenie, odmietnutie). Tieto rozdiely by však nemali mať takmer žiadny vplyv pri
aplikácii opráv a vylepšení.
Chyby a oznámenia vzniknuté pri komunikácii s anotačným serverom sú združované
v lište oznámení (obrázok 4.22, ľavá časť), ktorá je preddefinovane skrytá. Po dlhšej dobe
behu anotačného klienta (obrázok 4.22, pravá časť) dôjde k nahromadeniu správ „OK“,
ktoré slúžia na udržiavanie spojenia medzi anotačným klientom a anotačným serverom.
Nahromadenie týchto správ má za následok značné spomalenie anotačného klienta a tým pá-
dom výrazné zhoršenie jeho odozvy. Riešením problému je kontrolovať prichádzajúce správy
obsahujúce text „OK“ a do lišty zobrazovať len tie, ktoré vznikli ako odpoveď na požiadavok
zaslaný z anotačného klienta.
Obrázek 4.22: Lišta chybových správ a oznámení (vľavo zobrazenie chybových správ, vpravo
zaplnenie správami „OK“)
Súčasné rozhranie neumožňuje výber atribútov z ontológie, uloženej na anotačnom ser-
veri. Z tohto dôvodu vznikol požiadavok navrhnúť a implementovať takéto rozhranie. Návrh
rozhrania, ktoré bude spúšťané tlačidlom z rozhrania pre výber vstavaných typov atribútov,
je na obrázku 4.23. Umožní užívateľovi výberom predvyplniť meno a typ atribútu. Atribúty
z ontológie odosiela anotačný server na dotaz, ktorý bude vykonaný po úspešnom pripojení.
Celé užívateľské rozhranie bude v priebehu projektu testované a následne budú zavedené
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Obrázek 4.23: Výber atribútov z ontológie
rôzne optimalizácie najmä z kategórie užívateľskej prívetivosti a rýchlosti používania tak,




Táto kapitola popisuje implementáciu navrhnutých riešení. Anotačný editor je implemento-
vaný v jazyku JavaScript v kombinácii s HTML a CSS. Implementácia vychádza z návrhu,
ktorý je popísaný v kapitole 4. Cieľom tejto kapitoly je popísať niektoré implementačne
zaujímavé časti a problémy, ktoré vznikli počas implementácie.
5.1 Odkazy na anotácie a vnorené anotácie
Algoritmus vytvárania anotácií sa nachádza v triede AnnotationsManager. Konkrétne je
to metóda addAnnotations, ktorej telo bolo prepracované v súlade s návrhom (pseudokód
A.7). Podstatou zmien je nový spôsob vytvárania anotácií, umožňujúci dodať anotačné
odkazy až po vytvorení všetkých anotácií, čím zamedzí vzniku anotačných odkazov, ktorým
chýba cieľová anotácia.
Ďalším podproblémom bol vznik cyklov. Táto problematika je popísaná v kapitole 4.3.
Z tohoto dôvodu boli do objektov tvoriacich užívateľské rozhrania manipulujúce s anotácia-
mi a objektov uchovávajúcich anotácie vložené vlastnosti typu asociatívne pole 1, adresované
prostredníctvom URI anotácie. Počas vytvárania anotačných odkazov sú URI odkazovaných
anotácií ukladané do týchto polí. Pri každom vytváraní anotačného odkazu tak vieme pre-
dísť vzniku cyklov.
Obe tieto zmeny boli implementované aj v prípade anotačných ponúk, ktorých princípy
vytvárania a manipulácie sú podobné ako u anotácií.
5.2 Jednoduché dátové typy atribútov
Vstupné formuláre pre dátové typy atribútov boli vytvorené pomocou HTML a CSS. Do-
pĺňajú už existujúce vstupné formuláre. Na obrázku 5.1 je zobrazený vstupný formulár pre
atribút Decimal. Grafická štruktúra formulára je zapísaná pomocou HTML kódu v súbore
attrtypes.html. Súbor obsahuje kód všetkých vstupných formulárov pre atribúty, pričom
zobrazený je len práve potrebný formulár. Správanie sa a reakcia na užívateľské akcie je
definovaná pomocou kódu v jazyku JavaScript v triede DlgAttrTypes.
Obrázok 5.2 reprezentuje vstupné rozhranie atribútu typu DateTime. Základ rozhrania
je podobný ako u ostatných jednoduchých dátových typov. Naviac je obsiahnutá možnosť
vybrať dátum a čas pomocou kalendára, ktorý bol upravený v súlade s návrhom. Kalendár
je vložený do iframe elementu formulára priamo pod textové pole. Pozícia textového poľa
1Pole, ktorého prvky sú indexované pomocou kľúča
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Obrázek 5.1: Vstupný formulár atribútu Decimal
je určená už existujúcimi metódami obsiahnutými vo výberovom nástroji pre farbu, kde
zastávajú rovnakú funkciu. Rozhranie kalendára je principiálne podobné ostatným rozhra-
niam editora. Využíva sa aj pri atribútoch typov Time, Date a Duration. Obsahuje všetky
potrebné elementy, ktoré je možné na základe zadaných parametrov skrývať a zobrazovať
bez toho, aby to malo negatívny vplyv na vizuálnu stránku rozhrania. Toto je zabezpe-
čené metódami v jazyku JavaScript, ktoré umožňujú dynamické nastavovanie vlastností
elementov.
Obrázek 5.2: Vstupný formulár atribútu DateTime
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Na obrázku 5.3 je vstupný formulár pre atribút typu Duration. Jeho vstup je možné
zadať užívateľsky alebo automaticky prepočítať pomocou algoritmu, ktorý je uvedený v ná-
vrhu, ako rozdiel medzi dvoma dátumami. Algoritmus bol upravený tak, aby bol schopný
pracovať aj s priestupnými rokmi a záporným rozdielom. Vstup automatickej metódy sú
dátumy, vybrané pomocou kalendára (tak ako u ostatných časových atribútov).
Výberové polia atribútov obsahujú pred samotným uložením s anotáciou kontrolu plat-
nosti vstupov pomocou regulárnych výrazov, ktorá užívateľa informuje dialógom o nespráv-
nom zadaní.
Obrázek 5.3: Vstupný formulár atribútu Duration
Obrázok 5.4 zobrazuje vstupný formulár pre atribút typu Binary. Tento typ atribútu je
určený na ukladanie rozsiahlejších príloh. Umožňuje výber súboru z lokálneho súborového
systému, ktorý je následne prekódovaný do formátu base64 a pridaný k anotácii ako atri-
bút. Vstupné rozhranie vychádza z návrhu. Dáta je možné po nahraní, či prĳatí anotácie
s atribútom typu Binary, stiahnuť ako súbor. Nahrávanie súborov je zabezpečené pomocou
elementu input typu súbor a sťahovanie súboru pomocou metódy window.open, ktorá od-
povedá dialógu informujúcom o sťahovaní. Nahrávanie a sťahovanie dát v kódovaní base64
odpovedá bežnej manipulácii zo súbormi v prehliadači pri sťahovaní a nahrávaní.
Dôležitou časťou vstupného rozhrania pre atribút typu Binary je trieda, ktorej metódy
sa starajú o samotné prekódovanie súboru, zobrazenie chýb počas prekódovania, postupu
nahrávania a iných informatívnych hlásení. Každé hlásenie je reprezentované dialógovým
oknom, vychádzajúc z návrhu. Dialógy sú zobrazené pri nasledujúcich udalostiach:
• Súbor nie je možné stiahnuť (hodnota atribútu je nezadaná)
• Súbor sa nahráva
• Prekročený limit veľkosti nahrávaného súboru (2000000 B)
• Chyba pri nahrávaní súboru (nedostupný súbor apod.)
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Obrázek 5.4: Vstupný formulár atribútu Binary
5.3 Vylepšenia užívateľského rozhrania
Anotačný editor je dostupný v troch jazykových lokalizáciách (anglická, česká a slovenská).
Vzhľadom k tomu, že lokalizácie nie sú kompletné, boli tieto jazykové lokalizácie, umiestnené
v osobitných súboroch, upravené a doplnené.
Chýbajúca detekcia funkčného spojenia medzi anotačným editorom a anotačným ser-
verom bola vyriešená pridaním metódy controlConnection do triedy Editor. Metóda
po uplynutí 25 sekúnd, ktoré poskytujú dostatočnú rezervu, overí, či bolo pripojenie úspešné
(server by mal zaslať správu o pripojení), a v prípade neúspechu informuje užívateľa dialó-
govým oknom s možnosťou pokúsiť sa obnoviť pripojenie alebo ukončiť editor.
Na obrázku 5.5 je výsledok rozdelenia anotačnej lišty na základnú a pokročilú. Po-
kročilú lištu nástrojov reprezentuje trieda AdvancedToolbar, jednoduchú trieda Toolbar.
Obe triedy obsahujú podobné tlačidlá a metódy, pričom Toolbar naviac obsahuje tlačid-
lo Advanced, ktoré zobrazuje pokročilú lištu. Nastavenia umožňujú prepínať medzi dvomi
štýlmi zobrazenia. Štýl „všetko v jednej lište“ skryje celú pokročilú lištu nástrojov a zobrazí
jednoduchú, v ktorej zobrazí tlačidlá z pokročilej. Štýl dvoch líšt nástrojov skryje pokročilé
tlačidlá v jednoduchej lište a naviac pridá tlačidlo Advanced, ktoré vyvolá pokročilú lištu
nástrojov.
Obrázek 5.5: Rozdelenie lišty nástrojov na základnú a pokročilú
Na obrázku 5.6 je zobrazené rozhranie pre výber a pridávanie typov anotácií. Do rozhra-
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nia bola vložená červená značka, ukazujúca aktuálne vybraný typ. Značka umožňuje odlíšiť
typy rovnakej farby a je použitá vo všetkých rozhraniach, ktoré manipulujú so stromom
typov.
Obrázok 5.7 zobrazuje rozhranie na výber atribútu z ontológie, vyvolané z okna na pridá-
vanie atribútov k anotácii. Správu týchto atribútov zabezpečuje anotačný server, rozhranie
má preto iba výberový charakter.
Obrázek 5.6: Zobrazenie grafickej značky pri aktuálne vybranom type
Užívateľskému rozhraniu anotačného editora bola dodaná dynamičnosť pomocou metód,
ktoré zabezpečujú odstránenie dát pôvodného užívateľa a následné prĳatie nových dát pre
aktuálneho užívateľa. V prípade zmeny užívateľskej skupiny bol zvolený automatický reštart
editora, vzhľadom na množsto dát, ktoré bolo potrebné obnoviť. Do nastavení prihlásenia
a odhlásenia sa od odberu anotácií rovnako ako do ostatných nastavení (dôveryhodnosť
ponúk, automatické potvrdzovanie a iné) boli vložené metódy požadujúce aktuálny obsah
od servera, ktoré zabezpečujú obnovenie anotácií, ponúk a ostatných potrebných dát.
Anotačné okno neumožňovalo pohodlne vymazať hodnotu atribútu a rýchlo identifikovať
entitu. Preto boli pridané tlačidlá Clear a Entity, ktoré tieto funkcie umožňujú. Obsluha
tlačidla Clear je reprezentovaná metódou clearAttributeValue, ktorá podľa druhu for-
mulára vymaže požadovanú hodnotu atribútu pomocou existujúcej metódy nastavujúcej
hodnoty prvkov formulára. Obslužná metóda tlačidla Entity, pomocou už definovaných
metód na manipuláciu so stromom atribútov použitých v metóde removeEmptyAttributes,
odstráni atribúty s prázdnou hodnotou a pridá atribút typu entita. Zároveň bola pridaná
možnosť výberu typu pomocou šípiek na klávesnici a tlačidla enter, ktorá je implementovaná
podobne ako výber pomocou kurzora myši.
53
Obrázek 5.7: Rozhranie na výber atribútov z ontológie
5.4 Zmeny dokumentu
Funkcionalita pokrývajúca detekciu a odoslanie správy o modifikáciách a reakciu na prichá-
dzajúcu správu o modifikáciách je obsiahnutá v metódach BeforeDocumentModification
a onMsgTextModification (pseudokód A.4), ktoré patria objektu Editor. Prípravná me-
tóda BeforeDocumentModification je zavolaná pred metódou documentModification
(pseudokód A.1) a slúži na uloženie pozície kurzora a následné nastavenie intervalu detekcie
pomocou metódy v jazyku JavaScript setInterval na 1 sekundu, pričom pôvodný interval
uložený vo vlastnosti objektu Editor je pred nastavením vymazaný pomocou metódy v ja-
zyku JavaScript clearInterval. Týmto je zabezpečené odosielanie zmien až po ich nahro-
madení. Metóda onMsgTextModification využíva uloženie a obnovenie pozície kurzora po-
mocou metód getCaretPosition (pseudokód A.5) a setCaretPosition (pseudokód A.5).
Pozícia kurzora je ukladaná a obnovovaná pomocou objektu, obsahujúceho vlastnosti po-
pisujúce túto pozíciu. Objekt má nasledujúcu štruktúru:
{Integer} position : cursor index (counted through text node lengths)
{Range} range : range object
{Boolean} newParagraph : TRUE if the new paragraph was created
{Element} element : destination element of cursor
{CaretBookmark} bookmark : bookmark calculated by TinyMCE method
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5.5 Podpora webových prehliadačov
Podpora požadovaných webových prehliadačov je zabezpečená použitím univerzálnych al-
goritmov a výhybiek, vychádzajúc z návrhu. Typ a verzia webového prehliadača je uložená
v globálnom mennom priestore AEd. Tento menný priestor obsahuje vlastnosti, ktorými
sú logické premenné isOpera, isFF, isAppleSafari a isGoogleChrome, určujúce druh
webového prehliadača. Každá vyššie zmienená vlastnosť je dostupná na akomkoľvek mieste
v kóde, čo umožňuje tvorbu výhybiek pre prehliadače. Nasledujúce podkapitoly popisujú
niektoré špecifiká implementácie podpory anotačného editora v jednotlivých prehliadačoch.
5.5.1 Mozilla Firefox
V prehliadači Mozilla Firefox mal anotačný editor najrozsiahlejšiu podporu. Problematic-
kými boli len vzhľad a pozícia elementov súvisiacich s novopridanými výberovými formu-
lármi. Tieto problémy boli vyriešené úpravou CSS vlastností súvisiacich s pozíciou.
5.5.2 Google Chrome
Zásadným problémom prehliadača Chrome bolo obnovenie kurzora pri vytváraní nových
odstavcov. Problém bol vyriešený uložením elementu, v ktorom sa kurzor nachádza, ako
vlastnosti objektu pozície kurzora.
Ďalšie špecifiká súviseli s mierne odlišnou vizuálnou reprezentáciou elementov, odlišným
umiestnením vybraných vlastností objektov apod.
5.5.3 Apple Safari
Apple Safari vykazovalo zvláštne správanie sa pri ukladaní a obnovovaní pozície kurzora.
Kurzor bol pri ukladaní jeho pozície obklopený prázdnym fragmentom ponuky. Toto sprá-
vanie sa bolo spôsobené druhom určenia pozície kurzora vstavanou TinyMCE metódou
getBookmark, ktorá prázdny element vytvárala ako záložku na zapamätanie si pozície kur-
zora. Problém bol odstránený nastavením vstupných parametrov tak, aby vytváranie zá-
ložky v podobe prázdneho elementu nebolo nutné.
Zaujímavým problémom bola aj výnimka, ktorá nastala vždy po obnovení stránky.
Výnimka sa týkala chybnej veľkosti indexu pri volaní getRangeAt s parametrom 0. Vyrie-
šená bola kontrolou existencie danej metódy a následne blokom príkazov try{} catch(){}.
Kontext vytvárania elementov bol v Safari taktiež problematický. Elementy dialógov sú
tvorené z iného kontextu a Safari toto nepodporuje. Preto bola k objektom dialógov pri-
daná vlastnosť context, ktorá uchováva pôvodný objekt document čo umožňuje vytváranie
elementov z pôvodného kontextu.
5.5.4 Opera
Prvým špecifikom Opery bola bezpečnostná výnimka, ktorá neumožňovala prístup k vlast-
nosti iframe.contentWindow z iného dokumentu. Problém vznikol pri pridávaní reakcie
na vytvorenie užívateľského rozhrania. V tomto prípade bola zvolená výhybka a namiesto
pridania reakčnej metódy k iframe.contentWindow, bola v prípade Opery pridaná k ob-
jektu iframe.
Ďalším problémom bol príkaz for each, ktorý Opera nepodporovala. Riešením bolo na-
hradenie príkazom cyklu for. Tento príkaz bol síce v ostatných prehliadačoch podporovaný,
ale je označený ako zastaralý a nedoporučuje sa jeho využitie.
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Najvýraznejším špecifikom bolo nechcené vytváranie Range objektov. Dôsledkom bolo
označovanie celých textových uzlov, ktoré obsahovali fragmenty. Tento problém bol chybou
editora TinyMCE a vzhľadom k tomu, že riešenie zo strany vvojárov editora TinyMCE
nebolo dostupné, bol vyriešený vytvorením ďalšieho Range objektu, jeho nastavením na celý




V tejto kapitole sú popísané princípy využité pri testovaní a ladení anotačného editora.
Všetky zmienené skupiny testovacích prípadov boli realizované v požadovaných prehliada-
čoch.
6.1 Testovanie užívateľského rozhrania
Na otestovanie korektnej funkcionality a užívateľskej prívetivosti grafického užívateľského
rozhrania boli navrhnuté nasledujúce skupiny testov. Každá skupina popisuje zameranie
jednotlivých testovacích prípadov, ktoré zahŕňa:
Vstupné prvky
Táto skupina pokrýva príjem dát od užívateľa. Jedná sa o korektné predanie dát
z rozhrania do vnútornej pamäte, adekvátne reakcie na chýbajúci a chybný vstup,
očakávaná odozva na užívateľské akcie ako stlačenie tlačidla, presunutie a zmena veľ-
kosti okna.
Užívateľská prívetivosť
Žiadne rozhranie by nemalo spôsobiť užívateľovi problém s orientáciou, či pochope-
ním významu požadovaných vstupov. Prehľadnosť a zrozumiteľnosť popiskov elemen-
tov je z kontextu prívetivosti významná. Ďalším významným aspektom je správne
rozmiestnenie komponentov rozhrania a dodržanie adekvátnych odstupov tak, aby
nedochádzalo k nechceným vstupom, ktoré by spomaľovali prácu s editorom.
Práca s viacerými oknami
Otvorenie viacerých okien rozhraní zároveň by nemalo spôsobiť problémy s prekrý-
vaním, či neistotu užívateľa ktoré okno je aktívne a vyžaduje vstup. V prípadoch
nutnosti užívateľského vstupu, ktorý umožní pokračovať v práci, či v prípade ohláse-
nia chyby by mali byť použité modálne dialógy.
Externé komponenty rozhrania
Vzhľadom k tomu, že pri vývoji boli použité externé knižnice a komponenty rozhra-
nia, je potrebné otestovať aj vstupné rozhrania týchto komponent. Vyššie uvedené
testovacie skupiny úloh by mali byť aplikované aj na tieto rozhrania.
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6.2 Testovanie komunikácie
Na základe skutočnosti, že anotačný klient komunikuje s anotačným serverom, bola na-
vrhnutá skupina testov zameriavajúca sa práve na dodržiavanie komunikačného protokolu.
Kontrola bola vykonaná prostredníctvom vývojárskych nástrojov dostupných vo webových
prehliadačoch 3.14, 3.17 a 3.19 a nástrojaWireshark 3.22. Výsledok testovania bol vyhod-
notený na základe porovnania očakávanej odpovede na zadaný požiadavok, definovanej
komunikačným protokolom [19], s prĳatou odpoveďou.
6.3 Overenie funkcionality
Overenie funkcionality súvisí s testovacími prípadmi navrhnutými v kapitole 4.1.1. Testy
sú zložené z testovacích prípadov, ktoré reprezentujú prípady použitia anotačného edi-
tora. Každá akcia začína užívateľskou činnosťou na strane anotačného editora. Skladá sa
z postupnosti krokov, ktoré vedú k dosiahnutiu konca prípadu použitia a taktiež určitému
stavu databázy anotačného servera. Testovacie prípady definujú cieľ, nutné počiatočné pod-
mienky, akcie ktoré je nutné vykonať, stav anotačného klienta a stav databázy anotačného
servera. Jednotlivé nižšie uvedené skupiny testovacích prípadov odpovedajú sémantike tla-
čidiel anotačného klienta, ktoré reprezentujú jednotlivé funkcie, alebo združujú skupiny
funkcií na pokročilú manipuláciu s anotáciami.
• Spustenie a ukončenie anotačného editora
• Vytváranie a odstraňovanie anotácií
• Prĳímanie a odmietanie ponúk
• Manipulácia s anotáciami a ponukami pre celý dokument
• Vyžiadanie ponúk s možnosťou rýchleho vyžiadania





Kód v jazyku JavaScript je možné ladiť niekoľkými spôsobmi. Základným a často pou-
žívaným spôsobom (najmä v dobách keď ešte neexistovali kvalitné vývojárske nástroje)
bolo zobrazenie dialógu pomocou metódy alert. Tento spôsob bol použitý na otestovanie
drobných zmien, prípadne výpis obsahu jedinej premennej. Výhodou tejto metódy je to,
že vzniknuté dialógové okno je modálne a tým pádom programátor neprehliadne daný vý-
pis. Metóda však nie je vhodná na rozsiahlejšie výpisy (napríklad všetky vlastnosti daného
objektu apod.), kvôli horšej prehľadnosti.
Všetky zmienené prehliadače obsahujú chybovú konzolu, centralizovaný nástroj, ktorý
hromadí chybové hlásenia prehliadača. Konzola je prístupná prostredníctvom metódy v ja-
zyku JavaScript console.log, čo umožňuje programátorovi medzi hlásenia prehliadača
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vložiť vlastné hlásenie. Tento spôsob ladenia je vhodnejší ako predchádzajúca metóda
a to hlavne pokiaľ potrebujeme týchto výpisov viacero. Prístup sa však nehodí ak chceme
mať priebežný prehľad o hodnotách vlastností objektov.
Najvhodnejším spôsobom je využitie vstavaných ladiacich nástrojov. Tieto nástroje sú
dostupné vo všetkých požadovaných webových prehliadačoch a poskytujú programátorovi
funkcie ako krokovanie kódu, prehľad hodnôt vlastností objektov s možnosťou nastavovania
vlastností počas krokovania, body zastavenia behu programu (breakpoint) a iné funkcie,
na ktoré sú programátori zvyknutí z bežných ladiacich nástrojov.
Počas ladenia anotačného editora boli využité všetky vymenované spôsoby, vybrané





Diplomová práca naväzuje na semestrálny projekt, ktorého cieľom bolo naštudovať význam
a cieľ projektu Decipher, analyzovať anotačný systém 4A a anotačný editor ako jeho súčasť,
pričom analýza bola zameraná na miesta, ktoré budú cieľovými pre navrhované riešenia po-
žiadavkov vyplývajúcich zo zadania a vzniknutých počas projektu. Výchádzajúc z analýzy
boli navrhnuté riešenia zmienených úloh, pričom boli analyzované možné problémy vy-
plývajúce z rôznych prostredí (webových prehliadačov), v ktorých sú navrhnuté algoritmy
implementované.
Zadanie diplomovej práce definuje potrebu riešenia nasledujúcich úloh:
• Prenos zmien v dokumente
• Podpora dátových typov pre ukladanie rozsiahlejších príloh
• Odladenie editora pre požadované webové prehliadače
• Riešenie ďalších požiadavkov vzniknutých počas projektu Decipher
Riešenia týchto úloh boli navrhnuté, implementované a následne otestované a odladené
pre požadované webové prehliadače.
V rámci tejto diplomovej práce bol rozšírený anotačný editor, vyvíjaný ako súčasť pro-
jektu Decipher. Všetky vzniknuté požiadavky a úlohy boli úspešne implementované a otes-
tované. Výsledky sú zahrnuté vo finálnej verzii produktu.
Vzhľadom k tomu, že v rámci projektu Decipher anotačný editor spĺňa všetky požia-
davky, mohol by byť rozšírený o ďalšiu zaujímavú funkcionalitu, ktorá by bola použiteľná
v rámci iných projektov. Možné rozšírenia sú nasledujúce:
• Úpravy a pridania nových užívateľských rozhraní
• Rozšírenia súvisiace s novými verziami komunikačného protokolu 4A
• Pridanie nových jazykových lokalizácií
Anotačný editor poskytuje ako jediný plnú podporu 4A komunikačného protokolu verzie
1.1. V rámci 4A frameworku existujú aj iné riešenia, implementované ako doplnky do webo-
vých prehliadačov. Tieto riešenia však nie sú zrovnateľné s anotačným editorom, práve kvôli
chýbajúcej podpore pokročilých funkcií na manipuláciu s anotáciami. Práve z tohoto dôvodu
predstavuje anotačný editor 4A špecifické a technologicky vyspelé riešenie anotovania.
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V kapitole 4 sú návrhy riešení problémov reprezentované vývojovými diagramami. Nasle-
dujúce algoritmy v pseudokóde dopĺňajú a bližšie popisujú tieto návrhy.
A.1 Lokalizácia zmien v dokumente
Fragments oldFragments = getFragments(); // Get fragments from document
performModification(); // User changed document content
Fragments newFragments = getFragments(); // Get new fragments
// Get changed fragments
Fragments changedFragments;
changedFragments = detectChangedFragments(oldFragments, newFragments);
sendTextModification(changedFragments); // Send textModification message
A.2 Získanie fragmentov
function getFragments(){
Fragments fragments; // Return value
Document document = getDocument(); // Gets HTML document from editor
// This iterator will proceed the whole DOM tree
Iterator iterator = createIterator();
// Loop through all nodes
while (iterator.nextNode()){
// Node has value e.g. <p>some text</p>
if (iterator.actualNode && iterator.actualNode.value != null){
// Store its content, length, offset, attributes and xpath










// Node has not value e.g. <p></p>
else if (iterator.actualNode && iterator.actualNode.value == null){
// Store its content, length, offset, attributes and xpath












A.3 Detekcia zmenených fragmentov
function detectChangedFragments(oldF, newF){
Fragments changedFragments;
// Take longer array length
int len = oldF.length >= newF.length ? oldF.length : newF.length;
for (int i = 0; i < len; i++){
// Fragment was changed
if (!enterPressed && isDefined(oldF[i], newF[i]) &&




// Convert path (truncate text() part)











// Get last tagname (from previous example p)
String tag = lastPathTag(oldF[i].path);
// Wrap content by tag and element attributes









// Fragment was moved, whole document was overwritten
else if (!enterPressed && isDefined(oldF[i], newF[i]) &&
oldF[i].path != newF[i].path){
// Take this change as whole document modification







// No more modification detection is needed
// -> whole document will be replaced
break;
}
// Fragment was added or deleted
else if (enterPressed || (!isDefined(oldF[i]) &&
isDefined(newF[i])) || !isDefined(newF[i]) &&
isDefined(oldF[i])){
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// Take this change as whole document modification







// No more modification detection is needed






A.4 Reakcia na správu o modifikácii
lockDocumentModifications(); // Document locked
// Gets fragment which we want to change
Fragment f = getFragmentByXPath(xpath);
// Perform change
f.setContent(offset, content);
unlockDocumentModifications(); // Document unlocked
A.5 Získanie pozície kurzora
function getCaretPosition(caretElement){
// Custom position object





Iterator iterator = createIterator(endInElement: caretElement);
int ind = 0;
// Loop through all nodes before caret and acumulate lengths
while (iterator.nextNode()){
if (iterator.actualNode != null &&
iterator.actualNode.value != null){
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ind = ind + iterator.actualNode.value.length;
}
}
// Add caret offset





A.6 Nastavenie pozície kurzora
function setCaretPosition(position){
// New paragraph was added
if (position.tinyMCEpos != null || pos.element != null){
// Chrome has problems with tinyMce method







// Insert caret into element
else {
Iterator iterator = createIterator(endInElement: caretElement);
int charCount = 0;
int index = position.index
// Loop through all nodes before caret
while (iterator.nextNode()){
if (iterator.actualNode != null &&
iterator.actualNode.value != null){
charCount = charCount + iterator.actualNode.value.length;
index = index - charCount;
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// We have reached the specified position
if (charCount >= index){











Annotations annotations; // Annotations from server
Annotations annoWithLinks; // Storing annotations with links
// Loop through all annotations
for (int i = 0; i < annotations.length; i++){
// Loop through all annotation attributes
for (int j = 0; j < annotations.attributes.length; j++){
// Annotation contains annotationLink attribute
if (annotations[i].attributes[j].name == "annotationLink"){





// Create annotation without annotation links
createAnnotation(annotations[i]);
}
// Loop through annotations with links and update them
for (int i = 0; i < annoWithLinks; i++){
updateAnnotation(annoWithLinks[i]);
}
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