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Naslov: Sledilni sistem za vozilo
Avtor: Nejc Kovač
V sklopu diplomske naloge bomo obravnavali problem, da večina vozil, nima
integriranega sistema za sledenje. Zaradi tega bomo pogledali sistem, ki
omogoča, sledenje vozilu v realnem času, pregled nad zgodovino premikanja,
kje se je vozilo nahajalo in omejevanje lokacije vozila. Sistem je sestavljen iz
naprave in strežnikov, ki s pomočjo programske opreme, komunicirajo med
seboj in uporabniku omogočijo bolǰsi pregled nad vozilom. S pomočjo mi-
krokotrolerja Arduinota in modulov SIM800L ter GPS Neo 6m, smo sestavili
vezje, postavili strežnike in nato vse med seboj povezali. Dobili smo rešitev,
ki je cenovno ugodna alternativa na svetovnem trgu in je omogočala prido-
bitev veliko novega znanja.
Ključne besede: sledenje, vozilo, gps, gsm.

Abstract
Title: Tracking system for vehicle
Author: Nejc Kovač
In this document we are dealing with a problem that many vehicles do not
include tracking system out of the box. That is why we are going to look
into the system that enables you to track your vehicle in real time, check
your vehicle movement history and put your vehicle into a sandbox. Systems
consists of device and servers which communicate to each other that enables
better overview over vehicle. With help of Arduino microcontroller, SIM800L
and GPS Neo 6m module, we were able to make a electronic circuit, setup
servers and link everything together. We got a solution, that it is price range
is viable alternative on market and enabled us to get a lot of additional
knowledge.





Večina vozil nima vgrajenega sistema za sledenje, še posebej stareǰsa, saj
nimajo niti proti vlomnega sistema. Tudi pri noveǰsih vozilih redko vidimo,
da imajo sledilni sistem. Zaradi želje po izbolǰsani varnosti in željenih stori-
tvah, sem se odločil, da bom naredil svoj sledilni sistem. Želja je bila tudi,
da spoznam največ kar je možno novih in aktualnih ogrodij, zato smo tudi
v diplomskem delu uporabil veliko različnih ogrodij in storitev. Večino že
obstoječih sistemov je zelo dragih, ki se jih lahko vgradi ali pa je potrebno
plačevati mesečno naročnino za storitve, ki pa še zmeraj ne ponujajo vsega,
kar bi si želel.
1.2 Cilji
Cilji diplomskega dela so:
• Seznanitev s trenutno aktualnimi tehnologijami
• Delujoč sistem za sledenje vozilu
• Narediti sistem za enako ceno al manj, kot alternativni sistemi na trgu.
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1.3 Struktura diplomske naloge
V drugem poglavju so predstavljene uporabljene tehnologije in orodja.
Nato v naslednjem poglavju si ogledamo projekt kot celoto, pogledamo
si tudi arhitekturo sistema, razǐsčemo prednosti in slabosti arhitekture upo-
rabljene v diplomskem delu, pogledali bomo posamezne storitve in zakaj so
bile uporabljene.
V naslednjem poglavju je opisan potek razvoja, v poglavju so opisani
problemi, s katerimi se soočamo v diplomskem delu in na kakšen način se
spopademo z njimi.
V zadnjem poglavju naredimo povzetek celotnega dela, napǐsemo možne
izbolǰsave in ugotovitve.
Poglavje 2
Pregled tehnologij in orodij
2.1 Tehnologije
2.1.1 Mikrostoritve
Mikrostoritve ali tudi znano kot arhitektura mikrostoritev, je stil arhitekture,
ki sestavlja aplikacijo kot skupek storitev, ki so lahko vzrdževane in se lažje
testirajo, so minimalno medsebojno povezane, neodvisno postavljene (angl.
deployane). Arhitektura omogoča hitro in zanesljivo postavitev velikih in
kompleksnih aplikacij [3].
Negativne stvari mikrostoritev so, da smo razvijalci primorani sestaviti
način neodvisnega komuniciranja med storitvami, kar pa povzroči oteženo
testiranje komunikacije in koordinacijo med ekipami, ki skrbijo za ločene
storitve [2].
2.1.2 Asihrona serijska kominukacija
Serijska povezava ali UART (angl. Universal asynchronous receiver / tran-
smitter) protokol, skrbi za sprejemanje in oddajanje serializiranih podatkov
med dvema napravama. Ena bolǰsih stvari tega protokola je, da potrebuje
samo dve žici za komunikacijo med napravama.
Naprava, ki oddaja preko UART protokola, najprej podatke, ki so v pa-
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ralelni obliki serializira in jih nato preko izhoda TX pošje na drugo napravo.
Druga naprava preko vhoda RX sprejme serializirane podatke in jih deseria-
lizira nazaj v paralelno obliko.
UART pošilja podatke asinhrono, kar pomeni, da ni signala, ki bi uskladil
uri na obeh napravah, ki skrbita za vzorčenje signala pri pošiljanju in spre-
jemanju podatkov. Namesto sinhronizacije, UART protokol pošlje začetni in
končni bit, ki pove kdaj se podatki začnejo in kdaj se končajo, to je zato, da
naprava, ki bere podatke ve kdaj začne brati podatke in kdaj naj konča.
Ko naprava zazna začetni bit, začne brati prihajajoče podatke z neko
določeno frekvenco, ki se imenuje bitna hitrost (angl. baud rate). Bitna hi-
trost meri hitrost prenosa podatkov, ki jo merimo v bitih na sekundo (bps).
Obe napravi morata vzorčiti na enaki hitrosti, da se podatki uspešno pre-
nesejo. Bitna hitrost med pošiljateljem in prejemnikom lahko odstopa za
maksimalno 10% preden časovna usklajenost vzorčenja med napravami ni
več usklajena [4].
2.1.3 Arduino nano
Arduino je odprtokodna platforma, ki je namenjena lahki uporabi program-
ske in strojne opreme. Arduino plošče omogočajo, da preberemo vhodni
signal (zaznavanje svetlobe, pritisk na gumb, novo sporočilo, ...), ki pa lahko
sproži izhodni signal in na primer aktivira motor, prižig LED svetila ali
odgovor na sporočilo. Ploščico kontroliramo, tako da pošljemo ukaze mikro-
kontrolerju s pomočjo Arduino programskega jezika, ki je snovan na jeziku
Wiring in s pomočjo Arduino programske opreme, ki je snovana na program-
ski opremi Processing [1].
Arduino nano je nizko cenovni mikrokontroler, ki temelji na mikročipu
ATmega328. Mikrokontroler deluje na napetosti +5 V na vhodu VCC ali
mikro usb. Programiramo ga lahko, preko mikro usb vhoda s pomočjo pro-
gramske opreme Arduino IDE in Arduino programskega jezika.
S pomočjo Arduinota, ki je osnova za napravo, komuniciramo preko se-
rijske povezave z GPS modulom, preko katerega pridobivamo lokacijo za
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sledenje in pošiljamo podatke na MQTT strežnik preko modula GSM.
Pri programiranju imamo največ težav s shranjevanjem spremenljivk, ki
ponesreči prepisujejo ostale stvari v pomnilniku oziroma pride do problema
buffer-overflow. Težave imamo tudi pri poslušanju mnogih serijskih povezav,
saj Arduino lahko posluša samo eno povezavo hkrati. Težavo rešimo z ukazom
listen(), ki pove mikrokotrolerju, katero povezavo naj posluša.
2.1.4 SIM800L
SIM800L je SimCom-ov GPRS/GSM modem, nam omogoča, da s pomočjo
SIM kartice dostopamo do skoraj vseh funkcionalnosti, jih omogoča navaden
telefon, kot so dostop do mobilnih podatkov, sprejemanje in pošiljanje teks-
tovnih sporočil, klicanje in sprejemanje klicov. Modul deluje na napetosti
med 3,4 V in 4,4 V, ki pa je kompatibilen, da se napaja iz Litij-Polimerske
baterije z oznako 18650. Komunikacija poteka preko UART protokola, ki pa
podpira hitrost povezave med 1200 bps in 115200 bps, podpira tudi avto-
matsko prepoznavo hitrosti povezave. Funkcije, ki jih omogoča modul so:
• podpira Quad-band,
• povezava na GSM omreže s pomočjo 2G SIM kartice,
• klicanje in sprejemanje klicev,
• pošiljanje in sprejemanje SMS sporočil,
• sprejemanje in oddajanje FM radio frekvence,
• AT ukazi preko serijske povezave,
• FL konektor za anteno,
• kompatibilen z Micro SIM kartico.







Ob začetku povezave poženemo ukaz AT, da GSM modul prepozna hi-
trost serijske povezave, ki je privzeto 9600 bit/s. Nastavimo APN nastavitve
AT+CSTT=”APN”,”uporabnǐsko ime”,”geslo”, omogočimo mobilno podat-
kovno povezavo AT+CIICR in nato ustvarimo TCP povezavo na MQTT
strežnik AT+CIPSTART=”TCP”,”url naslov”,”Številka vrat”. Ko je pova-
zava uspešna, lahko z ukazom AT+CIPSEND=<doľzina podatkov> pošljemo
podatke na strežnik.
2.1.5 GPS Neo 6m
Neo 6m je GPS čip, na katerega se lahko povežemo preko serijske povezave
UART. GPS čip pošilja NMEA vrstice, preko katerih lahko razberemo napri-
mer trenutni čas, datum, število satelitov v okolici, trenutno lokacijo, hitrost
premikanja ali smer gibanja.
$GPGLL je ena od 58 NMEA vrstic, ki prikazuje trenutno lokacijo in čas.
Vsaka vrstica je sestavljana najprej iz znaka $, ki nakazuje začetek vrstice,
nato tip vrstice (na primer GPGLL), ter zaporedje podatkov ločenih z vejico,
ki so značilna za vrstico in na koncu še znak *, ki nam pove, da je naslednja
številka kontrolna vsota.
Struktura ukaza:
$GPGLL,<zemljepisna širina>,<smer zepljepisne širine>,<zemljepisna





2.1.6 Aplikacijski programski vmesnik
Aplikacijski programski vmesnik ali API (angl. Application programming
interface) je programska koda, ki omogoča komunikacijo med dvema sistema
brez vednosti, kako sta sistema implementirana. S tem razvijalcem olaǰsa
delo, ko integriramo nove komponente v že obstoječo arhitekturo. Aplika-
cijski programski vmesnik omogoča, da sta uporabnǐski vmesnik (na primer
spletna stran ali aplikacija na telefonu) in logika aplikacije ločena. To po-
meni, da lahko implementiramo, ko odjemalec zahteva podatke od strežnika,
te podatke pridobimo iz datoteke, podatkovne baze ali pa iz nekega drugega
podatkovnega vira. Omogoča pa tudi, da spremenimo delovanje aplikacije,
brez da bi s tem rabili spreminjati odjemalca.
API delimo na tri skupine:
• Javne: Dostop je dovoljen vsem. To mogoča, da kdorkoli ustvari upo-
rabnǐski vmesnik, ki uporablja ta aplikacijski programski vmesnik.
• Omejene: Omogoča dostop ljudjem, ki so jim bile dodeljene pravice.
• Zasebne: Do aplikacijskega programskega vmesnika lahko dostopajo
samo interni uporabniki, kar omogoča popolen nadzor nad sistemom.
Z razširitvijo uporabe aplikacijskih programskih vmesnikov, je prǐslo do
razovja protokolov, ki omogočajo standardiziranje izmenjave informacij. Pro-
tokol SOAP (angl. Simple Object Access Protocol), ki uporablja XML
obliko za izmenjavo informacij, podatke pa prejema preko protokola sple-
tnega HTTP (angl. Hypertext Transfer Protocol) ali poštnega SMTP (angl.
Simple Mail Transfer Protocol).
Dodatna specifikacija je tudi protokol REST (angl. Representational
State Transfer), ki določa šest arhitekturnih omejitev opisanih spodaj. REST
protokol ne določa točno določene arhitekture, vendar vsak protokol, ki
upošteva teh šest omejitev spada pod REST protokol.
Omejitve REST protokola:
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• Odjemalec-strežnik arhitektura: REST arhitektura je sestavljena iz od-
jemalcev, strežnikov, sredstev in zahteve so obravnavane preko HTTP
protokola.
• Ni stanja: Vsebina odjemalca ni shranjena na strežniku med samimi
zahtevami. Informacija o stanju seje, je shranjena na odjemalcu.
• Predpolnjenje: S predpolnjenjem se lahko znebimo nepotrebnih zahtev
na strežnik.
• Nivojski sistem: Komunikacija med strežnikom in odjemalcem je lahko
razdeljena na več plasti. Plasti lahko nudijo stvari, kot so porazde-
litev obremenitev (angl. load balancing), deljenje predpomnilnika ali
varnost.
• Koda na zahtevo (opcijsko): Strežnik lahko razširi funkcionalnost od-
jemalca s prenosom izvršljive kode.
• Enotni uporabnǐski vmesnik: Ta omejitev je ključna za REST API-je,
ki zajema naslednje štiri omejitve.
– Prepoznavanje sredstev v zahtevi: Sredstva so prepoznana v zah-
tevah in so ločena od predstavitve v odgovorih odjemalcu.
– Manipulacija sredstev s predstavitvijo: Ko odjemalec prejme da-
toteko, ki predstavlja sredstvo, mora predstavitev vsebovati dovolj
informacij, da omogoča spremembo ali izbris tega sredstva.
– Samoopisna sporočila: Vsako sporočilo, ki je vrnjeno odjemalcu bi
moralo vsebovati dovolj informacij, da opǐse kako naj bi odjemalec
interpretiral to informacijo.
– Hipermedij, kot stanje aplikacije: Po dostopu do sredstva, bi moral
REST odjemalec imeti možnost odkriti vse ostale akcije, ki so mu
na voljo preko hipermedijev.
[10]
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Vsaka stvar, ki jo lahko poimenujemo je lahko sredstvo, kot na primer
dokument ali slika, storitev, gruča storitev, oseba. REST protokol upora-
blja identifikator sredstev (angl. Resource identifier) za prepoznavo sredstva
uporabljenega v komunikaciji med dvema komponentama [11].
2.1.7 Azure
Azure je Microsoftova platforma, sestavljena iz oblakovno računalnǐskih sto-
ritev, ki je konkurenca Amazon Web Services in Google Cloudu. Je storitev,
ki ves čas širi svojo ponudbo storitev, omogoča podjetjem in posameznikom
rešiti probleme. Ponuja raznovrstne storitve, ki pomagajo zgraditi aplikacijo,
jo upravljati in jo postaviti na masivnem in globalnem omrežju z uporabo
Microsoftovih orodij in ogrodij [8].
Slika 2.1: Začetna stran Microsoft Azure storitve.
2.1.8 Kubernetes
Kubernetes ali tudi znano kot K8s je razvilo podjetje Google in je odprtoko-
dni avtomatiziran sistem za postavitev aplikacij, lahko stopnjevanje aplikacije
in upravljanje aplikacijskih vsebovalnikov.
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Sistem omogoča:
• Stopnjevalno sledenje oziroma upravljanje omrežnih končnih točk, ki
so vstopna povezava za dostop do aplikacije.
• Usmerjanje prometa glede na topologijo gruče strežnikov.
• Avtomatsko priklaplanje diskovnega sistema po lastnih željah, kot na-
primer lokalni disk, javni oblak (Amazon Web Services, Google Cloud,
Microsoft Azure) ali pa se prikopi na omrežni diskovni sistem, kot so
NFS iSCSI, Gluster, Ceph, Cinder ali Flocker.
• Ponovni zagon vsebovalnikov, ki so v neznanem stanju ali pa so prǐsli
do napake.
• Kadar strežnik ne deluje, zamenja ali nastavi, novi termin za zagon
vsebovalnikov, ko bo strežnik ponovno na voljo.
• Ubije in počisti vsebovalnike, ki se ne odzivajo.
[12]
2.1.9 Docker
Docker skrbi za vsebovalnike in je tehnologija, ki je bila iznajdena leta 2013,
kot odprto-kodni projekt Docker engine. Vsebovalnik je standardna enota
programske opreme, ki vsebuje vse pakete in odvisne knjižnice, zato da se
aplikacija izvaja hitro in nemoteno, neglede na okolje na katerem se izvaja.
Docker-jeva slika je lahek, samostoječ in izvršljiv paket programske kode,
ki vsebuje kodo, izvajalnik kode, sistemska orodja, sistemske knjižnice in
nastavitve.
Slika vsebovalnikov postane vsebovalnik šele, ko se koda začne izvajati
in so na voljo za aplikacije, ki temeljijo na Linux ali Windows operacijskem
sistemu. Programska koda v vsebovalniku se bo, ne glede na infrastrukturo
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izvajala enako. Vsebovalniki izolirajo programsko kodo od okolja in skrbijo,
da se koda izvaja enotno, neglede na razlike.
Docker-jeve slike lahko delimo na tri skupine:
• Osnovne: Slike, ki so bile ustvarjene s strani Docker razvijalcev.
• Lahke: Vsebovalniki si delijo jedro operacijskega sistema na strojni
opremi, zato sama aplikacija ne potrebije svojega operacijskega sistema,
kar pomeni manǰsi stroški z licencami in bolj efektivno izvajanje kode.
• Varne: Aplikacije so privzeto bolj izolirane in zaradi tega tudi bolj
varne.
Vsebovalniki in navidezne naprave imajo podobne izolirane vire in do-
delitvene prednosti vendar delujejo zelo različno, ker vsebovalniki navidezno
poganjajo samo operacijski sistem, namesto celotne strojne opreme in so zato
veliko bolj prenosljivi in efektivni.
Vsebovalniki so abstrakcija na aplikacijskem nivoju, ki vsebujejo kodo in
odvisne knjižnice. Na isti strojni opremi se lahko izvaja več vsebovalnikov
in si delijo jedro operacijskega sistema na strojni opremi, vsak je izoliran
proces v uporabnǐskem prostoru. Vsebovalniki zavzemajo manj prostora,
kot navidezne naprave (ponavadi so velikosti deset megabajtov), na enkrat
se lahko izvaja veliko več aplikacij in potrebuje manj operacijskih sistemov.
Navidezne naprave so abstraktna predstavitev strojne opreme, ki spre-
meni en strežnik v mnogo strežnikov. Nadzornik omogoča, da se na eni
strojni opremi izvaja več navideznih naprav. Vsaka navidezna naprava vse-
buje polno kopijo operacijskega sistema, aplikacije, potrebnih dvojǐskih da-
totek in knjižnjic, zato ena navidezna naprava ponavadi zavzema več deset
gigabajtov. Zaradi svoje velikosti in dodatnega operacijskega sistema veliko-
krat navidezne naprave porabijo veliko časa, da se zaženejo [5].
2.1.10 MQTT
MQTT ali MQ Telemetrijski Transport sta iznajdla Dr. Andy Stanford
(IBM) in Arlen Nipper (Arcom), ki sta ga odprto-kodno objavila pod brez-
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plačno licenco, je preprost omrežni protokol, ki se uporablja za objavlja-
nje in naročanje na sporočila med napravami. Protokol je zasnovan tako,
da je odprt, intuitiven in preprost za implementacijo, kar omogoča, da en
sam strežnik podpira tisoče naprav. Protokol poskuša minimizirati porabe
omrežne pasovne širine vendar še zmeraj zagotavljati zanesljivost dostave
podatkov.
Funkcija kvaliteta storitve ali QoS omogoča, da uporabnik izbere način
dostavljanja sporočil. Navoljo so tri nastavitve:
• QoS 0 - Največ enkrat: Sporočila so dostavljena po najbolǰsih močeh,
ki jih omogoča omrežje. Vendar pa odgovor ne pričakujemo od odje-
malca, logika za ponovni poizkus pa tudi ni definirana. Ta nastavitev
omogoča najslabšo kvaliteto storitve, vendar je najhitreǰsi način do-
stave sporočila, ki ga omogoča MQTT protokol. Sporočilo se lahko
izgubi v primeru, da odjemalec prekine povezavo ali pa da strežnik
preide v nedelujoče stanje.
• QoS 1 - Vsaj enkrat: Protokol poskrbi, da je sporočilo dostavljeno vsaj
enkrat, vendar se lahko zgodi, da se sporočilo podvoji.
• QoS 2 - Točno enkrat: Je najvǐsja kvaliteta storitve. Znotraj protokola
se izvaja dodatni protokol, ki skrbi, da podvojena sporočila niso dosta-




Visual studio je Microsoftovo orodje, ki mogoča lažje programiranje računalnǐskih
programov, spletnih aplikacij, spletnih strani in spletnih storitev. Vsebuje
urejevalnik kode, razhroščevalnih, urejevalnik uporabnǐskih vmesnikov, načrtovalnik
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podatkovnih shem, teste, kontrolo verzij svn in git. Omogoča tudi tisoče
razširitev, ki prilagodijo orodje potrebam projekta.
Orodje ponuja:
• Rešitve za sistem Windows, kot naprimer aplikacije in igre.
• Mobilne aplikacije za sisteme Windows, iOS in Android.
• Grajenje, urejanje in postavitev aplikacij, spletnih aplikacij in spletnih
strani. Nudi tudi postavitev vseh teh storitev na storitvi Microsoft
Azure.
• Grajenje orodij in dodatkov za programsko opremo Office.
• Načrtovanje, kodiranje in razhroščevanje igras s pomočjo programa
Unity.
• Kodiranje razširitev za program Visual Studio.
• Načrtovanje, kreiranje in postavitev SQL strežnika lokalno ali na sto-
ritvi Microsoft Azure.
Podpira pogramiranje v jezikih C, C++, C#, Visual Basic .NET, F#,
Fossil, M, Python, HTML/CSS, JavaScript.
Uporaba jezika C++ je primerna za lahke in optimizirane aplikacije, ki
so kompatibilne z različnimi napravami. Node.js je namenjen hitri postavi-
tvi projekta, ki omogoča hitro stopnjevanje aplikacije, delovanje na mnogih
platformah. Python se uporablja za kreiranje skript, ki delujejo na mnogih
platformah, za spletne storitve, IoT naprave in za podatkovne vede. Uporaba
.NET je za izdelavo aplikacij in storitev, ki delujejo na poljubni napravi ali
operacijskem sistemu.
2.2.2 Power Apps
Power Apps je Microsoftovo ogrodje, ki omogoča hitro in enostavno kreiranje
aplikacij za mobilne naprave ali splet. Preko grafičnega vmesnika začnemo
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Slika 2.2: Program Visual Studio 2019.
z izbiro podatkovnega vira, nato izberemo predlogo aplikacije, ki vsebuje že
nekaj osnovnih gradnikov. Po izbrani predlogi se nam odpre urejevalnik s
katerim lahko dodajamo, odstranimo ali spreminjamo gradnike. Ob končani
aplikaciji, jo lahko objavimo in shranimo v Microsoftov oblak. Po uspešni
objavi se nam prikaže povezava, s katero lahko dostopamo do aplikacije [7].
2.2.3 Power BI
Power BI je rešitev za analitike, ki omogoča vizualiziranje podatkov in delje-
nje vpogledov znotraj organizacije ali pa se jih integrira v aplikacijo oziroma
v spletno stran. Omogoča povezavo na stotine podatkovnih virov in prikaže
podatke z živimi preglednimi ploščami oziroma s poročili. Orodje omogoča
prikaz podatkov na nov in inovativen način, da si lažje predstavljamo po-
datke, s katerimi se lažje odločimo za bolǰso poslovno odločitev.
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Orodje omogoča:
• Povezavo na stotine podatkovnih virov, ki so lahko v podjetju ali pa v
oblaku.
• Uporabo Power Query-ja, ki poenostavi zajemanje podatkov, transfor-
miranje podatkov, integriranje in dodajanje vrednosti podatkom.
• Kreiranje poročil z uporabo vgrajenih vizualizacij ali pa ustvarjanje
lastnih vizualizacij.






Slika 3.1: Podatkovni model
V podatkovni bazi imamo tabelo Locations v kateri hranimo spodnje
podatke:
• Identifikator (id), ki je celo število, je ključ, ki se generira, zato so zapisi
unikatni.
• Telefonska številka (tel) je 13 točno številk. Začetek številke se začne
z 00 nato tri številke, ki povejo državo in nato še osem številk.
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• Zemljepisno širino (lat) in dolžino (lon), ki sta decimalni števili in imata
natančnost dveh decimalk.
• Smer zemljepisne širine (olat) in dolžine (olon), ki zajemata eno od črk
N, W, E ali S.
• Časovno znamko (timestamp), ki je datum in čas.
• Valid, ki pove ali je zapis veljaven in zavzema črko A ali V. A pomeni,
da je zapis veljaven in je lokacija pravilna in točna, črka V pa nam
pove, da je lokacija nepravilna, kar pa pomeni, da je GPS modul imel
slabo povezavo s sateliti in ni mogel pridobiti točne lokacije.
Ter tabelo Sandbox v kateri hranimo:
• Ključ tel, ki je identifikator in je unikaten glede na zapis.
• Atribut email, ki je naslov za obvestila, ko vozilo zapusti območje.
• lat in lon, ki sta zemljepisna širina in dolžina sredǐsčne točke območja.
• Smeri zemljepisne širine in dolžine oziroma atributa olat in olon.
• Atribut radius, ki je maksimalna dovoljena oddaljenost vozila od sredǐsčne
točke.
Varnost in uporabnǐske račune kreiramo s pomočjo administratorskega
računa, ki smo ga neredili ob namestivti SQL strežnika. Zato so uporabnǐski
računi, ter varnost narejena na nivoju podatkovne baze.
Kot uporabnik do podatkov lahko dostopamo samo preko uporabnǐskega
vmesnika. Preko njega lahko vidimo trenutno lokacijo vozila, kjer lahko
izberemo vozilo, ki se prikaže na zemljevidu.
V oknu, kjer se vidi zgodovina lokacije vozila, lahko izbiramo med izbiro
vozila in izbiro časovnega okna, za koliko časa nazaj lahko vidimo podatke.
Uporabnǐski vmesnik ponuja tudi pogled sandboxa, kjer lahko izbiramo
med vozili in spreminjamo nastavitve. Sandbox tudi omogoča, kadar vozilo
zapusti sandbox, da nas ob tem obvesti.
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Slika 3.2: Diagram uporabe sistema.
3.2 Arhitektura sistema
Na sliki 3.3 je prikazana celotna arhitektura sistema, ki je bila zamǐsljena
tako, da uporabimo nove tehnologije, da se naučimo nekaj novega in hkrati
omogočimo enostavno dodajanje razširitev in novih modulov ter storitev.
Na sliki je s pomočjo puščic prikazana tudi smer podatkov. Nekateri
gradniki imajo samo enosmerno komunikacijo, kar pomeni, da samo pošiljajo
ali pa samo sprejemajo podatke. Nekateri gradniki pa imajo dvosmerno
komunikacijo, kar pomeni, da sprejema in pošilja podatke.
Celotni sistem je zasnovan na principu mikrostoritev, jedro aplikacije te-
melji na Kubernetes tehnologiji, ki skrbi za Docker vsebovalnike, da je apli-
kacija zanesljiva in vedno dosegljiva.
V Docker vsebovalnikih se izvaja:
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Slika 3.3: Arhitektura sistema
• MQTT strežnik za dostavljanje sporočil.
• Filter za ločevanje sporočil na ločene skupine.
• REST API strežnik, ki omogoča storitve pridobivanja in vnašanja novih
podatkov.
• Konektorja za povezavo med MQTT protokolom in API strežnikoma.
• Sandbox sistem.
Sledilna naprava je vezje, ki je skupek modulov in omogočajo dostop do
mobilnega omrežja ter lokacijskih podatkov. Arduino mikrokotroler prebere
podatke iz GPS modula in jih s pomočjo GSM/GPRS modula pošilja naprej
na Mosquitto strežnik preko MQTT protokola.
Diplomska naloga 21
Podatkovna baza hrani zgodovino lokacijskih podatkov, ki so nam na
voljo vsako sekundo v vizualizacijskemu orodju Power BI, kjer si pa lahko






Sledilno napravo sestavljajo Arduino mikrokotroler, SIM800L in GPS Neo
6m modul, 470uF kondenzator, ter čip LM2596.
Slika 4.1: Vezje sledilne naprave.
4.1.1 Arduino
Glavni del vezja prikazanega na sliki 4.1 je Arduino Nano, ki se napaja preko
+5 V vhoda in je ključna komponenta za delovanje sledilnega sistema, saj
modul nadzoruje in komunicira z vsemi ostalimi komponentami. Pri progra-
miranju Arduinota moramo biti pozorni na kateri tip ploščice uporabljamo
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in kateri čip je na ploščici. V našem primeru, smo uporabili tip ploščice Ar-
duino Nano s čipom ATmega328P, ki pa vsebuje še stari zaganjalnik (angl.
bootloader).
4.1.2 SIM800L
Na vhode D2, D3 in D4 je povezan SIM800L modul. Na vhod D3 je povezava
Reset, ki pošle signal GSM modulu, da se ponovno zažene. Na izhodu D2 in
vhodu D4 pa sta TX in RX povezavi za serisjko komunikacijo UART.
4.1.3 GPS Neo 6m
Na izhodu D5 in vhodu D6 pa poteka serijska povezava za GPS Neo 6m
modul. Modul približno na vsako sekundo sporoča podatke preko NMEA
ukazov. Za ta projekt je bil najbolj pomemben ukaz $GPGLL, saj vsebuje
lokacijo in časovno znamko. GPS modul ponuja tudi podatke, kot so napri-
mer hitrost gibanja, trenutno nadmorsko vǐsino in število vidnih satelitov, ki
omogoča, da se s pomočjo teh podatkov oceni ali je lokacija, ki jo je pridobil
modul verodostojna ali ne.
4.1.4 LM2596
Celotno vezje se napaja na 4.2 V za to pa skrbi čip LM2596, ki iz 12 V
baterije v avtomobilu zmanǰsa napetost na 4.2 V. Zaradi občasne povečane
porabe energije GPS in GSM modula, se je lahko zgodilo, da je napetost
za kratek čas padla pod 3.2 V, ki pa je povzročila, da sta se GPS in GSM
modula ponovno zagnala ali pa vsaj eden od njiju. Zaradi težave s padcem
napetosti med izhoda out+ in out- dodamo 470uF kondenzator, ki poskrbi,
da hrani začasno energijo in je bila na voljo med povečano porabo energije.
Pri izbiri kondenzatorja je veliko testiranja, ker lahko uporabimo več enakih
kondenzatorjev v serijski povezavi ali pa v paralelni, ki se na koncu izkaže,




Arduino programi so sestavljeni iz dveh glavnih funkcij setup() in loop(). V
setup() funkciji si inicializiramo spremenljivke, ki jih bomo potrebovali in
zaženemo, ter počakamo module, da so pripravljeni za uporabo. Nato pa v
funkciji loop() izvajamo glavni del kode, ki se ponavlja.
V začetku kode dodamo knjižnici za programsko serijsko povezavo, ki
omogoča, da preko konzole na računalniku spremljamo kaj se dogaja na čipu.
Uporabimo pa tudi knjižnico Adafruit FONA.h, ki nam omogoča, da lažje
dostopamo in beremo podatke na SIM800L modulu.
#include <SoftwareSerial.h>
#include <Adafruit_FONA.h>
Nato definiramo vhode in izhode na katere so povezani moduli in inicia-
liziramo serijsko povezavo do GPS in SIM modulov z spodnjimi ukazi.








SoftwareSerial fonaSS = SoftwareSerial(FONA_TX, FONA_RX);
Spodnji del kode je definicija paketa za povezavo na MQTT strežnik. Prvi
bajt je preverjanje tipa paketa 0x10 pomeni, da gre za paket CONNECT.
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Naslednji bajt pove dolžino spreminjajoče se glave paketa, za njim prideta
bajta, ki poveta dolžino vsebine paketa. Nato so štirje bajti, ki enostavno
črkujejo MQTT, za MQTT pride bajt, ki določi nivo protokola. Trenutna
verzija je 3.1.1 oziroma heksadecimalna številka 0x04.
Deseti bajt določi zastavice, prvi bit je rezerviran in se ga v trenutni verziji
ne uporablja. Drugi bit je čista seja, to pomeni, da pri vrednosti 1, ko se
odjemalec ponovno poveže, mora strežnik ustvariti novo sejo. Pri vrednosti
0 pa osvežiti že obstoječo sejo, če že obstaja. Naslednji bit je Will zastavica,
ki pove, da se mora Will sporočilo hraniti na strežniku. Naslednja zastavica
pride Will QoS oziroma Will kakovost storitve (angl. Quality of Service), ki
določa na kakšen način bo strežnik skrbel, da dostavi sporočilo odjemalcem.
Potem je zastavica Will Retain, ki določa ali se sporočilo ohrani ali ne. To
sporočilo dobijo tudi odjemalci, ki so se povezali kasneje kakor pa je bilo
sporočilo poslano. Zadnji dve zastavci sta zastavica za geslo in zastavica za
uporabnǐsko ime.
Za zastavicami, sta dva bajta, ki določita koliko časa v sekundah naj
pošiljatel ohranja povezavo živo. 13 in 14 bajt določita dolžino, ime naprave
in število bajtov preostanka paketa.
byte packet_connect[21] = {
0x10, // Control packet type
0x13, // Length of variable header
0x00, 0x04, // Payload length
0x4D, 0x51, 0x54, 0x54, // MQTT
0x04, // Protocol level
0x02, // Flags (Username Flag, Password Flag, Will Retain,
// Will QoS, Will Flag, Clean Session, Reserved)
0x00, 0x10, // Keep Alive [MSB, LSB]
0x00, 0x07, // Data length [MSB, LSB]
0x41, 0x52, 0x44, 0x55, 0x49, 0x4e, 0x4f // ARDUINO
};
V paketu za pošiljanje sporočila, v prvem bajtu preverimo tip paketa
Diplomska naloga 27
0x30 pomeni PUBLISH, naslednji bajt pove dolžino spreminjajočega se dela
paketa, ki se ga v loop() funkciji popravi glede na dolžino sporočila. Po
dolžini paketa sta bajta, ki je dolžina imena teme, nato je ime teme in na
koncu preostanek bajtov sporočila, ki se jih doda v glavni funkciji loop().
byte packet_publish[9] = {
0x30, // Control packet type
0x07, // Length of variable header
0x00, 0x05, // Topic length [MSB, LSB]
0x49, 0x4e, 0x50, 0x55, 0x54 // Topic name: INPUT
};
4.1.5.2 Priprava
V setup() funkciji, ki se izvede samo enkrat ob zagonu programa. Najprej
ustvarimo serijske povezave do modulov in konzole v računalniku.
Serial.begin(9600);
// Start GPS serial
Serial.println("Starting GPS.");
gpsSS.begin(9600);
// Connect to FONA SIM800L
Serial.println("Starting FONA.");
fonaSS.begin(9600);
Nato ponovno zaženemo SIM800L modul, to naredimo tako, da na izhod
D3 iz visokega stanja preidemo v nizkega. Torej iz +5 V odstranimo napetost,
počakamo za 150 milisekund in nazaj priključimo +5 V, da preidemo nazaj
v normalno stanje.






Počakamo 3 sekunde, da modul postane aktiven in nato začnemo s po-
stopkom za povezovanje na omrežje s pomočjo funkcije startATconn(), ko je
povezava vzpostavljena, se s funkcijo connToMQTT() povežemo na MQTT
strežnik.
delay(3000); // Wait for SIM800L to get ready
startATconn(); // Start network connection
connToMQTT(); // Connect to MQTT
4.1.5.3 Zagon AT in MQTT povezave
Funkcija startATconn() poskuša vzpostaviti internetno povezavo preko mo-
bilnih podatkov. Arduino preko serijske povezave najprej pošlje ukaz AT za
začetek povezave za odgovor pričakujemo, da modul vrne OK. Modul je pri-
pravljen za uporabo, ko modul odgovori z SMS Ready. Do takrat pa funkcija
na vsako sekundo preverja ali je modul pripravljen.
fonaSS.println("AT");
bool reset = true;
while (reset) {
while (fonaSS.available()) {}










Ko dobimo odgovor Sms Ready, pošljemo ukaz AT+CSTT, ki nastavi
ime dostopne točke oziroma APN (angl. Access Point Name). APN je vme-
sni člen, ki veže mobilno napravo naprej v omrežje odvisno od nastavitev.
APN nastavitve so določene s strani ponudnika mobilnih storitev. V diplom-
skem delu, smo uporabili ponudnika Telekomove storitve in nastavitve za
APN se najdejo na njihovi spletni strani https://www.telekom.si/pomoc-in-
podpora/teme-pomoci/telefonija/mobilno/mobilne-naprave/splosne-nastavitve.
Prvi parameter je ime dostopne točke, pri Telekomu je to internet. Drugi in
tretji parameter sta uporabnǐsko ime in geslo, ki sta mobitel ter internet. Ko




Sedaj, ko je APN nastavljen, moramo nastaviti še PDP kontekst (angl.
Packet Data Protocol). PDP kontekst določa podatkovno strukturo paketa,
naprimer ali se bo uporabljal IPv4, IPv6, PPP ali X.25. Prvi parameter po-
meni, da spreminjamo prvi zapis na modulu, drugi parameter je tip protokola,
ter oznaka IP pomeni, da se bo uporabljal protokol IPv4. Zadnji paramater
pa določa, ime povezave, ki se bo uporabljalo. Po izvedenem ukazu ponovno
počakamo na potrditev sprememb z ukazom waitForString(ok).
fonaSS.println("AT+CGDCONT=1,\"IP\",\"internet\"");
waitForString(ok);
Ko so nastavitve nastavljene z ukazom AT+CIIR, sporočimo modulu naj
vzpoztavi povezavo. Če je povezava uspešna vrne modul nazaj odgovor OK.




Sedaj, ko je povezava vzpostavljena se na vsako sekundo preverja, ali je
modul že pridobi IP naslov. V primeru, da ukaz vrne ERROR, poskusimo















Po uspešno pridobiljenem IP naslovu, pomeni, da lahko sedaj dosto-
pamo do interneta. Z ukazom AT+CIPSTART, ustvarimo TCP povezavo
do MQTT strežnika, ki se v našem primeru nahaja na naslovu, ki ga je
določil Azure, ta je 84.52.164.221 na vratih 1883. Na kocnu še počakamo na




Odprta povezava nam omogoča, da lahko sedaj pošiljamo pakete do MQTT
strežnika. Strežnik pri povezovanju pričakuje prvi paket CONNECT. V funk-
ciji connToMQTT(), izvedemo ukaz AT+CIPSEND=21, ki sporoči SIM mo-
dulu, da bomo poslali paket dolžine 21 bajtov. Takoj ko izvedemo ukaz,
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modul pričakuje, da naslednjih 21 bajtov je struktura in vsebina paketa, ki
ga pošiljamo. Ko izpǐsemo vsebino spremenljivke packet connect, ki smo jo
na začetku programa definirali, izvedemo updateSerial(), da se prepričamo,







V glavni funkciji loop(), ki se konstantno izvaja, najprej kličemo funkcijo
gpsSS.listen(), da začnemo poslušati serijsko povezavo od GPS modula.
gpsSS.listen();
Nato s spodnjo kodo preberemo vrstico od GPS modula, ki jo prepoznamo
po znaku \n. Vrstico shranimo v spremenljivko gpsData, katere potem vse-






while (gpsSS.available() > 0) {
byte data = gpsSS.read(); // get the byte data from the GPS
if (keyCount < sizeof(key) && data == key[keyCount]) {
keyCount++;
} else if (keyCount < sizeof(key) && data != key[keyCount]) {
keyCount = 0;
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Vsako prebrano vrstico iz GPS modula pripremo k paketu PUBLISH,
nato popravimo dolžino paketa, izvedemo ukaz, ki sporoči dolžino paketa, ter
pošljemo še vsebino paketa. Po končani loop() funkciji, se funkcija ponovno
kliče in se kliče toliko časa, dokler Arduino ploščici ne odklopimo napajanja.
packet_publish[1] = (int)0x07 + gpsDataLen;
itoa(9 + gpsDataLen, num, 10);
char command[14] = {’A’, ’T’, ’+’, ’C’, ’I’, ’P’, ’S’, ’E’,








4.2 Strežnik REST API
Osnovni REST API strežnik ponuja trenutno lokacijo, zgodovino podatkov
in vnos novega podatka. Strežnik je napisan v jeziku C# z ogrodjem .NET
Core in s pomočjo Microsoftovega orodja Visual Studio 2019. Za REST API
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strežnik smo se odločil zato, da se logika in uporabnǐski vmesnik ločita, kar
pa omogoča, da lahko hitro in enostavno naredimo spletno stran ali mobilno
aplikacijo za iOS ali Android, ter jo povežemo na REST API strežnik, ki
podpira vse glavne funkcionalnosti, kot so zgodovina podatkov in trenutna
lokacija naprave. Z REST API strežnikom smo postavili centraliziran sistem
storitve, kar pomeni, da strežnik skrbi za hrambo podatkov, avtentikacijo in
avtorizacijo. Prednost sistema je v tem, da na primer v primeru menjave
podatkovnega vira moramo popraviti povezavo do podatkov samo enkrat.
// GET api/values
[HttpGet]










return CreatedAtAction(nameof(GetLocations), new { id = location.id}, location);
}
Prikaz metod GET in POST. Z metodo GET asihrono pridobimo celotno
zgodovino lokacijskih podatkov in POST metoda nam omogoča, da vnesemo
novo trenutno lokacijo.
4.2.1 Kuberentes
Najprej ustvarimo na Azure portalu Kuberentes gručo. Pod storitvami izbe-
remo Kubernetes storitev in jo kreiramo s klikikom na gumb dodaj. Izberemo
željeno naročnino, skupino sredstev, ime Kubernetes gruče, regijo, različico
Kubernetes storitve, število DTU-jev na strežnik in število strežnikov. Nato
se preko Azure oblačne konzole povežemo na Kubernetes gručo in ustvarimo
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osnovni pomnilnik namenjen gruči za uporabo, kjer se hranijo podatki in
YAML datoteke. Potrebno je tudi kubernetes gručo dodati v že obstoječe
virtualno omrežje v katerem je podatkovna baza.
Slika 4.2: Kreiranje Kubernetes gruče.
4.2.2 MQTT strežnik
Za MQTT strežnik smo uporabili Mosquitto, kjer so na uradni spletni strani
priložena navodila za uporabo, na Docker spletni strani pa najdemo sliko
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Mosquitto strežnika, ki pa ga postavimo v Kubernetes okolje.
Najprej se povežemo na Azure oblačno konzolo, kjer najprej poženemo
sliko Mosquitto MQTT strežnika z ukazom:
kubectl run mqtt eclipse-mosquitto
Nato s spodnjima dvema ukazoma poženemo storitev, ki je odpre vrata
1883 ter preverimo javni IP naslov preko katerih se lahko povežemo na MQTT
strežnik.
kubectl expose deployment mqtt --port=1883 --target-port=1883
--name=mqtt-service --type=LoadBalancer
kubectl get service mqtt-service --watch
4.2.3 MQTT filter
Je mikrostoritev, ki je sprogramirana v .NET Core frameworku s podporo
dockerja, ki ga orkestrira Kubernetes. Ta omogoča, da filtrira podatke od
mnogih sledilnih naprav in NMEA ukazov. Vsaka naprava in NMEA ukaz
imata svojo temo, ki je na koncu sestavljena tema in je ločena s znakom
/. Filter iz vhodne teme INPUT, ki zajema vse podatke, razvrsti podatek
v ustrezno temo, kot na primer vrsta teme GPGLL/<telefonska številka>.
Filter se kot odjemalec naroči na temo INPUT in glede na podatek, ki ga
dobi, ga ustrezno objavi v primerno temo.
4.2.4 MQTT Konektor
Konektor omogoča povezovanje na strežnik REST API, je mikrostoritev, ki
je podobno sprogramirana, kot MQTT filter, ki jo orkestrira Kubernetes na
Azure platformi. Omogoča, da iz željenih tem v MQTT storitvi avtomatsko
prepošiljamo podatke naprej na REST API strežnik. Konektor je enostavna
storitev, ki prepošilja podatke iz MQTT strežnika na API strežnik.
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4.2.5 Sandbox
Sandbox je program, ki preverja ali je vozilo zapustilo nastavljeno območje.
Program se ob zagonu poveže na podatkovno bazo, prebere vse mobilne
številke iz tabele Sandbox, iz stolpca tel. Nato se poveže na MQTT strežnik in
posluša na vseh temah, katere so bile zapisane v tabeli. Program konstantno
preverja, če je razdalja med sredǐsčem območja in točko vozila, manǰsa od na-
stavljenega radija. Če je razdalja večja od radija, program pošlje elektronsko
sporočilo, ki je bilo navedeno poleg zapisa v tabeli Sandbox, v polju email.
V sporočilu, je zapisan datum, ura in mobilna številka, katera je zapustila
nastavljeno območje.
Slika 4.3: Opozorilo preko elektronskega naslova.
Spodaj je prikazana koda, ki skrbi, da se pošlje elektronsko sporočilo.
Najprej inicializiramo nov objekt za vsebino elektronskega sporočila. Nato
še kreiramo SMTP odjemalca, kateremu preko parametra podamo naslov
SMTP strežnika. V tem primeru, gre za Googlov strežnik smtp.gmail.com,
ker se opozorilna sporočila pošiljajo preko Gmail storitve.
MailMessage mail = new MailMessage();
SmtpClient SmtpServer = new SmtpClient("smtp.gmail.com");
Ko so objekti inicializirani, nastavimo atribute mail.From, ki pove iz ka-
terega elektronskega naslove se pošilja sporočilo. Atribut mail.To.Add, ki
določa, na kateri naslov se pošilja, mail.Subject, ki je zadeva elektronskega
sporočila in mail.Body, ki je jedro sporočila.
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Spodnje vrstice kode nastavijo nastavitve povezovanja, do SMTP strežnika.
Nastavi se atribut za vrata na 587, omogočimo SSL povezavo, sporočimo, da
ne uporabljamo privzetih nastavitev za vpis in na koncu še nastavimo upo-




string user = "sandbox@gmail.com";
string pass = "Sandbox123"
SmtpServer.Credentials = new NetworkCredential(user, pass);




Na Microsoftovem portalu Azure, najprej ustvarimo podatkovno bazo, do-
delimo skupino sredstev poimenovano Diplomska RG, poimenujemo podat-
kovno bazo Tracker in izbremo cenovni razred Standard S0, ki vsebuje 10
DTUjev, kar pomeni da je maksimalna velikost podatkov, ki jo podatkovna
baza hrani 250GB.
V primeru, da se izkaže, da je potreba po sredstvih, ali pa da je sredstev
preveč, lahko s klikom v nastavitvah izberemo drugi cenovni razred.
Na primer za cel mesec podatkov o lokaciji, je približno 12 GB, če pa
bi želeli, da bi radi hranili podatke samo za zadnji teden in da zmanǰsamo
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vzorčenje podatkov za faktor 0,5, pomeni, da je velikost podatkov približno
1,3 GB. To pa zadostuje, da izberemo rang Basic, ki vključuje maksimalno
hranjenje velikost podatkov 3 GB.
Po kreirani podatkovni bazi, s pomočjo SQL Server Management Sudio
orodja, kreiramo tabeli Locations in Sandbox, ter uporabnike.
Po kreiranih tabelah ustvarimo dodatne uporabnike, ki so nemenjeni
točno določeni uporabi. Za strežnik REST API, ki je vmesni člen, kater
omogoča pisanje v bazo, ustvarimo uporabnika api, ki ima samo INSERT
pravice nad tabelo Locations. Kreiramo tudi uporabnika porocilo, ki ima
pravice samo do branja nad tabelo Location, ter branje in pisanje nad tabelo
Sandbox, s katerim uporabnikom se tudi prijavimo v poročilo preko Power
BI.
4.2.7 Uporabnǐski vmesnik - Power BI
V prvem poročilu dodamo podatkovni vir, ki se nanaša na podatkovno bazo
Tracker, niz za povezavo pridobimo iz portala Azure. V poročilu izbremo gra-
dnik zemljevid, v katerega moramo pripeljati iz podatkovne baze zemljepisno
širino in dolžino. V nastavitvah poročila obkljukamo Enable automatic page
refresh, da omogočimo v poročilu testno funkcijo avtomatskega osveževanja
poročila. To omogoči, da v meniju Visualizations premaknemo drsnik Page
refresh na On. Ob vklopu osveževanja strani, so se nam prikazale dodatne
možnosti, kjer lahko izberemo, da se poročilo oziroma zemljevid osveži vsako
sekundo. Naredimo dve poročili, v prvem je prikazana trenutna lokacija avta
in v drugem zgodovina gibanja.
Ko odpremo poročilo v programu Power BI ali spletni aplikaciji Power
BI Online, se pojavi okno, kjer je potrebno vpisati uporabnǐsko ime, geslo
in povezavo, do podatkovne baze. Ko je prijava uspešna, se nam na zaslonu
poročila prikaže zemljevid z zadnjo znano lokacijo enega od sledilnikov.
S pomočjo gumba filtri (angl. filters) lahko izberemo eno ali več željenih
sledilnih naprav, ki bi jih radi prikazali na zemljevidu. Pikice, ki prikazujejo
en zapis v podatkovni bazi se temu primerno obarvajo glede na telefonsko
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Slika 4.4: Prikaz trenutne lokacije na Power BI Online spletni aplikaciji.
številko sledilne naprave.
V tretjem poročilu, se nahaja sandbox, v katerem lahko nastavimo na ka-
terem območju se lahko nahaja vozilo. Poročilo kreiramo s pomočjo ogrodja
Power Apps. Na prazno poročilo dodamo zemljevid na katerega vežemo gra-
dnik Power Apps. Gradnik je najprej zahteval, da določimo katere atribute
bi radi uporabili. To zahteva, da najprej kreiramo relacijo do podatkov.
Povežemo se na podatkovno bazo in izbremo vse atribute iz tabele Sandbox.
Ko so izbrani atributi, katere bi radi prikazali v aplikaciji, gradnik ponudi,
da izberemo že obstoječo aplikacijo ali pa kreiramo novo. Ob kreiranju nove
aplikacije, izberemo vir podatkov Power BI poročilo, nato pa na prvi strani
aplikacije prikažemo osnovne podatke sandboxa, telefonsko številko, sredin-
sko točko območja, ter polmer. Elementi so prikazani v stolpcu in na desni
strani imajo puščico, ki s klikom nanjo omogoča spreminjanje podatkov.
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Slika 4.5: Prikaz sandboxa in aplikacije narejene s pomočjo Power Apps.
Poročilo prikaže tudi z barvo ali je vozilo zapustilo omejeno območje, ki
mu je bilo določeno. Pravilo preverja, ali je razdalja med lokacijo vozila in
sredǐsča sandboxa več, kot je določen polmer v metrih. Če je vozilo znotraj
sandboxa je vozilo obarvano z modro barvo, če pa je zapustilo sandbox pa se
pika vozila obarva rdeče barve.
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Slika 4.6: Prikaz vozila, ki zapusti sandbox.
Na strani za spreminjanje podatkov so prikazana polja, katera lahko spre-
minjamo in nato lahko pritisnema na križec, ki prekliče vse spremembe ali pa
na puščico, ki uveljavi spremembe. Če želimo uveljaviti spremembe, se pred
posodobitvijo podatkov preveri vsa polja ali so ustrezna glede na pravila, ki
so postavljena.
Pravila, ki smo jih določili so, da telefonska številka ne sme imeti črk, kar
pomeni, da so lahko samo številke in mora zajemati točno 13 znakov.
Smer zemljepisne širine sta lahko črki N ali W. Smer zemljepisne dolžine
pa sta E ali S.
Pravilo za premer preverja ali je številka, ki je vpisana celo pozitivno
število, saj se premer meri v metrih.
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Podobna storitev, ki mogoča sledenje in zgodovino, je rešitev Trackimo. Tra-
cimo ponuja sledilne naprave med 80 e in 300 e, brez poštnine, ter s 5 e
mesečne naročnine. Programska oprema omogoča, da sledimo napravi v real-
nem času, pogledamo zgodovino gibanja in zaznavanje gibanja. Vse storitve
so na voljo preko spletne strani ali preko mobilne aplikacije za sistema iOS
in Android.
Izdelek ponuja dodatno funkcionalnost vendar mobilna aplikacija ne za-
dostuje tej ceni, saj izdelek stane približno 5 e mesečne naročnine za SIM
kartico, 2,5 e za Arduino Nano, 4 e za GSM modul, 3 e za GPS modul in
še približno 3 e za preostanek vezja. Spletne storitve na okolju Azure pora-
bijo približno 20 e na mesec, vendar zagotavljajo stabilne sisteme, stabilno
omrežje in zanesljivo internetno povezavo, kar pa pomeni da je storitev vedno
na voljo.
V primeru znižanja stroškov Azure storitev, če nam ta omogoča, lahko
storitve prenesemo na domači strežnik. Vendar zato naredimo kompromis
na dosegljivosti storitev. Lastni izdelek omogoča, da naredimo razširitve po
lastnem okusu in jih dodajamo ali odstranimo. Prednost našega sistema je,
da vemo kje se podatki o lokaciji hranijo in v kakšne namene se uporabljajo.
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5.2 Ideje za nadaljnji razvoj
Prva izbolǰsava za nasledno iteracijo je, da bi rešitev omogočila dostop do
podatkov preko spletne strani in preko mobilne aplikacije.
Zelo dobro bi bilo, da bi se v naslednji iteraciji tudi nadgradila varnost
in se doda SSL pri komunikaciji odjemalca z MQTT strežnikom.
Naslednjič, ko izbiramo tehnologije, ki bi jih uporabili, bi se omejili na
manǰse število tehnologij, za lažje vzdrževanje.
Namesto Power BI in Power Apps ogrodij, bi uporabili Flutter, kjer bi
lahko kreirali uporabnǐski vmesnik za računalnik in mobilne naprave istočasno.
5.3 Povzetek in ugotovitve
V diplomskem delu smo si pogledali nekaj tehnologij in ogrodij. Postavili smo
REST API in MQTT strežnik, sestavili vezje in ga sprogramirali. Cenovno
in funkcionalno smo primerjali izdelek z alternativami na svetovnem trgu.
Pri razvoju projekta smo pridobili veliko novega zanja na področju ele-
ktronike in novih tehnologij kot so Azure, Docker in Kubernetes, uporaba
ogrodij Power BI in Power Apps. Pri uporabi Power BI ogrodja ugotovimo,
da ogrodje še ni najbolj pripravljeno za delo s podatki v realnem času, zato je
bolje, da se uporabimo ogrodje Power Apps ali pa naredimo svoj uporabnǐski
vmesnik.
Rezultat izdelka je pozitiven, saj sledilna naprava zajema vse osnovne
funkcije, ki smo si jih zadal v začetku projekta, je v dolujočem stanju in
stroški izdelka so relativno nizki.
Naprava uspešno prikaže trenutno lokacijo, zgodovino gibanja in omeje-
vanje lokacije vozila, koda in arhitektura projekta, pa omogočata enostavno
in hitro dodajanje novih funkcionalnosti.
Novo nabrano zanje nam bo omogočalo, da se bomo lažje in hitreje spo-
padali z prihajajočimi izzivi.
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