Performance comparison of open source relational databases with .NET clients by DROBNIČ, FRANC
Univerza v Ljubljani 
Fakulteta za elektrotehniko 
Franc Drobnič 
Primerjava zmogljivosti odprtokodnih 
relacijskih podatkovnih baz z .NET 
odjemalci 
Magistrsko delo 







Zahvaljujem se mentorju, prof. dr. Andreju Kosu, za podporo in pomoč pri 
izdelavi tega dela. Prav tako se zahvaljujem podjetju Iskraemeco d.d., Kranj, za 
izkazano zaupanje in pomoč pri izdelavi tega dela, ki bo, upam, tudi koristno pri 
poslovanju te družbe. 
Zahvalo sem dolžan tudi svoji družini, ki sem jo s študijem nekoliko časovno in 





1  Uvod 15 
2  Pametna energetska omrežja 17 
2.1  Razvoj digitalizacije energetskih omrežij .......................................... 17 
2.2  Shranjevanje podatkov v pametnih energetskih omrežjih .................. 18 
3  Relacijske podatkovne baze 19 
3.1  Zgodovina in pomen ........................................................................... 19 
3.1.1  Nastanek relacijskih baz .......................................................... 19 
3.1.2  Jezik SQL in standardizacija .................................................... 23 
3.2  Razvoj shranjevanja podatkov v sodobnosti ...................................... 24 
3.2.1  Različne veje razvoja ............................................................... 24 
3.2.2  Sobivanje različnih rešitev ....................................................... 25 
3.3  Odprtokodna programska oprema ...................................................... 26 
3.3.1  Zgodovina in motivi ................................................................. 26 
3.3.2  Izzivi pri razvoju in uporabi ..................................................... 27 
3.4  Pregled odprtokodnih podatkovnih baz .............................................. 28 
3.4.1  Nabor odprtokodnih strežniških podatkovnih baz ................... 28 
3.4.2  Izbira kandidatov za testiranje ................................................. 29 
3.4.3  Podatkovna baza Microsoft SQL Server ................................. 29 
3.4.4  Podatkovna baza MySQL ........................................................ 31 
3.4.5  Podatkovna baza PostgreSQL .................................................. 33 
3.4.6  Časovna ločljivost izbranih baz ............................................... 34 
4  Priprava merilnega sistema 35 
4.1  Namestitev programske opreme ......................................................... 35 
6 Vsebina 
 
4.2  Polnjenje s podatki ............................................................................. 37 
4.3  Priprava merilnega postopka .............................................................. 46 
4.3.1  Izbira odjemalcev in orodij ...................................................... 46 
4.3.2  Izdelava programa za poganjanje merjenj ............................... 47 
4.3.3  Opis postopkov za branje (ukaz SELECT) .............................. 48 
4.3.4  Opis postopkov za dodajanje (ukaz INSERT) ......................... 49 
4.3.5  Opis postopkov za spreminjanje (ukaz UPDATE) .................. 51 
5  Izvedba meritev 53 
5.1  Poganjanje postopkov ......................................................................... 53 
5.2  Obdelava rezultatov meritev ............................................................... 53 
5.2.1  Pridobivanje merilnih podatkov ............................................... 53 
5.2.2  Izdelava grafičnih in tabelaričnih predstavitev ........................ 54 
6  Primerjava rezultatov meritev 55 
6.1  Primerjava hitrosti branja (ukaz SELECT) ........................................ 56 
6.1.1  Branje ene vrstice ..................................................................... 56 
6.1.2  Branje tisoč vrstic .................................................................... 58 
6.1.3  Primerjava rezultatov za operacijo branja ................................ 60 
6.2  Primerjava hitrosti dodajanja (ukaz INSERT).................................... 61 
6.2.1  Dodajanje ene vrstice s parametrom ........................................ 61 
6.2.2  Dodajanje tisoč vrstic s parametrom ........................................ 63 
6.2.3  Dodajanje ene vrstice brez parametra ...................................... 66 
6.2.4  Dodajanje tisoč vrstic brez parametra ...................................... 68 
6.2.5  Dodajanje tisoč vrstic v enem ukazu........................................ 70 
6.2.6  Primerjava rezultatov za operacijo dodajanja .......................... 73 
6.3  Primerjava hitrosti spreminjanja (ukaz UPDATE) ............................. 74 
6.3.1  Spreminjanje ene vrstice .......................................................... 74 
6.3.2  Spreminjanje tisoč vrstic .......................................................... 75 
6.3.3  Primerjava rezultatov za operacijo spreminjanja ..................... 77 
6.4  Primerjava rezultatov za vse operacije ............................................... 77 







Seznam uporabljenih kratic 
Kratica Angleško Slovensko 
ACID Atomicity, Consistency, Isolation, 
Durability 
Atomičnost, konsistenca, izolacija, 
trajnost 
AMI Advanced Metering Infrastructure Napredna merilna infrastruktura 
BASE Basically Available, Soft-State, 
Eventual Consistency 
Večinska dostopnost, občasna 
konsistentnost, konsistentnost 
nastane sčasoma 
BI Business Intelligence Poslovna inteligenca 
CPU Central Processing Unit Centralna procesna enota – CPE 
CSV Comma Separated Values Z vejicami ločene vrednosti 
(struktura datoteke) 
CTE Common Table Expressions Izraz za pripravo vmesne začasne 
tabele pri izvajanju ukaza SQL 
DBMS Data Base Management System Sistem za upravljanje podatkovne 
baze – SUPB 
DCL Data Control Language Ukazi za upravljanje dostopa do 
podatkov 
DDL Data Definition Language Ukazi za definicijo baznih objektov 
DML Data Manipulation Language Ukazi za obdelavo podatkov 
DSM Demand Side Management Upravljanje s porabo 
FK Foreign Key Zunanji ključ 
GSM Global System of Mobile 
Communications 
Globalni sistem mobilnih 
komunikacij 
GPRS General Packet Radio Service Paketna storitev za prenos splošnih 
podatkov v sistemu GSM 
HA High Availability Visoka razpoložljivost 
HES Head-End System Osrednji nadzorni/upravni sistem 
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HTML Hypertext Markup Language Označevalni jezik za hipertekst 
(struktura datoteke) 




JSON JavaScript Object Notation Objektni JavaScript zapis 
MD Markdown Poenostavljeni označevalni jezik 
MVCC Multi-Version Concurrency 
Control 
Nadzor dostopa, ki omogoči 
izvajanje več hkratnih transakcij, 
katerih rezultati niso vidni drugim 
uporabnikom 
PK Primary Key Primarni ključ 
PKI Public Key Infrastructure Infrastruktura javnih ključev 
(asimetrična kriptografija) 
PLC Power Line Communication Komunikacije po energetskih 
vodnikih 
PNG Portable Network Graphics Prenosljiva spletna grafika 
RAM Random Access Memory Pomnilnik z naključnim dostopom, 
delovni pomnilnik 
RDBMS Relational Data Base 
Management System 
Sistem za upravljanje relacijske 
podatkovne baze 
SSO Single Sign-On Enotna prijava 
SUPB Glej DBMS Glej DBMS 
SQL Structured Query Language Strukturirani poizvedovalni jezik 




Namen dela je pregledati možnosti za zamenjavo komercialnih relacijskih baz, 
ki so uporabljene v sistemu HES na področju pametnih elektroenergetskih omrežij, z 
odprtokodnimi rešitvami. 
Najprej je opisan razvoj digitalizacije elektroenergetskih omrežij in pomen 
tehnologij za shranjevanja podatkov v njih. Podan je pregled razvoja shranjevanja 
velikih količin podatkov od relacijskih baz do bolj sodobnih pristopov in nastanka 
pobude za odprto kodo. Predstavljen je nabor kandidatov za izbiro odprtokodnih 
relacijskih baz in na podlagi izbirnih kriterijev je med njimi izbranih nekaj 
sprejemljivih rešitev. Zanje so predstavljene nekatere splošne in napredne lastnosti. 
Za pomoč pri odločitvi za uvedbo katere od odprtokodnih relacijskih baz je 
prikazan postopek meritve časa izvajanja nekaterih postopkov, ki so pogosti oz. 
kritični v sistemu HES, od priprave opreme in podatkov, izdelave merilnega programa, 
do izvedbe meritev. Izidi meritev so predstavljeni tabelarično in grafično. Na podlagi 
tega je sestavljena lestvica učinkovitosti primerjanih baz z izbranimi odjemalci. 
 






Intention of this work is to present an overview of options to replace existing 
commercial relational databases in Smart-Grid Head-End Systems with open source 
solutions. 
Initially, the digitalization of Power Grids is described and the importance of 
data storage technologies in such systems. History of the development of data storage 
systems and history of open source initiative is outlined. A list of available open source 
relational databases is made and, according to selection criteria, candidates are chosen. 
For these candidates some basic and advanced features are described. 
In order to support the decision, a response time measurement procedure for 
some typical and critical operations in existing HES is described, namely hardware 
and software preparation, measurement application development and measurement 
execution. Measurement results are presented in a tabular and graphical fashion. On 
the basis of these results a performance scoreboard is assembled. 
 






1  Uvod 
V tem delu bo prikazana primerjava odprtokodnih relacijskih baz s ciljem, da bi 
prosto dostopne relacijske baze lahko čim bolj enakovredno prevzele vlogo trenutno 
uporabljenih komercialnih baz. V ta namen bo prikazan pregled splošnih lastnosti in 
tudi praktičen preskus izbranih programskih paketov. 
K izdelavi te naloge nas je napeljala zamisel, da bi bilo zanimivo ugotoviti, ali 
so odprtokodne relacijske podatkovne baze primerne za uporabo v nekoliko 
specifičnih in precej zahtevnih okoljih, kot so sistemi HES. Dodatno kakovost ji daje 
sodelovanje z industrijo, to je podjetje Iskraemeco, d.d., iz Kranja, ki je pomagalo s 
svetovanjem glede podatkovnega modela in tipičnih primerov uporabe. Podjetje 
ocenjuje, da bi lahko s ponudbo podpore tehnologijam, ki so dosegljive brezplačno, 
svojim strankam znižalo stroške poslovanja. Podjetje Iskraemeco je že več desetletij 
eden od vodilnih ponudnikov števcev električne energije na svetu in v zadnjih 
desetletjih tudi pospešeno razvija digitalizacijo merjenja porabe električne energije. 
V poglavju »2  Pametna energetska omrežja« bo predstavljen razvoj 
digitalizacije merjenja porabe električne energije in spremljajoči izzivi. V poglavju 
»3  Relacijske podatkovne baze« bo opisana tehnologija za enega od podsistemov 
digitalne podpore temu merjenju – shranjevanje velikih količin podatkov. 
Predstavljene bodo konkretne rešitve, ki so na voljo, vključno z brezplačnimi, in izbor 
tistih rešitev, ki ustrezajo glavnim zahtevam uporabe v sistemu digitalne podpore 
merjenju porabe električne energije. Poglavje »4  Priprava merilnega sistema« je 
namenjeno kratki predstavitvi tehnologije, ki je bila uporabljena pri primerjavi 
zmogljivosti izbranih podatkovnih baz. Potek postopka primerjave je opisan v 
poglavju »5  Izvedba meritev«. Podrobni izsledki primerjave so predstavljeni v 




2  Pametna energetska omrežja 
2.1  Razvoj digitalizacije energetskih omrežij 
Tako kot na drugih področjih, je tudi na področju merjenja porabe električne 
energije prisotno uvajanje elektronskih in digitalnih tehnologij (glej [1], [2]). Te 
tehnologije so lahko koristne pri doseganju naslednjih ciljev: 
- varčevanje z energijo, 
- učinkovita raba energije, 
- preglednost trga z energijo, 
- učinkovito spremljanje obnovljivih virov energije, ki so geografsko 
razpršeni, 
- uvedba novih tehnologij, kot je infrastruktura za električna vozila. 
Zaradi teh koristi in zahtev se spreminja tudi pravni okvir, ki od udeležencev na 
trgu z električno energijo zahteva uvedbo napredne merilne infrastrukture (AMI), npr. 
evropska Direktiva 2009/27/ES o skupnih pravilih notranjega trga z električno 
energijo, ki nalaga državam članicam, da do leta 2020 uvedejo sistem naprednega 
merjenja za vsaj 80% odjemalcev, za katere ekonomska analiza kaže pozitivne 
rezultate. 
Prva zahteva, ki bi omogočila uveljavitev teh ciljev, je izboljšava merjenja, 
predvsem zmanjšanje časovnih intervalov med meritvami. Trenutno zakonodaja 
predpisuje meritev enkrat na leto, kar je seveda premalo za kakršno koli sprotno 
odzivanje na razmere. Želja je, da bi čim več uporabnikov zmanjšalo porabo v času 
konične obremenitve znotraj dneva in jo prestavilo v čas, ko je na voljo odvečna in po 
možnosti iz obnovljivih virov pridobljena energija. To zahteva merilni interval, ki je 
precej krajši od enega dneva, najbolj pogosto se uporablja četrturni ali vsaj urni 
interval. Seveda pa morajo ti podatki, če naj vplivajo na odločitve, priti do omrežnega 
operaterja in tudi odjemalca čim prej, po možnosti takoj. Za ta namen mora biti števec 
povezan na podatkovno omrežje in po njem sporočati merilne podatke v osrednji 
nadzorni sistem (HES). To omogoča operaterju, da bolj natančno spremlja dogajanje 
v omrežju in se odziva na spremembe kakovosti. Podatki so lahko na voljo tudi 
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neposredno odjemalcu na spletnih portalih ali na domačih prikazovalnikih v okviru 
pametnega doma (angl. Smart Home), ki tako lahko v kratkem času prilagodi svojo 
porabo razmeram. Možna je tudi komunikacija v drugo smer (DSM), to je da npr. 
operater s posredovanjem števca pri odjemalcu na daljavo vklopi določene porabnike, 
ki lahko delujejo kadarkoli v času dneva, in s tem vpliva na izravnavo porabe v 
omrežju (v analognem sistemu znano kot daljinski vklop druge tarife). Za operaterje 
omrežja zanimive funkcije so še izklop odjemalca v primeru neplačevanja računov, 
zaznavanje vdora v ohišje števca ipd. 
Zbiranje podatkov iz bolj pogostih meritev pa povzroči na drugi strani nekaj 
izzivov. Večja količina podatkov zahteva večji pomnilnik v števcu, ki mora zaradi  
možnosti izpada podatkovnega omrežja hraniti merilne podatke za neko daljše obdobje 
(tipično vsaj en mesec). Poveča se obremenitev podatkovnega omrežja, ki je lahko 
izvedeno kot souporaba energetskega omrežja (PLC) ali pa uporaba mobilnih omrežij 
(GPRS in kasnejše generacije). Zaradi geografske razpršenosti podatkovnega omrežja 
je potrebno omrežje zasnovati kot drevo z več nivoji, kjer večje skupine števcev 
povežemo z vmesnimi združevalnimi vozlišči (t.i. koncentratorji), ki združujejo 
podatke in jih po bolj zmogljivih in zanesljivih povezavah pošiljajo naprej po omrežju 
v osrednji nadzorni sistem. 
Uvedba podatkovnih komunikacij in bolj pogosto zbiranje podatkov povzroči 
tudi varnostna tveganja. Morebitni napadalec bi lahko iz poznavanja časovne 
razporeditve porabe električne energije pri odjemalcu znotraj dneva ali tedna ugotovil, 
kdaj uporabnikov odjemnega mesta ni doma in takrat izvršil fizični vdor v prostore 
odjemalca. Pred vdori je potrebno zaščititi tudi vse elemente podatkovnega omrežja, 
da se prepreči manipulacijo s podatki in druga vmešavanja v sistem (npr. daljinski 
vklop). 
2.2  Shranjevanje podatkov v pametnih energetskih omrežjih 
Iz števcev pridobljene podatke je potrebno shraniti v osrednji sistem, da jih lahko 
kasneje analiziramo in uporabimo za razne namene, kot je zaračunavanje porabe, 
analiza delovanja omrežja ipd. Za shranjevanje podatkov je v uporabi uveljavljena 
tehnologija – relacijske podatkovne baze, ki so zmožne shranjevanja in obdelovanja 
velikih količin podatkov. Te baze so tudi namensko razvite za zagotavljanje 
konsistentnosti podatkov, veliko zanesljivost delovanja in odpornost na izpade. 
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3  Relacijske podatkovne baze 
3.1  Zgodovina in pomen 
3.1.1  Nastanek relacijskih baz 
Razvoj relacijskih podatkovnih baz sega v konec šestdesetih let 20. stoletja. 
Vedno širša uporaba računalnikov in naraščajoča količina podatkov, ki jih je bilo 
potrebno shranjevati in obdelovati, je naletela na omejitve, ki jih je takrat prevladujoča 
tehnologija postavljala pred uporabnike in tudi razvijalce računalniške strojne in 
programske opreme. V uporabi je bila t.i. 3. generacija programskih jezikov, ki je bila 
zmožna podatke shranjevati v enostavne datoteke. Te so bile praviloma organizirane 
v enako dolge vrstice, znotraj katerih so bili podatki shranjeni nerazmejeno – podatki 
so bili znotraj vrstice definirani s številom znakov. Težave pri uporabi takih rešitev so 
bile predvsem: 
- počasnost in okornost obdelave zaradi zahteve, da program prebere datoteko 
od začetka do konca ali do mesta, kjer so želeni podatki; to težavo so sicer 
reševali z uporabo indeksov, npr. z datotekami ISAM, dBase idr.; 
- omejitev velikosti posamezne datoteke, ki bi morala biti v nekaterih primerih 
uporabe manjša od razpoložljivega delovnega pomnilnika; 
- zaradi spremembe strukture datoteke (definicije podatkov v posamezni 
vrstici) je bilo potrebno spremeniti vse programe, ki so uporabljali to 
datoteko; 
- težavno zagotavljanje souporabe iste datoteke med več sočasnimi uporabniki 
sistema. 
Kasneje so bile razvite bolj napredne rešitve, kot so hierarhični in mrežni model 
shranjevanja podatkov, ki pa so poleg nekaterih izboljšav imele resne pomanjkljivosti 
in so dodajale nekatere omejitve v načrtovanje podatkovne zbirke. 
Zaradi teh in podobnih omejitev so raziskovalci iskali rešitve, ki bi omogočile 
bolj uspešno in prilagodljivo shranjevanje in obdelavo podatkov. V podjetju IBM je 
bil na tem področju dejaven oddelek IBM Research Laboratory, znotraj katerega je 
deloval raziskovalec Edgar F. Codd s sodelavci. Codd je leta 1970 objavil teorijo [3], 
osnovano na matematični teoriji relacij in teoriji množic, s katero je določil zahteve, 
ki naj jih ima podatkovna zbirka ('Data Bank'), da bi obvarovala uporabnike in tudi 
razvijalce pred nepotrebnim delom zaradi sprememb, ki jih s seboj prinaša naraščajoča 
količina podatkov. 
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Definiral je osnovne zahteve, ki jih mora imeti relacijska podatkovna baza in 
osnovne operacije nad podatki, ki jih mora podpirati. Osnovne zahteve so: 
- podatki so shranjeni v skupini relacij, npr. v zaporedju vrstic; vsaka vrstica 
predstavlja eno relacijo; relacija je mišljena v matematičnem smislu, torej 
medsebojna povezava določenega števila podatkov; število podatkov je v 
vseh vrsticah enako; 
- vrstni red vrstic ni pomemben; 
- vse vrstice so različne; 
- vrstni red stolpcev je pomemben; 
- pomen posameznega stolpca je določen z imenom njegove domene; če bi se 
v relaciji pojavila dva stolpca z enako domeno, bi morala biti označena 
dodatno še s svojo vlogo v relaciji; s tako dobljenim enoličnim 
poimenovanjem stolpcev bi lahko odpravili prejšnjo zahtevo po strogem 
vrstnem redu stolpcev. 
V naslednjih letih po objavi tega članka se je tako akademska kot poslovna 
javnost večinsko usmerila v razvoj relacijskih podatkovnih baz na račun ostalih rešitev 
za shranjevanje velikih količin podatkov (glej [4]). 
V relacijski bazi je možno v definicijo tabel in drugih objektov vnesti pravila, ki 
naj omejujejo možno vsebino podatkov z namenom, da ti ustrezajo različnim zunanjim 
dejavnikom (npr. poslovni logiki podjetja, zakonodaji ipd.). To so omejitve (angl. 
Constraint). Če uporabnik poskuša v bazo vnesti podatek v nasprotju s temi 
omejitvami, baza tak vnos zavrne in izpiše razlog zavrnitve. S tem zagotavlja, da so 
podatki v bazi konsistentni. Nekaj osnovnih vrst omejitev: 
- primarni ključ (velja tudi za enolični indeks): zagotavlja, da se v stolpcu (ali 
več stolpcih), nad katerim je izdelan, vrednost (ali kombinacija vrednosti v 
več stolpcih) v nobeni od vrstic tabele ne more ponoviti; 
- domena (tip podatka, dolžina podatka, dodatne omejitve možnih vrednosti) 
omejuje nabor vrednosti, ki so lahko vpisane v stolpec; 
- zunanji ključ omejuje vrednosti, ki so lahko vpisane v stolpec, na vrednosti 
iz stolpca v drugi tabeli, nad katerim je narejen primarni ključ. 
Zaradi zagotavljanja pravilnih podatkov pri delu več hkratnih uporabnikov in pri 
morebitnih odpovedih (delov) sistema je v relacijskih bazah uveljavljen koncept 
transakcij, ki ima naslednje lastnosti (ACID): 
- atomičnost: vsi ukazi, ki tvorijo eno transakcijo, so izvedeni kot en poseg, ki 
uspe v celoti ali pa ne uspe noben njegov del; 
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- konsistenca: transakcija mora ohraniti konsistentnost baze – po izvršitvi 
transakcije mora biti baza še vedno konsistentna; na to mora paziti 
uporabnik, ki definira ukaze, ki tvorijo transakcijo; 
- izolacija: na učinek transakcije ne smejo vplivati druge transakcije, ki bi se 
izvajale istočasno; to tudi pomeni, da v času izvajanja transakcije druge 
transakcije ne vidijo delnih sprememb v bazi; 
- trajnost: ko baza obvesti uporabnika, da je bila transakcija uspešno 
zaključena, morajo njene posledice obstati v bazi ne glede na morebitno 
odpoved sistema po tem trenutku, tudi če se vsi notranji postopki v bazi še 
niso izvršili do konca. 
Relacijske baze jih zagotavljajo s sistemom zaklepanja, kjer ena transakcija 
povzroči, da druge transakcije ne morejo dostopati do podatkov, ki jih ta transakcija 
obdeluje, in morajo počakati, da se ta transakcija zaključi. 
Ker je v letih po objavi tega članka veliko izdelovalcev programske opreme, v 
želji po večjem tržnem uspehu svojih izdelkov, trdilo, da je njihov izdelek relacijska 
baza, pa to v resnici ni bil, je Codd leta 1985 objavil članek [5] z 12 zahtevami, ki naj 
jih izpolnjuje programska oprema, da se bo smela uvrščati med relacijske podatkovne 
baze. Najprej je definiral splošno: 
- pravilo 0: sistem mora biti zmožen podatkovne baze upravljati v celoti samo 
z relacijskimi zmožnostmi (npr. obdelava več vrstic naenkrat ter pravili 1 in 
2 v nadaljevanju).  
Iz tega splošnega pravila pa izhajajo bolj podrobne zahteve: 
- pravilo 1: vsa informacija v podatkovni bazi je predstavljena na logičnem 
nivoju in izključno v obliki tabel; 
- pravilo 2: vsak atomarni podatek je dosegljiv z uporabo kombinacije: imena 
tabele, vrednosti primarnega ključa in imena stolpca; 
- pravilo 3: nedoločene vrednosti (angl. Null values) (ki so različne od 
praznega niza, niza presledkov in različne od števila nič ali katerega drugega 
števila) so v bazi podprte na sistematičen način, ne glede na podatkovni tip; 
- pravilo 4: opis podatkovne baze je predstavljen na logičnem nivoju na enak 
način, kot ostali podatki v bazi, tako da lahko uporabniki z zadostnimi 
pooblastili dostopajo do njih z enakim jezikom, kot ga uporabljajo za ostale 
podatke; 
- pravilo 5: obstajati mora vsaj en jezik, ki ga je mogoče izraziti z znakovnimi 
nizi v skladu z natančno določeno sintakso in podpira DDL, DML, 
dodeljevanje pravic in obravnavo transakcij; 
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- pravilo 6: sistem mora omogočati posodabljanje pogleda (angl. View), če je 
le to teoretično možno (obstajati mora algoritem, sestavljen iz dodajanja, 
brisanja in spreminjanja, ki ima za posledico želeno končno stanje); 
- pravilo 7: sistem mora obravnavati osnovno tabelo ali izpeljano tabelo kot 
en operand in na njem izvajati ne samo branje, ampak tudi dodajanje, 
brisanje in spreminjanje; to je posebej pomembno za zmanjševanje prometa 
po omrežju pri distribuiranih bazah; 
- pravilo 8: uporabniški vmesnik ne sme biti na logičnem nivoju odvisen od 
načina shranjevanja ali dostopa do podatkov; 
- pravilo 9: uporabniški vmesnik ne sme biti na logičnem nivoju odvisen od 
sprememb na tabelah, ki ohranjajo informacijo in teoretično dopuščajo to 
neodvisnost; to omogoča postopno izboljševanje delovanja sistema in s tem 
tudi lažjo uvedbo; 
- pravilo 10: vse omejitve, vključno s primarnimi in zunanjimi ključi, morajo 
biti definirane v relacijskem jeziku in shranjene v katalogu relacijske 
podatkovne baze, ne pa v aplikacijskih programih; 
- pravilo 11: uporabniški vmesnik ne sme biti na logičnem nivoju odvisen od 
uvedbe ali spremembe distribucije podatkov (vedno mora delovati tako, kot 
bi bili podatki v eni nedistribuirani bazi); 
- pravilo 12: če ima sistem nizkonivojski nerelacijski jezik (ki obdeluje eno 
vrstico naenkrat), ta ne sme biti zmožen onemogočiti ali obiti omejitev in 
pravil, ki so določena v visokonivojskem relacijskem jeziku (ki obdeluje več 
vrstic naenkrat). 
Codd je v članku [3] definiral tudi pojem konsistentnosti in predvidel dve 
možnosti reševanja nekonsistentnega stanja: 
- sistem že ob dodajanju, brisanju ali spreminjanju ključev ugotovi, da je prišlo 
do nekonsistentnega stanja (kar te operacije upočasnjuje) in takoj opozori 
uporabnike sistema, da se je to zgodilo; 
- preverjanje konsistentnosti se izvaja periodično, v sistemu pa se hranijo 
zapisi vseh sprememb stanja in na podlagi teh je možno razčistiti, kakšno je 
konsistentno stanje. 
V relacijskih bazah, ki so bile razvite v prvih treh desetletjih po objavi 
Coddovega članka [3], je bil uporabljen prvi princip. Šele s pojavom baz NoSQL, ki 
bodo na kratko opisane v razdelku »3.2  Razvoj shranjevanja podatkov v sodobnosti«, 
je prišlo do uporabe drugega principa. 
 
3.1  Zgodovina in pomen 23 
 
3.1.2  Jezik SQL in standardizacija 
V podjetju IBM so v skladu s Coddovim predlogom razvili podatkovno bazo 
System R, kjer so za komunikacijo z bazo razvili jezik SQL.  Drugi izdelovalci 
relacijskih baz so ga posnemali in tudi vnesli nekatere spremembe, zato je kmalu prišlo 
do potrebe po standardizaciji jezika. Prvi standard je oblikoval inštitut American 
National Standards Institute (ANSI)1 leta 1986 in je znan kot SQL-86. Manjše 
dopolnitve so izdali leta 1989, leta 1992 pa so skupaj z organizacijo International 
Organization for Standardization (ISO)2 izdali prenovljen standard SQL-92, ki ga je v 
svojih izdelkih v večji meri upoštevala večina takratnih izdelovalcev relacijskih baz. 
Nove izdaje standarda, kjer je sodelovala tudi komisija International Electrotechnical 
Commission (IEC)3, so bile izdane v letih 1999, 2003, 2006, 2008, 2011 in 2016 pod 
številko ISO/IEC 9075. Noben izdelovalec standarda ne upošteva v celoti, zato ni 
enostavne prenosljivosti programske opreme med bazami. 
Jezik SQL je v grobem razdeljen na: 
- podjezik za definicijo baznih objektov (DDL), kot so tabele, indeksi, 
omejitve ipd., npr. ukaz CREATE za izdelavo, ALTER za spreminjanje 
definicije in DROP za brisanje baznih objektov; 
- podjezik za obdelavo podatkov (DML), npr. ukaz INSERT za dodajanje 
vrstic, UPDATE za spreminjanje podatkov, SELECT za branje podatkov in 
DELETE za brisanje vrstic; 
- ukaze za upravljanje transakcij, npr. START TRANSACTION za začetek 
transakcije, COMMIT za uspešen zaključek transakcije, ROLLBACK za 
prekinitev in razveljavitev transakcije, SAVEPOINT za začetek gnezdene 
transakcije; zanje je ponekod v uporabi kratica TCL; 
- ukaze za upravljanje baze, npr. ukaza GRANT za dodeljevanje in REVOKE 
za odvzemanje pravic idr.; zanje je ponekod v uporabi kratica DCL. 
Poleg navedenih (relacijskih) ukazov večina baz podpira vsaj en proceduralni 
jezik, ki omogoča programiranje postopkov, ki so shranjeni v bazi in se tudi izvajajo 
neposredno v bazi, in je podoben jezikom 3. generacije. Iz tega jezika je možno klicati 
ukaze SQL in tudi iz ukazov SQL je možno klicati postopke, napisane v tem jeziku, 
vsaj funkcije. 
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3.2  Razvoj shranjevanja podatkov v sodobnosti 
3.2.1  Različne veje razvoja 
Že v devetdesetih letih prejšnjega stoletja, posebej pa po letu 2000 je posebej pri 
podjetjih in organizacijah, ki so razvijale spletne rešitve (t.i. Web 2.0) in pridobivale 
uporabnike z vsega sveta, količina podatkov in hitrost vnosa novih podatkov vedno 
bolj naraščala. Začeli so ugotavljati, da jih relacijske baze kot sredstvo za shranjevanje 
in obdelavo velikih količin podatkov ovirajo in bi morali razviti drugačne sisteme za 
svoj namen. Omejujoče lastnosti so bile predvsem: 
- tabelarična (dvodimenzionalna) organizacija podatkov ni primerna za del 
programskih rešitev (npr. iskalnike), ki shranjujejo spletne dokumente, ki jih 
objavljajo uporabniki na spletu in ni mogoče za vse dokumente predvideti 
enake strukture; 
- zaradi velike količine in tudi nestrukturiranosti podatkov ni smiselno vnaprej 
zagotavljati konsistentnosti shranjenih podatkov; podatke je treba čim hitreje 
vpisati v bazo, morebitne zahteve po konsistentnosti pa sistem zagotovi z 
uporabo posebnih algoritmov, ki podatke občasno preverijo in opravijo 
potrebne dopolnitve; 
- količina podatkov je rasla zelo hitro in obstoječe rešitve za širitev relacijskih 
baz na več strojne opreme (npr. gruče – angl. Cluster, particije), niso več 
zadoščale. 
Zaradi teh omejitev se je pojavilo več med seboj konceptualno različnih rešitev, 
ki so izpustile eno ali več lastnosti relacijskih baz ali celo zastavile shranjevanje in 
delo z bazo čisto na svoj način. 
Brewer je leta 2000 v [6] postavil t.i. teorem CAP (kratica iz pojmov Consistency 
– konsistenca, Availability – dosegljivost in Partition Tolerance – odpornost na 
razdelitev omrežja). Pokazal je, da v sistemu za shranjevanje podatkov ni možno 
zagotoviti vseh treh lastnosti naenkrat. Predlagal je, da namesto lastnosti ACID, ki jih 
zagotavljajo relacijske baze, sistemi za shranjevanje velikih količin podatkov dajo 
poudarek naslednjim lastnostim (ki jim je dal kratico BASE): 
- naj bodo večinoma dostopni (angl. Basically Available); 
- ni potrebno, da so konsistentni ves čas (angl. Soft-state); 
- naj sčasoma preidejo v neko znano stanje (angl. Eventual consistency). 
Cilj te spremembe, ki bi žrtvovala konsistentnost in izolacijo, je bil v doseganju 
večje dosegljivosti in učinkovitosti ter nadzorovani degradaciji zaradi odpovedi delov 
sistema. Sprejemljivi bi bili zastareli in približni odgovori (po najboljših močeh), zato 
pa bi bile take rešitve bolj enostavne, posledično hitre in bi omogočale lažje 
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nadgradnje. Predvideval pa je, da bodo praktične rešitve zavzemale ves prostor med 
skrajnima možnostma ACID in BASE. 
V naslednjih letih so različni razvijalci izdelali več rešitev, ki bi jih lahko strnili 
v nekaj skupin: 
- shrambe parov ključ-vrednost (angl. Key-Value Stores), 
- dokumentne baze (angl. Document Stores), 
- shrambe stolpcev (angl. Columnar Stores) in shrambe širokih stolpcev (angl. 
Wide-Columnar Stores), 
- shrambe grafov (angl. Graph Databases). 
V strokovni javnosti se je za vse te rešitve, nekoliko neposrečeno, uveljavil izraz 
»baze NoSQL«. Neposrečeno zato, ker poizvedovalni jezik SQL ni glavni razločevalni 
pojem, ki loči relacijske baze od drugih rešitev. Deloma je lahko upravičen zato, ker 
SQL vedno bere in vrača kot rezultat dvodimenzionalno strukturo – tabelo, v bazah 
NoSQL pa lahko obdelujemo tudi drugače strukturirane podatke. 
3.2.2  Sobivanje različnih rešitev 
Kljub temu, da je bil v zadnjem poldrugem desetletju vložen velik napor v razvoj 
baz NoSQL, so te do zdaj pridobile samo manjši del trga shranjevanja velikih količin 
podatkov. Razlogov je več, od konservativnosti investitorjev, ki ne marajo vlagati v 
zamenjavo uveljavljene relacijske programske opreme, dokler ta zagotavlja 
sprejemljiv nivo storitev, do tega, da očitno velik del tega trga vidi vnaprejšnje 
zagotavljanje konsistentnega stanja podatkov kot glavno prednost. Izkazalo se je, da 
so baze NoSQL primerne za manjši del primerov, v večini primerov pa relacijske baze 
bolje pokrivajo nabor zahtev. 
V zadnjem času je prisotna tudi konvergenca med obema taboroma in tudi 
znotraj tabora NoSQL. Vodilni raziskovalec pri podjetju Gartner v [7] povzema, da 
praktično vsi vgrajujejo podporo za podatkovne tipe, ki so bili prej prevladujoči v 
bazah NoSQL (dokumenti JSON, grafi, široki stolpci, …). Izdelovalci NoSQL v svoje 
rešitve dodajajo nekatere lastnosti relacijskih baz, kot so SQL, upravljanje shem in 
preverjanje podatkov. Tudi zato se je v strokovni javnosti pojavila novejša razlaga 
kratice NoSQL: »Not only SQL« (ne samo SQL). 
Kot eden od argumentov za uporabo jezika SQL v bazah NoSQL bi lahko služil 
naslednji razmislek. Na področju analitike in rudarjenja po podatkih4 (angl. Data 
Mining) velja, kot navajajo Witten et al. v [8], da je osnovni način zapisa podatkov 
                                                 
4 Za slovenski prevod angleškega izraza »Data Mining« je po našem mnenju namesto pogosto 
uporabljenega izraza »podatkovno rudarjenje« bolj primeren izraz »rudarjenje po podatkih«, ker so 
podatki »surovina«, iz katere s temi postopki pridobimo informacijo. 
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(npr. na vhodu v klasifikator) tak, da ena vrstica predstavlja en primerek (angl. Single-
Instance Problem). V nekaterih primerih uporabe pa ena vrstica podaja nabor 
primerkov, ki imajo del atributov enakih (angl. Multiple-Instance Problem). 
Velikokrat se izkaže, da je možno klasifikacijo problema z več primerki na vrstico 
izvesti z veliko stopnjo zanesljivosti tako, da izvorni zapis podatkov preoblikujemo v 
zapis z enim primerkom na vrstico in uporabimo standardni postopek za tak zapis. 
Preoblikovanje izvedemo tako, da na naboru primerkov v eni vrstici izvršimo 
agregacijo, ki ne povzroči prevelike izgube informacije (npr. izračun povprečne 
vrednosti, histograma ipd.). Tu bi lahko potegnili vzporednico: na področju 
podatkovnih baz predstavlja zapis enega primerka na vrstico način, ki je uporabljen v 
relacijskih bazah (normaliziran zapis), nekatere baze NoSQL pa dopuščajo zapis več 
primerkov na vrstico. Za namen pridobivanja podatkov za klasifikacijo iz baze NoSQL 
je torej možno v tej bazi izvesti poizvedbo v jeziku SQL, ki bi v ozadju naredila 
pretvorbo v zapis enega primerka na vrstico in podatke vrnila v obliki relacijske tabele. 
3.3  Odprtokodna programska oprema 
3.3.1  Zgodovina in motivi 
Brezplačna programska oprema je bila na voljo praktično ves čas razvoja 
računalništva. Tudi komercialni ponudniki so velikokrat dajali brezplačno na voljo 
okrnjene ali popolne različice svojih izdelkov, predvsem z namenom njihove 
popularizacije. Organizirano gibanje za razvoj brezplačne programske opreme pa se je 
začelo v osemdesetih letih prejšnjega stoletja z ustanovitvijo Free Software 
Foundation (FSF) [9], ki je začela sistematično razvijati brezplačni operacijski sistem 
in aplikacije pod skupnim imenom GNU, posebej pa licence, ki vsakomur tudi pravno 
zagotavljajo nemoteno brezplačno uporabo take programske opreme. 
V poznih devetdesetih 20. stoletja letih se je v nasprotju z aktivistično, filozofsko 
in politično naravnano organizacijo FSF razvila pragmatična skupnost razvijalcev, tudi 
komercialnih, ki je videla možnost bolj učinkovitega razvoja programske opreme v 
sodelovanju s skupnostjo prostovoljcev. Izbrali so poimenovanje »odprtokodna« 
programska oprema (angl. Open Source Software). V nasprotju z brezplačno 
programsko opremo, kot jo zagovarja FSF, je dovoljeno odprtokodno programsko 
opremo vključevati v plačljive pakete programske opreme, vendar mora biti izvorna 
koda vedno na voljo. Odprtokodno programsko opremo sme razpečevati in uporabljati 
vsakdo brez kakršnih koli omejitev. Dovoljeno jo je tudi spreminjati, s tem, da mora 
biti tudi spremenjeni del na voljo vsem pod enakimi pogoji, kot izvirnik. Najbolj znana 
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odprtokodna programska oprema je jedro operacijskega sistema Linux (angl. Linux 
Kernel), ki pa je postal tudi del operacijskega sistema GNU/Linux, ki ga razvija FSF. 
Odprtokodna licenca omogoča, da komercialni ponudniki poleg odprtokodne 
programske opreme strankam prodajo drugo programsko opremo in storitve 
nameščanja in tehnične podpore. To je lahko zelo uspešen poslovni model, ki je 
omogočil rast precejšnjemu številu podjetij, med najbolj znanimi je podjetje 
Canonical, ki med drugim ponuja distribucijo operacijskega sistema Ubuntu Linux. 
Velik razmah brezplačne in odprtokodne programske opreme je omogočil 
svetovni splet (angl. World Wide Web), ki je postal glavno sredstvo za njeno 
oglaševanje in razpečevanje. 
3.3.2  Izzivi pri razvoju in uporabi 
Odprtokodna licenca omogoča, da razvijalci, ki jih to zanima in imajo koristne 
zamisli, pripomorejo k razvoju določene programske opreme. Vendar ne uspe vedno, 
da bi se zbrala dovolj velika skupnost razvijalcev, ki bi lahko dolgoročno vzdrževala 
posamezno programsko opremo. Velikokrat razvijalci prenehajo s sodelovanjem, ker 
morajo svoj čas nameniti kakšni drugi dejavnosti, ki jim v nasprotju z neplačanim 
delom na odprtokodni programski opremi prinaša zaslužek. 
Nekateri komercialni ponudniki programsko opremo začnejo licencirati kot 
odprtokodno, da bi k razvoju pritegnili zunanje razvijalce in s tem dobili koristne 
rešitve za primere uporabe, ki uporabnike zanimajo. Kasneje na podlagi teh dodatkov 
začnejo razvijati nove različice, ki pa jih ne dajo več na voljo pod odprtokodno licenco 
in s tem poskušajo pokriti stroške preteklega razvoja in tudi pridobiti dobiček. 
Velikokrat se razvoj prejšnje – odprtokodne – različice ustavi. 
Izkušnje kažejo, da dlje časa obstane na tržišču odprtokodna programska 
oprema, ki predstavlja »infrastrukturo« in s tem pokrije potrebe širokega kroga 
uporabnikov, to so operacijski sistemi (npr. razne različice Linux-a), pisarniški paketi 
(npr. Libre Office), spletni strežniki (npr. Apache), programski jeziki in orodja za 
izdelavo spletnih strani (npr. PHP, WordPress) in tudi relacijske baze (npr. MySQL). 
Kombinacija Linux, Apache, MySQL in PHP (s kratico LAMP) je dosegla velik tržni 
delež med spletnimi strežniki. 
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3.4  Pregled odprtokodnih podatkovnih baz 
3.4.1  Nabor odprtokodnih strežniških podatkovnih baz 
Spletne strani razvijalcev oz. ponudnikov so dandanašnji glavni vir za pridobitev 
brezplačne, odprtokodne in velikokrat tudi plačljive programske opreme (velikokrat 
programska oprema omogoči poskusno obdobje, po plačilu licenčnine pa uporabnik 
po drugih poteh pridobi samo nek ključ za vklop časovno neomejenega delovanja). 
Zaradi tega tudi zagotavljajo, da so njihove spletne strani vključene v spletne iskalnike, 
ki jih lahko ponudijo uporabnikom, ki se zanimajo za tako vrsto programske opreme. 
Leskovec et al. [10] (poglavje 8) trdijo, da morajo spletni iskalniki (ki pridobivajo 
prihodek iz oglaševanja in naročniki oglasov plačajo za vsak klik na povezavo, ki vodi 
na njihovo spletno stran) uporabnikom prikazovati zadetke iskanja, ki čim bolj 
ustrezajo resničnemu namenu, s katerim je uporabnik začel iskanje. Le tako bo namreč 
uporabnik kliknil na zadetek, ki ga zanima, in s tem sprožil plačilo oglaševalca 
iskalniku. Tako so spletni iskalniki, najbolj seveda Google, razvili iskalne algoritme, 
ki lahko z veliko točnostjo vrnejo najbolj ustrezne zadetke za iskalno poizvedbo. Na 
podlagi tega lahko verjamemo, da iskanje odprtokodnih podatkovnih baz na spletnem 
iskalniku vrne relevanten seznam le-teh. 
Pridobili smo dva seznama relacijskih baz: [11] in [12], iz katerih smo po 
preverjanju licenčnih modelov na spletnih straneh razvijalcev teh baz izbrali 
odprtokodne. Seznam izbranih odprtokodnih baz prikazuje tabela 3.1. 
Ime baze Ponudnik / Vzdrževalec Spletna stran 
Apache Derby Apache Software Foundation https://db.apache.org/derby/ 
CUBRID NHN Corporation http://www.cubrid.org/ 
Firebird Firebird Foundation https://firebirdsql.org/ 
HSQLDB HSQL Development Group http://hsqldb.org/ 
MariaDB The MariaDB Foundation https://mariadb.org/ 
MonetDB MonetDB B.V. / CWI https://www.monetdb.org/ 
MySQL Oracle Corporation https://www.mysql.com/ 
OpenLink Virtuoso OpenLink Software https://virtuoso.openlinksw.com/ 
PostgreSQL The PostgreSQL Global 
Development Group 
https://www.postgresql.org/ 
SQLite The SQLite Development Team https://www.sqlite.org/ 
Tabela 3.1:  Seznam odprtokodnih relacijskih podatkovnih baz 
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3.4.2  Izbira kandidatov za testiranje 
Osnovne kriterije za izbiro kandidatov za testiranje smo določili glede na potrebe 
sistema HES, ki pokriva zelo velik del trga v Sloveniji. Predvsem je bilo pomembno, 
da je baza prvenstveno strežniška (teče v ozadju) in podpirati mora čim več 
odjemalcev, ki jih običajno uporabljajo Microsoftova razvojna orodja (npr. odjemalec 
ODBC). Tudi sicer je bilo zaželeno, da se baza že uporablja v veliki meri v okoljih, 
kjer uporabljajo Microsoftovo programsko opremo in okolje .NET. Naslednji kriterij 
je bil, ali ima baza napredne zmožnosti, ki jih pričakujejo poslovna okolja (zmogljivo 
varnostno kopiranje, visoka dostopnost, razširljivost, ipd.). 
Na podlagi teh kriterijev smo izločili naslednje baze: 
- Apache Derby: na voljo so samo odjemalci za Javo (JDBC) in ODBC/CLI. 
- CUBRID: glavna ovira je uporaba Jave kot izvajalnega jezika za shranjene 
procedure. Ostale lastnosti bi bile sprejemljive. 
- Firebird: večina uporabnikov prihaja iz okolij Delphi in Pascal in je zato 
manj testirana z odjemalci v okolju .NET. 
- HSQLDB: napisana v Javi, na voljo je samo odjemalec JDBC. 
- MonetDB: stolpčno orientirana baza, uporabniki poročajo o slabši odzivnosti 
pri več hkratnih uporabnikih. Ocenjujejo, da je glede na svoj izvor 
prvenstveno namenjena za analizo in znanstvene raziskave. 
- OpenLink Virtuoso: izkazalo se je, da je to "middleware", omogoča 
povezovanje zunanjih podatkovnih baz in ostalih virov z uporabo spletnih 
storitev (angl. WebService) po protokolu SOA in omogoča BPEL. Za 
komunikacijo z aplikacijami sicer uporablja jezik SQL. 
- SQLite: ni strežniška baza – uporablja se kot vgrajena baza znotraj aplikacij. 
Tako so med kandidati ostale samo tri baze: MariaDB, MySQL in PostgreSQL. 
Ker je MariaDB pravzaprav zasnovana na isti izvorni kodi, kot MySQL, le da sta se 
razvojni poti v nekem trenutku ločili, smo se odločili, da izmed njiju za testiranje 
izberemo samo MySQL. Razvijalci MariaDB zatrjujejo, da ohranjajo združljivost in 
da je kadarkoli možno namesto baze MySQL uporabiti bazo MariaDB. 
Sistem HES, ki smo ga vzeli za primer, ima vgrajeno podporo za dve 
(komercialni) relacijski bazi: Microsoft SQL Server in Oracle. Za osnovo primerjave 
smo izbrali bazo Microsoft SQL Server. 
3.4.3  Podatkovna baza Microsoft SQL Server 
Začetek razvoja relacijske podatkovne baze Microsoft SQL Server sega v leto 
1987, ko je podjetje Microsoft sklenilo sodelovanje s podjetjem Sybase [13], ki je že 
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prej razvijalo svojo relacijsko bazo za operacijske sisteme IBM OS/2 in Unix. Sprva 
je Microsoft sodeloval pri razvoju samo odjemalskih tehnologij in prenosu kode na 
svoj operacijski sistem Windows, do izdaje verzije 4.2 za operacijski sistem Windows 
NT 3.1 leta 1993. Po tem so se odnosi med podjetjema začeli krhati, ker sta se 
praktično borili za isti del trga. Po razdrtju sodelovanja leta 1994 je Microsoft začel z 
intenzivnim razvojem baze in leta 1998 izdal verzijo 7.0, ki je bila napisana popolnoma 
na novo in je pomenila resno poslovno orodje. Z vključitvijo funkcionalnosti, kot sta 
podatkovna skladišča (angl. Data Warehousing) in poslovna analitika (angl. On-Line 
Analytical Processing – OLAP) v osnovni paket je postal izdelek tako zanimiv za večja 
poslovna okolja, da je po deležu novih namestitev v nekaj letih prehitel pred tem 
vodilno bazo Oracle. Z novimi izdajami je postal Microsoft SQL Server v zadnjih letih 
vodilni tudi v absolutnem smislu, kar so ugotovili tudi v analitskem podjetju Gartner 
(slika 3.1). V grafikonu bolj desno pomeni boljšo sposobnost celostnega pregleda 
potreb oz. ciljev in bolj navzgor pomeni boljšo sposobnost doseganja ciljev. 
 
Slika 3.1:  Pregled trga ODBMS (Vir: Gartner, v [14]) 
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Poleg klasičnih relacijskih zmožnosti so v zadnjih verzijah podprte tudi nekatere 
lastnosti, ki izhajajo iz baz NoSQL (glej [15]), kot je shramba stolpcev. Razvijajo tudi 
lastnosti, ki so bile prej razvite v posebnih vrstah baz, npr. delovanje v delovnem 
pomnilniku (angl. In-Memory Database), pa tudi šifriranje podatkov, varnost na nivoju 
posamezne vrstice (angl. Row-Level Security). Pospešeno uvajajo podporo delovanja 
v oblaku za vse funkcionalnosti, tudi BI, in odprtokodno orodje za statistično analizo 
ter prediktivno analitiko R. Leta 2015 je namreč Microsoft kupil podjetje Revolution 
Analytics, ki je bilo komercialni ponudnik storitev za uporabo odprtokodnega orodja 
R. Izboljšujejo dosegljivost z vgrajevanjem samodejnega preklopa v gruči (angl. 
Failover Clustering) in v distribuirani replikacijski skupini (AlwaysOn). Izboljšujejo 
varnost z obveznim varnostnim izobraževanjem svojih razvijalcev in možnostjo 
šifriranja podatkov v vseh fazah obdelave, poleg shranjevanja na disk tudi v delovnem 
pomnilniku in pri arhiviranju (angl. AlwaysEncrypted). Izboljšane so tudi možnosti 
skaliranja (povečevanja v širino, to je dodajanja novih strežnikov), nadzora delovanja 
in upravljanja strežnikov. 
3.4.4  Podatkovna baza MySQL 
Podatkovna baza MySQL [16] je nastala leta 1995. Za razvoj te baze so 
ustanovili podjetje MySQL AB (Švedska). Ime je dobila po hčeri enega od 
ustanoviteljev, My. Baza je bila razvita z namenom doseganja čim večje hitrosti 
delovanja, s čim manjšim naborom relacijskih zmožnosti. Predvsem je bila 
uporabljena v spletnih aplikacijah, kjer je nadomestila prej uporabljeno shranjevanje v 
besedilnih datotekah. Najbolj znana tehnologija za izdelavo spletnih strani je 
kombinacija LAMP (Linux, Apache, MySQL, PHP), ki podpira tudi precejšen delež 
spletnih strani. Med velikimi ponudniki spletnih aplikacij, ki jih podpira baza MySQL, 
so Google, Twitter, Facebook idr. Podjetje MySQL AB so ustanovitelji pred leti 
prodali večjemu podjetju Sun, ki je avtor programskega jezika Java in ga je kasneje 
kupilo podjetje Oracle, kjer bazo MySQL razvijajo še danes. Zaradi bojazni pred 
ukinitvijo odprtokodnosti je skupina izvirnih razvijalcev ustanovila neprofitno 
organizacijo MariaDB Foundation [17], ki je iz zadnje verzije pred prodajo podjetju 
Sun razvila bazo MariaDB (spet poimenovano po drugi hčeri istega soustanovitelja) 
in jo še naprej razvija ter zagotavlja odprtokodni način razvoja in dostopnosti te baze. 
Baza MariaDB je po zagotovilu njenih avtorjev vedno popolnoma binarno združljiva 
z zadnjo verzijo baze MySQL podjetja Oracle. To pomeni, da v veliki večini primerov 
lahko podatkovne datoteke in knjižnice ter odjemalce od baze MySQL uporabimo z 
bazo MariaDB brez pretvorbe. Razlike med njima so po trditvah razvijalcev v večji 
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hitrosti delovanja baze MariaDB in nekaterih dodatnih zmožnostih, tudi večini tistih, 
ki jih MySQL ponuja samo v komercialni različici. 
Strežnik MySQL je zgrajen modularno, kar pomeni, da lahko različne tabele v 
njem upravljajo različni shranjevalni stroji (angl. Storage Engine - [18]). Prvi 
shranjevalni stroj, ki je bil podprt, je bil MyISAM, ki je zelo hiter na račun odsotnosti 
nekaterih relacijskih zmožnosti. Nima zunanjih ključev, zaklepanje pa je omogočeno 
samo na nivoju tabele. Ta način je sprejemljiv pri enostavnih posegih v bazo (npr. 
dodajanje posamezne vrstice), kar je bil večinski način uporabe v začetku delovanja 
spletnih strani. Kasneje se je uporaba baze MySQL razširila še na druga področja, kjer 
je zaželena uporaba drugih relacijskih zmožnosti, in to je privedlo do drugih 
shranjevalnih strojev. Razvili so stroj za delovanje v delovnem pomnilniku MEMORY 
in stroj za podporo delovanju v gručah NDB. V zadnjih verzijah je privzeto vklopljen 
stroj InnoDB, ki ima vgrajenih več relacijskih zmožnosti, kot so stroga podpora 
zahtevam ACID, zunanji ključi, zaklepanje na nivoju vrstic in predpomnilnik blokov 
(angl. Buffer Cache). Baza MariaDB ponuja tudi stroje, znane iz tabora NoSQL, kot 
so shramba stolpcev in shramba grafov. 
Komercialna ponudba MySQL Enterprise Edition vsebuje poleg baze naslednje 
zmožnosti [19]: 
- Oracle MySQL Service Cloud: olajša administrativna opravila: namestitev, 
posodabljanje, varnostno kopiranje in obnovo, nadzor in uglaševanje 
strežnikov v oblaku Oracle Cloud; 
- MySQL Enterprise Backup: varnostno kopiranje, ki se izvaja hkrati z rednim 
obratovanjem baze in omogoča polno, inkrementalno ali delno kopijo. 
Možna je obnova na stanje iz preteklosti (angl. Point-in-time Recovery) in 
obnova posameznih objektov; 
- MySQL Enterprise High Availability: replikacija v skupini (iz več virov) in 
MySQL Router z uporabo stroja InnoDB in replikacije z uporabo GTID ter 
večnitno izvajanje sekundarne strani replikacije; 
- MySQL Enterprise Scalability: nitni bazen (angl. Thread Pool) za 
prilagajanje povečanju obremenitve; 
- MySQL Enterprise Authentication: vtičniki za izvedbo SSO (npr. za Linux 
Pluggable Authentication Module ali Windows Active Directory); 
- MySQL Enterprise Transparent Data Encryption: šifriranje podatkov na 
disku – v datotekah tabel in varnostnih kopij – z naprednim upravljanjem 
ključev; 
- MySQL Enterprise Encryption: podpora PKI; 
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- MySQL Enterprise Firewall: zaščita pred vdori in napadi z vrivanjem SQL 
stavkov (angl. SQL Injection); 
- MySQL Enterprise Audit: beleženje dejavnosti uporabnikov, izvrševanje 
politik glede dovoljenih dejavnosti  uporabnikov; 
- MySQL Enterprise Monitor, Oracle Enterprise Manager for MySQL: sprotni 
nadzor delovanja in obremenjenosti strežnikov, ugotavljanje potratnih 
poizvedb in obveščanje administratorjev o odklonih od ustaljenih oz. 
pričakovanih vrednosti. 
Vse te zmožnosti je možno upravljati z grafičnimi orodji in s skriptnim jezikom 
ter jih povezovati z drugimi istovrstnimi orodji podjetja Oracle. Izdelava particij, 
replikacija in tvorjenje gruč (angl. Cluster) je omogočeno tudi v odprtokodni različici 
(angl. Community Edition), kjer pa ni na voljo naprednih upravljavskih orodij in je 
potrebno potrebne ukaze izvesti ročno v pravem vrtnem redu. 
Baza MySQL podpira nekoliko manjši nabor vrst objektov, poleg tabel, 
primarnih ključev in indeksov samo še poglede, procedure in funkcije ter dogodke 
(angl. Events) in v nekaterih shranjevalnih strojih tudi zunanje ključe. Proženci (angl. 
Trigger) so omejeni na enega za vsako operacijo na tabelo, splošnih (npr. ob dogodkih 
na celi bazi) pa ni. Omejitve vrednosti podatkov (angl. Check Constraints) je možno 
izvesti samo s proženci. Jezik SQL je nekoliko poenostavljen, ne podpira npr. stavka 
WITH oz. CTE ter rangirnih in analitičnih funkcij (konstrukti z OVER). Baza tudi 
nekoliko svobodno interpretira omejitev vrednosti NOT NULL. Če pri dodajanju ali 
spreminjanju podamo vrednost NULL za stolpec, ki ne sme biti prazen, ga baza 
napolni s praznim nizom, če je besedilnega tipa, ali s številom nič, če je številskega 
tipa. 
3.4.5  Podatkovna baza PostgreSQL 
Razvoj odprtokodne baze PostgreSQL (spletna stran: [20]) se je začel leta 1986 
na Kalifornijski univerzi v Berkeleyju (angl. University of California at Berkeley) pod 
imenom Postgres. Vodil ga je Michael Stonebraker5, ki je že od leta 1977 sodeloval 
pri razvoju komercialne relacijske baze Ingres, ki je služila tudi kot osnova za razvoj 
baze Postgres. V tem obdobju so se začele pojavljati razširitve relacijskega modela, 
med njimi objektno-relacijski, ki ga je podprla tudi baza Postgres. Sprva so to bazo 
ponujali komercialno v podjetju Informix, leta 1996 pa so objavili odprtokodno 
različico in jo poimenovali PostgreSQL (ohranili pa so izgovorjavo 'postgres'). 
                                                 
5 Trenutno M. Stonebraker vodi razvoj drugih baz, med njimi so Vertica(C-Store), H-Store in 
komercialna različica H-Store – VoltDB. Je prejemnik Turingove nagrade, ki jo podeljuje revija ACM 
in medalje Johna von Neumanna, ki jo podeljuje IEEE. 
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Razvijalci so vseskozi stremeli k temu, da bi podprli čim večji del standarda SQL 
in tudi čim več drugih zmožnosti. Baza popolnoma ustreza zahtevam ACID, je zelo 
zanesljiva in deluje na večini operacijskih sistemov. Podpira razvoj shranjenih 
procedur in funkcij v različnih jezikih in tudi klicanje zunanjih programov, napisanih 
v različnih jezikih. Ima predvideno možnost razvoja razširitev (angl. Extension), ki 
lahko razširijo ali dopolnijo delovanje baze. 
Podpira veliko funkcionalnosti, ki jih pričakujejo poslovna okolja: MVCC, 
obnovo podatkov na trenutek v zgodovini (angl. Point-in-time Recovery), podatkovne 
prostore (angl. Tablespaces), asinhrono replikacijo, gnezdene transakcije 
(SAVEPOINT), sočasno varnostno kopiranje, zmogljiv optimizator za izvajanje SQL 
ukazov, podpora SSO z uporabo strežnikov LDAP in RADIUS idr. Obširen seznam 
zmožnosti je naveden v [21]. 
 
3.4.6  Časovna ločljivost izbranih baz 
Eden od pomembnih parametrov delovanja podatkovnih baz, še posebej tistih za 
podporo industrijskim procesom in med temi tudi pametnim energetskim omrežjem, 
je ločljivost časovnih podatkovnih tipov. To pomeni, s kolikšno natančnostjo je možno 
v stolpce teh tipov zapisati podatek o času nastanka nekega dogodka. 
Ločljivost časovnih vrednosti pri primerjanih bazah podaja tabela 3.2: 
 
Baza Podatkovni tipi Ločljivost 
Microsoft SQL 
Server 
datetime 3,3 ms, zaokroženo na 1 ms (pomeni, da imajo 
vrednosti v ms na tretjem decimalnem mestu 0, 3 
ali 7) 
datetime2, 
datetimeoffset in time 
100 nanosekund 
smalldatetime 1 minuta 
MySQL TIME, DATETIME in 
TIMESTAMP 
1 mikrosekunda 
PostgreSQL timestamp, time in 
interval 
1 mikrosekunda 
Tabela 3.2:  Primerjava ločljivosti časovnih podatkovnih tipov med bazami 
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4.1  Namestitev programske opreme 
Za izvedbo meritev hitrosti delovanja izbranih podatkovnih baz je bil na voljo 
računalnik z lastnostmi, prikazanimi v tabeli 4.1. 
 
Procesor Intel(R) Core(TM) i5-3230M CPU @ 2.60GHz 
Pomnilnik 16 GB DDR3 1600 MHz 
Diski Samsung SSD 840 EVO 250 GB SATA 6 Gb/s 
HGST HTS721010A9E630 1000 GB SATA 6 Gb/s 
Operacijski sistem Windows 10 64 bit 
Tabela 4.1:  Lastnosti strojne opreme 
Na ta računalnik smo namestili naslednjo programsko opremo: 
- Razvojno okolje Microsoft Visual Studio 2015 (izdaja Community), 
- Orodje za virtualizacijo Oracle VM VirtualBox verzija 5.1, 
- R for Windows 3.3.3, 
- Odjemalce za podatkovne baze: 
o MySQL Connector Net 6.9.9, 
o MySQL Connector/ODBC 5.3, 
o Npgsql 2.2.3.0 - .Net Data Provider for PostgreSQL, 
o psqlodbc (ODBC odjemalec za bazo PostgreSQL). 
V razvojnem okolju Microsoft Visual Studio smo z uporabo orodja NuGet 
Package Manager namestili naslednje pakete: 
- BenchmarkDotNet verzija 0.10.6, 
- dotConnect.Express.for.PostgreSQL (izdelovalec Devart Software) verzija 
7.8.862, 
- MySql.Data (izdelovalec Oracle) verzija 6.9.9, 
- Npgsql (avtorji Shay Rojansky et al.) verzija 3.2.2. 
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V orodju za virtualizacijo VirtualBox, nameščenem na istem fizičnem 
računalniku, smo izdelali 3 virtualne računalnike: 
- Računalnik z operacijskim sistemom Windows 10 64 bit in nameščeno bazo 
Microsoft SQL Server 2016 ter grafičnim orodjem za delo z bazo Microsoft 
SQL Server Management Studio, 
- Računalnik z operacijskim sistemom Ubuntu 16.04 LTS 64 bit in nameščeno 
bazo PostgreSQL 9.5.6 ter grafičnim orodjem za delo z bazo pgAdmin III, 
- Računalnik z operacijskim sistemom Ubuntu 16.04 LTS 64 bit in nameščeno 
bazo MySQL 5.7.18 ter grafičnim orodjem za delo z bazo MySQL 
Workbench. 
Vsi trije virtualni računalniki so bili nastavljeni enako: dodeljeni sta jim bili dve 
procesorski jedri, 3789 MB delovnega pomnilnika, 30 GB prostora na disku SSD za 
operacijski sistem in 250 GB na magnetnem disku za podatkovne datoteke baze. Baza 
Microsoft SQL Server privzeto deluje tako, da za svoje delovanje samodejno zaseže 
toliko delovnega pomnilnika, kot ga potrebuje in ga je na voljo, bazi MySQL in 
PostgreSQL pa uporabita toliko delovnega pomnilnika, kot je nastavljeno v 
konfiguracijski datoteki. Obe smo po priporočilu izdelovalcev nastavili tako, da je 
približno polovico delovnega pomnilnika, to je 2 GB, zasedel predpomnilnik blokov 
(nastavitev innodb_buffer_pool_size pri MySQL in shared_buffers pri 
PostgreSQL), ostalo pa je bilo na voljo operacijskemu sistemu. 
Na sliki 4.1 je grafično predstavljena shema povezav med deli merilnega 
sistema, ki so bili vsi nameščeni znotraj istega fizičnega računalnika. Merilni program, 
ogrodje .NET in odjemalci med seboj komunicirajo s klici funkcij oz. objektnih metod, 
odjemalci in baze pa med seboj po omrežnem protokolu TCP/IP. 
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Slika 4.1:  Topologija merilnega sistema 
4.2  Polnjenje s podatki 
Ena od osnovnih predpostavk primerjave podatkovnih baz je bila, da mora biti 
vsaka primerjana baza pred meritvami napolnjena s podatki v taki količini, kot je 
pogosta v uporabi sistema HES. Razumljivo je namreč, da podatkovne baze porabijo 
več časa za izvajanje ukazov SQL, če so tabele napolnjene s podatki, kot če bi bile 
prazne. To velja tudi za uporabo indeksov. V ta namen smo izdelali postopke za 
polnjenje tabel s podatki glede na tipično napolnjenost v sistemu HES, ki smo ga vzeli 
za primer. 
Pridobili smo nabor najbolj obsežnih tabel, nad katerimi bi morali izvesti 
meritve. Prikazan je v tabeli 4.2 z lastnostmi, kot veljajo v bazi Microsoft SQL Server. 
 
Ime tabele Ime stolpca Tip stolpca Obveznost Opombe 
Device PkID int not null PK 
Name nvarchar(50) not null UNIQUE 
DeviceID nvarchar(50) not null UNIQUE 
DeviceType int not null  
DeviceFk int null FK(Device) 
















Ubuntu z bazo 
MySQL
Ubuntu z bazo 
PostgreSQL
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Description nvarchar(255) null  
SerialNo nvarchar(50) null  
YearOfManufacture nvarchar(4) null  
Supplier nvarchar(50) null  
TemplateFk int null FK(Device) 
IsTemplate tinyint not null  
DeviceAttr DeviceFk int not null PK(1), FK(Device) 
AttrGroup smallint not null PK(2) 
AttrName nvarchar(50) not null PK(3) 
AttrType int not null  
AttrVal nvarchar(max) not null  
MeasPointResType PkID int not null PK 
MeasPointFk int not null UNIQUE(1) 
ResultTypeFk int not null UNIQUE(2) 
Period int not null  
PeriodUnit smallint not null  
CorrectionFactor float not null  
Class nvarchar(50) not null  
Instance nvarchar(50) not null  
MethodType smallint not null  
Method nvarchar(50) not null  
ParametersType smallint null  
Parameters nvarchar(max) null  
Type int not null  
Result MPRTFk int not null PK(1), 
FK(MeasPointResType) 
ResultTimeStamp datetime not null PK(2) 
ResultValue float not null  
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Status int not null  
Tabela 4.2:  Definicija tabel, uporabljenih v meritvah 
S PK(n) so označeni stolpci, ki so del sestavljenega primarnega ključa, n je 
zaporedna številka mesta stolpca v tem ključu. Enako velja za UNIQUE, ki označuje 
enolični indeks. PK in UNIQUE brez številke pomeni, da je udeležen samo en stolpec. 
FK(tabela) pomeni, da je stolpec zunanji ključ, ki kaže na tabelo tabela. 
Poleg primarnih ključev in enoličnih indeksov so na izbranih tabelah indeksi, ki 
jih prikazuje tabela 4.3. 
 
Tabela Stolpci 
Device DeviceFk, PkID 
MeasPointResType MeasPointFk, PkID 
Tabela 4.3:  Indeksi na uporabljenih tabelah 
Primerjane baze uporabljajo nekoliko različne podatkovne tipe. Tabela  
prikazuje ustrezne zamenjave podatkovnih tipov v bazah PostgreSQL in MySQL za 
tiste iz baze Microsoft SQL Server. 
 
Microsoft SQL Server PostgreSQL MySQL 
int identity serial int auto_increment 
nvarchar character varying 
varchar 
nvarchar 
int int Int 
tinyint int tinyint 
smallint smallint smallint 
nvarchar(max) text longtext 
float float float 
datetime timestamp without time zone datetime 
Tabela 4.4:  Ustrezni podatkovni tipi med bazami 
Odprtokodni bazi ne podpirata posebne vrste indeksov, ki je bila uporabljena v 
bazi Microsoft SQL Server, to je CLUSTERED. 
Potrebno število vrstic za vsako od teh tabel podaja tabela 4.5. Števila vrstic so 
bila določena na podlagi tipične porabe v povprečnem osrednjem nadzornem sistemu 
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(HES) in razpoložljive strojne opreme, uporabljene v preskusu. Postopki polnjenja so 
bili zasnovani tako, da je možno enostavno povečati števila vrstic, če bo za dodatne 
preskuse na voljo bolj zmogljiva oprema. 
 
Tabela Število vrstic Opomba 
Device 5.000.000 Tipično število naprav v HES 
DeviceAttr 220.000.000 Število vrstic v tabeli Device * 44 atributov 
MeasPointResType 600.000 Podmnožica naprav (200.000) * 3 tipi 
Result 1.814.400.000 Število vrstic v tabeli MeasPointResType * 31,5 dni * 
96 podatkov na dan (15 minutni interval) 
Tabela 4.5:  Potrebno število vrstic za osnovno polnjenje 
Za polnjenje smo uporabili SQL ukaz, ki je z uporabo večkratnega kartezičnega 
stika (angl. Cross Join) navidezne tabele same s seboj omogočil tvorjenje velikega 
števila vrstic, ki smo jih potem zapisali v posamezno tabelo. Vrednosti stolpcev smo 
napolnili z združenimi podatki iz teh navideznih tabel ali pa z naključnimi vrednostmi. 
Primer SQL ukaza za polnjenje tabele Device na bazi Microsoft SQL Server: 
 
with a as ( 
select * 
 from (values(0),(1),(2),(3),(4),(5),(6),(7),(8),(9)) as a(a)) 












  Concat(a.a, N' ', b.a, N' ', c.a, N' ', d.a, N' ', e.a, N' ', f.a, 
N' ', g.a, N' ', h.a) as Name 
, Concat(a.a, b.a, c.a, d.a, e.a, f.a, g.a, h.a) as DeviceID 
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, a.a + b.a + c.a + d.a + e.a + f.a + g.a + h.a as DeviceType 
, NULL as DeviceFk 
, NULL as LocationFK 
, Concat(a.a, N' ', b.a, N' ', c.a, N' ', d.a, N' ', e.a, N' ', f.a, 
N' ', g.a, N' ', h.a) as Description 
, Concat(a.a, b.a, c.a, d.a, e.a, f.a, g.a, h.a) as SerialNo 
, round(1996 + (rand(ROW_NUMBER() over (order by a.a)) * 20), 0) as 
YearOfManufacture 
, NULL as Supplier 
, NULL as TemplateFk 
, 0 as IsTemplate 
FROM a, a as b, a as c, a as d, a as e, a as f, a as g, a as h 
 
Ustrezni postopek za bazo PostgreSQL je naslednji: 
 
with a as (select 0 a 
 union all 
 select 1 
 union all 
 select 2 
 union all 
 select 3 
 union all 
 select 4 
 union all 
 select 5 
 union all 
 select 6 
 union all 
 select 7 
 union all 
 select 8 
 union all 
 select 9 
 )  
INSERT INTO dbo."Device" ("Name" 
, "DeviceID" 












  a.a || ' ' || b.a || ' ' || c.a || ' ' || d.a || ' ' || e.a || ' ' 
|| f.a || ' ' || g.a || ' ' || h.a as Name 
, cast(a.a as varchar) || b.a || c.a || d.a || e.a || f.a || g.a || 
h.a as DeviceID 
, a.a + b.a + c.a + d.a + e.a + f.a + g.a + h.a as DeviceType 
, NULL as DeviceFk 
, NULL as LocationFK 
, a.a || ' ' || b.a || ' ' || c.a || ' ' || d.a || ' ' || e.a || ' ' 
|| f.a || ' ' || g.a || ' ' || h.a as Description 
, cast(a.a as varchar) || b.a || c.a || d.a || e.a || f.a || g.a || 
h.a as SerialNo 
, round(1996. + (cast(random() as numeric) * 20), 0) as 
YearOfManufacture 
, NULL as Supplier 
, NULL as TemplateFk 
, 0 as IsTemplate 
FROM a, a as b, a as c, a as d, a as e, a as f, a as g, a as h 
LIMIT 5000000 
 
Baza MySQL ne podpira stavka WITH, zato smo za polnjenje napisali naslednjo 
proceduro in jo poklicali z ukazom CALL: 
 
CREATE PROCEDURE dbo.tmp_polni_device() 
root: begin 
 
set @i = 0; 
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set @a = 0; 
while @a <= 9 do 
set @b = 0; 
while @b <= 9 do 
set @c = 0; 
while @c <= 9 do 
set @d = 0; 
while @d <= 9 do 
set @e = 0; 
while @e <= 9 do 
set @f = 0; 
while @f <= 9 do 
set @g = 0; 
while @g <= 9 do 
set @h = 0; 
while @h <= 9 do 
 












  Concat(@a, ' ', @b, ' ', @c, ' ', @d, ' ', @e, ' ', @f, ' ', @g, ' 
', @h) -- as Name 
, Concat(@a, @b, @c, @d, @e, @f, @g, @h) -- as DeviceID 
, @a + @b + @c + @d + @e + @f + @g + @h -- as DeviceType 
, NULL -- as DeviceFk 
, NULL -- as LocationFK 
, Concat(@a, ' ', @b, ' ', @c, ' ', @d, ' ', @e, ' ', @f, ' ', @g, ' 
', @h) -- as Description 
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, Concat(@a, @b, @c, @d, @e, @f, @g, @h) -- as SerialNo 
, round(1996 + (rand(@i) * 20), 0) -- as YearOfManufacture 
, NULL -- as Supplier 
, NULL -- as TemplateFk 
, 0 /*as IsTemplate*/); 
set @i = @i + 1; 
if (@i >= 5000000) then 
 leave root; 
end if; 
 
set @h = @h + 1; 
end while; 
set @g = @g + 1; 
end while; 
set @f = @f + 1; 
end while; 
set @e = @e + 1; 
end while; 
set @d = @d + 1; 
end while; 
set @c = @c + 1; 
end while; 
set @b = @b + 1; 
end while; 





Druga možnost bi bila, da bi napisali stavek INSERT … SELECT, v delu FROM pa 
bi bil kartezični stik več enakih navideznih tabel (kot je bila sestavljena navidezna 
tabela a za bazo PostgreSQL) z različnimi vzdevki (a, b, c, …). 
Ker so količine podatkov sorazmerno velike za bazo na enem računalniku, je 
bilo potrebno med polnjenjem izvesti nekaj ukrepov za zmanjšanje potrebnega časa 
polnjenja: 
- Pri bazi PostgreSQL smo morali za čas polnjenja izklopiti postopek 
»autovacuum«, ki teče v ozadju in iz datotek odstranjuje pobrisane vrstice. 
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Med delovanjem občutno obremenjuje diskovni podsistem in ovira 
polnjenje, predvsem pri velikih tabelah. Pri polnjenju ta postopek tudi ni 
potreben, ker ni brisanja.  
- Pri bazi PostgreSQL smo morali začasno nastaviti sistemsko nastavitev 
statement_timeout na nič, kar onemogoči iztek časovne omejitve 
izvajanja SQL ukaza in s tem prepreči prekinitev povezave odjemalca na 
bazo. 
- Pri bazah PostgreSQL in MySQL smo morali na tabeli Result narediti 
particije, ker bi sicer polnjenje trajalo predolgo. Baza MySQL omogoča 
enostavno upravljanje particij že v osnovni postavitvi, baza PostgreSQL pa 
v osnovi to sicer omogoča6, je pa potrebno veliko ročnega dela, zato smo 
namestili razširitev pg_pathman [22], ki upravljanje particij precej 
poenostavi7. Kriterij za tvorjenje particij smo nastavili na interval enega 
dneva v podatku ResultTimeStamp, kar pomeni 57.600.000 vrstic. 
- Polnjenje tabele Result smo izvedli tako, da je ena transakcija obsegala za 
en dan podatkov. Pri odprtokodnih bazah je to ustrezalo eni particiji. Če bi 
vso predvideno količino podatkov dodali v eni transakciji, bi to namreč 
povzročilo veliko porabo prostora v beleženju operacij (t.i. Redo Log,  Undo 
Log),  ki ga v teku postopka ne bi bilo mogoče ponovno uporabiti, preveliko 
število majhnih transakcij pa poleg tega upočasni delovanje baze, ker morajo 
procesi v ozadju počistiti veliko število zabeležk. Pri bazah Microsoft SQL 
Server in MySQL je to pomenilo izdelavo procedure z zanko po dnevih, v 
kateri smo za vsak dan izvedli en ukaz INSERT … SELECT. Pri bazi 
PostgreSQL pa je bilo zaradi posebne obravnave transakcij, ko en blok 
BEGIN … END pomeni implicitno eno transakcijo, za vsak dan posebej izvesti 
priklop na bazo in za to uporabiti objekt dblink (za kar je bilo potrebno 
namestiti razširitev dblink). 
 
Po polnjenju je bil na diskih posameznih baz zaseden prostor po tabeli 4.6. 
 
                                                 
6 https://www.postgresql.org/docs/9.5/static/ddl-partitioning.html 
7 Žal je trenutna verzija razširitve pg_pathman zahtevala, da so imena stolpcev v malih črkah 
(angl. Lowercase). Upamo, da bodo to omejitev v kasnejših verzijah odpravili. 
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 Microsoft SQL Server PostgreSQL MySQL 
Tabela Podatki Indeksi Podatki Indeksi Podatki Indeksi 
Device 697,547 431,625 521 558 429,9 316,6 
DeviceAttr 37.998,508 378,000 17 GB 9.478 14,3 GB 
MeasPointResType 85,234 19,000 67 63 61,6 29,8 
Result 66.791,680 533,617 102 GB 73 GB 113,4 GB 
Tabela 4.6:  Porabljen prostor v bazi po tabelah (v MB, kjer enota ni posebej navedena) 
4.3  Priprava merilnega postopka 
4.3.1  Izbira odjemalcev in orodij 
Za vse tri baze smo poiskali primerne odjemalce, ki so navedeni v tabeli 4.7. 
Baza Odjemalec Izdelovalec Imenski prostor 
Microsoft 
SQL Server 
SQL Client Microsoft System.Data.SqlClient 
ODBC System.Data.Odbc 
OLE DB System.Data.OleDb 
PostgreSQL Npgsql (ADO.NET) http://www.npgsql.org/ Npgsql 
ODBC Microsoft System.Data.Odbc 
dotConnect (ADO.NET) Devart Devart.Data.PostgreSql 




Tabela 4.7:  Izbrani odjemalci 
Ker je odjemalec MySQL Connector/ODBC na voljo samo v 32-bitni različici, 
smo se tudi pri gradnji merilne aplikacije omejili samo na 32-bitno. 
Za izvajanje meritev odzivnosti oz. hitrosti relacijskih baz obstaja veliko rešitev, 
ki so napisane v raznih programskih jezikih in uporabljajo različne odjemalce. Zaradi 
specifičnih zahtev po uporabi odjemalcev v okolju Microsoft .NET smo izbrali 
knjižnico BenchmarkDotNet [23], ki je med razvijalci v tem okolju zelo razširjena. 
Omogoča zelo enostavno prilagoditev razredov za merjenje, kar dosežemo z 
dodajanjem oznak (angl. Annotation) [Benchmark] pred definicijo metod razreda v 
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izvorni kodi, ki jih primerjamo. Z drugimi oznakami lahko dosežemo različne 
prilagoditve merilnega postopka. 
Postopek merjenja v grobem poteka tako, da knjižnica posamezno metodo, ki je 
označena za merjenje, izvede najprej v naraščajočem številu ponovitev, da ugotovi, 
kolikšno število ponovitev je možno izvesti v nekaj milisekundah. Potem nekajkrat 
izvede samo tvorjenje objekta (angl. Instantiation), da lahko kasneje povprečje teh 
časov odšteje od povprečja izmerjenih časov klica metode. Naslednji korak je nekaj 
zagonov merjene metode brez merjenja časa (t.i. ogrevanje) in končno ponavljanje 
zagonov z merjenjem časa izvajanja. Vsak zagon obsega tolikšno število ponovitev 
klica metode, kot je bilo določeno v prvem koraku. Število zagonov z merjenjem je 
odvisno od tega, koliko se povprečni časi izvajanja razlikujejo od tekočega povprečja 
vseh zagonov do takrat. Če so vsi časi zelo blizu povprečnemu, se izvajanje meritev 
zaključi prej (v okoli 15 zagonih), sicer pa je lahko izvedenih do 100 zagonov. 
 
4.3.2  Izdelava programa za poganjanje merjenj 
Za primerjanje podatkovnih baz med seboj so izdelani standardni postopki, med 
njimi je najbolj znan nabor postopkov, ki jih oblikuje Transaction Processing Council 
(TPC). Pomembno pa je (glej [4], poglavje 20.12), da metode za primerjanje 
podatkovnih baz med seboj izdelamo čim bolj podobno resničnim obremenitvam, ki 
bi jim bile baze izpostavljene med rednim obratovanjem v izbranem informacijskem 
sistemu. Zato smo namesto standardnih testov TPC napisali postopke, ki posnemajo 
bolj obsežne posege v podatkovno bazo in uporabljajo največje tabele v sistemu HES, 
ki smo ga vzeli kot primer. 
Za izvajanje merjenj smo izdelali program za poganjanje v ukaznem pozivu 
(konzolna aplikacija), ki smo mu s parametri podali možnosti izvajanja. Predvideli 
smo tri parametre: 
- Oznako operacije: 
o S – SELECT, 
o I – INSERT z uporabo parametrov, 
o T – INSERT s sestavljenim ukazom, kjer so vrednosti podane v 
besedilu ukaza, 
o M – INSERT s podanim naborom več vrednosti, 
o U – UPDATE, 
- Oznako tabele: 
o D – DeviceAttr, 
o R – Result, 
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- Število obdelanih vrstic, kjer sta možnosti 1 ali 1000. 
Operacija M nima pomena pri številu 1, ker obdelujemo več vrednosti. Prav tako 
uporaba ukaza UPDATE na tabeli Result v sistemu HES ni predvidena, zato je nismo 
vgradili. Skupaj je bilo pripravljenih torej 16 različnih kombinacij vrednosti 
parametrov in s tem meritev. 
Vsaka posamezna meritev je obsegala izvajanje izbrane operacije na izbrani 
tabeli za podano število vrstic na vseh treh bazah in z vsemi predvidenimi odjemalci. 
Za vsako meritev smo torej predvideli 8 metod, ki so dobile oznako [Benchmark]. Ker 
je bilo izvajanje nekaterih meritev sorazmerno dolgotrajno, predvsem tistih za 1000 
vrstic, smo se odločili za zaporedno izvajanje. To pomeni, da je program izvajal 
posamezne metode eno za drugo, vmes pa je počakal (pri številu vrstic 1 eno minuto, 
pri številu vrstic 1000 pa pol ure), da so se dokončali vsi postopki v bazi, ki tečejo v 
ozadju in bi lahko vplivali na meritev naslednje metode. 
 
4.3.3  Opis postopkov za branje (ukaz SELECT) 
Pri vrednosti prvega parametra S smo izvajali ukaz SELECT na obeh tabelah in 
za obe števili. SQL stavek smo pripravili v konstruktorju objekta, ki ni bil označen z 
oznako za primerjanje [Benchmark], da čas te priprave ni vplival na meritev časa 
izvajanja stavka. SQL stavek za tabelo DeviceAttr je bil sestavljen iz skupnega dela 




JOIN DeviceAttr ON DeviceAttr.DeviceFk = Device.PkId AND 
DeviceAttr.AttrName = 'LoadProfile1' 
WHERE Name 
 
Pri številu 1 smo na koncu dodali primerjanje s konstantno vrednostjo ključa 
Name, npr. " = '0 0 9 9 9 9 0 0'". Pri številu 1000 pa smo z operatorjem IN 
omejili branje na 1000 naključno sestavljenih ključev.  
Branje iz tabele Result smo zasnovali tako, da smo brali vrstice s ključem 
ResultTimeStamp približno v sredini tabele in na sredini dneva (da pri odprtokodnih 
bazah nismo brali na začetku indeksa v posamezni particiji in smo s tem dodatno 
obremenili bazo), ključ MPRTFk pa smo izbirali naključno. Ker različne baze 
uporabljajo različne načine podajanja datumskih konstant oz. različne funkcije, so bili 
skupni deli stavka različni: 
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Microsoft SQL Server: 
SELECT * 
FROM Result 












WHERE ResultTimeStamp = DATE('2017-01-15 12:00:00') 
AND MPRTFk 
 
Spet smo pri številu 1 uporabili operator =, pri številu 1000 pa IN z navedbo 
1000 naključno izbranih primarnih ključev iz tabele MesPointResType brez 
ponovitev. 
Pri vseh kombinacijah baz in odjemalcev smo uporabili metodo 
<DBCommand>.ExecuteReader()
8 in potem v zanki prešteli število dobljenih vrstic, 
ki se je moralo ujemati z vrednostjo tretjega parametra programa. 
4.3.4  Opis postopkov za dodajanje (ukaz INSERT) 
Dodajanje vrstic v tabeli DeviceAttr in Result smo izvedli tako, da smo enega 
od stolpcev v primarnem ključu teh dveh tabel, ki tvori zunanji ključ, spreminjali od 
spodnje meje primarnega ključa v povezani tabeli navzgor, ostale dele primarnega 
ključa pa smo podali kot konstante. Ukaz INSERT smo potem izvedli s klicem metode 
<DBCommand>.ExecuteNonQuery(), in to na 3 načine. 
Pri prvem načinu (prvi parameter programa I) smo spremenljivi del ključa podali 
kot parameter s klicem metode <DBCommand>.Parameters.Add("@ID") za 
deklaracijo parametra in vrednost polnili v lastnost 
                                                 
8  <DBCommand> je razred, ki je naslednik razreda DBCommand, in ustreza posameznemu 
odjemalcu. 
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<DBCommand>.Parameters["@ID"].Value. V besedilu ukaza je bilo mesto parametra 
označeno z @ID, npr.: 
 
INSERT INTO DeviceAttr (DeviceFk, AttrGroup, AttrName, AttrType, 
AttrVal) VALUES (@ID, 99, '_Attribute-------', 99, '12345678') 
 
Za odjemalce na podlagi vmesnikov ODBC in OLE DB je bilo potrebno 
parameter podati nekoliko drugače: mesto parametra v besedilu ukaza označiti z 
vprašajem, metodo za deklaracijo parametra klicati kot 
<DBCommand>.Parameters.Add("@P1") in vrednost parametra podati v lastnosti 
<DBCommand>.Parameters["@P1"].Value (podajanje po položaju, naslednji 
parameter bi bil naslovljen kot @P2). 
Pri drugem načinu (prvi parameter programa T) smo besedilo ukaza INSERT 
sestavili v celoti v merilnem programu in ga poslali metodi 
<DBCommand>.ExecuteNonQuery() kot enostavno besedilo. Primer za vrednost ključa 
1: 
 
INSERT INTO DeviceAttr (DeviceFk, AttrGroup, AttrName, AttrType, 
AttrVal) VALUES (1, 99, '_Attribute-------', 99, '12345678') 
 
Pri tretjem načinu (prvi parameter programa M) smo besedilo ukaza INSERT 
sestavili enako, kot pri drugem načinu, le da smo vrednosti za 1000 vrstic sestavili 
skupaj v en ukaz, med seboj ločene z vejico. Zaradi tega ta način nima smisla za 
vrednost tretjega parametra 1. Primera za vrednosti ključa od 1 do 1000: 
 
INSERT INTO DeviceAttr (DeviceFk, AttrGroup, AttrName, AttrType, 
AttrVal) VALUES (1, 99, '_Attribute-------', 99, '12345678'), 
(2, 99, '_Attribute-------', 99, '12345678'), … (1000, 99, 
'_Attribute-------', 99, '12345678') 
 
INSERT INTO Result (MPRTFk, ResultTimeStamp, ResultValue, Status) 
VALUES (1, DATETIMEFROMPARTS(2017, 2, 1, 12, 0, 0, 0), rand() * 
1000, 1), (2, DATETIMEFROMPARTS(2017, 2, 1, 12, 0, 0, 0), 
rand() * 1000, 1), … (1000, DATETIMEFROMPARTS(2017, 2, 1, 12, 
0, 0, 0), rand() * 1000, 1) 
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Knjižnica BenchmarkDotNet ponavlja metode v več zagonih, znotraj 
posameznega zagona najprej izvrši metodo, ki ima oznako [Setup], na koncu vseh 
ponovitev v posameznem zagonu pa metodo, ki ima oznako [Cleanup]. V metodo z 
oznako [Cleanup] smo dodali brisanje vseh vrstic, ki so bile dodane v posameznem 
zagonu, da je potem naslednji zagon lahko dodajal vrstice brez kršitve primarnega 
ključa. 
 
4.3.5  Opis postopkov za spreminjanje (ukaz UPDATE) 
Spreminjanje podatkov smo izvedli samo v tabeli DeviceAttr, ker na tabeli 
Result spreminjanje med rednim obratovanjem HES ni predvideno. Izbrali smo 3 
atribute, ki so bili že v tabeli od začetnega polnjenja, dva numerična in enega 
datumskega, in jih spreminjali za različne naprave. Vrednosti numeričnih atributov 
smo polnili z naključnimi vrednostmi, datumskega pa s trenutnim datumom in časom. 
Vse tri stavke UPDATE smo sestavili v en znakovni niz in ga poslali v bazo. Izjema je 
bil odjemalec dotConnect podjetja Devart, ki ne dopušča več stavkov SQL v enem 
ukazu, kar smo obšli tako, da smo temu odjemalcu ukaze poslali ločeno v zanki. Primer 
ukazov za napravo s ključem 1 za bazi Microsoft SQL Server in PostgreSQL: 
 
UPDATE dbo.DeviceAttr 
    SET AttrVal = 0 
    WHERE DeviceFk = 1 AND AttrGroup = 0 AND AttrName = 
'LoadProfile1'; 
UPDATE dbo.DeviceAttr 
    SET AttrVal = 0 
    WHERE DeviceFk = 1 AND AttrGroup = 0 AND AttrName = 
'LoadProfile2'; 
UPDATE dbo.DeviceAttr 
    SET AttrVal = '2017-05-14T17:20:00' 
    WHERE DeviceFk = 1 AND AttrGroup = 1 AND AttrName = 
'SuccessfulLastDateTime' 
 
Baza MySQL omogoča spreminjanje več vrstic v istem ukazu z uporabo stika 
več osnovnih tabel. Primer operacije za vrednost ključa naprave 1: 
 
UPDATE deviceattr a1 
52 4  Priprava merilnega sistema 
 
JOIN deviceattr a2 ON a2.DeviceFk = a1.DeviceFk AND a2.AttrGroup = 0 
AND a2.AttrName = 'LoadProfile2' 
JOIN deviceattr a3 ON a3.DeviceFk = a1.DeviceFk AND a3.AttrGroup = 1 
AND a3.AttrName = 'SuccessfulLastDateTime' 
SET a1.AttrVal = 0 
, a2.AttrVal = 0 
, a3.AttrVal = '2017-05-14T18:20:00' 





5  Izvedba meritev 
5.1  Poganjanje postopkov 
Zaradi izvajanja meritev na enem računalniku z virtualiziranimi baznimi 
strežniki smo morali zagotoviti, da zunanji vplivi ne bi motili meritev. V ta namen smo 
pred izvajanjem meritev: 
- na vse operacijske sisteme, fizičnega in virtualne, namestili zadnje popravke; 
- izklopili fizični računalnik (gostitelja) iz podatkovnega omrežja; 
- odjavili interaktivne uporabnike z virtualnih strežnikov. 
Pred vsako meritvijo smo tudi zagotovili, da so se vse zagonske dejavnosti na 
vseh računalnikih dokončale in so ti mirovali, kar smo preverili z orodjem Upravitelj 
opravil (angl. Task Manager) v gostitelju. 
5.2  Obdelava rezultatov meritev 
5.2.1  Pridobivanje merilnih podatkov 
Orodje BenchmarkDotNet med merjenjem izpisuje podatke o trenutno 
opravljenih meritvah in na koncu izpiše izračunane statistične vrednosti. Vse te 
podatke tudi zapiše v dnevniško datoteko s končnico LOG. Poleg tega po izvršeni 
meritvi shrani merilne podatke v datoteke različnih oblik: ločeno z vejicami (datoteka 
vrste CSV) posebej podrobne podatke meritev in posebej izračunane, samo izračunane 
pa v obliki Markdown (datoteka vrste MD) in v datoteko HTML. Datoteke nastanejo 
v podmapi .\BenchmarkDotNet.Artifacts. Na voljo so tudi izvozi v obliki JSON, 
ki pa jih je treba posebej vklopiti in konfigurirati. 
Orodje izpiše med ostalimi podatki tudi frekvenco časovnika, ki je bil uporabljen 
pri merjenju. V eni od meritev smo dobili naslednji izpis: 
 
Frequency=2533319 Hz, Resolution=394.7391 ns, Timer=TSC 
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Pri diskretnem merjenju časa je kvantizacijski pogrešek enak ločljivosti (angl. 
Resolution) časovnika. Pri vseh naših meritvah je znašal zaokroženo ±0,40 µs. Pri tem 
smo predpostavili, da je uporabljeni časovnik časovno nespremenljiv. 
Povprečno vrednost in standardni odklon bomo v tabelarični obliki podali 
zaokroženo na 0,001 µs, spodnjo mejo, mediano in zgornjo mejo pa zaokroženo na 
0,01 µs. Vse to v primeru, da je orodje BenchmarkDotNet podatke vrnilo bolj natančno 
od teh meja, drugače bodo podatki nespremenjeni. 
5.2.2  Izdelava grafičnih in tabelaričnih predstavitev 
Poleg besedilnih datotek s podatki orodje BenchmarkDotNet omogoča tudi 
pripravo grafičnih prikazov, ki jih izdela tako, da tvori skript za programsko okolje R 
in ga požene v tem orodju. To možnost vklopimo tako, da na razred, kjer so merjene 
metode, dodamo oznako [RPlotExporter]. V podmapi 
.\BenchmarkDotNet.Artifacts\results potem dobimo slikovne datoteke tipa 
PNG z dvema grafoma za vse metode skupaj: 
- prikaz povprečne vrednosti izmerjenega časa v odvisnosti od metode z 
imenom datoteke <ImeRazreda>-barplot.png, 
- prikaz statističnih vrednosti (angl. Boxplot): mediana, prvi in tretji kvartil, 
najmanjša in največja vrednost, osamljeni oddaljeni primerki (angl. Outlier) 
z imenom datoteke <ImeRazreda>-boxplot.png. 
Poleg teh dveh nastanejo še za vsako metodo oz. odjemalca posebej naslednji 
grafi: 
- povprečno trajanje operacije v odvisnosti od zaporedne številke zagona 
(datoteka <ImeRazreda>-<ImeMetode>-facetTimeline.png), posebej 
tudi z vrisano polinomsko interpolacijsko krivuljo (datoteka <ImeRazreda>-
<ImeMetode>-facetTimelineSmooth.png), 
- kumulativni povprečni čas v odvisnosti od zaporedne številke zagona 
(datoteka <ImeRazreda>-<ImeMetode>-cummean.png), 





6  Primerjava rezultatov meritev 
V naslednjih razdelkih bodo predstavljeni statistično obdelani izidi meritev 
posameznih odjemalcev po operacijah (ukazih SQL) tabelarično in grafično. 
Zaradi preglednosti bodo v tabelah uporabljene naslednje okrajšave baz: 
- Ms – Microsoft SQL Server, 
- Pg – PostgreSQL, 
- My – MySQL. 
Knjižnica BenchmarkDotNet iz praktičnih razlogov piše mersko enoto 
mikrosekunda kot us, namesto µs. Zato je tak zapis uporabljen tudi na grafih, ki jih 
izdela program R. 
V tabelah bodo za vsako bazo in njene odjemalce navedeni podatki: povprečje, 
standardni odklon, spodnja meja, mediana in zgornja meja. Na slikah pa bo prikazana 
porazdelitev teh podatkov po kvartilih (angl. Boxplot): z debelo vodoravno črto bo 
označena mediana, z obarvanim pravokotnikom območje med prvim in tretjim 
kvartilom, z navpično daljico pa območje med spodnjo in zgornjo mejo vrednosti 
podatkov. V nekaterih primerih bodo s pikami označeni osamljeni, od glavnine 
oddaljeni podatki (angl. Outliers), ki so bili izločeni iz izračunov. 
V primerjavah na koncu razdelkov bo podan vrstni red odjemalcev po 
naraščajoči mediani izmerjenih časov. Mediana je bila izbrana kot kriterij zaradi 
pogosto izrazito asimetrične porazdelitve teh časov, kar je vidno tudi na prikazu 
kvartilov. V primerjavah bo v zadnjem stolpcu z glavo »Skupaj« izpisan seštevek točk 
odjemalcev po posameznih operacijah in na koncu še za vse operacije skupaj. 
Točkovanje za to razvrstitev bo tako, da za prvo mesto pripada 1 točka, za drugo 2 itn. 
V seštevku pomeni manjše število boljši rezultat. 
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6.1  Primerjava hitrosti branja (ukaz SELECT) 
6.1.1  Branje ene vrstice 
Tabela DeviceAttr 
Iz meritev izračunani podatki so prikazani v tabeli 6.1. 
 




Mediana Zgornja meja 
Ms 
 
ODBC 995,189 us 5,077 us 988,54 us 993,48 us 1.003,58 us 
OLE DB 1.006,237 us 10,322 us 993,09 us 1.008,65 us 1.023,73 us 
SQLClient 989,783 us 2,223 us 986,13 us 990,12 us 993,69 us 
My ODBC 431,018 us 6,365 us 423,10 us 430,49 us 442,49 us 




Devart 949,973 us 37,851 us 869,52 us 948,13 us 1.025,76 us 
Npgsql 697,818 us 14,116 us 669,58 us 699,49 us 715,66 us 
ODBC 621,944 us 45,153 us 556,88 us 606,86 us 748,87 us 
Tabela 6.1:  Meritve časa branja ene vrstice iz tabele DeviceAttr 
Grafični prikaz meritev je predstavljen na sliki 6.1. 
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Slika 6.1:  Primerjava časa branja ene vrstice iz tabele DeviceAttr 
Tabela Result 
Iz meritev izračunani podatki so prikazani v tabeli 6.2. 
 






Ms ODBC 412,017 us 21,929 us 366,69 us 410,17 us 456,49 us 
OLE DB 377,446 us 14,542 us 359,84 us 374,26 us 407,80 us 
SQLClient 401,907 us 44,263 us 343,13 us 384,88 us 523,88 us 
My ODBC 286,454 us 2,386 us 283,10 us 285,90 us 290,37 us 
SQLClient 341,094 us 4,343 us 335,96 us 339,29 us 349,80 us 
Pg Devart 608,301 us 27,520 us 579,26 us 606,06 us 677,74 us 
Npgsql 455,146 us 20,127 us 412,69 us 458,01 us 496,63 us 
ODBC 417,547 us 17,669 us 396,13 us 411,14 us 446,12 us 
Tabela 6.2:  Meritve časa branja ene vrstice iz tabele Result 
Grafični prikaz meritev je predstavljen na sliki 6.2. 
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Slika 6.2:  Primerjava časa branja ene vrstice iz tabele Result 
6.1.2  Branje tisoč vrstic 
Tabela DeviceAttr 
Iz meritev izračunani podatki so prikazani v tabeli 6.3. 
 






Ms ODBC 108,0138 ms 1,6601 ms 105,1472 ms 108,1369 ms 110,4154 ms 
 OLE DB 106,7399 ms 0,7399 ms 105,4124 ms 106,6593 ms 108,0632 ms 
 SQLClient 103,8872 ms 1,0899 ms 102,1141 ms 103,8963 ms 105,7550 ms 
My ODBC 64,3588 ms 0,7677 ms 62,9000 ms 64,5054 ms 66,0188 ms 
 SQLClient 62,2793 ms 0,3054 ms 61,8845 ms 62,3282 ms 63,0143 ms 
Pg Devart 25,8286 ms 0,3387 ms 25,4005 ms 25,7950 ms 26,4946 ms 
 Npgsql 25,6070 ms 0,3019 ms 25,2564 ms 25,5562 ms 26,1525 ms 
 ODBC 27,5661 ms 0,2726 ms 27,1401 ms 27,5974 ms 28,1250 ms 
Tabela 6.3:  Meritve časa branja tisoč vrstic iz tabele DeviceAttr 
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Grafični prikaz meritev je predstavljen na sliki 6.3. 
 
Slika 6.3:  Primerjava časa branja tisoč vrstic iz tabele DeviceAttr 
Tabela Result 
Iz meritev izračunani podatki so prikazani v tabeli 6.4. 






Ms ODBC 18,0621 ms 0,2698 ms 17,7250 ms 18,0844 ms 18,5025 ms 
OLE DB 18,4199 ms 0,4354 ms 17,7480 ms 18,3914 ms 19,1794 ms 
SQLClient 17,7525 ms 0,3096 ms 17,3128 ms 17,6394 ms 18,3546 ms 
My ODBC 8,8768 ms 0,1835 ms 8,6658 ms 8,8791 ms 9,2137 ms 
SQLClient 8,1874 ms 0,1608 ms 7,9128 ms 8,1404 ms 8,4987 ms 
Pg Devart 12,1890 ms 0,1108 ms 12,0368 ms 12,1865 ms 12,4448 ms 
Npgsql 11,9078 ms 0,1627 ms 11,6246 ms 11,9344 ms 12,1327 ms 
ODBC 16,1964 ms 0,1740 ms 15,8810 ms 16,1900 ms 16,4619 ms 
Tabela 6.4:  Meritve časa branja tisoč vrstic iz tabele Result 
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Grafični prikaz meritev je predstavljen na sliki 6.4. 
 
Slika 6.4:  Primerjava časa branja tisoč vrstic iz tabele Result 
 
6.1.3  Primerjava rezultatov za operacijo branja 
V tabeli 6.5 je povzet vrstni red hitrosti primerjanih odjemalcev. Števila 
pomenijo mesto v razvrstitvi posamezne meritve, podana pa so za štiri kombinacije 
drugega in tretjega parametra pri klicu programa. 
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Baza Odjemalec D 1 D 1000 R 1 R 1000 Skupaj 
Ms 
 
ODBC 7 8 6 7 28 
OLE DB 8 7 3 8 26 
SQLClient 6 6 4 6 22 
My ODBC 1 5 1 2 9 
SQLClient 2 4 2 1 9 
Pg Devart 5 2 8 4 19 
Npgsql 4 1 7 3 15 
ODBC 3 3 5 5 16 
Tabela 6.5:  Primerjava odjemalcev pri operacijah branja 
Vidimo, da je pri izvajanju ukaza SELECT najhitrejša baza MySQL, sledi 
PostgreSQL, zadnja pa je Microsoft SQL Server. Izbira odjemalca tu očitno nima 
velikega vpliva. 
6.2  Primerjava hitrosti dodajanja (ukaz INSERT) 
6.2.1  Dodajanje ene vrstice s parametrom 
Tabela DeviceAttr 
Iz meritev izračunani podatki so prikazani v tabeli 6.6. 




Mediana Zgornja meja 
Ms SQLClient 1.220,232 us 293,391 us 798,82 us 1.135,51 us 2.070,14 us 
ODBC 886,191 us 56,800 us 813,10 us 869,21 us 1.010,28 us 
OLE DB 894,943 us 35,474 us 851,56 us 887,27 us 948,87 us 
Pg Npgsql 5.375,244 us 2.575,598 us 2.082,51 us 5.459,84 us 12.071,53 us 
ODBC 6.615,354 us 2.420,804 us 2.123,89 us 6.449,57 us 13.258,95 us 
Devart 6.631,894 us 3.911,139 us 2.205,47 us 5.623,65 us 17.755,57 us 
My ODBC 3.384,084 us 171,521 us 3.158,40 us 3.325,75 us 3.769,12 us 
SQLClient 3.059,655 us 256,993 us 2.773,75 us 2.972,69 us 3.995,43 us 
Tabela 6.6:  Meritve časa dodajanja ene vrstice v tabelo DeviceAttr s parametrom 
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Grafični prikaz meritev je predstavljen na sliki 6.5. 
 
Slika 6.5:  Primerjava časa dodajanja ene vrstice v tabelo DeviceAttr s parametrom 
Tabela Result 
Iz meritev izračunani podatki so prikazani v tabeli 6.7. 








ODBC 871.316 us 44.406 us 802.39 us 864.60 us 957.05 us 
OLE DB 846.803 us 20.765 us 806.96 us 850.19 us 881.60 us 
SQLClient 2,423.655 us 867.126 us 1,276.50 us 2,160.10 us 4,658.51 us 
My ODBC 8,363.946 us 2,754.212 us 3,960.10 us 7,362.79 us 16,325.59 us 
SQLClient 5,320.763 us 2,031.342 us 2,833.40 us 5,974.19 us 12,023.77 us 
Pg Devart 4,531.243 us 2,382.591 us 2,194.96 us 4,015.25 us 10,741.47 us 
Npgsql 3,893.469 us 2,213.201 us 2,030.60 us 2,905.63 us 10,587.24 us 
ODBC 5,979.669 us 3,412.952 us 2,142.23 us 5,394.89 us 16,423.71 us 
Tabela 6.7:  Meritve časa dodajanja ene vrstice v tabelo Result s parametrom 
6  Primerjava rezultatov meritev 63 
 
Grafični prikaz meritev je predstavljen na sliki 6.6. 
 
Slika 6.6:  Primerjava časa dodajanja ene vrstice v tabelo Result s parametrom 
6.2.2  Dodajanje tisoč vrstic s parametrom 
Tabela DeviceAttr 
Iz meritev izračunani podatki so prikazani v tabeli 6.8. 
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ODBC 1,7083 s 0,0870 s 1,5565 s 1,7369 s 1,8674 s 
OLE DB 1,6330 s 0,0745 s 1,4826 s 1,6258 s 1,7732 s 
SQLClient 1,3699 s 0,1127 s 1,2113 s 1,3659 s 1,6680 s 
My ODBC 8,0650 s 1,3624 s 5,4299 s 7,7402 s 11,7693 s 
SQLClient 7,9721 s 1,6119 s 5,1593 s 8,1161 s 13,5336 s 
Pg Devart 8,0043 s 1,4066 s 4,7651 s 7,9391 s 11,0373 s 
Npgsql 8,0832 s 0,7377 s 6,4697 s 8,0455 s 9,8916 s 
ODBC 8,3594 s 0,9443 s 6,1130 s 8,4452 s 10,2240 s 
Tabela 6.8:  Meritve časa dodajanja tisoč vrstic v tabelo DeviceAttr s parametrom 
Grafični prikaz meritev je predstavljen na sliki 6.7. 
 
Slika 6.7:  Primerjava časa dodajanja tisoč vrstic v tabelo DeviceAttr s parametrom 
Tabela Result 
Iz meritev izračunani podatki so prikazani v tabeli 6.9. 
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ODBC 3,8496 s 0,1690 s 3,5615 s 3,8117 s 4,1564 s 
OLE DB 4,0217 s 0,1609 s 3,7037 s 4,0441 s 4,2569 s 
SQLClient 3,8874 s 0,3116 s 3,1766 s 3,9369 s 4,2980 s 
My ODBC 10,5109 s 0,7508 s 9,0989 s 10,4607 s 12,1070 s 
SQLClient 12,1136 s 1,9060 s 7,6373 s 12,2249 s 16,3563 s 
Pg Devart 7,7351 s 1,7682 s 5,2406 s 7,3712 s 10,6284 s 
Npgsql 7,5951 s 1,2855 s 5,5249 s 7,4581 s 9,6908 s 
ODBC 6,9805 s 1,6765 s 3,4377 s 6,6554 s 10,7333 s 
Tabela 6.9:  Meritve časa dodajanja tisoč vrstic v tabelo Result s parametrom 
Grafični prikaz meritev je predstavljen na sliki 6.8. 
 
Slika 6.8:  Primerjava časa dodajanja tisoč vrstic v tabelo Result s parametrom 
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6.2.3  Dodajanje ene vrstice brez parametra 
Tabela DeviceAttr 
Iz meritev izračunani podatki so prikazani v tabeli 6.10. 
 








ODBC 1,0264 ms 0,0563 ms 0,9340 ms 1,0272 ms 1,1439 ms 
OLE DB 1,2021 ms 0,0738 ms 1,0322 ms 1,2191 ms 1,3188 ms 
SQLClient 1,3805 ms 0,0784 ms 1,1759 ms 1,3791 ms 1,5511 ms 
My ODBC 3,0034 ms 0,1516 ms 2,8327 ms 2,9443 ms 3,4056 ms 
SQLClient 3,0111 ms 0,1088 ms 2,7910 ms 3,0284 ms 3,2028 ms 
Pg Devart 6,7304 ms 3,1283 ms 2,2885 ms 5,7761 ms 15,5494 ms 
Npgsql 5,2011 ms 3,0056 ms 1,9690 ms 4,2182 ms 13,5644 ms 
ODBC 6,1160 ms 3,0311 ms 2,1118 ms 5,8318 ms 14,1546 ms 
Tabela 6.10:  Meritve časa dodajanja ene vrstice v tabelo DeviceAttr brez parametra 
Grafični prikaz meritev je predstavljen na sliki 6.9. 
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Slika 6.9:  Primerjava časa dodajanja ene vrstice v tabelo DeviceAttr brez parametra 
Tabela Result 
Iz meritev izračunani podatki so prikazani v tabeli 6.11. 
 
Baza Odjemalec Povprečje Standardni odklon Spodnja meja Mediana Zgornja meja 
Ms ODBC 2.9452 ms 0.1175 ms 2.7678 ms 2.9522 ms 3.1532 ms 
OLE DB 4.8203 ms 0.7593 ms 3.2034 ms 4.6941 ms 7.0847 ms 
SQLClient 3.6946 ms 0.2861 ms 2.9815 ms 3.7268 ms 4.3660 ms 
My ODBC 6.3584 ms 0.9970 ms 3.8817 ms 6.2068 ms 8.9288 ms 
SQLClient 3.4302 ms 0.9086 ms 2.7920 ms 3.0401 ms 6.3445 ms 
Pg Devart 2.5603 ms 0.0800 ms 2.4742 ms 2.5485 ms 2.7363 ms 
Npgsql 4.4365 ms 2.5360 ms 2.1015 ms 3.2983 ms 12.0169 ms 
ODBC 7.0011 ms 3.5385 ms 2.2035 ms 6.7756 ms 17.4200 ms 
Tabela 6.11:  Meritve časa dodajanja ene vrstice v tabelo Result brez parametra 
Grafični prikaz meritev je predstavljen na sliki 6.10. 
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Slika 6.10:  Primerjava časa dodajanja ene vrstice v tabelo Result brez parametra 
6.2.4  Dodajanje tisoč vrstic brez parametra 
Tabela DeviceAttr 
Iz meritev izračunani podatki so prikazani v tabeli 6.12. 






Ms ODBC 1,8082 s 0,0964 s 1,6401 s 1,7841 s 1,9835 s 
OLE DB 2,0042 s 0,0387 s 1,9079 s 2,0071 s 2,0697 s 
SQLClient 1,8948 s 0,0440 s 1,8239 s 1,8985 s 1,9566 s 
My ODBC 7,3487 s 1,4560 s 4,8830 s 7,0786 s 11,0458 s 
SQLClient 7,4621 s 1,3662 s 5,1791 s 7,2202 s 11,0412 s 
Pg Devart 8,2673 s 1,2333 s 5,2986 s 8,4314 s 10,4370 s 
Npgsql 7,2559 s 1,2033 s 4,5579 s 7,2625 s 10,0247 s 
ODBC 7,3739 s 1,1304 s 4,4815 s 7,5471 s 10,0386 s 
Tabela 6.12:  Meritve časa dodajanja tisoč vrstic v tabelo DeviceAttr brez parametra 
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Grafični prikaz meritev je predstavljen na sliki 6.11. 
 
Slika 6.11:  Primerjava časa dodajanja tisoč vrstic v tabelo DeviceAttr brez parametra 
Tabela Result 
Iz meritev izračunani podatki so prikazani v tabeli 6.13. 






Ms ODBC 5,0410 s 0,6796 s 4,2515 s 4,7341 s 6,2624 s 
OLE DB 6,1090 s 0,0990 s 5,8752 s 6,0947 s 6,3325 s 
SQLClient 4,9855 s 0,5009 s 4,3319 s 4,8259 s 5,9919 s 
My ODBC 9,5700 s 1,1082 s 7,6073 s 9,4552 s 11,6660 s 
SQLClient 5,0304 s 0,3764 s 4,1600 s 5,0758 s 5,9402 s 
Pg Devart 8,2588 s 1,2389 s 5,5398 s 8,4081 s 10,3528 s 
Npgsql 7,7483 s 1,3241 s 5,1327 s 8,0994 s 9,5708 s 
ODBC 7,3673 s 1,5344 s 3,4150 s 7,6250 s 9,1619 s 
Tabela 6.13:  Meritve časa dodajanja tisoč vrstic v tabelo Result brez parametra 
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Grafični prikaz meritev je predstavljen na sliki 6.12. 
 
Slika 6.12:  Primerjava časa dodajanja tisoč vrstic v tabelo Result brez parametra 
6.2.5  Dodajanje tisoč vrstic v enem ukazu 
Tabela DeviceAttr 
Iz meritev izračunani podatki so prikazani v tabeli 6.14. 
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Ms ODBC 1.258,7950 
ms 




 OLE DB 1.203,9347 
ms 




 SQLClient 1.321,1851 
ms 




My ODBC 884,8993 ms 212,6640 ms 355,4745 ms 894,2373 ms 1.384,2645 
ms 
 SQLClient 2.637,4924 
ms 






Pg Devart 305,6755 ms 79,8318 ms 130,5726 ms 310,7388 ms 500,8671 ms 
 Npgsql 348,6127 ms 80,7784 ms 168,8258 ms 346,3984 ms 556,3986 ms 
 ODBC 299,0706 ms 87,3174 ms 111,7870 ms 304,9300 ms 499,8504 ms 
Tabela 6.14:  Meritve časa dodajanja tisoč vrstic v tabelo DeviceAttr v enem ukazu 
Grafični prikaz meritev je predstavljen na sliki 6.13. 
 
Slika 6.13:  Primerjava časa dodajanja tisoč vrstic v tabelo DeviceAttr v enem ukazu 
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Tabela Result 
Iz meritev izračunani podatki so prikazani v tabeli 6.15. 






Ms ODBC 3.242,2823 
ms 






OLE DB 3.305,8788 
ms 














My ODBC 3.469,2916 
ms 








2.197,1179 ms 148,1796 ms 776,4246 ms 6.567,7170 
ms 
Pg Devart 214,3640 ms 70,3526 ms 115,6396 ms 172,6461 ms 322,3190 ms 
Npgsql 421,7852 ms 79,9241 ms 320,2534 ms 454,0088 ms 547,6388 ms 
ODBC 201,2154 ms 81,4305 ms 101,4155 ms 148,9162 ms 350,4713 ms 
Tabela 6.15:  Meritve časa dodajanja tisoč vrstic v tabelo Result v enem ukazu 
Grafični prikaz meritev je predstavljen na sliki 6.14. 
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Slika 6.14:  Primerjava časa dodajanja tisoč vrstic v tabelo Result v enem ukazu 
 
6.2.6  Primerjava rezultatov za operacijo dodajanja 
V tabeli  je povzet vrstni red hitrosti primerjanih odjemalcev. Števila pomenijo 
mesto v razvrstitvi posamezne meritve, podana pa so za deset kombinacij parametrov 
pri klicu programa. V seštevku pomeni manjše število boljši rezultat. 
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Ms ODBC 1 2 3 1 1 2 1 1 6 6 24 
OLE DB 2 1 2 3 2 6 3 4 5 7 35 
SQLClient 3 3 1 2 3 5 2 2 7 5 33 
My ODBC 5 8 4 7 4 7 4 8 4 8 59 
SQLClient 4 7 7 8 5 3 5 3 8 4 54 
Pg Devart 7 5 5 5 7 1 8 7 2 2 49 
Npgsql 6 4 6 6 6 4 6 6 3 3 50 
ODBC 8 6 8 4 8 8 7 5 1 1 56 
Tabela 6.16:  Primerjava odjemalcev pri operacijah dodajanja 
Iz primerjave odjemalcev pri izvajanju ukaza INSERT izhaja, da sta odprtokodni 
bazi opazno počasnejši od baze Microsoft SQL Server, med njima pa je nekoliko 
hitrejša baza PostgreSQL, vendar ne z odjemalcem ODBC. 
6.3  Primerjava hitrosti spreminjanja (ukaz UPDATE) 
6.3.1  Spreminjanje ene vrstice 
Tabela DeviceAttr 
Iz meritev izračunani podatki so prikazani v tabeli 6.17. 
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Ms ODBC 3,0144 ms 0,0651 ms 2,8936 ms 3,0021 ms 3,1474 ms 
OLE DB 3,0703 ms 0,0961 ms 2,9260 ms 3,0524 ms 3,2556 ms 
SQLClient 3,0208 ms 0,0915 ms 2,8885 ms 3,0273 ms 3,1981 ms 
My ODBC 4,0409 ms 0,2840 ms 3,7117 ms 3,9183 ms 4,7606 ms 
SQLClient 4,0735 ms 0,2331 ms 3,6317 ms 4,0177 ms 4,6188 ms 
Pg Devart 19,2121 ms 9,2075 ms 6,5996 ms 19,4851 ms 40,9150 ms 
Npgsql 5,4573 ms 2,7869 ms 2,1851 ms 5,4859 ms 12,7933 ms 
ODBC 6,8883 ms 3,2587 ms 2,2026 ms 6,3855 ms 15,6662 ms 
Tabela 6.17:  Meritve časa spreminjanja ene vrstice v tabeli DeviceAttr 
Grafični prikaz meritev je predstavljen na sliki 6.15. 
 
Slika 6.15:  Primerjava časa spreminjanja ene vrstice v tabeli DeviceAttr 
6.3.2  Spreminjanje tisoč vrstic 
Tabela DeviceAttr 
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Iz meritev izračunani podatki so prikazani v tabeli 6.18. 
 






Ms ODBC 3,9617 s 0,1216 s 3,8056 s 3,9285 s 4,2187 s 
OLE DB 3,9875 s 0,0969 s 3,8881 s 3,9254 s 4,1315 s 
SQLClient 3,8759 s 0,1163 s 3,7531 s 3,8317 s 4,0553 s 
My ODBC 12,8409 s 1,8971 s 9,1289 s 12,2691 s 17,3002 s 
SQLClient 13,2345 s 2,0793 s 9,2077 s 13,2603 s 17,8470 s 
Pg Devart 27,1156 s 1,5094 s 23,2096 s 27,2954 s 29,6892 s 
Npgsql 9,4789 s 0,8826 s 7,3526 s 9,5681 s 11,5906 s 
ODBC 9,3508 s 1,1834 s 6,0782 s 9,5497 s 12,3807 s 
Tabela 6.18:  Meritve časa spreminjanja tisoč vrstic v tabeli DeviceAttr 
Grafični prikaz meritev je predstavljen na sliki 6.16. 
 
Slika 6.16:  Primerjava časa spreminjanja tisoč vrstic v tabeli DeviceAttr 
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6.3.3  Primerjava rezultatov za operacijo spreminjanja 
V tabeli  je povzet vrstni red hitrosti primerjanih odjemalcev. Števila pomenijo 
mesto v razvrstitvi posamezne meritve, podana pa so za dve meritvi – spreminjanje 
ene in tisoč vrstic. V seštevku pomeni manjše število boljši rezultat. 
 
Baza Odjemalec U 1 U 1000 Skupaj 
Ms ODBC 1 3 4 
OLE DB 3 2 5 
SQLClient 2 1 3 
My ODBC 4 6 10 
SQLClient 5 7 12 
Pg Devart 8 8 16 
Npgsql 6 5 11 
ODBC 7 4 11 
Tabela 6.19:  Primerjava odjemalcev pri operacijah spreminjanja 
Iz primerjave odjemalcev pri izvajanju ukaza UPDATE vidimo, da sta odprtokodni 
bazi opazno počasnejši od baze Microsoft SQL Server, med njima pa po počasnosti 
izstopa odjemalec Devart za bazo PostgreSQL. 
6.4  Primerjava rezultatov za vse operacije 
V tabeli 6.20 je predstavljen vrstni red odjemalcev pri vseh operacijah. 
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Baza Odjemalec Branje Dodajanje Spreminjanje Skupaj 
Ms ODBC 8 1 2 11 
OLE DB 7 3 3 13 
SQLClient 6 2 1 9 
My ODBC 1 8 4 13 
SQLClient 1 6 7 14 
Pg Devart 5 4 8 17 
Npgsql 3 5 5 13 
ODBC 4 7 5 16 
Tabela 6.20:  Primerjava hitrosti odjemalcev pri vseh operacijah 
 
Iz opravljenih meritev časov izvajanja različnih operacij z naborom odjemalcev 
na izbranih treh bazah lahko ugotovimo, da sta pri branju podatkov (ukaz SELECT) 
odprtokodni bazi hitrejši od referenčne baze Microsoft SQL Server. Pri posegih, ki 
spreminjajo stanje baze (ukaza INSERT in UPDATE)  pa sta odprtokodni bazi na splošno 
počasnejši in tudi izkazujeta nekoliko večji standardni odklon časov izvajanja od 
referenčne baze. Izjema je pri dodajanju velikega števila vrstic z enim ukazom, kjer 
izrazito prednjači PostgreSQL. 
Razmerje povprečnih časov izvajanja vseh treh baz je v območju do 10, pri 
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Iz podatkov meritev lahko ugotovimo, da odprtokodni relacijski podatkovni bazi 
MySQL in PostgreSQL pri nekaterih operacijah in uporabljenih odjemalcih delujeta 
počasneje, pri drugih spet hitreje od referenčne baze Microsoft SQL Server, nikjer pa 
razmerje časov ni večje od 10. Zato ocenjujemo, da predstavljata vsaj z gledišča 
časovne odzivnosti praktično enakovredno zamenjavo za obstoječe rešitve. 
Za dokončno odločitev o uporabi posamezne odprtokodne relacijske baze v 
sistemu HES pa bo potrebno v prihodnje opraviti še nekaj dela, in to na več področjih. 
Kot ugotavljajo razvijalci programov za primerjanje (angl. Benchmark), tudi 
konkurenčni PolePosition [24] (ki pa je namenjen okoljem s programskim jezikom 
Java), je primerjava programske opreme pogosto najboljša takrat, ko primerjamo 
programsko opremo v okolju, kjer naj bi bila uporabljena in v scenarijih, ki bodo 
uporabljeni. Splošni preskus, kot je predstavljen v tem delu, lahko služi samo za prvi 
vtis o primerjanih izdelkih. Čeprav smo uporabili tabele, ki so bile zgrajene enako, kot 
so v resničnem sistemu HES, pa smo jih napolnili s simuliranimi podatki in tudi 
uporabili poenostavljene operacije za obdelavo podatkov. Za bolj točno primerjavo je 
priporočljivo te merilne postopke ponoviti z enakimi postopki, kot jih uporablja 
resnični HES in na podatkih iz resničnega sistema HES. 
Orodje BenchmarkDotNet omogoča tudi primerjavo časa izvajanja metod z 
uporabo različnih ogrodij .NET (angl. .NET Framework). Na voljo je podpora za: 
- osnovno ogrodje, ki je privzeto nameščeno v operacijskem sistemu 
Windows, 
- .NET Core (verzija 1.1 in novejše), 
- Mono. 
V tem delu smo izvedli primerjavo na osnovnem (polnem) ogrodju .NET na 
operacijskem sistemu Windows, glede na možne primere uporabe pa bo potrebno 
izvesti primerjave še z drugimi ogrodji in na drugih operacijskih sistemih (Linux) in 
tudi na vgrajenih sistemih z uporabo operacijskih sistemov v stvarnem času (angl. 
Real-Time System). 
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Potrebna pa bo še podrobna analiza o potrebnih prilagoditvah programske 
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