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Currently, there are various tools for developing software capable of running psychological experiments. Well-known commercial software packages are Superlab, E-Prime, Inquisit, and DirectRT (Stahl, 2006) . These software packages take care of timing precision and support specialist hardware, such as keyboards designed for reaction time measurement. PsyToolkit has similar functions but differs from the commercial packages in that it is developed specifically for the operating system Linux.
Linux's popularity is steadily increasing, in part because most of its software, including PsyToolkit 1 , is free of cost. This makes Linux and PsyToolkit suitable for those on a limited budget, such as students or universities in developing countries. Furthermore, with the addition of PsyToolkit, Linux is well suited for use by experimental psychologists. After all, statistical software for data analysis and office software for dissemination and communication have been around for Linux for a long time, and a fully functional experimental toolkit was probably the only missing bit.
Although PsyToolkit is the only experimental package developed exclusively for Linux, it is not the only software toolkit available for programming experiments on Linux computers. Today, there are a number of cross-platform solutions that have been reviewed elsewhere, such as PyEPL (Geller, Schleifer, Sederberg, Jacobs, & Kahana, 2007) , PsychoPy (Peirce, 2007) , Vision Egg (Straw, 2008) , and TScope (Stevens, Lammertyn, Verbruggen, & Van dierendonck, 2006) . Cross-platform solutions are ideal in principle, because they aim to deliver the same software package for a number of different operating systems-typically, Microsoft Windows, Apple Macintosh, and Linux. But in practice, cross-platform solutions rarely deliver exactly the same functions on all three platforms, and it is typically the Linux implementation that suffers from a lack of complete implementation.
PsyToolkit has three components, which can be used independently. From a user perspective, the main component of PsyToolkit is its scripting language, designed for psychological experiments and distributed with a number of detailed examples, including a spatial stimulusresponse compatibility experiment, a task-switching experiment, an inhibition-of-return experiment, a computer analogue of the Wisconsin card-sorting test, a Fitts's law experiment, and a visual search experiment. Many of the examples also include R scripts for data analysis with the free and open source statistical software R (R Development Core Team, 2009).
In the scripting language, experiments are programmed as a list of command codes (similar to most programming languages). There is no graphical user interface to program experiments, as is available in various other psychological software packages; the list of command codes must therefore be entered and edited using a text editor. The scripting language is optimized for psychological experiments, with command codes for events of specific relevance to experiments. The efficiency of the scripting language is illustrated in Appendix A, which shows an example of a fully functional stimulus-response compatibility experiment in as few as 31 lines (the examples will be explained in detail below). the experiment, displaying instructions, setting variables, and even calling other programs (e.g., the statistical programming language R to analyze the participant's data and present the participant with performance feedback).
The second component of PsyToolkit is a C library, which offers the same functionality as the scripting language, but which can also be used separately. Nearly all commands used in the scripting language have an equivalent in the C library. 2 A quick way to learn the C library is to compile a script with "psycc" and use the "2k" option, which keeps a copy of the temporary C file into which the script has been compiled. Users who want features not easily performed by the scripting language can start with a script, keep the C code, and then enhance the C code. But users who want to add just a few lines of C can do this in a much more convenient way by using the command code "c" (whereby everything following "c" will be interpreted and executed as C language).
The third component of PsyToolkit is a questionnaire presenter ("PsyQuest") that enables a quick and easy entry system for questionnaires using the mouse or keyboard. The functionality and implementation of "PsyQuest" is entirely different from those of the previous two components of PsyToolkit. It is included to enable researchers to complement their experiment by collecting demographic data or carrying out established personality tests.
So far, this review has focused on the programming interface, but this interface would not be of much use without some of the underlying programming technologies that ensure accurate timing and access to hardware, such as the screen, response pads, and digital input/output boards.
Timing accuracy in multitasking operating systems has received much attention in the psychological research methods literature, and accurate timing is not a problem for Linux-operated computers (Finney, 2001) . But even when the Linux system is capable of accurate timing, external devices such as screens, keyboards, and computer mice might affect timing because of their own timing inaccuracies.
Both traditional cathode ray tube (CRT) screens and modern flat screens (LCD) are typically very reliable in their timing and similar across product lines, and the use of vertical synchronization, as recommended for psychological experiments on all platforms (Gofen & Mackeben, 1997; McKinney, MacCormac, & Welsh-Bohmer, 1999; Stewart, 2006) , is implemented in PsyToolkit. It is possible to measure the timing accuracy of visual stimulus onset and offset using the BlackBox toolkit (Plant, Hammond, & Turner, 2004; Plant, Hammond, & Whitehouse, 2002) or with a setup similar to that in Example 4 (below). More difficult to deal with are timing inaccuracies that can arise from response measurement with the regular keyboard and the mouse (Plant, Hammond, & Whitehouse, 2003) . These devices vary strongly in their timing accuracy and should be tested in the lab if possible-for example, using the BlackBox toolkit. For time-sensitive tasks, PsyToolkit should use an external keyboard, such as IoLab 3 or Cedrus (PsyToolkit has a number of dedicated procedures for dealing with these keyboards). These devices keep their After a script has been created, the user can use the program "psycc" to compile it into Linux executable code (the user types "psycc" on the command line interface, followed by the name of the script). "Psycc" is a sourceto-source cross compiler; that is, it translates the script code into C code, which then is compiled into machine code (i.e., the code the microprocessor uses). In accordance with the Linux tradition, "psycc" comes with a manual page (which can be shown typing "man psycc") and multiple options. For example, if the user wishes to get an overview of the scripting language syntax, the user types "psycc -s," and the syntax will be displayed in the terminal window.
A script is a list of command codes, and this list follows a syntax. At the highest level of the scripting language, there are different sections. The "options" section can be used to set specific options the user might have for the experiment. Currently, there are 19 different options. For example, the "cedrus" option enables the use of Cedrus keyboards, and the "resolution" option can set another screen resolution than the default 800 3 600 pixels. Sections are separated from each other by an empty line, and indentation of code is recommended (but not required) for readability (see the Appendixes for examples).
Apart from the "options" section, there are seven other sections available. Four of these sections are used just to specify stimulus material ("bitmaps," "sounds," "videos," "fonts"). If an experiment uses none of these stimulus types, these sections are not necessary (see Example 1 below for a simple experiment that can do without them). Further sections are for describing the events of individual trials ("task"), describing different experimental conditions ("table"), and describing the way trials are selected and combined ("block").
The "task" and "block" sections allow for a high level of control and design complexity. For example, users can use variables, control structures (i.e., "if . . . then"), and store data (i.e., "save"). The "task" section, especially, is designed to present stimuli (e.g., "show bitmap") and process signals from the keyboard(s) and mouse. Altogether, 30 different command codes can be used in the "task" section, most of them with various parameters. Different task sections can be used to describe different tasks or task types used in an experiment. For example, if you wanted to combine a visual search and a stimulus-response compatibility experiment in one study, you would have two different task sections.
The "block" section (with 11 different command codes) is designed to specify how trials are combined into blocks. The user can sequence trials in many different ways. For example, the user can randomize the call of trials or use a fixed order of trials (which can be used to ensure that all participants perform exactly the same order of trials). Furthermore, trials can be called such that they will repeat when the participant makes an error. Also, the maximum duration of a block can be specified with one command ("maxtime"), which is helpful for experiments in which the researcher wants to limit the time a participant spends on a set of trials. Finally, the block statement has a number of command codes available for inserting breaks in stoEt relevant from the participant's point of view. As previously mentioned, the code consists of various sections-in this case, "options" (lines 9-10), "table" (lines 12-17), "task" (lines 19-35), and "block" (lines 37-40), and these sections are separated by empty lines (lines 11, 18, and 36).
The "options" section has just one option (line 10), which specifies that position 0,0 refers to the center of the screen (by default, 0,0 refers to the top left corner of the screen). The "table" section has four rows, each row describing one of the four experimental conditions. The columns reflect the name of the condition, the horizontal position of the imperative stimulus, the red and green color channels of the stimulus, and the correct response, respectively.
The "task" section describes what happens in one trial. The "table" (line 20) command tells the computer to use the table "compatibilitytable" and selects one of its rows for the present trial. In this example, PsyToolkit uses the default method of choosing a table row randomly (each trial), but other methods are available as well. The "keys" command (line 21) states that the left and right shift keys of the keyboard will be used, and these will be numbered as they occur in this line (i.e., 1, 2). A small white rectangle is displayed at the center of the screen (line 22) for 200 msec (line 23) and is then erased (line 24). The rectangle command code takes a number of arguments; the first two are the position, followed by the width and height, followed by the values of the RGB (i.e., red-green-blue) channels (255,255,255 equals white). Following a 50-msec pause (line 25), the "show" command (line 26) is then used for displaying the imperative stimulus, a red or green rectangle. Now, some of the arguments are read from the table, as indicated by the "@" sign (the horizontal position and the red and green values vary from trial to trial).
The "readkey" command (Line 27) waits for up to 5,000 msec for keyboard input, but it will ignore any key except the keys specified in line 21. The second argument of "readkey" specifies what constitutes a correct response, and in this case this is read from the fifth column of the table (as specified by the "@5"), using the randomly selected row of the present trial. Once the "readkey" command finishes, a number of variables related to the "readkey" event will automatically be set. The KEY variable will be set to the number of the keypressed (1 or 2), the STATUS variable is set to CORRECT, WRONG, or TIME-OUT, and finally, the RT and TT variables will be set to the time (since the start of "readkey") the button is pressed down and the time the button is released, respectively. The "clear" command (line 28) erases the second presented stimulus (i.e., the one on line 26) once the response is measured or once the 5,000 msec have passed (a "clear" command can also be called with negative numbers to indicate the relative number of stimulus presentation: 21 would indicate that the last presented stimulus must be erased; see also Example 3).
The "if " statement (line 29) illustrates the PsyToolkit conditional statement; the lines between "if " and "fi" are carried out only if the "STATUS !5 CORRECT" condition 4 applies.
Finally, the "save" statement is used to save variables permanently to a computer file for later data analysis (the own time, independently of the host computer. For less time-sensitive tasks, the regular keyboard and mouse can be extremely helpful and cost-effective solutions.
For users who want to construct their own devices for stimulus presentation or data collection, PsyToolkit supports two digital input/output boards (i.e., a computer card that can send or receive discrete on/off signals to or from an external electronic circuit). On the one hand, it supports the parallel port, which is often built into desktop PCs, and on the other hand, it supports Measurement Computings' PCI-DIO24 board. Example applications for an input/ output board are a stimulus display made with light emitting diodes (LEDs, see Example 3), which can be updated with a millisecond resolution (unlike regular computer displays, which are typically updated in the 60-Hz range), and a light sensor system (see Example 4).
Like any other software package, PsyToolkit keeps increasing its functionality with each version. The potential downside of continuing development is the difficulty of between-version compatibility. To deal with this, Psy-Toolkit has been designed and implemented such that multiple versions of PsyToolkit can be installed on one computer, and can be used independently of each other. Laboratories can even go as far as designing their own PsyToolkit version (e.g., "myversion-2.0") and keep its functionality entirely separate of the other PsyToolit versions on the same computer. Using this version control technique, researchers do not need to be worried about older experiments no longer being compatible with the newest PsyToolkit version.
Below, four examples demonstrate details of the scripting language. These examples range from simple to complex. The first two examples can be run with the regular keyboard and mouse, whereas the last two examples illustrate the use of external devices. The latter two examples are of potential use beyond PsyToolkit, because they describe how to build simple circuits for using LEDs and measuring light.
ExAmPLE 1 Simple Stimulus-Response Compatibility Experiment
Stimulus-response compatibility studies have demonstrated that people typically respond faster and less erroneously to stimuli that have a straightforward relationship with their associated responses (Prinz & Hommel, 2002) . For example, if participants must associate the visually presented words "left" and "right" to a left-and a rightpositioned response button, and if the words can appear at any location on the screen, people will respond fastest when both stimulus and response button are located on the same side.
Example 1 (Appendix A) implements a stimulusresponse compatibility experiment and aims to illustrate some key concepts of the PsyToolkit scripting language. The instruction for the participant is to respond to red stimuli with the left shift button and green stimuli with the right shift button. Stimuli can appear on the left or right of the screen, but this variation in stimulus position is ir-in the area of the second presented bitmap (line 24) in the present "task section," and the 5,000 indicates the maximum response time in milliseconds. The optional "range" element of the "readmouse" command indicates that only mouse clicks on bitmaps 2 through 5 (lines 24-27) will be considered. The latter statement helps to ensure that participants are not punished for clicking the mouse on something that is irrelevant (such as the fixation point, which in this case is bitmap 1).
Once the participant has clicked, all bitmaps are erased at once, and if the participant selected the correct bitmap, a sound will be played. At the end of the "task" section, some of the relevant variables will be saved (line 35). RT is the time the mouse button was pressed, and TT when it was released. MOUSE_X and MOUSE_Y refer to the cursor position when the mouse was clicked (not all off these variables are necessary for a real visual search experiment but are shown merely for illustration).
ExAmPLE 3 LED
In Examples 1 and 2, and in most ongoing studies in experimental psychology, a computer screen is used for the display of visual stimuli. The downside of regular computer screens is that they cannot be controlled with millisecond resolution. For example, on a typical computer monitor of 60 Hz, the display can be changed only every 16.7 msec.
For studies that require stimulus control at a millisecond resolution, the use of LEDs can be a solution. The skills required to set up a small LED display are minimal, and one can even circumvent the need to solder by using a solderless breadboard. LEDs are inexpensive and can be bought at electronic hardware stores (such as RadioShack in the U.S. and Maplin in the U.K.). The more expensive hardware needed is a digital input/output board, such as the parallel port or Measurement Computing's PCI-DIO24. The required items for Example 3 are the PCI-DIO24 card and peripherals, 1 LED (any color, 5-V), a 470-Ω resistor, two flexible jumper wires (ideally, 15-20 cm), and one breadboard.
The PCI-DIO24 device should be installed as instructed by the manufacturer, with a cable (Measurement Computing C37FFS-5) and a 37 universal screw terminal pinboard (Measurement Computing CIO-MINI37). The PCI-DIO24 device requires a driver (a piece of software interfacing the operating system and PsyToolkit), which is distributed for free and is easy to install. 6 The advantage to the use of a breadboard and a screw terminal is that the whole setup can be created with only a screwdriver as a tool (Figure 1) . The LED and the resistor are pushed into the breadboard, and so are the two jumper wires. The two wires are attached to the screw terminal pins 37 (port A0) and 21 (ground).
Once the hardware has been prepared, the script (Appendix C) should be used to run the study. The script is designed to measure the time it takes a participant to respond (i.e., pressing the space bar) to the LED light. There are different intervals between trials, as coded in file name is a combination of the script name and the date of the experiment). Variables are saved in plain text format and can thus easily be read in by any major statistics program. The programmer determines exactly which data are saved and which not. This prevents intermediate datafiltering stages in which the researcher needs to filter out the data of interest (as is the case in some other software for running experiments).
ExAmPLE 2 Visual Search Using the mouse stoEt
The script (Appendix D) introduces some new Psy-Toolkit features. First of all, there is a "while" loop employed in the "task" section. The script uses "timers" to keep track of the lapsed time. The script uses various variables to keep track of the status of the light sensor. A "C" expression is used, and text is displayed. Below, each of these features will be explained.
Typically, the task section describes just one trial, and it is the "block" section that organizes the looping through a sequence of trials. But in experiments in which the researcher wants to execute many measures that are not necessarily separate trials, it might be more practical to use a "while" loop to carry out multiple measures within this loop. For example, this is useful for implementing a synchronous tapping task (Repp, 2005) , in which a participant must repeatedly press a button in response to a regularly flashing LED. The "while" loop can also be useful for certain dual-task setups in which multiple-response events need to be controlled independently. In such a situation, the user can combine the "while" loop with the more advanced "status" arguments of keyboards (e.g., "keystatus," "mousestatus," "cedrus status," and "iolab status").
In the present example, a "while" loop lasting 10 sec (lines 12-30) is used to measure whether the light sensor detects changes in light (line 12). In order to prevent the computer from running the "while" loop faster than necessary, the "nap" command must be included (Finney, 2001) .
The "set" command is used to set the value of variables. PsyToolkit distinguishes between local variables (prefixed by a "$" sign) and global variables (prefixed by an "&" sign). Local variables are valid only within the task section they are being used in, whereas global variables can be used and kept between tasks and blocks.
"Timestamp" variables are used to store the current time in a special class of time variables (lines 10, 11, and 13). The difference between two "timestamps" can be calculated and stored in a variable using the set command in combination with the "timestamp-diff " argument (line 14).
Occasionally, "C" syntax can be useful for more complex expressions, such as the "logical and" expression.
the table (lines 4-7) , which is associated with the "simpleresponsetask" task (line 10). To switch an output line of PCI-DIO24 to high, the "pcidio24" command is used with three arguments. The eight lines of port A are coded as a number between 0 and 255 (bit 1 corresponds to line 1 of port A, bit 2 to line 2, etc.). The "readkey" statement (line 13) follows the same logic as in Example 1. To switch the LED off, the digital channel is set to zero (line 14). All other code is similar to that in Examples 1 and 2.
The script is simple and requires elaboration for use in a real experiment, but it illustrates the ease of controlling an LED setup using PCI-DIO24. Up to 24 LEDs can be attached.
ExAmPLE 4 Light Sensor
Light sensors are relatively simple to build and can be very useful for measuring behavior or for verifying the timing accuracy of screens and projectors. Yet there is a lack of simple documentation on how to build a light sensor for this purpose; this example explains how to build one ( Figure 2 ) and how to use it with PsyToolkit and PCI-DIO24 (Appendix D).
The necessary components for the light sensor are a photodiode and a mega-ohm variable resistor (Figure 2) . Although the light sensor can be constructed using a breadboard, it is highly recommended to make it more stable by soldering the components together. The A0 port of the PCI-DIO24 device contains the value 1 or 0, depending on whether light is shining on the sensor or not. Because only the A0 port is used (i.e., one line of the eight lines of port A), the other ports (A1-A7) are irrelevant, and the value of the A0 port can be filtered out from the other values port A can hold using the logical "and" command (line 16).
When this example script is running, the screen should display "light is on" when the light goes on and "light is off " when the light goes off. Text display is performed using the "show text" command, which per default uses the first font loaded ("Times New Roman, 40 pt," line 6).
DISCUSSION
In summary, PsyToolkit is a well-developed and -tested software package for programming psychological experiments on Linux computers. PsyToolkit is suited not only for technically oriented users, but also for those on a limited budget, because both the operating system Linux and Psytoolkit are free of cost. The four examples, ranging from simple to complex, have reviewed and explained a variety of functions. Altogether, this review gives potential users a good basis on which to start experimenting with PsyToolkit.
The remainder of this review addresses limitations of this software and plans for future work. One limitation of PsyToolkit is that it is available only for Linux. In principle, it is possible to port PsyToolkit to other platforms, especially since it uses software libraries that are available for the common computing platforms. The most difficult aspect of such a port is the programming of the Linux specific interface library for the Measurement Computing board. Furthermore, much of the development time spent on PsyToolkit was devoted to testing time-critical functions and hardware compatibility. A complete port to other computer platforms is possible, but it would take considerable effort to ensure that the complete package is ported (not just the parts that are easy to port) and to submit the software to the same level of testing. Currently, there are no plans to work on porting PsyToolkit, but anybody with a strong desire to use PsyToolkit should consider that Linux is reasonably easy to install (and Linux can easily be added to computers that already have another operating system installed).
Another limitation of PsyToolkit is that it does not come with the same support users can expect from commercial packages-there is no phone hotline or support team.
PsyToolkit will be further developed with a focus on two aims. First of all, the reliability of this software has priority over the development of new features or porting to other platforms. Second, it is intended to release Psy-Toolkit in more Linux-distribution-specific "packages" to ease the installation (currently, a custom source-based installer and a Debian/Ubuntu package are available).
stoEt APPENDIx A PsyToolkit Scripting Code for Example 1 1 # text following hash marks is comment for humans only (if you do not 2 # count lines that are entirely comments, there are 31 lines of real 3 # code) 4 # simple stimulus response compatibility study with 40 trials 5 # instruction for participants: 6 # press left shift button in response to red stimuli 7 # press right shift button in response to green stimuli 8 9 options 10 centerzero # position 0,0 is center of screen 11 12 table compatibilitytable # each row describes 1 of the 4 conditions 13 #-name of condition----------------position--red?--green?--correct key------14 "leftresponse compatible"
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