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La presente tesis está destinada a la mejora de las condiciones operativas de una 
tecnología que en los últimos años ha crecido a gran escala, me refiero a los vehículos 
no tripulados, estos pueden desarrollarse en varios terrenos y ambientes para diferentes 
fines. 
Se destinó el proyecto en la mejora del sistema de comunicación que presentan estos 
vehículos, para mejorar el control cuando se necesitan tener múltiples vehículos a 
trabajar en conjunto. 
Se realizaron diferentes pruebas de comunicación, al igual que de tarjetas de control, se 
llegó a establecer la comunicación con varios controladores dando paso así a la 
construcción de pequeños modelos para las pruebas usando materiales simples 
enfocados en el cumplimiento de los objetivos planteados. 
Estos modelos son simples, donde se busca la demostración de la buena comunicación 
que se pudo establecer entre los vehículos y el método que el usuario destino para 
controlarlos. 
Una mejora que se abordo es la facilidad que debería tener un usuario en maniobrar con 
estos vehículos, esto se logró elaborando una aplicación para dispositivos inteligentes, 
más conocida con app. 
La aplicación nos permitió tener el control de los vehículos en una sola pantalla, esto 
permitió poder manejar ambos vehículos al mismo tiempo sin que estos tuvieran 
interrupción en las órdenes que se les daban. 
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Finalmente se pudo lograr que las instrucciones dadas por la aplicación fueran 
correctamente recibidas por las tarjetas de mando seleccionadas y estas convirtieran 
estas instrucciones en ordenas a diferentes actuadores logrando así el movimiento de los 
vehículos construidos. 

















This thesis is aimed at improving the operating conditions of a technology that has 
grown on a large scale in recent years, I mean unmanned vehicles, and these can be 
developed in various terrains and environments for different purposes. 
The project was destined to improve the communication system presented by these 
vehicles, to improve control when multiple vehicles are needed to work together. 
Different communication tests were carried out, as well as control cards, communication 
was established with several controllers, giving way to the construction of small models 
for tests using simple materials focused on the fulfillment of the proposed objectives. 
These models are simple, where the demonstration of the good communication that 
could be established between the vehicles and the method that the user destined to 
control them is sought. 
An improvement that is addressed is the ease that a user should have in maneuvering 
with these vehicles, this was achieved by developing an application for smart devices, 
better known with app. 
The application allowed us to have the control of the vehicles in a single screen, this 
allowed to be able to handle both vehicles at the same time without these having 
interruption in the orders that were given to them. 
Finally, it was possible to achieve that the instructions given by the application were 
correctly received by the selected control cards and these instructions were converted 
into orders to different actuators thus achieving the movement of the vehicles built. 




El interés por el uso de vehículos no tripulados nació en el área de las fuerzas militares 
que buscaban tener un armamento preciso en su funcionamiento y la reducción de las 
bajas humanas. Esta tecnología se basó primeramente en reemplazar a los seres humanos 
en el control y manejo de los diversos vehículos que se manejaban. 
El avance tecnológico empezó a dar características diferentes a estos vehículos, 
modificaciones en el tamaño necesario para que estos artefactos cumplieran los 
propósitos para los que fueron creados, mayor maniobrabilidad, otras áreas de desarrollo 
y materiales menos costosos. 
Esta tecnología ha avanzado a grandes pasos en los últimos años, que nos ha permitido 
interactuar con gran variedad de estos vehículos, ya sea de forma recreativa o de uso en 
labores y con objetivos más complejos. 
La presente tesis es una propuesta al control múltiple de vehículos no tripulados, estos 
vehículos han tenido gran impacto en diferentes campos de desarrollo, en la actualidad 
se han convertido en instrumentos se usa más común para las personas y no solo en 
tareas de orden militar. 
El poder de adquirir gran cantidad de vehículos en más sencillo cada vez, pero cada uno 
de estos vehículos carga a con ellos un sistema de control independiente y en algunos 
casos único. 
Con el control múltiple que se plantea, se propone maximizar el potencial en los 
diferentes trabajos que los vehículos desarrollen, permitiendo una simplificación 




AGRADECIMIENTOS ................................................................................................. iii 
RESUMEN ..................................................................................................................... iv 
ABSTRACT .................................................................................................................... vi 
INTRODUCCIÓN ........................................................................................................ vii 
CAPÍTULO I ................................................................................................................... 1 
1. MARCO METODOLÓGICO ................................................................................... 1 
1.1 Problema ................................................................................................................ 1 
1.2 Descripción ............................................................................................................ 2 
1.3 Estado del arte ....................................................................................................... 3 
1.4 Justificación ........................................................................................................... 5 
1.5 Objetivo .................................................................................................................. 6 
1.5.1 Objetivo General ............................................................................................ 6 
1.5.2 Objetivos Específicos ..................................................................................... 6 
1.6 Hipótesis ................................................................................................................. 6 
CAPÍTULO II ................................................................................................................. 7 
2. MARCO TEÓRICO ................................................................................................... 7 
2.1 Vehículo No Tripulado (VNT) ............................................................................. 7 
2.1.1 Clasificación ................................................................................................... 7 
2.1.2 Sistemas de control ........................................................................................ 9 
2.1.3 Arquitectura de un VNT ............................................................................. 10 
2.2 Configuración Maestro-Esclavo ........................................................................ 13 
2.2.1 El Maestro .................................................................................................... 13 
2.2.2 Esclavos ......................................................................................................... 13 
2.2.3 Configuración Maestro-Esclavo ................................................................. 13 
2.3 Microcontrolador ................................................................................................ 14 
2.3.1 Modo de operación ....................................................................................... 15 
2.3.2 Tipos .............................................................................................................. 15 
2.3.3 Complementos .............................................................................................. 16 
2.4 Sistemas de Telecomunicación ........................................................................... 17 
ix 
 
2.4.1 Canal ............................................................................................................. 17 
2.4.2 Tipos .............................................................................................................. 18 
2.5 Entorno de Control ............................................................................................. 21 
2.5.1 Tipos de control ............................................................................................ 21 
2.5.2 Formas de control ........................................................................................ 22 
2.5.3 Importancia .................................................................................................. 24 
CAPÍTULO III .............................................................................................................. 25 
3. DESARROLLO DE INGENIERÍA ........................................................................ 25 
3.1 Diseño del Sistema .............................................................................................. 25 
3.2 Microcontrolador ................................................................................................ 26 
3.3 Actuadores ........................................................................................................... 28 
3.4 Programa de vehículos ....................................................................................... 31 
3.5 Software de programación ................................................................................. 39 
3.6 Mando de usuario ............................................................................................... 40 
3.7 Modulo de prueba ............................................................................................... 42 
3.8 Diseño de placa .................................................................................................... 44 
CAPÍTULO IV .............................................................................................................. 49 
4. IMPLEMENTACIÓN .............................................................................................. 49 
4.1 Vehículos .............................................................................................................. 49 
4.1.1 Diseño ............................................................................................................ 49 
4.1.2 Construcción ................................................................................................. 51 
4.2 Construcción de placa de mando ....................................................................... 58 
4.3 Programación ...................................................................................................... 65 
4.4 Sistema de mando ............................................................................................... 69 
4.4.1 Interfaz .......................................................................................................... 69 
4.4.2 Programación ............................................................................................... 72 
CAPÍTULO V ............................................................................................................... 75 
5. PRUEBAS Y RESULTADOS .................................................................................. 75 
CONCLUSIONES ........................................................................................................ 81 
x 
 
RECOMENDACIONES .............................................................................................. 82 
BIBLIOGRAFIA .......................................................................................................... 83 





















Lista de figuras 
Figura 2.1 Vehículo terrestre no tripulado………………………………………………8 
Figura 2.2 Vehículo acuático no tripulado………………………………………………8 
Figura 2.3 Vehículo aéreo no tripulado…………………………………………………9 
Figura 2.4 PC portátil de control………………………………………………………..10 
Figura 2.5 Esquema Maestro-Esclavos………………………………………………....14 
Figura 2.6 Microcontrolador……………………………………………………………14 
Figura 2.7 Kit de desarrollo……………………………………………………………..16 
Figura 2.8 Punto de acceso WIFI………………………………………………………..20 
Figura 3.1 Diagrama de bloques ……………………………………………………….25 
Figura 3.2 Tarjeta ESP8266……………………………………………..……………...27 
Figura 3.3 Tarjeta ESP8266 – 12E……………………………………………………...28 
Figura 3.4 Motorreductor……………………………………………………………….29 
Figura 3.5 Driver L293D………………………………………………………………..30 
Figura 3.6 Servomotor SG90…………………………………………………………...30 
Figura 3.7 Diagrama de flujo vehículo 1 parte 1………………………………………...32 
Figura 3.8 Diagrama de flujo vehículo 1 parte 2………………………………………..33 
Figura 3.9 Diagrama de flujo vehículo 1 parte 3………………………………………..34 
Figura 3.10 Diagrama de flujo vehículo 2 parte 1……………………………………….35 
Figura 3.11 Diagrama de flujo vehículo 2 parte 2……………………………………….36 
Figura 3.12 Diagrama de flujo vehículo 2 parte 3……………………………………….37 
Figura 3.13 Arduino IDE………………………………………………………………..40 
Figura 3.14 Programa de desarrollo de aplicaciones MIT APP Inventor………………..41 
Figura 3.15 Ventana de diseño………………………………………………………….41
xii 
 
Figura 3.16 Ventana de programación………………………………………………….42 
Figura 3.17 Esquema de módulo de pruebas. …………………………………………..43 
Figura 3.18 Regulador de voltaje a 3.3 voltios………………………………………….45 
Figura 3.19 Esquema de desarrollo de placa…………………………………………….47 
Figura 3.20 Vista de placa con dimensiones de componentes reales……………………48 
Figura 4.1 Logo Software Autodesk Inventor ..…………………………………………49 
Figura 4.2 Diseño de piezas del vehículo 1 ……………………………………………..50 
Figura 4.3 Diseño de piezas del vehículo 2……………………………………………...51 
Figura 4.4 Cortadora laser………………………………………………………………52 
Figura 4.5 Placa principal del vehículo 1……………………………………………….52 
Figura 4.6 Soportes de motor…………………………………………………………...53 
Figura 4.7 Rueda universal……………………………………………………………...53 
Figura 4.8 Soporte para batería de litio………………………………………………….54 
Figura 4.9 Ensamble Vehículo 1………………………………………………..………54 
Figura 4.10 Placa principal del vehículo 2………………………………………………55 
Figura 4.11 Placas de soporte del vehículo 2……………………………………………55 
Figura 4.12 Soporte de motores y piezas del soporte direccional……………………….56 
Figura 4.13 Soporte de ruedas direccionales……………………………………………56 
Figura 4.14 Ensamble de direccional con servomotor………………………………….57 
Figura 4.15 Conexión de brazo y dirección con placa principal………………………..57 
Figura 4.16 Vehículo 2 ensamblado…………………………………………………….58 
Figura 4.17 Impresión en papel fotográfico de la placa…………………………………59 




Figura 4.19 Placa sumergida a ácido férrico ……………………………………………60 
Figura 4.20 Placa limpia después del baño en ácido……………………………………61 
Figura 4.21 Perforación de placa………………………………………………………..62 
Figura 4.22 Placa con vistas de representación de componentes ……………………….62 
Figura 4.23 Soldadura de componentes a la placa………………………………………63 
Figura 4.24 Eliminación de sobrantes en la soldadura………………………………….63 
Figura 4.25 Vista inferior de la palca terminada………………………………………..64 
Figura 4.26 Vista superior de la palca terminada………………………………………..64 
Figura 4.27 Librería y variables………………………………………………………...65 
Figura 4.28 Nombre de la red y determinación de funciones……………………………66 
Figura 4.29 Secuencia de conexión a red wifi…………………………………………..67 
Figura 4.30 Lectura de datos recibidos………………………………………………….67 
Figura 4.31 Órdenes dadas en uno de los posibles pedidos…………………………….68 
Figura 4.32 Respuesta al finalizar una orden……………………………………………68 
Figura 4.33 Modificaciones para uso de servomotor……………………………………69 
Figura 4.34 Portada principal de la aplicación………………………………………….70 
Figura 4.35 Diseño final una ventana de control para la aplicación …………………….71 
Figura 4.36 Diseño final de la ventana de control múltiple ……………………………72 
Figura 4.37 Bloques de programación de los botones de navegación………………….73 
Figura 4.38 Bloques de programación de un botón de mando………………………….74 
Figura 5.1 Conexión de comunicación entre el ESP8266-12E y la CPU……………….76 
Figura 5.2 Placa puesta en modo programación para cargar programa………………….76 
Figura 5.3 Vehículo uno con placa instalada……………………………………………77 
Figura 5.4 Vehículo dos con placa instalada……………………………………………78 
xiv 
 
Figura 5.5 Uso de la App con un vehículo. …………………………………………….79 
Figura 5.6 Uso de la App para el control de múltiples vehículos. ………………………80 



















1. MARCO METODOLÓGICO 
1.1 Problema 
En los últimos años, hemos sido testigos del avance tecnológico que se presenta en 
distintas partes del mundo, tecnología centrada en el desarrollo de vehículos autónomos 
capaces de desarrollar tareas complicadas o riesgosas para el ser humano, este avance se 
ha centrado en especial en la mejora de los vehículos no tripulados entre estos tenemos a 
los vehículos terrestres no tripulados (UGVs), vehículos submarinos no tripulados 
(UUVs) y los vehículos aéreos no tripulados (UAV). 
Los vehículos no tripulados han demostrado desde sus primeras apariciones ser 
instrumentos muy versátiles y de gran ayuda para los diferentes campos en los que se los 
ha puesto a prueba, aunque mostrando también limitaciones en diversos aspectos al 
momento de realizar sus funciones debido a factores como las condiciones ambientales, 
problemas de comunicación, fallos en las funciones, etc. 
La utilización de un vehículo no tripulado para realizar una tarea específica ha facilitado 
diversos trabajos para las personas; pero al necesitarse dos o más vehículos a la vez para 
la realización de una misma tarea la programación, los materiales, la comunicación y la 
supervisión de estos se vuelve una operación complicada ya que cada vehículo necesita 
de un sistema propio de operación a distancia y seguimiento. 
El fin de estos vehículos es la simplificación de algunas tareas, al tener mayor cantidad 
de estos debería mejorar aún más el fin para el que sean requeridos, esto no suele suceder 
debido a la necesidad de vigilancia que requiere cada vehículo en la ejecución de la labor 
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para que fue asignado, volviendo un problema el uso de más de un vehículo por un solo 
usuario. 
1.2 Descripción 
El presente proyecto busca la aplicación de los diferentes conocimientos que proporciona 
la ingeniería mecatrónica, estos en los diversos avances tecnológicos que surgen en el 
mundo, su estudio en los campos de la automatización y de control de procesos; para 
hacer esto posible se incursionara en el campo de los vehículos no tripulados, explorando 
los diferentes rasgos que presentan y las posibilidades que estos proporcionan por su 
tecnología con el fin para plantear soluciones para mejorar algunas de sus deficiencias y 
limitaciones.  
Se busca una forma de mejorar los beneficios que proporcionan los vehículos no 
tripulados a las distintas actividades humanas, esto se obtendrá mediante la opción de 
controlar varios de estos vehículos de forma simultánea, con el fin de optimizar las 
diferentes tareas que realizan, para ello se propone usar dos vehículos al mismo tiempo, 
a su vez se busca mejorar las capacidades en la comunicación y en el desarrollo de sus 
funciones. 
Este mejoramiento será posible mediante la implementación de una configuración muy 
usada en sistemas computacionales y de control, esta es la configuración maestro-esclavo, 
la cual permitirá una mejora significativa en la utilización y la supervisión de los drones 
para optimizar las tareas para los que sean requeridos.  
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1.3 Estado del arte 
“DISEÑO E IMPLEMENTACIÓN DE UN SISTEMA DE CONTROL DE 
DISPOSITIVOS MAESTRO-ESCLAVO BASADOS EN LA RED INDUSTRIAL AS-I 
PARA EL LABORATORIO DE AUTOMATIZACIÓN INDUSTRIAL” 
Autor: Bryron José Orellana Proaño 
En la tesis se muestra el principio de funcionamiento de la configuración maestro-
esclavo, se realiza un de modulo didáctico para que pueda ser utilizado en el laboratorio 
de automatización de la universidad. 
La tesis presenta la implementación de la configuración maestro-esclavo basado en la 
red AS-I, se realizará un manual de prácticas para de manera progresiva ir capacitando a 
los estudiantes sobre el dominio de esta red ASI y su interacción con la red Profinet 
debido a que el controlador lógico programable y la pantalla HMI se comunican a través 
de esta red. 
 
“VEHÍCULO AÉREO NO TRIPULADO PARA VIGILANCIA EN AMBIENTES 
CERRADOS CON DETECCIÓN DE PERSONAS Y OBSTÁCULOS A SU 
ALREDEDOR” 
 
Autor:  Sergio Renato Postigo Huanqui 
Los diseños más convencionales de drones con aplicaciones específicas no están 
adaptados para volar en ambientes cerrados, pues no solo corren el riesgo de estrellar 
sus hélices contra paredes o techos, sino que también corresponderían un riesgo para las 
personas en su entorno. No obstante, hay tareas que podrían desarrollar en este tipo de 
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espacios si se adaptara su diseño a uno más seguro. Por ejemplo, podrían ser utilizados 
para realizar rondas de vigilancia a través de cuartos y pasillos tal y como lo hace el 
personal de seguridad. La segunda problemática apunta precisamente a este sector, pues 
dispositivos como cámaras de vigilancia tienen algunas limitaciones como el hecho de 
no ser disuasivas por no estar a la vista o de no estar necesariamente en los lugares 
donde se les necesita. El VANT será controlado desde una estación en tierra 
conformada por una laptop a la cual irá conectado el receptor de video. Desde aquí el 
operario enviará la trayectoria del vuelo al VANT podrá visualizar el video en vivo. 
 
“SISTEMA HÁPTICO PARA LA OPERACIÓN MAESTRO-ESCLAVO DE UN 
ROBOT INDUSTRIAL” 
Autor:  Francisco Javier Mendoza Galindo 
Los robots cumplen con una importante función en el área industrial ya que realizan 
tareas de manera eficiente, sin embargo, han adquirido auge en campos como medicina 
donde son guiados por un operador para realizar intervenciones quirúrgicas. Este trabajo 
presenta la operación maestro-esclavo de un robot industrial utilizando un dispositivo 
háptico de 3 grados de libertad como maestro y un robot PUMA como esclavo. El uso 
de un dispositivo háptico permite que el usuario realice los movimientos de una manera 
natural ya que el dispositivo háptico se mueve a través del espacio. Se obtuvieron las 
ecuaciones de cinemática inversa para robots PUMA con el objetivo de que el 
movimiento del dispositivo háptico sea replicado lo más rápido posible y del mismo 
modo. Pese a que se tiene un maestro con menor número de grados de libertad que el 




Esta investigación es necesaria para optimizar las características que poseen los 
Vehículos no tripulados las cuales les permiten ayudar en diferentes tareas para la 
población. 
Este proyecto tiene como finalidad controlar varios vehículos a través de un solo 
dispositivo líder que nos permita realizar una buena comunicación entre los vehículos y 
un mejor control de los trabajos para la realización de una tarea programada, optimizando 
los componentes que se necesitan para la coordinación de varios de estos vehículos. 
Con el propósito de mejorar y hacer más eficiente los diferentes trabajos que pueden 
realizar estos dispositivos, en aplicaciones como el monitoreo de una zona geográfica, la 
irrigación de campos de cultivo, búsqueda de personas, movimiento de paquetes de 
entrega, vigilancia de un área, etc.  
También se realiza para poder dejar un antecedente de investigación para una futura 
indagación en el campo de los vehículos no tripulados y los avances que estos presenten 









1.5.1 Objetivo General 
Controlar simultáneamente dos vehículos no tripulados usando la configuración maestro-
esclavo. 
1.5.2 Objetivos Específicos 
• Controlar de dos a cinco vehículos con un solo medio de mando. 
• Determinar el mejor medio de transmisión de datos entre el maestro y los esclavos. 
• Diseñar un interfaz de comunicación. 
• Lograr una buena comunicación con los vehículos. 
• Mejorar el rendimiento de los vehículos. 
1.6 Hipótesis 
La implementación de la configuración maestro-esclavo en vehículos no tripulados 










2. MARCO TEÓRICO 
2.1 Vehículo No Tripulado (VNT) 
Un vehículo no tripulado se puede definir como un conjunto de elementos mecánicos y 
electrónicos que se desplazan en un entorno terrestre, acuático o aéreo con el fin de 
cumplir una tarea asignada. 
Los vehículos no tripulados actualmente son construidos con la finalidad de realizar 
trabajos pequeños o que impliquen su fácil transporte y ejecución (Omar Sánchez). 
2.1.1 Clasificación 
Existen diversos motivos por los que se han desarrollado los vehículos no tripulados, ya 
sea por cumplir un trabajo específico, asistir en tareas de desarrollo en distintas áreas de 
trabajo o simplemente por recreación. 
Por las distintas características y tareas para los que estos vehículos son diseñados se han 
separado a los vehículos en tres grandes grupos: 
• Vehículos terrestres no tripulados 
Se desplazan en tierra, suelen ser copias en miniatura de vehículos terrestres 









• Vehículos acuáticos no tripulados 
Estos vehículos son los que se mueven en entornos líquidos, se pueden dividir en 
dos sub categorías: los que se mueven sobre la superficie del líquido y los que se 
sumergen en el líquido; estos últimos son los que más desarrollo tecnológico tiene 
debido a la cantidad de usos que se le puede dar.  
 
Figura 2.2 Vehículo acuático no tripulado 
Fuente: https://www.zimarobotics.com/areas-de-negocio/vehiculos-no-tripulados-drones/ 
 
• Vehículos aéreos no tripulados 
Son vehículos que se desplazan en un medio gaseoso generalmente en el aire, 
estos vehículos también son conocidos como drones, tienen muchas sub 
divisiones debido a la gran popularidad que han tenido, algunos son miniaturas de 
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vehículos conocidos, otros tienen nuevos diseños que mejoran sus capacidades y 
aprovechan mejor la condición de no ser tripulados. 
 
Figura 2.3 Vehículo aéreo no tripulado 
Fuente: https://www.vaiu.mx/implementacion-de-vehiculos-aereos-no-tripulados-para-estudios-tecnicos/ 
 
2.1.2 Sistemas de control 
Los vehículos no tripulados constan de varios componentes para que puedan moverse y 
realicen su tarea de forma satisfactoria; entre los componentes tenemos: chasis, armadura 
o carcasa, microcontroladores, actuadores, sensores, sistema de comunicación, etc. 
Para poder distinguir mejor estos componentes debemos separarlos en sus dos partes: el 
vehículo y el mando.  
• Vehículo 
Se refiere a la composición del vehículo a controlar donde tenemos generalmente 
el chasis, que es el esqueleto del vehículo, la carcasa encargada de proteger los 
componentes, un controlador o cerebro del vehículo, diversos sensores 
encargados de alimentar con información al controlador y los actuadores que 




El sistema de mando es el que controla las funciones del vehículo, se encuentra 
generalmente estático, se encarga de dar las órdenes a distancia, recibe y envía la 
información necesaria para dirigir correctamente al vehículo en su tarea. 
 
Figura 2.4 PC portátil de control 
Fuente: Catalogo Expal 
 
2.1.3 Arquitectura de un VNT 
La arquitectura de un VNT abarca los componentes básicos con los que generalmente 
cuentan estos vehículos, conocer estos elementos nos da un punto de partida para un 
diseño según el propósito que deseemos darles. 
A continuación, se nombrarán algunos de estos componentes que tienen la mayoría de los 
VNT 
• Chasis 
Corresponde al armazón o estructura que le da forma al vehículo, también se encarga de 
sostener los diversos componentes necesarios para el funcionamiento del vehículo. 
La forma del chasis estará determinada de acuerdo a la tarea asignada al vehículo, es muy 
importante tener esto en cuenta debido a que en el chasis se distribuyen lo elementos, 




Algunos materiales de los cuales son fabricados tenemos: fibra de vidrio, fibra de 
carbono, madera, plástico, aluminio, acero, titano, etc. El material será elegido según la 
necesidad que tengamos ya que algunos son más ligeros, otros más resistentes y algunos 
ofrecen mayor rigidez. 
El diseño del chasis es muy decisivo en el comportamiento de vehículo no tripulado, por 
eso es muy importante considerar su forma, la distribución de los componentes, el peso 
de cada componente y el mejor lugar que tenga cada uno para desarrollar su tarea. 
• Actuadores 
Son elementos mecánicos que dan una fuerza para poder mover un componente 
mecánico, puede ser una fuerza rotacional o lineal; existen diferentes tipos de actuadores 
y diferentes formas de clasificarlos, la división más práctica de dividirlos es en actuadores 
neumáticos, hidráulicos y electromecánicos. 
En los vehículos no tripulados usualmente tenemos actuadores que mueven llantas y/o 
hélices de diferentes tipos para que el vehículo se mueva según lo requerido, también se 
pueden usar actuadores que realizar una tarea específica que no corresponde con el 
movimiento del vehículo. 
• Sensores 
Los sensores son dispositivos que captan información del entorno en forma de estímulos, 
para los vehículos no tripulados en muy importante tener una referencia del medio en el 
que desarrollan su tarea, estos sensores varían de acuerdo a la necesidad de cada vehículo, 
algunos de estos sensores captan: distancia, giro, velocidad, aceleración, humedad, etc. 
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Los sensores deben estar ubicación estratégicamente en el chasis del vehículo, esto según 
la función que cumplan los sensores y de acuerdo a la misión que le debes. 
• Microcontrolador 
El microcontrolador es el componente más importante del vehículo, podríamos 
compararlo con el cerebro, se encarga de recibir los datos de los sensores y las órdenes 
del piloto; esto para luego dar órdenes a los actuadores que compongan al vehículo. 
De acuerdo a su complejidad y programación; el microcontrolador se encargará de dirigir 
al vehículo y de que este llegue a cumplir con la tarea asignada. 
• Sistema de comunicación 
El sistema de comunicación es la parte más esencial de los vehículos no tripulados debido 
a que no solo se encarga de trasmitir información con un vehículo común, sino que 
depende de este sistema que el vehículo se desempeñe según lo deseado. 
En los vehículos es muy variado los sistemas de comunicación, encontramos dos grandes 
tipos de estos sistemas los alámbricos, que son los que mantienen una conexión física 
entre el mando y el vehículo; y el inalámbrico, que no está físicamente conectado al 
vehículo, sino que trasmite su información por señales de onda. 
La selección del tipo de comunicación depende de donde se desarrollará la tarea del 
vehículo, debido a que en algunos ambientes las comunicaciones inalámbricas no son 
muy confiables como en el caso de la exploración de cuevas o exploraciones subacuáticas. 
Referencia: Introducción y Arquitectura de microcontroladores. 
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2.2 Configuración Maestro-Esclavo 
La configuración maestro-esclavo es usada en diversos sistemas, ya sea en una red de 
comunicación o en una secuencia de mandos en una industria, esta configuración tiene 
grandes ventajas en las tareas en simultáneo (National Instruments). 
Tenemos dos elementos fundamentales de esta configuración que son el maestro y los 
esclavos. 
2.2.1 El Maestro 
Se le conoce así al elemento que controla todo el sistema, su tarea es la recibir la orden 
principal y encargarse que se cumpla; el maestro se encarga de controlar a los dispositivos 
esclavos, solo este dispositivo puede interactuar con los otros dispositivos y nada puede 
saltar sus órdenes. No solo se encarga de dominar a los esclavos, sino que también puede 
realizar tareas independientes. 
2.2.2 Esclavos 
Tienen esta denominación los dispositivos que están sujetos a las órdenes del dispositivo 
maestro que se encarga de darle órdenes para que cumpla su función, los dispositivos 
esclavos se dedican únicamente a realizar su tarea, están constantemente en comunicación 
con el dispositivo maestro, los esclavos no pueden interactuar entre ellos, solo pueden 
transferir datos al maestro. 
2.2.3 Configuración Maestro-Esclavo 
La configuración se basa en el protocolo de comunicación Modbus, este se basa en el 
sistema de solicitud-respuesta, donde el dispositivo maestro manda órdenes al dispositivo 
esclavo con el fin de realizar una función. 
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El principio de funcionamiento de esta configuración se basa en que los dispositivos 
esclavos esperar un comando del dispositivo maestro, loes esclavo solo se comunican con 
el dispositivo maestro y este supervisa el comportamiento de cada esclavo. 
 




Los microcontroladores son circuitos integrados programables se les cargar un programa 
para la realización de diferentes tareas, para esto los microcontroladores cuentan 
básicamente con una unidad central de procesos, una unidad de memoria y puertos de 
entra y salida (Sesanchezv). 
 




2.3.1 Modo de operación 
En el mercado existen diversas marcas que desarrollan microcontroladores, cada una 
suele tener su propio protocolo de funcionamiento, de lenguaje de programación y 
distribución de elementos. 
Aunque muchos aspectos varían de acuerdo a la marca, los microcontroladores suelen 
tener un mismo principio de operación. 
Los microcontroladores son encapsulados que como componentes electrónicos que son 
requieren ser alimentados con una tensión, también tienen parámetros de funcionamiento 
con la necesidad de un reloj que se encarga de dar pautas a su funcionamiento, este 
parámetro de tiempo es dado normalmente por un cristal oscilador. 
Los encapsulados están diseñados de modo que protejan su integridad y faciliten al 
usuario. Esto implica que tienen elementos que deben ser alimentados o necesitan de un 
dato digital lógico, tenemos componentes con lo enable, reset, programación y algunos 
otros. 
Según sean las características del microcontrolador tenemos pines que se encargan de a 
comunicación, de programar, entradas analógicas, entrada digitales, salidas analógicas y 
salidas digitales. Muchas de estas funciones pueden ser cumplidas por un mismo pin de 
salida y según la programación escoger la función. 
2.3.2 Tipos 
Existen muchos tipos de microcontroladores, esto debido a los diferentes propósitos que 
se les encomienda, algunas tareas llegan a ser muy complejas, otras más simples, unas 
necesitan gran interacción de puertos, otros pocos puertos y mucha memoria; debido a 
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esto los microcontroladores se suelen dividir en tres tipos: Gama baja o básica, gama 
media y gama alta. 
Hoy en día se usan microcontroladores desde pequeños aparatos caseros hasta para el 
control de grandes motores y secuencias industriales. 
2.3.3 Complementos 
Los microcontroladores tienen gran variedad de usos y funciones; sin embargo, muchas 
veces se quedan cortos para algunas tareas por ello se han ido implementando diferentes 
componentes que potencian sus cualidades, estos componentes suelen ser independientes 
ya que no es obligatorio que el microcontrolador lo tenga porque eso aumentaría su 
capacidad en hardware y software. 
Algunos de estos complementos están diseñados para facilitar el programa del 
microcontrolador ya que mandan señales que el programa puede usar directamente sin la 
necesidad de filtrarla o adecuarla, tenemos, por ejemplo: transductores de humedad, 
transductores de temperatura, transductores de luz, controladores de motor, controladores 
de relés, emisores de señal bluetooh, antena WI-FI, etc. 
 




2.4 Sistemas de Telecomunicación 
La telecomunicación se define como la transmisión y recepción de señales de cualquier 
tipo información. 
También es conocida por ser la disciplina que estudia las señales y los diferentes medios 
que tiene para ser transmitida 
2.4.1 Canal 
Los diferentes medios por donde se transmite la comunicación se pueden dividir en dos 
grupos los de forma alámbrica y los de forma inalámbrica. 
• Alámbrico 
Se refiere a la comunicación por medio de cables donde el emisor y el receptor mantienen 
una conexión sólida, esto permite que la transmisión de datos sea mejor, rápida y con un 
alto grada de eficiencia; algunas desventajas es que su distancia está limitada por la 
longitud del cable de comunicación, y que depende mucho de la calidad de estos cables. 
• Inalámbrico 
La conexión inalámbrica es la que se da cuando la comunicación se da sin una conexión 
solida entre el emisor y el receptor; este tipo de conexión tiene la ventaja de no estar 
limitada por los parámetros de objetos sólidos, nos permiten grandes distancias, mayor 
cantidad de puntos de conexión, menor costo de instalación y menor peso en los equipos; 
tenemos algunas desventajas como la señal que algunas veces no puede atravesar ciertos 





• Radio control 
Radio control es un sistema que nos da el mando sobre un equipo a distancia y de forma 
inalámbrica; este control lo hace mediante la emisión de una onda con una forma 
característica que permite la interacción entre el emisor y el receptor. 
El radio control es uno de los métodos más usado por su largo alcance, su facilidad de 
uso y su bajo costo de producción; algunas desventajas tenemos que solo pueden controlar 
un aparato de forma confiable a la vez, se puede interferir en su señal, no es muy confiable 
al trasmitir información. 
• Bluetooth 
El bluetooth es un dispositivo creado con la finalidad de transmitir datos entre 
dispositivos mediante un enlace de radiofrecuencia en la banda ISM de los 2.4 GHz. 
Como medio de telecomunicación este nos permite crear pequeñas redes, simple 
configuración y buena conexión entre equipos; aunque su modo de operación es limitado 
debido a que su alcance es muy bajo, no tiene buena seguridad y su comunicación se 
limita un solo dispositivo a la vez. 
• Wi-Fi 
La palabra Wi-Fi es originalmente una abreviación de la marca Wireless Fidelity, que 
podemos traducirlo como “Fidelidad inalámbrica”. La tecnología Wi-Fi permite 
implementar redes de conexión para múltiples usuarios, se asocia el Wi-Fi a la 




Esta tecnología permite la interconexión inalámbrica de diferentes dispositivos 
electrónicos por medio de un punto de acceso o mediante la conexión a internet. 
La tecnología Wi-Fi está basada en el protocolo IEEE 802, este especifica una frecuencia 
de operación de 2.4 GHz con velocidades de transmisión de 1 y 2 Mbps. El protocolo se 
inició en 1997, desde entonces la tecnología a sufrido mejoras para la interacción entre 
equipos, estas mejoras se dan en la velocidad, la capacidad y el alcance de la señal. 
El 802.11 es una arquitectura donde el sistema se divide en celdas. Cada celda es 
controlada por una estación base denominada AP (Access Point). La mayor parte de las 
instalaciones están compuestas por un conjunto de celdas formando una red con los APs 
conectados. La tecnología basa su funcionamiento. 
En la actualidad existe una norma para el uso del IEEE 802.11, esto ha generado una gran 
variedad de protocolos que se usan de acuerdo a las necesidades, a partir de sus 
características han resaltado: 
➢ 802.11a, lanzado en 1999, trasmite datos en velocidades de 6 Mb/s, 9 Mb/s, 12 
Mb/s, 18 Mb/s, 24 Mb/s, 36 Mb/s, 48 Mb/s y 54 Mb/s.  
➢ 802.11g, lanzado en 1999, las velocidades en las que transmite datos son 1 Mb/s, 
2 Mb/s, 5,5 Mb/s y 11 Mb/s. Su intervalo de frecuencia es entre 2.4 y 2.4835 GHz, 
en rango de alcance de transmisión es de 400m en lugares abiertos y de 50m en 
lugares cerrados; se puede ver afectado por objetos que causan interferencia. Fue 
el que más popularizo las redes Wi-Fi. 
➢ 802.11b, fue lanzado en el 2003, se lo conoce como el sucesor de la versión 
802.11b, tiene similares características y trabaja fácilmente con equipos que 
cuenten con el protocolo estándar 802.11b y 802.11ª. 
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➢ 802.11n, lanzado en 2009, tiene como principal característica el uso de un 
esquema llamado Multiple-Input Multiple-Output (MIMO), el protocolo 802.11n 
es capaz de hacer transmisiones en el rango de 300 Mb/s y, teóricamente, puede 
alcanzar velocidades de hasta 600 Mb/s. En el modo de transmisión más simple, 
con una vía de transmisión, el 802.11n puede llegar a los 150 Mb/s. En relación a 
su frecuencia, el estándar 802.11n puede trabajar con las bandas de 2,4 GHz y 5 
GHz, lo que lo hace compatible con los estándares anteriores, incluso con el 
802.11a. Cada canal dentro de esas pistas tiene, por defecto, ancho de 40 MHz.  
➢ 802.11ac, lanzado entre los años 2011 y 2013. Es el sucesor del 802.11n, su 
velocidad estimada en hasta 433 Mb/s, es posible hacer que la red supere los 6 
Gb/s en un modo más avanzado que utiliza múltiples vías de transmisión, con un 
máximo de ocho. Se destaca también el uso de un método de transmisión llamado 
Beamforming (también conocido como TxBF), que en el estándar 802.11n es 
opcional: se trata de una tecnología que permite al aparato transmisor (como un 
router) evaluar la comunicación con un dispositivo cliente para optimizar la 
transmisión en su dirección (WI-FI Alliance). 
 





2.5 Entorno de Control 
Es el instrumento por el cual se podrá interactuar con el vehículo no tripulado para poder 
enviar información en fin de cumplir la tarea propuesta. 
En una red de manejo de distintos equipos siempre se tiene una forma de monitorear los 
equipos que se estén usando, dependiendo de la complejidad de este entorno de control 
se los puede observar, diagnosticar y manipular a distintos grados dependiendo de su 
tecnología. 
2.5.1 Tipos de control 
• Autónomos 
Los vehículos autónomos tienen la característica principal de ser no necesitar de ninguna 
orden durante la ejecución de su labor, la única orden dada es la de inicio y una orden de 
interrupción en caso de necesitar suspender su labor. 
Sus movimientos dependen de la respuesta del programa que tiene a la información 
recabada por sus sensores. 
La información que suelen transmitir se da al concluir la tarea asignada, no necesita que 
se vigilen sus movimientos teniendo así un alto nivel de confianza. 
• Remota 
Son los controlados por un piloto a distancia, este vehículo realiza funciones 
correspondiendo a las mandadas mediante algún dispositivo remoto, sus sensores le 
permiten obtener información del entorno de trabajo; sin embargo, sus respuestas 
dependen de la decisión del operador. 
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Los programas en estos casos suelen tener acciones para la protección del vehículo en la 
realización de su tarea, pero se puede ignorar dependiendo de la programación que estos 
tengan. 
• Supervisada 
Este tipo de control cumple con parámetros similares a los de un vehículo no tripulado 
autónomo, la diferencia radica en que su funcionamiento siempre debe ser vigilado por 
un piloto, esto se debe a que en la realización de su tarea encuentra dificultades que en su 
programación no tienen respuesta o que al tener diferentes alternativas de 
comportamiento la decisión de la respuesta debe depender de un usuario. 
La mayoría de vehículos en la actualidad cuenta con este tipo de control, esto se debe a 
su carácter semiautomático que permite que los vehículos puedan cumplir sus objetivos 
sin requerir un gran conocimiento del usuario del vehículo. 
2.5.2 Formas de control 
En el manejo de los vehículos no tripulados se cuentan con diferentes dispositivos que 
nos facilitan él envió de órdenes y la comunicación necesaria para un correcto uso de 
estos. 
Algunos de estos dispositivos son: 
• Joystick 
Se conoce como Joystick al mando que cuenta con una o varias palancas que al ser 
movidas generan ordenes, existen una gran variedad de estos dispositivos, sus 




• Dispositivos móviles inteligentes 
Algunos de los dispositivos inteligentes más conocidos son los teléfonos celulares y las 
tablets. 
Estos dispositivos cuentan con diferentes sistemas de operativos, las diferentes funciones 
que cumplen se deben a las aplicaciones que estos tienen, estas aplicaciones se las conoce 
como app. 
En la actualidad existen apps para muchas tareas que el usuario realiza, estas pueden 
llevar al máximo las características de los dispositivos, gracias a su versatilidad se pueden 
enlazar comandos que permitan el control de los vehículos no tripulados. 
• Computador o PC 
De todos los dispositivos de control el más complejo es el computador personal o PC. 
Estos tienen todo lo necesario para poder ser un instrumento de control óptimo de los 
vehículos no tripulado, sus limitaciones en cuanto a recursos de software son muy pocos 
ya que cuentan con grandes características. 
La mayor dificultad que poseen es su tamaño y capacidad; para controlar un vehículo no 
se necesita la gran complejidad de estas máquinas y genera una dificultad más que una 






Este entorno de control no solo debe estar enfocado en cumplir una tarea con la de 
interactuar con los distintos equipos sino también de tener una interfaz amigable y fácil 
de manipular por el usuario generando un método más óptimo de funcionamiento. 
En los últimos años el desarrollo de aplicaciones de forma libre a permitido que los 
entornos de control se algunos artefactos se vuelvan autónomos y fáciles de manipular 















3. DESARROLLO DE INGENIERÍA 
3.1 Diseño del Sistema 
El presente proyecto propone el control de dos vehículos de forma simultánea, para lo 
cual se propone un esquema que permita demostrar el control mediante el uso de dos 
vehículos no tripulados, un medio de comunicación y un dispositivo de control. 
 




En el diagrama de bloques podemos apreciar como estableceremos la comunicación 
entre el maestro y los esclavos. 
El dispositivo maestro se comunicará con los esclavos mediante una señal inalámbrica 
emitida por un dispositivo que genere una red de comunicación (router), los vehículos 
recibirán las instrucciones y solo se comunicarán con el maestro. 
Al recibir las ordenes los vehículos ejecutaran su programa y ejecutando los 
movimientos necesarios mediante los diferentes actuadores; el funcionamiento será de 
lazo abierto, es decir que no tendrá sensores que retroalimenten su programa, esto 
debido a que el objetivo de la tesis es el control de estos vehículos y no el 
comportamiento de estos. 
3.2 Microcontrolador 
Para el desarrollo del proyecto se consideró diversos microcontroladores que pudieran 
realizar el objetivo planteado, se tenía la necesidad que cumpliera con los siguientes 
requisitos: 
- Procesador de 32 bit 
- Comunicación inalámbrica 
- Entradas y salidas digitales 
- Salidas analógicas o pwm 
- Tamaño ligero 
Se realizaron pruebas de comunicación y cumplimiento de órdenes con combinaciones 
usando módulos de bluetooth con tarjetas Arduino, se consideró los módulos rc para la 
trasmisión de órdenes y módulos de comunicación wifi. 
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Al finalizar las pruebas de funcionamiento se llegó a la conclusión que la tarjeta que mejor 
cumplía con los requisitos necesarios para la tarea era la ESP8266. 
La tarjeta ESP8266 es muy versátil, de lenguaje sencillo de programar, cuenta con una 
antena wifi que nos permite conectarnos a una red inalámbrica de nuestra elección, 
también podemos conectarnos a la red de internet mediante una página web (WI-FI 
Alliance). 
Este microcontrolador se encuentra contenido en una tarjeta es el Tensilica L106 , de 32-
bits con arquitectura RISC que funciona a una velocidad de 80Mhz, con una velocidad 
máxima de 160Mhz..  
 
Figura 3.2 Tarjeta ESP8266 
Fuente: https://programarfacil.com/podcast/esp8266-wifi-coste-arduino/ 
 
La variación de la tarjeta ESP8266 que se usara es el ESP8266-12E que cuenta con 12 
pines programables para ser usados de entrada o salida, algunos como salida pwm y una 
memoria de tamaño adecuado para su programación. Algunas de las características por 
las que se escogió este microcontrolador son: 
28 
 
• Protocolo: 802.11 b/g/n (HT20)  
• Frequency Range: 2.4G ~ 2.5G (2400M ~ 2483.5M)  
• CPU Tensilica L106 32-bit processor 
• Peripheral Interface UART/SDIO/SPI/I2C/I2S/IR Remote Control 
GPIO/ADC/PWM/LED Light & Button 
• Operating Voltage: 3.0V ~ 3.6V  
• Operating Current Average value: 80 mA  
• Operating Temperature Range: –40°C ~ 125°C  
• Wi-Fi Mode: Station/SoftAP/SoftAP+Station  
• Network Protocols: IPv4, TCP/UDP/HTTP  
• User Configuration: AT Instruction Set, Cloud Server, Android/iOS App 
 
Figura 3.3 Tarjeta ESP8266 – 12E 
Fuente: http://www.ai-thinker.com 





Para la demostración del buen funcionamiento del proyecto debemos mostrar la 
comunicación lograda mediante acciones, para esto necesitamos usar motores que nos 
permitan ser controlados con eficiencia, estos motores de preferencia deben ser de 
corriente continua y como el fin es demostrar la comunicación simultánea los motores 
pueden ser de pequeños. 
Se necesita un buen control de los motores por lo cual usaremos un controlador que nos 
permita suministrar energía externa a la del microcontrolador ya que esta es muy baja. 
Después de una investigación se encontró que los motorreductores dc de 3v a 12v 
contienen las características necesarias para el proyecto y que se pueden adquirir 
fácilmente en el mercado. 
 
Figura 3.4 Motorreductor 
Fuente: Propia 
Adicional a los motores se consideró un driver que nos permitiera aprovechar al máximo 
las características del motor elegido, se seleccionaron dos drivers el L293D y el L293B; 
ambos de características similares que permitirán junto al microcontrolador ESP8266-




Figura 3.5 Driver L293D 
Fuente: Propia 
Para demostrar la versatilidad del microcontrolador se usará en uno de los vehículos un 
servomotor que permita maniobras más complejas, para la demostración se optó por el 
servomotor SG90 debido a que sus características de relación de fuerza, peso, tamaño y 
voltaje de alimentación cumplen adecuadamente con lo requerido en el proyecto. 
El servomotor SG90 tiene una rotación de 180 grados, un torque de 2.5 KgCm, una 
velocidad de 0.1s y un voltaje de funcionamiento entre 4.8-6 voltios. 
 





3.4 Programa de vehículos 
Para el programa que los vehículos desarrollaran, se planteó que estos tengan una 
respuesta a las órdenes que el dispositivo de mando proporcione, con el fin de comprobar 
la buena comunicación, solo se usaran actuadores en los vehículos, por lo que el programa 
solo recibirá información del dispositivo y actuara según las ordenes enviadas sin ningún 
sensor externo. 
El programa contara con un envió de respuesta hacia el dispositivo de mando por el 
mismo canal que recibe las ordenes con el propósito de comprobar la recepción de las 
órdenes. 
Para probar una variedad de los usaremos dos tipos de vehículos, el primero solo tendrá 
motores que permitan su movimiento y será guiado por una rueda. 
El segundo vehículo será dirigido por un servomotor, que realizará las funciones de un 
timón para dos ruedas delanteras con las que se dará la dirección al vehículo. 
Al momento de programar los vehículos, se debe tener en consideración los actuadores 
que tendrán y como deben ser las órdenes para realizar sus movimientos. 
Los vehículos tendrán la posibilidad de realizar secuencias de movimiento 
preestablecidas, para esto el dispositivo de control tendrá la posibilidad de elegir una de 
estas secuencias que según sean los vehículos, estarán establecidas. 


































En el diagrama de flujo del vehículo 1, se declaran las variables m1, m2, m3, m4, m5, 
esc, ssid, password y req. 
En variable ssid se colocará el nombre de la red a la que nos conectaremos y en la variable 
password colocaremos la clave de la red. 
Las variables m1, m2, m3 y m4 serán usadas para la dar el mando al controlador de los 
motores, por eso se los declarara como salidas analógicas (pwm). 
La variable m5 la usaremos como led indicador para saber si el vehículo se conectó a una 
red, la variable esc servirá para colocar el mensaje que el vehículo enviara al dispositivo 
de mando y la variable req será la que tomara el valor enviado por el dispositivo de mando 
para que el programa pueda ordenar a los actuadores. 
Para que el programa comience sus funciones debe conectarse a una red, para esto usara 
las variables ssid y password. 
Al empezar a correr el programa, este se conectará a una red y nos mostrara la ip por el 
cual le daremos ordenes, esta ip será constante cada vez que la tarjeta se conecte a la red, 
se debe anotar para usarlo cada vez que se ponga en funcionamiento el vehículo. 
Una vez que el programa esté conectado a una red, esperará a que se le dé una orden, el 
programa recibirá una orden del dispositivo de mando y mediante un sistema de 
condicionales “If” el programa responderá a las órdenes. 
Cada opción que pueda ser seleccionada dará una señal al controlador de los motores para 
realizar los movimientos, estos movimientos serán cinco, el paro total, adelante, atrás, 
derecha e izquierda. 
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Los vehículos cuentan con cuatro modos automáticos, estos se pueden seleccionar, al 
empezar alguno de estos, deberá terminar toda su secuencia para poder ejecutar otra 
orden. 
Después de ejecutar una de las opciones, el programa esperara recibir la siguiente orden. 
 En el segundo vehículo tenemos un programa similar, con la diferencia que se usar un 
servomotor, para el control del servo usaremos una variable más que será “servoMotor” 
esta variable dará la señal para poder mover el servo los grados necesarios para los 
distintos movimientos. 
Tendremos una opción más que nos permitirá centrar el servo, y los movimientos del 
segundo vehículo dependerán de la posición del servo. 
3.5 Software de programación 
Después de seleccionar el microcontrolador que usaremos para desarrollar el sistema de 
comunicación, debemos escoger un programa que nos permita desarrollar un programa y 
quemar este en la memoria para poder ser ejecutado. 
Para el microcontrolador ESP8266-12E existen una variedad de Software para poder 
programarlo de acuerdo a las funciones que deseemos que desarrolle en la tarea indicada. 
Entre los diferentes programas de desarrollo Arduino IDE, es una plataforma de código 
abierto que nos permite realizar programas en líneas de código usando el lenguaje C++ 
como base, este software se emplea principalmente las tarjetas de desarrollo de la marca 
Arduino, pero tienen una librería que permite la programación de la tarjeta ESP8266-12E 





Figura 3.13 Arduino IDE 
Fuente: https://www.arduino.cc/en/Trademark/CommunityLogo 
 
3.6 Mando de usuario 
En la configuración maestro-esclavo, los esclavos reciben órdenes solo del maestro, se 
comunican solo con este y no entre ellos. 
En el proyecto el dispositivo maestro es el dispositivo que el usuario controlara para 
ordenar a los vehículos que serán los esclavos. 
El maestro será un dispositivo móvil, para poder desarrollar nuestros objetivos se requiere 
una app, la app es como se le conoce a las aplicaciones para dispositivos móviles, con 
esta app se debe poder controlar los dos vehículos que se propone. 
Se desarrollará una aplicación que contendrá diferentes ventanas y botones para el manejo 
de los vehículos. 
Actualmente se tienen diferentes programas que nos permiten desarrollar aplicaciones 
para una variedad de sistemas operativos móviles, para fines prácticos y por la relevancia 
en el mercado local desarrollaremos una aplicación en el sistema Android. 
Para el desarrollo de esta aplicación conocida como app, se optó por usar el programa 
“MIT App Inventor 2” este es un software de desarrollo que nos permite crear apps para 
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dispositivos que cuenten con Android en su sistema operativo (Instituto Tecnológico de 
Massachusetts). 
 
Figura 3.14 Programa de desarrollo de aplicaciones MIT APP Inventor 
Fuente: https://www.tuappinvetorandroid.com/2017/08/12/mit-app-inventor-cambia-su-logo/ 
 
El programa consta de dos etapas: 
La primera dedicada al diseño gráfico de los elementos visibles en la app y todo con lo 
que podrá interactuar el usuario. 
 
Figura 3.15 Ventana de diseño  
Fuente: http://ai2.appinventor.mit.edu 
En la segunda tenemos la programación de los elementos colocados en el entorno de 
trabajo, esta programación se da mediante bloques de programación que representan a las 




Figura 3.16 Ventana de programación  
Fuente: http://ai2.appinventor.mit.edu 
 
3.7 Modulo de prueba 
A fin de poder establecer los parámetros que cumplirán los vehículos que se desarrollaran 
en el cumplimiento de lo planteado en esta tesis, se experimentó en la tarjeta ESP8266-
12E, para comprobar todas sus capacidades se armó un módulo experimental en un 
protoboard de pruebas, una vez instalado de procedió a comprobar sus distintos modos 
de uso. 
Se enlazo la tarjeta al pc mediante el módulo “Arduino Uno Rev3”, este nos permitió 
tener una comunicación con la tarjeta y poder programarla para los fines de la tesis. 
 Para poder probar el funcionamiento de la tarjeta mediante órdenes dadas por el 
dispositivo de control se necesitó generar una red para que se pudieran comunicar, esta 
red debe ser una red wifi, es decir que cumpla con el protocolo de comunicación, no es 
necesario que la red se conecte a internet, ya que lo que se necesita es que los dispositivos 




Figura 3.17 Esquema de módulo de pruebas. 
Fuente: Propia 
 
Una vez que se instaló la conexión de los componentes necesarios para el funcionamiento 
del proyecto se empezó a realizar las pruebas necesarias para llegar a nuestros objetivos. 
Las pruebas nos permiten observar el comportamiento de los diferentes componentes, sus 
tiempos de repuesta, el comportamiento a diferentes estímulos y el consumo de recursos. 
Por ello se pudo establecer que la alimentación requerirá por la tarjeta de mando que es 
de bajo consumo de voltaje a diferencia de los motores que con un mayor voltaje 
alcanzarían su mayor rendimiento, pero la tarjeta requiere un elevado consumo de 
corriente a diferencia de otras tarjetas de mando. 
Estos desbalances en las necesidades de los componentes, provocaban que las baterías 
externas se desgastaran a rápidamente y algunos componentes no funcionaban 
correctamente. 
Para mejorar el rendimiento de los vehículos se independizó la alimentación de la placa 
de mando y de los motores encargados de dar la potencia al movimiento. 
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3.8 Diseño de placa 
A fin de tener un control sólido de los vehículos se optó por fabricar una placa donde 
todos los componentes electrónicos estén correctamente enlazados. 
Este componente contendrá el microcontrolador ESP8266-12E, el controlador de motores 
y otros componentes electrónicos para el correcto funcionamiento del microcontrolador. 
Para el diseño de esta placa electrónica usaremos el software de diseño de placas Eagle. 
El software contiene librerías con imágenes de componentes electrónicos que permite la 
creación de placas con dimensiones reales y estandarizadas de los elementos que existen 
en el mercado. 
Para complementar este software se instalaron librerías creadas de domino libre, estas 
librerías contendrán esquemas de los diferentes componentes que se usaron en el módulo 
de investigación y se colocaran en la tarjeta final. 
Centraremos el diseño en la tarjeta ESP8266-12E  
Según las pruebas debemos alimentar a la tarjeta con 3.3v en los pines Vcc y dar un uno 
lógico en los pines CH-PD y GPIO2. 
Se debe poner el pin GND al negativo de la alimentación y el pin GPIO15 a un cero 
lógico. 
Direccionaremos 4 pines hacia el controlador de motores, estos pines deben ser 
programados como salidas. 
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El pin GPIO0 permite que la tarjeta entre en modo programación cuando se le da un cero 
lógico, para poder tener esta opción disponible, se le colora una salida para poder ser 
usado. 
En los demás pines de la tarjeta de dará la opción de ser utilizados, para esto en el diseño 
se colocará la opción de poder soldar pines macho de salida. 
Para obtener el voltaje requerido usaremos el regulador de voltaje AMS1117, este según 
su hoja de información nos entregara 3.3 voltios. 
 
Figura 3.18 Regulador de voltaje a 3.3 voltios 
Fuente: Propia 
 
El controlador de motores debe tener una estructura de conexión que nos permite 
controlar el giro de los motores y además nos permita alimentarlos de manera 
independiente. 
En la conexión tendremos una alimentación de 5 voltios en el pin 16, los pines 4,5,12 y 
13 serán conectados a tierra, los pines 1 y 9 que son los enables se les pondrá un uno 
lógico que es aproximadamente 5 voltios, los pines 2, 7, 10 y 15 se conectaran a los pines 
de mando de la tarjeta ESP8266-12E, los pines 3, 6, 11 y 14 serán las salidas para los 
motores, esto estarán emparejado los pines 3 y 6 serán para el primer motor y los pines11 
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y 14 para el segundo motor; por ultimo tenemos el pin 8 que será la alimentación con lo 
que se alimentaran a los motores y este puede variar de 5 a 12 voltios. 
Por último, se colocarán diferentes componentes para complementar los controladores 
como switchs para la energía, capacitores para estabilizar los voltajes, leds que nos 
señalizarán la energización de los componentes, borneras para la salida de voltaje hacia 
los motores y diferentes pines libres de la tarjeta ESP8266-12E para su programación y 
control. 
El programa nos permite buscar y colocar los diferentes componentes que usaremos en la 
placa 
Después de tener todos en la pantalla de esquema, procederemos a conectarlos de la 

















Una vez conectados pasaremos al tablero donde podremos ver una representación de los 
componentes en tamaño real, en este espacio distribuiremos los componentes según se 
vea convenientes, después de distribuirlos pasaremos a dar las rutas de conexión que 
representaran la pista de cobre en la placa terminada y al final se pueden agregar detalles 
de acuerdo a los requerimientos. 
 











En la demostración de funcionamiento del sistema de comunicación maestro-esclavo que 
se plantea en este proyecto, tenemos como opción la utilización de vehículos terrestres, 
aéreos o acuáticos. 
Como nuestra principal tarea es el control simultáneo se decidió el diseño y construcción 
de vehículos terrestres. 
4.1.1 Diseño 
De los diversos programas de diseño que se tiene, se decidió usar el programa de diseño 
“Inventor”, este programa de nos permite usar diferentes herramientas para el dibujo de 
los elementos y su extensión en compatible con diversos programas. 
El formato de este software nos permite una buena interacción con equipos de uso 
comercial como las cortadoras laser y cnc en el mercado. 
 





Un primer vehículo contará con un controlador puente h para los motores, de una rueda 
universal que adaptará su movimiento según el giro de los motores, esto implicará que 
los giros y el control del vehículo dependerá de las órdenes que se dé a los motores. 
El armazón del vehículo debe contar con espacio para sostener los motores, la placa y el 
soporte para la alimentación. 
 




En el segundo vehículo tendremos la fuerza dada a los motores mediante al controlador 
puente h y se incorporara un servomotor que direccionara el destino del vehículo. 
Se probará la versatilidad de la tarjeta escogida al controlar el sentido de giro de los 
motores y el mando al servo de dirección. 
La distribución de los elementos considerara los motores, el espacio para la placa, el 





Figura 4.3 Diseño de piezas del vehículo 2 
Fuente: Propia 
 
4.1.2 Construcción  
Para la construcción de los vehículos de prueba el material que se usara es el acrílico de 
2 mm de espesor, este material posee las características más convenientes para el 
desarrollo de pruebas, tiene una buena rigidez y es ligero. 
Una vez terminado el diseño en computadora, pasaremos la plancha de acrílico a una 
cortadora laser, esta máquina nos da la precisión esperada en la elaboración de cada pieza 




El diseño debe ser preciso, esto debido a que la cortadora laser tiene poco margen de error 
y las dimensiones que nosotros designemos a cada parte en el diseño computarizado será 
la dimensión real que la maquina nos otorgará. 
 
Figura 4.4 Cortadora laser 
Fuente: Propia 
 
El primer vehículo consta de una placa principal que sostiene los componentes del 
vehículo, se consideró las dimensiones de los actuadores y los elementos de sujeción que 
se utilizaran. 
 




Los motores son alineados con soportes que encajaran en las ranuras de la placa principal 
y serán sujetados con pernos para que se mantengan rígidos. 
 
Figura 4.6 Soportes de motor 
Fuente: Propia 
 
En la parte delantera se colocará una rueda universal o rueda loca, para soporte y dirección 
del vehículo. 
 





Por encima de la rueda universal colocaremos el soporte de la batería que alimentará a 
placa. 
 
Figura 4.8 Soporte para batería de litio 
Fuente: Propia 
 
Debajo del vehículo en la parte posterior colocaremos el soporte para la batería que 
alimentará los motores. 
 





En el segundo vehículo el chasis estará compuesto de cuatro elementos que darán forma 
y rigidez al vehículo. 
En el primer elemento se colocarán los motores, la batería de alimentación para la placa 
y la batería de alimentación para los motores.  
 
Figura 4.10 Placa principal del vehículo 2 
Fuente: Propia 
 
El segundo elemento está compuesto por dos placas que formaran un brazo, este sostendrá 
el servomotor y dará espacio para el giro de las ruedas. 
 




El tercer elemento de sostendrá en la salida del servomotor y mediante unas estructuras 
sostendrá dos ruedas para dar estabilidad y dirección al vehículo. 
 




Figura 4.13 Soporte de ruedas direccionales 
Fuente: Propia 
 
Los componentes son sostenidos mediante pernos para lograr una sujeción mecánica 














Figura 4.16 Vehículo 2 ensamblado 
Fuente: Propia 
 
4.2 Construcción de placa de mando 
Una vez que tengamos el diseño de la placa de mando, pasaremos a la construcción de 
esta para poder ensamblarla a los vehículos. 
En la elaboración del circuito impreso usaremos una placa de baquelita para electrónica, 
esta consta de una capa de cobre en una de sus caras. 
Después de tener listo el diseño de la placa en el programa Eagle procederemos a imprimir 
la imagen con una impreso laser en un papel brillante para que podamos pasar la imagen 




Figura 4.17 Impresión en papel fotográfico de la placa 
Fuente: Propia 
 
Una vez impreso el circuito procederemos a trabajar la placa de cobre, primeramente 
colocaremos la cara impresa del circuito sobre la placa de cobre, seguidamente se procede 
a aplicar calor para que el circuito impreso se pegue a la placa de cobre, el calor se aplica 
mediante una plancha caliente, después de una prolongada exposición a la temperatura 
alta, el polvo fino de la impresión laser estará impregnado en la cara de cobre, se debe 
revidar que todas las pistas estén bien definidas en la placa, si no han quedado bien 




Figura 4.18 Placa de cobre impregnada del polvo de impresión por exposición a alta temperatura 
Fuente: Propia 
 
Cuando el circuito ha quedado correctamente impregnado en la placa de cobre, 
procederemos a darle un baño en ácido férrico, este disolverá todo el cobre que no esté 
protegido ya sea por el polvo fino o por la tinta indeleble. 
 




Al retirar la placa del ácido férrico debemos revidar que el cobre en las partes no cubiertas 
ha sido removido en su totalidad, pasaremos a limpiar la placa con una esponja de metal 
removiendo la protección de la placa para exponer el cobre no disuelto. 
 
Figura 4.20 Placa limpia después del baño en ácido 
Fuente: Propia 
 
Con el circuito impreso en cobre, procederemos perforar los agujeros donde encajaran los 
componentes electrónicos, se debe tener en cuenta el tamaño necesario de los agujeros 





Figura 4.21 Perforación de placa 
Fuente: Propia 
 
Para una mejor presentación y ubicación de los componentes se pegó un esquema de la 
placa en la cara de la baquelita que no tiene cobre. 
El esquema nos permite la colocación correcta de los componentes y nos permite apreciar 
las conexiones que se establecieron para funcionamiento deseado en los componentes. 
 




Se procedió a soldar cada uno de los componentes según lo establecido en el diseño de la 
placa, que se basó en el módulo de pruebas, para esto se utilizó estaño y un cautín tipo 
lápiz. 
Se debe tomar en cuenta que las tarjetas ESP8266-12E y el regulador de voltaje LM1117 
son encapsulados que se sueldan directamente sobre la placa de cobre. 
 








Placa terminada serán sujetada con pernos a los vehículos construidos, es por ello que se 
perforo tres agujeros de acuerdo al diseño final de los vehículos ensamblados. 
 










El primer paso en la programación es establecer las funciones que se utilizaran, para esto 
la tarjeta permite utilizar los comandos básicos de las tarjetas Arduino, por ello se 
programara utilizando los comandos conocidos. 
Se utilizó la librería “ESP8266WiFi.h”, esta librería de desarrollo para la programación 
de la tarjeta ESP8266, esta librería contiene diferentes comandos que nos permiten una 
mayor rapidez para llamar funciones y poder llegar a cumplir los parámetros establecidos. 
A continuación, se declararon las variables que se usarían para facilitar la programación, 
a estas variables se le asignaron los nombres de los puertos que usaran. 
Les daremos la función que cumplirá cada puerto que usaremos para el control de los 
vehículos, estos puertos deben ser programados como salidas pwm para el control de los 
motores. 
 





Para conectar la tarjeta a una red, usaremos el comando “wifi.begin()” donde colocaremos 
el nombre de la red y el password para su conexión. 
Escogeremos el puerto por el cual se transmitirá la comunicación, para ello se estableció 
el puerto 80, ya que es el que se asigna por defecto. 
 
Figura 4.28 Nombre de la red y determinación de funciones 
Fuente: Propia 
 
Una vez establecidos estos parámetros, pasaremos a conectarnos a la red escogida, para 
esto usaremos el comando “WiFi.status()” que conecta a red seleccionada, esta conexión 
suele necesitar varios intentos, es por eso que lo introduciremos en un comando “while” 
y una vez conectado termine la repetición. 
Después de ser lograda la conexión, mostraremos la IP que corresponderá a la tarjeta, esto 




Figura 4.29 Secuencia de conexión a red wifi 
Fuente: Propia 
 
Ya establecidos las funciones para la conexión a la red wifi, procederemos al programa 
principal que permitirá el funcionamiento de los vehículos no tripulados. 
Pondremos al microcontrolador en estado de pendiente para que este en reposo esperando 
una orden. 
Las órdenes deben ser enviadas por una plataforma web teniendo en cuenta la IP asignada 
y el puerto de comunicación. 
 





Una vez recibido un dato el programa guardara este dato en una variable y usara esta 
información para la ejecución de instrucciones de acuerdo a lo requerido para cumplir los 
requerimientos de la tarea propuesta. 
Al terminar una instrucción el programa enviara una respuesta para indicar la acción que 
se ha cumplido, esta respuesta se mostrara en la misma ubicación de donde se produjo la 
orden. 
El programa termina la orden y se pone en estado de espera para recibir el siguiente dato. 
 




Figura 4.32 Respuesta al finalizar una orden 
Fuente: Propia 
 
Uno de los vehículos que se diseñó con el objetivo que en sus movimientos estén incluidos 
los movimientos de un servomotor, para el control de este usaremos un pin adicional por 
el cual enviaremos la señal de mando, la plataforma de Arduino nos provee con una 
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librería especial para el control de un servomotor, esta librería nos permite introducir la 
posición deseado en grados y trasforma esta información en la señal pwm necesaria para 
el movimiento del actuador. 
 
Figura 4.33 Modificaciones para uso de servomotor 
Fuente: Propia 
4.4 Sistema de mando 
4.4.1 Interfaz 
Lo primero que debemos crear es el interfaz con la que el usuario podrá interactuar para 
el control de los vehículos. 
El software nos muestra un entorno de trabajo basado en las dimensiones de un 
smartphone, para poder desarrollar la aplicación tenemos una paleta de componentes en 




Se armaron cuatro diferentes ventanas, la primera simplemente de presentación, la 
segunda y tercera ventana fueron diseñadas para controlar un vehículo diferente cada una; 
la cuarta ventana contiene elementos que nos permiten controlar hasta tres vehículos de 
manera simultánea. 
Para poder cambiar de ventanas se colocó en la parte superior tres botones, al hacer clic 
en alguno de estos, se pondrá de color verde y nos mostrará la ventana que se le asigno. 
 
Figura 4.34 Portada principal de la aplicación  
Fuente: Propia 
 
En nuestra aplicación el diseño se basó en tres ventanas. 
Cada ventana corresponde a un modo de uso para los vehículos, las dos primeras ventanas 
nos permiten controlar un vehículo con un entorno de mando distinto. 
Al oprimir el botón “VEHICULO1”, se activa la primera ventana en donde 
encontraremos en la parte superior una casilla donde deberemos ingresar la ip 
correspondiente al vehículo en esta ventana, en el lado izquierdo de esta casilla tendremos 
un letrero que tienen escrito “IP” para indicar lo que se debe colocar, debajo de esta casilla 
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tendremos diferentes botones alineados con diferentes distribuciones que realizaremos 
con los componentes en el Layout ubicado en la paleta de elementos, todos estos botones 
tendrán un nombre o una imagen que nos indique su función para la conducción del 
vehículo, debajo de los botones de movimiento tendremos el botón de “STOP” para 
detener en su totalidad el vehículos y a su costado el botón “AUTO” que dará una 
instrucción prestablecida al vehículos, esta función se puede seleccionar de las opciones 
que se pueden desplegar de la lista que se presenta a lado izquierdo del botón. 
En la parte inferior de la ventana tendremos un espacio donde nos indicara la respuesta 
del vehículo a cada instrucción que le demos, para esto se colocara un “WebViewer” que 
nos mostrara la página asignada al vehículo, del mismo modo al oprimir el botón 
“VEHICULO2” encontraremos un entorno igual al desarrollado, que a la vez es 
independiente del primero, esto con la finalidad de poder controlar un segundo vehículo 
independiente con una ip diferente a la del primero. 
 
Figura 4.35 Diseño final una ventana de control para la aplicación  
Fuente: Propia 
El tercer botón de nombre “MULTIPLE” nos mostrara una ventana en la cual podremos 
controlar hasta tres vehículos de manera simultánea, para activar cada control debemos 
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ingresar la IP en los textbox colocados uno debajo del otro, tendremos la distribución de 
diferentes botones para el control de cada uno de los vehículos en una solo ventana.  
Debajo de cada grupo de botones de control nos mostrara el estado de funcionamiento de 
cada vehículo con un “WebViewer” para cada vehículo. 
 
Figura 4.36 Diseño final de la ventana de control múltiple  
Fuente: Propia 
4.4.2 Programación 
Una vez que se acomodaron los elementos en el interfaz del usuario, pasaremos a 
programar las funciones de cada elemento. 
El programa AppInventor2 tiene un sistema de programación mediante bloques, estos 
bloques contienen el nombre de funciones y comandos usados en programación. 
La programación debe coincidir con lo que la tarjeta interpretara como un orden para que 
los vehículos realicen las diferentes tareas y objetivos. 
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Los elementos que nos permite usar el programa tienen diferentes bloques para su 
programación, algunos permiten ejecutar órdenes al ser accionados, otros solo se 
modifican como resultado de alguna orden. 
Cada botón creado tiene diversas posibilidades en su funcionamiento, ya que los botones 
pueden tener respuesta si son accionados con un solo toque, un toque prolongado, al ser 
accionados o al ser soltado; es por eso que debemos seleccionar el tipo de accionamiento 
queremos que tenga y según ese accionamiento cumpla una serie de instrucciones. 
Dentro del bloque que indica el estímulo que ha recibido el botón tendremos que poner 
las diferentes funciones que este desarrollara, para estas funciones debemos seleccionar 
los bloques del elemento que vallamos a alterar al accionar el botón, estos bloques nos 
indican la característica que se alterara y nos permitirá colocar un bloque para 
modificarlo. 
Los tres botones superiores tienen una connotación similar ya que estos al ser oprimidos 
abren la ventana que se les asigno, ocultan las otras dos ventanas y colocar su fondo de 
color verde dejando a los otros dos botones de color gris. 
 





La primera ventana enlazada al botón “VEHICULO1” contiene 7 botones, para cada 
botón se configurará su estado de funcionamiento y las acciones que realizará. 
Cada botón debe mandar una instrucción mediante la red wifi, para esto al hacer clic el 
botón, se usará el WebViewer, en esta pantalla web se escribirá la ip pedida, se dará una 
orden que la tarjeta reconocerá y transformará en un movimiento. 
 
Figura 4.38 Bloques de programación de un botón de mando 
Fuente: Propia 
 
La programación de los botones de mando en cada ventana es similar, siempre debemos 
tener en consideración que WebViewer usaremos, la IP que llamaremos y la orden que 
mandaremos de acuerdo a lo propuesto en la interfaz. 
Al finalizar la programación de la aplicación, pasaremos a generar su apk, este nos 
permitirá instalar la aplicación en un dispositivo que tenga Android como su sistema 





5. PRUEBAS Y RESULTADOS 
En este capítulo se realizarán diferentes pruebas para poder demostrar lo planteado en los 
objetivos y en la hipótesis. 
Para dar un mayor rendimiento a los vehículos, se independizaron la alimentación de la 
tarjeta de mando y de los actuadores; esto con el fin de tener una mayor durabilidad de 
las baterías usadas, debido a que el microcontrolador ESP8266 usa un voltaje bajo y una 
alta cantidad de corriente, a diferencia de los motores que necesitan de un voltaje más 
alto para lograr su mayor rendimiento. 
Al independizar la alimentación de los actuadores, se puede dar la facilidad de variarlos 
según la necesidad, sin que la alimentación de la tarjeta se vea afectada, logrando así 
poder experimentar con diferentes actuadores de características diversas. 
Una vez ensamblados los vehículos junto a la tarjeta de mando, los actuadores y las 
baterías de alimentación, procedemos a ponerlos en funcionamiento. 
Primero necesitamos una red WI-FI donde nuestros vehículos se desarrollarán, para esto 
necesitamos generar un punto de acceso, se generó una red con un smartphone, se le dio 
un nombre y una contraseña a la red generada. 
Se procederá a cargar los programas diseñados para los dos diferentes vehículos a las 
placas de mando fabricadas, para esto conectaremos los pines txd y rxd a un dispositivo 




Figura 5.1 Conexión de comunicación entre el ESP8266-12E y la CPU 
Fuente: Propia 
 
Una vez conectados los pines de comunicación, alimentaremos a la placa, al ser lograda 
la comunicación, pasaremos a colocar la placa en modo programación, para esto 
llevaremos el pin GPIO0 a un cero lógico, resetearemos la placa para que esté lista para 
recibir el programa y daremos la orden de cargar el programa. 
 




Terminada la carga del programa, desconectaremos el GPIO0, reiniciaremos la tarjeta, 
una vez que empiece a funcionar la tarjeta buscara conectarse a la red que se generó, al 
establecer un contacto nos mostrara la IP que se le asignó a la tarjeta, debemos recordar 
esta IP ya que la usaremos cada vez que usemos el vehículo. 
Después de comprobar el funcionamiento de la placa, instalaremos la placa en el vehículo, 
conectaremos los motores y la alimentación para la placa y para los motores. 
 






Figura 5.4 Vehículo dos con placa instalada 
Fuente: Propia 
 
Teniendo la red, instalaremos la aplicación creada en un dispositivo móvil, para esto 
pasaremos el instalador generado al dispositivo seleccionado, conectaremos el dispositivo 
a la red wifi, una vez enlazados a la red podremos acceder a la aplicación y verificar todas 
las funciones creadas. 
Encenderemos los vehículos, un led se encenderá cuando se conecte a la red como se ve 
en las figuras 5.3 y 5.4. 
El encendido de los leds nos permitirá empezar a controlar cada vehículo. 
Ingresaremos a la aplicación, nos ubicaremos en una de las ventanas de control, 




Figura 5.5 Uso de la App con un vehículo. 
Fuente: Propia 
 
Procederemos a repetir el proceso para el segundo vehículo, considerando que el 
comportamiento de este incluye un servomotor, cargaremos el programa correspondiente. 
Entraremos a la segunda ventana de la aplicación donde ingresaremos la IP que se asignó 
al segundo vehículo y comprobaremos el funcionamiento de este. 
Una vez que ambos vehículos funcionaron correctamente, pasaremos al control 
simultaneo de ambos, para esto pasaremos a la tercera ventana de la aplicación donde 
ingresaremos la IP de los vehículos en los espacios asignados y empezaremos a dar 








Figura 5.7 Vehículos funcionando en simultaneo. 
Fuente: Propia 
 
Para terminar de comprobar el funcionamiento múltiple, usaremos la selección de tareas 







1. Se logró controlar más de un vehículo no tripulado al mismo tiempo con un solo 
dispositivo que se estableció como el dispositivo maestro, controlando los 
vehículos como dispositivos esclavos. 
2. Se logró establecer el control y la comunicación entre un solo dispositivo de 
mando maestro y varios dispositivos de acción o esclavos de manera simultánea 
mediante el uso del protocolo de comunicación IEEE 802.11 conocido 
comercialmente como Wi-Fi. 
3. Se determinó que el mejor medio de transmisión de datos para el uso de varios 
dispositivos fue la señal Wi-Fi, que a diferencia de otros medios nos permite una 
conectar varios dispositivos en una sola red. 
4.  Se diseñó e implemento un interfaz para dispositivos móviles, fácil de manejar 
para los usuarios, que nos permitía el control simultaneo de hasta tres vehículos 
para el cumplimiento de diversas tareas que se planteaban. 
5. Se logró una buena comunicación con cada vehículo, con una buena velocidad de 
respuesta entre la orden dada por el dispositivo de mando y los vehículos 
controlados. 
6. Se mejoró el rendimiento de los vehículos al establecer el control múltiple, la 
eficiencia de los vehículos sube, esto debido a que se pueden manejar una mayor 
cantidad de vehículos por un solo usuario, utilizando un solo aparato de control 





1. La tesis fue propuesta para dar un paso a estas nuevas tecnologías, se sugiere 
seguir investigando los medios de comunicación y los diferentes 
microcontroladores del mercado para aprovechar al máximo los objetivos 
obtenidos. 
2. La aplicación creada se basa en un programa básico, existen otros softwares de 
diseño donde se puede mejorar la apariencia del interfaz para ser más amigable 
con el usuario. 
3. El principal objetivo fue el controlar dos vehículos a la vez, para esto solo se 
usaron órdenes de mandos en actuadores, se descubrió que se pueden aprovechar 
sensores en los vehículos, pero este punto no se tomó para los modelos finales. 
4. La tecnología del microcontrolador se usó para los vehículos no tripulados, se 
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const char* ssid = "HUAWEI"; 
const char* password = "12345678"; 
WiFiServer server(80); 
void setup() 
   {  Serial.begin(115200); 
      delay(1000); 
 
      pinMode(m1, OUTPUT);       
      analogWrite(m1, 0); 
      pinMode(m2, OUTPUT);       
      analogWrite(m2, 0); 
      pinMode(m3, OUTPUT);       
      analogWrite(m3, 0); 
      pinMode(m4, OUTPUT);       
      analogWrite(m4, 0); 
      pinMode(m5, OUTPUT);       
      digitalWrite(m5, 0); 
 
      Serial.print("Connecting to "); 
      Serial.println(ssid); 
      WiFi.begin(ssid, password); 
      while (WiFi.status() != WL_CONNECTED) 
         {   delay(500); 
             Serial.print("."); 
              
         } 
      Serial.println("WiFi connected"); 
      server.begin();                      // Iniciamos el servidor 
      Serial.println("Server started"); 
      Serial.println(WiFi.localIP());      // mostramos la IP 
      digitalWrite(m5,1);                   
   } 
void loop() { 
   WiFiClient client = server.available(); 
    
if (!client) 
     return; 
Serial.println("new client"); 
while(!client.available()) 
      delay(1); 




if (req.indexOf("e1") != -1){ 
    analogWrite(m1, 0); 
    analogWrite(m2, 0); 
    analogWrite(m3, 0); 
    analogWrite(m4, 0); 
    esc="stop"; 
 } 
else if (req.indexOf("e2") != -1){ 
    analogWrite(m1, 1000); 
    analogWrite(m2, 1000);     
    analogWrite(m3, 0); 
    analogWrite(m4, 0); 
    esc="adelante"; 
} 
else if (req.indexOf("e3") != -1){ 
    analogWrite(m1, 0); 
    analogWrite(m2, 0);     
    analogWrite(m3, 1000); 
    analogWrite(m4, 1000); 
    esc="atras"; 
} 
else if (req.indexOf("e4") != -1){ 
    analogWrite(m1, 1000); 
    analogWrite(m2, 0);     
    analogWrite(m3, 0); 
    analogWrite(m4, 1000); 
    esc="derecha"; 
} 
else if (req.indexOf("e5") != -1){ 
    analogWrite(m1, 0); 
    analogWrite(m2, 1000);     
    analogWrite(m3, 1000); 
    analogWrite(m4, 0); 
    esc="izquierda"; 
} 
else if (req.indexOf("Modo1") != -1){ 
int r=0; 
do{ 
    analogWrite(m1, 1000); 
    analogWrite(m2, 1000);     
    analogWrite(m3, 0); 
    analogWrite(m4, 0); 
delay(1000); 
    analogWrite(m1, 0); 
    analogWrite(m2, 0);     
    analogWrite(m3, 0); 
    analogWrite(m4, 0); 
delay(500); 
    analogWrite(m1, 0); 
    analogWrite(m2, 0);     
    analogWrite(m3, 1000); 
    analogWrite(m4, 1000); 
delay(1000); 
    analogWrite(m1, 0); 
    analogWrite(m2, 0);     
    analogWrite(m3, 0); 




    analogWrite(m1, 0); 
    analogWrite(m2, 0);     
    analogWrite(m3, 0); 




else if (req.indexOf("Modo2") != -1){ 
int r=0; 
do{ 
    analogWrite(m1, 1000); 
    analogWrite(m2, 1000);     
    analogWrite(m3, 0); 
    analogWrite(m4, 0); 
delay(1000); 
    analogWrite(m1, 1000); 
    analogWrite(m2, 0);     
    analogWrite(m3, 0); 
    analogWrite(m4, 1000); 
delay(350); 
    analogWrite(m1, 1000); 
    analogWrite(m2, 1000);     
    analogWrite(m3, 0); 
    analogWrite(m4, 0); 
delay(1000); 
    analogWrite(m1, 1000); 
    analogWrite(m2, 0);     
    analogWrite(m3, 0); 
    analogWrite(m4, 1000); 
delay(350); 
    analogWrite(m1, 1000); 
    analogWrite(m2, 1000);     
    analogWrite(m3, 0); 
    analogWrite(m4, 0); 
delay(1000); 
    analogWrite(m1, 1000); 
    analogWrite(m2, 0);     
    analogWrite(m3, 0); 
    analogWrite(m4, 1000); 
delay(350); 
    analogWrite(m1, 1000); 
    analogWrite(m2, 1000);     
    analogWrite(m3, 0); 
    analogWrite(m4, 0); 
delay(1000); 
    analogWrite(m1, 1000); 
    analogWrite(m2, 0);     
    analogWrite(m3, 0); 




    analogWrite(m1, 0); 
    analogWrite(m2, 0);     
    analogWrite(m3, 0); 
    analogWrite(m4, 0); 
esc="Finalizado"; 
} 
else if (req.indexOf("Modo3") != -1){ 
int r=0; 
do{ 
    analogWrite(m1, 1000); 
    analogWrite(m2, 0);     
    analogWrite(m3, 0); 
    analogWrite(m4, 1000); 
delay(350); 
    analogWrite(m1, 1000); 
    analogWrite(m2, 1000);     
    analogWrite(m3, 0); 
    analogWrite(m4, 0); 
delay(1000); 
    analogWrite(m1, 0); 
    analogWrite(m2, 0);     
    analogWrite(m3, 1000); 
    analogWrite(m4, 1000); 
delay(1000); 
    analogWrite(m1, 0); 
    analogWrite(m2, 1000);     
    analogWrite(m3, 1000); 
    analogWrite(m4, 0); 
delay(600); 
    analogWrite(m1, 1000); 
    analogWrite(m2, 1000);     
    analogWrite(m3, 0); 
    analogWrite(m4, 0); 
delay(1000); 
    analogWrite(m1, 0); 
    analogWrite(m2, 0);     
    analogWrite(m3, 1000); 
    analogWrite(m4, 1000); 
delay(1000); 
    analogWrite(m1, 1000); 
    analogWrite(m2, 0);     
    analogWrite(m3, 0); 




    analogWrite(m1, 0); 
    analogWrite(m2, 0);     
    analogWrite(m3, 0); 
    analogWrite(m4, 0); 
esc="Finalizado"; 
} 
else if (req.indexOf("Modo4") != -1){ 
int r=0; 
do{ 
    analogWrite(m1, 1000); 
    analogWrite(m2, 1000);     
    analogWrite(m3, 0); 
    analogWrite(m4, 0); 
delay(1000); 
    analogWrite(m1, 0); 
    analogWrite(m2, 0);     
    analogWrite(m3, 1000); 
    analogWrite(m4, 1000); 
delay(1000); 
    analogWrite(m1, 1000); 
    analogWrite(m2, 0);     
    analogWrite(m3, 00); 
    analogWrite(m4, 1000); 
delay(1300); 
    analogWrite(m1, 0); 
    analogWrite(m2, 0);     
    analogWrite(m3, 0); 




    analogWrite(m1, 0); 
    analogWrite(m2, 0);     
    analogWrite(m3, 0); 
    analogWrite(m4, 0); 
esc="Finalizado"; 
} 
String s = "HTTP/1.1 200 OK\r\nContent-Type: text/html\r\n\r\n<!DOCTYPE 
HTML>\r\n<html>\r\nGPIO<br /> estado "; 
s += "<br />"; 
s += (esc); 
s += "</html>\n"; 
 


































const char* ssid = "HUAWEI"; 
const char* password = "12345678"; 
WiFiServer server(80); 
void setup() 
   {  Serial.begin(115200); 
      delay(1000); 
 
      pinMode(m1, OUTPUT);       
      analogWrite(m1, 0); 
      pinMode(m2, OUTPUT);       
      analogWrite(m2, 0); 
      pinMode(m3, OUTPUT);       
      analogWrite(m3, 0); 
      pinMode(m4, OUTPUT);       
      analogWrite(m4, 0); 
      pinMode(m5, OUTPUT);       
      digitalWrite(m5, 0); 
servoMotor.attach(4); 
 
      Serial.print("Connecting to "); 
      Serial.println(ssid); 
      WiFi.begin(ssid, password); 
      while (WiFi.status() != WL_CONNECTED) 
         {   delay(500); 
             Serial.print("."); 
              
         } 
      Serial.println("WiFi connected"); 
      server.begin();                      // Iniciamos el servidor 
      Serial.println("Server started"); 
      Serial.println(WiFi.localIP());      // mostramos la IP 
      digitalWrite(m5,1);                  // encendermos un led para mostrar que la conexion 
fue lograda 
   } 
void loop() { 
   WiFiClient client = server.available(); 
    
if (!client) 
     return; 
Serial.println("new client"); 
while(!client.available()) 
      delay(1); 




if (req.indexOf("e1") != -1){ 
    analogWrite(m1, 0); 
    analogWrite(m2, 0); 
    analogWrite(m3, 0); 
    analogWrite(m4, 0); 
    servoMotor.write(80); 
    esc="stop"; 
 } 
else if (req.indexOf("e2") != -1){ 
    analogWrite(m1, 1000); 
    analogWrite(m2, 1000);     
    analogWrite(m3, 0); 
    analogWrite(m4, 0); 
    esc="adelante"; 
} 
else if (req.indexOf("e3") != -1){ 
    analogWrite(m1, 0); 
    analogWrite(m2, 0);     
    analogWrite(m3, 1000); 
    analogWrite(m4, 1000); 
    esc="atras"; 
} 
else if (req.indexOf("e4") != -1){ 
    servoMotor.write(110); 
    esc="derecha"; 
} 
else if (req.indexOf("e5") != -1){ 
    servoMotor.write(60); 
    esc="izquierda"; 
} 
else if (req.indexOf("e6") != -1){ 
    servoMotor.write(80); 
    esc="centrado"; 
} 
else if (req.indexOf("Modo1") != -1){ 
char r=0; 
do{ 
    servoMotor.write(80); 
    analogWrite(m1, 1000); 
    analogWrite(m2, 1000);     
    analogWrite(m3, 0); 
    analogWrite(m4, 0); 
    delay(1000); 
    analogWrite(m1, 0); 
    analogWrite(m2, 0);     
    analogWrite(m3, 0); 
    analogWrite(m4, 0); 
    delay(500); 
    analogWrite(m1, 0); 
    analogWrite(m2, 0);     
    analogWrite(m3, 1000); 
    analogWrite(m4, 1000); 
    delay(100); 
    analogWrite(m1, 0); 
    analogWrite(m2, 0);     
    analogWrite(m3, 0); 
    analogWrite(m4, 0); 
    delay(500); 
    r=r+1; 
}while (r<=3); 
    analogWrite(m1, 0); 
    analogWrite(m2, 0);     
    analogWrite(m3, 0); 
    analogWrite(m4, 0); 
esc="Finalizado"; 
} 
else if (req.indexOf("Modo2") != -1){ 
char r=0; 
do{ 
    servoMotor.write(80); 
    analogWrite(m1, 1000); 
    analogWrite(m2, 1000);     
    analogWrite(m3, 0); 
    analogWrite(m4, 0); 
    delay(1000); 
    servoMotor.write(110); 
    delay(800); 
    servoMotor.write(60); 
    delay(800); 
    servoMotor.write(110); 
    delay(800); 
    servoMotor.write(60); 
    delay(800); 
    servoMotor.write(80); 
    analogWrite(m1, 0); 
    analogWrite(m2, 0);     
    analogWrite(m3, 1000); 
    analogWrite(m4, 1000); 
    delay(1500); 
    analogWrite(m1, 0); 
    analogWrite(m2, 0);     
    analogWrite(m3, 0); 
    analogWrite(m4, 0); 
    delay(200); 
    r=r+1; 
}while (r<=3); 
    servoMotor.write(80); 
    analogWrite(m1, 0); 
    analogWrite(m2, 0);     
    analogWrite(m3, 0); 




else if (req.indexOf("Modo3") != -1){ 
char r=0; 
do{ 
    servoMotor.write(80); 
    analogWrite(m1, 1000); 
    analogWrite(m2, 1000);     
    analogWrite(m3, 0); 
    analogWrite(m4, 0); 
    delay(1500); 
    servoMotor.write(110); 
    delay(2000); 
    servoMotor.write(80); 
    analogWrite(m1, 1000); 
    analogWrite(m2, 1000);     
    analogWrite(m3, 0); 
    analogWrite(m4, 0); 
    delay(1000); 
    servoMotor.write(110); 
    delay(2000); 
    servoMotor.write(80); 
    analogWrite(m1, 1000); 
    analogWrite(m2, 1000);     
    analogWrite(m3, 0); 
    analogWrite(m4, 0); 
    delay(1000); 
    analogWrite(m1, 0); 
    analogWrite(m2, 0);     
    analogWrite(m3, 0); 
    analogWrite(m4, 0); 
    delay(200); 
    r=r+1; 
}while (r<=2); 
    servoMotor.write(80); 
    analogWrite(m1, 0); 
    analogWrite(m2, 0);     
    analogWrite(m3, 0); 
    analogWrite(m4, 0); 
esc="Finalizado"; 
} 
else if (req.indexOf("Modo4") != -1){ 
char r=0; 
do{ 
    servoMotor.write(80); 
    analogWrite(m1, 1000); 
    analogWrite(m2, 1000);     
    analogWrite(m3, 0); 
    analogWrite(m4, 0); 
    delay(1000); 
    servoMotor.write(110); 
    delay(500); 
    analogWrite(m1, 0); 
    analogWrite(m2, 0);     
    analogWrite(m3, 1000); 
    analogWrite(m4, 1000); 
    delay(800); 
    servoMotor.write(80); 
    analogWrite(m1, 1000); 
    analogWrite(m2, 1000);     
    analogWrite(m3, 0); 
    analogWrite(m4, 0); 
    delay(200); 
    servoMotor.write(60); 
    analogWrite(m1, 1000); 
    analogWrite(m2, 1000);     
    analogWrite(m3, 0); 
    analogWrite(m4, 0); 
    delay(500); 
    analogWrite(m1, 0); 
    analogWrite(m2, 0);     
    analogWrite(m3, 1000); 
    analogWrite(m4, 1000); 
    delay(800); 
    servoMotor.write(80); 
    analogWrite(m1, 1000); 
    analogWrite(m2, 1000);     
    analogWrite(m3, 0); 
    analogWrite(m4, 0); 
    delay(200); 
    analogWrite(m1, 0); 
    analogWrite(m2, 0);     
    analogWrite(m3, 0); 
    analogWrite(m4, 0); 
    delay(50); 
    r=r+1; 
}while (r<=3); 
    servoMotor.write(80); 
    analogWrite(m1, 0); 
    analogWrite(m2, 0);     
    analogWrite(m3, 0); 




String s = "HTTP/1.1 200 OK\r\nContent-Type: text/html\r\n\r\n<!DOCTYPE 
HTML>\r\n<html>\r\nGPIO<br /> estado "; 
s += "<br />"; 
s += (esc); 
s += "</html>\n"; 
 
































































OUTPUT CURRENT 1A PER CHANNEL







The L293B and L293E are quad push-pull drivers
capable of delivering output currents to 1A per
channel. Each channel is controlled by a TTL-
compatible logic input and each pair of drivers (a
full bridge) is equipped with an inhibit input which
turns off all four transistors. A separate supply in-
put is provided for the logic so that it may be run
off a lower voltage to reduce dissipation.
Additionally, the L293E has external connection of
sensing resistors, for switchmode control.
The L293B and L293E are package in 16 and 20-
pin plastic DIPs respectively ; both use the four





PUSH-PULL FOUR CHANNEL DRIVERS
PIN CONNECTION (Top view)
DIP16 - L293B









(*) In the L293 these points are not externally available. They are internally connected to the ground (substrate). 
O Pins of L293                    () Pins of L293E.
ABSOLUTE MAXIMUM RATINGS
Symbol Parameter Value Unit
Vs Supply Voltage 36 V
Vss Logic Supply Voltage 36 V
Vi Input Voltage 7 V
Vinh Inhibit Voltage 7 V
Iout Peak Output Current (non repetitive t = 5ms) 2 A






* See figure 1
** Referred to L293E
TRUTH TABLE
(*)   High output impedance
(**) Relative to the considerate channel
Symbol Parameter Value Unit
Rth j-case Thermal Resistance Junction-case Max. 14 oC/W
Rth j-amb Thermal Resistance Junction-ambient Max. 80 oC/W
Symbol Parameter Test Condition Min. Typ. Max. Unit
Vs Supply Voltage Vss 36 V
Vss Logic Supply Voltage 4.5 36 V
Is Total Quiescent Supply Current Vi = L; Io = 0; Vinh = H 2 6 mA
Vi = h; Io = 0; Vinh = H 16 24 mA
Vinh = L 4 mA
Iss Total Quiescent Logic Supply 
Current
Vi = L; Io = 0; Vinh = H 44 60 mA
Vi = h; Io = 0; Vinh = H 16 22 mA
Vinh = L 16 24 mA
ViL Input Low Voltage -0.3 1.5 V
ViH Input High Voltage VSS 7V 2.3 Vss V
VSS > 7V 2.3 7 V
IiL Low Voltage Input Current Vil = 1.5V -10 A
IiH High Voltage Input Current 2.3V VIH  VSS - 0.6V 30 100 A
VinhL Inhibit Low Voltage -0.3 1.5 V
VinhH Inhibit High Voltage VSS 7V 2.3 Vss V
VSS > 7V 2.3 7 V
IinhL Low Voltage Inhibit Current VinhL = 1.5V -30 -100 A
IinhH High Voltage Inhibit Current 2.3V VinhH  Vss- 0.6V 10 A
VCEsatH Source Output Saturation Voltage Io = -1A 1.4 1.8 V
VCEsatL Sink Output Saturation Voltage Io = 1A 1.2 1.8 V
VSENS Sensing Voltage (pins 4, 7, 14, 17) (**) 2 V
tr Rise Time 0.1 to 0.9 Vo (*) 250 ns
tf Fall Time 0.9 to 0.1 Vo (*) 250 ns
ton Turn-on Delay 0.5 Vi to 0.5 Vo (*) 750 ns
toff Turn-off Delay 0.5 Vi to 0.5 Vo (*) 200 ns
Vi (each channel) Vo Vinh (**)
H H H
L L H
H X (*) L
L X (*) L
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Figure 1. Switching Timers
Figure 2. Saturation voltage versus Output 
Current
Figure 3. Source Saturation Voltage versus 
Ambient Temperature
Figure 4. Sink Saturation Voltage versus 
Ambient Temperature
Figure 5. Quiescent Logic Supply Current 
versus Logic Supply Voltage
L293E L293B
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Figure 6. Output Voltage versus Input Voltage
Figure 7. Output Voltage versus Inhibit Voltage
APPLICATION INFORMATION
Figure 8. DC Motor Controls
(with connection to ground and to the 
supply voltage)
Figure 9. Bidirectional DC Motor Control
Vinh A M1 B M2
H H Fast Motor Stop H Run
H L Run L Fast Motor Stop
L X Free Running X Free Running
Motor Stop Motor Stop
Inputs Function
Vinh = H C = H ; D = L Turn Right
C = L ; D = H Turn Left
C = D Fast Motor Stop
Vinh = L C = X ; D = X Free Running Motor Stop
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Figure 10. Bipolar Stepping Motor Control
L293E L293B
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The Rth j-amb of the L293B and the L293E can be reduced by soldering the GND pins to a suitable copper
area of the printed circuit board as shown in figure 12 or to an external heatsink (figure 13).
than 12 seconds.
The external heatsink or printed circuit copper area must be connected to electrical ground.
Figure 12. Example of P.C. Board Copper Area which is Used as Heatsink






MIN. TYP. MAX. MIN. TYP. MAX.
a1 0.51 0.020

















MIN. TYP. MAX. MIN. TYP. MAX.
a1 0.51 0.020
B 0.85 1.40 0.033 0.055
b 0.50 0.020
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Creación de aplicación para dispositivos móviles inteligentes por medio del programa 
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Ventana de control para múltiples vehículos 
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