Figure 1: (a) Our fabricated transparent sticks. (b) Arranging the sticks and putting them in a container by a user. (c) When
Introduction
Pixel art (a type of digital art) represents game characters or other general images using a carefully chosen set of pixels, each of which has a finite planar dimension and which is usually immediately recognizable visually. Pixel art enables rich power of expression, although it usually consists of only a small number of pixels. Thus, the graphics used in classic video games or in GUI icons are mostly based on pixel art [KL11] .
The basic concept of pixel art is to tile pieces of 'picture elements' that are the same size. We can find other art formats or toys that share similar concepts, such as 3D pixel art (e.g. [QBL, Jea10] ), tile art, 'Post-it' art (e.g. [Liu09] ), jigsaw puzzles, or Lego building blocks. These art-forms or toys, in common with pixel art, stimulate human creativity, and people often enjoy creating their desired patterns or shapes by themselves.
On the other hand, the creation of desirable patterns or shapes, is itself an interesting research topic in the field of computer graphics. Many methods, possibly utilizing specialist devices or the manufacture of various objects, have been proposed for reproducing a number of specialized settings, such as the 6D light fields [FRSL08] , the desired shadows [MP09] , shadings [AM10] , sub-surface scatter-ing properties [DWP * 10, HFM * 10], and hologram patterns (e.g. [RRMG10] ). Additionally, the redirection of light to generate desired patterns is a powerful approach that enables rich power of expression. Such approaches include methods of computing reflective or refractive surfaces for producing caustics [WPMR09, FDL10, PJJ
* 11], and a method for a high contrast projector using light reallocation [HSHF10] .
In this paper, we bring the expressive power of pixel art and the light redirection approach together, and present a new approach to producing creative and enjoyable pixel art, as shown in Figure 1 . Our method consists of a set of transparent sticks made of acrylate resin (refractive index: 1.49), each of which refracts light in a certain direction. By arranging these sticks and placing them appropriately between a parallel light source (e.g. sun-light or a projector) and a viewing-surface (screen), one can observe the resulting pixel art on the screen.
By bringing pixel art and the light refraction together, people can enjoy the surprise in that they cannot tell what happens by just taking a look at the sticks because the resulting pattern is only visible when the sticks are appropriately placed between the light source and the screen. In this sense, our art can be used as a tool for steganography.
In our system, the number and types of the sticks are fixed in advance. A user first inputs an image of the desired pixel art. Then, our system solves an optimization problem to determine the layout of the sticks so that the light redirected by the sticks forms the pixel art on the screen. According to the layout, the user arranges the sticks manually and inserts them into a container. Finally, the user can enjoy the pixel art by actually placing the container between the light source and the screen.
Using only a single set of sticks, the user can produce various patterns of pixel art by rearranging the sticks. This concept is similar to that of Lego building blocks, and it helps to stimulate imagination and creativity. We believe that the work that is needed to arrange the sticks is not a burden to the user's creativity, since the amount of effort is small thanks to the nature of pixel art: a small number of pixels is sufficient to enable rich power of expression.
Our method can be closely related to the method presented by Papas et al. [PJJ * 11] . In their method, they used a NC (Numerical Controlled) machine to fabricate a plate made of acrylate resin, whose surface has micro-facets. With this plate, one can produce smooth caustics that are highly detailed, but the user needs to create individual plates for individual caustics patterns. Our method has some advantages in the terms of the entertainment aspect and the cost for production can be reduced, since the user can produce various patterns using only a single set of sticks. 
Our Approach

Problem Settings
As shown in Figure 2 , we use a set of two integer 2D orthogonal coordinates to describe the locations of the sticks (px, py) and the screen pixels (qx, qy). We assume that the desired pixel art consists of a set of square pixels, and that their sizes are all the same. As shown in Figure 3 , the shape of a stick differs slightly from a parallelepiped. The difference is that one of its faces is slightly tilted in order to redirect light via refraction. The redirected (refracted) light will point to a pixel on the screen (Figure 4) . Unless otherwise stated, we let the light that is incident onto the sticks all contribute to one of the pixels in the pixel art. It is also possible to let some of the light refract toward the outside of the resulting pattern. The base size of the stick is the same as the size of a pixel, which could be e.g. 5mm × 5mm or 10mm × 10mm. The height of a stick is sufficiently large (e.g., 10mm) for the user to handle it easily.
Because the base shape of a stick is square, if we rotate the stick along its height axis by 90
• , 180
• or 270
• , the refracted light will point to different pixels. Therefore, allowing for the rotation, a single stick can potentially redirect the light to 4 locations. As shown in Figure 4 , if the shift or translation in the locations sx and sy satisfy sx ≥ 1 and sy ≥ 0 (i.e., the redirected location is in the gray region), we state that the stick is in its basic orientation. When two sticks in their basic orientations and at the same location redirect the light to different locations, we state that their types are 'different'.
We basically assume that the number of pixels in the desired pattern is the same as the number of arranged sticks. Additionally, we also assume that the pixel resolution, measured as the number of pixels, is square in shape, though, our method can handle more general settings beyond these two assumptions.
On one hand, it is possible to provide the user a large num- ber of sticks in advance, and then let the user arrange the sticks using only a small subset of them. On the other hand, from an entertainment point of view, it is interesting if there are no superfluous sticks after the user arranges the sticks. Therefore, we basically consider that the number of sticks the user has in advance is equal to the number of arranged sticks, and thus is also equal to the number of pixels in the desired pattern. By keeping the number of sticks smaller, it is easier for the user to find the necessary sticks during the arrangement. The user can, of course, use additional sets of sticks (e.g. colored sticks) for extending power of expression.
Constraints
For simplicity, we first consider only the intensity of light and ignore the color. We formulate the problem as an optimization problem as follows. We use the binary variables
to denote all of the possible ways of placement of the sticks.
The integer subscript i = 1, ..., N T denotes the type of the stick, and N T is the number of types. The integer subscript j = 1, 2, 3, 4 indicates the basic orientation (i.e., 0 • ) and the 90
• and 270
• rotated orientations, respectively. The integer subscript k = 1, ..., N P denotes the location of the sticks, and N P is the number of pixels. γ i j,k = 1 means that at the location k, we place a stick whose type is i and its orientation is according to j.
For later use, we also introduce alternative representations for the subscripts i and k. For the type of a stick, we alternatively represent it by the shift of the stick i.e., sx and sy ( Figure 4 ). For the location of a stick, we alternatively represent it using the integer coordinates px and py (Figure 2 ).
When we place a single stick at a location, we have the following constraint,
For each stick type i, the number of the sticks is limited to M i . Thus, we have
The constraint for making the resulting desired pattern can be formulated as follows. Let us use sx and sy as described above instead of i, and px and py instead of k. Then, if we denote the desired pattern at the screen pixel (qx, qy) as c (qx,qy) , we have
where s x, j and s y, j represent the shift after considering the rotation, i.e.,
However we cannot always reproduce the desired pattern exactly. This can be caused by an unachievable desired pattern, e.g., the total intensity of the desired pattern exceeds the total available incident light, or it requires a setting for which the number and types of sticks are limited. We believe that, in practice, the introduction of a small amount of modification to the desired pattern is acceptable. Thus, we represent the amount of modification using variables ε (qx,qy) , and use 
Because the intensity of the pixels on the screen should not be negative, we have the following constraint,
Objective Function
The objective of the optimization routine is to make the modification smooth and small enough to retain the desired pattern. To measure the amount of modification, we consider the quadratic norm of the modification ∑ ε 
where δ = 0.001 is a constant, and
Using these default weights, the intensity and/or gradient of the desired pattern will be better preserved if their values are lower. This property is important, as the 'black' regions and 'smooth' regions will be well preserved (see Figure 5 ). The user can increase or decrease the weights for stronger or weaker preservation if needed. 
Solving the Optimization Problem
In summary, we minimize Eq.(9) subject to the constraints shown as Eqs. (1), (2), (3), (6), and (7). Due to the constraint shown as Eq.
(1), our optimization problem becomes a class of mixed integer programming problem, which is NP-hard.
We have found that an approximated solution will usually give a good result. In our prototype, we used the IBM ILOG CPLEX Optimizer [CPL] . The user can set the time allowed for solving the problem (e.g., a few minutes to 10 minutes), then the solver utilizes a branch-and-bound algorithm and progressively refines the solution during the allocated time.
Fabricating the Sticks
We calculate the normals of the tilted faces from the shifts of the sticks according to Snell's law. The main considerations in fabricating the sticks are; 1) how to manufacture flat surfaces for the base and the tilted face; 2) how to make these surfaces face the desired orientation; and 3) how to make the deviation in the sizes of the bases small. The first and second considerations are important for accurate redirection of light, while the third consideration is important for arranging the sticks as a grid.
In our prototype, we created a single mold that can produce 10 different types of sticks, with base sizes of 5mm × 5mm. The number 10 comes from the following reason. When we cast the hot acrylate resin into the mold, it will flow following the path created in the mold, and it will reach each of the cavities for the sticks sequentially. Since we do not want the hot acrylate resin to cool too much before it reaches all the required areas, there is a limit to the number of sticks that can be cast in a mold at any one time.
As the accuracy of production in our prototype is not very high, there are slight distortions near the edges of the sticks as shown in Figure 6(a) . As a result, the redirected light will leak to the neighbor pixels (Figure 6(b) ). To avoid this problem, we attach to the container a filter as shown in Figure 6(c) . We believe that we can improve the production process of the mold and the casting process of the acrylate resin to avoid this problem in the future. • , 180
show 6 different configurations of types.
Choosing the Types of Sticks
Focusing now on the creation of a mold, we should consider the case where the number of types of sticks is 10. In our prototype, we choose 10 different shifts within the range where the distance of a shift is no larger than 8 times of the width of the stick, as shown in Figure 7 .
There are many possibilities in choosing the types of stick. We first chose 10 types of stick with the smallest different shifts (in pixels), as shown as Figure 7 (b). We found that this selection is not ideal if the desired patterns contain a wide black region. This is because the redirected light cannot diverge far from the incident light, and thus cannot avoid the black region. On the other hand, by choosing the 10 types of sticks that give the largest shifts (Figure 7(c) ) we can create various desired patterns fairly easily. One disadvantage is that when the shifts are larger, the shape of the redirected light becomes much more distorted. Thus, we then tested others configurations of stick-types, this time including both sticks that produced a large shift along with sticks that caused a small shift in different distributions, as shown in Figures 7(a), (d) , (e) and (f). The ability of these different bundles to create the desired patterns seemed to be similar. We chose the set shown as Figure 7 (a), with the intention of making the distortion small.
The Layout Map
To identify the type of a stick, we first align the stick in its basic orientation and its tilted face in the near side. Then, we draw a number with different colors on the faces of the stick for better identification of the type and the orientation of the stick. Black, red, green and blue colors are used to indicate the basic orientation (i.e., 0
• ) and 90
• rotated orientations, respectively.
We show the layout of the stick by using a map which we call layout map (see, e.g., Figure 10 ). In the map, the type of the stick for each location is shown using the number. According to the color of the number, we align the stick so that the number with the color will face upward.
Using Color Sticks
Our method can be extended to handle colors. We can create a 'colored' stick by simply painting the color onto the tilted face or by pasting a color filter onto the tilted face using instant glue (cemedine). Note that by using the cemedine, the transparency and the refraction index is then retained pretty well, since the dominant component of the cemedine is cyanoacrylate. In our prototype, instead of actually creating colored sticks, we attach to the container a color filter created by printing the color pattern onto a transparency sheet using a standard ink-jet printer.
To work with colored sticks, we can extend Eq.(6) as follows.
where the superscripts (r), (g) and (b) indicate the red, green and blue components, respectively, and T indicates the transmittance of the filter (the color and the intensity of the light source can be included as well, if needed). Although we can mix different colors to produce new colors, multiple sticks are needed for representing a single mixed color pixel, possibly resulting in a reduced power of expression. As an alternative, we can use a few set of sticks with basic colors. To obtain the layout, we first solve the optimization problem for the intensities, then the colors of the sticks are chosen to be the corresponding pixel colors.
Results
In this section, all of the results are generated by rearranging a single set of sticks. The types are introduced in Section 2.6. The number of sticks of each type is 25 or 26, and the total number of the sticks is 256. The resolutions of the input patterns are all in 16 × 16. For computation, we used a notebook PC with an Intel(R) Core(TM)2 Duo U9600 CPU (1.6GHz) and 4GB main memory, and set 10 minutes for solving the optimization problem. The default weights are used for all the tests. We let users arrange the sticks, and the times they took for arranging them varied between 12 and 23 minutes.
We show the results of simulation and the results created Conversely, in Figure 10 (g), the total intensity of the input pattern is larger than that of the incident light. As a result, some pixels in the simulated results become darker. Nevertheless, we believe that these results still look good. In Figures 10(e) and (f), the total intensities of the input patterns are the same as the total intensity of the incident light, and we were able to obtain the results that perfectly match the input patterns.
We can replace some of the transparent sticks with opaque sticks. Additionally, we can fix the locations of these opaque sticks so that we can observe a pattern on the arranged sticks, as shown in Figure 9 . By calculating the layout for the rest of the sticks, we can also make this set produce a (different) hidden pattern on the screen. This usage of our art-form can be regarded as a kind of steganography. To realize this artform, we simply set γ i j,k = 0 for the locations k where we want to place the opaque sticks, and delete the corresponding constraints shown as Eq.(2).
As mentioned before, we may consider the option to redirect the light toward the outside of the resulting pattern. By considering this option, the modification can be reduced if the total intensity of the desired pattern is less than that of the incident light (Figure 8 ). On the other hand, it is more constrained and interesting if we discard this option, since in this case all of the incident light is used. Thus, we did not use this option other than the example shown in Figure 8 . We can easily disable this option by omitting some of the vari- 
Limitations
We show three typical failure cases in Figure 11 . Figure 11(a) shows a toy example where the input pattern contains a large black region. Due to the capability in redirecting light, it is not possible to redirect all the light to the lowerright corner using the set of the sticks. To handle input patterns like this example, we need to use the sticks that can redirect light to farther locations. We would like to note that an input pattern usually does not contain such a large black region.
For general input patterns, a failure case happens more likely when the difference between the total intensity of the input pattern and that of the incident light is larger. This is because we need to apply much modification to the pattern to adjust the total intensity. As a result, some specific region cannot be represented well. For example, in Figure 11(b) , the total intensity of the input pattern greatly exceeds that of the incident light. Thus, we need to suppress the intensity variation to reduce the total intensity. As a result, we cannot represent the gradation pattern well. We show another failure case in Figure 11 (c). This example is created by increasing the intensity of the hair of the character shown in Figure 10 (e). Thus, the intensities of some of the pixels in the resulting pattern need to be reduced for the conservation of light. Although our method tries to make the modification as smooth as possible, since the regions of the hair are separated by the hair accessory, the resulting intensities become different among these regions. The user could modify these patterns to obtain better results, though.
Conclusions and Future Work
We have presented a new type of creative and enjoyable pixel art. By rearranging a set of sticks made from acrylate resin, and by positioning this set appropriately between a parallel light source (e.g. sun-light or a projector) and a viewingsurface (screen), one can observe the resulting pixel art on the screen. According to the user specified pattern, our system solves an optimization problem to find the layout of the sticks so that the resulting pattern on the screen represents the specified pattern. We have shown that the user can produce various patterns by rearranging the sticks, using only a single set of sticks. Another interesting aspect of our art is that the resulting pattern is only visible when the sticks are appropriately inserted between the light source and the screen. Thus, our art can also be used as a tool for steganography.
For future work, we would like to create sticks with other base shapes, such as triangles or hexagons. Furthermore, we would like to increase the pixel resolution by creating a jigsaw-puzzle like version, where some of the sticks are glued together to form basic blocks. Instead of using the individual sticks, it would then be easier for the user to rearrange these blocks.
