I. INTRODUCTION
There are a number of general-purpose accelerator tracking codes in wide use such as SYNCH [l], MAD [2], or TEAPOT [3] . Each of these programs has an input format or language in which the user formulates the problem to be solved. This language is different from the language the code is written in. Frequently the accelerator physicist wants to solve a problem which does not fit within the constraints of the input language. The physicist must then duplicate the basic lattice handling functions which all codes must have as well as the special functions which solve the problem at hand. Also some problems can be solved more quickly when the input can be changed interactively and both the intermediate and final results be seen graphically. Most codes at present are a batch type operation; an input file is edited, the program is run and the final results are output.
We are developing a set of took in which the input language is the same as the programming language. The code is written in C++ partly because of the ease in creating new "objects" that behave in every respect like fully functional variables of the language. We have inte- 
BASIC TOOLS
Basic to any accelerator analysis program is the ability to edit an accelerator lattice, calculate twiss parameters and fit the tunes among other things. A text-oriented lattice editor has been developed to interactively edit accelerator lattices. The editor consists of a scrollable list on which the user can insert and delete elements, by double-clicking on an element, the user is prompted for changes to that element by a dialog box. The lattice list can be filtered by element type. For example, one can list only the quadrupoles if so desired. The resulting lattice can be saved or recalled from a file. An additional command enables the user to "sectorize" (create a polynomial map) any portion of or all of the beamline.
A twiss parameter tool has been developed to display twiss parameters in several different formats which can be filtered by element type. There is a text format which can be saved to and recalled from disk, a list format where the user can double-click on a particular line and edit that element similar to the lattice editor and a graphics format where the twiss functions are plotted as a function of length along the beamline. There is an orbit tool which will receive points from the phase space tracker and plot/list the orbits along the lattice. There is also a 3D orbit plotter [lo] which is useful for plotting the Tevatron's helical orbits. Figure 2 Shows the Tevatron antiproton orbit in 2D and both orbits at the DO interaction region in 3D.
The circuit editor allows different elements to be grouped together in analogy to an electrical circuit. This is useful in the case of the Tevatron where different quadrupoles are connected to the same electrical bus.
With the tune fitter tool the the user interactively selects the focusing and defocusing circuits and is prompted for the desired tunes via a dialog box.
COMPOSITE TOOLS
All of the above tools can be used separately or can be combined together to make a more complicated analysis tool. As an example, the Tevatron collider has two lowbeta regions for the two experiments CDF and DO. During the present collider run, it was discovered that the beams were not colliding at the center of the DO detector and that there was a large beta-wave in the machine. A composite tool was developed to look at the perturbations in /? when the values of various quadrupoles were changed. 
IV. FUTURE WORK
We plan to continue improving the prototype interactive tools developed so far and to add to the collection. The higher priority goals to be addressed include: (a) incorporating procedures into the phase space widgets so that orbit displays can toggle between "ordinary" or normal form coordinates; (b) interactively displaying the layout of the beamline using a three-dimensional graphics environment, such as Phigs; (c) tying that display to the lattice editor tools, so that beamline elements (or families of beamline elements) can be modified after picking them with a cursor; and (d) improving communication between the tools with persistent objects.
