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Abstract 
We have developed a .NET assembly, which we call 
SCA.NET, which we have been using for building EPICS 
[1] based control room applications at the Advanced 
Light Source (ALS)[2]. In this paper we report on our 
experiences building a 64-bit version of SCA.NET and 
the underlying channel access libraries for Windows XP 
x64 (using a dual core AMD Athlon CPU). We also 
report on our progress in building new accelerator control 
applications for this environment. 
SIMPLE CHANNEL ACCESS AT ALS  
Simple Channel Access (SCA)[3] is a library that 
provides a simplified API for developing Channel Access 
(CA) clients. SCA was developed at LBNL and has been 
in heavy use for both accelerator and beamline controls.  
Since SCA’s most common use has been on Windows 
platforms, we originally packaged it as an ActiveX 
Control called SCA.COM[4]. This control is easily called 
by any Windows client supporting Active X (e.g. 
Labview, Visual Studio). 
Although ActiveX controls can be accessed from .NET 
assemblies we believed a more seamless integration was 
important for two reasons. First, .NET will be the 
standard development framework for Windows in the 
future--on Vista, it will be the only development 
framework. Second, it looked like a relatively simple task 
to re-package the ActiveX control as a .NET assembly. In 
fact, as often happens during a re-write, we found many 
optimizations that resulted in better performance than the 
previous component, in the context of the 32-bit version 
of SCA.NET[5]. 
MIGRATION TO 64 -BIT  
Need to Support 64-bit 
PCs with 64-bit processors and operating systems, such 
as Windows XP x64, are finally becoming widely 
available. Scientific applications, which are accelerator 
tracking programs for us [6], are already taking advantage 
of the larger address space and faster execution speed.  
On the other hand, typical machine control applications 
have little need for these advantages as 32 -bit has been 
most ly sufficient.  
It is convenient, however, when building model based 
64bit control applications, to have access to 64 bit 
versions of controls libraries to avoid mixing 32 bit and 
64 bit libraries.  
Building CA for Windows XP x64  
Building CA on x64 bit platforms has been done 
previously. Even so, some help from the author [7] of the 
CA software was needed to add a macro to CA base code 
for the AMD architecture on Windows. Further, although 
the EPICS build system is both powerful and flexible, we 
decided to build the libraries in the Visual Studio 
environment to take advantage of its rich debugging tools. 
Finally, a patch previously posted by AMD, which 
synchronizes the core time stamp counters, needed to be 
installed [8].  
The 2 DLLs built in this fashion (Com.dll and Ca.dll) 
are categorized by .NET as unmanaged because they were 
built for the win32 environment, not for .NET. 
SCA.NET 
Unlike the above DLLs, ALS.dll, which implements 
SCA.NET, is built as a .NET assembly. When .NET 
assemblies call routines in unmanaged libraries, they do 
so through a special interface called Platform Invoke 
(P/Invoke) . C# has syntax for P/Invoke that uses the 
DllImport keyword, for example, as shown below:  
 
    [DllImport("ca.dll")]  
    unsafe public static extern  
        char * ca_message(uint ca_status); 
 
.NET considers any code that manipulates pointers as 
unsafe. The C# compiler will generate an error unless 
code using pointers are labelled with the unsafe keyword. 
The CA routines used by SCA.NET are similarly 
wrapped. 
It’s worth noting that although the CA libraries are 
separately compiled for both 64-bit (x64) and 32-bit (x86) 
versions, ALS.dll is a single binary of the .NET assembly 
built with the Visual Studio build option of “Any CPU”. 
The OS is responsible for loading either the x64 or x86 
versions of the DLLs that ALS.dll needs.  
32-bit Programs on 64-bit Windows 
Although both 32-bit and 64-bit programs can run on 
64-bit Windows, 32-bit programs must run in a 
compatibility layer called WOW64. This layer wraps the 
application in its own 32-bit environment from which it 
can only call directly into 32-bit DLLs. The resulting 
overhead from this layer is architecture dependent --AMD 
processors can execute 32-bit code directly whereas Intel 
processors have to emulate 32-bit instructions. A 32 -bit 
process may also use inter-process communications (IPC) 
when calling into a 64-bit library. Interface options are: 
pipes, messages, signals, ActiveX/COM out-of-process 
servers, and networking APIs.  
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Assigning the CPU as a Build Option  
When building SCA.NET, it’s most convenient to build 
and deploy separately for x64 and x86. So first the 
sources for CA and ALS.dll are compiled as native x64 
libraries then an installer project is built. This process is 
repeated for the 32 -bit version. Basically, the installer 
places the output binaries in either “Program 
Files\LBNL” for x64 binaries or in “Program Files 
(x86)\LBNL” for 32 bit binaries. 
EXAMPLE  
When we program SCA/NET client programs that are 
portable on x86 and x64 platforms, we must ensure that 
all the libraries are also portable if they are by 3rd parties. 
We currently use open-source libraries: SourceGrid [9] 
for string grid and ZedGraph[10] for chart. Both are 
managed code in C# and portable.  
Fig.1 is an example program that reads and displays all 
the ALS storage ring magnet EPICS channels (287 
magnets and 1669 channels) at 1 Hz by using 13 
SourceGrid controls on WinForm. 
 
 
Fig.1. SCA.NET client example 
This program runs both on x86 and x64 Windows without 
rebuilding.  
We have also created EPICS database client programs 
that use ADO.NET 2.0 to access static EPICS database 
record information such as process variable names from a 
MySQL[11] database. ADO.NET also allows saving of 
device information and configured/edited information to 
XML files for runtime use on both x86 and x64 Windows. 
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