Introduction
There is a growing body of papers considering triangulations of a point set 1, 4, 5, 6, 7, 8, 10] . We address the problem of enumerating triangulations in the plane. Given a set S of n points in general position in the plane, nd all the triangulations whose vertex set is S and edge set includes the convex hull of S.
The best previously known method 2] to enumerate triangulations has a running time of (nt(S)), where n = jSj and t(S) is the number of triangulations of S. We improve it by almost linear factor. Let S(i) be the set of points fp i ; p i+1 ; : : : ; p n g. The main idea is to choose the point p i in the convex hull of S(i). Let T max (i) be the subgraph of T max induced by the vertices S(i).
Notations and Main Properties
Lemma 2 The graph T max (i), i 2 f1; 2; : : : ; ng is a triangulation of the point set S(i). Theorem 3 For every triangulation T 6 = T max there is a ip f such that f (T) is lexico-larger than T .
Triangulation Tree
We apply reverse search technique 2] and construct a triangulation tree T = (V; E). With 
Enumeration Algorithm
First we specify an order of the points and construct the triangulation T max . The simple way is to sort the points by their x-coordinates. To construct the triangulation T max we sweep points by a vertical line from the right to the left. In this algorithm we need to nd edges of the di erence E(i) = T max (i) n T max (i + 1).
These edges are incident to p i . Note that (p i ; p i+1 ) is the edge of T max (i). We walk in both clockwise and counterclockwise directions to nd all edges in T max (i) adjacent to v i . It takes time proportional to the number of edges in E(i). In general an order of points and the corresponding triangulation can be found using an algorithm that maintains the convex hull of points. It can be done in O(n logn) since the only update operation is the deletion of a point 3].
The algorithm maintainsa data structure representing a triangulation. We assume that the edges/triangles incident to a triangle/edge and the vertices incident to an edge can be accessed in constant time. We assume also that the edges incident to a vertex are stored in doubly-linked list providing access to edges in clockwise and in counterclockwise order, see for example 9]. The enumeration algorithm accomplishes the depth-rst traversal of the triangulation tree T . We store all ips of the triangulation T in a balanced search tree T 1 according to their lexicographical order. The edges of T max are stored in a tree T 2 which allows to detect if an edge is in T max in O(log n) time. We store all ips of the triangulation T except the edges in T max in a tree T 3 . We also store the dual edges of ips of the triangulation T in a tree T 4 . The primal/dual edges store pointers to each other. The trees T 1 ; T 2 ; T 3 and T 4 can be maintained in O(log n) time per update (insertion or deletion).
In the basic step, the algorithm either nds next son or detects that all of the sons of v are visited. Note that the ip edge f max can be computed in O(log n) time using the tree T 2 . If a node v is visited rst time (the previous node was its parent), then the rst son is determined by the lexico-smallest dual edge in T 4 . We can check if it de nes valid ip by Lemma 5. If v was already visited (the previous node was its son), then using the dual edge of last ip we can nd next edge in T 4 and check its validity by Lemma 5. There is O(1) updates of T 1 ; T 2 ; T 3 and T 4 when we apply a ip. Each new node can be obtained in O(log n) time. Using the data structure by van Emde Boas 11] we can reduce the time to O(log log n).
Theorem 6 The triangulations of a point set in the plane can be reported in O(log logn) time per triangulation using linear space.
