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Mit dem Sonderprogramm zur Weiterentwicklung des Informatikstudiums an den
deutschen Hochschulen1 (WIS) werden Maßnahmen zur Steigerung von Effizienz,
Niveau und Betreuung der Informatikausbildung entwickelt. Gegenstand der Fo¨rde-
rung sind insbesondere Maßnahmen zur Schaffung zusa¨tzlicher Ausbildungskapa-
zita¨ten, zur Verku¨rzung der Studienzeiten und zur Entwicklung/Erprobung neuer
Studienga¨nge mit den Abschlu¨ssen Bachelor und Master sowie von Studienangebo-
ten der Weiterbildung an Hochschulen.
Im Rahmen dieses Sofortprogramms wurde am Fachbereich Informatik der Univer-
sita¨t Dortmund ein lehrstuhlu¨bergreifendes Projekt (WIS-Projekt) zur Steigerung
der Erfolgsquote im Studium initiiert. Die grundlegende Zielsetzung besteht dabei –
wie in [98] ausfu¨hrlich beschrieben – in der Unterstu¨tzung und Erga¨nzung der klas-
sischen Lehre durch eine Rosette von Maßnahmen aus verschiedenen Bereichen, wie
in Abb. 1.1 skizziert. Dadurch soll eine Verbesserung der Lehresituation erreicht und
somit der Erfolg der Studierenden im Informatikstudium mo¨glich bzw. beschleunigt
werden.
Um die Lehresituation an einer Universita¨t zu verbessern, gibt es grundsa¨tzlich
verschiedene Mo¨glichkeiten. An der Universita¨t Dortmund existieren mehrere WIS-
Teilprojekte, die auf unterschiedliche Art und Weise versuchen, dieses Ziel zu errei-
chen.
Das WIS-Teilprojekt Nr. 62 bescha¨ftigt sich mit der Entwicklung von Konzepten fu¨r
die ’Koordination des Online-Angebots des Fachbereichs Informatik’ und la¨sst sich in
die Maßnahmen-Rosette des gesamten WIS-Projektes an der Universita¨t Dortmund
wie folgt einordnen (siehe Abb. 1.1). Dabei unterstu¨tzt das WIS-Teilprojekt Nr. 6
1Dies wurde in der Bund-La¨nder Vereinbarung vom 19.6.2000 festgelegt.
2Das WIS-Teilprojekt Nr. 6 wurde am Lehrstuhl Informatik 5 der Universita¨t Dortmund unter








Abbildung 1.1: Einordnung des WIS-Teilprojekts Nr. 6 in die Maßnahmen-Rosette
die klassische Lehre – in Abb. 1.1 zentral dargestellt – mit Maßnahmen aus den um
sie angeordneten, hervorgehobenen Bereichen. Wir unterteilen diese Maßnahmen in
konzeptionelle Aspekte und deren technische Umsetzung.
Folgende konzeptionellen Aspekte sind im WIS-Teilprojekt Nr. 6 von zentraler Be-
deutung:
• Prozesse: Ein Gescha¨ftsprozess ist eine Folge von gescha¨ftlichen Aktivita¨ten
(= Features) innerhalb eines bestimmten Anwendungsbereiches. Im Rahmen
dieser gescha¨ftlichen Aktivita¨ten wird ein bestimmtes Ergebnis angestrebt und
auf die Bedu¨rfnisse, Rechte und Pflichten der beteiligten Personen bzw. Perso-
nengruppen eingegangen. An einem Gescha¨ftsprozess sind stets mehrere Per-
sonen bzw. Personengruppen beteiligt, ein Feature wird dagegen jeweils nur
von einer Person bzw. Personengruppe ausgefu¨hrt.
• Kommunikation: Sowohl innerhalb der Gescha¨ftsprozesse als auch zwischen
diesen bestehen Kommunikationsstrukturen, welche sich durch die Interaktion
der beteiligten Personen bzw. Personengruppen und durch den notwendigen
Informationsaustausch ergeben.
Die Analyse und Optimierung der bestehenden Gescha¨ftsprozesse sowie der damit
verbundenen Kommunikationsstrukturen im jeweiligen Anwendungsbereich des uni-
versita¨ren Alltags machen eine Vereinfachung und Vereinheitlichung der Abla¨ufe
m¨
5Die technische Realisierung der konzeptionellen Aspekte, d.h. der Gescha¨ftsprozes-
se und Kommunikationsstrukturen, im Rahmen einer (web-basierten) Applikation
umfasst zwei Teilbereiche:
• Dienste: Die Gescha¨ftsprozesse eines bestimmten Anwendungsbereichs bein-
halten eine Menge von Features, wie bereits oben dargestellt. Die technische
Umsetzung eines Features wird durch Verwendung von Diensten erreicht, wel-
che bestimmte Teilfunktionalita¨ten innerhalb des Anwendungbereiches einer
Applikation realisieren. Im Rahmen der Realisierung der Dienste mu¨ssen die
Bedu¨rfnisse, Rechte und Pflichten der Personen (= Benutzer) bzw. Perso-
nengruppen (= Benutzergruppen) beru¨cksichtigt werden, die diese Dienste
ausfu¨hren sollen.
• Koordination: Die fu¨r die verschiedenen Benutzergruppen und Bereiche des
universita¨ren Alltags realisierten Dienste werden in Form einer Bibliothek u¨ber
eine zentrale, web-basierte Plattform bereitgestellt. Diese koordiniert die Zu-
sammenarbeit der einzelnen Dienste und ermo¨glicht außerdem eine flexible
Erweiterbarkeit der zugeho¨rigen Applikation.
Eine web-basierte Applikation betrachten wir somit als eine Menge von Diensten
zusammen mit einer Schicht, welche die Zusammenarbeit der einzelnen Dienste ko-
ordiniert.
Im Rahmen des WIS-Teilprojektes Nr. 6 wird die Analyse, Optimierung und Verein-
heitlichung der Gescha¨ftsprozesse am Fachbereich Informatik der Universita¨t Dort-
mund angestrebt. Insbesondere soll fu¨r diese Gescha¨ftsprozesse eine weitgehende
Rechnerunterstu¨tzung in Form einer web-basierten Applikation realisiert werden.
Folgende Basisanforderungen werden dafu¨r an die Realisierung gestellt:
• Die mittelbare Kommunikation sowie die Interaktion zwischen den an den
Gescha¨ftsprozessen beteiligten Personengruppen wird ada¨quat u¨ber elektroni-
sche Medien unterstu¨tzt.
• Eine zentrale Verwaltung von Benutzern und deren Rechten wird umgesetzt
und kommt im Rahmen der web-basierten Applikation zum Einsatz.
• Eine flexibel erweiterbare Bibliothek, welche eine Integrationsunterstu¨tzung
fu¨r ein wachsendes Dienstpotential beinhaltet, ermo¨glicht das Bereitstellen der
entwickelten Dienste.
Das Lehremanagement an einer Universita¨t dient dabei als Beispiel eines Anwen-
dungsbereichs. Eine Rechnerunteru¨tzung fu¨r die bestehenden Gescha¨ftsprozesse in-
6 Ausgangssituation
nerhalb dieses Anwendungsbereichs wird im Rahmen des TeMPlUs3 ([91, 28, 27])
Projektes realisiert.
Der Einsatz der durch dieses Projekt bereitgestellten personalisierten, web-basierten
TeMPlUs Applikation bewirkt eine Entlastung der Lehrenden von organisatori-
schen und administrativen Aufgaben, verschafft ihnen dadurch mehr Zeit, sich auf
die inhaltlichen Belange der Lehre sowie die perso¨nliche Betreuung von Studierenden
zu konzentrieren, und kann so zu einer Verbesserung der Lehresituation allgemein
beitragen.
Beispiel 1.1:
Beispiele fu¨r Gescha¨ftsprozesse aus dem TeMPlUs Projekt sind die Anmeldung zu einer
Lehrveranstaltung und die Einteilung der U¨bungsgruppen im Rahmen dieser Lehrveranstal-
tung. Verschiedene Personengruppen des universita¨ren Alltags (z.B. Dozent, Organisator,
Tutor, Student) sind an diesen Gescha¨ftsprozessen beteiligt:
Anmeldung
• Studierende fu¨hren die Features ’zu einer Lehrveranstaltung anmelden’ (Dienst re-
gisterForCourse) und ’zu Gruppen anmelden’ (Dienst groupRegistration) aus, um
sich fu¨r eine Lehrveranstaltung und deren zugeho¨rige U¨bungsgruppen anzumelden.
• Dozent und Organisator haben u¨ber das Feature ’Teilnehmerliste anzeigen’ (Dienst
showParticipantsCourse) jederzeit Einsicht in die Teilnehmerliste ihrer Lehrveran-
staltung.
• Das Feature ’Anmeldestatistik’ (Dienst showGroupRegistrationStatistics) liefert dem
Organisator einen U¨berblick daru¨ber, wie beliebt die einzelnen U¨bungstermine bei
den Studierenden sind.
Einteilung
• Das Feature ’Gruppeneinteilung initiieren’ (Dienst distribution) dient dem Organi-
sator dazu, die Einteilung der U¨bungsgruppen anhand der Anmeldedaten der Stu-
dierenden vorzunehmen. Dabei wird eine mo¨glichst optimale Verteilung angestrebt.
• Die Vero¨ffentlichung der U¨bungsgruppeneinteilung nimmt der Organisator mithilfe
des Features ’Gruppeneinteilung vero¨ffentlichen’ (Dienst publishDistribution) vor.
• Nach Vero¨ffentlichung der Einteilung ko¨nnen Studierende u¨ber das Feature ’Mein
Stundenplan’ (Dienst showTimetable) ihren Stundenplan abrufen.
• Auch die Tutoren haben nach Vero¨ffentlichung der Einteilung u¨ber das Feature
’Teilnehmerliste einer Gruppe anzeigen’ (Dienst showDistributionGroup) Zugriff auf
die Teilnehmerlisten der von ihnen moderierten U¨bungsgruppen.
y
3Der Name TeMPlUs steht fu¨r Teaching Management Platform for Universities.
Kapitel 2
Rahmenbedingungen und Ziele
Im Rahmen des WIS-Teilprojekts Nr. 6 wird fu¨r die Entwicklung einer web-basierten
Applikation – wie z.B. der TeMPlUs Applikation – die bestehende MetaFrame
Agent Building Center Service Definition Entwicklungsumgebung (kurz: ABC -SD)
eingesetzt.
ABC -SD ([75, 76, 74, 73, 83, 77, 79, 82, 78, 9, 47, 56]) ist eine graphische Ent-
wicklungsumgebung fu¨r die komponenten-basierte Entwicklung web-basierter Appli-
kationen. Die Spezifikation des Applikationsverhaltens erfolgt dabei in Form eines
einzelnen Dienstes, der mittels eines gerichteten Graphen modelliert wird:
• Die Knoten repra¨sentieren funktionale Einheiten des Anwendungsbereiches.
• Die Kanten beschreiben den Kontrollfluss der Applikation.
Auf diese Weise erha¨lt man eine monolithische, aber in sich strukturierte Modellie-
rung des Applikationsverhaltens. Makros ko¨nnen zur weiteren Strukturierung ver-
wendet werden.
Ein rollen-basierter Software-Entwicklungsprozesses – eingefu¨hrt in [11] – koordiniert
die arbeitsteilige Realisierung web-basierter Applikationen mit ABC -SD in einem
Team von Entwicklern.
Zusa¨tzlich stellt das ABC -SD viele integrierte Tools zur Verfu¨gung, die im Rah-
men dieses Software-Entwicklungsprozesses u.a. dazu dienen, die Applikationslogik
bereits zur Entwicklungszeit zu validieren und somit die Zuverla¨ssigkeit der Appli-
kation zu erho¨hen.
Wie bereits in [11] detailliert beschrieben, bildet damit das ABC -SD als Werkzeug
eine gute Ausgangsbasis fu¨r die Entwicklung zuverla¨ssiger web-basierter Applikatio-
nen.
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Teil II greift kurz die wichtigsten Aspekte des ABC -SD auf, welche im Rahmen
dieser Arbeit fu¨r das Versta¨ndnis der Zusammenha¨nge wichtig sind.
Auf das ABC -SD sowie die zugeho¨rigen Konzepte stu¨tzt sich nun die Realisierung
des WIS-Teilprojektes Nr. 6 sowie der in dessen Kontext entstandenen TeMPlUs
Applikation ([91, 28, 27]).
Folgende beiden Hauptaspekte werden dabei im Rahmen dieser Arbeit behandelt:
• Ein Framework fu¨r die Entwicklung modular aufgebauter, komplexer, zuverla¨ssi-
ger, personalisierter, web-basierter Applikationen mit ABC -SD wird entworfen
(siehe Abschnitt 2.1).
• Die Praktikabilita¨t und Relevanz des entwickelten Frameworks wird anhand
der Applikation TeMPlUs nachgewiesen und mithilfe von begleitenden Bei-
spielen illustriert (siehe Abschnitt 2.2).
2.1 Framework
Wir betrachten eine web-basierte Applikation als eine beliebig umfangreiche, aber
endliche Menge von Diensten zusammen mit einer Schicht, welche die Zusammen-
arbeit der einzelnen Dienste koordiniert. Diese Schicht bezeichnen wir als Meta-
Koordinationsebene (siehe Abb. 2.1).
Meta-Koordinationsebene
Dienst  1 Dienst  n...
Abbildung 2.1: Modularer Aufbau komplexer web-basierter Applikationen
Die einzelnen Dienste werden dabei unabha¨ngig voneinander als eigensta¨ndige Kom-
ponenten realisiert, die auf der Datenbank als globalem Zustandsraum arbeiten und
u¨ber eine Navigation zusammenha¨ngen bzw. ansprechbar sind.
Eine web-basierte Applikation wird dann modular aus diesen Komponenten, den
Diensten, zusammengesetzt. Die Meta-Koordinationsebene fungiert hier als Binde-
glied, d.h. sie koordiniert die eigensta¨ndigen Dienste und verbindet sie damit zu
einem Ganzen, der web-basierten Applikation.
Daher bezeichnen wird einen derartig modularen Aufbau einer komplexen web-
basierten Applikation auch als ’Dienstfamilie’.
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Um diese Aufgabe zu erfu¨llen, stellt die Meta-Koordinationsebene verschiedene
Funktionalita¨ten zur Verfu¨gung. Wir unterscheiden folgende drei Arten von Funk-
tionalita¨ten:
• Administrationsfunktionalita¨t wird vor dem Bereitstellen einer Applikati-
on verwendet, um festzulegen, welche Features die Applikation zur Verfu¨gung
stellt.
• Verwaltungsfunktionalita¨t dient wa¨hrend der Laufzeit einer Applikation
zur Verwaltung von Benutzern und deren Rechten.
• Navigationsfunktionalita¨t bietet dem Benutzer eine strukturierte Naviga-
tionsmo¨glichkeit im o¨ffentlichen und im privaten Bereich einer Applikation an
und ermo¨glicht jeweils den U¨bergang von einem Bereich in den anderen.
Diese Funktionalita¨ten werden wiederum selbst mithilfe des ABC -SD als Dienste
realisiert, die fester Bestandteil des entwickelten Frameworks sind. Wir fassen diese







Abbildung 2.2: Framework fu¨r web-basierte Applikationen
Abb. 2.2 skizziert das Framework mit den oben beschiebenen ’Basisdiensten’ (im
Bild als graue Dreiecke dargestellt), welche fu¨r beliebige personalisierte, web-basierte
Applikationen, die mit ABC -SD entwickelt werden, einsetzbar sind. Dagegen sind
die u¨brigen Dienste (im Bild als weiße Dreiecke dargestellt) applikations-spezifisch.
Die Menge der Dienste ist dabei flexibel erweiterbar. Daru¨ber hinaus ermo¨glicht der
modulare Aufbau der Applikation auch ein einfaches Austauschen von Diensten und
damit von Features der Applikation.
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Bei dem Zusammenspiel der Dienste gibt es i.d.R. keine Schnittstellenproblematik,
da alle Dienste die Persistenzschicht der Applikation – d.h. die Datenbank als glo-
balen Zustandraum ansehen und bzgl. dieser innerhalb eines jeden Dienstes gepru¨ft
werden kann, ob die fu¨r das Ausfu¨hren des jeweiligen Dienstes notwendigen Voraus-
setzungen fu¨r den aktuellen Benutzer erfu¨llt sind. Ist dies nicht der Fall, muss eine
entsprechende Fehlerbehandlung innerhalb des Dienstes realisiert werden.
Im Rahmen der Interaktion mit einer personalisierten, web-basierten Applikation
stehen zwei verschiedene Bereiche zur Verfu¨gung.
• Ein o¨ffentlicher Bereich, der fu¨r jeden Benutzer frei zuga¨nglich ist, stellt
u¨ber eine o¨ffentliche Navigationsleiste alle o¨ffentlichen Dienste zur Verfu¨gung.
• Im privaten Bereich stehen dem Benutzer u¨ber eine personalisierte Naviga-
tionsleiste alle privaten Dienste zur Verfu¨gung, die in ihrem Zugang beschra¨nkt
sind und die ein Benutzer nur ausfu¨hren darf, wenn er eine entsprechende Be-
rechtigung hierfu¨r besitzt.
Ein Benutzer kann nur in den privaten Bereich einer personalisierten, web-basierten
Applikation gelangen, nachdem er sich durch einen Login-Vorgang bei der Applikati-
on angemeldet hat. U¨ber einen Logout-Vorgang kann sich ein angemeldeter Benutzer


















































Abbildung 2.3: Framework einer web-basierten Applikation
2.2. Beispiel-Applikation TeMPlUs 11
Abb. 2.3 veranschaulicht diese Zusammenha¨nge. Dabei unterscheiden wir auch hier
in der Darstellung zwischen den Basisdiensten (im Bild als graue Dreiecke darge-
stellt), welche das Framework bereitstellt, und den applikations-spezifischen Diensten
(im Bild als weiße Dreiecke dargestellt).
Durch die Entwicklung einer personalisierten, web-basierten Applikation als Dienst-
familie wird die Komplexita¨t der Applikation beherrschbar. Folgende Aspekte spie-
len dabei eine entscheidende Rolle im Rahmen der Realisierung des Frameworks fu¨r
personalisierte, web-basierte Applikationen:
• Die Aufteilung des Gesamtverhaltens einer personalisierten, web-basierten Ap-
plikation in einzelne Features, welche wiederum mithilfe von Diensten reali-
siert werden, entspricht einer Dekomposition des Problems ’Entwicklung
einer personalisierten, web-basierten Applikation fu¨r einen bestimmten An-
wendungsbereich’.
• Die Dekomposition des Problems ermo¨glicht einemodulare und unabha¨ngi-
ge Entwicklung der einzelnen Dienste.
• Eine Wiederverwendung von Basisdiensten aus dem Framework reduziert
den Realisierungsaufwand bei der Entwicklung einer personalisierten, web-
basierten Applikation.
• Der modulare Aufbau einer personalisierten, web-basierten Applikation aus
einer Menge von Diensten erlaubt die Konfiguration der Gesamtfunk-
tionalita¨t dieser Applikation. Einzelne Features ko¨nnen so einfach, schnell
und sicher hinzugefu¨gt, entfernt bzw. ausgetauscht werden.
2.2 Beispiel-Applikation TeMPlUs
Die TeMPlUs Applikation dient als Beispiel-Applikation zum Nachweis der Prak-
tikabilita¨t und Relevanz des entwickelten Frameworks bei der Entwicklung perso-
nalsierter, web-basierter Applikationen mit ABC -SD . Begleitende Beispiele aus dem
TeMPlUs Projekt illustrieren die entwickelten Konzepte im Rahmen dieser Arbeit.
Die TeMPlUs Applikation, welche im Rahmen des WIS-Teilprojektes Nr. 6 ent-
standen ist, stellt eine Realisierung der im Rahmen der zugeho¨rigen Maßnahmen-
Rosette (siehe Abb. 1.1) definierten Anforderungen in Form einer personalisierten,
web-basierten Applikation dar. Sie behandelt – wie durch die Abku¨rzung TeMPlUs
(Teaching Management Platform for Universities) auch bereits ausdru¨ckt
wird – viele Gescha¨ftprozesse im Rahmen des Lehremanagements am Fachbereich
Informatik der Universita¨t Dortmund.
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Diese Gescha¨ftsprozesse umfassen den kompletten Lebenszyklus einer Lehrveran-
staltung, welcher aus vier Phasen besteht. Jede Phase beinhaltet dabei mehrere
Gescha¨ftsprozesse:
• Planung: Wa¨hrend der Planungsphase werden beispielsweise die Daten fu¨r
eine Lehrveranstaltung und deren zugeho¨rige U¨bungsgruppen festgelegt, Ter-
mine zugewiesen, das Lehrpersonal und die Ra¨ume zugeteilt, etc.
• Organisation: Wa¨hrend der Organisationsphase melden sich Studierende zu
Lehrveranstaltungen sowie den zugeho¨rigen U¨bungsgruppen an, und es erfolgt
anschließend die Verteilung von Studierenden auf die einzelnen U¨bungsgrup-
pen, etc.
• Durchfu¨hrung: Die Durchfu¨hrung einer Lehrveranstaltung beinhaltet das
Bereitstellen von Material und Informationen zur Lehrveranstaltung, den Ein-
satz von Mailverteilern sowie die Verwaltung u¨bungs-spezifischer Daten, etc.
• Abschluss: Den Abschluss einer Lehrveranstaltung bildet schließlich die Er-
stellung von Scheinen sowie deren Ausgabe an die Studierenden.
Das wesentliche Problem bei der Realisierung besteht darin, die Komplexita¨t der
zugrunde liegenden Gescha¨ftsprozesse beherrschbar zu machen. Zusa¨tzlich spielen
die große Anzahl an Benutzern mit unterschiedlichen Profilen sowie der Umfang der
zu verarbeitenden Datenmengen eine entscheidende Rolle.
Im Einzelnen umfasst das TeMPlUs Projekt zur Zeit ca. 15 Gescha¨ftsprozesse,
die sich aus 120 verschiedenen Diensten zusammensetzen. Etwa 2000 Benutzer mit
unterschiedlichen Aufgabenbereichen und Bedu¨rfnissen sind bei der Applikation re-
gistriert – dabei reicht das Spektrum von den Dozenten und Tutoren bis hin zu den
Studierenden. Pro Semester werden im Durchschnitt sechs Lehrveranstaltungen mit
bis zu 1000 Teilnehmern inklusive der zu einer Lehrveranstaltung geho¨rigen, jeweils
bis zu 30 U¨bungsgruppen u¨ber das System verwaltet, mit steigender Tendenz. Ein
Team von zwischenzeitlich bis zu acht Entwicklern ist bisher an der Realisierung des




Das TeMPlUs Projekt soll als web-basierte Applikation unter Beru¨cksichtigung
folgender wesentlicher Aspekte realisiert werden:
1. Zentral sind Gescha¨ftsprozesse aus dem Bereich Lehremanagement am Fach-
bereich Informatik der Universita¨t Dortmund (insbesondere aus dem Bereich
Organisation und Durchfu¨hrung von Lehrveranstaltungen an einer deutschen
Pra¨senzuniversita¨t).
2. Die Menge der Funktionalita¨ten muss u¨ber eine flexibel erweiterbare Biblio-
thek in Form von Diensten zur Verfu¨gung gestellt werden.
3. Da im Rahmen der TeMPlUs Applikation benutzer-spezifische Daten erho-
ben und gespeichert werden, wird diese als personalisierte, web-basierte Ap-
plikation umgesetzt. Wir beno¨tigen demnach eine Verwaltung von Benutzern
und deren Rechten.
4. Aufgrund der Komplexita¨t der Applikation ist es besonders wichtig, die Zu-
verla¨ssigkeit der Applikation u¨berpru¨fen zu ko¨nnen.
3.1 Funktionale Anforderungen von TeMPlUs
Es gibt verschiedenste web-basierte Tools, die jeweils einen Teil der u¨blicherweise
an einer Universita¨t bestehenden Gescha¨ftsprozesse – wie beispielsweise Anmeldung
zu Veranstaltungen und Vergabe von Teilnehmerpla¨tzen, Zuteilung von Lehrperso-
nal und Ra¨umen, Verwaltung von Materialien, etc. – behandeln ko¨nnen und dabei
verschiedene Technologien einsetzen ([100, 97, 23, 86, 95, 96, 53, 29, 30, 13]).
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Dabei bescha¨ftigen sich viele dieser Projekte mit dem Bereich des E-Learning,
d.h. stellen Online-Kurse bzw. -Lerneinheiten fu¨r Fernstudium und/oder Weiter-
bildung zur Verfu¨gung ([100, 97, 86, 95, 96, 23, 53]). Ein Teil dieser Tools bietet
auch Funktionalita¨t im Bereich rechnergestu¨tzter Kommunikation an, z.B. Chat,
Foren, E-Mail ([97, 53, 100]). [13] unterstu¨tzt insbesondere administrative Abla¨ufe,
wie die Erstellung eines Vorlesungsverzeichnis und die Ho¨rsaalvergabe. [29] realisiert
die Zuteilung von Lehrpersonal zu Veranstaltungen. [30] realisiert eine U¨berpru¨fung
von Studienleistungen bzgl. der Anforderungen fu¨r einen Abschluss an einer ameri-
kanischen Universita¨t verbunden mit einer Studienberatung.
Im Rahmen des TeMPlUs Projektes wollen wir uns jedoch mit Funktionalita¨ten
aus dem Bereich ’Organisation und Durchfu¨hrung von Lehrveranstaltungen an einer
deutschen Pra¨senzuniversita¨t’ befassen, mit dem Hauptziel, Abla¨ufe zu vereinheit-
lichen und zu vereinfachen sowie die Lehrenden bei administrativen und organisa-
torischen Ta¨tigkeiten bestmo¨glich zu unterstu¨tzen.
Keines dieser Tools erfu¨llt jedoch anna¨hernd unsere funktionalen Anforderungen,
wie oben dargelegt.
In etwa zeitgleich mit Beginn des TeMPlUs Projektes startete auch das HIS-LSF
Projekt an der Universita¨t Dortmund ([31]). Diese Software kommt mit ihrer Menge
an Funktionalita¨ten (Erfassung von Lehrveranstaltungen, Belegen von Veranstal-
tungen, Unterstu¨tzung verschiedener universita¨rer Nutzerkreise, etc.) TeMPlUs
am na¨chsten, stand aber zu Projektbeginn noch nicht zur Verfu¨gung.
Wir haben uns daher zum damaligen Zeitpunkt entschieden, die personalisierte,
web-basierte TeMPlUs Applikation selbst zu realisieren.
Fu¨r die drei Bereiche flexible Erweiterbarkeit, Personalisierung und Zuverla¨ssigkeit
sollen dabei mo¨glichst allgemein gu¨ltige Konzepte entworfen werden, deren Prakti-
kabilita¨t dann im Rahmen der Beispielapplikation TeMPlUs nachgewiesen werden
kann.
3.2 Flexible Erweiterbarkeit
Wie bereits in [11] ausfu¨hrlich dargestellt und mittels einer Abgrenzung gegenu¨ber
anderen Komponentenmodellen undWebtechnologien belegt, istABC -SD das ada¨qua-
te Tool fu¨r die Entwicklung web-basierter Applikationen.
Dabei ermo¨glichen im Rahmen des ABC -SD ein rollen-basierter, sich an den Schich-
ten einer web-basierten Applikation orientierender Software-Entwicklungsprozess,
dessen wichtigsten Aspekte nochmals in Kapitel 8 zusammengefasst sind, sowie der
Einsatz von Makros die arbeitsteilige Entwicklung der Applikation.
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Die Koordinationsschicht, welche die Applikationslogik spezifiziert und bisher mit-
tels eines einzelnen SLGs realisiert wird, ist zentral im Rahmen der Entwicklung
web-basierter Applikationen mit ABC -SD . Die Gro¨ße der Koordinationsschicht wird
durch die Anzahl der Features der Applikation sowie deren Umfang bestimmt. Die
Anzahl der Komponenten, welche fu¨r die Realisierung eines Features beno¨tigt wer-
den, spielt also eine entscheidende Rolle.
Makros sind hier hilfreich, indem sie arbeitsteilige Entwicklung und eine Struk-
turierung der Koordinationsschicht ermo¨glichen. Andererseits sind Makros nicht
eigensta¨ndig, sondern ko¨nnen lediglich innerhalb eines Kontextes (anderes Makro
bzw. SLG) genutzt werden. Das bedeutet insbesondere, dass Makros nicht separat
ausfu¨hrbar oder testbar sind. Es gibt somit einen Verantwortlichen (den Anwen-
dungsexperten), der am Ende der arbeitsteiligen Entwicklung die Applikation zu
einem SLG zusammensetzen, validieren, generieren und testen muss.
Dies ist bei einer wachsenden Anzahl von Features sehr aufwa¨ndig, zunehmend
unu¨bersichtlich und nur schwer wartbar. Somit skaliert der Ansatz aus [11] zwar
vertikal – d.h. bzgl. der im Entwicklungsprozess festgelegten Rollen – die Zusam-
menfu¨hrung der Teilergebnisse, die Validierung sowie das Testen lastet aber auf den
Schultern eines einzelnen Verantwortlichen.
Da die Komplexita¨t der web-basierten TeMPlUs Applikation – d.h. die Gro¨ße ihrer
Koordinationsschicht – flexibel erweiterbar sein soll, muss demnach eine Mo¨glichkeit
gefunden werden, diese Komplexita¨t beherrschbar zu machen und die Arbeitsbela-
stung besser zu verteilen.
Ein Makro stellt eine Komponente einer Applikation dar. Dagegen ist ein Dienst
eine Applikation, die auch als Komponente verwendet werden kann.
Indem wir nun die Applikationslogik auf mehrere Dienste (d.h. SLGs) aufteilen,
erreichen wir eine Modularisierung. Die Anzahl dieser Dienste ist variabel sowie
flexibel erweiterbar, und wie in Abschnitt 2.1 dargestellt ergeben sich hierdurch
viele Vorteile.
Dienste sind demnach Komponenten ([93, 70, 87, 26]), die Applikationscharakter
besitzen:
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• einfach wartbar aufgrund geringerer Gro¨ße
• arbeitsteilig entwickelbar
Der im Rahmen dieser Arbeit vorgestellte, neue Ansatz beschreibt einen erweiter-
ten, an den modularen Aufbau einer web-basierten Applikation angepassten Ent-
wicklungsprozess (siehe Kapitel 13), der nicht nur vertikal (bzgl. der Rollen im Ent-
wicklungsprozess) skaliert, sondern zusa¨tzlich auch horizontal (bzgl. der Anzahl der
Dienste).
Auf Entwicklungsebene wird somit die Arbeitsbelastung beim Validieren, Generieren
und Testen der einzelnen Dienste auf mehrere verantwortliche Anwendungsexperten
verteilbar, d.h. die Arbeitsteiligkeit wird erho¨ht.
Fu¨r die Laufzeit- bzw. Produktionsumgebung ergibt sich auch ein entscheiden-
der Vorteil. Die Gesamtfunktionalita¨t der Applikation wird konfigurierbar. Die-
ses sog. Software-Konfigurationsmanagement erlaubt einfaches Hinzufu¨gen, Austau-
schen, Entfernen von Funktionalita¨t im Rahmen der Applikation.
Dies ist vergleichbar mit dem Bereich der Telekommunikation. Dort gibt es die
sog. Features als kleinste fu¨r den Benutzer sichtbare und ausfu¨hrbare funktionale
Einheiten, z.B. Rufweiterleitung oder Kurzwahl. Ein Telefon wird dann mit einer
Menge (d.h. einem Paket) solcher Features programmiert. Dabei ko¨nnen Features
an- oder ausgeschaltet bzw. ersetzt werden.
3.3 Personalisierung
Ein Teil der Gesamtfunktionalita¨t einer personalisierten, web-basierten Applikation
wie TeMPlUs bezieht sich auf den Bereich Personalisierung.
’Die Idee der komponentenbasierten Softwareentwicklung ist es, komplette
Anwendungen unter Verwendung von Bausteinen, die Teile der Anwendungslogik
realisieren, zu bauen. Je spezialisierter Komponenten sind, desto geringer ist die
Chance fu¨r ihre Wiederverwendung. Wenn sie aber dann wiederverwendet werden
ko¨nnen, dann stiften sie großen Nutzen.’
([93])
Wir wollen demnach ein mo¨glichst allgemeines, wiederverwendbares Konzept fu¨r den
Bereich der Personalisierung entwickeln und im Rahmen der TeMPlUs Applikation
einsetzen.
Der Begriff Personalisierung selbst ist breit gefa¨chert und spielt in immer mehr
Bereichen des ta¨glichen Lebens (Online-Shops, Online-Banking, Online-Auktionen,
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Online-Dienste kommunaler Einrichtungen oder sonstiger Institutionen, Webportale
von Firmen fu¨r ihre Kunden, etc.) eine wesentliche Rolle.
Eine einheitliche Definition des Begriffs Personalisierung existiert dabei nicht. Man
unterscheidet generell folgende drei Bereiche ([66, 69, 61]):
• rollen- und/oder rechte-basiertes System
• kundenspezifische Anpassungen (= customization)
• Analyse und Auswertung des Browsing-Verhaltens der Benutzer (= tracking)
Da die beiden letzteren Aspekte nur applikations-spezifisch realisierbar sind, be-
schra¨nken wir uns im Rahmen dieser Arbeit auf den ersten Aspekt, die Realisierung
eines rollen- und rechte-basierten Systems.
Dies ist vergleichbar mit den Benutzergruppen (groups) und Zugriffsrechten (read,
write fu¨r Dateien sowie bei ausfu¨hrbaren Programmen zusa¨tzlich execute), die im
Rahmen von Betriebssystemen verwendet werden. Dabei verwenden wir im Rah-
men eines rollen- und rechte-basierten System zuna¨chst nur Zugriffrechte des Typs
execute. Diese entsprechen der Erlaubnis ein Feature auszufu¨hren.
Das ABC -SD stellt bereits eine vordefinierte Bibliothek von Komponenten (SIBs)
fu¨r den Bereich des Benutzer- und Rollenmanagements ([48]) zur Verfu¨gung.
Allerdings fehlt hier eine Mo¨glichkeit, die Features einer Applikation zu verwalten
und sie mit den Benutzern und Rollen zu assoziieren.
Im Rahmen dieser Arbeit wird dementsprechend das Benutzer- und Rollenmanage-
ment des ABC -SD um eine Mo¨glichkeit zur Verwaltung der Features einer Appli-
kation erweitert, welche gekoppelt ist an das bestehende Benutzer- und Rollenma-
nagement.
In Kapitel 11 wird ein Personalisierungsframework pra¨sentiert, das dann unter Ver-
wendung der Komponenten aus [48] eine Benutzer-, Rechte- und Featureverwaltung
sowie entsprechende Navigationsfunktionalita¨t als wiederverwendbare Basisdienste
realisiert und fu¨r web-basierte Applikationen zur Verfu¨gung stellt.
Dabei umfasst der Begriff Personalisierung – wie er im Rahmen dieser Arbeit ver-
wendet wird – folgende Bereiche:
• Anpassung des Applikationsverhaltens sowie der enthaltenen Funktionalita¨ten
an einzelne Benutzer und Benutzergruppen sowie deren Bedu¨rfnisse, Berech-
tigungen und Verpflichtungen
• Einschra¨nkung und Pru¨fung der Zugriffsberechtigung anhand der fu¨r einen
Benutzer gespeicherten Rechte
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• Anbieten von Navigationsmo¨glichkeiten sowie Pra¨sentation von Inhalten fu¨r
einen Benutzer basierend auf den Daten, die fu¨r diesen Benutzer gespeichert
sind, d.h. Erzeugen perso¨nlicher Sichten
3.4 Zuverla¨ssigkeit
Daru¨ber hinaus wollen wir uns auch im Bereich Validierung mit einem wichtigen,
applikations-unabha¨ngigen Problem befassen, das auch in der OO-Programmierung
([67]) eine wichtige Rolle spielt. Dort wird im Rahmen der U¨bersetzung eines Pro-
grammes u¨berpru¨ft, ob jede verwendete Variable auch zuvor initialisiert worden ist.
Eine vergleichbare Situation liegt bei der Entwicklung web-basierter Applikationen
mit ABC -SD vor. Dort werden wa¨hrend der Modellierung der Koordinationsschicht
einer Applikation, d.h. der SLGs, ebenfalls Variablen verwendet, auf denen die ein-
zelnen Komponenten (SIBs und Makros) arbeiten.
Die Verwendung nicht initialisierter Variablen kann hierbei zu gravierenden Fehler-
situationen beim Einsatz der Applikation fu¨hren, wie z.B.
• Absturz eines Dienstes,
• Zugriff auf nicht erlaubte Bereiche oder
• Anzeige von unvollsta¨ndigen bzw. fehlerhaften Webseiten.
Die U¨berpru¨fung, ob jede verwendete Variable initialisiert ist, ko¨nnte mittels Da-
tenflussanalyse durchgefu¨hrt werden ([60, 62]).
Wie in [71, 72, 68, 57] beschrieben, kann Modelchecking auch zur Datenflussana-
lyse eingesetzt werden. Das ABC stellt bereits einen integrierten Modelchecker zur
Verfu¨gung. Die Eigenschaften, fu¨r welche wir uns interessieren, ko¨nnen dann tem-
porallogisch ([18, 19, 20]) spezifiziert werden und mithilfe dieses Modelcheckers u¨ber-
pru¨ft werden.
Um das Problem ’Keine Verwendung nicht initialisierter Variablen’ zu lo¨sen, wird
nun ein sog. Scope-Checker (siehe Kapitel 16) entwickelt. Dieser stellt – unter Einsatz
des in das ABC integrierten MCGame-Modelcheckers ([58, 99]) – fu¨r eine beliebige,
web-basierte und mit ABC -SD erstellte Applikation sicher, dass im Rahmen der Mo-
dellierung der Koordinationsschicht ausschließlich initialisierte Variablen verwendet
werden.
Dabei muss der Anwendungsexperte sich nicht mit temporallogischen Eigenschaften
auseinandersetzen, da diese in Form von vordefinierten Bibliotheken zur Verfu¨gung
stehen und fu¨r die jeweilige Koordinationsschicht instantiiert werden.
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So ko¨nnen bereits wa¨hrend der Validierungsphase viele der oben beschriebenen Feh-
ler fru¨hzeitig identifiziert und behoben werden, was die Zuverla¨ssigkeit der entwickel-
ten Applikation erho¨ht.
3.5 Meine Anteile
Meine Anteile an den im Rahmen dieser Arbeit vorgestellten Ergebnisse umfassen
• die Entwicklung eines Personalisierungsframeworks mit einer Menge wieder-
verwendbarer Basisdienste (siehe Kapitel 11 und 12) als Erweiterung eines
bestehenden, einfachen Benutzer- und Rollenmanagements,
• die Beschreibung des Entwicklungsprozesses MyProcessABC -SD , welcher an den
modularen Aufbau einer web-basierten Applikation als Dienstfamilie sowie an
den Einsatz des entwickelten Personalisierungsframeworks angepasst ist (siehe
Kapitel 13), und
• die Realisierung eines Scope-Checkers, welcher die Zuverla¨ssigkeit der ent-




Im Rahmen dieser Arbeit sind die Pra¨sentation eines modularisierten Frameworks
fu¨r die Entwicklung zuverla¨ssiger, personalisierter, web-basierter Applikationen mit
ABC -SD von zentraler Bedeutung.
Die Grundlage fu¨r dieses Framework bildet der modulare Aufbau einer web-basierten
Applikation aus einer Menge von Diensten, der sogenannten Dienstfamilie (siehe
Abschnitt 2.1).
Begleitende Beispiele aus dem TeMPlUs Projekt illustrieren dabei jeweils die
entwickelten Konzepte.
Zuna¨chst greift Teil II kurz die wichtigsten Aspekte der eingesetzten Entwicklungs-
umgebung ABC -SD auf, welche im Rahmen dieser Arbeit fu¨r das Versta¨ndnis der
Zusammenha¨nge wichtig sind.
Teil III stellt das Personalisierungsframework fu¨r web-basierte Applika-
tionen vor:
• In Kapitel 9 werden die verschiedenen Szenarien der Wiederverwendbarkeit
von Diensten dargestellt.
• Kapitel 10 beschreibt eine Klassifikation der Komponenten personalisierter,
web-basierter Applikationen mithilfe einer Taxonomie.
• Kapitel 11 beschreibt detailliert die Analyse und Realisierung des Personali-
sierungsframeworks und pra¨sentiert einige Anwendungsbeispiele.
• Kapitel 12 zeigt in Form eines Leitfadens, welche Vorbereitungen fu¨r den Ein-
satz des eingefu¨hrten Frameworks vorzunehmen sind.
Der modulare Aufbau einer personalisierten, web-basierten Applikation als Dienst-
familie macht außerdem eine Anpassung bzw. Erweiterung des bisher im Rahmen
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des ABC -SD verwendeten Software-Entwicklungsprozesses ([11]) sowie der integrier-
ten Validierungsmethoden notwendig. Im Folgenden wird zur Referenzierung dieses
Software-Entwicklungsprozesses die Abku¨rzung PMABC -SD verwendet.
In Teil IV wird erkla¨rt, wie sich der Software-Entwicklungsprozess PMABC -SD
in einen koordinativen Prozessrahmen einbetten la¨sst, der den Einsatz des
Personalisierungs-Frameworks ada¨quat unterstu¨tzt. Zusa¨tzlich erfolgt hier eine aus-
fu¨hrliche Analyse der bestehenden Schnittstellen und Abha¨ngigkeiten, welche sich
aus der rollen-basierten, arbeitsteiligen Entwicklung personalisierter, web-basierter
und als Dienstfamilie konzipierter Applikationen mit ABC -SD ergeben.
Teil V bescha¨ftigt sich mit den Auswirkungen und neuen Mo¨glichkeiten, die
sich im Rahmen der Entwicklung einer web-basierten Applikation als Dienstfamilie
fu¨r die Validierungsmechanismen im Rahmen des ABC -SD ergeben:
• In Kapitel 14 wird einigen zuvor analysierten Schnittstellen und Abha¨ngigkei-
ten jeweils eine ada¨quate Validierungsmethode des ABC -SD zugeordnet.
• Kapitel 15 stellt einen Katalog von Eigenschaften einer personalisierten, web-
basierten Applikation vor, welche lokal u¨berpru¨ft werden ko¨nnen.
• Kapitel 16 entha¨lt einen Katalog von globalen Eigenschaften, die fu¨r perso-
nalisierte und mit dem ABC -SD erstellte, web-basierte Applikationen durch
Modelchecking u¨berpru¨ft werden ko¨nnen. Diese globalen Eigenschaften definie-
ren Regeln fu¨r den Applikations- sowie fu¨r den Dienstaufbau.
Der Schwerpunkt liegt in diesem Kapitel auf der Beschreibung von Regeln
fu¨r einen sogenannten Scope-Checker, welcher sicherstellt, dass alle in den
verschiedenen Datenkontexten (=Scopes) des ABC -SD verwendeten Variablen
auch zuvor initialisiert worden sind.
Zentral bei der U¨berpru¨fung dieser Eigenschaften mittels Modelchecking ist
ein Pra¨prozess, welcher auf Basis der einer Applikation zugrunde liegenden
Taxonomie das Modell erzeugt, das die Eingabe fu¨r den Modelchecker bil-
det, und eine gewa¨hlte globale temporallogische Eigenschaft fu¨r das konkrete
Modell initialisiert.
Teil VI entha¨lt mit Kapitel 17 eine kurze Zusammenfassung der pra¨sentier-
ten Ergebnisse sowie einen Ausblick auf einige mo¨gliche Erweiterungen des








MetaFrame Agent Building Center ([75, 74, 56]) – kurz ABC – ist eine generische,
graphische und modul-basierte Entwicklungsumgebung fu¨r eine anwendungsspezifi-
sche, komponenten-basierte Softwareentwicklung.
Bei einer topologischen Betrachtung des ABC ergibt sich ein 3-Schichten-Modell,
das Darstellungsebene, Koordinationsebene und Modulebene unterscheidet (siehe
Abb. 5.1). Die mittlere Schicht bildet dabei ein flexibler Interpreter, der auf einer ein-
fachen, PASCAL-a¨hnlichen, typisierten, imperativen Programmiersprache namens
High-Level Language (kurz HLL) arbeitet [33, 14, 37]. Zusa¨tzliche Typen und Funk-
tionalita¨ten ko¨nnen in sogenannten Modulen definiert und dynamisch im Interpreter
bereitgestellt werden [40]. Der Interpreter fungiert als Kontroll- und Koordinations-
Instanz fu¨r die verwendeten Module, d.h. er regelt sowohl die Kommunikation zwi-
schen den Modulen untereinander als auch zwischen den Modulen und der graphi-








Modul 1 Modul 2 Modul n... Modul-
ebene
Abbildung 5.1: Topologische Sicht auf das ABC
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Zwei zentrale vordefinierte Module stellen die Graphformate zur Verfu¨gung, welche
die Basis fu¨r die Software-Entwicklung mit dem ABC bilden:
• Das Modul PLGraph [34] des ABC definiert eine flexible Datenstruktur fu¨r
Graphen (Polymorphic Labelled Graphs). Das Hauptmerkmal dieser Graphen
ist, dass alle Bestandteile eines Graphen (d.h. der Graph selbst, seine Kno-
ten und seine Kanten) Informationen in Form von beliebig vielen sog. Labels
speichern ko¨nnen.
• Das Modul SD [88, 56] ist eine wichtige Erweiterung des PLGraphModuls, das
ein spezialisiertes Graphformat und eine graphische Benutzeroberfla¨che fu¨r die
Entwicklung komplexer, workflow-basierter Applikationen bereitstellt.
Das ABC wurde bereits in verschiedenen Bereichen fu¨r die Entwicklung komple-
xer, workflow-basierter Applikationen erfolgreich eingesetzt. Dabei gibt es fu¨r jeden
dieser Bereiche eigene Entwicklungsumgebungen, die auf dem ABC und seinen Kon-
zepten basieren und dieses anwendungsspezifisch erweitern.
• Telefonie-Applikationen wurden im Rahmen des Intelligent Network (IN) Pro-
jektes mithilfe der auf dem ABC basierenden MetaFrame Agent Building Cen-
ter Service Definition Entwicklungsumgebung – kurz ABC -SD – entwickelt
[75, 10].
• Das ABC bildet die Basis fu¨r die Electronic Tool Integration (ETI) Plattform
[11]. Diese dient als elektronisches Kommunikationsmedium fu¨r Anbieter von
Tools als auch fu¨r Endbenutzer, die auf der Suche nach Tools sind, mithilfe
derer sie ihre Probleme lo¨sen ko¨nnen.
• Eine zentrale Rolle spielt das ABC im Integrated Test Environment (ITE) [63]
bei der Entwicklung und Verifikation von Testfa¨llen sowie der Durchfu¨hrung
der Tests.
• In [47] wird ein personalisierter Internetdienst fu¨r wissenschaftliche Begut-
achtungsprozesse beschrieben (Online Conference Service, kurz OCS). Dieser
personalisierte Internetdienst wurde mithilfe der auf dem ABC basierenden
ABC -SD Entwicklungsumgebung realisiert.
Mithilfe der ABC -SD Entwicklungsumgebung – einer Erweiterung des ABC – kann
eine web-basierte Applikation als sog. Enhanced Web Information Service (EWIS)
realisiert werden. Die grundlegenden Begriffe, welche im Rahmen des ABC -SD ver-
wendet werden, sind in Abschnitt 5.1 kurz zusammengestellt.
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Das Applikationsverhalten als gerichteter Graph (Service Logic Graph, kurz SLG)
modelliert. Dieser besteht aus Knoten, den funktionalen Einheiten (sog. Service In-
dependent Building Blocks, kurz SIBs), und gerichteten Kanten, die den Kontrollfluss
repra¨sentieren.
Die graphische Konfiguration der Workflows einer Applikation in Form der SLGs
liefert die no¨tige Flexibilita¨t, um diese schnell an mo¨gliche A¨nderungen anpassen zu
ko¨nnen. Makros machen die komplexen Workflows beherrschbar und unterstu¨tzen
die Aufgabenteilung wa¨hrend der Entwicklung von Applikationen.
Eine Trennung der Daten (Implementierung der SIBs) von dem konkreten Workflow
ermo¨glicht Aufgabenteilung und Spezialisierung wa¨hrend der Dienstentwicklung. Ein
Software-Entwicklungsprozess fu¨r web-basierte Applikationen koordiniert dabei die
beteiligten Personen in allen Phasen der Software-Entwicklung.
Zusa¨tzliche vordefinierte Module innerhalb des ABC erho¨hen die Zuverla¨ssigkeit der
entwickelten Applikationen und vereinfachen deren Entwicklung:
• Die Workflow-Validierung (siehe Abschnitt 5.2) erfolgt durch
– U¨berpru¨fung lokaler Bedingungen (Modul SDLocalCheck),
– U¨berpru¨fung globaler Bedingungen (Modul McGame),
– symbolische Ausfu¨hrung (Module Tracer und SDTracer)
• Das Modul SDWISCompilation ermo¨glicht die automatische Generierung der
Applikation, d.h. der U¨bergang von der Spezifikation der Applikationsslogik
(SLG) zur Implementierung als Servlet (konkreter, ausfu¨hrbarer Dienst) wird
durch einen automatischen U¨bersetzungsprozess realisiert (siehe Abschnitt
5.3).
• Der Einsatz vorgefertigter Bibliotheken von Komponenten (SIBs) fu¨r bestimm-
te Aufgabenbereiche, z.B. fu¨r die Entwicklung web-basierter Applikationen
(siehe Abschnitt 5.4), wird durch die Projektverwaltung des ABC (Modul
ProjectMgmt) ermo¨glicht.
5.1 Grundlegende Begriffe
In den folgenden Abschnitten werden einige grundlegende Begriffe fu¨r den Ein-
satz der ABC -SD Umgebung bei der Entwicklung web-basierter Applikationen ein-
gefu¨hrt.
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Service Logic Graph (SLG): Ein Service Logic Graph – kurz SLG – ist ein
gerichteter Graph, dessen Knoten SIBs oder Makros sind und dessen Kanten den
Kontrollfluss der Applikation repra¨sentieren (siehe Abb. 5.2, linkes Fenster). Die
Applikationslogik, die die Menge der mo¨glichen Workflows innerhalb der Applikation
und damit deren Koordinationsschicht (siehe Abschnitt 6) darstellt, wird als SLG
bzw. Menge von SLGs modelliert.
Abbildung 5.2: Graphische Konfiguration von Workflows mit ABC -SD
Service-Independent Building Block (SIB): Die funktionalen Einheiten oder
Komponenten aus denen ein SLG zusammengesetzt werden kann, bezeichnen wir
als Service Independent Building Blocks – kurz SIBs. Alle fu¨r die Spezifikation der
Applikation zur Verfu¨gung stehenden SIBs werden in der SIB -Palette angeboten
(siehe Abb. 5.2, rechtes Fenster) und ko¨nnen dort ausgewa¨hlt werden. Alle SIBs
bestehen aus einer Schnittstellendefinition, welche die Parameter sowie die mo¨glichen
ausgehenden Kanten (=Branches) der Komponente festlegt, und einer zugeho¨rigen
JAVA-Implementierung ([1, 22]).
Makro: Ein Makro ist ein Teilgraph, der als neue Komponente der Applikation
gespeichert wird (siehe Abb. 5.3). Jedes Makro hat – wie ein SIB – eine Schnittstel-
lendefinition, welche seine Parameter und Branches beschreibt. U¨ber die SIB -Palette
werden alle fu¨r die Spezifikation der Applikation zur Verfu¨gung stehenden Makros
angeboten (siehe Abb. 5.2, rechtes Fenster) und ko¨nnen dort ausgewa¨hlt werden.
Sie sind durch ein kleines M an der rechten oberen Ecke des Knotens von den nor-
malen SIBs zu unterscheiden. An die Stelle der Implementierung ru¨ckt bei Makros
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der zugeho¨rige Teilgraph als Realisierung. Makros ko¨nnen andere Makros enthalten,
dabei du¨rfen jedoch keinerlei zyklische Abha¨ngigkeiten bestehen.
Abbildung 5.3: Makros im ABC -SD
Projekt: Ein Projekt innerhalb des ABC ([12]) kann auf beliebig vielen anderen
dort verfu¨gbaren Projekten desselben Typs basieren, deren Komponenten, d.h. SIBs
und Makros, dann in dem neuen Projekt auch u¨ber die SIB -Palette zur Verfu¨gung
stehen. Daru¨ber hinaus ko¨nnen in dem neuen Projekt beliebig viele eigene SIBs,
Makros und SLGs definiert werden. Beispielsweise sind web-basierte Applikationen
vom Projekttyp EWIS.
Die Projektdefinition innerhalb der ABC erfolgt dabei durch eine XML-Datei mit
Endung .mfp. Neben dem Namen des Projektes wird hier auch die Liste derjenigen
Projekte spezifiziert, auf denen das neue Projekt direkt basiert. Transitive Projek-
tabha¨ngigkeiten werden vom ABC automatisch beru¨cksichtigt.
Abb. 5.4 zeigt als Beispiel die .mfp Datei fu¨r das PwisBase Projekt (siehe Abschnitt
11.2.3). Dabei gibt der Projekttyp EWIS an, dass es sich um ein Projekt fu¨r die Ent-
wicklung einer web-basierten Applikation handelt. Das PwisBase Projekt basiert auf
dem Projekt Base, das alle grundlegenden SIBs fu¨r die Entwicklung web-basierter
Applikationen entha¨lt, sowie den Komponenten-Bibliotheken, die durch die Projekte
Database, User und Communication definiert werden und jeweils spezialisierte SIBs
fu¨r die entsprechenden Teilbereiche zur Verfu¨gung stellen (siehe Abschnitt 5.4).












Abbildung 5.4: Definition des PwisBase Projekts – PWISBase.mfp
Applikationslogik: Der Begriff Applikationslogik im Kontext web-basierter Ap-
plikationen steht fu¨r die Spezifikation des Verhaltens bzw. des Kontrollflusses der
web-basierten Applikation, d.h. der Interaktionspunkte sowie der internen Abla¨ufe,
die fu¨r die Beantwortung von Benutzeranfragen oder fu¨r die Vorbereitung der An-
zeige von Daten notwendig sind. Innerhalb des ABC -SD wird die Logik eines web-
basierten Dienstes mittels eines SLGs spezifiziert.
Dienst: Der Begriff Dienst bezeichnet den ausfu¨hrbaren Teil einer web-basierten
Applikation, dessen Ablaufverhalten durch einen SLG modelliert und mithilfe der
automatischen Code-Generierung (siehe Abschnitt 5.3) aus dieser Spezifikation er-
zeugt wird. Technisch betrachtet wird ein Dienst durch ein Servlet realisiert. Ein
Dienst kann durch Eingabe der zugeho¨rigen URL in den Browser ausgefu¨hrt wer-
den. Dabei entha¨lt die URL folgenden Bestandteile:
http[s]://<Server>[:<Port>]/<ServletContainer>/servlet/<ServiceName>
• Das verwendete Protokoll, also hier http bzw. https bei web-basierten Appli-
kationen die SSL verwenden.
• Der vollsta¨ndige Domainname (z.B. templus.cs.uni-dortmund.de) oder die IP-
Adresse (z.B. 129.217.29.65) des Servers, der die Applikation bereitstellt, wird
u¨ber <Server> angegeben.
• Abha¨ngig von der jeweiligen Applikation kann optional ein Port angegeben
werden, ansonsten wird der Standardport 8080 verwendet.
• <ServletContainer> gibt den Namen des Verzeichnisses – des sog. Servlet-
Containers – an, in dem die Applikation auf dem Server installiert ist.
• <ServiceName> ist dabei der Name des SLGs, durch den der jeweilige Dienst
spezifiziert wird.
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Workflow: Ein Workflow ist eine beliebig lange, zusammenha¨ngende Folge von
Interaktionen eines Benutzers mit einer web-basierten Applikation gesteuert durch
Mausklicks durch den Benutzer – u.U. auch gekoppelt an die Eingabe von Daten
in Formulare – zwischen denen beliebig viele interne Aktionen stattfinden ko¨nnen.
Technisch gesehen wird jeder Workflow realisiert durch einen entsprechenden Pfad
innerhalb der Applikationslogik.
5.2 Validierung
Das ABC Tool bietet verschiedene Mechanismen ([80, 78, 76, 9]) an, die es erlau-
ben, Fehler im Aufbau der Applikationslogik bereits zur Entwicklungszeit aufzu-
decken, also bevor mittels automatischer Codegenerierung (siehe Abschnitt 5.3) die
Implementierung fu¨r die Applikationslogik erzeugt wird und die Testphase beginnt.
Folglich ko¨nnen dadurch viele Fehler bereits in einer sehr fru¨hen Phase des Software-
entwicklungsprozesses gefunden und behoben werden. Dies reduziert die Kosten und
die Zeit bis zur Fertigstellung und Inbetriebnahme der web-basierten Applikation.
U¨berpru¨fung Lokaler Eigenschaften: Lokale Eigenschaften beziehen sich im-
mer auf die lokale Konsistenz eines einzelnen SIBs (z.B. ob die Parameter und aus-
gehenden Kanten eines SIBs richtig konfiguriert sind) und werden als sogenannter
Local Check Code (LCC ) in der Interpreter-Sprache HLL ([37]) des ABC spezifiziert.
Wenn ein Benutzer bei der Verwendung und Konfiguration dieses SIBs einen Fehler
macht, wird bei der Durchfu¨hrung der lokalen U¨berpru¨fung innerhalb des ABC eine
entsprechende Meldung angezeigt, die die Art des Fehlers beschreibt und zusa¨tz-
liche Hinweise zum Beheben des Fehlers enthalten kann. Die farbige Markierung
der Fehlerstelle im SLG ermo¨glicht es dem Benutzer dabei, den Fehler schnell zu
lokalisieren.
Details zum Verfassen von Local Check Code sind in [38] beschrieben. Abschnitt 15
definiert und illustriert eine Menge grundlegender lokaler Eigenschaften, die bei der
Entwicklung personalisierter, web-basierter Applikationen mit ABC -SD eingehalten
werden mu¨ssen.
Beziehungen zwischen verschiedenen SIBs ko¨nnen nicht als lokale Eigenschaften
spezifiziert werden, sondern mu¨ssen als globale Eigenschaften beschrieben werden.
U¨berpru¨fung Globaler Eigenschaften: Im Gegensatz zu den lokalen Eigen-
schaften, bei der jeweils ein einzelner SIB auf seine Konsistenz gepru¨ft wird, beschrei-
ben globale Eigenschaften Beziehungen zwischen verschiedenen SIBs und beziehen
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sich damit auf die Graphstruktur. Durch die U¨berpru¨fung globaler Eigenschaften
mittels Modelchecking [15, 94, 54, 59, 81, 52, 17]) kann demnach die globale Konsi-
stenz eines SLGs verifiziert werden.
Fu¨r die U¨berpru¨fung der Gu¨ltigkeit temporaler Bedingungen im Modell kann der
u¨ber das ModulMCGame integrierte Modelchecker ([58, 99]) verwendet werden. Die-
ser benutzt als Eingabesprache den modalen Mu-Kalku¨l ([7, 44, 6]) mit Ru¨ckwa¨rts-
modalita¨t, stellt daru¨ber hinaus aber auch die bekannten CTL-Operatoren ([16])
sowie eine Ru¨ckwa¨rts-Variante dieser CTL-Operatoren als Makrokonstrukte der Ein-
gabesprache zur Verfu¨gung.
In Kapitel 16 wird der Einsatz des MCGame-Modelcheckers bei der Validierung
globaler Eigenschaften fu¨r personalisierte, web-basierte Applikationen illustriert.
Symbolische Ausfu¨hrung: Auf Basis der vom ABC zur Verfu¨gung gestellten,
vordefinierten Module Tracer ([36]) und SDTracer [39] kann fu¨r web-basierte Ap-
plikationen ein Simulationsmodul entwickelt werden. Dieses ermo¨glicht die symbo-
lische Ausfu¨hrung einer web-basierten Applikation zur Entwicklungszeit auf Ebene
des durch den SLG spezifizierten Kontrollflusses der Appplikation. Dadurch kann
der Entwickler das Laufzeitverhalten der Applikation der zu entwickelnden Appli-
kation wa¨hrend des Spezifizierens des Applikationsverhaltens nachempfinden und
so einen ersten Eindruck des Gesamtsystems gewinnen, bevor die Implementierung
aller Komponenten fertiggestellt sein muss und ohne sich mit einer konkreten Lauf-
zeitumgebung auseinandersetzen zu mu¨ssen.
In [65] wird eine prototypische Implementierung eines solchen Simulationsmoduls
fu¨r web-basierte Applikationen vorgestellt. Dieses ist als Modul Sim in das ABC
integrierbar.
5.3 Automatische Code-Generierung
Die automatische Code-Generierung wird durch das vordefinierte Modul SDWIS-
Compilation im ABC bereitgestellt. Fu¨r einen SLG (d.h. Dienst) kann die zugeho¨ri-
ge JAVA-Implementierung ([1, 22]) erzeugt werden, indem fu¨r ihn die automatische
Code-Generierung durchgefu¨hrt wird.
Jeder SLG hat einen Namen, na¨mlich den Namen des durch diesen SLG spezifi-
zierten Dienstes, der im Folgenden mit <service_name> bezeichnet wird. Bei der
Durchfu¨hrung der automatischen Code-Generierung werden dann fu¨r einen Dienst
<service_name> entsprechende JAVA-Dateien generiert und in einem ausgezeichne-
ten Verzeichnis gespeichert, welches alle automatisch generierten Dienstimplemen-
tierungen des zu der jeweiligen Applikation geho¨rigen ABC Projektes entha¨lt.
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Der Vorteil der Code-Generierung liegt klar darin, dass beim U¨bergang von der
Spezifikation (SLG) zur Implementierung (JAVA) keine zusa¨tzlichen Fehlerquellen
entstehen, da diese Code-Generierung vollautomatisch abla¨uft. Nach der Compilie-
rung der auf diese Weise generierten JAVA-Dateien steht dann ein JAVA-Servlet zur
Verfu¨gung, das auf einem Server installiert und zur Benutzung freigegeben werden
kann.
5.4 Bibliotheken fu¨r Web-basierte Applikationen
Die ABC -SD Umgebung stellt das Projekt EWIS Base zur Verfu¨gung [88], in dem
einige grundlegende Komponenten fu¨r die Entwicklung web-basierter Applikationen
definiert sind.
Daru¨ber hinaus gibt es einige Erweiterungen, die bestimmte Teilbereiche im Rah-
men der Entwicklung web-basierter Applikationen abdecken, d.h. Bibliotheken von
Komponenten fu¨r web-basierte Applikationen zur Verfu¨gung stellen.
Abb. 5.5 gibt einen U¨berblick u¨ber die im Rahmen des ABC -SD vordefinierten




EWIS Comm EWIS Database EWIS UserEWIS CVS
METAFrame EWIS
A             B bedeutet: Projekt B ist in Projekt A enthalten
A             B bedeutet: Kategorie B ist in Kategorie A enthalten
A             B bedeutet: Projekt B gehört zu Kategorie A
EWIS Survey
Abbildung 5.5: Komponenten-Bibliotheken des ABC -SD
Basiskomponenten Das Projekt EWIS Base stellt eine Bibliothek von grundle-
genden SIBs, d.h. Basiskomponenten, fu¨r die Entwicklung web-basierter Applikatio-
nen zur Verfu¨gung. In [12] werden diese SIBs, ihre Funktionsweise sowie der richtige
Umgang mit ihnen beschrieben.
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Datenbank-Schnittstelle Das Projekt EWIS Database (siehe [3]) definiert eine
Bibliothek, welche Komponenten zum Aufbauen und Schließen einer Datenbankver-
bindung, zum Konfigurieren und Initialisieren von Administratoren, die fu¨r jegliche
Art von Datenbankmodifikation beno¨tigt werden, sowie Komponenten fu¨r Daten-
bankanfragen und -modifkation beinhaltet.
Benutzer- und Rollen-Management Das Projekt EWIS User ([48]) stellt eine
Bibliothek zur Verfu¨gung, welche einerseits Komponenten fu¨r die Ausfu¨hrung von
Datenbankoperationen beinhaltet, und andererseits Komponenten fu¨r ein Benutzer-
und Rollenmanagement (wie in [47] beschrieben) bereitstellt.
Mail und News Das Projekt EWIS Comm ([42]) stellt eine Bibliothek fu¨r die
Unterstu¨tzung von Mail und News zur Verfu¨gung. Diese beinhaltet Komponenten,
mit denen web-basierte Applikationen entwickelt werden ko¨nnen, die die Funktio-
nalita¨ten einer E-Mail-Applikation oder eines News-Client anbieten, genauergesagt
das Senden und Lesen sowie das Bereitstellen und Beantworten von Nachrichten
ermo¨glichen.
Feedback Das Projekt EWIS Survey ([35]) stellt eine Bibliothek fu¨r das Bereitstel-
len, Bearbeiten und Auswerten von Online-Fragebo¨gen zur Verfu¨gung. Diese Biblio-
thek wurde am Lehrstuhl Informatik 5 der Universita¨t Dortmund erweitert. Dabei
wurde das in Kapitel 11 vorgestellte Personalisierungsframework eingesetzt sowie
eine graphische Aufbereitung der Auswertungsmo¨glichkeiten ([64]) entwickelt.
CVS Das Projekt EWIS CVS stellt eine Bibliothek fu¨r die Benutzung von cvs-
Funktionalita¨ten zur Verfu¨gung. Diese beinhaltet Komponenten, mit denen der In-
halt von Repositories modifiziert werden kann, d.h. beispielsweise SIBs zum Ein-
checken und Auschecken von Dateien.
Kapitel 6
Schichten einer Web-basierten
Applikation mit ABC -SD
Web-basierte Applikationen unterscheiden sich in der Komplexita¨t und technischen
Realsierung der Strukturen, die dazu dienen die Anfragen der Benutzer zu bearbeiten
und zu beantworten. Wir unterscheiden verschiedene Schichten (siehe Abb. 6.1) fu¨r
die verschiedenen Aufgaben, die zur Beantwortung einer Anfrage eines Benutzers an





















Abbildung 6.1: Die Schichten einer Web-basierten Applikation
In den folgenden Abschnitten werden die einzelnen Schichten, ihre Aufgaben und
Besonderheiten kurz erla¨utert.
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Die Pra¨sentations-Schicht bildet die graphische Benutzerschnittstelle einer web-
basierten Applikation.
Benutzer interagieren mit einer web-basierten Applikation u¨ber einen Browser auf
ihrem Client-Rechner. Die HTML-Seiten, die im Browser angezeigt werden, stellen
die graphische Benutzeroberfla¨che (GUI) der Applikation dar und dienen dem Da-
tenaustausch mit der Applikation sowie der Steuerung ihres Verhaltens durch den
Benutzer. Zum einen werden Daten und Informationen, die eine web-basierte Ap-
plikation bereitstellt, aufbereitet und dem Benutzer u¨ber eine HTML-Seite pra¨sen-
tiert oder zum Download angeboten. Zum anderen ko¨nnen Daten und Informationen
(durch Formulare, Links etc.) von einem Benutzer abgefragt sowie an die Applikation
weitergeleitet und dort verarbeitet oder zur Steuerung des weiteren Kontrollflusses
verwendet werden.
Die Kommunikations-Schicht dient der Kommunikation zwischen Benutzer und
web-basierter Applikation. Diese beinhaltet zwei grundlegende Aspekte:
• Das Senden von Benutzeranfragen zu dem Server, der die Applikation bereit-
stellt, u¨ber Links und Formulare auf den HTML-Seiten. Dabei ko¨nnen u¨ber
die mit einem Link assoziierten Parameter bzw. u¨ber Textfelder o.a¨. eines For-
mulars auch Daten an die Applikation u¨bermittelt werden.
• Die Beantwortung von Benutzeranfragen durch den Server durch das Anzeigen
von neuen HTML-Seiten oder Download-Optionen im Browser des Benutzers.
Um diese zu erstellen werden die durch die Applikationslogik definierten in-
ternen Aktionen auf dem Server ausgefu¨hrt, die zur Bearbeitung der Benut-
zeranfrage no¨tig sind.
Die Kommunikations-Schicht dient als Verbindungsglied zwischen der Koordinations-
Schicht und der Pra¨sentations-Schicht und befindet sich auf dem Web-Server. In ihr
befinden sich die Templates der zu der Applikation geho¨rigen HTML-Seiten. Diese
Templates enthalten Variablen, mithilfe derer auf die von der Koordinations-Schicht
u¨ber den Show-Kontext (siehe Kapitel 7) zur Verfu¨gung gestellten Daten zugegriffen
werden kann. Die konkreten HTML-Seiten werden zur Laufzeit aus diesen Templates
und den u¨ber den Show-Kontext verfu¨gbaren Daten generiert. Dieser Prozess la¨uft
auf dem Webserver ab, der sowohl den Kommunikationsweg von der Applikation
zum Client durch Generieren der konkreten HTML-Seiten aus den Templates und
anschließende Weiterleitung dieser realisiert, als auch die umgekehrte Richtung, wo-
durch Daten aus Formularen oder Links vom Client zur Applikation gelangen, um
dort weiterverarbeitet zu werden.
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Die Koordinations-Schicht entha¨lt die Spezifikation und Implementierung al-
ler mo¨glichen Workflows, die eine web-basierte Applikation zur Verfu¨gung stellt,
und befindet sich auf dem Applikations-Server. In dieser Schicht wird die konkrete
Applikationslogik festgelegt, d.h. der Kontrollfluss der web-basierten Applikation.
Wa¨hrend der Entwicklung der Koordinations-Schicht einer web-basierten Applika-
tion mit ABC -SD (siehe Kapitel 5) ko¨nnen verschiedene Datenkontexte zur Spei-
cherung, Zwischenspeicherung und Modifikation von Daten und Gescha¨ftsobjekten
verwendet werden, um die Applikationslogik (d.h. die Workflows) zu spezifizieren
bzw. zu realisieren. In Kapitel 7 werden diese Datenkontexte, ihre wichtigsten Ei-
genschaften, sowie der richtige Umgang mit ihnen erla¨utert.
Die Daten-Schicht beinhaltet die Spezifikation und die Implementierung der
Gescha¨ftsobjekte des Anwendungsbereiches, die innerhalb der web-basierten Ap-
plikation verwendet werden, und befindet sich auf dem Applikations-Server. Die-
se Daten ko¨nnen innerhalb der Koordinations-Schicht, d.h. bei der Spezifikation
des Kontrollflußes der Applikation verwendet werden. Alle persistenten Gescha¨fts-
objekte des Anwendungsbereiches ko¨nnen in der Persistenz-Schicht der Applikati-
on gespeichert und wieder von dort geladen werden. Diese Abla¨ufe werden mit-
hilfe sog. Datenbank-Administratoren realisiert. Dabei verwaltet ein Datenbank-
Administrator Gescha¨ftsobjekte eines speziellen Typs und stellt entsprechende Funk-
tionalita¨ten zur Verfu¨gung, die Datenbankanfragen und -aktualisierungen aus der
Koordinationsschicht der Applikation heraus ermo¨glichen.
Die Persistenz-Schicht einer Applikation umfasst die Datenbanken und das Fi-
lesystem, welche zur Speicherung der verwendeten Gescha¨ftsobjekte dienen, und
befindet sich auf dem Datenbank-Server. Der Zugriff auf diese Schicht erfolgt aus-
schließlich u¨ber die sog. Datenbank-Administratoren der Applikation, von denen
jeder Gescha¨ftsobjekte eines speziellen Typs verwaltet und entsprechende Funktio-
nalita¨ten zur Verfu¨gung stellt, die das Ergebnis von Datenbankanfragen zuru¨ckliefern





Im Rahmen der Entwicklung der Koordinations-Schicht (siehe Kapitel 6) einer web-
basierten Applikation mit ABC -SD (siehe Kapitel 5) ko¨nnen verschiedene Daten-


















Abbildung 7.1: Die Datenkontexte – U¨bersicht
Sie dienen zur Speicherung, Zwischenspeicherung und Modifikation von Daten und
Gescha¨ftsobjekten, um die Applikationslogik, d.h. die Workflows der Applikation, zu
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spezifizieren bzw. zu realisieren.
Diese Datenkontexte unterscheiden sich in Erreichbarkeit und Verwendungszweck
sowie der Lebensdauer der in ihnen enhaltenen Objekte. In den folgenden Abschnit-
ten werden diese Kontexte und ihre wichtigsten Eigenschaften kurz beschrieben.
Der Konfigurations-Kontext: Eine web-basierte Applikation hat eine Konfigu-
rations-Datei im XML-Format (hier: web.xml), in der die zur Applikation geho¨rigen


















Abbildung 7.2: Konfiguration eines Dienstes
Die Konfigurations-Kontexte der einzelnen Dienste werden von der XML-Umgebung
<web-app> ... </web-app> eingefasst.
Es ko¨nnen zur Laufzeit ausschließlich Dienste ausgefu¨hrt werden, die in dieser Datei
definiert sind. In der Konfiguration-Datei ist jedem Dienst ein Abschnitt gewidmet,
den wir als Konfigurations-Kontext bezeichnen und der durch die XML-Umgebung
<servlet> ... </servlet> eingeschlossen wird.
Jeder Dienst kann nur auf seinen eigenen Konfigurations-Kontext, d.h. die ihm zu-
geordneten Konfigurationsdaten zugreifen. Konfigurationsdaten werden mithilfe der
XML-Umgebung <init-param> ... </init-param> angegeben, in der jeweils der Name
und der Wert der Konfigurationsdaten definiert werden mu¨ssen.
Abb. 7.2 zeigt den Konfigurations-Kontext des Dienstes showNavbarPublic aus dem
TeMPlUs Projekt, der das Anzeigen der o¨ffentlichen Navigationsleiste realisiert
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und neben der minimalen Menge an Konfigurationsdaten fu¨r einen Dienst (beste-
hend aus dem Namen des Dienstes und dem Paket, in dem seine Implementierung
abgelegt ist) keine weiteren Konfigurationsdaten besitzt.
Neben den Konfigurationsdaten kann fu¨r einen Dienst mithilfe der XML-Umgebung
<load-on-startup>...</load-on-startup> festgelegt werden, wann er initialisiert wer-
den soll. Diese wird innerhalb des Konfigurations-Kontextes des jeweiligen Dienstes
plaziert. Der Wert 1 bedeutet dabei, dass der zugeho¨rige Dienst initialisiert wird,
sobald die Applikation auf dem Server gestartet wird, Wert 0 bzw. das Fehlen die-
ser XML-Umgebung bedeutet entsprechend, dass der Dienst initialisiert wird, wenn
zum ersten Mal ein Zugriff auf ihn erfolgt.
Neben den einzelnen Diensten muss fu¨r die web-basierte Applikation noch die Zeit-
spanne festgelegt werden, wann eine nicht mehr benutzte Benutzer-Session ungu¨ltig
wird und somit gelo¨scht werden kann. Der in Abb. 7.3 angegebene Ausschnitt aus





Abbildung 7.3: Konfiguration der Benutzer-Sessions
Der Initialisierungs-Kontext geho¨rt zu einem Dienst und wird innerhalb des
zugeho¨rigen SLGs als separater Pfad spezifiziert, der vom Start-Knoten des SLGs
aus u¨ber den init_service Branch erreicht wird. Dieser Initialisierungspfad wird
genau einmal ausgefu¨hrt. Je nach Konfiguration des Dienstes geschieht dies beim
Starten der Applikation oder spa¨testens, wenn der Dienst zum ersten Mal angespro-
chen wird.
Wa¨hrend der Initialisierung eines Dienstes mu¨ssen alle initialen Daten, die fu¨r die
durch den SLG des Dienstes realisierten Workflows vorausgesetzt werden, vorberei-
tet werden. Dazu geho¨ren u.a. die Initialisierung des Datenbankzugriffs sowie der
Datenbank-Administratoren, die den Datenbankzugriff koordinieren, d.h. die Abbil-
dung zwischen den Gescha¨ftsobjekten des Anwendungsbereiches - der Daten-Schicht
- und der Persistenzschicht regeln.
Da der Initialisierungs-Kontext lediglich einmal ausgefu¨hrt wird und spa¨ter im Kon-
trollfluss nicht mehr zugreifbar ist, mu¨ssen alle wichtigen dort vorbereiteten Da-
ten (z.B. die Administratoren fu¨r die Gescha¨ftsobjekte) in einen anderen, la¨nger
verfu¨gbaren Datenkontext (z.B. den Container-Kontext) verschoben werden, bevor
der Initialisierungs-Kontext wieder verlassen wird.
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Der Container-Kontext ist aus allen Diensten einer Applikation heraus erreich-
bar, unabha¨ngig davon, welcher Benutzer gerade mit dem jeweiligen Dienst intera-
giert, und hat dieselbe Lebensdauer wie die Applikation selbst. Dieser Datenkontext
wird benutzt, um fu¨r alle Dienste relevante, globale Daten zu halten.
Daher ist dieser Datenkontext optimal fu¨r das Cachen von Daten geeignet, die zu
einem beliebigen Zeitpunkt wa¨hrend der Laufzeit der Applikation von allen Diensten
aus erreichbar sein mu¨ssen.
Um allen Diensten Zugriff auf die Datenbank zu gewa¨hren sollten z.B. die Datenbank-
Administatoren der Gescha¨ftsobjekte im Container-Kontext plaziert werden, da sie
die Schnittstelle zwischen Daten-Schicht und Persistenz-Schicht darstellen und da-
mit erst die Ausfu¨hrung von Datenbankanfragen und -modifikationen ermo¨glichen.
Auch allgemein verfu¨gbare Daten, wie z.B. fu¨r die Visualisierung der personalisier-
ten Navigation (siehe Abschnitt 11.4.3), die sich selten vera¨ndern, ko¨nnen in die-
sem Datenkontext zwischengespeichert werden, um die Effizienz der Applikation zu
erho¨hen.
In beiden Fa¨llen wird der Container-Kontext als globaler Cache verwendet, wodurch
der Speicherbedarf der Applikation gering gehalten wird bzw. die Anwortzeiten bei
Verwendung gecachter Gescha¨ftsobjekte verku¨rzt werden, da keine u¨berflu¨ssigen Da-
tenbankzugriffe stattfinden.
Der Service-Kontext ist aus dem Dienst – d.h. SLG – heraus erreichbar, zu dem
er geho¨rt, unabha¨ngig davon, welcher Benutzer gerade mit dem jeweiligen Dienst
interagiert. Die Lebensdauer dieses Datenkontextes entspricht der Lebensdauer des
zugeho¨rigen Dienstes (also i.d.R. der Lebensdauer der Applikation). Dieser Daten-
kontext wird benutzt, um nur fu¨r den jeweiligen Dienst relevante, globale Daten zu
halten.
Ein Kontakt-Dienst ermo¨glicht es z.B. per E-Mail Anfragen an einen bestimmten
Ansprechpartner zu stellen. Im Rahmen dieses Dienstes kann die E-Mail-Adresse
des jeweiligen Ansprechpartners im Service-Kontext gehalten werden, da sie ja nur
innerhalb des Kontakt-Dienstes relevant und gu¨ltig ist.
Der Session-Kontext: Jedem Benutzer, der mit der web-basierten Applikation
interagiert, wird eindeutig eine sogenannte Benutzer-Session zugeordnet. Diese ist
verfu¨gbar, solange der Benutzer mit der Applikation interagiert.
Die Zeitspanne, wie lange die Interaktion ho¨chstens unterbrochen werden darf, ohne
dass die Session ungu¨ltig bzw. gelo¨scht wird, wird ebenso wie die Konfigurations-
daten der einzelnen Dienste in der globalen Konfigurationsdatei der Applikation
festgelegt.
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Jeder Session ist ein Datenkontext, der sog. Session-Kontext zugeordnet. Zugriff auf
den Session-Kontext eines Benutzers haben alle Dienste, mit denen dieser Benutzer
interagiert. Der Session-Kontext dient somit als benutzer-spezifischer Cache.
Der Session-Kontext sollte verwendet werden, um benutzer-spezifische Daten zwi-
schenzuspeichern, die ha¨ufig oder von allen Diensten, mit denen ein Benutzer inter-
agiert, beno¨tigt werden.
Beispiel 7.1:
Im Rahmen der TeMPlUs Applikation sind dies z.B. Personalisierungsdaten, konkret das
zum aktuellen Benutzer geho¨rige User-Objekt (d.h. die Benutzerdaten) sowie die Rollen
eines Benutzers. y
Der Call-Kontext stellt den Standard-Kontext dar, in dem Daten wa¨hrend der
Bearbeitung einer Benutzeranfrage gehalten werden sollten.
Dieser Datenkontext ist einem konkreten Dienst der Applikation und einem konkre-
ten Benutzer zugeordnet, der mit diesem Dienst interagiert.
Seine Lebensdauer ist beschra¨nkt auf den Bereich zwischen zwei direkt aufeinander
folgenden Interaktionspunkten des zugeho¨rigen Dienstes. Interaktionspunkte sind
z.B. HTML-Seiten, die angezeigt werden, automatische Weiterleitungen oder Dow-
nloads.
Der Wizard-Kontext ist ein spezialisierter Datenkontext, der einem bestimmten
Abschnitt der Applikationslogik, d.h. einem Teil-Workflow der Applikation zugeord-
net ist.
Dieser Datenkontext ist nur fu¨r den ihm zugeordneten Benutzer und aus dem ihm
zugeordenten Teil-Workflow heraus erreichbar und dient zur Zwischenspeicherung
von Daten, die u¨ber mehrere HTML-Seiten bzw. Dienste hinweg beno¨tigt werden,
d.h. er ermo¨glicht das Aufsammeln von Daten wa¨hrend der zugeho¨rige Benutzer mit
den Diensten einer Applikation interagiert.
Beispiel 7.2:
Im Rahmen der TeMPlUs Applikation wird der Wizard-Kontext z.B. benutzt, um durch
mehrere aufeinander folgende Auswahlprozesse (Auswahl einer Lehrveranstaltung, Aus-
wahl einer Gruppe, Auswahl eines Benutzers) die Menge der angezeigten Daten entspre-
chend zu filtern. y
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Jeder Benutzer kann im Rahmen einer Applikation ho¨chstens einen Wizard-Kontext
besitzen. Die Lebensdauer des Wizard-Kontexts ist gekoppelt an die Lebensdauer
der Session eines Benutzers. Beendet wird der Wizard-Kontext, sobald er nicht u¨ber
einen Interaktionspunkt weitergereicht oder explizit mithilfe eines EndWizard SIBs
beendet wird.
Der Request-Kontext bildet die Schnittstelle zwischen Benutzer und Applika-
tionslogik, d.h. er ermo¨glicht den Datentransport von der Pra¨sentations-Schicht in
die Koordinations-Schicht einer Applikation.
So wird es mo¨glich, Daten aus dem Formular einer Webseite oder u¨ber einen Link
zu laden und dann innerhalb der Applikationslogik weiterzuverabeiten.
Die Lebensdauer dieses Datenkontextes entspricht der des Call-Kontextes.
Der Show-Kontext bildet die Schnittstelle zwischen Applikationslogik und Be-
nutzer, d.h. er ermo¨glicht den Datentransport von der Koordinations-Schicht in die
Pra¨sentations-Schicht.
So wird es mo¨glich, Daten aus der Applikationslogik innnerhalb einer HTML-Seite
bzw. eines Downloads verfu¨gbar zu machen und sie so dem Benutzer anzuzeigen
bzw. sie zu speichern.
Applikations-spezifische Caches: Bei der Realisierung einer web-basierten Ap-
plikation kann die Verwendung von Caches aus Effizienzgru¨nden notwendig sein.
Cachen von Daten verringert den Speicherbedarf der Applikation und reduziert die
Anzahl der notwendigen Datenbankzugrife.
Abha¨ngig von dem Verwendungszweck eines Caches muss dieser in dem ada¨quaten
Datenkontext plaziert werden.
• Ein globaler Cache entha¨lt Daten, die von allen Benutzern aus allen Diensten
heraus zugreifbar sein sollen. Daher muss diese Art von Cache im Container-
Kontext plaziert werden.
Beispiel 7.3:
Im Rahmen der TeMPlUs Applikation sind dies z.B. die Datenbank--Administra-
toren der Gescha¨ftsobjekte des Anwendungsbereiches sowie Daten zum Anzeigen
der personalisierten Navigationsleisten. y
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• Ein dienst-spezifischer Cache entha¨lt Daten, die spezifisch fu¨r einen konkreten
Dienst sind, aus diesem heraus aber von allen Benutzern zugreifbar sein sollen.
Daher muss ein derartiger Cache im Service-Kontext des jeweiligen Dienstes
plaziert werden.
Beispiel 7.4:
Im Rahmen der TeMPlUs Applikation wird z.B. im Kontakt-Dienst die E-Mail-
Adresse des Ansprechpartners im Service-Kontext dieses Dienstes gehalten. y
• Je nach Applikation ko¨nnen benutzer-spezifische Caches no¨tig sein fu¨r das Sam-
meln und Zwischenspeichern ha¨ufig verwendeter benutzer-spezifischer Daten,
z.B. perso¨nliche Benutzer-Daten, eigene Rollen und Rechte.
– Sollen diese Daten von allen Diensten aus zugreifbar sein, muss der zu-
geho¨rige Cache im Session-Kontext plaziert werden.
Beispiel 7.5:
Im Rahmen der TeMPlUs Applikation sind dies z.B. das User-Objekt des
aktuellen Benutzers sowie seine Rollen. y
– Sind diese Daten nur fu¨r einen Teil-Workflow relevant, sollten sie im
Wizard-Kontext zwischengespeichert werden.
Beispiel 7.6:
Im Rahmen der TeMPlUs Applikation sind dies z.B. die ausgewa¨hlte Lehr-
veranstaltung, die ausgewa¨hlte Gruppe, ein ausgewa¨hlter Benutzer oder eine
Rolle, die im weiteren Verlauf der Applikationslogik beno¨tigt werden, um Da-
ten zu filtern, oder aus einer Menge alternativer Wege im Kontrollfluss denje-




Fu¨r die Entwicklung web-basierter Applikationen wird in [11] ein arbeitsteiliger,
rollen-basierter Software-Entwicklungsprozess eingefu¨hrt und detailliert beschrieben
(siehe Abb. 8.1). Im Folgenden wird dieser Software-Entwicklungsprozess durch Ver-
wendung der Abku¨rzung PMABC -SD referenziert, da er ein Prozessmodell (kurz: PM)
fu¨r die Entwicklung einer web-basierten Applikation mithilfe des ABC -SD definiert.
Die verschiedenen Rollen illustrieren dabei die unterschiedlichen Bereiche, aus de-
nen wa¨hrend der Entwicklung web-basierter Applikationen mit ABC -SD Aufgaben
erledigt werden mu¨ssen.
• Der System-Ingenieur analysiert das Problem, das mithilfe der web-basierten
Applikation gelo¨st werden soll. Er ha¨lt den Kontakt mit dem Kunden und
zeichnet verantwortlich fu¨r das externe Verhalten der zu entwicklenden Ap-
plikation, fu¨r die Umgebung, in welche die Applikation integriert werden soll,
sowie fu¨r die Erfu¨llung von Performanz- und Sicherheits-Anforderungen.
• Der OO-Spezialist entwirft, implementiert und testet die Business Objekte
des Anwendungsbereiches.
• Der SIB-Integrator realisiert die fu¨r den Anwendungsbereich beno¨tigten,
atomaren, applikations-spezifischen Komponenten (SIBs) auf Basis der ver-
wendeten Business Objekte.
• Der Anwendungsexperte legt die von einer Applikation zur Verfu¨gung ge-
stellten Workflows fest und spezifiziert dann das Applikationsverhalten als
SLG mit ABC -SD .
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• Der HTML-Designer entwickelt die HTML-Seiten, welche die graphische
Benutzeroberfla¨che der web-basierten Applikation darstellen.
In [12] wird eine Anwendung von PMABC -SD im Rahmen der Entwicklung einer web-
basierten Applikation mit ABC -SD beschrieben und detailliert illustriert, welche
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Bei der Entwicklung einer web-basierten Applikation mit ABC -SD werden vorde-
finierte (d.h. applikations-unabha¨ngige) oder selbst entwickelte (d.h. applikations-
spezifische) Bibliotheken wiederverwendbarer Komponenten eingesetzt. Wie in Ka-
pitel 5 beschrieben, ko¨nnen diese Komponenten SIBs oder Makros sein:
• SIBs stellen die atomaren funktionalen Einheiten fu¨r einen bestimmten An-
wendungsbereich dar.
• Mithilfe von Makros lassen sich unter Verwendung von SIBs bzw. anderer
Makros komplexe funktionale Einheiten fu¨r einen Anwendungsbereich spezifi-
zieren.
Eine web-basierte Applikation wurde vor der Einfu¨hrung des in dieser Arbeit vorge-
stellten Frameworks (siehe Abschnitt 2.1) mit ABC -SD immer als einzelner Dienst
in Form eines SLGs realisiert, welcher das Ablaufverhalten des zugeho¨rigen Dienstes
modelliert. Dabei werden SIBs und Makros eingesetzt, um den entsprechenden Gra-
phen aufzubauen.
Die folgenden Abschnitte beschreiben die neuen Mo¨glichkeiten der Wiederverwen-
dung, welche sich durch die modulare Entwicklung web-basierter Applikationen mit
ABC -SD als Dienstfamilie ergeben.
9.1 Ebenen der Wiederverwendbarkeit
Vor der Einfu¨hrung des Frameworks fu¨r personalisierte, web-basierte Appli-
kationen (siehe Abschnitt 2.1) wurden folgende drei Ebenen der Wiederverwendbar-
keit von Komponenten unterschieden.
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• DieBasiskomponenten (siehe Abschnitt 5.4) stellen die grundlegenden Funk-
tionalita¨ten fu¨r web-basierte Applikationen in Form von SIBs zur Verfu¨gung.
• Komponenten fu¨r verschiedene Aufgabenbereiche (SIBs und Makros)
im Rahmen der Anwendungsbereiche web-basierter Applikationen erweitern
die Menge der verfu¨gbaren funktionalen Einheiten – wie in Abschnitt 5.4 be-
schrieben.
• Applikations-spezifische Komponenten (SIBs und Makros) ko¨nnen fu¨r
eine neue Applikation definiert werden, um beno¨tigte Funktionalita¨ten zu rea-
lisieren, die nicht bzw. nicht ada¨quat durch Verwendung oder Kombination
von Komponenten aus einer der beiden anderen Ebenen umgesetzt werden
ko¨nnen.
Alle Komponenten dieser drei Ebenen ko¨nnen verwendet werden, um das Verhalten
einer neuen Applikation in Form eines einzelnen SLGs zu modellieren. Abb. 9.1 illu-
striert die beschriebenen Ebenen der Wiederverwendbarkeit am Beispiel der vorde-
finierten Bibliotheken wiederverwendbarer Komponenten aus dem ABC -SD (siehe
























Abbildung 9.1: Bibliotheken und Komponenten vor Einfu¨hrung des Frameworks
Mit der Entwicklung des Frameworks fu¨r personalisierte, web-basierte Appli-
kationen vollziehen wir den U¨bergang von einem Dienst zu einer Dienstfamilie bei
der Modellierung der Applikationslogik, d.h. des Ablaufverhaltens einer Applikation
– wie bereits in Abschnitt 2.1 dargestellt.
Ein Makro muss – bei Verwendung wa¨hrend der Modellierung der Applikations-
logik – stets in einen SLG eingebaut werden. Dabei kann eine Konfiguration des
Makros durch das Setzen von Werten fu¨r evtl. vorhandene Parameter no¨tig sein.
Außerdem muss die korrekte Funktionsweise eines Makros bzgl. der Interaktion mit
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den u¨brigen innerhalb des SLGs verwendeten Komponenten u¨berpru¨ft und garan-
tiert werden. Dies geschieht durch Validierung zur Designzeit bzw. beim Testen der
fertigen Applikation.
Dienste dagegen sind eigensta¨ndig ausfu¨hrbar. Einmal validiert und getestet, ko¨nnen
sie als zuverla¨ssig arbeitende Komponenten beim modularen Aufbau einer persona-
lisierten, web-basierten Applikation aus einer Menge von Diensten wiederverwendet
werden. So wird eine Wiederverwendung auf ho¨herem Niveau als bisher ermo¨glicht.
Neben SIBs und Makros stehen nun auch Dienste als wiederverwendbare Kompo-
nenten zur Verfu¨gung. Hierdurch kann der Aufwand fu¨r die Entwicklung, die Vali-
dierung und das Testen der gesamten Applikation reduziert werden.
Die Menge der Ebenen, welche die Wiederverwendbarkeit im Rahmen personalsier-
ter, web-basierter Applikationen beschreiben, wird nun erweitert. Diese Erweiterung
beinhaltet eine Bibliothek von Komponenten aus dem Framework fu¨r personalisierte,
web-basierte Applikationen, welche neben SIBs und Makros auch erstmals Dienste
als (wiederverwendbare) Komponenten bereitstellt.
Abb. 9.2 illustriert die beschriebenen vier Ebenen der Wiederverwendbarkeit am Bei-
spiel der Bibliotheken von Komponenten, welche im Rahmen des WIS-Teilprojekts





































Abbildung 9.2: Bibliotheken und Komponenten nach Einfu¨hrung des Frameworks
In dem folgenden Abschnitt 9.2 werden einige Szenarien im Rahmen web-basierter
Applikationen vorgestellt, die sich fu¨r eine Wiederverwendung von Diensten als
Komponenten eignen.
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9.2 Szenarien
Fu¨r die Wiederverwendung von Diensten als Komponenten eignen sich grundsa¨tzlich
die in den folgenden Abschnitten beschriebenen Szenarien. Hierfu¨r unterteilen wir
die Dienste, welche Bestandteil der Realisierung einer personalisierten, web-basierten
Applikation sind, anhand ihres Verwendungsszweckes in zwei Gruppen – externe
Dienste und interne Utility-Dienste.
9.2.1 Externe Dienste
Externe wiederverwendbare Dienste realisieren Features eines Anwendungs-
bereiches, die unvera¨ndert von einer personalisierten, web-basierten Applikation in
eine andere u¨bernommen werden ko¨nnen. Die Ausfu¨hrung dieser Art von Diensten
wird explizit von einem Benutzer angestoßen, d.h. es handelt sich hierbei um Dien-
ste, die den Benutzern u¨ber eine o¨ffentliche oder personalisierte Navigationsleiste
angeboten werden.
Beispiel 9.1:
Die ’Basisdienste’ des in Abschnitt 2.1 beschriebenen Frameworks fu¨r personalisierte, web-
basierte Applikationen – welche Administrations-, Verwaltungs-, und Navigationsfunktio-
nalita¨t realisieren – stellen wiederverwendbare externe Dienste dar. Sie ko¨nnen im Rah-
men der Entwicklung personalisierter, web-basierter Applikationen mit ABC -SD fu¨r die

























Abbildung 9.3: ’Basisdienste’ als Teil der Gesamtfunktionalita¨t einer Applikation
am Beispiel des Frameworks, dass die Menge der wiederverwendeten Dienste einen Teil




Interne Utility-Dienste realisieren Teile von externen Diensten, die in sich ge-
schlossene Funktionalita¨ten darstellen, ha¨ufig innerhalb des Applikationsverhaltens
genutzt werden und eine klar definierte Schnittstelle besitzen. Die Ausfu¨hrung dieser
Utility-Dienste wird implizit wa¨hrend der Ausfu¨hrung eines externen Dienstes an-
gestoßen, d.h. es handelt sich hierbei um Dienste, die den Benutzern nicht u¨ber eine
Navigationsleiste angeboten werden. Dabei ist die Verwendung desselben Utility-
Dienstes in verschiedenen Features mo¨glich. Informationen in Form von Daten ko¨nnen
an einen Utility-Dienst u¨bertragen werden, vergleichbar einem Funktionsaufruf mit
Parametern in Programmiersprachen.
Beispiel 9.2:
Bei der Unterstu¨tzung der mittelbaren Kommunikation zwischen den Personen, die an
den Gescha¨ftsprozessen im Rahmen der Lehre an einer Universita¨t beteiligt sind, durch
elektronische Medien spielt das Versenden von E-Mails eine wesentliche Rolle.
Da wir web-basierte Applikationen entwickeln, beschra¨nken wir uns in diesem Beispiel auf
das Versenden von E-Mails innerhalb eines Features des Anwendungsbereiches.
Bei der Entwicklung eines E-Mail Utility-Dienstes spielen die typischen Eigenschaften
einer E-Mail eine wesentliche Rolle. Eine E-Mail setzt sich zumindest zusammen aus Text,
Absender und Empfa¨nger. Zudem kann der Absender entscheiden, ob er eine Kopie der
E-Mail erhalten mo¨chte. Wird ein E-Mail-Dienst innerhalb einer personalisierten, web-
basierten Applikation angeboten, spielt außerdem seine Sichtbarkeit eine Rolle, d.h. ob
der E-Mail Utility-Dienst in einem o¨ffentlichen oder in einem personalisierten externen
Dienst verwendet wird.
• Sichtbarkeit: Die betrachtete E-Mail-Utility kann Bestandteil eines o¨ffentlichen oder
eines personalisierten externen Dienstes sein.
• Absender: Die E-Mail-Adresse des Absenders kann benutzerdefiniert sein, d.h. deren
Eingabe erfolgt als Freitext, oder wird durch die Applikation fest vorgegeben, z.B. die
E-Mail-Adresse des aktuell eingeloggten Benutzers.
• Empfa¨nger: Die Menge der Empfa¨nger kann ein- oder mehrelementig sein. Außerdem
unterscheiden wir die beiden Fa¨lle, dass die Menge der Empfa¨nger entweder im
Rahmen der Applikation fest vorgegeben oder innerhalb einer vorgegebenen gro¨ßeren
Menge wa¨hlbar ist.
• E-Mail-Text: Der E-Mail-Text kann benutzerdefiniert sein, wenn seine Eingabe u¨ber
ein Online-Formular erfolgt, oder – bei System- bzw. Statusmeldungen – durch die
Applikation fest vorgegeben sein.
• Kopie: Generell wird keine Kopie der jeweiligen E-Mail an den Absender geschickt.
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Manche E-Mail-Funktionalita¨ten u¨berlassen aber dem Benutzer die Entscheidung,
ob er eine Kopie erhalten mo¨chte.
Wird ein Typ von E-Mail-Funktionalita¨t innerhalb sehr vieler Dienste einer Applikation
verwendet, so sind diese Teile der zur Applikation geho¨rigen Dienste durch entsprechend
identische Teilgraphen realisiert – wie in Abb. 9.4 (a) dargestellt. Dadurch steigt die Gro¨ße
der SLGs einer Applikation unno¨tig. Auch bei Verwendung von Makros, muss fu¨r jeden
dieser SLGs dieselbe E-Mail-Funktionalita¨t validiert und getestet werden.
Um diese Art von Redundanz auf Graphebene und bei der arbeitsteiligen Entwicklung der
Applikation zu vermeiden kann eine E-Mail-Funktionalita¨t ebenso gut als separater Dienst
der Applikation realisiert werden, der dann nach entsprechender Vorbereitung der beno¨tig-
ten Daten aus allen Diensten heraus angesprochen werden kann. Abb. 9.4 (b) skizziert diese

































E-Mail-Funktionalität als separater Dienst einer Applikation
__
(b) als separater Dienst
Abbildung 9.4: E-Mail-Funktionalita¨t einer Applikation
Abb. 9.5 klassifiziert einige Beispiele fu¨r Features mit integrierter E-Mail-Funktionalia¨t aus



































































































































Abbildung 9.5: E-Mail-Funktionalita¨t in TeMPlUs Diensten
Kapitel 10
Klassifikation von Komponenten
Taxonomien stellen eine hierarchische Einteilung bzw. Klassifikation von Dingen in
Gruppen (griech.: Taxon) bzw. Mengen dar.
In einer Taxonomie unterscheidet man zwischen den Mengen, die Einordnungskri-
terien beschreiben und hierarchisch angeordnet werden, und den Instanzen, welche
die Dinge repra¨sentieren, die mithilfe der Taxonomie klassifiziert werden.
Eine Taxonomie repra¨sentiert dabei einen DAG1. Dies kann man sich wie ein virtu-
elles Filesystem vorstellen. Dort ko¨nnen konkrete Dateien ebenfalls in beliebig viele
Verzeichnisse eingeordnet werden, und auch das Einfu¨gen von Unterverzeichnissen
ist mo¨glich.
Im Rahmen des ABC kommen Taxonomien bereits an vielen Stellen zum Einsatz
([51, 8, 76, 2]).
Mithilfe einer Taxonomie, welche einer web-basierten Applikation zugeordnet wird,
ko¨nnen demnach auch die fu¨r eine web-basierte Applikation wesentlichen Aspekte
festgelegt sowie die zur Verfu¨gung stehenden und verwendeten Komponenten anhand
dieser Aspekte klassifiziert werden.
Fu¨r jede personalisierte, web-basierte und als Dienstfamilie konzipierte Applikation
wird nun eine zugeho¨rige Taxonomie definiert, in welche die verwendeten Kompo-
nenten – d.h. SIBs, Makros und Dienste – entsprechend ihrer Eigenschaften und Be-
ziehungen untereinander eingeordnet werden. Diese Klassifizierung dient einerseits
der Dokumentation, andererseits ko¨nnen die dadurch festgelegten Zusammenha¨nge
auch im Rahmen der Entwicklung und Validierung einer Applikation gewinnbrin-
gend eingesetzt werden.
Die Abschnitte 10.1 und 10.2 gehen na¨her auf die Mo¨glichkeiten bei der Klassifikation
der Komponenten einer personalisierten, web-basierten Applikation ein.
1Directed Acyclic Graph.
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10.1 Klassifikation von SIBs und Makros
Im ABC -SD wird eine Applikation innerhalb eines ABC -Projektes realisiert, wel-
ches eine Bibliothek applikations-spezifischer Komponenten (d.h. SIBs und Makros)
beinhaltet – wie in Abschnitt 5.1 beschrieben.
Die verfu¨gbaren SIBs und Makros werden dem Anwendungsexperten u¨ber eine SIB -
Palette bereitgestellt (siehe Abschnitt 5.1 und Abb. 5.2).
Die Pra¨sentation u¨ber die SIB -Palette basiert auf einer einfachen Klassifizierung,
wobei jede dieser Komponenten genau einer Komponentenklasse zugeordnet ist.
Diese Zuordnung wird bei der Spezifikation eines SIBs bzw. Makros in der Datei
<component_name>.sib durch eine Zeile der Form CLS <class_name> ausgedru¨ckt.
Eine umfassende Beschreibung zu der Spezifikation von SIBs wird in [55] gegeben.
Abb. 10.1 und Abb. 10.2 zeigen jeweils ein Beispiel fu¨r eine Komponentenspezifika-
tion eines SIBs bzw. eines Makros.
Beispiel 10.1:
Der SIB ServiceProperty2InitContext (siehe Abb. 10.1) ist eine im Projekt PwisBase
definierte Komponente, die Konfigurationsdaten (keys[]m_property_keys) im Intitiali-
sierungs-Kontext als Daten (keys[]m_init_context_keys) verfu¨gbar macht.
SIB ServiceProperty2InitContext
CLS Context
PAR keys DIM * 1
PAR keys[]m_init_context_keys STR 100 ""
PAR keys[]m_property_keys STR 100 ""
BR dflt
PROP "java_package" "de.unido.ls5.ewis.application.pwisbase.sib"
Abbildung 10.1: Beispiel – SIB -Spezifikation
Da dieser SIB Daten von einem Datenkontext (dem Konfigurations-Kontext) in einen
anderen Datenkontext (den Intitialisierungs-Kontext) kopiert, also auf verschiedenen Da-
tenkontexten arbeitet, ist er in die Komponentenklasse (CLS) Context eingeordnet – wie
in der zweiten Zeile der SIB -Spezifikation dargestellt.
y
Beispiel 10.2:
Das Makro InitUserCache (siehe Abb. 10.2) ist im PwisBase Projekt definiert und dient
der Initialisierung des benutzer-spezifischen Caches. Dieser ist im Session-Kontext eines
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jeden Benutzers lokalisiert, wird beim Einloggen initialisiert und entha¨lt ha¨ufig beno¨tigte





Abbildung 10.2: Beispiel – Makro-Spezifikation
Da dieses Makro auf einen Cache zugreift und diesen modifiziert, ist es in die Kompo-
nentenklasse (CLS) Cache eingeordnet – wie in der zweiten Zeile der Makro-Spezifikation
dargestellt.
y
Die Praxis zeigt jedoch, dass diese strikte und damit sehr eingeschra¨nkte Zuordnung
einer Komponente zu genau einer Komponentenklasse einen entscheidenen Nachteil
in sich birgt. Wichtige Informationen u¨ber die Komponente bleiben unberu¨cksich-
tigt bzw. werden wegabstrahiert, da der Anwendungsexperte gezwungen wird, sich
fu¨r eine einzige Komponentenklasse zu entscheiden, wenn er eine neue Komponente
innerhalb einer applikations-spezifischen Bibliothek im Rahmen des ABC -SD spe-
zifiziert.
SIBs und Makros ko¨nnen aber viele Eigenschaften besitzen, die als Kriterien fu¨r
eine Klassifizierung oder Suche benutzbar sein sollten, je nach dem, aus welchem
Blickwinkel man eine solche Komponente betrachtet.
Einige dieser Eigenschaften, anhand derer SIBs und Makros klassifiziert werden,
sind beispielsweise:
• die Projektzugeho¨rigkeit der Komponente, d.h. in welchem ABC -SD-Projekt
diese definiert ist,
• ob es sich bei der Komponente um einen SIB oder ein Makro handelt,
• die Parameter und Branches der Komponente,
• lesender bzw. schreibender Zugriff auf die verschiedenen Datenkontexte im
Rahmen des ABC -SD ,
• ob die Komponente auf Dateien zugreift, diese erzeugt oder modifiziert,
• lesender bzw. schreibender Zugriff auf eine Datenbank,
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• ob die Komponente Benutzerinteraktion ermo¨glicht oder nur systeminterne
Aktionen realisiert.
• auf welchen Typen von Gescha¨ftsobjekten eine Komponente arbeitet und wie
sie mit ihnen umgeht (z.B. lesender bzw. schreibender Zugriff, Erzeugung oder
Lo¨schen), sowie
• in welche Teilgebiete des jeweiligen Anwendungsbereichs der Applikation eine
Komponente eingeordnet werden kann.
Beispiel 10.3:
Das TeMPlUs Projekt bescha¨ftigt sich mit der Organisation und Durchfu¨hrung
von Lehrveranstaltungen und ihren Gruppen und bietet daru¨ber hinaus ein fle-
xibles Benutzer- und Rollen-Management, hier wa¨re also z.B. eine Klassifizierung
von Komponenten nach den Teilgebieten Lehrveranstaltung, Gruppe, Benutzer und
Rolle des Anwendungsbereichs ’Lehremanagement an einer Universita¨t’ der Appli-
kation mo¨glich. y
• Falls es sich bei der Komponente um ein Makro handelt, ist sicherlich auch
noch die Information wichtig, welche anderen Typen von Komponenten bei
der Realisierung des Makros verwendet werden.
Die Liste der Eigenschaften fu¨r die Klassifikation von SIBs und Makros la¨sst sich –
insbesondere mit applikations-spezifischen Einordnungskriterien – beliebig fortset-
zen und erweitern. In der Regel besitzt eine Komponente stets mehrere Kriterien,
anhand derer sie klassifiziert wird. Die folgenden Beispiele belegen dies anhand der
zuvor betrachteten Komponenten:
Beispiel 10.4:
Fu¨r den SIB ServiceProperty2InitContext aus Abb. 10.1 stehen – neben der Zuord-
nung zu der Komponentenklasse Context – folgende zusa¨tzlichen Informationen fu¨r eine
weiterfu¨hrende Klassifizierung zur Verfu¨gung:
• Bei der Komponente handelt es sich um einen SIB .
• Die Komponente ist im Projekt PwisBase definiert.
• Konfigurationsdaten werden beno¨tigt, d.h. es erfolgt ein lesender Zugriff auf den
Konfigurations-Kontext.
• Es erfolgt ein schreibender Zugriff auf den Initialisierungs-Kontext.
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• Die Komponente kopiert Daten von einem Datenkontext in einen anderen.
• Die Komponente erha¨lt den Typ der kopierten Objekte.
y
Beispiel 10.5:
Fu¨r das Makro InitUserCache aus Abb. 10.2 stehen – neben der Zuordnung zu der
Komponentenklasse Cache – folgende zusa¨tzlichen Informationen fu¨r eine weiterfu¨hrende
Klassifizierung zur Verfu¨gung:
• Bei der Komponente handelt es sich um ein Makro.
• Die Komponente ist im Projekt PwisUser definiert.
• Es erfolgt ein lesender Zugriff auf die Datenbank.
• Es erfolgt ein schreibender Zugriff auf den Session-Kontext.
• Die Komponente arbeitet auf Gescha¨ftsobjekten vom Typ User bzw. UserGroup.
y
Makros und SIBs ko¨nnen nun unter Beru¨cksichtigung all dieser Informationen in
die dem zugeho¨rigen Projekt zugrunde liegende Taxonomie (siehe Abschnitt 10.3)
eingeordnet werden.
10.2 Klassifikation von Diensten
Bei der Entwicklung web-basierter Applikationen mit ABC -SD war vor der Einfu¨h-
rung des Frameworks eine Klassifikation von Diensten nicht notwendig, da eine Ap-
plikation stets als einzelner Dienst realisiert wurde.
Nach der Einfu¨hrung des Frameworks in Abschnitt 2.1 dieser Arbeit ist es nun auch
mo¨glich, web-basierte Applikationen mithilfe mehrerer Dienste zu realisieren.
Einige dieser Eigenschaften, anhand derer Dienste klassifiziert werden, sind im Fol-
genden zusammengestellt:
• Der bei der Klassifikation von Diensten wichtigste Aspekt ist sicherlich die
Zugreifbarkeit. Grundsa¨tzlich werden dabei verschiedene Arten von Diensten
unterschieden:
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– O¨ffentliche Dienste,
– Private Dienste,
– Dienste, die eine Login-Aktion beinhalten und demnach o¨ffentlich zuga¨ng-
lich sein mu¨ssen, und
– Dienste, die eine Logout-Aktion realisieren und demnach im privaten Be-
reich einer Applikation zu finden sind.
– Daru¨berhinaus besitzt jede web-basierte Applikation einen Mgmt-Dienst,
der den initialen Dienst – d.h. den Einstiegspunkt in die gesamte Appli-
kation – darstellt und demnach o¨ffentlich zuga¨nglich sein muss.
• Die Projektzugeho¨rigkeit eines Dienstes gibt an, in welchem ABC -SD-Projekt
dieser definiert ist.
• Bei der Realisierung eines Dienstes ko¨nnen andere Komponenten (d.h. SIBs
und Makros) verwendet werden. Hieraus erha¨lt der Dienst implizit die Eigen-
schaften, welche fu¨r die in ihm enthaltenen Komponenten spezifiziert worden
sind (siehe Abschnitt 10.1).
• Vorbedingungen, die erfu¨llt sein mu¨ssen, damit dieser Dienst ausgefu¨hrt wer-
den kann, ko¨nnen im Rahmen der Taxonomie dokumentiert werden.
• Eine Beschreibung der Nachbedingungen, die nach Ausfu¨hrung des Dienstes
gelten, kann ebenfalls im Rahmen der Taxonomie dokumentiert werden.
• Ein Dienst kann andere Dienste referenzieren, d.h. den Kontrollfluss an sie
u¨bergeben.
• Eine Einordnung des Dienstes in Teilgebiete des jeweiligen Anwendungsbe-
reichs der Applikation fu¨hrt zu einer Strukturierung der Gesamtfunktionalita¨t
einer Applikation.
Ebenso wie fu¨r Makros und SIBs erscheint daher auch fu¨r die Dienste einer persona-
lisierten, web-basierten und als Dienstfamilie konzipierten Applikation eine Einord-
nung in die dem zugeho¨rigen Projekt zugrunde liegende Taxonomie (siehe Abschnitt
10.3) sinnvoll.
Beispiel 10.6:
Fu¨r folgende Dienste aus der TeMPlUs Applikation werden einige Klassifizierungskrite-
rien angegeben, die jeweils unterstrichen sind:
• Der Dienst registerAsStudent ist ein o¨ffentlicher Dienst, mithilfe dessen Studierende
sich bei der Applikation als Benutzer mit der Rolle Student registrieren ko¨nnen. Es
10.3. Taxonomie 65
handelt sich also um einen Dienst aus dem Teilgebiet ’Benutzer’ des Anwendungsbe-
reiches. Der Dienst erzeugt neue Gescha¨ftsobjekte vom Typ User und StudentData,
welche die Benutzer- und Studierendendaten aufnehmen. Es erfolgt ein schreibender
Zugriff auf die Datenbank, um diese Informationen zu speichern.
• Der Dienst showParticipantsCourse ist ein privater Dienst und dient dem Organi-
sator einer Lehrveranstaltung dazu, sich deren Teilnehmerliste anzeigen zu lassen. Es
handelt sich hierbei demnach um einen Dienst aus dem Teilgebiet ’Lehrveranstaltung’
des Anwendungsbereiches. Der Dienst verwendet Gescha¨ftsobjekte vom Typ Course
und Participant, welche Daten fu¨r eine Vorlesung bzw. einen Teilnehmer dieser




Die Untersuchung der Klassifikationskriterien fu¨r SIBs und Makros (siehe Abschnitt
10.1) bzw. Dienste (siehe Abschnitt 10.2) zeigt, dass eine einfache Klassifizierung der
Komponenten anhand eines einzigen Kriteriums – wie sie bei der Spezifikation von
SIBs und Makros verwendet wird ([55]) – nicht ausreicht.
Wir beno¨tigen also eine mehrstufige Taxonomie fu¨r die Klassifizierung der Kom-
ponenten, um eine hierarchische Einordnung dieser Komponenten anhand mehrerer
Kriterien zu ermo¨glichen.
Bei der Klassifikation von Dingen mithilfe einer Taxonomie liegt der Fokus immer
auf genau einer Art von Dingen, also in unserem Beispiel Komponenten. Die beste-
henden ABC -SD Projekte werden dabei beispielsweise als Mengen dargestellt, um
die Projektzugeho¨rigkeit der Komponenten ausdru¨cken zu ko¨nnen.
Beispiel 10.7:
Wie in den Abschnitten 10.1 und 10.2 beschrieben, gibt es fu¨r SIBs, Makros und Dienste
neben ihrem Komponententyp noch weitere Kriterien, anhand derer diese Komponen-
ten klassifiziert werden ko¨nnen. Komponenten sind beispielsweise immer innerhalb einer
Bibliothek definiert, welche durch ein ABC -SD Projekt zur Verfu¨gung gestellt wird. Zwi-
schen den Mengen ’Component’ und ’Project’ besteht also eine Beziehung, welche die
Projektzugeho¨rigkeit einer Komponente beschreibt und durch die Relation defined in ⊆
Component × Project ausgedru¨ckt wird.
Die Verwaltung der Komponenten inklusive all ihrer Klassifizierungkriterien kann daher
mithilfe einer Taxonomie erfolgen. Abb. 10.3 zeigt einen Ausschnitt aus einer Taxono-
mie fu¨r die Klassifizierung von Komponenten. Dieser entha¨lt eine Unterscheidung nach
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Abbildung 10.3: Ausschnitt aus einer Taxonomie fu¨r Komponenten
Die Komponente ServiceProperty2InitContext aus Bsp. 10.4 ist in die Mengen ’SIB’
und ’PWIS Base’ einzuordnen.
Die Komponente InitUserCache aus Bsp. 10.5 ist in die Mengen ’Macro’ und ’PWIS
User’ einzuordnen.
Die Komponente registerAsStudent aus Bsp. 10.6 ist in die Mengen ’Public’ und ’TEMPLUS’
einzuordnen.
Natu¨rlich mu¨ssen auch die anderen Klassifizierungskriterien dieser Komponenten bei ei-
ner Einordnung in eine Taxonomie beru¨cksichtigt werden. Abb. 10.3 stellt aber lediglich
einen Ausschnitt dar, daher wird auf die u¨brigen Klassifizierungskriterien hier nicht weiter
eingegangen. Diese sind aber in den Abschnitten 10.1 bzw. 10.2 na¨her beschrieben.
y
Wir wollen die Taxonomie verwenden, um alle Dinge bzw. Daten fu¨r eine im Rah-
men eines ABC -Projektes zu entwickelnde, personalisierte, web-basierte Applikation
strukturiert darzustellen und zu verwalten.




• Komponenten fu¨r die Entwicklung web-basierter Applikationen sowie deren
Ein- und Ausgabeparameter, die sich auf Variablen beziehen, welche in den
Datenkontexten einer Applikation gehalten werden
• Teilgebiete und Typen von Gescha¨ftsobjekten aus dem Anwendungsbereich
einer web-basierten Applikation
Neben diesen unterschiedlichen Typen von Daten sind auch die Beziehungen wichtig,
welche zwischen Daten unterschiedlichen Typs bestehen.
Bestehende Beziehungen zwischen solchen Mengen werden dabei durch die Defi-
nition einer neuen Menge als Klassifizierungskriterium innerhalb der Taxonomie
ausgedru¨ckt.
Die allgemeinen Zusammenha¨nge, die beim Einsatz des ABC -SD fu¨r die Entwick-
lung web-basierter Applikationen wesentlich sind, werden folgendermaßen innerhalb
der Taxonomie repra¨sentiert:
• ABC Projekte werden durch die Menge ’Project’ repra¨sentiert.
• Die im Rahmen des ABC -SD existierenden Datenkontexte (siehe Kapitel 7)
werden mithilfe der Menge ’DataContext’ dargestellt.
• Komponenten, die bei der Realisierung einer web-basierten Applikation ver-
wendet werden, sind unter der Menge ’Component’ zusammengefasst.
• Die Ein- und Ausgabeparameter von Komponenten werden durch die Menge
’ContextKey’ beschrieben.
• Parameter von Komponenten besitzen einen Typ, der innerhalb der Taxonomie
mithilfe der Menge ’Type’ dargestellt wird.
• Der Anwendungsbereich einer Applikation wird durch die Menge ’Domain’ be-
schrieben und kann durch Einfu¨gen von Untermengen in Teilgebiete unterteilt
werden.
Zwischen diesen innerhalb der Taxonomie abgebildeten Objekten bestehen eine Rei-
he von Beziehungen, die als Relationen definiert werden und innerhalb der Taxono-
mie durch das Einfu¨gen entsprechender Teilmengen abgebildet werden ko¨nnen:
• defined in ⊆ Component × Project
beschreibt die Projektzugeho¨rigkeit einer Komponente, wie bereits in Bsp. 10.7
dargestellt.
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• includes ⊆ Project × Project
beschreibt die Verfu¨gbarkeit von Komponenten aus einer im Rahmen eines
Projektes definierten Bibliothek innerhalb eines anderen Projektes.
• contains ⊆ Service × SIB und
contains ⊆ Service × Macro
dokumentieren den Aufbau eines Dienstes, d.h. welche Typen von SIBs und
Makros in dem jeweiligen Dienst enthalten sind.
• contains ⊆ Macro × SIB und
contains ⊆ Macro × Macro
dokumentieren den Aufbau eines Makros, d.h. welche Typen von SIBs und
anderen Makros in dem jeweiligen Makro enthalten sind.
• calls ⊆ Service × Service
dokumentiert, welche anderen Dienste innerhalb eines Dienstes in ihrer Ausfu¨h-
rung angestoßen werden.
• lies in ⊆ ContextKey × DataContext
legt fest, welche Variablen in den Datenkontexten der Applikation zur Verfu¨-
gung stehen.
• read ⊆ Component × ContextKey und
write ⊆ Component × ContextKey
beschreiben, welche Variablen in den jeweiligen Datenkontexten gelesen bzw. ge-
schrieben werden.
• of type ⊆ ContextKey × Type
legt fest, von welchem Typ die Variablen sind, welche in den Datenkontexten
der Applikation gehalten werden.
• belongs to ⊆ Component × Domain und
belongs to ⊆ BusinessObject × Domain
beschreiben die Einordnung von Komponenten und Gescha¨ftsobjekten in die
Teilgebiete des jeweiligen Anwendungsbereichs einer Applikation.
Kapitel 11
Personalisierungsframework
Web-basierte Applikationen gewinnen immer mehr an Bedeutung in den veschie-
densten Bereichen des ta¨glichen Lebens: Online-Shops, Online-Banking, Online-
Auktionen, Online-Dienste kommunaler Einrichtungen sowie sonstiger Institutionen
und Webportale von Firmen fu¨r ihre Kunden, sind nur einige Beispiele dafu¨r.
Der Begriff Personalisierung ist dabei nicht einheitlich definiert. Man unterscheidet
generell folgende drei Bereiche ([66, 69, 61]):
• rollen- und/oder rechte-basiertes System
• kundenspezifische Anpassungen (=customization)
• Analyse und Auswertung des Browsing-Verhaltens (=tracking)
Da die beiden letzteren Aspekte nur applikations-spezifisch realisierbar sind, be-
schra¨nken wir uns im Rahmen dieser Arbeit auf den ersten Aspekt, die Realisierung
eines rollen- und rechte-basierten Systems.
Dabei umfasst der Begriff Personalisierung – wie er im Rahmen dieser Arbeit ver-
wendet wird – folgende Bereiche:
• Anpassung des Applikationsverhaltens sowie der enthaltenen Funktionalita¨ten
an einzelne Benutzer und Benutzergruppen sowie deren Bedu¨rfnisse, Berech-
tigungen und Verpflichtungen
• Einschra¨nkung und Pru¨fung der Zugriffsberechtigung anhand der fu¨r einen
Benutzer gespeicherten Rechte
• Anbieten von Navigationsmo¨glichkeiten sowie Pra¨sentation von Inhalten fu¨r
einen Benutzer basierend auf den Daten, die fu¨r diesen Benutzer gespeichert




In diesem Abschnitt werden einige grundlegende Begriffe fu¨r die in dieser Arbeit
verwendete Art der Personalisierung definiert und in die in Kapitel 6 eingefu¨hrte
Schichtendarstellung eingeordnet.
Abb. 11.1 zeigt hierfu¨r eine etwas anschaulichere Darstellung des Schichtenmodells
einer web-basierten Applikation aus Abb. 6.1. Dabei werden folgende Details explizit
visualisiert:
• Benutzer einer Applikation,
• Features bzw. die sie realisierenden Dienste innerhalb der Koordinationsschicht
einer Applikation,
• Gescha¨ftsobjekte innerhalb der Datenschicht einer Applikation und























Abbildung 11.1: Schichten einer web-basierten Applikation
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Dieses verfeinerte Schichtenmodell wird verwendet, um die Bedeutung der grundle-
genden Begriffe im Rahmen der Personalisierung – wie sie innerhalb dieser Arbeit
verwendet werden – zu veranschaulichen.
Abb. 11.2 fu¨hrt diese verschiedenen Begriffe ein und stellt die Zusammenha¨nge und











Abbildung 11.2: Begriffslandkarte – Personalisierung
Bei der Anforderungsdefinition einer Applikation mittels UML (vgl. [11]) ko¨nnen
diese Begriffe mithilfe folgender Diagrammelemente in einem Anwendungsfalldia-
gramm dargestellt werden – wie auch in Abb. 11.3 skizziert:
• Benutzer bzw. homogene Gruppen von Benutzern interagieren mit einer Ap-
plikation und werden daher als Akteure modelliert.
• DieFeatures, welche eine Applikation bereitstellt, werden als Anwendungsfa¨lle
modelliert. Features ko¨nnen sich aus externen Diensten und Utility-Diensten
zusammensetzen (siehe Abschnitt 9.2). Externe Dienste werden als Anwen-
dungsfa¨lle dargestellt, die von einem Akteur ausgefu¨hrt werden ko¨nnen, Utility-
Dienste dagegen sind immer u¨ber eine <<include>>-Beziehung an einen ex-
ternen Dienst gekoppelt und damit nur indirekt erreichbar.
• Eine Gruppierung von Features gema¨ß ihres Ziels bzw. Verwendungszweckes
wird als Featureklasse bezeichnet und als Paket dargestellt, welches die zu
den Features geho¨rigen Anwendungsfa¨lle beinhaltet.
• Ein Recht eines Benutzer bzw. einer homogenen Gruppe von Benutzern wird
als Verbindung zwischen einem Akteur und einem Anwendungsfall dargestellt.
Dies bedeutet, dass der Akteur den zugeordneten Anwendungsfall ausfu¨hren
darf, d.h. die Berechtigung zum Ausfu¨hren dieses Anwendungsfalls besitzt.
• Der Begriff Rolle bezeichnet aus Benutzersicht eine homogene Gruppe von
Benutzern, aus Featuresicht eine Menge von Features bzw. eine Menge von
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Rechten. Demnach wird eine Rolle als Akteur modelliert und kann als Synonym
zu dem Begriff Benutzergruppe (mit der ihr zugeordneten Menge von Features









Abbildung 11.3: Personalisierungsbegriffe in UML
Eine detaillierte Beschreibung der einzelnen Begriffe ist in den folgenden Abschnitten
enthalten.
11.1.1 Benutzer
Ein Benutzer ist eine Person der realen Welt, die mit einer web-basierten Applikation
u¨ber einen Browser interagiert – wie in Abb. 11.4 dargestellt.
Daher werden Benutzer im Rahmen der Anforderungsdefinition mittels UML, d.h. im
Anwendungsfalldiagramm, als Akteure modelliert (siehe Abb. 11.3).
Dabei unterscheiden wir zwischen Benutzern, welche anonym mit der Applikation
interagieren, und solchen, die bei der Applikation registriert, d.h. bekannt sind.
Von diesem Status eines Benutzers ha¨ngt es u.a. ab, welcher Anteil der von einer
Applikation in Form von Diensten bereitgestellten Funktionalita¨ten (= Features,
siehe Abschnitt 11.1.2) diesem Benutzer zur Verfu¨gung steht.
Zugriff auf o¨ffentliche (d.h. frei zuga¨ngliche) Features einer Applikation hat grund-
sa¨tzlich jeder Benutzer. Eine Applikation kann jedoch auch private Features bereit-
stellen. Diese werden nur nach vorheriger Identifizierung (d.h. Anmeldung bei der
Applikation) fu¨r einen Benutzer freigegeben, wenn dieser das Recht (siehe Abschnitt
11.1.4) hat, diese Features auszufu¨hren.
Um diesen Identifizierungsprozess durchfu¨hren zu ko¨nnen sind im Rahmen des in
diesem Kapitel beschriebenen Personalisierungsframeworks perso¨nliche Daten eines
Benutzers – mindestens die Accountdaten Benutzername und Passwort – innerhalb













Abbildung 11.4: Personalisierung – Begriff Benutzer
einer web-basierten Applikation bekannt, d.h. in der zugeho¨rigen Persistenzschicht
gespeichert. Anhand dieser gespeicherten Daten kann sich ein Benutzer bei der Ap-
plikation anmelden und hat dann dadurch Zugriff auf die von der Applikation fu¨r
ihn bereitgestellten privaten Features.
Benutzer, welche dieselben Rechte besitzen, nehmen dieselbe Rolle im Rahmen der
Applikation ein und werden daher zu einer Benutzergruppe zusammengefasst (siehe
Abschnitt 11.1.3).
11.1.2 Feature
Wie bereits in Kapitel 1 dargestellt, wird die Gesamtfunktionalita¨t einer Applikation
in Gescha¨ftsprozesse unterteilt, an deren Ausfu¨hrung i.d.R. verschiedene Personen
bzw. Personengruppen beteiligt sind. Diese Gescha¨ftsprozesse wiederum werden in
Features aufgeteilt, an deren Ausfu¨hrung jeweils nur eine Person oder Personengrup-
pe beteiligt ist.
Jedes Feature wird dann mithilfe von Diensten realisiert (siehe Abb. 11.5). In der
Regel wird eine Feature durch einen externen Dienst realisiert. In Einzelfa¨llen kann
bei der Definition eines Features unter dem Aspekt der Wiederverwendbarkeit – wie
in Abschnitt 9.2 beschrieben – aber auch die Kombination eines externen Dienstes















Abbildung 11.5: Personalisierung – Begriff Feature
Demnach wird ein Feature im Rahmen der Anforderungsdefinition mittels UML,
d.h. im Anwendungsfalldiagramm, als Anwendungsfall oder als Kombination von
Anwendungsfa¨llen mittels <<include>>-Beziehung modelliert (siehe Abb. 11.3).
Daru¨ber hinaus ko¨nnen zwei Features f1 und f2 miteinander in Beziehung stehen
oder sich gegenseitig beeinflussen. Hierbei dient die Datenbank als globaler Zustands-
raum fu¨r die Features.
Jedes Feature muss fu¨r sich alleine ausfu¨hrbar sein, d.h. es muss jeweils gepru¨ft
werden, ob bzgl. der Datenbank und des aktuellen Benutzers alle notwendigen Vor-
aussetzungen fu¨r das erfolgreiche Ausfu¨hren des jeweiligen Features erfu¨llt sind.
Anderenfalls muss eine geeignete Fehlerbehandlung angestoßen werden.
Beispielsweise kann eine erfolgreiche Ausfu¨hrung von f2 nur dann mo¨glich sein,
wenn zuvor bereits f1 erfolgreich ausgefu¨hrt worden ist. Solche Abha¨ngigkeiten
sind applikations-spezifisch, werden u¨ber das Datenmodell des Anwendungsberei-
ches festgelegt und mu¨ssen bei der Realisierung des Kontrollflusses der Applikation
beru¨cksichtigt und umgesetzt werden.
Beispiel 11.1:
Im Folgenden sind einige Features aus dem TeMPlUs Projekt beschrieben:
• Das Feature ’Anmeldestatistik’ wird durch den Dienst showGroupRegistrationStati-
stics realisiert und liefert einem Organisator die Information, wie viele Studierende
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sich bereits fu¨r die U¨bungsgruppen einer ausgewa¨hlten Lehrveranstaltung angemel-
det haben und wie beliebt die einzelnen Termine bei den Studierenden sind.
• Das Feature ’Daten einer Lehrveranstaltung anzeigen’ setzt sich aus dem externen
Dienste viewCourse und dem Utility-Dienst mail zusammen und steht Benutzern
aller Rollen zur Verfu¨gung. Dabei liefert der externe Dienst alle Daten der gewa¨hl-
ten Lehrveranstaltung. Dies beinhaltet auch die Liste der Dozenten, Organisatoren
und Tutoren, welche der Lehrveranstaltung zugeordnet sind. Diese Personen ko¨nnen
dann mithilfe des E-Mail Utility-Dienstes kontaktiert werden.
• Die Features ’zu einer Lehrveranstaltung anmelden’ und ’zu Gruppen anmelden’
ermo¨glichen es Studierenden, sich fu¨r eine Lehrveranstaltung und deren zugeho¨rige
Gruppen als Teilnehmer anzumelden. Diese Features stehen in Beziehung zueinander
und werden durch die Dienste courseRegistrationOwn bzw. groupRegistrationOwn
realisiert. Dabei kann die Anmeldung zu den Gruppen erst erfolgen, wenn zuvor
die Anmeldung zur zugeho¨rigen Lehrveranstaltung erfolgreich durchgefu¨hrt worden
ist. Zu Beginn des Features ’zu Gruppen anmelden’ wird zuna¨chst die Menge der
Lehrveranstaltungen ermittelt, welche einer/m Studierenden angeboten werden. Ei-
ne Lehrveranstaltung erscheint nur in der Auswahlliste, falls der/die Studierende
bereits als Teilnehmer fu¨r die Lehrveranstaltung angemeldet ist.
y
11.1.3 Rolle
Benutzer einer web-basierten Applikation haben unterschiedliche Aufgaben, Quali-
fikationen, Interessen und Bedu¨rfnisse innerhalb des Anwendungsbereiches der Ap-
plikation.
Eine (homogene) Benutzergruppe wird definiert, indem man fu¨r eine Menge gleich-
artiger bzw. -berechtigter Benutzer einen Namen vergibt.
Wird eine Benutzergruppe mit einer Menge von Features assoziiert (siehe Abb. 11.6),
bezeichnen wir dies als Rolle.
Ein Benutzer hat eine Rolle inne, wenn er Mitglied der zugeho¨rigen Benutzergrup-
pe ist und dementsprechend alle mit dieser Benutzergruppe assoziierten Features
ausfu¨hren darf. Dies bedeutet, dass ein Benutzer, der Mitglied einer Benutzergruppe
ist, das Recht hat, diejenigen Features auszufu¨hren, die mit dieser Benutzergruppe
assoziiert sind.
Demnach wird eine Rolle im Rahmen der Anforderungsdefinition mittels UML,


















Abbildung 11.6: Personalisierung – Begriff Rolle
Beispiel 11.2:
Im universita¨ren Alltag gibt es beispielsweise die Benutzergruppen bzw. Rollen Student,
Dozent, Tutor, Organisator. Diese verschiedenen Benutzergruppen haben unterschiedliche
Aufgaben und Interessen im Rahmen des Lehremanagements an einer Universita¨t, dem
Anwendungsbereich der TeMPlUs Applikation.
Folgende Aufgaben ko¨nnen die genannten Benutzergruppen bei der TeMPlUs Applika-
tion z.B. in Bezug auf Gescha¨ftsobjekte vom Typ Lehrveranstaltung wahrnehmen:
• Studenten nehmen an Lehrveranstaltungen teil,
• Dozenten bieten Lehrveranstaltungen an und fu¨hren diese durch,
• Tutoren betreuen praktische U¨bungen, die an eine Lehrveranstaltung gekoppelt sind,
und
• Organisatoren sind mit der Organisation von Lehrveranstaltungen und den zugeho¨ri-
gen praktischen U¨bungen betraut.
y
11.1.4 Recht
Ein Recht ist die Erlaubnis, ein Feature auszufu¨hren, und kann sowohl Benutzer-
gruppen (siehe Abb. 11.6) als auch einzelnen Benutzern zugeordnet werden.
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Ein Benutzer hat das Recht ein Feature auszufu¨hren, wenn dieses Feature entweder
direkt mit diesem Benutzer assoziiert ist oder der Benutzer Mitglied einer Benut-
zergruppe ist, mit der das Feature assoziiert ist.
Ein Recht wird daher im Rahmen der Anforderungsdefinition mittels UML, d.h. im
Anwendungsfalldiagramm, als Verbindung zwischen einem Akteur und einem An-
wendungsfall modelliert (siehe Abb. 11.3).
11.1.5 Featureklasse
Komplexe Applikationen ko¨nnen aufgrund des Umfangs ihrer Gesamtfunktionalita¨t
aus sehr vielen Features bestehen. Je gro¨ßer dieser Menge der Features wird, desto
mehr schwinden Handhabbarkeit und U¨bersichtlichkeit.
Insbesondere innerhalb der Navigation, u¨ber welche den Benutzern die von der Ap-
plikation zur Verfu¨gung gestellten Features angeboten werden, kann dies zu Proble-
men fu¨hren.
Aus diesem Grund werden Features, die u¨berwiegend auf denselben Typen von
Gescha¨ftsobjekten bzw. Daten arbeiten, zu einer Featureklasse (siehe Abb. 11.7)
gruppiert, die einen Bereich innerhalb des Anwendungsspektrums der Applikation


















Abbildung 11.7: Personalisierung – Begriff Featureklasse
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Eine Featureklasse wird im Rahmen der Anforderungsdefinition mittels UML, d.h. im
Anwendungsfalldiagramm, als Paket modelliert, welches die gruppierten Features –
dargestellt als Anwendungsfa¨lle – beinhaltet (siehe Abb. 11.3 bzw. 11.8).
Beispiel 11.3:
Innerhalb der TeMPlUs Applikation sind die Features
• ’Lehrveranstaltung anlegen’,
• ’Daten einer Lehrveranstaltung modifizieren’,
• ’Daten einer Lehrveranstaltung anzeigen’,
• ’zu einer Lehrveranstaltung anmelden’ und
• ’Teilnehmerliste einer Lehrveranstaltung anzeigen’
der Featureklasse Lehrveranstaltung zugeordnet, da all diese Features u¨berwiegend auf
Objekten vom Typ Course1 arbeiten.
Abb. 11.8 zeigt den hier im Beispiel beschriebenen Ausschnitt aus der Featureklasse Lehr-
veranstaltung in Form eines UML-Anwendungsfalldiagramms.
 Lehrveranstaltung  
LV anlegen
Daten einer LV modifizieren
zu einer LV anmelden
Teilnehmerliste einer LV anzeigen
Organisator Student
Daten einer LV anzeigen
mail
<<include>>
Abbildung 11.8: Featureklasse Lehrveranstaltung im Anwendungsfalldiagramm
y
1Die Klasse Course stellt innerhalb des TeMPlUs Projektes eine Spezifikation fu¨r Gescha¨fts-
objekte vom Typ ’Lehrveranstaltung’ bereit.
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11.2 Realisierung
Unter Verwendung der in Abschnitt 11.1 eingefu¨hrten grundlegenden Begriffe wird
nun hier die Realisierung des flexibel konfigurierbaren und einsetzbaren Personali-
sierungsframeworks pra¨sentiert.
• Abschnitt 11.2.1 gibt einen U¨berblick u¨ber die ABC -SD-Projekte, welche die
Realisierung des Personalisierungsframeworks beinhalten. Die einzelnen Pro-
jekte werden in den Abschnitten Abschnitt 11.2.2 bis Abschnitt 11.2.5 detail-
lierter beschrieben.
• Die durch das Personalisierungsframework bereitgestellten Basisdienste, wel-
che als wiederverwendbare Komponenten fu¨r die Entwicklung personalisierter,
web-basierter und als Dienstfamilie konzipierter Applikationen mit ABC -SD
zur Verfu¨gung stehen, werden im Rahmen der Projektbeschreibung jeweils
kurz erwa¨hnt und dann in Abschnitt 11.3 im Detail pra¨sentiert.
11.2.1 Projektu¨bersicht
Die Realisierung des Personalisierungsframeworks ist auf verschiedene Projekte im
Rahmen des ABC -SD aufgeteilt, welche aufeinander aufbauen. Abb. 11.9 zeigt die
gesamte Projekthierarchie im U¨berblick.
Projekt
METAFrame Projekt Ls5 Projekt
EWIS Base
EWIS Comm EWIS Database EWIS UserEWIS CVS
METAFrame EWIS
PWIS Base PWIS User TEMPLUS
EWIS Survey
bedeutet: Menge B ist in Menge A enthalten







bedeutet: Projekt B ist in Projekt A enthalten
Abbildung 11.9: Die Hierarchie aller verwendeten ABC -SD-Projekte
• Ausgangspunkt und Basis fu¨r die Entwicklung dieses Personalisierungsframe-
works ist das im MetaFrame Projekt EWIS User ([48]) umgesetzte Benutzer-
und Rollenmanagement, welches in das ABC -SD integriert ist. Es dient zur
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Verwaltung von Benutzern und Rollen sowie deren Zuordnung zueinander und
ist in Abschnitt 11.2.2 na¨her beschrieben.
• Das PwisBase Projekt (siehe Abschnitt 11.2.3) basiert auf dem EWIS User
Projekt und beinhaltet die Erweiterung des Benutzer- und Rollenmanagements
um ein datenbank-basiertes Feature-Management, welches die Verwaltung der
von einer Applikation bereitgestellten Rollen, Featureklassen und Features so-
wie die Beziehung letzterer zu den Rollen und Featureklassen realisiert. Die
hierfu¨r beno¨tigte Funktionalita¨t wird u¨ber eine eigensta¨ndige, web-basierte
Applikation bereitgestellt.
Zusa¨tzlich wird eine Behandlung von Rollendaten ermo¨glicht, wobei fu¨r jeden
einzelnen Rollentyp zusa¨tzliche, rollen-spezifische Informationen (wie z.B. Ma-
trikelnummer bei der Rolle Student oder Sprechzeiten bei der Rolle Dozent)
gespeichert werden ko¨nnen.
• Das PwisUser Projekt (siehe Abschnitt 11.2.4) erweitert das PwisBase Pro-
jekt um eine Benutzer-Klasse. Diese ermo¨glicht es – neben den bereits durch
das Projekt EWIS User vorgegebenen Accountdaten – auch benutzer-spezifi-
sche Daten a¨hnlich wie in einem ga¨ngigen Kontaktmanagement-Tool (vgl. [90,
89]) zu verwalten, d.h. Titel, Vorname, Nachname, Geburtsdatum, mehrere
E-Mail-Adressen, mehrere Adressen und mehrere Telefonnummern.
Unter Verwendung dieser Benutzerklasse werden im Rahmen dieses Projek-
tes Basisdienste als wiederverwendbare Komponenten realisiert, welche die
Verwaltung von Benutzern und deren Rollen realisieren und daru¨ber hinaus
Navigationsfunktionalita¨t fu¨r personalisierte, web-basierte Applikationen be-
reitstellen.
• Das TeMPlUs Projekt (siehe Abschnitt 11.2.5) ist schließlich ein konkretes
Anwendungsbeispiel fu¨r das durch das Projekt PwisUser definierte Persona-
lisierungsframework. Insbesondere wird hier exemplarisch anhand der Rolle
Student die Spezifikation von Rollendaten und deren Einordnung in die durch
das bestehende PwisUser Projekt vorgegebene Klassenstruktur illustriert.
Die folgenden Abschnitte enthalten eine detailliertere Beschreibung der einzelnen
Projekte sowie der Zusammenha¨nge und Abha¨ngigkeiten zwischen diesen.
11.2.2 Das EWIS User Projekt
Das EWIS User Projekt beinhaltet ein Benutzer- und Rollenmanagement, d.h. es
realisiert die fu¨r die Verwaltung von Benutzern und Benutzergruppen (Rollen) sowie
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der Mitgliedschaft von Benutzern in Benutzergruppen no¨tigen Gescha¨ftsobjekte und
stellt SIBs zur Verfu¨gung, welche auf diesen Gescha¨ftsobjekten arbeiten. Zusa¨tzlich
zu den verschiedenen Interfaces, u¨ber die die Schnittstellen und Zusammenha¨nge
der Gescha¨ftsobjekte spezifiziert werden, bietet dieses Projekt auch JDBC-basierte2











Abbildung 11.10: Benutzer-Rollen-Management im EWIS User Projekt
Abb. 11.10 illustriert den wesentlichen Ausschnitt des Benutzer- und Rollenmana-
gements anhand eines UML Klassendiagramms. Die dort verwendeten Klassen und
Interfaces werden im Folgenden genauer erla¨utert:
• Das Interface User bestimmt die Schnittstellen fu¨r Objekte, die Benutzer (sie-
he Abschnitt 11.1.1) innerhalb der Applikation repra¨sentieren – wie in Anhang
A.1.1 beschrieben. Das einem Benutzer zugeordnete User Objekt stellt dabei
dessen Benutzeraccount (mit eindeutiger Id, Benutzername, Passwort) inner-
halb einer personalisierten, web-basierten Applikation dar.
• Die Klasse UserImplJDBC ist eine JDBC-basierte Standardimplementierung
des Interfaces User.
• Das Interface UserGroup legt die Schnittstellen fu¨r Objekte fest, die Benut-
zergruppen (siehe Abschnitt 11.1.3) innerhalb einer Applikation repra¨sentie-
ren. Hierfu¨r deklariert das Interface Methoden, die alle Objekte vom Typ
2JDBC steht fu¨r Java Database Connectivity und ist eine standardisierte Datenbankschnittstelle
fu¨r Java. Diese Technologie erlaubt es, das entwickelte Benutzer- und Rollenmanagement mit einer
beliebigen SQL-Datenbank zu verwenden, die einen JDBC-Treiber zur Verfu¨gung stellt.
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UserGroup gemeinsam haben (siehe Anhang A.1.2). Ein Objekt vom Typ
UserGroup legt also einfach einen Namen fu¨r eine homogene Menge von Ob-
jekten vom Typ User fest. Im Rahmen personalisierter, web-basierter Appli-
kationen betrachten wir – wie in Abschnitt 11.1.3 beschrieben – eine Benut-
zergruppe als Rolle, welche die Mitglieder dieser Benutzergruppe innehaben.
• Die Klasse UserGroupImplJDBC ist eine JDBC-basierte Standardimplementie-
rung des Interfaces UserGroup.
• Die Klasse UserGroupMembershipImplJDBC ist eine JDBC-basierte Standar-
dimplementierung des im Anhang A.1.3 beschriebenen Interfaces UserGroup-
Membership. Das Interface UserGroupMembership (siehe Anhang A.1.3) de-
klariert Methoden, die alle Klassen gemeinsam haben, die eine Assoziation
zwischen Benutzern und Benutzergruppen – d.h. zwischen Objekten vom
Typ User und Objekten vom Typ UserGroup – repra¨sentieren. Die Klasse
UserGroupMembershipImplJDBC, welche die Mitgliedschaft eines Benutzers in
einer Benutzergruppe realisiert, implementiert dieses Interface.
11.2.3 Das PwisBase Projekt
Das PwisBase Projekt erweitert das EWIS User Projekt um folgende Aspekte:
• Es wird eine datenbank-basierte Verwaltung der Features einer web-basierten
Applikation realisiert.
• Daru¨ber hinaus besteht die Mo¨glichkeit zur Verwaltung verschiedener Typen
von Rollendaten fu¨r unterschiedliche Rollen.
• Fu¨r die Definition der Features, Rollen und Featureklassen, die Zuordnung der
Features zu Featureklassen sowie die Konfiguration der Rechte der verschie-
denen Benutzergruppen bietet das PwisBase Projekt entsprechende Admi-
nistrationsfunktionalita¨t in Form von Basisdiensten u¨ber eine eigensta¨ndige,
web-basierte Applikation an, welche in Abschnitt 11.3.1 na¨her beschrieben
wird.
Dieses Feature-Management ermo¨glicht die Konfiguration und Verwaltung der Fea-
tures und Featureklassen einer personalisierten, web-basierten Applikation sowie der
Rechte, die in diesem Rahmen an Benutzergruppen vergeben werden ko¨nnen.
Da die Verwaltung der Features u¨ber die Datenbank erfolgt, ko¨nnen zusa¨tzliche
Informationen (z.B. Name, Beschreibung, URL des zu dem Feature geho¨rigen ex-
ternen Dienstes, etc.) fu¨r die einzelnen Features gespeichert und im Rahmen der
Applikation weiter genutzt werden.
11.2. Realisierung 83
Abb. 11.11 illustriert die Erweiterung des Benutzer- und Rollenmanagements aus
dem EWIS User Projekt anhand eines UML Klassendiagramms. Die verwendeten
zusa¨tzlichen Klassen werden im Folgenden genauer erla¨utert:
• Die Klasse FeatureEntity repra¨sentiert ein Feature (siehe Abschnitt 11.1.2)
einer personalisierten, web-basierten Applikation im System. Eine Liste der
Attribute dieser Klasse ist in Anhang A.2.1 zu finden.
• Die Klasse FeatureClass repra¨sentiert eine Featureklasse (siehe Abschnitt
11.1.5) innerhalb einer Applikation und ermo¨glicht so die logische Gruppie-
rung von Features anhand des Datenmodells der Applikation. Eine Liste der
Attribute dieser Klasse ist in Anhang A.2.2 zu finden.
• Die Klasse FeatureEntityClassification realisiert die Zuordnung von Fea-
tures zu Featureklassen, d.h. sie assoziiert Objekte vom Typ FeatureEntity
mit Objekten vom Typ FeatureClass. Eine Liste der Attribute dieser Klasse
ist in Anhang A.2.3 zu finden.
• Die Klasse WisUserGroupImplJDBC repra¨sentiert eine Benutzergruppe der Ap-
plikation und ist eine Adaption der Klasse UserGroupImplJDBC aus dem Pro-
jekt EWIS User (siehe Abschnitt 11.2.2) an das Feature-Management, welches
innerhalb des PwisBase Projektes definiert wird. Sie stellt dieselben Attribu-
te wie die Klasse UserGroupImplJDBC zur Verfu¨gung und realisiert daru¨ber
hinaus die Koppelung des bestehenden Benutzer- und Rollenmanagements an
das neue Feature-Management.
• Die Klasse WisUserImplJDBC repra¨sentiert einen Benutzer der Applikation
und ist eine Adaption der Klasse UserImplJDBC aus dem Projekt EWIS User
(siehe Abschnitt 11.2.2) an das Feature-Management, welches innerhalb des
PwisBase Projektes definiert wird. Sie stellt dieselben Attribute wie die Klas-
se UserImplJDBC zur Verfu¨gung und realisiert daru¨ber hinaus die Koppelung
des bestehenden Benutzer- und Rollenmanagements an das neue Feature-
Management.
• Die Klasse FeatureRoleAssociation realisiert die Zuordnung von Features
zu Rollen, d.h. sie assoziiert Objekte vom Typ FeatureEntity mit Objekten
vom Typ WisUserGroupImplJDBC und ermo¨glicht so die Definition der Rechte,
die eine Benutzergruppe innehat. Eine Liste der Attribute dieser Klasse ist in
Anhang A.2.4 zu finden.
• Die Klasse UserFeatureAssociation realisiert die Zuordnung von Features
zu Benutzern, d.h. sie assoziiert Objekte vom Typ FeatureEntity mit Objek-
ten vom Typ WisUserImplJDBC und ermo¨glicht so die Definition der Rechte,
die ein Benutzer direkt innehat. Eine Liste der Attribute dieser Klasse ist in
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• Die Klasse SmartInfoAssociation ermo¨glicht es, applikations-spezifische Rol-
lendaten als zusa¨tzliche Information im Rahmen der Mitgliedschaft in ei-
ner Benutzergruppe zu speichern und zu verwalten, d.h. Objekte vom Typ
UserGroupMembershipImplJDBC werden mit Gescha¨ftsobjekten assoziert, wel-
che entsprechende zu der jeweiligen Rolle geho¨rige applikations-spezifische Rol-
lendaten repra¨sentieren. Dabei ko¨nnen verschiedene Rollen auch Rollendaten
unterschiedlichen Typs haben. Eine Liste der Attribute dieser Klasse ist in
Anhang A.2.6 zu finden.
11.2.4 Das PwisUser Projekt
Das PwisUser Projekt erweitert das PwisBase Projekt
• um die Realisierung zur Verwaltung von Benutzerdaten, die es erlaubt, ne-
ben den Kennungsdaten eines Benutzers auch Kontaktinformationen wie bei-
spielsweise Titel, Name, Geburtsdatum, mehrere Adressen, mehrere E-Mail-
Adressen und mehrere Telefonnummern (vgl. diverse Office-Anwendungen [90,
89]), sowie einige interne Informationen (z.B. Status eines Benutzeraccounts)
zu speichern (siehe Abb. 11.12 und Abb. 11.13).
• Daru¨ber hinaus werden in diesem Projekt einige Basis-Dienste fu¨r das Benutzer-
und Rollenmanagement sowie Navigationsfunktionalita¨t fu¨r personalisierte,
web-basierte Applikationen definiert, die direkt bzw. nach geringfu¨gigen An-
passungen in eine neue Applikation u¨bernommen werden ko¨nnen (siehe Ab-
schnitt 11.3.2).
Abb. 11.12 illustriert die Erweiterung des Feature-, Benutzer- und Rollenmanage-
ments aus dem PwisBase Projekt anhand eines UML Klassendiagramms. Die ver-
wendeten zusa¨tzlichen Klassen werden im Folgenden genauer erla¨utert:
• Die Klasse PWISUser ermo¨glicht die Speicherung von Benutzerdaten a¨hnlich
wie in einem ga¨ngigen Kontaktmanagement-Tools ([90, 89]). Eine Liste der
Attribute dieser Klasse ist in Anhang A.3.1 zu finden. Direkte Oberklasse der
Klasse PWISUser ist die Klasse WisUserImplJDBC.
• Die Klasse UserAddress entha¨lt die Adressdaten eines Benutzers und wird mit
dem zugeho¨rigen Objekt vom Typ PWISUser assoziiert. Wir unterscheiden die
Adresstypen OFFICE und PRIVATE. Jedem Benutzer ko¨nnen mehrere Adressen

























































































• Die Klasse UserEmail entha¨lt die E-Mail-Adresse eines Benutzers und wird mit
dem zugeho¨rigen Objekt vom Typ PWISUser assoziiert. Wir unterscheiden die
E-Mail-Adresstypen OFFICE und PRIVATE. Jedem Benutzer ko¨nnen mehrere E-
Mail-Adressen beliebigen Typs zugeordnet werden, eine muss jedoch als prima¨r
gekennzeichnet werden.
• Die Klasse UserPhone entha¨lt die Telefonnummer eines Benutzers und wird
mit dem zugeho¨rigen Objekt vom Typ PWISUser assoziiert. Wir unterschei-
den die Telefonnummertypen MOBILE, PRIVATE, OFFICE, PAGER, SECRETARIAT
und FAX. Jedem Benutzer ko¨nnen mehrere Telefonnummern beliebigen Typs









































Abbildung 11.13: Beispiel einer applikations-spezifischen Benutzerklasse
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11.2.5 Das TeMPlUs Projekt
Das TeMPlUs Projekt ist ein Beispiel einer personalisierten, web-basierten Ap-
plikation, die auf dem Projekt PwisUser aufsetzt, d.h. das daru¨ber bereitgestellte
Personalisierungsframework einsetzt. Die TeMPlUs Applikation unterstu¨tzt die
Organisation und Durchfu¨hrung von Lehrveranstaltungen an einer Universita¨t, wie
bereits in Abschnitt 2.2 beschrieben.
Bei einer neuen personalisierten, web-basierten Applikation, welche das Personali-
sierungsframework benutzt, mu¨ssen zuna¨chst die no¨tigen Vorbereitungen getroffen
werden, auf die in Kapitel 12 noch na¨her eingegangen wird. Dies umfasst unter an-
derem die Realisierung der beno¨tigten applikations-spezifischen Rollendaten, welche
dann unter Verwendung der Klasse SmartInfoAssociation als Zusatzinformation
einer Rollenzugeho¨rigkeit verwaltet werden ko¨nnen (siehe Abschnitt 11.2.3).
Abb. 11.14 zeigt dieses Szenario fu¨r eine beliebige Applikation.
Das TeMPlUs Projekt verwendet die Benutzerklasse, die im PwisUser Projekt
(siehe Abschnitt 11.2.4) definiert ist. Daru¨ber hinaus werden folgende Rollendaten
definiert:
Die Klasse StudentData stellt ein Beispiel fu¨r Rollendaten dar. Sie realisiert die
zusa¨tzlichen Daten, die ein Benutzer mit Rolle Student besitzt, d.h. Matrikelnummer,
Semester und Studiengang. Eine Liste der Attribute dieser Klasse ist in Anhang
A.3.2 zu finden.
11.3 Funktionalita¨ten des entwickelten Personali-
sierungsframeworks
Basierend auf den in Abschnitt 11.1 eingefu¨hrten grundlegenden Begriffen fu¨r den
Bereich Personalisierung – wie sie im Rahmen dieser Arbeit verwendet werden –
geben die beiden folgenden Abschnitte einen U¨berblick u¨ber die Menge der Funk-
tionalita¨ten, welche das entwickelte und in Abschnitt 11.2 detailliert beschriebene
Personalisierungsframework abdeckt.
• Administrationsfunktionalita¨t
dient zur Doma¨nenmodellierung fu¨r eine personalisierte, web-basierte Appli-
kation und kommt wa¨hrend der Entwicklung dieser Applikation – d.h. vor dem
Bereitstellen – zum Einsatz, wie in Abschnitt 11.3.1 beschrieben. Dabei wer-
den die grundlegenden Begriffe aus dem Bereich der Personalisierung fu¨r eine
Applikation festgelegt, d.h. Rollen, Features und Featureklassen sowie deren









































































































• Verwaltungs- und Navigationsfunktionalita¨t
bilden einen Teil der Gesamtfunktionalita¨t einer personalisierten, web-basierten
Applikation und realisieren die Verwaltung von Benutzern und deren Rech-
ten sowie die grundlegenden Navigationsstrukturen innerhalb der Applikation.
Diese Features werden mithilfe vordefinierter, wiederverwendbarer Dienste aus
dem Personalisierungsframework umgesetzt und kommen erst zur Laufzeit ei-
ner Applikation – d.h. nach dem Bereitstellen – zum Einsatz, wie in Abschnitt
11.3.2 dargestellt.
All diese Funktionalita¨ten werden in Form von web-basierten Diensten als wieder-
verwendbare Komponenten fu¨r die Entwicklung personalisierter, web-basierter Ap-
plikationen realisiert.
11.3.1 Administrationsfunktionalita¨t
Die Administrationsfunktionalita¨t wird zur Konfiguration des Personalisierungsf-
rameworks, d.h. zur Doma¨nenmodellierung, fu¨r eine personalisierte, web-basierte
Applikation eingesetzt.
Im Einzelnen werden dabei – wie bereits in Abschnitt 11.1 beschrieben – die grund-
legenden Begriffe fu¨r den Bereich der Personalisierung im Rahmen einer personali-
sierten, web-basierten Applikation festgelegt, d.h.
• welche Features die Applikation bereitstellt,
• welche Featureklassen fu¨r den Anwendungsbereich der Applikation zur
Verfu¨gung stehen sollen,
• welche Rollen von Benutzern die Applikation unterstu¨tzt,
• welchen Featureklassen die einzelnen Features zugeordnet sind und
• mit welchen Rollen die einzelnen Features assoziiert werden.
Fu¨r diesen Zweck steht eine separate web-basierte Konfigurationsapplikation (siehe
Abschnitt 12.3) zur Verfu¨gung, welche diese Administrationsfunktionalita¨t bereit-
stellt und mithilfe derer die Doma¨nenmodellierung fu¨r die neu zu entwickelnde,
personalisierte, web-basierte Applikation vorgenommen werden kann.
Die Administrationsfunktionalita¨t wird mithilfe folgender Basisdienste realisiert.
Abb. 11.15 liefert einen U¨berblick u¨ber diese Basisdienste anhand eines UML ([4, 5,
24]) Anwendungsfalldiagramms.
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• Der Dienst addFeature dient zum Anlegen eines neuen Features innerhalb der
Doma¨ne der zu entwickelnden personalisierten, web-basierten Applikation. Da-
bei werden u.a. der Name und der Typ des Features sowie die URL des zu-
geho¨rigen externen Dienstes festgelegt, u¨ber welche die Ausfu¨hrung des Fea-
tures angestoßen werden kann.
• Der Dienst modifyFeature erlaubt das A¨ndern der Daten bzw. Eigenschaften
eines Features.
• Mithilfe des Dienstes deleteFeature kann ein Feature aus der Doma¨ne einer
web-basierten Applikation gelo¨scht werden.
• Der Dienst showFeatures zeigt alle Features an, welche innerhalb der Doma¨ne


















• Der Dienst addFeatureClass dient zum Anlegen einer neuen Featureklasse in-
nerhalb der Doma¨ne der zu entwickelnden personalisierten, web-basierten Ap-
plikation. Dabei werden u.a. der Name der Featureklasse sowie die URL des
zugeho¨rigen externen Dienstes festgelegt, welcher bei Auswahl der Feature-
klasse ausgefu¨hrt werden soll.
• Der Dienst modifyFeatureClass erlaubt das A¨ndern der Daten bzw. Eigenschaf-
ten einer Featureklasse.
• Mithilfe des Dienstes deleteFeatureClass kann eine Featureklasse aus der Doma¨ne
einer web-basierten Applikation gelo¨scht werden.
• Der Dienst showFeatureClasses zeigt alle Featureklassen an, welche innerhalb
der Doma¨ne einer personalisierten, web-basierten Applikation zur Verfu¨gung
stehen.
• Der Dienst addRole dient zum Anlegen einer neuen Rolle innerhalb der Doma¨ne
der zu entwickelnden personalisierten, web-basierten Applikation. Dabei wer-
den u.a. der Name der Rolle sowie die URL des zugeho¨rigen externen Dienstes
festgelegt, welcher bei Auswahl der Rolle ausgefu¨hrt werden soll.
• Der Dienst modifyRole erlaubt das A¨ndern der Daten bzw. Eigenschaften einer
Rolle.
• Mithilfe des Dienstes deleteRole kann eine Rolle aus der Doma¨ne einer web-
basierten Applikation gelo¨scht werden.
• Der Dienst showRoles zeigt alle Rollen an, welche innerhalb der Doma¨ne einer
personalisierten, web-basierten Applikation zur Verfu¨gung stehen.
• Der Dienst configureRole ermo¨glicht die Konfiguration einer Rolle, d.h. die
Zuordnung von Features zu Rollen bzw. das Entfernen solcher Assoziationen.
• Der Dienst classifyFeature ermo¨glicht die Konfiguration einer Featureklasse,
d.h. die Zuordnung von Features zu Featureklassen bzw. das Entfernen solcher
Assoziationen.
11.3.2 Verwaltungs- und Navigationsfunktionalita¨t
Personalisierte Applikationen mu¨ssen eine grundlegende Menge an Funktionalita¨ten
zur Verfu¨gung stellen, um
• Benutzer zu verwalten,
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• die Rechte von Benutzern zu verwalten und
• die Benutzer entsprechend ihrer Rechte unterschiedlich und der Applikation
angemessen behandeln zu ko¨nnen, z.B. im Rahmen der angebotenen Naviga-
tionsmo¨glichkeiten.
Diese Verwaltungs- und Navigationsfunktionalita¨t (siehe Abschnitt 2.1) wird inner-
halb des Personalisierungsframeworks in Form von Features vordefiniert und als eine
Menge zugeho¨riger, wiederverwendbarer Basisdienste realisiert.
Abb. 11.16 illustriert anhand eines UML ([4, 5, 24]) Anwendungsfalldiagramms, wel-
che Features dabei fu¨r welche Art von Benutzern im Rahmen einer personalisierten,
web-basierten Applikation zur Verfu¨gung stehen mu¨ssen.
Im Einzelnen wird dabei zwischen folgenden unterschiedlichen Typen von Benutzern
unterschieden:
• Ein nicht registrierter Benutzer kann anonym die o¨ffentlich zuga¨nglichen Fea-
tures einer Applikation nutzen, welche u¨ber eine o¨ffentliche Navigation ange-
boten werden. Er kann zu einem registrierten Benutzer der Applikation wer-
den, indem er das Feature ’registrieren’ ausfu¨hrt und auf diese Weise einen
Benutzeraccount erhalten.
• Ein registrierter Benutzer kann sich mithilfe seines Benutzernamens und seines
Passworts bei der Applikation anmelden und kann dann seine Benutzerdaten
a¨ndern. Ein registrierter Benutzer kann Zugang zu dem privaten Bereich der
Applikation erlangen, indem er sich authentifiziert. Dabei werden seine Daten
von einem Administrator auf ihre Korrektheit u¨berpru¨ft.
• Einem authentifizierten Benutzer werden die privaten Features der Applikati-
on u¨ber eine mehrstufige, personalisierte Navigation angeboten. Der Aufbau
dieser personalisierten Navigationsleiste orientiert sich an den Rollen, den zu
den Rollen geho¨rigen Featureklassen und schließlich an den konkreten Features
– wie in Abschnitt 11.4.3 dargestellt.
• Ausgezeichnete Benutzer haben z.B. als Administrator die Mo¨glichkeit, die
Verwaltung der Benutzeraccounts sowie der diesen zugeordneten Rollen zu
u¨bernehmen. Fu¨r diesen Zweck werden im Rahmen des Personalisierungsfra-
meworks mehrere Dienste realisiert, wie in Abb. 11.16 dargestellt.
Diese u¨ber das Personalisierungsframework zur Verfu¨gung gestellten Verwaltungs-
und Navigationsfunktionalita¨ten bilden einen festen Bestandteil einer personlisier-
ten, web-basierten Applikation. Bei deren Entwicklung werden diese Funktiona-
lita¨ten durch Wiederverwendung von innerhalb des Frameworks vordefinierten und
bereits realisierten Basisdiensten als Features in die Applikation eingebunden.
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Ein Teil dieser Features legt die Navigationsfunktionalita¨t innerhalb der Applikation
fest:
• Das Feature ’o¨ffentliche Navigation’ (Dienst showPublicNavbar) dient der Vi-
sualisierung der o¨ffentlichen Navigationsleiste, d.h. dem Bereitstellen der Ein-
stiegspunkte in die verschiedenen o¨ffentlichen Features bzw. der sie realisieren-
den Dienste der Applikation. Alle o¨ffentlichen Dienste, sowie der Dienst login
zum Anmelden bei der Applikation sind mit der o¨ffentlichen Navigationsleiste
gekoppelt.
• Das Feature ’personalisierte Navigation’ (Dienst showPrivateNavbar) dient der
Visualisierung der personalisierten Navigationsleiste, die einem Benutzer ange-
zeigt wird, nachdem er sich bei Applikation via Benutzername und Passwort
angemeldet hat. Alle privaten Features bzw. die sie realisierenden Dienste,
die den Benutzern nur nach erfolgreicher Anmeldung bei der Applikation zur
Verfu¨gung stehen, sind mit der privaten Navigationsleiste gekoppelt (siehe Ab-
schnitt 11.4.3).
• Das Feature ’anmelden’ (Dienst login) ermo¨glicht es einem Benutzer, sich bei
der Applikation anzumelden. Nach erfolgreicher Anmeldung gelangt der Be-
nutzer in den privaten Bereich der Applikation.
• Das Feature ’personalisierte Begru¨ßung’ (Dienst showPrivateWelcome) reali-
siert die interne Begru¨ßungsseite, die dem Benutzer nach der erfolgreichen
Anmeldung bei der Applikation angezeigt wird.
• Das Feature ’Rollen-Homepage’ (Dienst showRoleHome) realisiert die Rollen-
Homepage, welche dem Benutzer nach der Auswahl einer Rolle aus der perso-
nalisierten Navigationsleiste angezeigt wird.
• Das Feature ’Funktionalita¨ts-U¨bersicht’ (Dienst showFeatureClassOptions) rea-
lisiert die U¨bersicht u¨ber die einem Benutzer zur Auswahl stehenden Features,
nachdem er eine Rolle und eine Featureklasse aus der personalisierten Naviga-
tionsleiste ausgewa¨hlt hat.
• Das Feature ’abmelden’ (Dienst logout) ermo¨glicht es einem Benutzer, sich
bei der Applikation abzumelden. Nach erfolgreicher Abmeldung gelangt der
Benutzer zuru¨ck in den o¨ffentlichen Bereich der Applikation.
Weitere Features ermo¨glichen die Verwaltung von Benutzern sowie deren Rechten:
• Das Feature ’registrieren’ (Dienst registerAsUser) dient einem anonymen Be-
nutzer dazu, sich bei der Applikation zu registrieren und damit eine Benutzer-
kennung zu erhalten.
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• U¨ber das Feature ’Profil a¨ndern’ (Dienst changeUserProfileOwn) kann ein re-
gistrierter Benutzer seine Benutzerdaten a¨ndern.
• Feature ’Benutzeraccount anlegen’ (Dienst createUser) dient dem Erzeugen
und Einfu¨gen eines neuen Benutzeraccounts in die Persistenzschicht der Ap-
plikation.
• Feature ’Benutzeraccount lo¨schen’ (Dienst deleteUser) dient dem Lo¨schen eines
Benutzeraccounts aus der Persistenzschicht der Applikation.
• Die Features ’Benutzer authentifizieren’, ’Benutzer sperren’ und ’Benutzer ab-
lehnen’ (Dienste authenticateUser, lockUser und revokeUser) werden zur A¨nde-
rung des Status eines Benutzeraccounts innerhalb der Applikation verwendet.
• Feature ’Benutzerliste anzeigen’ (Dienst showUserListAll) ermo¨glicht das An-
zeigen einer Liste aller bei der Applikation registrierten Benutzer.
• Feature ’Benutzerdaten a¨ndern’ (Dienst changeProfileOther) erlaubt es dem
Administrator einer Applikation, die Benutzerdaten beliebiger Benutzer zu
vera¨ndern.
• Feature ’Rolle zuweisen’ (Dienst assignRole) dient dem Zuweisen einer Rolle an
einen Benutzer. Dieser Dienst ist an die jeweilige Applikation anzupassen, wenn
applikations-spezifische Rollendaten im Datenmodell der Applikation vorgese-
hen sind und verwendet werden.
• Feature ’Rolle entziehen’ (Dienst revokeRole) ermo¨glicht es, einem Benutzer
eine zugewiesene Rolle wieder zu entziehen.
• Feature ’Rollendaten a¨ndern’ (Dienst modifyRoleData) erlaubt es dem Admi-
nistrator einer Applikation, die Rollendaten beliebiger Benutzer zu vera¨ndern.
Dieser Dienst ist nur dann no¨tig und muss entsprechend an die Applikation
angepasst werden, wenn applikations-spezifische Rollendaten im Datenmodell
der Applikation vorgesehen sind und verwendet werden.
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Abbildung 11.16: Verwaltungs- und Navigationsfunktionalita¨t
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11.4 Einsatzgebiete und Anwendungsbeispiele
Die in Abschnitt 11.1 eingefu¨hrten grundlegenden Begriffe der Personalisierung ge-
hen an vielen Stellen wa¨hrend der Entwicklung und des Betriebs einer personalsier-
ten, web-basierten Applikation ein. Im Folgenden sind einige Anwendungsbeispiele
aus dem TeMPlUs Projekt zusammengestellt.
11.4.1 Konfiguration des Personalisierungsframeworks
Um das Personalisierungsframework mithilfe der zur Verfu¨gung gestellten Admin-
sitrationsfunktionalita¨t fu¨r eine Applikation zu konfigurieren, ist es notwendig, die
in Abschnitt 11.1 eingefu¨hrten Begriffe fu¨r die Applikation festzulegen, d.h. die
Doma¨nenmodellierung fu¨r die Applikation vorzunehmen.
Diese Konfiguration bezieht sich auf die in Abb. 11.17 gekennzeichneten Begriffe
(siehe Abschnitt 11.1), die im Rahmen der Entwicklung des Personalisierungsfra-
meworks eingefu¨hrt wurden und vor dem Bereitstellen einer Applikation festgelegt





































Abbildung 11.17: Konfiguration des Personalisierungsframeworks fu¨r TeMPlUs
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Im Einzelnen umfasst dies folgende Aktivita¨ten:
• Anlegen, Lo¨schen, Modifizieren der Features
• Anlegen, Lo¨schen, Modifizieren der Featureklassen
• Zuordnung von Features zu Featureklassen sowie Lo¨schen dieser Assoziationen
• Anlegen, Lo¨schen, Modifizieren der Rollen
• Zuordnung von Features zu Rollen sowie Lo¨schen dieser Assoziationen
Alle oben genannten Teilbereiche stehen in direktem Zusammenhang mit den Fea-
tures der Applikation, d.h. der von der Applikation in Form von Diensten zur
Verfu¨gung gestellten Funktionalita¨t.
Da dem Bereitstellen einer neuen Funktionalita¨t die Implementierung derselben vor-
ausgeht, entspricht das Bereitstellen einer neuen Funktionalita¨t innerhalb der Appli-
kation dem Bereitstellen der zugeho¨rigen Implementierung. Dies ist aus technischen
Gru¨nden nur oﬄine mo¨glich, da dabei – aufgrund der notwendigen A¨nderungen in
der Konfigurationsdatei web.xml – ein Neustart der Applikation erforderlich ist.
Das Definieren und Modifizieren von Rollen ko¨nnte zum Teil auch zur Laufzeit
erfolgen, solange keine spezifischen Rollendaten gespeichert werden mu¨ssen und sich
die Rollendefinition nur auf bereits innerhalb der Applikation verfu¨gbare Features
beschra¨nkt. Darauf wurde jedoch im TeMPlUs Projekt verzichtet, da hier – wie
in Abschnitt 11.2.5 beschrieben – Rollendaten verwendet werden.
11.4.2 Verwaltung von Benutzern und deren Rechten
Die Verwaltung von Benutzern und deren Rechten nimmt Bezug auf konkrete Benut-
zer (wie in Abb. 11.18 dargestellt) und kann daher nur zur Laufzeit einer Applikation
durchgefu¨hrt werden.
Im Einzelnen umfasst dies folgende Aktivita¨ten – wie bereits in Abschnitt 11.3.2
beschrieben:
• Hinzufu¨gen, Modifizieren und Lo¨schen von Benutzeraccounts
• Zuweisung von Rollen an Benutzer, Entziehen von Rollen sowie ggf. Eingeben,
Modifizieren bzw. Lo¨schen von Rollendaten
• Zuweisung von einzelnen Features an Benutzer sowie Entziehen der Berechti-
gung, einzelne Features auszufu¨hren




































Abbildung 11.18: Verwaltung von Benutzern und deren Rechten in TeMPlUs
11.4.3 Navigation
Die Navigation ermo¨glicht einem Benutzer u¨ber eine Web-Oberfla¨che den Zugriff
auf die Features einer Applikation und liefert eine strukturierte Anzeige der zur
Verfu¨gung stehenden Features.
Insbesondere bei komplexen web-basierten Applikationen, die sehr viele Features
besitzen, spielt die strukturierte Anzeige eine wesentliche Rolle fu¨r die Benutzer-
freundlichkeit der Applikation.
Wie bereits in Abschnitt 2.1 dargestellt, wird zwischen der o¨ffentlichen und perso-
nalisierten Navigation unterschieden.
Personalisierte Navigation
Das TeMPlUs Projekt verwendet eine dreistufige personalisierte Navigation, wel-
che die grundlegenden Begriffe der Personalisierung – Rolle, Featureklasse und Fea-
ture (siehe Abschnitt 11.1) – direkt abbildet.
• Stufe 1: Rolle(n)
Nach dem Einloggen wird einem authentifizierten Benutzer seine perso¨nliche
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Navigationsleiste angezeigt, welche den Namen des Benutzers, sowie all sei-
ne Rollen beinhaltet (siehe Abb. 11.19). Der Benutzer kann dann eine Rolle
auswa¨hlen bzw. zwischen seinen Rollen hin und her wechseln.
• Stufe 2: Featureklasse(n)
Nachdem der Benutzer eine Rolle ausgewa¨hlt hat, werden ihm alle Featu-
reklassen angezeigt, fu¨r welche ihm in der ausgewa¨hlten Rolle Features zur
Verfu¨gung stehen (siehe Abb. 11.20). Der Benutzer kann dann eine Feature-
klasse auswa¨hlen, zwischen den Featureklassen der ausgewa¨hlten Rolle hin und
her wechseln oder eine andere Rolle wa¨hlen.
• Stufe 3: Feature(s)
Nachdem der Benutzer zusa¨tzlich zur Rolle auch eine Featureklasse ausgewa¨hlt
hat, werden ihm alle Features angezeigt, welche ihm in der ausgewa¨hlten Rolle
und der ausgewa¨hlten Featureklasse zur Verfu¨gung stehen (siehe Abb. 11.21).
Der Benutzer kann dann ein konkretes Feature auswa¨hlen, zwischen den ange-
botenen Features, welche zu der gewa¨hlten Rolle und gewa¨hlten Featureklasse
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Abbildung 11.19: Personalisierte Navigation (1)
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Abbildung 11.21: Personalisierte Navigation (3)
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O¨ffentliche Navigation
Die o¨ffentliche Navigation des TeMPlUs Projekts ist einstufig.
• Stufe 1: Feature(s)
Alle o¨ffentlich zuga¨nglichen Features (d.h. externe Dienste vom Typ PUBLIC
bzw. LOGIN) werden dem Benutzer in einer Auswahlliste angeboten.
Dies ist hier sinnvoll, da es im TeMPlUs Projekt insgesamt nur 6 Features dieser
Art gibt (’Registrierung fu¨r Studierende’, ’Registrierung fu¨r Mitarbeiter’, ’Login’,
’Datenschutzerkla¨rung’, ’Information’, ’Neues Passwort anfordern’).
Stellt eine web-basierte Applikation eine wesentlich gro¨ßere Menge an o¨ffentlich
zuga¨nglichen Features zur Verfu¨gung, kann die o¨ffentliche Navigation mithilfe der
Featureklassen besser strukturiert werden, indem sie zweistufig angelegt wird:
• Stufe 1: Featureklasse(n)
Einem Benutzer werden alle Featureklassen angezeigt, fu¨r die es o¨ffentliche
zuga¨ngliche Features gibt (d.h. externe Dienste vom Typ PUBLIC bzw. LOGIN).
• Stufe 2: Feature(s)
Nach der Auswahl einer Featureklasse werden dem Benutzer alle o¨ffentlich
zuga¨nglichen Features angezeigt, die der ausgewa¨hlten Featureklasse zugeord-
net sind.
Dies kann durch eine alternative Realisierung des Features ’o¨ffentliche Navigation’
(Basisdienst showNavbarPublic), welches durch das Personalisierungsframework zur
Verfu¨gung gestellt wird, erreicht werden.
11.4.4 Zugriffsberechtigungspru¨fung
Ein Benutzer interagiert mit einer web-basierten Applikation
• durch das direkte Ausfu¨hren von URLs (Eingabe in den Browser)
oder
• das indirekte Ausfu¨hren von URLs (Anklicken eines Links).
Hierbei ist prinzipiell auch Bookmarking mo¨glich, d.h. ein Benutzer kann jeden In-
teraktionspunkt einer web-basierten Applikation in seinem Browser speichern und
dann spa¨ter direkt anwa¨hlen.
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Bei jeder Interaktion mit einer Applikation bzw. einem konkreten Feature dieser
muss demnach gepru¨ft werden, ob der aktuelle Benutzer das Recht hat, das ange-
sprochene Feature auszufu¨hren.
Hierfu¨r werden einerseits Informationen u¨ber den aktuellen Benutzer in dessen Ses-
sion gehalten, z.B. ob der Benutzer sich bei der Applikation angemeldet hat und
welche Rollen er besitzt. Andererseits werden mit der URL, die fu¨r die Interakti-
on mit dem Feature benutzt wird, als Aufrufparameter die eindeutigen Ids fu¨r die
ausgewa¨hlte Rolle, die ausgewa¨hlte Featureklasse und das ausgewa¨hlte Feature mit
u¨bergeben.
Innerhalb der Applikation kann dann mithilfe von Basiskomponenten im Rahmen
des Personalisierungsframeworks gepru¨ft werden, ob
• der aktuelle Benutzer die angegebene Rolle innehat,
• ihm in dieser Rolle Features aus der angegebenen Featureklasse zur Verfu¨gung
stehen,
• er das Recht hat, das angesprochene Feature auszufu¨hren, und
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11.4.5 Benutzer-spezifische Filterung von Daten
Im Rahmen von personalisierten, web-basierten Applikationen kann die Verfu¨gbar-
keit von Features nicht nur von den Rechten des jeweiligen Benutzers abha¨ngen,
sondern an zusa¨tzliche Filtermechanismen im Rahmen der Berechtigungspru¨fung
gekoppelt werden.
Diese zusa¨tzlichen Filtermechanismen pru¨fen dann den Bezug des aktuellen Be-
nutzers zu einem speziellen Typ von Gescha¨ftsobjekten aus dem Datenmodell der
Applikation.
Einen Spezialfall fu¨r die benutzer-spezifische Filterung von Daten stellt die perso-
nalisierte Navigation dar, welche in Abschnitt 11.4.3 beschrieben ist.
Die benutzer-spezifische Filterung von Daten wird an all jenen Stellen notwendig
bzw. mo¨glich, wo im Datenmodell der Applikation Objekte vom Typ User in Re-
lation stehen mit einem speziellen Typ von Gescha¨ftsobjekten der Applikation und
diese Assoziation innerhalb der Persistenzschicht gespeichert ist.
Das TeMPlUs Projekt bietet dafu¨r verschiedene Beispiele. Im Lehremanagement
an einerUniversita¨t gibt es u.a. folgende Szenarien:
• Benutzer mit Rolle Organisator organisieren Lehrveranstaltungen.
Ein Objekt vom Typ User ist dabei u¨ber eine Relation isOrganizermit einem
Objekt vom Typ Course assoziiert.
• Benutzer mit Rolle Dozent bieten Lehrveranstaltungen an.
Ein Objekt vom Typ User ist dabei u¨ber eine Relation isLecturer mit einem
Objekt vom Typ Course assoziiert.
• Benutzer mit Rolle Tutor moderieren Gruppen einer Lehrveranstaltung.
Ein Objekt vom Typ User ist dabei u¨ber eine Relation isTutor mit einem
Objekt vom Typ Group assoziiert.
• Benutzer der Rolle Student nehmen an Lehrveranstaltungen teil.
Ein Objekt vom Typ User ist dabei u¨ber eine Relation isParticipant mit
einem Objekt vom Typ Course assoziiert.
Diese Relationen ko¨nnen im Rahmen der Realisierung von Features fu¨r eine benutzer-
spezifische Filterung der verwendeten Daten eingesetzt werden:
Beispiel 11.4:
Betrachten wir die Featureklasse ’Lehrveranstaltung’. Dabei soll jeweils sichergestellt sein,
dass nur berechtigte Personen die Teilnehmerliste einer Lehrveranstaltung einsehen du¨rfen.
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Folgende zusa¨tzliche Filtermechanismen werden in diesem Beispiel angewendet, um die
Menge der fu¨r das Feature ’Teilnehmerliste einer Lehrveranstaltung anzeigen’ zur Auswahl
angebotenen Lehrveranstaltungen zu bestimmen.
Eine Lehrveranstaltung erscheint in der Auswahlliste eines Benutzers, wenn er die Featu-
reklasse Lehrveranstaltung und das Feature ’Teilnehmerliste einer Lehrveranstaltung an-
zeigen’ ausgewa¨hlt hat und eine der folgenden Bedingungen gilt:
• Der aktuelle Benutzer hat die Rolle Organisator ausgewa¨hlt und ist als Organisator
der Lehrveranstaltung zugewiesen.
• Der aktuelle Benutzer hat die Rolle Dozent ausgewa¨hlt und ist als Dozent der Lehr-
veranstaltung zugewiesen.
Das bedeutet also, dass Benutzer nur Zugriff auf die Teilnehmerlisten von Lehrveranstal-
tungen haben, die in ihrem Zusta¨ndigkeitsbereich liegen. y
Beispiel 11.5:
Betrachten wir nun die Featureklasse ’Gruppe’. Dabei soll jeweils sichergestellt sein, dass
nur berechtigte Personen die Teilnehmerliste einer U¨bungsgruppe einer Lehrveranstaltung
einsehen du¨rfen.
Folgende zusa¨tzliche Filtermechanismen werden in diesem Beispiel angewendet, um die
Menge der fu¨r das Feature ’Teilnehmerliste einer Gruppe einer Lehrveranstaltung anzeigen’
zur Auswahl angebotenen Lehrveranstaltungen zu bestimmen.
Hat ein Benutzer die Featureklasse Gruppe und das Feature ’Teilnehmerliste einer Gruppe
einer Lehrveranstaltung anzeigen’ ausgewa¨hlt, dann gilt:
• Hat der aktuelle Benutzer die Rolle Organisator ausgewa¨hlt und ist als Organisator
der Lehrveranstaltung zugewiesen, so erha¨lt er Zugriff auf die Teilnehmerlisten aller
U¨bungsgruppen dieser Lehrveranstaltung.
• Hat der aktuelle Benutzer die Rolle Tutor ausgewa¨hlt und ist als Tutor minde-
stens einer Gruppe der Lehrveranstaltung zugewiesen, so erha¨lt er Zugriff auf die
Teilnehmerlisten der U¨bungsgruppen dieser Lehrveranstaltung, fu¨r die er als Tutor
eingetragen ist.
• Hat der aktuelle Benutzer die Rolle Student ausgewa¨hlt und ist als Teilnehmer bei
der Lehrveranstaltung angemeldet, so erha¨lt er Zugriff auf die Information, fu¨r wel-
che U¨bungsgruppe dieser Lehrveranstaltung er eingeteilt ist.
y
Kapitel 12
Leitfaden zum Einsatz des
Personalisierungsframeworks
Personalisierte, web-basierte Applikationen mu¨ssen sich mit der Verwaltung von Be-
nutzern, Benutzergruppen und ihren Rechten auseinandersetzen und entsprechende
Features fu¨r diese Anforderungen definieren sowie realisieren. Der Einsatz des in
Kapitel 11 eingefu¨hrten Personalisierungsframeworks deckt diese Anforderungen an
die Menge der Features einer Applikation durch die Wiederverwendung der dafu¨r
notwendigen vordefinierten Basisdienste ab, welche bereits in Abschnitt 11.3.2 de-
tailliert beschrieben worden sind. Auf diese Weise wird der Arbeitsaufwand fu¨r die
Realisierung der Applikation erheblich reduziert.
Einige Adaptions- sowie Konfigurationsaufgaben mu¨ssen aber dennoch durchgefu¨hrt
werden, damit das entwickelte Personalisierungsframework fu¨r eine neue personali-
sierte, web-basierte Applikation zum Einsatz kommen und korrekt und zuverla¨ssig
funktionieren kann.
Folgende Vorbereitungen und Arbeitsschritte sind dafu¨r notwendig:
1. Erstellen der Anforderungsdefinition
2. Auswahl der wiederverwendbaren Dienste
3. Aufsetzen der Konfigurationsapplikation
4. Durchfu¨hren der Doma¨nenmodellierung
5. Adaption der wiederverwendeten Basisdienste
6. Realisierung der applikations-spezifischen Features
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Die folgenden Abschnitte beschreiben die Vorgehensweise sowie die wichtigsten Ar-
beitsaufgaben beim Entwickeln einer neuen Applikation unter Verwendung des in
Kapitel 11 beschriebenden Personalisierungsframeworks und gehen kurz auf notwen-
dige Adaptions- sowie Konfigurationsschritte ein.
12.1 Anforderungsdefinition
Die Anforderungsdefinition fu¨r die neue Applikation erfolgt i.d.R. mittels UML.
Dabei wird ein Anwendungsfalldiagramm erstellt, welches die grundlegenden Begriffe
der Personalisierung – Rollen, Featureklassen und Features sowie deren Zuordnung
zueinander – festlegt, wie bereits in Abschnitt 11.1 beschrieben.
Dabei wird die Gesamtfunktionalita¨t der zu entwickelnden Applikation in Features
aufgeteilt und eine Klassifizierung dieser zu Featureklassen vorgenommen. Daru¨ber
hinaus werden die Rollen der Benutzer spezifiziert, die die Applikation unterstu¨tzen
soll, und die Rechte dieser Rollen festgelegt.
Das Anwendungsfalldiagramm fu¨r eine neue personalisierte, web-basierte Applikati-
on kann als eine Erweiterung des in Abb. 11.16 dargestellten Diagramms entwickelt
werden, welches bereits die Navigations- und Verwaltungsfunktionalita¨t des Perso-
nalisierungsframeworks beinhaltet.
12.2 Wiederverwendung
Die im Rahmen der Anforderungsdefinition (siehe Abschnitt 12.1) identifizierten
Features werden in drei disjunkte Mengen aufgeteilt:
• Features, welche mithilfe von vordefinierten, wiederverwendbaren Diensten aus
dem Personalisierungsframework realisiert werden ko¨nnen,
• Features, fu¨r welche vordefinierte, wiederverwendbare Dienste aus dem Per-
sonalisierungsframework als Vorlage dienen und eine Wiederverwendung nur
nach einer entsprechenden, geringfu¨gigen Erweiterung bzw. Anpassung dieser
Dienste mo¨glich ist, und
• applikations-spezifische Features, welche im Rahmen der Entwicklung der Ap-
plikation von Grund auf umgesetzt werden mu¨ssen.
Fu¨r die erste Menge von Features kann dann eine Auswahl der Dienste aus dem
Personalisierungsframework getroffen werden, welche im Rahmen der Applikation
wiederverwendet werden, um eben diese Menge von Features zu realisieren.
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Auf die zweite Menge von Features geht Abschnitt 12.5 na¨her ein.
Die Menge der applikations-spezifischen Features wird in Abschnitt 12.6 genauer
betrachtet.
12.3 Konfigurationsapplikation
Um das Personalisierungsframework fu¨r eine neue personalisierte, web-basierte Ap-
plikation einsetzen zu ko¨nnen, muss zuna¨chst die Konfigurationsapplikation, welche
die Administrationsfunktionalita¨t des Personalisierungsframeworks in Form einer ei-
gensta¨ndigen web-basierten Applikation entha¨lt, zur Benutzung bereitgestellt wer-
den.
Beim Aufsetzen der Konfigurationsapplikation wird ferner eine Datenbank mit den
Tabellen fu¨r die grundlegenden Begriffe der Personalisierung angelegt. In diese wer-
den alle Informationen fu¨r die Navigations- und Verwaltungsfunktionalita¨t des Per-
sonalisierungsframeworks eingetragen. Damit stehen die in Abb. 11.16 dargestellten
Rollen, Featureklassen, Features und Rechte bereits zur Verfu¨gung.
12.4 Doma¨nenmodellierung
Die in Abschnitt 12.1 durch ein UML Anwendungsfalldiagramm festgelegten Begrif-
fe fu¨r den Bereich der Personalisierung, wie sie im Rahmen dieser Arbeit verwendet
wird, ko¨nnen dann vom Personalisierungsexperten mithilfe der Konfigurationsappli-
kation (siehe Abschnitt 12.3) in die Persistenzschicht der neuen Applikation u¨bert-
ragen werden.
Auf diese Weise wird die Doma¨nenmodellierung fu¨r diese Applikation vorgenommen,
d.h. das Personalisierungsframework wird administriert bzw. konfiguriert.
Fu¨r die Administration des Personalisierungsframeworks werden folgende Basisdien-
ste genutzt, um die innerhalb des Anwendungsfalldiagramms definierten Begriffe fu¨r
die zu entwickelnde, personalisierte, web-basierte Applikation festzulegen:
• Anlegen der Rollen: Fu¨r jeden Akteur aus dem Anwendungsfalldiagramm, wel-
cher sich nicht auf den Status eines Benutzers (’nicht registriert’, ’registriert’,
’authentifiziert’) bezieht und somit einen applikations-spezifischen Akteur dar-
stellt, wird eine Rolle gleichen Namens angelegt.
• Anlegen der Featureklassen: Fu¨r jedes Paket aus dem Anwendungsfalldia-
gramm wird eine Featureklasse gleichen Namens angelegt.
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• Anlegen der Features: Fu¨r jeden Anwendungsfall aus dem Anwendungsfalldia-
gramm wird ein Feature gleichen Namens angelegt. Dabei mu¨ssen fu¨r jedes
Feature noch zusa¨tzliche Eigenschaften festgelegt werden:
– Webname
– Kurzbeschreibung
– URL des Dienstes, welcher den Anwendungsfall realisiert
– Sichtbarkeit: externe Dienste, welche in der Navigationsleiste erscheinen
sollen, werden als ’sichtbar’ definiert, alle anderen als ’nicht sichtbar’
– Typ: ’o¨ffentlich’, wenn der Anwendungsfall von der Rolle nicht registrier-
ter Benutzer ausgefu¨hrt werden darf, ’privat’, wenn der Anwendungsfall
von der Rolle registrierter Benutzer oder einer daraus abgeleiteten Rolle
ausgefu¨hrt werden darf.
• Die Zuordnung von Features zu Featureklassen erfolgt gema¨ß der Zuordnung
der entsprechenden Anwendungsfa¨lle zu den Paketen im Anwendungsfalldia-
gramm.
• Zuordnung von Features zu Rollen erfolgt gema¨ß der Berechtigung, welche
durch die Verbindungen zwischen Akteuren und Anwendungsfa¨llen aus dem
Anwendungsfalldiagramm abzulesen sind.
12.5 Basisdienste
Die zweite Menge der in Abschnitt 12.2 identifizierten Dienste, welche nur nach
geringfu¨giger Anpassung wiederverwendet werden ko¨nnen, ist Gegenstand dieses
Arbeitsschrittes.
Dabei wird an einigen Stellen eine applikations-spezifische Erweiterung bzw. Anpas-
sung des Personalisierungsframeworks vorgenommen, d.h. seiner Verwaltungs- und
Navigationsfunktionalita¨t.
Diese Erweiterung und Anpassung muss mithilfe des ABC -SD erfolgen und umfasst
folgende Bereiche:
• Der OO-Spezialist nimmt eine programmatische Erweiterung durch die
Realisierung neuer Rollendaten vor, die im Rahmen der Applikation zum Ein-
satz kommen sollen.
• Der Anwendungsexperte fu¨hrt fu¨r die entsprechenden Dienste eine Anpas-
sung und Erweiterung der SLGs durch, z.B. des Dienstes addRole, wenn
neue Rollendaten im Rahmen der Applikation beru¨cksichtigt werden mu¨ssen.
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• Der HTML- bzw. GUI-Designer fu¨hrt die Anpassung der GUI, d.h. der
HTML Seiten, der entsprechenden Dienste an die Bedu¨rfnisse der Applikation
(z.B. Layout) bzw. an die innerhalb der SLG vorgenommenen A¨nderungen
durch.
12.6 Applikations-spezifische Features
Die Realisierung der applikations-spezifischen Features kann – muss aber nicht – mit
dem ABC -SD erfolgen.
Das Personalisierungsframework ist auch fu¨r eine personalisierte, web-basierte Ap-
plikation einsetzbar, deren applikations-spezifische Features nicht mit dem ABC -SD
realisiert werden, da ja im Rahmen der Doma¨nenmodellierung fu¨r eine Applikati-
on (siehe Abschnitt 12.4) lediglich die URL – d.h. die Einsprungstelle – fu¨r jedes
einzelne Feature angegeben wird.
Dennoch bietet eine Realisierung der kompletten Applikation, d.h. auch der applika-
tions-spezifischen Features, einige Vorteile.
Das folgende Kapitel 13 beleuchtet den gesamten Entwicklungsprozess einer per-
sonalisierten, web-basierten und als Dienstfamilie konzipierten Applikation unter






Im Rahmen der praktischen Anwendung des in Kapitel 8 beschriebenen Prozessmo-
dells PMABC -SD bei der Entwicklung von zuverla¨ssigen, personalisierten, web-ba-
sierten Applikationen mit dem ABC -SD muss zuna¨chst eine Anpassung dieses Pro-
zessmodells an die projekt-spezifischen Randbedingungen erfolgen, welche sich bei-
spielsweise durch die Applikationsstruktur oder den Einsatz bestimmter vorgefertig-
ter Bibliotheken ergeben:
• Die komplexe, personalisierte, web-basierte Applikation TeMPlUs ist als
Dienstfamilie konzipiert – wie in Abschnitt 2.1 dargestellt.
• Die Applikation wird unter Verwendung der vorgefertigten Bibliothek EWIS
User, welche ein Persistenzframework fu¨r eine web-basierte Applikation bereit-
stellt, mithilfe des ABC -SD realisiert.
• Die Doma¨nenmodellierung fu¨r die Applikation erfolgt durch Einsatz des in
vorgestellten Personalisierungsframeworks – wie in Kapitel 12 beschrieben.
Abb. 13.1 zeigt den im Rahmen des TeMPlUs Projektes verwendeten Software-
Entwicklungsprozess MyProcessABC -SD
1 in Form eines UML Aktivita¨tsdiagramms.
1Die Abbildung 13.1 entha¨lt ausschließlich englische Texte, da es sich hier um eine an die
projekt-spezifischen Anforderungen von TeMPlUs angepasste und erweiterte Darstellung des
Prozessmodells aus der in Englisch verfassten Dissertation [11] handelt. Um den Bezug zu der
originalen Abbildung des dort eingefu¨hrten Prozessmodells (siehe auch Abb. 8.1) herzustellen und
um Irritationen zu vermeiden, wurde daher auf eine U¨bersetzung verzichtet sowie die Erweiterung
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Abbildung 13.1: Der Software-Entwicklungsprozess MyProcessABC -SD
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Dabei ist zu beachten, dass Abb. 13.1 eine idealisierte Darstellung des Entwicklungs-
prozesses widerspiegelt. Wie in jedem inkrementellen Entwicklungsprozess ko¨nnen
sowohl die Analyse- und Modellierungsphase, als auch die Aktivita¨ten, welche in
der Abbildung pra¨sentiert werden, wiederholt ausgefu¨hrt werden, d.h. jedes Mal bei
einer Erweiterung oder A¨nderung der zu entwickelnden Applikation.
Die folgenden Abschnitte gehen na¨her auf die in Abb. 13.1 dargestellten Abla¨ufe
ein.
• Abschnitt 13.1 beschreibt die Aufgabenbereiche der verschiedenen am Ent-
wicklungsprozess beteiligten Personen. Dabei werden die aufgrund projekt-
spezifischer Randbedingungen notwendigen Erweiterungen diskutiert. Durch
das Einfu¨hren von zwei neuen Rollen und durch die Erweiterung des Auf-
gabenbereichs bestehender Rollen wird die Entwicklungsarbeit sta¨rker struk-
turiert und besser an die neue Struktur einer komplexen, personalisierten,
web-basierten und als Dienstfamilie konzipierten Applikation angepasst.
• Die in Abschnitt 13.2 enthaltene klare Definition, Klassifizierung und Beschrei-
bung der bestehenden Abha¨ngigkeiten innerhalb des Entwicklungsprozesses
MyProcessABC -SD ermo¨glicht eine bessere Koordination und Kontrolle der Ent-
wicklungsarbeit.
In Teil V werden schließlich Lo¨sungswege aufgezeigt, wie die durch die arbeits-
teilige Software-Entwicklung bedingten Probleme bestmo¨glich in den Griff zu
bekommen sind. Die Abha¨ngigkeiten ko¨nnen dabei sowohl im Rahmen von
automatischen Generierungsprozessen die Kommunikation zwischen den un-
terschiedlichen, am Prozess beteiligten Personen erga¨nzen, als auch bei der
Realisierung entsprechender Konsistenzu¨berpru¨fungen beru¨cksichtigt werden.
13.1 Rollen der am Prozess beteiligten Personen
Die Aufgaben wa¨hrend der Entwicklung personalisierter, web-basierter Applikatio-
nen mit ABC -SD werden – wie durch das Prozessmodell PMABC -SD (siehe Abb. 8.1,
[11]) vorgegeben – den entsprechenden Rollen der am Entwicklungsprozess beteilig-
ten Personen zugeordnet.
Eine verfeinerte Darstellung (in Abb. 13.1 grau hinterlegt) des Software-Entwick-
lungsprozesses PMABC -SD , welche an die projekt-spezifischen Rahmenbedingungen
angepasst ist, beschreibt hierbei das Vorgehen bei der Entwicklung eines einzelnen
Dienstes im Rahmen einer als Dienstfamilie konzipierten, web-basierten Applikation.
Dieses Vorgehensmodell wird dann eingebettet in einen Prozessrahmen, welcher
zusa¨tzliche Aktivita¨ten fu¨r die Entwicklung einer als Dienstfamilie konzipierten, per-
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sonalisierten, web-basierten Applikation entha¨lt – wie in Abb. 13.1 dargestellt.
• Der Aufgabenbereich des Anwendungsexperten wird um Aktivita¨ten erweitert,
welche sich aus der Entwicklung einer web-basierten Applikation als Dienstfa-
milie (siehe Abschnitt 2.1) ergeben, wichtig sind hier insbesondere die Zerle-
gung der Gesamtfunktionalita¨t in einzelne Features und das Zusammenfu¨hren
der Ergebnisse am Ende.
Andere Aufgabenbereiche werden aufgrund der zu beru¨cksichtigenden prozess-spe-
zifischen Randbedingungen explizit im Entwicklungsprozess aufgefu¨hrt und durch
zwei neue Rollen beschrieben:
• Der Personalisierungsexperte u¨bernimmt Aufgaben, welche sich aus dem Ein-
satz des in Kapitel 11 vorgestellten Personalisierungsframeworks ergeben.
• Der DB-Experte ist verantwortlich fu¨r die Ta¨tigkeiten, die in direktem Zusam-
menhang stehen mit dem im Rahmen des ABC -SD verwendeten Persistenz-
framework ([48]).
Bei der Verfeinerung des Vorgehensmodells werden daru¨ber hinaus bestimmten Rol-
len zusa¨tzliche Aufgaben zugeordnet.
Auch bisher in PMABC -SD nicht explizit aufgefu¨hrte Aktivita¨ten (z.B. Validierung)
finden sich somit in dem Software-Entwicklungsprozess MyProcessABC -SD wieder,
wenn sie fu¨r die Spezifikation der Schnittstellen zwischen den verschiedenen Rollen
oder die Verdeutlichung des Ablaufes notwendig sind.
Entsprechend des erweiterten Aufgabenbereichs wird an zwei Stellen eine Umbe-
nennung der Rollen vorgenommen, da bisher verwendete Rollennamen die neuen
Aufgaben nicht deutlich genug referenzieren:
• Der Aufgabenbereich der urspru¨nglichen Rolle des SIB -Integrators wird um
Arbeitsaufgaben erweitert, die neben der Implementierung von SIBs auch die
Konfiguration von Makros beinhalten. Es ergibt sich also eine Umbenennung
der urspru¨nglichen Rolle SIB-Integrator zur Rolle Komponenten-Integrator,
entsprechend der Erweiterung ihres Aufgabenbereiches.
• Der Aufgabenbereich der urspru¨nglichen Rolle des HTML-Designers beinhal-
tet das Design sowie die Realisierung der Benutzeroberfla¨che der web-basierten
Applikation. Im TeMPlUs Projekt besteht das Oberfla¨chendesign einer Ap-
plikation neben der Erstellung von HTML-Seiten auch in der Entwicklung
anderer Dokumentenformate im Rahmen der Interaktion mit den Benutzern,
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z.B. Dateien der Formate CSV2, XML3, PDF4 oder ASCII-Text (Endung
.txt). Daher wird diese Rolle zur Rolle GUI-Designer umbenannt.
Die folgenden Abschnitte beschreiben die verschiedenen Rollen der am Entwick-
lungsprozess beteiligten Personen. So werden die einzelnen Ta¨tigkeiten identifiziert
und detailliert erkla¨rt, welche innerhalb des in Abb. 13.1 dargestellten, verfeinerten
und erweiterten Software-Entwicklungsprozesses ausgefu¨hrt werden mu¨ssen. Dieser
kommt bei der Realisierung einer als Dienstfamilie konzipierten, personalisierten,
web-basierten Applikation zum Einsatz.
Die Beschreibung der einzelnen Rollen geht dabei jeweils kurz auf die durch das
Vorgehensmodell vorgegebenen Abha¨ngigkeiten ein. In Abschnitt 13.2 sind diese
dann detaillierter dargestellt.
13.1.1 System-Ingenieur
Der Aufgabenbereich des System-Ingenieurs bleibt im Vergleich zu dem Software-
Entwicklungsprozess PMABC -SD aus Kapitel 8 unvera¨ndert.
Seine Aktivita¨ten sind hauptsa¨chlich auf die Analyse- und Modellierungsphase be-
schra¨nkt, daher wird diese Rolle – wie auch in Kapitel 8– nicht in der Abbildung
aufgefu¨hrt.
Der System-Ingenieur analysiert demnach das Problem, das mithilfe einer personali-
sierten, web-basierten Applikation gelo¨st werden soll. Er ha¨lt den Kontakt mit dem
Kunden und zeichnet verantwortlich fu¨r das externe Verhalten der zu entwicklenden
Applikation.
Außerdem ist der System-Ingenieur auch zusta¨ndig fu¨r die Umgebung, in welche
die Applikation integriert werden soll, und fu¨r die Erfu¨llung von nicht-funktionalen
Anforderungen, wie z.B. Performanz und Sicherheit.
Im Einzelnen entstehen hier – wie in [11] detailliert beschrieben – folgende Artefakte:
• Das initiale Anwendungsfalldiagramm, welches zuna¨chst ohne Beru¨cksichti-
gung des Personalisierungsframeworks die Gesamtfunktionalita¨t der zu ent-
wickelnden Applikation modelliert, wird erstellt und an den Anwendungsex-
perten (siehe Abschnitt 13.1.2) weitergegeben.
2Character Separated Values. Dateien mit Endung .csv
3Extensible Markup Language. Dateien mit Endung .xml
4Portable Document Format. Dateien mit Endung .pdf
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• Die Beschreibung der Gescha¨ftsprozesse wird spezifiziert und ebenfalls an den
Anwendungsexperten u¨bermittelt.
• Die Gescha¨ftsklassen sowie ihre Verantwortlichkeiten und ihre Zusammenar-
beit werden auf konzeptioneller Ebene beschrieben. Dies bildet die Grundlage
fu¨r die Aufgaben, welche der OO-Spezialist (siehe Abschnitt 13.1.4) zu erfu¨llen
hat.
• Das Zustandsu¨bergangsdiagramm fu¨r die GUI-Modellierung wird mit dem
Kunden abgestimmt und stellt die Ausgangsbasis fu¨r die Aufgaben des GUI-
Designers (siehe Abschnitt 13.1.7) dar.
13.1.2 Anwendungsexperte
Der Aufgabenbereich des Anwendungsexperten ist zentral innerhalb des Entwick-
lungsprozesses MyProcessABC -SD .
Der Anwendungsexperte arbeitet mit allen anderen Rollen direkt oder indirekt zu-
sammen. In seinem Aufgabenbereich werden die von den anderen Rollen gelieferten
Ergebnisse schließlich vereint, bevor die fertige Applikation bereit gestellt werden
kann.
Der Entwicklungsprozess MyProcessABC -SD definiert das Vorgehensmodell fu¨r die
Entwicklung einer personalisierten, web-basierten Applikation unter Verwendung
des in Kapitel 11 eingefu¨hrten Personalisierungsframeworks. In einem ersten Schritt
wird daher vom Applikationsexperten die web-basierte Applikation bereitgestellt,
welche die Administrationsfunktionalita¨t fu¨r das Personalisierungsframework (siehe
Abschnitt 11.3.1) zur Verfu¨gung stellt und damit die Doma¨nenmodellierung (siehe
Abschnitt 12.4) fu¨r die Applikation erst ermo¨glicht.
Der Anwendungsexperte steht außerdem in engem Kontakt zum System-Ingenieur
(siehe Abschnitt 13.1.1) und dem Kunden und erha¨lt von ihnen die Beschreibung und
Dokumentation der Gescha¨ftsprozesse sowie das initiale Anwendungsfalldiagramm.
Im na¨chsten Schritt wird dann die durch diese Gescha¨ftsprozesse beschriebene,
erwartete Gesamtfunktionalita¨t der Applikation, d.h. das initiale Anwendungsfall-
diagramm, verfeinert. Hierbei muss die durch das Personalisierungsframework zur
Verfu¨gung gestellte Navigations- und Verwaltungsfunktionalita¨t (siehe Abschnitt
11.3.2) Beru¨cksichtigung finden.
Das Ergebnis ist ein verfeinertes Anwendungsfalldiagramm (wie in Abschnitt 12.1
beschrieben), welches die Features der Applikation sowie deren Unterteilung in exter-
ne Dienste und Utility-Dienste (vgl. Kapitel 9) modelliert. Der Anwendungsexperte
hat also schließlich die logisch in sich geschlossene Teilfunktionalita¨ten der Applikati-
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on, die Dienste, festgelegt und dabei fu¨r jeden Dienst aus der Anforderungsdefinition
entschieden, welcher der folgenden drei Kategorien er zuzuordnen ist:
1. Das Personalisierungsframework stellt den Dienst bereits als Komponente zur
Verfu¨gung, und er kann ohne jegliche A¨nderung wiederverwendet werden.
In diesem Fall ist also keine Entwicklungsarbeit fu¨r diesen Dienst zu lei-
sten, sondern er muss lediglich vom Personalisierungsexperten im Rahmen
der Doma¨nenmodellierung fu¨r die Applikation, d.h. bei der Konfiguration des
Personalisierungsframeworks, beru¨cksichtigt werden.
2. Der Dienst steht als Komponente u¨ber das Personalisierungsframework zur
Verfu¨gung, es sind aber noch diverse Anpassungen erforderlich sind.
In diesem Fall ist demnach noch in einigen Bereichen Entwicklungsabeit zu
leisten, wie in Abb. 13.1 im hellgrau hinterlegten Bereich dargestellt. Dieser
Bereich entha¨lt dieselben Teilabla¨ufe, wie der in Abb. 13.1 dunkelgrau hin-
terlegte Bereich, mit dem Unterschied, dass nicht zwingend alle Aktivita¨ten
ausgefu¨hrt werden mu¨ssen, sondern nur die fu¨r die geforderten A¨nderungen
bzw. Anpassungen notwendigen Aktivita¨ten.
3. Bei dem Dienst handelt es sich um einen applikations-spezifischen Dienst, der
von Grund auf realisiert werden muss.
Das hierfu¨r notwendige Vorgehen ist in Abb. 13.1 im dunkelgrau hinterlegten
Bereich dargestellt.
Beispiel 13.1:
Der Dienst addRole, welcher innerhalb der Bibliothek PwisUser definiert ist, bietet sich
fu¨r die Wiederverwendung im TeMPlUs Projekt an. Er erlaubt es, Benutzer einer Be-
nutzergruppe zuzuordnen. Bei Wiederverwendung dieses Dienstes ist eine Anpassung des
entsprechenden Kontrollflusses bzgl. der mo¨glichen Erfassung zusa¨tzlicher, applikations-
spezifischer (Rollen-)Daten notwendig.
Im Anwendungsbereich des Lehremanagements an einer Universita¨t – umgesetzt im Rah-
men des TeMPlUs Projektes – gibt es unterschiedliche Rollen, die keine zusa¨tzliche Hal-
tung von Rollendaten erfordern (z.B. Dozent, Tutor). Aber es gibt auch die Rolle Student,
bei der fu¨r einen Benutzer, der diese Rolle innehat, zusa¨tzliche Daten in Form von Matri-
kelnummer, Studiengang, Semester, etc. gespeichert werden mu¨ssen.
Will man nun den allgemeinen Dienst addRole, der keine Behandlung applikations-spe-
zifischer Rollendaten beinhaltet, fu¨r eine Applikation wie TeMPlUs wiederverwenden,
muss das Erfassen der Rollendaten fu¨r Benutzer der Rolle Student in diesen Dienst als




Eine ausfu¨hrliche Dokumentation fu¨r die identifizierten Dienste ist hierbei unbedingt
notwendig, da andere Rollen diese Information als Ausgangspunkt fu¨r ihre Arbeit-
aufgaben beno¨tigen – wie aus Abb. 13.1 ersichtlich ist. Der Personalisierungsexperte
(siehe Abschnitt 13.1.3), der OO-Spezialist (siehe Abschnitt 13.1.4) und der GUI-
Designer (siehe Abschnitt 13.1.7) beno¨tigen diese Dokumentation fu¨r die Erfu¨llung
ihrer Aufgaben.
Die identifizierten Dienste werden bzgl. ihrer Eigenschaften in die dem Projekt zu-
grunde liegende Taxonomie eingeordnet. Mo¨gliche Eigenschaften fu¨r die Klassifizie-
rung eines Dienstes sind beispielsweise:
• die Zugangsbeschra¨nkung, d.h. ob es sich um einen o¨ffentlichen Dienst, einen
Login- bzw. Logout-Dienst oder einen privaten Dienst handelt
• das Eingabe-/Ausgabe-Verhalten, d.h. welche Daten als verfu¨gbar vorausge-
setzt werden und welche Daten der Dienst nach erfolgreicher Ausfu¨hrung be-
reitstellt
• auf welchen Typen von Gescha¨ftsobjekten der Dienst arbeitet
Einen vollsta¨ndigen U¨berblick hieru¨ber sowie u¨ber die Einsatzmo¨glichkeiten einer
derartigen Klassifizierung der Dienste einer Applikation mittels einer Taxonomie
vermittelt Abschnitt 10.2.
Jeder einzelne Dienst der Applikation und wird nun vom Anwendungsexperten von
Grund auf als SLG modelliert (siehe Abb. 13.1, dunkelgrauer Bereich) oder durch
Ausfu¨hren einzelner Aktivita¨ten entsprechend angepasst (siehe Abb. 13.1, hellgrauer
Bereich).
Auf diese Weise wird die Dienstlogik festgelegt, d.h. die Abla¨ufe, welche zur Durch-
fu¨hrung der entsprechenden Dienstleistung notwendig sind. Im Einzelnen werden
hier folgende Aktivita¨ten ausgefu¨hrt:
• Im ersten Schritt wird das entwickelte Zustandu¨bergangsdiagramm fu¨r die
GUI als initialer SLG importiert – wie in [11] beschrieben. Dieses Diagramm
wird durch den System-Ingenieur in Absprache mit dem Kunden fertiggestellt,
nachdem ein entsprechender GUI-Prototyp durch den GUI-Designer erstellt
und pra¨sentiert worden ist.
• Anschließend wird der SLG anhand der vorliegenden Beschreibung des zu-
geho¨rigen Dienstes innerhalb des ABC -SD vervollsta¨ndigt.
• Hierbei zusa¨tzlich beno¨tigte Komponenten werden durch den Komponenten-
Integrator (siehe Abschnitt 13.1.6) umgesetzt. An ihn muss der Anwendungs-
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experte die Schnittstellenbeschreibung sowie das intendierte Verhalten der
beno¨tigten Komponente weitergeben.
• Die Validierung eines Dienstes beinhaltet die U¨berpru¨fung lokaler sowie glo-
baler Eigenschaften dieses Dienstes wa¨hrend der Modellierung, wie bereits in
Abschnitt 5.2 kurz dargestellt, und ist der Schlu¨ssel fu¨r die Entwicklung zu-
verla¨ssiger, web-basierter Applikationen.
Eine detaillierte Beschreibung und Klassifizierung der zu u¨berpru¨fenden Ei-
genschaften sowie eine genaue Erkla¨rung der Abla¨ufe der im Rahmen dieses
EntwicklungsprozessMyProcessABC -SD zum Einsatz kommenden Validierungs-
methoden befindet sich in Teil V.
• Bei der Modellierung der Koordinationsschicht des Dienstes verwendete Kon-
figurationsdaten werden dann in der zur Applikation geho¨rigen Konfigurati-
onsdatei (web.xml), in der bereits der Personalisierungsexperte sowie der DB-
Experte (siehe Abschnitt 13.1.5) Informationen eingetragen haben, erga¨nzt –
wie in Kapitel 7 beschrieben.
• Wie in Abschnitt 5.3 beschrieben kann die Generierung der Koordinations-
schicht fu¨r einen Dienst erfolgen, sobald die Validierung erfolgreich abgeschlos-
sen ist.
• Im na¨chsten Schritt wird die Funktionalita¨t des Dienstes getestet ([63, 45, 92,
41]).
• Die Information u¨ber die im SLG festgelegten Schnittstellen zur Pra¨sentati-
onsschicht der Applikation, d.h. konkret u¨ber den Typ und die Benennung
der innerhalb der Pra¨sentationsschicht verfu¨gbaren Datensa¨tze, muss an den
GUI-Designer u¨bermittelt werden.
• Der Integrationstest fu¨r einen Dienst komplettiert die bereits zuvor durch-
gefu¨hrten Testaktivita¨ten. U.a. liegt hierbei der Schwerpunkt bei dem funktio-
nalen Testen auf GUI Ebene sowie den nicht-funktionalen Anforderungen an
die Applikation (z.B. Performanz).
Sind die SLGs fu¨r die einzelnen Dienste fertiggestellt, folgt die Validierung von wei-
teren Eigenschaften. Diese beziehen sich auf die korrekte Hintereinanderausfu¨hrung
verschiedener Dienste. Eine detaillierte Beschreibung und Klassifizierung dieser Ei-
genschaften sowie eine genaue Erkla¨rung der Abla¨ufe befindet sich in Teil V.
Nach der Durchfu¨hrung des Integrationstests fu¨r die gesamte Applikation, bei der
jeder Dienst innerhalb des Frameworks und bzgl. seiner Wechselwirkung, Zusam-
menarbeit und Interaktion mit den anderen Diensten getestet wird, erfolgt dann
das Bereitstellen der Applikation.
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13.1.3 Personalisierungsexperte
Der Personalisierungsexperte erha¨lt zuna¨chst vom Anwendungsexperten (siehe Ab-
schnitt 13.1.2) die Dokumentation der Dienste, welche innerhalb der Applikation
realisiert, adaptiert bzw. wiederverwendet werden sollen.
Mithilfe der web-basierten Applikation, welche die Administrationsfunktionalita¨t fu¨r
das Personalisierungsframework (siehe Abschnitt 11.3.1) zur Verfu¨gung stellt, nimmt
der Personalisierungsexperte dann die Doma¨nenmodellierung (siehe Abschnitt 12.4)
fu¨r die Applikation vor.
Auf diese Weise wird u.a. festgelegt,
• welche Dienste die neue Applikation zur Verfu¨gung stellt und
• wie diese Dienste angesprochen werden ko¨nnen.
Diese Informationen ko¨nnen im Anschluss zur Erstellung der initialen Konfigura-
tionsdatei der Applikation verwendet werden, deren Aufbau in Abschnitt 7 erkla¨rt
wird und welche vom DB-Experten (siehe Abschnitt 13.1.5) und schließlich auch vom
Anwendungsexperten in Abha¨ngigkeit von den entwickelten SLGs fu¨r die einzelnen
Dienste noch erga¨nzt werden muss.
13.1.4 OO-Spezialist
Die Gescha¨ftsobjekte sowie ihre Verantwortlichkeiten und ihre Zusammenarbeit wer-
den vom System-Ingenieur (siehe Abschnitt 13.1.1) auf konzeptioneller Ebene be-
schrieben. Dies bildet die Grundlage fu¨r die Aufgaben, welche der OO-Spezialist zu
erfu¨llen hat.
Wie im Prozessmodell PMABC -SD festgelegt, ist es auch hier Aufgabe des OO-
Spezialisten anhand dieser Information, die Klassen fu¨r die Gescha¨ftsobjekte des
Anwendungsbereichs zu entwerfen, zu implementieren und zu testen.
Die u¨brigen Aufgaben des OO-Spezialisten ergeben sich durch den Einsatz des im
Rahmen des ABC -SD zur Verfu¨gung stehenden Persistenzframeworks5 ([48]).
Dieser regelt die Speicherung persistenter Gescha¨ftsobjekte in der Persistenzschicht
der Applikation. Der Zugriff auf diese Gescha¨ftsobjekte bzw. deren Modifikation er-
folgt dabei mithilfe sogenannter DB-Administratoren. Ein solcher DB-Administrator
5Hierbei handelt es sich um Aufgaben, die sich aus den projekt-spezifischen Rahmenbedingungen
herleiten. Sonst leistet an dieser Stelle innerhalb eines Entwicklungsprozesses oft ein O/R-Mapping
Tool wertvolle Dienste.
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verwaltet stets Gescha¨ftobjekte eines Typs und stellt Funktionalita¨ten fu¨r Daten-
bankanfragen und -modifikationen bereit, die sich auf den zugeho¨rigen Typ von
Gescha¨ftsobjekten beziehen. In den meisten Fa¨llen erfu¨llt ein bereits realisierter
Standard-Administrator diesen Zweck, der eine Menge ha¨ufig beno¨tigter Funktiona-
lita¨ten fu¨r die DB-Anfrage bzw. -Modifikation bereitstellt. Wo diese nicht genu¨gen,
ko¨nnen eigene DB-Administratoren realisiert werden.
Gerade bei komplexen Applikationen, die große Datenmengen verwalten, spielt die
Art und Weise, wie auf diese Daten in der Persistenzschicht zugegriffen wird, eine
entscheidende Rolle fu¨r die Antwortzeiten der Applikation bei der Bearbeitung ei-
ner Benutzeranfrage. Aufgabe des OO-Spezialisten ist es nun, fu¨r die persistenten
Gescha¨ftsobjekte die zugeho¨rigen DB-Administratoren zu entwerfen, diese in Zu-
sammenarbeit mit dem DB-Experten (siehe Abschnitt 13.1.5) zu implementieren
und sie schließlich zu testen.
Der DB-Experte, der Komponenten-Integrator (siehe Abschnitt 13.1.6) und der
GUI-Designer beno¨tigen fu¨r die Erfu¨llung ihrer Aufgaben die Schnittstellenbeschrei-
bung der Gescha¨ftsobjekte sowie der zugeho¨rigen DB-Administratoren vom OO-
Spezialisten.
13.1.5 DB-Experte
Vom OO-Spezialisten (siehe Abschnitt 13.1.4) erha¨lt der DB-Experte die Schnittstel-
lenbeschreibung der Gescha¨ftsobjekte sowie der zugeho¨rigen DB-Administratoren.
Auf Basis dieser entwirft und dokumentiert er die Struktur der Persistenzschicht der
Applikation, d.h. der zugeho¨rigen Datenbanktabellen, in Form einer XML-Datei.
Dokumentiert werden hierbei z.B. die Namen der verschiedenen Datenbanktabellen
sowie fu¨r jede einzelne von ihnen folgende relevanten Eigenschaften:
• Name der Tabelle
• Klassenname des in der Tabelle zu speichernden Typs von Gescha¨ftsobjekten
• Klassenname des DB-Administrators, welcher die in der Tabelle zu speichern-
den Gescha¨ftsobjekte verwaltet
• Informationen u¨ber Beziehungen zu in anderen Datenbanktabellen gespeicher-
ten Gescha¨ftsobjekten
• Name, Typ sowie besondere Eigenschaften von Spalten
Die zugrunde liegende DTD ist in Anhang B enthalten.
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Aus dieser XML-Datei zur Dokumentation der Datenbankstruktur ko¨nnen sowohl
die entsprechenden SQL-Skripte, die zum Aufsetzen der Datenbank fu¨r die Appli-
kation beno¨tigt werden, als auch eine HTML-Version der Dokumentation generiert
werden, die als Kommunikationsmedium im Kreis der am Entwicklungsprozess be-
teiligten Personen einsetzbar ist.
Mithilfe der automatisch generierten SQL-Skripte setzt der DB-Experte die Da-
tenbank inklusive aller Tabellen fu¨r die Applikation auf. Die Namen der Daten-
banktabellen tra¨gt er in die Konfigurationsdatei der Applikation ein, welche vom
Personalisierungsexperten (siehe Abschnitt 13.1.3) erstellt worden ist, und reicht
diese an den Anwendungsexperten (siehe Abschnitt 13.1.2) weiter, welcher die Da-
tei komplettiert. Aufgrund der automatischen Generierung der SQL-Skripte aus der
XML Dokumentation fu¨r die Datenbankstruktur ist fu¨r das Aufsetzen der Daten-
bank nicht mehr zwingend ein Experte no¨tig, und die Fehleranfa¨lligkeit ist geringer
als bei einer manuellen Erstellung bzw. Anpassung der Datenbanktabellen.
Daru¨ber hinaus unterstu¨tzt der DB-Experte den OO-Spezialisten bei der Imple-
mentierung der DB-Administratoren fu¨r die persistenten Gescha¨ftsobjekte. Durch
die Optimierung der SQL-Anfragen, welche in den Java-Code der innerhalb der
DB-Administratoren realisierten Funktionalita¨ten eingebettet sind, werden die Ant-
wortzeiten der Applikation bei der Bearbeitung von Benutzeranfragen minimiert
und somit die Qualita¨t der Applikation erho¨ht.
13.1.6 Komponenten-Integrator
Der Anwendungsexperte (siehe Abschnitt 13.1.2) fordert vom Komponenten-Inte-
grator die Realisierung neuer, applikations-spezifischer Komponenten, die fu¨r das Er-
stellen der SLGs notwendig sind. Als Ausgangsbasis hierfu¨r stellt der Anwendungs-
experte dem Komponenten-Integrator eine genaue Beschreibung der Schnittstellen
sowie des intendierten Verhaltens der beno¨tigten Komponenten zur Verfu¨gung.
Aufgabe des Komponenten-Integrators ist es nun, abzuwa¨gen und dann zu entschei-
den, ob eine Realisierung der beno¨tigten Komponenten als SIB oder als Makro unter
Verwendung bereits bestehender Komponenten eine ada¨quate Lo¨sung darstellt.
Soll eine Komponente als SIB realisiert werden, erha¨lt der Komponenten-Integrator
vom OO-Spezialisten (siehe Abschnitt 13.1.4) die Schnittstellenbeschreibung der
Gescha¨ftsobjekte sowie der zugeho¨rigen DB-Administratoren, auf denen die Kom-
ponente arbeitet, und kann bei Bedarf eine OO-Erweiterung anfordern.
Die Realisierung einer Komponente als Makro bietet einige Vorteile:
• Ein Makro wird als Graph unter Verwendung bestehender, getesteter, zu-
verla¨ssig arbeitender Komponenten modelliert.
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• Die Ablauflogik eines Makros wird durch die Struktur des zugeho¨rigen Gra-
phen umgesetzt und kann daher einfach und ohne Programmierkenntnisse
gea¨ndert werden.
• Bei der Realisierung einer Komponente als Makro muss kein zusa¨tzlicher Code
geschrieben, getestet und gewartet werden.
Der Komponenten-Integrator muss also je nachdem,
• wie komplex eine Komponente ist,
• wie oft sie eingesetzt wird und
• wie groß die SLGs der Applikation werden du¨rfen,
entscheiden, auf welche Art und Weise er die beno¨tigten Komponenten realisiert.
Die entwickelten Komponenten werden – wie zuvor die Dienste – anhand ihrer Ei-
genschaften in die dem Projekt zugrunde liegende Taxonomie eingeordnet. Mo¨gliche
Eigenschaften fu¨r die Klassifizierung von SIBs und Makros sind beispielsweise:
• die Art der ausgefu¨hrten Aktionen, d.h. ob die Komponente Benutzerinterak-
tion erlaubt oder lediglich systeminterne Aktionen durchgefu¨hrt werden,
• das Eingabe-/Ausgabe-Verhalten, d.h. welche Daten die Komponente in den
vorhandenen Datenkontexten (siehe Kapitel 7) als verfu¨gbar voraussetzt und
welche Daten durch die Komponente in diesen Datenkontexten bereitgestellt
werden, und
• auf welchen Typen von Gescha¨ftsobjekten die Komponente arbeitet.
Einen vollsta¨ndigen U¨berblick hieru¨ber sowie u¨ber die Einsatzmo¨glichkeiten einer
derartigen Klassifizierung von SIBs und Makros einer Applikation mittels einer Ta-
xonomie vermittelt Abschnitt 10.1.
13.1.7 GUI-Designer
Das Zustandsu¨bergangsdiagramm fu¨r die GUI Modellierung wird vom System-Inge-
nieur (siehe Abschnitt 13.1.1) mit dem Kunden abgestimmt und stellt die Ausgangs-
basis fu¨r die Aufgaben des GUI-Designers dar. Der GUI-Designer erha¨lt außerdem
vom Anwendungsexperten (siehe Abschnitt 13.1.2) die Dokumentation der Dienste,
welche innerhalb der Applikation realisiert werden sollen.
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Zuna¨chst erstellt er ausgehend vom Zustandsu¨bergangsdiagramm fu¨r die GUI einen
statischen Prototyp, welcher dazu dient, in Absprache und Diskussion mit dem Kun-
den herauszufinden, ob die GUI dessen Vorstellungen entspricht.
Das Zustandu¨bergangsdiagramm legt die Interaktionspunkte einer web-basierten
Applikation fest. Diese ko¨nnen dabei verschiedene Aufgaben erfu¨llen, z.B.:
• Startpunkt eines Dienstes
• Anzeigen von Daten
• Download von Daten
Beim Anzeigen bzw. Download von Daten kann eine web-basierte Applikation au-
ßerdem unterschiedliche Dateiformate unterstu¨tzen:
• Der Regelfall ist sicherlich eine HTML-Seite, die von der Applikation mit Daten
gefu¨llt und anschließend dem Benutzer angezeigt wird.
• Daten ko¨nnen aber auch als normaler Text (Dateiformat ASCII-Text, Dateien
mit Endung .txt) im Browser angezeigt werden.
• Daru¨ber hinaus ko¨nnen Daten ohne Anzeigen direkt abgespeichert werden,
z.B. in den Formaten CSV6, XML7, PDF8 oder ASCII-Text (Endung .txt)
Der GUI-Designer muss demnach fu¨r jeden Interaktionspunkt, an dem Daten an-
gezeigt oder abgespeichert werden sollen, einen entsprechenden Dateirahmen im
geforderten Format fu¨r die zugeho¨rige Datei realisieren, welcher dann zur Laufzeit
von der Applikation mit den jeweiligen Daten gefu¨llt wird.
Vor der eigentlichen Implementierung dieser Dateirahmen (=Templates), muss der
GUI-Designer das Zustandsu¨bergangsdiagramm analysieren und ha¨ufig verwendete
GUI-Elemente innerhalb der Pra¨sentationsschicht der Applikation (wie z.B. eine
Liste von Benutzern) identifizieren, die dann als wiederverwendbare, konfigurierbare
Bausteine realisiert werden und bei der Erstellung der konkreten Templates zum
Einsatz kommen. Auf diese Weise erha¨lt man ein einheitliches Layout fu¨r alle Dienste
der Applikation.
Die entwickelten Template-Bausteine werden – wie zuvor die Komponenten – an-
hand ihrer Eigenschaften in die dem Projekt zugrunde liegende Taxonomie eingeord-
net. Mo¨gliche Eigenschaften fu¨r die Klassifizierung von Template-Bausteinen sind
6Character Separated Values. Dateien mit Endung .csv
7Extensible Markup Language. Dateien mit Endung .xml
8Portable Document Format. Dateien mit Endung .pdf
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beispielsweise das zugeho¨rige Dateiformat sowie die Information, auf welche Typen
von Gescha¨ftsobjekten Bezug genommen wird. Diese Einordnung dokumentiert die
Menge der vorhandenen Template-Bausteine, unterstu¨tzt Wiederverwendung und
erleichert so die Arbeit des GUI-Designers.
Vom Anwendungsexperten wird dann die Information u¨ber die im SLG festgeleg-
ten Schnittstellen zur Pra¨sentationsschicht der Applikation u¨bermittelt, d.h. kon-
kret u¨ber den Typ und die Benennung der durch die Applikation in den Templates
verfu¨gbar gemachten Datensa¨tzen. Mit diesem Wissen kann der GUI-Designer nun
die GUI integrieren und so die Templates fertigstellen. Daten werden dabei u¨ber
eine entsprechende Skripting-Sprache in das Template eingebunden.
Die Templates werden schließlich vom Anwendungsexperten im Rahmen des Inte-
grationstests auf mo¨gliche Fehler u¨berpru¨ft.
13.2 Abha¨ngigkeiten
Durch die in Abschnitt 13.1 dargestellte Arbeitsteiligkeit innerhalb des Entwick-
lungsprozessesMyProcessABC -SD sind Schnittstellen zwischen den verschiedenen Rol-
len und deren Arbeitsbereichen vorgegeben. Demnach ha¨ngen die Entwicklungser-
gebnisse voneinander ab bzw. bauen aufeinander auf. Die Konsistenz dieser muss
sichergestellt werden, damit die arbeitsteilig entwickelten Bereiche einer Applikation
zusammen passen und somit diese Applikation schließlich zuverla¨ssig funktionieren
kann.
Abb. 13.2 pra¨sentiert eine U¨bersicht und Klassifizierung der bestehenden Abha¨ngig-
keiten. Dabei wird jeweils die Art der Abha¨ngigkeit in Bezug gesetzt zu den betrof-
fenen Rollen.
Die folgenden Abschnitte beschreiben die bestehenden Schnittstellen und Abha¨ngig-
keiten detaillierter.
13.2.1 Applikation
Einen U¨berblick u¨ber die Gesamtfunktionalita¨t der web-basierten Applikation ha-
ben die am Entwicklungsprozess beteiligten Rollen System-Ingenieur, Anwendungs-
experte und Personalisierungsexperte. Dabei ist allerdings die Granularita¨t bei der
Betrachtung unterschiedlich. Abb. 13.3 veranschaulicht die Zusta¨ndigkeitsbereiche
der verschiedenen Rollen.
Der System-Ingenieur erstellt in Zusammenarbeit mit dem Kunden eine Gescha¨ftspro-




























































































(1) Applikation / Gesamtfunktionalita¨t × ×
(2) Applikation / Konfiguration × × ×
(3) Applikation / Intitialisierung × × ×
(4) Gescha¨ftsobjekte / Typ × ×
(5) Gescha¨ftsobjekte / Methoden × × × ×
(6) Gescha¨ftsobjekte / Persistenz × ×
(7) Gescha¨ftsobjekte / Assoziationen × ×
(8) Gescha¨ftsobjekte / Administratoren × ×
(9) Pra¨sentation / Benutzerinteraktion × ×
(10) Pra¨sentation / Dateien × ×
(11) Pra¨sentation / Daten × ×
(12) Pra¨sentation / Kontrollfluss × ×
(13) Komponenten / Administratoren × × ×
(14) Komponenten / Spezifikation × ×
Abbildung 13.2: Abha¨ngigkeiten im Entwicklungsprozess MyProcessABC -SD
bildet, sowie ein initiales Anwendungsfalldiagramm. Auf Basis der Gescha¨ftsprozesse
verfeinert der Anwendungsexperte das Anwendungsfalldiagramm unter Beru¨cksich-
tigung des Personalisierungsframeworks. Dies umfasst die Identifikation der Features
bzw. der in diesen enthaltenen Diensten, eine logische Gruppierung dieser sowie die
Zuordnung der Features zu den im Rahmen der Applikation beno¨tigten Rollen. Der
Personalisierungsexperte erstellt dann auf Grundlage dieser Informationen die Kon-
figurationsdatei der Applikation und initialisiert das Personalisierungsframework,
wa¨hrend der Anwendungsexperte fu¨r die eigentliche Realisierung der Dienste ver-
antwortlich ist.
Aus diesen Zusammenha¨ngen ergeben sich nun einige Abha¨ngigkeiten, die in den
folgenden Abschnitten na¨her erla¨utert werden.
(1) Gesamtfunktionalita¨t
Die Gescha¨ftsprozesse einer web-basierten Applikation werden durch den System-
Ingenieur definiert. Auf Basis dieser Definition der einzelnen Gescha¨ftprozesse nimmt
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Abbildung 13.3: Zusta¨ndigkeitsbereiche der verschiedenen Rollen
dann der Anwendungsexperte eine Aufteilung der Gesamtfunktionalita¨t der Appli-
kation in Features und schließlich in Dienste vor. Die Menge der auf diese Art und
Weise identifizierten Dienste muss dabei immer – d.h. sowohl beim initialen Durch-
lauf des Prozessmodells als auch bei einer inkrementellen Erweiterung der Applika-
tion – konsistent mit den vorgegebenen Gescha¨ftsprozessen sein, damit das fertige
Produkt schließlich den Anforderungen des Kunden entspricht.
(2) Konfiguration
Die Konfiguration einer mit ABC -SD erstellten personalisierten, web-basierten Ap-
plikation erfolgt – wie bereits in Kapitel 7 beschrieben – mithilfe der Konfigurations-
datei web.xml, die festlegt, welche Dienste zur Applikation geho¨ren, auf dem Server
zur Verfu¨gung stehen und ausgefu¨hrt werden du¨rfen. In dieser Datei werden daher
alle Dienste der Applikation definiert, aus denen sich die Features zusammensetzen
ko¨nnen.
Am Entwicklungsprozess beteiligte Personen der Rollen Personalisierungsexperte
und Anwendungsexperte sind an der Erstellung und Modifikation dieser Konfigura-
tionsdatei beteiligt. Daru¨ber hinaus erga¨nzt der DB-Experte hier die Namen der zu
den Gescha¨ftsobjekten der Applikation geho¨rigen Datenbanktabellen.
Der Personalisierungsexperte konfiguriert außerdem u¨ber eine web-basierte Appli-
kation, welche Dienste diese zur Verfu¨gung stellen soll. Dabei werden z.B. der Name
des Dienstes sowie dessen URL festgelegt und implizit die zugeho¨rigen Eintra¨ge in
der Datenbank angelegt bzw. modifiziert.
Dabei bestehen folgende Abha¨ngigkeiten:
• Die URL des zu einem Feature geho¨rigen Dienstes muss in der web.xml sowie
wa¨hrend der Konfiguration durch den Personalisierungsexperten eingetragen
und als Name des entsprechenden SLGs gesetzt werden.
• Die durch den Eintrag in die Datenbank automatisch festgelegte eindeutige
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Identifizierung muss zur Realisierung der Zugriffberechtigungspru¨fung inner-
halb des SLGs verwendet werden.
(3) Initialisierung
Die Gescha¨ftsobjekte sowie die zugeho¨rigen Datenbankadministratoren werden durch
Entwickler der Rollen OO-Spezialist und DB-Experte realisiert. Der DB-Experte
setzt daru¨ber hinaus die Datenbank fu¨r die Applikation auf, legt also u.a. die Na-
men der zu den Gescha¨ftsobjekten geho¨rigen Tabellen fest.
Diese Informationen mu¨ssen dem Anwendungsexperten bei der Erstellung der Koor-
dinationsschicht zur Verfu¨gung stehen, da hier auch der Zugang zur Datenbank und
deren Tabellen initialisiert wird. Im Einzelnen sind dort die Datenbankzugangspa-
rameter, Parameter zu Gescha¨ftsobjekten (z.B. Klassenpfad) sowie der zugeho¨rigen
Datenbank-Administratoren (Klassenpfad, Tabellenname, Keyattribut fu¨r die zu-
geho¨rige Tabelle etc.) einzutragen.
13.2.2 Gescha¨ftsobjekte
Die Gescha¨ftsobjekte und deren Beziehungen zueinander beschreiben den Anwen-
dungsbereich einer Applikation.
(4) Typ
Die verschiedenen Typen von Gescha¨ftsobjekten werden vom OO-Spezialisten aus
der konzeptuellen Beschreibung, die er vom System-Ingenieur erha¨lt, extrahiert
bzw. identifiziert und anhand der Featurebeschreibung, die er vom Anwendungs-
experten erha¨lt, entsprechend verfeinert. Sie bilden die Basis fu¨r die gesamte Ent-
wicklungsarbeit, da sie den Anwendungsbereich der Applikation modellieren.
(5) Methoden
Die Gescha¨ftsobjekte stellen Methoden zur Verfu¨gung, deren Signatur der OO-
Spezialist wa¨hrend der Implementierung festlegt. Diese Schnittstelleninformation
muss folgenden anderen Entwicklern bekannt sein, die mit den Gescha¨ftobjekte im
Rahmen der Erfu¨llung ihrer Entwicklungsaufgaben umgehen:
• Der Komponenten-Integrator benutzt die Gescha¨ftsobjekte bei der Implemen-
tierung neuer SIBs und muss daher die bereitgestellten Methoden und deren
Signatur kennen.
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• Bei der Erstellung der Templates fu¨r die Pra¨sentationsschicht wird auf Daten,
d.h. Gescha¨ftsobjekte des Anwendungsbereichs zugegriffen. Sowohl der GUI-
Designer als auch der Anwendungsexperte, der die Daten innerhalb der Pra¨sen-
tationsschicht verfu¨gbar macht, mu¨ssen die Methoden-Signaturen kennen, um
die korrekte und vollsta¨ndige Bereitstellung beno¨tigter Daten gewa¨hrleisten
zu ko¨nnen.
(6) Persistenz
Ein persistentes Gescha¨ftsobjekt wird innerhalb der Persistenzschicht der Applikati-
on gespeichert, hat also eine zugeho¨rige DB-Tabelle. Die zu speichernden Attribute
eines Gescha¨ftsobjekts werden dabei vom OO-Spezialisten wa¨hrend der Implemen-
tierung festgelegt, wa¨hrend der DB-Experte die zugeho¨rige Datenbanktabelle be-
reitstellt.
Wichtig beim Einsatz des Persistenzframeworks im Rahmen des ABC -SD ist hier-
bei, dass es fu¨r jedes zu speichernde Attribut eines Gescha¨ftsobjekts eine Spalte
gleichen Namens in der zugeho¨rigen Datenbanktabelle geben muss und umgekehrt.
Außerdem muss fu¨r jedes zu speichernde Attribut der in der Implementierung der
Klasse verwendete Typ dem in der Datenbank definiertem Typ der zugeho¨rigen
Spalte entsprechen und umgekehrt.
(7) Assoziationen
Die Assoziationsstruktur im Klassendiagramm der Applikation ermo¨glicht das Na-
vigieren zwischen den zugeho¨rigen Gescha¨ftsobjekten. Bei persistenten Gescha¨fts-
objekten spiegelt sich diese Verlinkung auf Datenbankebene wieder, wo dadurch
Verbundanfragen ermo¨glicht werden.
Beispiel 13.2:
Betrachten wir die persistenten Gescha¨ftsobjekte ’Lehrveranstaltung’ (Klasse Course) und
’Gruppe einer Lehrveranstaltung’ (Klasse Group) aus dem TeMPlUs Projekt: Gescha¨fts-
objekte vom Typ Group kennen die ID ihrer zugeho¨rigen Lehrveranstaltung (Methode
getCourseKey()) und bieten die Methode getCourse() an, um zu dieser zu navigieren.
Auf Datenbankebene bedeutet dies, dass in der Tabelle groups4course fu¨r Objekte vom
Typ Group der Fremdschlu¨ssel courseKey, d.h. die eindeutige ID der Tabelle course, ge-
halten wird, der das zugeho¨rige Objekt vom Typ Course eindeutig identifiziert. Auf diese
Weise werden Verbundanfragen mo¨glich, z.B. die Ermittlung aller zu einer Lehrveranstal-
tung geho¨rigen Gruppen. y
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DB-Experte und OO-Spezialist mu¨ssen demnach Informationen u¨ber die Menge sol-
cher Assoziationsstrukturen austauschen, da diese eine wichtige Rolle fu¨r die Effizi-
enz einer Applikation spielen ko¨nnen.
(8) Administratoren
Persistente Gescha¨ftsobjekte werden mithilfe von Datenbankadministratoren verwal-
tet, welche die Kommunikation und den Datenaustausch zwischen der Koordinations-
und Persistenzschicht einer Applikation garantieren. Dies ist durch den Einsatz des
Persistenzframeworks im ABC -SD bedingt.
Dabei gibt es fu¨r jeden Typ von Gescha¨ftsobjekten ein Paar von Datenbankadmini-
stratoren:
• Der Smart-Administrator wird durch den OO-Spezialisten implementiert, steht
innerhalb der Koordinationsschicht einer Applikation zur Verfu¨gung und bietet
komfortable Methoden fu¨r die Verwaltung der Gescha¨ftsobjekte.
• Der JDBC-Administrator wird durch den DB-Spezialisten implementiert, kann
nur indirekt u¨ber den Smart-Administrator angesprochen werden und entha¨lt
die Implementierung applikations-spezifischer Datenbankoperationen unter Ver-
wendung von SQL.
OO-Spezialist und DB-Experte mu¨ssen demnach Informationen zu den Schnittstel-
len zwischen Smart-Administratoren und JDBC-Admininistratoren austauschen, da-
mit die Applikation zuverla¨ssig und effizient arbeiten kann.
13.2.3 Pra¨sentation
In diesem Abschnitt werden die Abha¨ngigkeiten erla¨utert, die bei einer web-basierten
Applikation zwischen der durch den Anwendungsexperten entwickelten Koordinati-
onsschicht und der durch den GUI-Designer realisierten Pra¨sentationsschicht beste-
hen.
(9) Benutzerinteraktion
Durch das vom System-Ingenieur erstellte Zustandu¨bergangsdiagramm fu¨r die GUI
wird eine bestimmte Abfolge von Interaktionspunkten (i.d.R. handelt es sich hierbei
um HTML-Seiten) fu¨r eine web-basierte Applikation vorgegeben. Diese Navigati-
onsstruktur spiegelt sich in dem initialen SLG wieder, der durch Importieren dieses
Diagramms entsteht und dann vom Anwendungsexperten verfeinert wird.
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Da am Entwicklungsprozess beteiligte Personen dieser beiden Rollen nach dem Aus-
tausch dieser Informationen zuna¨chst unabha¨ngig voneinander weiterarbeiten und
dabei auch A¨nderungen vornehmen ko¨nnen, muss spa¨ter bei der Integration von
GUI und Applikationslogik sichergestellt werden ko¨nnen, dass die Entwicklungser-
gebnisse zusammenpassen.
(10) Dateien
Den durch das Zustandsu¨bergangsdiagramm fu¨r die GUI beschriebenen Punkte mit
Benutzerinteraktion einer web-basierten Applikation kann innerhalb der Koordina-
tionsschicht, d.h. u¨ber einen Parameter spezieller SIBs mit Benutzerinteraktion aus
dem SLG , durch Angabe eines entsprechenden Dateinamens das zu verwendende
Template zugeordnet werden. Eine eindeutige Zuordnung und Benennung ist da-
bei unbedingt erforderlich fu¨r die korrekte Funktionsweise und Zuverla¨ssigkeit der
Applikation.
(11) Daten
Benutzerinteraktion im Rahmen einer web-basierten Applikation beinhaltet auch
den Datenaustausch zwischen ihrer Koordinations- und Pra¨sentationsschicht.
Zum einen werden durch den Anwendungsexperten die zu pra¨sentierenden Daten im
Rahmen des SLGs bereitgestellt, so dass der GUI-Designer auf diese Daten innerhalb
der Templates zugreifen kann.
Zum anderen werden durch zusa¨tzliche Parameter im Rahmen einer Benutzeran-
frage Daten an die Koordinationsschicht der Applikation u¨bermittelt, auf die der
Anwendungsexperte bei der Erstellung des SLG zugreifen kann.
Eine eindeutige Benennung der auszutauschenden Daten ist dabei unbedingt not-
wendig. Die Pru¨fung der Konsistenz verhindert, dass zur Laufzeit Probleme aufgrund
fehlender Daten auftreten.
(12) Kontrollfluss
Neben den Interaktionspunkten legt das Zustandsu¨bergangsdiagramm fu¨r die GUI
auch die Navigationsstruktur, d.h. den Kontrollfluss, einer Applikation fest. Diese
Information wird an zwei Stellen verwendet:
• Der GUI-Designer muss die Navigationsstruktur mithilfe von Links und For-
mularen auf Ebene der HTML-Templates realisieren.
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• Der Anwendungsexperte muss im SLG durch Benennung der von Interakti-
onspunkten ausgehenden Kanten den Kontrollfluss abbilden.




Datenbankadministratoren stellen eine Menge von Methoden fu¨r die Verwaltung
persistenter Gescha¨ftsobjekte zur Verfu¨gung. Diese Schnittstelleninformation muss
sowohl dem Komponenten-Integrator fu¨r die Implementierung von SIBs, als auch
dem Anwendungsexperten fu¨r die Realisierung der Applikationslogik bekannt sein.
(14) Spezifikation
Der Anwendungsexperte definiert die Schnittstellen sowie das intendierte Verhalten
von neuen Komponenten, die er beno¨tigt, um den SLG eines Features der Appli-
kation zu erstellen und leitet diese Spezifikation an den Komponenten-Integrator
weiter, der die neue Komponente nach eben diesen Anforderungen realisiert. Be-
vor schließlich die Applikation generiert werden kann, muss sichergestellt sein, dass






Validierung – Ein U¨berblick
Die Koordinationsschicht ist bei der Entwicklung personalisierter, web-basierter und
als Dienstfamilie konzipierter Applikationen mit ABC -SD zentral, wie bereits aus
der Beschreibung des Entwicklungsprozesses MyProcessABC -SD (siehe Kapitel 13)
hervorgeht.
In den Ha¨nden des Applikationsexperten laufen dabei alle Fa¨den zusammen, d.h. er
zeichnet verantwortlich fu¨r das Zusammenfu¨gen der Teilergebnisse, die im Rahmen
der rollen-basierten, arbeitsteiligen Entwicklung der Applikation entstehen.
Eine wesentliche Aufgabe des Applikationsexperten ist die Validierung. Mithilfe die-
ser wird vor dem Bereitstellen die Zuverla¨ssigkeit und Konsistenz der entwickelten
Applikation u¨berpru¨ft.
Dem Applikationsexperten stehen im Rahmen der Validierung verschiedene Me-
chanismen und Methoden zur Verfu¨gung, mit denen er einen Teil der durch die
rollen-basierte, arbeitsteilige Entwicklung einer web-basierten Applikation beding-
ten Abha¨ngigkeiten (siehe Abschnitt 13.2) geeignet pru¨fen kann. Auf diese Weise
kann die Zuverla¨ssigkeit der Workflows einer Applikation erho¨ht werden.
Wir unterscheiden zwei Arten der Validierung, die bereits in Abschnitt 5.2 beschrie-
ben sind:
• Local Check (LC ) dient zur U¨berpru¨fung lokaler Eigenschaften (siehe Kapitel
15).
• Modelchecking (MC ) wird fu¨r die U¨berpru¨fung globaler Eigenschaften einge-
setzt (siehe Kapitel 16).
Die folgende Tabelle gibt einen U¨berblick daru¨ber, welche dieser Abha¨ngigkeiten
im Rahmen der Validierung sinnvoll behandelt und automatisch u¨berpru¨ft werden
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ko¨nnen. Die Nummerierung der Abha¨ngigkeiten entspricht den Nummern, die in
Abschnitt 13.2 bei der Beschreibung der Abha¨ngigkeiten verwendet worden sind.
Daru¨ber hinaus wird den Abha¨ngigkeiten, die im Rahmen der in den folgenden
Kapiteln beschriebenen Validierungsmo¨glichkeiten behandelt werden, in der Tabelle
jeweils eine ada¨quate Validierungsmethode zugeordnet.
Abha¨ngigkeit (siehe Abschnitt 13.2) Local Check Modelchecking
(1) Applikation / Gesamtfunktionalita¨t – –
(2) Applikation / Konfiguration × –
(Abschnitt 15.2.3)
(3) Applikation / Intitialisierung – ×
(Anhang C.1.2)
(4) Gescha¨ftsobjekte / Typ – –
(5) Gescha¨ftsobjekte / Methoden – –
(6) Gescha¨ftsobjekte / Persistenz – –
(7) Gescha¨ftsobjekte / Assoziationen – –
(8) Gescha¨ftsobjekte / Administratoren – –
(9) Pra¨sentation / Benutzerinteraktion – –
(10) Pra¨sentation / Dateien × –
(Abschnitt 15.2.4)
(11) Pra¨sentation / Daten – ×
(Abschnitt 16.4)
(12) Pra¨sentation / Kontrollfluss × ×
(Abschnitt 15.2.1) (Abschnitt 16.4)
(Anhang C)
(13) Komponenten / Administratoren – –
(14) Komponenten / Spezifikation × –
(Abschnitt 15.2.2)
Abbildung 14.1: Abha¨ngigkeiten und Validierung
Kapitel 15
U¨berpru¨fung lokaler Eigenschaften
Lokale Eigenschaften werden im ABC -SD bei der Betrachtung einer einzelnen Kom-
ponente u¨berpru¨ft ohne das Umfeld zu beachten, in das die Komponente eingebettet
ist. Entsprechend der drei verschiedenen Arten von Komponeten – SIBs, Makros und
Dienste – werden hierbei folgende Szenarien unterschieden:
• Fu¨r SIBs, die im Rahmen von Makros und SLGs verwendet werden, ko¨nnen
beispielsweise auf Basis der Eingabe- und Ausgabeparameter sowie der Bran-
ches verschiedene Eigenschaften gepru¨ft werden, ohne andere Komponenten
oder den Bezug des aktuellen SIBs zu diesen innerhalb des Makros oder SLGs
zu beru¨cksichtigen.
Beispiel 15.1:
Der SIB ShowFile aus der Bibliothek EWIS Base dient dem Anzeigen einer HTML-
Seite und besitzt daher einen SIB -Parameter, welcher den Namen der zugeho¨rigen
HTML-Datei angibt. Eine u¨berpru¨fbare lokale Eigenschaft fu¨r diesen SIB -Typ ist
die Existenz der zugeho¨rigen HTML-Datei. y
• Makros ko¨nnen im Rahmen von anderen Makros bzw. SLGs verwendet wer-
den. Bei einer U¨berpru¨fung lokaler Eigenschaften eines Makros, wird dieses als
Blackbox betrachtet, d.h. der es definierende Graph wird nicht expandiert.
Beispiel 15.2:
Das Makro CheckAuthorizationContent ist in der Bibliothek PwisBase definiert
und realisiert die Zugriffsberechtigungspru¨fung. Hierfu¨r gibt es einen Eingabepara-
meter feature_id, der gesetzt sein muss, damit das Makro korrekt funktionieren
kann. Dies wird als lokale Eigenschaft gepru¨ft. y
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• Dienste sind Teil eines Workflows einer Applikation. Im Rahmen eines Work-
flows ko¨nnen lokale Eigenschaften von Diensten gepru¨ft werden. Dabei werden
die Dienste – wie zuvor die applikations-spezifischen Makros – als Blackbox
betrachtet, d.h. der zugeho¨rige SLG wird nicht expandiert.
Beispiel 15.3:
Fu¨r einen Dienst kann die Existenz der zugeho¨rigen Spezifikation, d.h. des zugeho¨ri-
gen SLGs, sowie der Implementierung des Dienstes, d.h. der generierten JAVA-
Dateien, als lokale Eigenschaft gepru¨ft werden. y
In Abschnitt 15.1 werden die Mo¨glichkeiten bei der U¨berpru¨fung lokaler Eigenschaf-
ten vor Einfu¨hrung des Frameworks dargestellt.
Abschnitt 15.2 entha¨lt einen Katalog lokaler Eigenschaften, welche alle durch die
arbeitsteilige, rollen-basierte Entwicklung bedingten Abha¨ngigkeiten abdecken, die
lokal gepru¨ft werden ko¨nnen.
15.1 Lokale Eigenschaften fu¨r SIBs
Lokale Eigenschaften fu¨r SIBs werden in der Interpreter-Sprache HLL als Local
Check Code (LCC ) spezifiziert [38, 37] und bei Beta¨tigen des Local Check (LC )
Buttons innerhalb des SLG- bzw. Makro-Fensters im ABC -SD u¨berpru¨ft.
Die Dateien, die den Local Check Code enthalten, mu¨ssen im sib Verzeichnis des
ABC -Projektes platziert sein, welches den jeweiligen SIB u¨ber eine Bibliothek be-
reitstellt. Dabei gibt es fu¨r jeden SIB drei Arten von LCC , der bei der U¨berpru¨fung
lokaler Eigenschaften beru¨cksichtigt wird:
• Globale Eigenschaft:
Die Datei global.lcc entha¨lt die Spezifikation des LCC , der fu¨r alle SIBs
ausgefu¨hrt wird.
• Eigenschaft fu¨r einen speziellen SIB :
Fu¨r jeden SIB -Typ kann daru¨ber hinaus individueller Local Check Code ge-
schrieben werden. Dieser wird dann in einer Datei <sib id>.lcc bereitgestellt,
wobei <sib id> den Typ des SIBs angibt. Dieser Local Check Code wird dann
fu¨r jede Instanz dieses SIB -Typs ausgefu¨hrt.
• Eigenschaften fu¨r alle SIBs einer SIB-Klasse:
Fu¨r jede SIB -Klasse kann eine Datei <sib class>.class.lcc definiert wer-
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den, die Local Check Code entha¨lt, welcher fu¨r alle SIBs ausgefu¨hrt wird, die
zu dieser SIB -Klasse geho¨ren.
Fu¨r jeden SIB ist die SIB -Klasse frei wa¨hlbar, ja sogar a¨nderbar. Diese Mo¨glich-
keit, Local Check Code zu schreiben, ist also sehr fehleranfa¨llig und sollte daher
nicht verwendet werden.
Beispiel 15.4:
Der folgende Local Check Code identifiziert isolierte SIBs, d.h. Knoten im Graphen, die
weder eingehende noch ausgehende Kanten haben und somit vom Kontrollfluss nie sinnvoll
erreicht werden ko¨nnen.
(* check for stray nodes which have nor ingoing edges
neither outgoing edges *)
if ((PLGraph.indeg (SDLocalCheck.local_check_node) == 0) and
(PLGraph.outdeg (SDLocalCheck.local_check_node) == 0)) then
SDLocalCheck.localCheckError ("Stray node found.");
fi;
Hierbei handelt es sich um eine lokale Eigenschaft, die fu¨r alle SIBs u¨berpru¨ft werden
muss. y
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Wir unterscheiden drei Typen von lokalen Eigenschaften:
• Typ (1): global, d.h. fu¨r alle Komponenten
• Typ (2): fu¨r eine konkrete Komponente
• Typ (3): fu¨r eine Menge von Komponenten
Die folgenden Abschnitte pra¨sentieren einen Katalog lokaler Eigenschaften, die gema¨ß
den vier Typen von Abha¨ngigkeiten, welche das Prozessmodell impliziert und die
mithilfe lokaler Eigenschaften u¨berpru¨ft werden ko¨nnen, gruppiert sind – wie bereits
in Kapitel 14 dargestellt.
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15.2.1 Kontrollfluss
Der Kontrollfluss eines Dienstes einer mit dem ABC -SD entwickelten web-basierten
Applikation wird durch die Kanten in dem zu dem Dienst geho¨rigen SLG beschrie-
ben (siehe Kapitel 5). Durch die Definition und U¨berpru¨fung lokaler Eigenschaften,
welche sich auf den Kontrollfluss einer Applikation beziehen, ko¨nnen Fehler im Gra-
phaufbau fru¨hzeitig wa¨hrend der Entwicklung aufgedeckt und behoben werden.
Folgende lokalen Eigenschaften mu¨ssen in Bezug auf den im Rahmen einer HTML-
Seite definierten Kontrollfluss einer mit dem ABC -SD entwickelten web-basierten
Applikation gelten:
• Benutzerinteraktion im Rahmen einer web-basierten Applikation findet
u¨ber HTML-Seiten statt. Dort kann ein Benutzer Links verfolgen bzw. Buttons
anklicken, um mit der Applikation zu interagieren.
Innerhalb des Kontrollflusses wird das Anzeigen einer HTML-Seite mithilfe
eines ShowFile 1 SIBs realisiert.
Es besteht also eine Abha¨ngigkeit zwischen der Pra¨sentationsschicht (konkret:
einer HTML-Seite) der Applikation und ihrer Koordinationsschicht (konkret:
dem ShowFile SIB im Graphen).
Die lokale Eigenschaft LcProp1, welche hier gepru¨ft werden muss, ist vom Typ
(2) und lautet:
’Jede von einem ShowFile SIB ausgehende Kante in einem SLG oder Makro
entspricht immer einem Link bzw. Button in der zu diesem SIB geho¨rigen
HTML-Seite und umgekehrt.’
Die Menge LcNodes1 der Komponenten, fu¨r die diese Eigenschaft gepru¨ft wer-
den muss, kann innerhalb der Taxonomie folgendermaßen beschrieben werden:
LcNodes1 =df SIB ∩ ShowFile
Die zugeho¨rige lokale Eigenschaft LcProp1 kann auf folgende Art und Weise
formal definiert werden:
LcProp1 =df ∀ node ∈ LcNodes1.
(LcUtil.checkBranchLinkMappingOk(node))
1Dieser SIB ist in der Bibliothek EWIS Base definiert.
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• Bestimmte Kompontenten kennzeichnen das Ende des Kontrollflusses. Bei-
spielsweise ko¨nnen mithilfe eines DownloadFile 2 SIBs einem Benutzer ande-
re Dokumentenformate als HTML zum Herunterladen angeboten werden, ein
ServiceCall 2 SIB ermo¨glicht die U¨bergabe des Kontrollflusses an einen an-
deren Dienst. Somit endet in diesen Fa¨llen der Kontrollfluss innerhalb des
aktuellen SLGs.
Da der Kontrollfluss an diesen ausgezeichneten Stellen endet, du¨rfen die zu-
geho¨rigen Komponenten keine ausgehenden Kanten besitzen.
Die lokale Eigenschaft LcProp2, welche hier gepru¨ft werden muss, ist vom Typ
(3) und lautet:
’Komponenten, an denen der Kontrollfluss endet, du¨rfen keine ausgehenden
Kanten besitzen.
Die Menge LcNodes2 der Komponenten, fu¨r die diese Eigenschaft gepru¨ft wer-
den muss, kann innerhalb der Taxonomie folgendermaßen beschrieben werden:
LcNodes2 =df Component ∩ End
Die zugeho¨rige lokale Eigenschaft LcProp2 kann auf folgende Art und Weise
formal definiert werden:
LcProp2 =df ∀ node ∈ LcNodes2. (LcUtil.OutdegZero(node))
• Ein unerreichbarer Teilbaum liegt vor, wenn fu¨r einen Knoten alle Branchna-
men an die von ihm ausgehenden Kanten vergeben sind, aber dennoch eine
unbeschriftete Kante existiert. Dann sind innerhalb des Teilbaums, der durch
Verfolgen der unbeschrifteten Kante erreicht wird, alle Knoten, zu denen man
ausschließlich u¨ber die unbeschriftete Kante gelangt, durch den Kontrollfluss
nicht erreichbar.
Die lokale Eigenschaft LcProp3, welche hier gepru¨ft wird, ist vom Typ (1) und
lautet:
’Ein Graph darf keine unerreichbaren Teilba¨ume enthalten.’
Die Menge LcNodes3 der Komponenten, fu¨r die diese Eigenschaft gepru¨ft wer-
den muss, kann innerhalb der Taxonomie folgendermaßen beschrieben werden:
LcNodes3 =df Component
2Dieser SIB ist in der Bibliothek PwisBase definiert.
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Die zugeho¨rige lokale Eigenschaft LcProp3 kann auf folgende Art und Weise
formal definiert werden:
LcProp3 =df ∀ node ∈ LcNodes3. (LcUtil.markDeadSibs(node))
Wird ein derartiger Konfigurationsfehler bei der lokalen U¨berpru¨fung mit
ABC -SD entdeckt, werden sowohl der Knoten, von dem die unbeschriftete
Kante ausgeht, als auch alle Knoten, die in dem unerreichbaren Teilbaum lie-
gen, blau markiert, um den entdeckten Fehler zu kennzeichnen.
• Unbeschriftete Kanten definieren Pfade, die vom Kontrollfluss nie erreicht
werden ko¨nnen.
Die lokale Eigenschaft LcProp4, welche hier gepru¨ft wird, ist vom Typ (1) und
lautet:
’Ein Graph darf keine unbeschrifteten Kanten enthalten.’
Die Menge LcNodes4 der Komponenten, fu¨r die diese Eigenschaft gepru¨ft wer-
den muss, kann innerhalb der Taxonomie folgendermaßen beschrieben werden:
LcNodes4 =df Component
Die zugeho¨rige lokale Eigenschaft LcProp4 kann auf folgende Art und Weise
formal definiert werden:
LcProp4 =df ∀ node ∈ LcNodes4. (LcUtil.hasNoUnlabelledBranches(node))
• Ein isolierter Knoten besitzt weder eingehende noch ausgehende Kanten
und kann somit durch den Kontrollfluss nie sinnvoll erreicht werden.
Die lokale Eigenschaft LcProp5, welche hier gepru¨ft wird, ist vom Typ (1) und
lautet:
’Ein Graph darf keine isolierten Knoten enthalten.’
Die Menge LcNodes5 der Komponenten, fu¨r die diese Eigenschaft gepru¨ft wer-
den muss, kann innerhalb der Taxonomie folgendermaßen beschrieben werden:
LcNodes5 =df Component
Die zugeho¨rige lokale Eigenschaft LcProp5 kann auf folgende Art und Weise
formal definiert werden:
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LcProp5 =df ∀ node ∈ LcNodes5. (LcUtil.NotIndegAndOutdegZero(node))
• Bei der Modellierung der Koordinationsschicht einer web-basierten Applikati-
on mit ABC -SD ist es mo¨glich, einen unzusammenha¨ngenden Graphen
zu spezifizieren. Allerdings gelten einige Einschra¨nkungen, damit die Applika-
tion dennoch korrekt funktionieren kann.
Lediglich SIBs vom Typ Start 3 oder ServiceEntry 3 ko¨nnen im Rahmen
einer web-basierten Applikation vom Benutzer direkt u¨ber den Browser durch
Eingabe einer URL angesprochen werden. Diese SIBs beno¨tigen also keine
eingehende Kante, um ausgefu¨hrt zu werden. Alle anderen SIB -Typen ko¨nnen
vom Kontrollfluss nicht erreicht und ausgefu¨hrt werden, wenn sie keine einge-
hende Kante besitzen.
Die lokale Eigenschaft LcProp6, welche hier gepru¨ft wird, ist vom Typ (3) und
lautet:
’Alle SIBs, die nicht vom Typ Start oder ServiceEntry sind, mu¨ssen
mindestens eine eingehende Kante besitzen.’
Die Menge LcNodes6 der Komponenten, fu¨r die diese Eigenschaft gepru¨ft wer-
den muss, kann innerhalb der Taxonomie folgendermaßen beschrieben werden:
LcNodes6 =df (SIB ∩¬ (Start ∪ ServiceEntry))
Die zugeho¨rige lokale Eigenschaft LcProp6 kann auf folgende Art und Weise
formal definiert werden:
LcProp6 =df ∀ node ∈ LcNodes6. (LcUtil.hasIndeg(node))
• Jeder Dienst wird durch einen SLG realisiert. Damit dieser korrekt funktio-
nieren kann, muss immer ein SIB vom Typ Start der Startknoten des
zugeho¨rigen SLGs sein.
Die lokale Eigenschaft LcProp7, welche hier gepru¨ft wird, ist vom Typ (3) und
lautet:
’Jeder SLG besitzt einen SIB vom Typ Start als Startknoten.’
Die Menge LcNodes7 der Komponenten, fu¨r die diese Eigenschaft gepru¨ft wer-
den muss, kann innerhalb der Taxonomie folgendermaßen beschrieben werden:
3Dieser SIB ist in der Bibliothek EWIS Base definiert.
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LcNodes7 =df (Component ∩ SLG)
Die zugeho¨rige lokale Eigenschaft LcProp7 kann auf folgende Art und Weise
formal definiert werden:
LcProp7 =df ∀ node ∈ LcNodes7. (LcUtil.hasStartNodeSet(node))
15.2.2 Komponenten
Das Ablaufverhalten einer Applikation wird im ABC -SD komponenten-basiert spe-
zifiziert (siehe Kapitel 5). Durch die Definition und U¨berpru¨fung lokaler Eigenschaf-
ten, welche sich auf die Verwendung und Konfiguration von Komponenten bei der
Entwicklung einer Applikation beziehen, ko¨nnen Fehler fru¨hzeitig wa¨hrend der Ent-
wicklung aufgedeckt und behoben werden.
Folgende lokalen Eigenschaften mu¨ssen in Bezug auf die Verwendung und Konfigura-
tion von Komponenten bei der Spezifikation der Applikationslogik mit dem ABC -SD
gelten:
• Verpflichtende Parameter einer Komponente referenzieren Variablen, die
im Rahmen der Ausfu¨hrung der Komponente zwingend notwendig sind. D.h. die
JAVA-Implementierung des Komponente geht davon aus, dass die zugeho¨rigen
Variablen gesetzt sind und auf deren Werte zugegriffen werden kann. Ist dies
nicht der Fall, weil der zu einer Variablen geho¨rige Parameter nicht gesetzt ist,
kann dies zu einem Laufzeitfehler beim Ausfu¨hren des zu einer Komponente
geho¨rigen JAVA-Codes fu¨hren.
Die lokale Eigenschaft LcProp8, welche hier gepru¨ft wird, ist vom Typ (3) und
lautet:
’Verpflichtende Parameter einer Komponente mu¨ssen immer gesetzt sein.’
Die Menge LcNodes8 der Komponenten, fu¨r die diese Eigenschaft gepru¨ft wer-
den muss, kann innerhalb der Taxonomie folgendermaßen beschrieben werden:
LcNodes8 =df Component ∩ hasRequiredParams
Die zugeho¨rige lokale Eigenschaft LcProp8 kann auf folgende Art und Weise
formal definiert werden:
LcProp8 =df ∀ node ∈ LcNodes8.
(LcUtil.hasNoUnsetRequiredParams(node))
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• Die fu¨r eine Komponente definierten Branches erscheinen im Graphen als Be-
schriftung der von dieser Komponente ausgehenden Kanten. Am Ende der Ab-
arbeitung einer Komponente – d.h. am Ende der Ausfu¨hrung des zugeho¨rigen
JAVA-Codes – ist festgelegt, welcher Branch verfolgt werden soll, um den Kon-
rollfluss fortzusetzen. Alle fu¨r eine Komponente definierten verpflichtenden
Branchnamen mu¨ssen also den von der Komponente ausgehenden Kanten
zugeordnet sein. Sonst kann es zu Laufzeitfehlern wa¨hrend der Ausfu¨hrung der
Applikation kommen, wenn nach Abarbeitung eine Komponente eine Kante im
Graphen verfolgt werden soll, die nicht gesetzt ist.
Die lokale Eigenschaft LcProp9, welche hier gepru¨ft wird, ist vom Typ (1) und
lautet:
’Verpflichtende Branches einer Komponente mu¨ssen immer gesetzt sein.’
Die Menge LcNodes9 der Komponenten, fu¨r die diese Eigenschaft gepru¨ft wer-
den muss, kann innerhalb der Taxonomie folgendermaßen beschrieben werden:
LcNodes9 =df Component
Die zugeho¨rige lokale Eigenschaft LcProp9 kann auf folgende Art und Weise
formal definiert werden:
LcProp9 =df ∀ node ∈ LcNodes9.
(LcUtil.hasNoUnsetRequiredBranches(node))
• Jede Komponente besitzt eine Spezifikation, in der die Namen der mo¨glichen
ausgehenden Kanten (d.h. Branches) festgelegt werden. Alle diese fu¨r eine
Komponente definierten Branches sind im Graph verfu¨gbar und ko¨nnen somit
zur Definition des Kontrollflusses verwendet werden. Fu¨r eine Komponente
muss jeder definierte Branch innerhalb ihrer JAVA-Implementierung
beru¨cksichtigt werden. Sonst kann im Graph mithilfe dieses Branches eine
Variante des Kontrollflusses spezifiziert werden, die jedoch zur Laufzeit der
Applikation aufgrund der fehlenden Implementierung nie auftritt.
Die lokale Eigenschaft LcProp10, welche hier gepru¨ft wird, ist vom Typ (1)
und lautet:
’Alle definierten Branches einer Komponente mu¨ssen innerhalb der
JAVA-Implementierung beru¨cksichtigt werden.’
Die Menge LcNodes10 der Komponenten, fu¨r die diese Eigenschaft gepru¨ft wer-
den muss, kann innerhalb der Taxonomie folgendermaßen beschrieben werden:
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LcNodes10 =df Component
Die zugeho¨rige lokale Eigenschaft LcProp10 kann auf folgende Art und Weise
formal definiert werden:
LcProp10 =df ∀ node ∈ LcNodes10.
(LcUtil.allSpecifiedBranchesImplemented(node))
• Die Implementierung einer Komponente legt fest, welche ausgehenden Bran-
ches diese zur Laufzeit hat. Wird ein Branchname innerhalb der Imple-
mentierung einer Komponente verwendet, der nicht u¨ber die zugeho¨rige Spe-
zifikation der Komponente im Graph verfu¨gbar gemacht wird, kann dies zu
einem Laufzeitfehler fu¨hren. Im Graphen besteht dann na¨mlich keine Mo¨glich-
keit, den zu dem innerhalb der Implementierung verwendeten Branchnamen
geho¨rigen Teil des Kontrollflusses zu spezifizieren, da der Branchname nicht als
Beschriftung einer von dieser Komponente ausgehenden Kante zur Verfu¨gung
steht.
Die lokale Eigenschaft LcProp11, welche hier gepru¨ft wird, ist vom Typ (1)
und lautet:
’Alle innerhalb der Implementierung einer Komponente verwendeten
Branches mu¨ssen u¨ber die Spezifikation der Komponente im Graphen
verfu¨gbar gemacht werden.’
Die Menge LcNodes11 der Komponenten, fu¨r die diese Eigenschaft gepru¨ft wer-
den muss, kann innerhalb der Taxonomie folgendermaßen beschrieben werden:
LcNodes11 =df Component
Die zugeho¨rige lokale Eigenschaft LcProp11 kann auf folgende Art und Weise
formal definiert werden:
LcProp11 =df ∀ node ∈ LcNodes11.
(LcUtil.allImplementedBranchesSpecified(node))
• Die Implementierung einer Komponentemuss in JAVA realisiert bzw. au-
tomatisch aus der komponenten-basierten Spezifikation generiert werden.
Die lokale Eigenschaft LcProp12, welche hier gepru¨ft wird, ist vom Typ (1)
und lautet:
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’Fu¨r jede im Rahmen der Spezifikation der Applikationslogik verwendete
Komponente muss eine Implementierung zur Verfu¨gung stehen.’
Die Menge LcNodes12 der Komponenten, fu¨r die diese Eigenschaft gepru¨ft wer-
den muss, kann innerhalb der Taxonomie folgendermaßen beschrieben werden:
LcNodes12 =df Component
Die zugeho¨rige lokale Eigenschaft LcProp12 kann auf folgende Art und Weise
formal definiert werden:
LcProp12 =df ∀ node ∈ LcNodes12. (LcUtil.isImplemented(node))
• Komponenten ko¨nnen Ein-/Ausgabe-Parameter besitzen. Diese Parameter
und deren Typenmu¨ssen in der Spezifikation und der Implementierung einer
Komponente u¨bereinstimmen, damit keine Laufzeitfehler auftreten.
Die lokale Eigenschaft LcProp13, welche hier gepru¨ft wird, ist vom Typ (1)
und lautet:
’Die Parameter einer Komponente sowie deren Typen mu¨ssen in der
Spezifikation und der Implementierung der Komponenten u¨bereinstimmen.’
Die Menge LcNodes13 der Komponenten, fu¨r die diese Eigenschaft gepru¨ft wer-
den muss, kann innerhalb der Taxonomie folgendermaßen beschrieben werden:
LcNodes13 =df Component
Die zugeho¨rige lokale Eigenschaft LcProp13 kann auf folgende Art und Weise
formal definiert werden:
LcProp13 =df ∀ node ∈ LcNodes13. (LcUtil.parameterListOk(node))
15.2.3 Konfiguration
Web-basierte Applikationen, die mit ABC -SD entwickelt werden, besitzen eine Kon-
figurationsdatei web.xml in der alle Dienste der Applikation sowie deren Konfigura-
tionsdaten definiert sind (siehe Abschnitt 7).
Folgende lokalen Eigenschaften mu¨ssen in Bezug auf diese Konfigurationsdatei bei
der Spezifikation der Koordinationsschicht einer Applikation mit ABC -SD gelten:
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• Nur diejenigen Dienste einer web-basierten, mit dem ABC -SD entwickelten
Applikation, die in der Konfigurationsdatei web.xml definiert sind, ko¨nnen
auch ausgefu¨hrt werden. Die Verfu¨gbarkeit des aktuellen Dienstes muss
also sichergestellt werden.
Die lokale Eigenschaft LcProp14, welche hier gepru¨ft wird, ist vom Typ (3)
und lautet:
’Der aktuelle Dienst muss in der Konfigurationsdatei web.xml definiert sein.’
Die Menge LcNodes14 der Komponenten, fu¨r die diese Eigenschaft gepru¨ft wer-
den muss, kann innerhalb der Taxonomie folgendermaßen beschrieben werden:
LcNodes14 =df (Component ∩ SLG)
Die zugeho¨rige lokale Eigenschaft LcProp14 kann auf folgende Art und Weise
formal definiert werden:
LcProp14 =df ∀ node ∈ LcNodes14. (LcUtil.currentServiceAvailable(node))
• Ein SIB vom Typ ServiceCall 4 ermo¨glicht das Referenzieren, d.h. das An-
stoßen, eines anderen Dienstes im Rahmen. Ein Dienst ist nur ausfu¨hrbar,
wenn er in der Konfigurationdatei web.xml definiert ist. Die Verfu¨gbarkeit
bei der Entwicklung der Koordinationsschicht einer Applikation referenzier-
ter Dienste muss garantiert werden, indem sie in der Konfigurationdatei
web.xml definiert werden. Sonst kann ein Laufzeitfehler auftreten.
Die lokale Eigenschaft LcProp15, welche hier gepru¨ft wird, ist vom Typ (2)
und lautet:
’Alle referenzierten Dienste mu¨ssen in der Konfigurationsdatei web.xml
definiert sein.’
Die Menge LcNodes15 der Komponenten, fu¨r die diese Eigenschaft gepru¨ft wer-
den muss, kann innerhalb der Taxonomie folgendermaßen beschrieben werden:
LcNodes15 =df (SIB ∩ ServiceCall)
Die zugeho¨rige lokale Eigenschaft LcProp15 kann auf folgende Art und Weise
formal definiert werden:
4Dieser SIB ist in der Bibliothek PwisBase definiert.
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LcProp15 =df ∀ node ∈ LcNodes15.
(LcUtil.referencedServiceAvailable(node))
• Einige SIBs – z.B. ServiceProperty2CallContext 5 bzw. ServiceProperty-
2InitContext 6 – greifen auf Konfigurationsdaten zu. Ein Dienst kann dabei
nur auf diejenigen Konfigurationsdaten zugreifen, die fu¨r ihn in der Konfigu-
rationdatei web.xml definiert sind. Die Verfu¨gbarkeit beno¨tigter Konfi-
gurationsdaten muss gewa¨hrleistet werden, da sonst ein Laufzeitfehler auf-
treten kann.
Die lokale Eigenschaft LcProp16, welche hier gepru¨ft wird, ist vom Typ (3)
und lautet:
’Alle in einem Dienst beno¨tigten Konfigurationsdaten mu¨ssen in der web.xml
definiert sein.’
Die Menge LcNodes16 der Komponenten, fu¨r die diese Eigenschaft gepru¨ft wer-
den muss, kann innerhalb der Taxonomie folgendermaßen beschrieben werden:
LcNodes16 =df Component ∩ usesConfigData
Die zugeho¨rige lokale Eigenschaft LcProp16 kann auf folgende Art und Weise
formal definiert werden:
LcProp16 =df ∀ node ∈ LcNodes16. (LcUtil.configDataAvailable(node))
15.2.4 Filesystem
Das Filesystem spielt eine wichtige Rolle wa¨hrend der Entwicklung und des Betriebs
einer web-basierten Applikation.
Folgende lokalen Eigenschaften mu¨ssen in Bezug auf das Filesystem bei der Spezifi-
kation der Koordinationsschicht einer Applikation mit ABC -SD gelten:
• Komponenten ko¨nnen Eingabeparameter besitzen, welche den Namen einer
Datei im Filesystem angeben. Diese referenzierten Dateien mu¨ssen exi-
stieren, da sonst ein Laufzeitfehler auftreten kann.
5Dieser SIB ist in der Bibliothek EWIS Base definiert.
6Dieser SIB ist in der Bibliothek PwisBase definiert.
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Beispiel 15.5:
Bestimmte SIBs – z.B. ShowFile 7 bzw. DownloadFile 8 – referenzieren Dateien,
die ein Template der Pra¨sentationsschicht beinhalten, das wa¨hrend der Ausfu¨hrung
einer Applikation verwendet wird, um z.B. Daten anzuzeigen. y
Die lokale Eigenschaft LcProp17, welche hier gepru¨ft wird, ist vom Typ (3)
und lautet:
’Alle in Komponenten als Parameter referenzierten Dateien mu¨ssen
vorhanden sein.’
Die Menge LcNodes17 der Komponenten, fu¨r die diese Eigenschaft gepru¨ft wer-
den muss, kann innerhalb der Taxonomie folgendermaßen beschrieben werden:
LcNodes17 =df Component ∩ FileAccess
Die zugeho¨rige lokale Eigenschaft LcProp17 kann auf folgende Art und Weise
formal definiert werden:
LcProp17 =df ∀ node ∈ LcNodes17. (LcUtil.usedFilesExist(node))
• Komponenten ko¨nnen auch Eingabeparameter besitzen, welche den Namen ei-
nes Verzeichnisses Datei im Filesystem angeben, auf das wa¨hrend der Ausfu¨h-
rung der Komponente zugegriffen wird. Diese referenzierten Verzeichnis-
se mu¨ssen existieren, da sonst ein Laufzeitfehler auftreten kann.
Die lokale Eigenschaft LcProp18, welche hier gepru¨ft wird, ist vom Typ (3)
und lautet:
’Alle in Komponenten als Parameter referenzierten Verzeichnisse mu¨ssen
existieren.’
Die Menge LcNodes18 der Komponenten, fu¨r die diese Eigenschaft gepru¨ft wer-
den muss, kann innerhalb der Taxonomie folgendermaßen beschrieben werden:
LcNodes18 =df Component ∩ DirAccess
Die zugeho¨rige lokale Eigenschaft LcProp18 kann auf folgende Art und Weise
formal definiert werden:
7Dieser SIB ist in der Bibliothek EWIS Base definiert.
8Dieser SIB ist in der Bibliothek PwisBase definiert.
15.2. Katalog Lokaler Eigenschaften 155
LcProp18 =df ∀ node ∈ LcNodes18. (LcUtil.usedDirectoriesExist(node))
• Vor dem Bereitstellen einer Applikation muss die Implementierung des
aktuellen Dienstes aus der komponenten-basierten Spezifikation seines Ab-
laufverhaltens generiert werden.
Die lokale Eigenschaft LcProp19, welche hier gepru¨ft wird, ist vom Typ (3)
und lautet:
’Die Implementierung des aktuellen Dienstes muss vorhanden sein.’
Die Menge LcNodes19 der Komponenten, fu¨r die diese Eigenschaft gepru¨ft wer-
den muss, kann innerhalb der Taxonomie folgendermaßen beschrieben werden:
LcNodes19 =df (Component ∩ SLG)
Die zugeho¨rige lokale Eigenschaft LcProp19 kann auf folgende Art und Weise
formal definiert werden:
LcProp19 =df ∀ node ∈ LcNodes19.
(LcUtil.currentServiceImplemented(node))
• Ein SIB vom Typ ServiceCall 9 ermo¨glicht des Aufrufen eines anderen
Dienstes. Die Spezifikation des Ablaufverhaltens als SLG muss fu¨r alle re-
ferenzierten Dienste vorhanden sein, da sonst auf nicht realisierte Dienste
verwiesen wird.
Die lokale Eigenschaft LcProp20, welche hier gepru¨ft wird, ist vom Typ (2)
und lautet:
’Alle referenzierten Dienste mu¨ssen als SLG spezifiziert sein.’
Die Menge LcNodes20 der Komponenten, fu¨r die diese Eigenschaft gepru¨ft wer-
den muss, kann innerhalb der Taxonomie folgendermaßen beschrieben werden:
LcNodes20 =df (Component ∩ ServiceCall)
Die zugeho¨rige lokale Eigenschaft LcProp20 kann auf folgende Art und Weise
formal definiert werden:
LcProp20 =df ∀ node ∈ LcNodes20.
(LcUtil.referencedServiceImplemented(node))
9Dieser SIB ist in der Bibliothek PwisBase definiert.
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• Ein SIB vom Typ ServiceCall 10 ermo¨glicht des Aufrufen eines anderen Dienstes.
Ein Dienst ist nur ausfu¨hrbar, wenn seine Implementierung verfu¨gbar ist. Die
Implementierung eines Dienstes wird durch die automatische Codegenierung
des MetaFrame Agent Building Center (siehe Abschnitt 5.3) erzeugt. Steht
beim Bereistellen der Applikation die Implementierung referenzierter
Dienste nicht zur Verfu¨gung, wird dies zu einem Laufzeitfehler fu¨hren.
Die lokale Eigenschaft LcProp21, welche hier gepru¨ft wird, ist vom Typ (2)
und lautet:
’Alle referenzierten Dienste mu¨ssen implementiert sein.’
Die Menge LcNodes21 der Komponenten, fu¨r die diese Eigenschaft gepru¨ft wer-
den muss, kann innerhalb der Taxonomie folgendermaßen beschrieben werden:
LcNodes21 =df (Component ∩ ServiceCall)
Die zugeho¨rige lokale Eigenschaft LcProp21 kann auf folgende Art und Weise
formal definiert werden:
LcProp21 =df ∀ node ∈ LcNodes21.
(LcUtil.referencedServiceImplemented(node))




Im Rahmen der Entwicklung einer personalisierten, web-basierten Applikation mit-
hilfe des ABC -SD ist die Modellierung der Koordinationsschicht dieser Applikation,
welche sich aus den Koordinationsschichten der in ihr enthaltenen Dienste zusam-
mensetzt, zentral.
Wa¨hrend der komponenten-basierten Erstellung der SLGs fu¨r die einzelnen Dienste
der zu entwickelnden Applikation mu¨ssen dabei bestimmte Aspekte in Bezug auf die
Verwendung und Kombination von Komponenten beru¨cksichtigt werden.
Diese Regeln beschreiben folgende Aspekte:
• Die Reihenfolge und Zusammenarbeit von Komponenten muss bei der Model-
lierung des Kontollflusses beru¨cksichtigt werden.
• Das Vorkommen bestimmter Komponenten an ausgezeichneten Stellen muss
sichergestellt werden ko¨nnen.
• Die Beru¨cksichtigung der Datenkontexte (siehe Kapitel 7), welche im Rahmen
des ABC -SD zur Verfu¨gung stehen, und ihrer Gu¨ltigkeitsbereiche spielt eine
wesentliche Rolle fu¨r die Verfu¨gbarkeit von Daten innerhalb der Koordinati-
onsschicht.
Beschrieben werden derartige Aspekte zum Teil im Benutzerhandbuch des ABC -SD
([56]) bzw. in der zugeho¨rigen technischen Dokumentation ([12, 3, 48, 42, 35]).
Auf diese Art und Weise werden Eigenschaften von Abla¨ufen fu¨r die Entwicklung
der SLGs einer Applikation lose spezifiziert, d.h. Empfehlungen bzw. Vorschriften
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fu¨r den Aufbau dieser Graphen, welche Eigenschaften fu¨r die Wohldefiniertheit eines
SLGs bzgl. eines betrachteten Aspekts festlegen.
Der zentrale Aspekt, auf den in diesem Kapitel der Schwerpunkt gelegt wird, ist die
U¨berpru¨fung von Eigenschaften, die sich auf die Gu¨ltigkeitsbereiche der im ABC -SD
verfu¨gbaren Datenkontexte (siehe Kapitel 7) beziehen.
A¨hnlich wie in der OO-Programmierung gibt es im Rahmen des ABC -SD verschie-
dene Gu¨ltigkeitsbereiche (Scopes).
In der OO-Programmierung ([67]) wird der Programmbereich, in dem eine Varia-
blendefinition gilt als Gu¨ltigkeitsbereich (Scope) bezeichnet. Wir unterscheiden als
Scopes Klasse, darin enthaltene Methoden sowie in diesen enthaltene Blo¨cke. Varia-
blen aus einem Scope sind in einem darin enthaltenen Scope gu¨ltig. Sie sind auch
sichtbar, solange sie nicht u¨berdeckt werden. Der Compiler pru¨ft dann, ob jeder
Verwendung einer Variable auch eine Deklaration und Initialisierung innerhalb des
betrachteten Scopes vorausgeht. Einer Variablen kann daru¨berhinaus eine Lebens-
dauer zugesprochen werden, die mit dem Gu¨ltigkeitsbereich nicht direkt etwas zu
tun hat, z.B. kann eine Variable innerhalb eines Programms mehrfach angelegt und
wieder gelo¨scht werden.
Eben solche Eigenschaften (d.h. DEF-USE-DEL Beziehungen) sollen nun im Rahmen
des ABC -SD u¨berpru¨ft werden. Hier sind die Gu¨ltigkeitsbereiche, welche wir zu
betrachten haben, festgelegt durch die Datenkontexte (siehe Kapitel 7), welche das
ABC -SD zur Verfu¨gung stellt. Allerdings gilt ein anderer Sichtbarkeitsbegriff. Die
Datenkontexte sind nicht geschachtelt und erlauben kein U¨berdecken von Variablen.
Im Rahmen dieses Kapitels wird also eine Toolunterstu¨tzung fu¨r einen sogenannten
Scope-Checker im Rahmen des ABC -SD vorgestellt. Dabei ko¨nnen die Eigenschaf-
ten, welche in Form einer Bibliothek von temporallogischen Formeln vordefiniert wer-
den, mithilfe des in das ABC integrierten Modelcheckers ([58, 99]) fu¨r eine beliebige,
mit dem ABC -SD realisierte, web-basierte Applikation wa¨hrend der im Entwick-
lungsprozess enthaltenen Validierungsphasen u¨berpru¨ft werden (siehe Abb. 13.1).
Die Technik des Modelchecking ([15, 94, 54, 59, 81, 52, 17]) ermo¨glicht die auto-
matische Verifikation von Systemen, indem fu¨r eine mathematische Struktur (das
sog. Modell) entschieden wird, ob sie eine bestimmte (temporale) Bedingung erfu¨llt.
In unserem Fall ist das Modell gegeben als Labelled Transition System (LTS ). Ein
LTS ist ein gerichteter Graph, an dessen Knoten und Kanten atomare Informationen
annotiert werden ko¨nnen. Bedingungen werden als Formeln in einer speziellen Lo-
gik spezifiziert, z.B. im modalen Mu-Kalku¨l ([7, 44, 6]). Mithilfe der Formel ko¨nnen
dann temporale Eigenschaften auf Basis der an die Knoten und Kanten annotier-
ten atomaren Informationen formuliert werden. Eine Formel kann sich dabei nur
auf Eigenschaften bzgl. der Graphstruktur beziehen. Daten werden u¨blicherweise
nicht beru¨cksichtigt. Sie ko¨nnen aber vor Beginn des Modelcheckings mittels eines
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Pra¨prozesses in atomare Informationen eines Knotens oder einer Kante codiert wer-
den und stehen damit dann auch entsprechend beim Spezifizieren der Formeln zur
Verfu¨gung.
Fu¨r die U¨berpru¨fung der Gu¨ltigkeit temporaler Bedingungen im Modell kann der
u¨ber das Modul MCGame in das ABC integrierte Modelchecker ([58, 99]) verwen-
det werden. Dieser benutzt als Eingabesprache den modalen Mu-Kalku¨l ([7, 44,
6]) mit Ru¨ckwa¨rtsmodalita¨t, stellt daru¨ber hinaus aber auch die bekannten CTL-
Operatoren ([16]) sowie eine Ru¨ckwa¨rts-Variante dieser CTL-Operatoren als Ma-
krokonstrukte der Eingabesprache zur Verfu¨gung. Vor der eigentlichen U¨berpru¨fung
einer Bedingung erfolgt eine U¨bersetzung derselben in den modalen µ-Kalku¨l mit
Ru¨ckwa¨rtsmodalita¨t. Ist eine Bedingung nicht fu¨r alle Knoten des Modells gu¨ltig,
kann der Benutzer interaktiv u¨ber ein Modelchecking-Spiel ([84, 85, 58]) die Fehler-
stelle im Modell ermitteln und den Fehler beheben. Dabei bietet das System dem
Benutzer eine Menge von Knoten an, von denen aus das Modelchecking-Spiel gest-
artet werden kann und fu¨r die das System eine Gewinnstrategie hat. Nach Auswahl
des Startknotens kann der Bennutzer das Spiel starten. Interaktiv wird der Benutzer
dabei immer wieder vom System aufgefordert, den Knoten zu wa¨hlen, mit dem das
Spiel fortgesetzt werden soll, bis schließlich das System gewonnen hat, d.h. einen
Knoten im Modell ermittelt hat, der die angegebene temporale Bedingung nicht
erfu¨llt.
16.1 Vorgehensweise
Bei der U¨berpru¨fung globaler Eigenschaften im Rahmen der Entwicklung persona-
lisierter, web-basierter Applikationen mithilfe des ABC -SD wird der in das ABC
integrierte Modelchecker ([58, 99]) eingesetzt.
Der Modelchecker erwartet als Eingabe
• einen knoten- und kanten-annotierten, gerichteten Graphen und
• eine temporallogische Formel.
Um also fu¨r eine mithilfe des ABC -SD entwickelte, web-basierte Applikation bzw.
einen der in ihr enthaltenen Dienste unter Einsatz des Modelcheckers die Gu¨ltigkeit
einer Eigenschaft zu pru¨fen, muss zuna¨chst
• die Applikation oder der Dienst in einen knoten- und kanten-annotierten, ge-
richteten Graphen u¨bergefu¨hrt werden, der vom Modelchecker als Eingabe
akzeptiert wird, und
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• die Eigenschaft, welche gepru¨ft werden soll, geeignet formalisiert, d.h. in Form
einer temporallogischen Formel spezifiziert werden.
Die U¨berpru¨fung einer Eigenschaft fu¨r eine Applikation oder einen ihrer Dienste
erfolgt mithilfe des Modelcheckings. Das zu der Applikation oder einem ihrer Dienste
geho¨rige Modell und die der Eigenschaft entsprechende Formel dienen dabei als
Eingabe fu¨r den Modelchecker.
Ausgabe des Modelcheckers ist ’ja’, wenn das Modell die Formel erfu¨llt, und ’nein’,
wenn das Modell die Formel nicht erfu¨llt.
Im zweiten Fall – d.h. wenn das Modell die Formel nicht erfu¨llt – kann der Mo-
delchecker vom Anwendungsexperten zur Fehlerdiagnose und -analyse eingesetzt
werden. Hierbei hat er verschiedene Mo¨glichkeiten:
• Die Menge der Fehlerknoten wird vom Modelchecker berechnet und kann
im Modell rot markiert angezeigt werden. Auf diese Weise erha¨lt der An-
wendungsexperte im Rahmen der Validierung einen Gesamtu¨berblick, welche
Knoten des Modells die ausgewa¨hlte Eigenschaft nicht erfu¨llen.
• Ein beliebiger Fehlerpfad kann durch den Modelchecker berechnet und
anschließend im Modell markiert werden. So hat der Anwendungsexperte die
Mo¨glichkeit, den Bereich innerhalb des Modells zu betrachten, in welchem der
Fehler auftritt.
• Das Starten eines interaktiven Modelchecking Spiels stellt eine noch
spezifischere Mo¨glichkeit der Fehlerdiagnose dar. Dabei kann der Anwendungs-
experte im Rahmen des Modelchecking-Spiels Schritt fu¨r Schritt die Entste-
hung des Fehlers sowie die Auswertung der Teilformeln fu¨r die ausgewa¨hlte
Eigenschaft nachvollziehen (wie in [58] detailliert beschrieben).
Abb. 16.1 gibt einen U¨berblick u¨ber die einelnen Schritte sowie die beno¨tigten Ein-
gaben und die gelieferten Ausgaben.
16.2 Modellgenerierung
Die Generierung des Modells fu¨r das Modelchecking erfolgt durch einen Pra¨prozess,
welcher aus mehreren Schritten besteht. Diese sind in den folgenden Abschnitten
detailliert beschrieben.
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Abbildung 16.1: Einsatz des Modelcheckings zur Fehlerdiagnose
16.2.1 Initiales Modell
Zu Beginn wird das initiale Modell erzeugt, indem abha¨ngig von der Ebene, auf
welcher eine globale Eigenschaft u¨berpru¨ft werden soll,
• eine Kopie des Original-SLGs erstellt wird (dabei ergibt sich eine Struktur des
Modells wie in Abb. 16.2 dargestellt)
oder
• der Workflowgraph der Applikation durch das Expandieren und Verbinden
der einzelnen SLGs in einem Graphen dargestellt wird (dabei ergibt sich eine
Struktur des Modells wie in Abb. 16.3 dargestellt).
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Modell fu¨r einen Dienst
Ein SLG fu¨r einen Dienst hat drei wesentliche Bestandteile: Initialisierung, globale
Fehlerbehandlung und die eigentliche Dienstlogik. Diese drei Bereiche sind disjunkt
und nur durch den Start-Knoten miteinander verbunden. Jeder SLG besitzt ge-
nau einen Start-Knoten und mindestens einen End-Knoten. Abb. 16.2 skizziert ein





Abbildung 16.2: Modell fu¨r einen Dienst
Modell fu¨r einen Workflow
Workflows ergeben sich durch die (sinnvolle) Hintereinanderausfu¨hrung mehrerer
Dienste, die im Rahmen der Applikation festgelegt wird. Der entstehende Work-
flowgraph entha¨lt demnach verschiedene Dienste. Dabei ist jeder Dienst als SLG
aufgebaut. Kanten zwischen SLGs verlaufen immer von einem End-Knoten des einen
SLGs zum Start-Knoten des folgenden SLGs.


























Abbildung 16.3: Modell fu¨r einen Workflow
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Die einzelnen Dienste werden dabei bei der Erstellung des Workflowgraphen nach
folgenden Regeln miteinander verbunden:
• Entha¨lt ein Dienst d1 einen ServiceCall SIB s, der einen Dienst d2 referen-
ziert, so wird im Workflowgraphen eine Kante einfu¨gt, welche von diesem SIB
s zum Startknoten des Dienstes d2 verla¨uft.
• Von jedem Endknoten e eines Dienstes d ausgehend wird ebenfalls eine Kante
in den Workflowgraphen eingefu¨gt. Hierbei ha¨ngt es von dem Typ des Dienstes
d ab, welchen Zielknoten diese Kante hat. Der Typ eines Dienstes ist in der
Taxonomie festgelegt. Wir unterscheiden:
– O¨ffentlicher Dienst: In diesem Fall verla¨uft die Kante vom Knoten e zum
Startknoten des Dienstes showNavbarPublic, der die o¨ffentliche Navigati-
on der Applikation realisiert.
– Privater Dienst: In diesem Fall verla¨uft die Kante vom Knoten e zum
Startknoten des Dienstes showNavbarPrivate, der die personalisierte Na-
vigation der Applikation realisiert.
– Login-Dienst: In diesem Fall verla¨uft die Kante vom Knoten e zum Start-
knoten des Dienstes showNavbarPrivate, der die personalisierte Naviga-
tion der Applikation realisiert.
– Logout-Dienst: In diesem Fall verla¨uft die Kante vom Knoten e zum
Startknoten des Dienstes showNavbarPublic, der die o¨ffentliche Navigati-
on der Applikation realisiert.
16.2.2 Annotierung der Knoten mit Atomaren Propositio-
nen
Im na¨chsten Schritt erfolgt die Annotierung der Knoten des Modells mit atomaren
Propositionen1, welche die Eigenschaften der entsprechenden Komponenten aus dem
Workflowgraphen bzw. SLG beschreiben.
Eigenschaften von Komponenten werden bereits bei deren Entwicklung festgelegt
und durch die anschließende Einordnung der Komponente in die zu einer Applikation
geho¨rigen Taxonomie dokumentiert – wie in Kapitel 10 beschrieben.
Im Rahmen der Modellgenerierung ko¨nnen die Eigenschaften einer Komponente,
z.B. eines SIBs, u¨ber die zur Applikation geho¨rige Taxonomie ermittelt und als
atomare Proposition an den entsprechenden Knoten im Modell annotiert werden.
1Atomare Propositionen sind Strings, die nach bestimmten Regeln aufgebaut sind und immer
mit einem ’ beginnen.
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Wir unterscheiden grundsa¨tzlich zwei Arten von atomaren Propositionen:
Spezielle Eigenschaften von Komponenten
werden mittels atomarer Propositionen beschrieben und an das Modell annotiert. Sie
geben an, was das Vorkommen des jeweiligen SIBs im Kontrollfluss der Applikation
konkret bedeutet, also eine direkte Eigenschaft der Komponente, die unabha¨ngig von
einer evtl. mo¨glichen Parametrisierung dieser Komponente gilt.
Folgende atomare Propositionen beschreiben die verschiedenen Interaktionspunkte
innerhalb der Applikation:
• ’Interact dient zur allgemeinen Kennzeichnung einer Stelle im Kontrollfluss
der Applikation, an der Benutzerinteraktion stattfindet.
• ’Start markiert den Startknoten eines Dienstes.
• ’Show kennzeichnet Benutzerinteraktion u¨ber HTML-Seiten.
• ’ServiceEntry markiert direkte Einsprungstellen eines Dienstes.
• ’Download kennzeichnet Benutzerinteraktion durch Download von Daten.
• ’ServiceCall kennzeichnet den Aufruf eines anderen Dienstes.
• ’End kennzeichnet das Ende eines Kontrollflusses innerhalb eines Dienstes.
• ’Final kennzeichnet einen Knoten ohne ausgehende Kanten.
SIBs ko¨nnen auch spezielle Eigenschaften bzgl. ihres Verwendungszweckes haben:
• ’InitSIB kennzeichnet SIBs, die im Rahmen der Dienstinitialisierung genutzt
werden.
• ’BranchErrorSIB kennzeichnet SIBs, die im Rahmen der globalen Fehlerbe-
handlung genutzt werden.
Die Grenzen der Gu¨ltigkeitsbereiche der zu Verfu¨gung stehenden Datenkontexte
(siehe Abschnitt 6) ko¨nnen mittels folgender atomarer Propositionen im Modell
beschrieben werden:
• ’BeginWiz kennzeichnet den Anfang eines Wizard-Kontextes.
• ’EndWiz kennzeichnet das Ende eines Wizard-Kontextes.
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• ’CheckWiz markiert die Stellen im Kontrollfluss, an denen die Existenz eines
Wizard-Kontextes gepru¨ft wird.
• ’SessionClear markiert Stellen im Kontrollfluss, an denen alle Daten, die
sich zu diesem Zeitpunkt im Session-Kontext befinden, gelo¨scht werden.
Aussagen u¨ber Variablen
werden u¨ber die der Applikation zugrunde liegende Taxonomie ermittelt und als
atomare Propositionen der Form
’<AKTION>*<KONTEXT>*<VARNAME>
an das Modell annotiert. Diese enthalten Informationen u¨ber
1. die Art der Variablennutzung, d.h. die Art der ausgefu¨hrten Aktion wird spe-
zifiziert (<AKTION>),
2. den Datenkontext (siehe Kapitel 7) in dem die Variable gespeichert ist (<KONTEXT>),
und
3. den Namen der Variable (<VARNAME>).
Folgende Aktionen (<AKTION>) stehen im Rahmen der Annotierung zur Verfu¨gung:
• DEF – eine Variable wird definiert
• USE – eine Variable wird verwendet
• DEL – eine Variable wird gelo¨scht
• CHECK – die Existenz einer Variable wird u¨berpru¨ft
Die verschiedenen Datenkontexte (<KONTEXT>), ihre Funktion sowie ihre Besonder-
heiten sind in Kapitel 7 beschrieben und werden folgendermaßen im Rahmen der
Annotierung referenziert:
• INIT – Initialisierungs-Kontext
• CONT – Container-Kontext
• SERV – Service-Kontext
• SESS – Session-Kontext
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• CALL – Call-Kontext
• WIZ – Wizard-Kontext
• REQ – Request-Kontext
• SHOW – Show-Kontext
Aussagen, die Variablen im Konfigurations-Kontext (siehe Abschnitt 7) betreffen,
ko¨nnen lokal u¨berpru¨ft werden (siehe Abschnitt 15), daher wird dieser Datenkontext
bei der Konstruktion atomarer Propositionen nicht beru¨cksichtigt.
Der dritte Teil <VARNAME> der atomaren Proposition gibt den Namen der Variable
an. Dieser Teil ist abha¨ngig von der Parametrisierung einer Komponente innerhalb
des SLGs.
16.2.3 Einfu¨gen neuer Knoten
An bestimmten Stellen innerhalb eines SLGs (siehe Abb. 16.4) mu¨ssen zusa¨tzliche
Knoten eingefu¨gt werden, die lediglich dem Zweck dienen, eine eindeutige Annotie-
rung zu ermo¨glichen, und die wir deshalb als UNIQUE Knoten bezeichnen.
Mithilfe von Komponenten, die Benutzerinteraktion u¨ber HTML Seiten ermo¨glichen,
ko¨nnen Daten – sogenannte Request-Parameter – u¨ber Links oder Buttons aus einer
HTML-Seite in die Koordinationsschicht einer Applikation u¨bermittelt werden.
Da eine HTML Seite mehrere ausgehende Links bzw. Buttons enthalten kann, kann
der zugeho¨rige ShowFile SIB entsprechend mehrere ausgehende Kanten besitzen.
Die Fragestellung, fu¨r die wir uns hier interssieren ist, welche Daten als Argumente
eines Links oder Buttons in die Koordinationsschicht u¨bermittelt werden, also welche
Request-Parameter durch einen ShowFile SIB an jeder einzelnen seiner ausgehenden
Kanten bereitgestellt werden.
Eine eindeutige Annotierung ist bei der Behandlung von Request-Parametern, wel-
che im Rahmen von Benutzerinteraktion aus einer HTML-Seite in die Koordinati-
onsschicht einer Applikation u¨bermittelt werden, nur durch Einfu¨gen neuer Knoten
mo¨glich, da die Request-Parameter ja den Kanten zugeordnet sind (siehe Abb. 16.4).
Daher wird jeweils ein neuer UNIQUEKnoten zwischen einen ShowFile SIB und jeden
seiner Nachfolger eingefu¨gt. Die Information zu den u¨ber eine Kante u¨bermittelten
Request-Parametern werden dann an diese neuen Knoten annotiert, wie in Abb. 16.5
dargestellt.




    ...
</head>
<body>
    ...
    <a href="$thisSIB.x.arg("a=1").arg("b=2")">x</a>
    ...
    <form method="post" action="$thisSIB.y.arg("a=1")">
         <input type="submit" value="weiter">
    </form>














Abbildung 16.5: Behandlung von ShowFile SIBs im Modell
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16.2.4 Annotierung der Kanten mit Aktionen
Die Aktionen, welche im Rahmen des Modelchecking als Annotierung der Kanten des
Modells zur Verfu¨gung stehen, werden wie u¨blich ([11]) aus den in der Applikation
bzw. im SLG verwendeten Branchnamen erzeugt und in das Modell eingefu¨gt.
16.3 Formelgenerierung
Im Rahmen der Formelgenerierung wird eine globale Eigenschaft fu¨r eine Applika-
tion oder einen ihrer Dienste so formalisiert, dass der Modelchecker die entstehende
temporallogische Formel als Eingabe akzeptiert.
16.3.1 Syntax fu¨r Temporallogische Formeln
Der in das ABC integrierte Modelchecker ([58, 99]) nimmt als Eingabe ein Mo-
dell, welches ein knoten- und kanten-annotierter Graph ist, sowie eine temporallo-
gische Formel, welche mithilfe des modalen µ-Kalku¨ls ([43, 44]) mit Vorwa¨rts- und
Ru¨ckwa¨rtsmodalita¨t spezifiziert wird.
Dabei bedeutet Vorwa¨rtsmodalita¨t, dass die Kanten des Modells in Pfeilrichtung
verfolgt werden, Ru¨ckwa¨rtsmodalita¨t2 entsprechend, dass die Kanten des Modells
entgegen der Pfeilrichtung verfolgt werden.
Zusa¨tzlich werden Konstrukte aus der Sprache CTL ([16]) – ebenfalls mit Vorwa¨rts-
und Ru¨ckwa¨rtsmodalita¨t – als Makro-Konstrukte der Eingabesprache zur Verfu¨gung
gestellt, welche intern in den modalen µ-Kalku¨l u¨bersetzt werden, bevor eine Formel
ausgewertet wird.
Die CTL-Operatoren werden jeweils mit Vorwa¨rtsmodalita¨t (dargestellt mittels des
Suffixes F) sowie mit Ru¨ckwa¨rtsmodalita¨t (dargestellt mittels des Suffixes B) ver-
wendet:
• AG (Φ) bedeutet ’Always Generally Φ’
• AF (Φ) bedeutet ’Always Finally Φ’
• EG (Φ) bedeutet ’Exists Generally Φ’
• EF (Φ) bedeutet ’Exists Finally Φ’
2Es handelt sich hierbei nicht um eine Ru¨ckwa¨rtsmodalita¨t auf dem Berechnungsbaum, sondern
auf dem Modell.
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• AWU (Φ1, Φ2) bedeutet ’Always Φ1 Weak Until Φ2’
• ASU (Φ1, Φ2) bedeutet ’Always Φ1 Strong Until Φ2’
• EWU (Φ1, Φ2) bedeutet ’Exists Φ1 Weak Until Φ2’
• ESU (Φ1, Φ2) bedeutet ’Exists Φ1 Strong Until Φ2’
Der Modelchecker verwendet daher fu¨r Formeln (Φ) eine Eingabesprache mit fol-
gender Syntax:
Φ ::= AProp | X | T | F |
(~Φ ) | (Φ & Φ) | (Φ | Φ) | (Φ => Φ) |
mu X. Φ | nu X. Φ |
< Act > Φ | [ Act ] Φ | !< Act >! Φ | ![ Act ]! Φ | Macro
Macro ::= AG F (Φ) | EG F (Φ) | AF F (Φ) | EF F (Φ) |
AWU F (Φ, Φ) | EWU F (Φ, Φ) | ASU F (Φ, Φ) | ESU F (Φ, Φ) |
AG B (Φ) | EG B (Φ) | AF B (Φ) | EF B (Φ) |
AWU B (Φ, Φ) | EWU B (Φ, Φ) | ASU B (Φ, Φ) | ESU B (Φ, Φ) |
Act ::= . | {ActList}
ActList ::= Action | Action , ActList
Dabei bezeichnet AProp eine atomare Proposition, die an einen Knoten des Modells
annotiert werden kann. Eine atomare Proposition muss immer mit dem Symbol ’
beginnen.
Action stellt eine Aktion dar, die an eine Kante des Modells annotiert werden kann.
Auch der Box-Operator des µ-Kalku¨ls ist mit Vorwa¨rtsmodalita¨t (dargestellt mittels
[ ]) sowie mit Ru¨ckwa¨rtsmodalita¨t (dargestellt mittels ![ ]!) verfu¨gbar. Ebenso kann
der Diamond-Operator des µ-Kalku¨ls mit Vorwa¨rtsmodalita¨t (dargestellt mittels
<>) sowie mit Ru¨ckwa¨rtsmodalita¨t (dargestellt mittels !<>!) verwendet werden.
16.3.2 Bezug zu anderen Arbeiten
Die folgenden Abschnitte geben einen kurzen U¨berblick u¨ber andere Arbeiten, an
denen wir uns orientieren und die in dem Gebiet der Definition von Patterns in
Form von temporallogischen Formeln und deren Einsatz bei der Spezifikation des
Verhaltens eines Softwaresystems angesiedelt sind.
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Patternsystem von Dwyer
Das Patternsystem von Dwyer ([18, 19, 20]) stellt eine Hierarchie von Patterns (siehe
Abb. 16.6) zur Verfu¨gung, welche verwendet werden ko¨nnen, um das Verhalten eines
Systems, d.h. globale Eigenschaften desselben, zu spezifizieren.
Abbildung 16.6: Pattern Hierarchie [18]
Jedes dieser Pattern betrachtet man dabei innerhalb eines bestimmten Scopes,
in dem es gelten muss. Die von Dwyer behandelten Scopes fu¨r Patterns sind in
Abb. 16.7 dargestellt. Ein Scope ist dabei in den Pattern-Definitionen nach [18]
immer vorne geschlossen und hinten offen. Die Autoren bemerken aber auch, dass
Scope-Variationen erlaubt und problemlos durchzufu¨hren sind.
Abbildung 16.7: Geltungsbereiche fu¨r Pattern [18]
Fu¨r die Spezifikation der Eigenschaften, welche im Rahmen dieser Arbeit betrach-
tet werden, reicht das Patternsystem von Dwyer aus. Folgende Pattern3 aus der
Hierarchie (Abb. 16.6) werden in dieser Arbeit verwendet.
3In diesem Abschnitt wird die zuvor in Abschnitt 16.3.1 eingefu¨hrte Syntax zum Angeben
der Formeln verwendet, um Irritationen zu vermeiden. Bei [18] wird die Negation mittels ! und
die Implikation mittels -> dargestellt. Außerdem sind dort die temporalen Operatoren in Infix-
Schreibweise verwendet.
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• Absence Pattern
– mit Scope ’Globally’ (’P is false’):
AG ( ~P )
– mit Scope ’After Q’ (’P is false after Q’):
AG ( Q => AG ( ~P ) )
– mit Scope ’After Q Until R’ (’P is false after Q until R’):
AG ( Q & ~R => AWU ( ~P , R ) )
• Universality Pattern
– mit Scope ’Globally’ (’P is true’):
AG ( P )
– mit Scope ’After Q’ (’P is true after Q’):
AG ( Q => AG ( P ) )
– mit Scope ’After Q Until R’ (’P is true after Q until R’):
AG ( Q & ~R => AWU ( P , R ) )
• Response Pattern
– mit Scope ’Globally’ (’S responds tp P’):
AG ( P => AF (S))
• Existence Pattern
– mit Scope ’Globally’ (’P becomes true’):
AF ( P )
Bei Verwendung des Universality bzw. des Absence Patterns mit dem Scope ’After
Q Until R’ nehmen wir die Scope-Variation ’Scope vorne offen’ vor:
AG (A => [.] AWU ( C , B ))
Damit dru¨cken wir die Eigenschaft aus, dass ausgehend von einem Knoten, an dem
A gilt, fu¨r alle Nachfolger dieses Knotens gilt, dass die Eigenschaft C gilt, bis wir
einen Knoten mit Eigenschaft B erreichen.
Die Verwendung und Kombination von Vorwa¨rts- ( F bzw. [ ] und <>) und Ru¨ck-
wa¨rts-Modalita¨t ( B bzw. ![ ]! und !<>!) in den Formeln ist bei Einsatz des
MCGame-Modelcheckers problemlos mo¨glich.
Vorwa¨rts-Modalita¨t bedeutet immer ’in Pfeilrichtung der Kante’, Ru¨ckwa¨rts-Moda-
lita¨t immer ’entgegen der Pfeilrichtung der Kante’. Das Ganze ko¨nnte man auch
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direkt im Modell abbilden, indem man die Ru¨ckwa¨rts-Kanten explizit dort auf-
nimmt: Wenn es im Originalgraph eine Kante a --x--> b gibt, dann fu¨gt man in
das Modell zusa¨tzlich eine Kante a <--x B-- b ein und kann dann Vorwa¨rts- und
Ru¨ckwa¨rts-Kanten durch das Suffix innerhalb der Formeln unterscheiden. Diese Art
der Modellgenerierung ist aber bei Verwendung des MCGame-Modelcheckers nicht
notwendig, da dort die Unterscheidung bzgl. der Kantenrichtung von vorne herein
zur Verfu¨gung steht.
Bei Dwyer werden die meisten Pattern mit AG am Anfang formuliert, da hier im
allgemeinen Systeme betrachtet werden, welche einen ausgezeichneten Startzustand
besitzen. Bei web-basierten Applikationen bietet einerseits jeder Interaktionspunkt
eine Einsprungstelle in die Applikation, auch unzusammenha¨ngende Graphen sind so
mo¨glich und erlaubt. Andererseits u¨berpru¨ft der MCGame-Modelchecker ([58, 99])
eine gegebene Eigenschaft sowieso fu¨r alle Knoten, sodass man den a¨ußersten Ope-
rator AG jeweils aus der Formel weglassen kann und dadurch sogar eine spezifischere,
genauere Fehlerdiagnosemo¨glichkeit erha¨lt.
Constraint Editor
Der in ([63, 65]) beschriebene Constraint Editor erlaubt einem Benutzer – i.d.R. dem
Anwendungsexperten – die Instanziierung von nach Dwyer spezifizierten Constraint-
Patterns mittels Fu¨llen von Platzhaltern. Dabei kann beim Fu¨llen der Platzhalter
auf konkrete SIB -Typen und deren Parameter aus dem zugrundeliegenden SLG
zugegriffen werden.
Dieser Constraint Editor bildet ein graphisches Front-End das den praktischen Ein-
satz der in [32] beschriebenen Ergebnisse ermo¨glicht, ohne dass der Benutzer sich
direkt mit dem modalen µ-Kalku¨l befassen muss. Bei [32] erlaubt eine Erweiterung
des modalen µ-Kalku¨ls das Argumentieren u¨ber SIB -Typen und -Parameter sowie
deren Werte innerhalb der temporallogischen Formeln.
Der Constraint-Editor soll eingesetzt werden fu¨r das Festlegen applikations-spezifi-
scher globaler Eigenschaften durch einen Benutzer, ohne dass dieser sich direkt mit
dem modalen µ-Kalku¨l befassen muss.
Bei den Eigenschaften bzgl. der Gu¨ltigkeitsbereiche der im ABC -SD zur Verfu¨gung
stehenden Datenkontexte – sog. Scoping-Regeln, die im Rahmen dieser Arbeit be-
trachtet werden sollen – handelt es sich um Aspekte, die fu¨r jede mit dem ABC -SD
entwickelte, web-basierte Applikation gelten mu¨ssen. Daher wird hierfu¨r eine Biblio-
thek von Scoping-Regeln erstellt, die der Anwendungsexperte mithilfe des Model-
checkers u¨berpru¨fen kann, ohne sich direkt mit den einzelnen Komponenten sowie
den temporallogischen Formeln auseinandersetzen zu mu¨ssen.
Ein Einsatz des Constraint Editors fu¨r die Definition von Scoping-Regeln wa¨re
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mo¨glich, aber sehr aufwa¨ndig und unhandhabbar, wie folgendes Beispiel fu¨r eine
Scoping-Regel bei Einsatz des Constraint-Editors zeigt:
Beispiel 16.1:
Betrachten wir die Aussage
’Auf ein DEF*CALL*x muss immer ein USE*CALL*x folgen’
Angenommen es gibt n SIB -Typen, die ein DEF*CALL*x als Eigenschaft besitzen, und
m SIB -Typen, die ein USE*CALL*x als Eigenschaft besitzen.
Dann mu¨sste man bei Verwendung des Constraint-Editors das Response Pattern (n ·m)-
mal instanziieren, na¨mlich fu¨r alle mo¨glichen Kombinationen von Vorkommen dieser SIBs.
Dies ist sehr aufwa¨ndig und insbesondere kaum wartbar. Kommt na¨mlich ein neuer SIB -
Typ hinzu, der ein USE*CALL*x als Eigenschaft besitzt, muss aus Konsistenzgru¨nden
das Response Pattern fu¨r alle n nun zusa¨tzlich verfu¨gbaren SIB -Kombinationen neu in-
stanziiert werden.
y
16.3.3 Spezifikation einer Formelvorlage fu¨r eine Eigenschaft
Die Definition einer Vorlage fu¨r eine temporallogische Formel4, welche auf einer
Variable basiert, erfolgt unter Verwendung eines Platzhalters fu¨r den im Rahmen
dieser Formel relevanten Variablennamen (<<var>>) aus dem Modell.
VAR String: template :=
" ( ’USE*REQ*<<var>> => ![.]! AWU_B ( ~INTERACT , ’DEF*REQ*<<var>> ) ) ";
In diesem Beispiel betrachten wir als Menge der relevanten Variablen all jene, welche
im Request-Kontext gespeichert sind (REQ) und die innerhalb des SLGs benutzt
werden, d.h. die Aktion USE wird ausgefu¨hrt.
Fu¨r jede Formelvorlage mu¨ssen wir zusa¨tzlich die Menge der relevanten Variablen
spezifizieren.
Die Formeln, welche in dieser Arbeit vorgestellt werden, beschreiben Eigenschaften
zur U¨berpru¨fung der Gu¨ltigkeitsbereiche der Datenkontexte (siehe Kapitel 7), wel-
che bei der Entwicklung web-basierter Applikationen mit ABC -SD zur Verfu¨gung
stehen.
Das bedeutet, dass im Rahmen der hier vorgestellten Bibliothek von Scoping-Regeln
i.d.R. einfache USE-DEF-DEL-Beziehungen unter Beru¨cksichtigung der Gu¨ltigkeitsbe-
reiche der bestehenden Datenkontexte gepru¨ft werden.
4Die hier verwendeten Code-Beispiele sind in der Sprache HLL ([37]) angegeben.
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Eine Bibliothek solcher Formelvorlagen fu¨r Scoping-Regeln im ABC -SD wird in
Abschnitt 16.4 pra¨sentiert.
16.3.4 Initialisierung einer Formelvorlage
Im Rahmen der Initialisierung einer Formelvorlage fu¨r ein konkretes Modell, muss
die Menge der Namen von Variablen aus dem Modell ermittelt werden, welche fu¨r die
ausgewa¨hlte Eigenschaft – repra¨sentiert durch eine Formelvorlage – relevant sind.
Hierfu¨r gibt es eine Funktion, welche die Menge aller fu¨r die ausgewa¨hlte Eigenschaft
relevanten Variablennamen fu¨r ein Modell, eine Aktion und einen Datenkontext be-
stimmt. Diese ruft fu¨r jeden Knoten des Modells eine entsprechende Funktion auf,
welche die Menge aller fu¨r die ausgewa¨hlte Eigenschaft relevanten Variablennamen
fu¨r den einzelnen Knoten bestimmt, und bildet die Vereinigung der ermittelten Teil-
mengen.
FUNCTION getVarsModel (ref PLGraph: model, String: action,
String: context): String Set
VAR PLNode List: nodeList;
VAR PLNode: next;
VAR String Set: result;
BEGIN
nodeList := PLGraph.getAllNodes (model);
result := {};
WHILE eq ((empty (nodeList)):String, "false") DO
next := hd (nodeList);
result := add (getVarsNode (next,action,context), result);




FUNCTION getVarsNode (ref PLNode: node, String: action ,
String: context): String Set
VAR AProp Set: aprops; VAR AProp: nextAP;




aprops := McGame.getAPropSet (node);
WHILE eq ((empty (aprops)):String, "false") DO
nextAP := hd (aprops);
prefix := "’" + action + "*" + context + "*";
IF String.startsWith (nextAP:String, prefix) THEN
s := nextAP:String; String.gsub (s, prefix, "");
result := add (s, result);
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FI;




Nach der Ermittlung der relevanten Variablennamen wird fu¨r jeden von diesen die
Formelvorlage initialisiert und schließlich die Konjunktion u¨ber alle diese Teilfor-
meln gebildet. Das Ergebnis ist eine temporallogische Formel, welche verwendet
werden kann, um die ausgewa¨hlte Eigenschaft fu¨r das konkrete Modell mithilfe des
Modelcheckers zu u¨berpru¨fen.
FUNCTION initFormulaTemplate (String: template ,







WHILE eq ((empty (vars)):String, "false") DO
nextVar := hd (vars);
s := template;
nextForm := String.gsub (s, "<<var>>", nextVar);
IF eq (result, "") THEN
result := nextForm;
ELSE
result := String.add (result, " & " + nextForm);
FI;





16.4 Katalog Globaler Temporaler Eigenschaften
Die Datenkontexte, welche im Rahmen der Entwicklung der Koordinationsschicht
einer web-basierten Applikation mit ABC -SD zur Verfu¨gung stehen, sind fest vor-
gegeben und festen Regeln unterworfen (siehe Kapitel 7).
Diese Scoping-Regeln mu¨ssen eingehalten werden, damit die entwickelte Applikati-
on bzgl. der innerhalb der Koordinationsschicht verwendeten Variablen zuverla¨ssig
funktionieren kann.
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Jeder, der mit ABC -SD web-basierte Applikationen entwickelt, ist selbst fu¨r die
Einhaltung dieser Regeln verantwortlich.
Durch eine Formalisierung dieser Regeln sowie eine Toolunterstu¨tzung bei der U¨ber-
pru¨fung der Regeln mittels Modelchecking, erha¨lt der Anwendungsexperte bei der
Entwicklung personalisierter, web-basierter Applikationen mit demABC -SD – d.h. beim
Erstellen der SLGs – die Mo¨glichkeit, von den Erfahrungen anderer zu profitieren.
”
Design patterns help you to learn from others’ sucesses
instead of your own failures“
(Mark Johnson5)
Die globalen Eigenschaften, welche u¨berpru¨ft werden, sind insofern von großem Nut-
zen, weil sie so allgemein gehalten sind, dass sie fu¨r jede mit dem ABC -SD realisierte
web-basierte Applikation angewendet werden ko¨nnen. Dennoch ko¨nnen dadurch vie-
le der u¨blicherweise im Rahmen der Entwicklung auftretenden Fehler (bzgl. der all-
gemeinen Struktur eines SLGs und der Verwendung von Variablen aus den verschie-
denen Datenkontexten) bereits in der Entwicklungsphase aufgedeckt und behoben
werden.
”
A design pattern systematically names, motivates, and
explains a general design that addresses a recurring design
problem in object-oriented systems. It describes the
problem, the solution, when to apply the solution, and its
consequences. It also gives implementation hints and
examples. The solution is a general arrangement of objects
and classes that solve the problem. The solution is
customized and implemented to solve the problem in a
particular context.“
(Erich Gamma et.al. [25])
Formeln, die sich auf den gerellen Aufbau eines SLGs beziehen, sind in Anhang C
zusammengestellt. In den folgenden Abschnitten werden die Scoping-Regeln pra¨sen-
tiert und detailliert beschrieben.
16.4.1 Initialisierungs-Kontext
Beschreibung
Auf den Initialisierungs-Kontext kann nur wa¨hrend der Dienstinitialisierung zuge-
griffen werden. Diese findet im Initialisierungsteil eines Dienstes statt, d.h. dem vom
5zitiert von B. Eckel [21]
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Startknoten aus u¨ber den init_service Branch erreichbaren Teil des SLGs.
Im Initialisierungs-Kontext muss fu¨r die verwendeten Variablen gelten, dass sie im-
mer vor ihrer Verwendung initialisiert worden sind, d.h. ausgehend von der Ver-
wendung einer beliebigen Variable <<var>> (’USE*INIT*<<var>>) muss ru¨ckwa¨rts
auf allen Pfaden immer die zugeho¨rige Initialisierung (’DEF*INIT*<<var>>) dieser
Variable zu finden sein, bevor der Startknoten (’Start) erreicht wird.
Formelvorlage
’Ausgehend von einer Variablenverwendung im Intialisierungs-Kontext darf
ru¨ckwa¨rts auf allen Pfaden nicht der Startknoten erreicht werden, bevor die
zugeho¨rige Variableninitialisierung gefunden worden ist.’
In Anlehnung an das Absence Pattern mit links offenem Scope ’After Q Until R’
spezifizieren wir die Formelvorlage fu¨r diese Eigenschaft ’P is false after Q until
R’ folgendermaßen, wobei Q = ’USE*INIT*<<var>>, R = ’DEF*INIT*<<var>> und
P = ’Start verwendet werden:
∧ <<var>> ∈ getVarsModel(model,"USE","INIT")
’USE*INIT*<<var>> => ![.]! AWU_B ( ~ ’Start , ’DEF*INIT*<<var>> )
16.4.2 Show-Kontext
Beschreibung
Der Show-Kontext dient dazu, Daten fu¨r die Visualisierung im Rahmen einer HTML
Seite o.a¨. (PDF, CSV, etc.) bereitzustellen. Dabei ist der zu einem Knoten mit Be-
nutzerinteraktion geho¨rige Show-Kontext innerhalb des SLGs ausgehend von diesem
Knoten ru¨ckwa¨rts auf allen Pfaden bis zum Erreichen des na¨chsten Knotens mit Be-
nutzerinteraktion zugreifbar.
Im Show-Kontext muss fu¨r die verwendeten Variablen gelten, dass sie immer vor
ihrer Verwendung initialisiert worden sind, d.h. ausgehend von der Verwendung einer
beliebigen Variable <<var>> (’USE*SHOW*<<var>>) muss ru¨ckwa¨rts auf allen Pfaden
immer die zugeho¨rige Initialisierung (’DEF*SHOW*<<var>>) dieser Variable zu finden
sein, bevor der na¨chste Interaktionsknoten (’Interact) erreicht wird.
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Formelvorlage
’Ausgehend von einer Variablenverwendung im Show-Kontext darf ru¨ckwa¨rts auf
allen Pfaden kein Interaktionsknoten erreicht werden, bevor die zugeho¨rige
Variableninitialisierung gefunden worden ist.’
In Anlehnung an das Absence Pattern mit links offenem Scope ’After Q until R’
spezifizieren wir die Formelvorlage fu¨r diese Eigenschaft ’P is false after Q until
R’ folgendermaßen, wobei Q = ’USE*SHOW*<<var>>, R = ’DEF*SHOW*<<var>> und
P = ’Interact verwendet werden:
∧ <<var>> ∈ getVarsModel(model,"USE","SHOW")
’USE*SHOW*<<var>> =>
![.]! AWU_B ( ~ ’Interact , ’DEF*SHOW*<<var>> )
16.4.3 Call-Kontext
Beschreibung
Als Call-Kontext wird der Bereich eines SLGs zwischen zwei direkt aufeinander
folgenden Interaktionsknoten bezeichnet.
Im Call-Kontext muss fu¨r die verwendeten Variablen gelten, dass sie immer vor ih-
rer Verwendung initialisiert worden sind und zwischendurch nicht wieder gelo¨scht
werden, d.h. ausgehend von der Verwendung einer beliebigen Variable <<var>>
(’USE*CALL*<<var>>) muss ru¨ckwa¨rts auf allen Pfaden immer die zugeho¨rige In-
itialisierung (’DEF*CALL*<<var>>) dieser Variable zu finden sein, bevor der na¨chste
Interaktionsknoten (’Interact) oder ein Knoten, der diese Variable aus dem Call-
Kontext entfernt (’DEL*CALL*<<var>>), erreicht wird.
Formelvorlage
’Ausgehend von einer Variablenverwendung im Call-Kontext darf ru¨ckwa¨rts auf
allen Pfaden kein Interaktionsknoten und kein Knoten, der diese Variable aus dem
Call-Kontext entfernt, erreicht werden, bevor die zugeho¨rige
Variableninitialisierung gefunden worden ist.’
In Anlehnung an das Absence Pattern mit links offenem Scope ’After Q until R’
spezifizieren wir die Formelvorlage fu¨r diese Eigenschaft ’P is false after Q until
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R’ folgendermaßen, wobei hier Q = ’USE*CALL*<<var>>, R = ’DEF*CALL*<<var>>
und P = (’Interact | ’DEL*CALL*<<var>>) verwendet werden:
∧ <<var>> ∈ getVarsModel(model,"USE","CALL")
’USE*CALL*<<var>> =>




Der Request-Kontext dient dazu, Daten aus einer HTML Seite innerhalb der Koor-
dinationsschicht eines Dienstes bereitzustellen. Dabei ist der zu einem Knoten mit
Benutzerinteraktion geho¨rige Request-Kontext innerhalb des SLGs ausgehend von
diesem Knoten vorwa¨rts auf allen Pfaden bis zum Erreichen des na¨chsten Knotens
mit Benutzerinteraktion zugreifbar.
Im Request-Kontext muss fu¨r die verwendeten Variablen gelten, dass sie immer vor
ihrer Verwendung initialisiert worden sind, d.h. ausgehend von der Verwendung einer
beliebigen Variable <<var>> (’USE*REQ*<<var>>) muss ru¨ckwa¨rts auf allen Pfaden
immer die zugeho¨rige Initialisierung (’DEF*REQ*<<var>>) dieser Variable zu finden
sein, bevor der na¨chste Interaktionsknoten (’Interact) erreicht wird.
Formelvorlage
’Ausgehend von einer Variablenverwendung im Request-Kontext darf ru¨ckwa¨rts
auf allen Pfaden kein Interaktionsknoten erreicht werden, bevor die zugeho¨rige
Variableninitialisierung gefunden worden ist.’
In Anlehnung an das Absence Pattern mit links offenem Scope ’After Q until R’
spezifizieren wir die Formelvorlage fu¨r diese Eigenschaft ’P is false after Q un-
til R’ folgendermaßen, wobei Q = ’USE*REQ*<<var>>, R = ’DEF*REQ*<<var>> und
P = ’Interact verwendet werden:
∧ <<var>> ∈ getVarsModel(model,"USE","REQ")
’USE*REQ*<<var>> =>
![.]! AWU_B ( ~ ’Interact , ’DEF*REQ*<<var>> )
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16.4.5 Session-Kontext
Beschreibung
Der Session-Kontext ist wa¨hrend der gesamten Zeit zugreifbar, in der ein Benutzer
mit der web-basierten Applikation interagiert, erstreckt sich also in der Regel u¨ber
mehrere Dienste.
Im Session-Kontext muss fu¨r die verwendeten Variablen gelten, dass sie immer vor
ihrer Verwendung initialisiert worden sind, d.h. ausgehend von der Verwendung einer
beliebigen Variable <<var>> (’USE*SESS*<<var>>) muss ru¨ckwa¨rts auf allen Pfa-
den immer die zugeho¨rige Initialisierung (’DEF*SESS*<<var>>) dieser Variable zu
finden sein, bevor der Beginn des Workflows, d.h. der Startknoten des ersten Dienstes
(’Start & ~!<.>! T) in der Ausfu¨hrungsreihenfolge im Rahmen der stattfindenen
Interaktion zwischen Benutzer und Applikation, erreicht wird oder eine Aktion pas-
siert, welche die Variable auf die eine oder ander Weise aus dem Session-Kontext
entfernt (’SessionClear | ’DEL*SESS*<<var>>).
Formelvorlage
’Ausgehend von einer Variablenverwendung im Session-Kontext darf ru¨ckwa¨rts auf
allen Pfaden kein Knoten, der diese Variable auf die eine oder andere Weise aus
dem Session-Kontext entfernt, und auch nicht der initiale Startknoten erreicht
werden, bevor die zugeho¨rige Variableninitialisierung gefunden worden ist.’
In Anlehnung an das Absence Pattern mit links offenem Scope ’After Q until R’
spezifizieren wir die Formelvorlage fu¨r diese Eigenschaft ’P is false after Q until
R’ folgendermaßen, wobei hier Q = ’USE*SESS*<<var>>, R = ’DEF*SESS*<<var>>
und P = ((’Start & ~!<.>! T) | ’SessionClear | ’DEL*SESS*<<var>>) ver-
wendet werden:
∧ <<var>> ∈ getVarsModel(model,"USE","SESS")
’USE*SESS*<<var>> =>
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16.4.6 Service-Kontext
Beschreibung
Der Service-Kontext eines Dienste ist innerhalb des gesamten, zu diesem Dienst
geho¨rigen SLGs zugreifbar.
Im Service-Kontext muss fu¨r die verwendeten Variablen gelten, dass sie immer vor
ihrer Verwendung initialisiert worden sind, d.h. ausgehend von der Verwendung
einer beliebigen Variable <<var>> (’USE*SERV*<<var>>) muss ru¨ckwa¨rts auf allen
Pfaden immer die zugeho¨rige Initialisierung (’DEF*SERV*<<var>>) dieser Variable
innerhalb der Dienstlogik, d.h. bevor der Startknoten dieses Dienstes erreicht wird,
oder innerhalb des Initialisierungsteils des SLGs zu finden sein.
Dabei darf die Variable auf dem Weg zwischen Verwendungsort und Initialisierung
bzw. nach ihrer Definition innerhalb des Initialsierungsteils des aktuellen Dienstes
nicht aus dem Service-Kontext entfernt werden.
Formelvorlage
’Ausgehend von einer Variablenverwendung im Service-Kontext darf ru¨ckwa¨rts auf
allen Pfaden kein Knoten erreicht werden, der diese Variable auf die eine oder
andere Weise aus dem Service-Kontext entfernt, bevor die zugeho¨rige
Variableninitialisierung gefunden worden ist. Auch der Startknoten des aktuellen
Dienstes darf nicht erreicht werden, bevor die zugeho¨rige Variableninitialisierung
gefunden worden ist, außer in dem vom Startknoten aus erreichbaren
Initialisierungsteil wird die Variable initialisiert und danach nicht wieder gelo¨scht.’
In Anlehnung an das Absence Pattern mit links offenem Scope ’After Q until
R’ spezifizieren wir die Formelvorlage fu¨r diese Eigenschaft ’P is false after Q
until R’ folgendermaßen, wobei im Rahmen der Formelvorlage als Teilausdru¨cke
Q = ’USE*SERV*<<var>> und P = (’DEL*SERV*<<var>> | ’Start) verwendet wer-
den und das R als Disjunktion definiert ist.
Dabei beschreibt der linke Operand (’DEF*SERV*<<var>>) dieser Disjunktion die
Situation, dass die Variableninitialisierung gefunden wird, bevor man den Start-
knoten erreicht. Im rechten Operanden wird spezifiziert, dass man den Startkno-
ten (’Start) erreicht und (&) dort dann folgendes gilt: Man erreicht u¨ber den
init_service Branch einen Knoten, von dem aus man schliesslich auf allen Pfaden
die Stelle der Variableninitialisierung (’DEF*SERV*<<var>>) erreicht, und ab die-
ser Stelle auf allen Pfaden wird die Variable nicht wieder aus dem Service-Kontext
gelo¨scht (AG_F (~’DEL*SERV*<<var>>)).
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Der zweite Operand der Disjunktion wird hierbei unter Verwendung des Existence
Patterns (mit Scope ’Globally’) sowie des Universality Patterns (mit Scope ’Global-
ly’) gebildet.
∧ <<var>> ∈ getVarsModel(model,"USE","SERV")
’USE*SERV*<<var>> =>





AF_F ( ’DEF*SERV*<<var>> &
AG_F ( ~ ’DEL*SERV*<<var>> ) ) ) ) )
16.4.7 Container-Kontext
Beschreibung
Der Container-Kontext ist innerhalb der SLGs aller, zu einer Applikation geho¨rigen
Dienste zugreifbar.
Im Container-Kontext muss fu¨r die verwendeten Variablen gelten, dass sie immer
vor ihrer Verwendung initialisiert worden sind, d.h. ausgehend von der Verwendung
einer beliebigen Variable <<var>> (’USE*CONT*<<var>>) muss ru¨ckwa¨rts auf allen
Pfaden immer die zugeho¨rige Initialisierung (’DEF*CONT*<<var>>) dieser Variable
innerhalb der Dienstlogik, oder innerhalb des Initialisierungsteils eines SLGs, den
man auf diesem Weg passiert, zu finden sein.
Dabei darf die Variable auf dem Weg zwischen Verwendungsort und Initialisierung
bzw. nach ihrer Definition innerhalb des Initialsierungsteils eines Dienstes nicht aus
dem Service-Kontext entfernt werden.
Formelvorlage
’Ausgehend von einer Variablenverwendung im Container-Kontext darf ru¨ckwa¨rts
auf allen Pfaden kein Knoten erreicht werden, der diese Variable auf die eine oder
andere Weise aus dem Service-Kontext entfernt, bevor die zugeho¨rige
Variableninitialisierung gefunden worden ist oder ein Startknoten eines Dienstes
passiert wird, in dessen Intitialisierungsteil die Variable initialisiert und danach
nicht wieder gelo¨scht wird.’
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Der einzige Unterschied zu der in dem vorigen Abschnitt beschriebenen Eigenschaft
(Service-Kontext) besteht darin, dass die Variableninitialisierung nicht nur in dem
Initialisierungsteil des aktuellen Dienstes erfolgen kann, sondern generell in dem
Initialisierungsteil eines beiliebigen Dienstes, welchen man auf dem Weg zuru¨ck pas-
siert.
In Anlehnung an das Absence Pattern mit links offenem Scope ’After Q until
R’ spezifizieren wir die Formelvorlage fu¨r diese Eigenschaft ’P is false after Q
until R’ folgendermaßen, wobei im Rahmen der Formelvorlage als Teilausdru¨cke
Q = ’USE*SERV*<<var>> und P = (’DEL*SERV*<<var>> | ’Start & ~!<.>! T )
verwendet werden und das R als Disjunktion definiert ist.
Dabei beschreibt der linke Operand (’DEF*SERV*<<var>>) dieser Disjunktion die
Situation, dass die Variableninitialisierung gefunden wird, bevor man den Start-
knoten erreicht. Im rechten Operanden wird spezifiziert, dass man den Startkno-
ten (’Start) erreicht und (&) dort dann folgendes gilt: Man erreicht u¨ber den
init_service Branch einen Knoten, von dem aus man schliesslich auf allen Pfaden
die Stelle der Variableninitialisierung (’DEF*SERV*<<var>>) erreicht, und ab die-
ser Stelle auf allen Pfaden wird die Variable nicht wieder aus dem Service-Kontext
gelo¨scht (AG_F (~’DEL*SERV*<<var>>)).
Der zweite Operand der Disjunktion wird hierbei unter Verwendung des Existence
Patterns (mit Scope ’Globally’) sowie des Universality Patterns (mit Scope ’Global-
ly’) gebildet.
∧ <<var>> ∈ getVarsModel(model,"USE","CONT")
’USE*SERV*<<var>> =>
![.]! AWU_B ( ~ ( ’DEL*SERV*<<var>> |




AF_F ( ’DEF*SERV*<<var>> &
AG_F ( ~ ’DEL*SERV*<<var>> ) ) ) ) )
16.4.8 Wizard-Kontext
Der Wizard-Kontext ist ein Scope, der vom Anwendungsexperten bei Bedarf einge-
setzt werden kann, um Daten u¨ber mehrere Interaktionspunkte innerhalb der Ap-
plikation aufzusammeln bzw. zu halten. Somit muss der Anwendungsexperte bei
Verwendung dieses Scopes die Grenzen desselben im Rahmen der Entwicklung der
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Koordinationsschicht einer Applikation explizit festlegen, indem er entsprechende
Komponenten in den jeweiligen SLG einbaut.
Beschreibung
Wenn eine Variable aus dem Wizard-Kontext verwendet wird, muss sichergestellt
sein, dass vorher innerhalb des Wizard-Kontextes diese Variable definiert und der
Wizard-Kontext nicht verlassen wird. Diese Eigenschaft wird in vier Teile aufge-
splittet:
1. Auf dem Weg von einer Variablenverwendung zu deren Definition darf keine
Grenze des Wizard-Kontextes erreicht oder die Variable aus diesem gelo¨scht
werden.
2. Knoten, welche Benutzerinteraktion ermo¨glichen und auf dem Weg von einer
Variablenverwendung zu deren Definition passiert werden, mu¨ssen denWizard-
Kontext erhalten.
3. Knoten, welche die Gu¨ltigkeit des Wizard-Kontextes oder die Existenz einer
Variable in diesem pru¨fen, mu¨ssen sinnvoll in den Kontrollfluss eingebunden
werden.
4. Ein Knoten, welcher eine Variable im Wizard-Kontext definiert, muss sich
innerhalb der Grenzen eines Wizard-Kontextes befinden.
Formelvorlagen
1. Nach dem Absence Pattern mit Scope ’After Q Until R’, wobei im Rahmen der
Formelvorlage als Teilausdru¨cke Q=’USE*WIZ*<<var>>, R=’DEF*WIZ*<<var>>
und P=(’BeginWiz | ’EndWiz | ’SessionClear | ’DEL*WIZ*<<var>>) ver-
wendet werden, lautet die Formel fu¨r diese Eigenschaft:
∧ <<var>> ∈ getVarsModel(model,"USE","WIZ")
’USE*WIZ*<<var>> =>
![.]! AWU_B ( ~ ( ’BeginWiz | ’EndWiz |
’SessionClear | ’DEL*WIZ*<<var>> ) ,
’DEF*WIZ*<<var>> )
2. Nach dem Universality Pattern mit Scope ’After Q Until R’ werden im Rah-
men der Formelvorlage Q=’USE*WIZ*<<var>> und R=’DEF*WIZ*<<var>> als
Teilausdru¨cke verwendet. P stellt die Konjunktion zweier Aussagen dar, wobei
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• (’Show => [.](’DEF*REQ*wiz & [.]’CheckWiz)) aussagt, dass jeder
Show-SIB den Wizard-Kontext erhalten muss, indem er an alle seine
Nachfolger den zum Wizard geho¨rigen Request-Parameter wiz weitergibt
und die Existenz des Wizards im Anschluss u¨berpru¨ft wird (’CheckWiz),
und
• (’Start => ’DEF*REQ*wiz) aussagt, dass jeder Start-SIB den Wizard-
Kontext erhalten muss, indem er den zum Wizard geho¨rigen Request-
Parameter wiz weitergibt.
∧ <<var>> ∈ getVarsModel(model,"USE","WIZ")
’USE*WIZ*<<var>> =>
![.]! AWU_B (( ’Show => [.](’DEF*REQ*wiz & [.]’CheckWiz )) &
( ’Start => ’DEF*REQ*wiz ) ,
’DEF*WIZ*<<var>> )
3. Nach dem Universality Pattern mit Scope ’After Q Until R’, wobei hier der Sco-
pe vorne geschlossen ist, wird die na¨chste Eigenschaft formuliert. Sie besagt,
dass – ausgehend von einer Variablenverwendung Q=’USE*WIZ*<<var>> auf
dem Weg zu der zugeho¨rigen Variablendefinition R=’DEF*WIZ*<<var>> – Kno-
ten, welche die Gu¨ltigkeit des Wizard-Kontextes (’CheckWiz) oder die Exi-
stenz der aktuell betrachteten Variable pru¨fen (’CHECK*WIZ*<<var>>), sinn-
voll in den Kontrollfluss eingebunden werden mu¨ssen.
Konkret bedeutet dies, dass ’CheckWiz Knoten ru¨ckwa¨rts nur u¨ber einen ok
Branch, und ’CHECK*WIZ*<<var>> Knoten ru¨ckwa¨rts nur u¨ber einen exists
Branch erreicht werden du¨rfen.
∧ <<var>> ∈ getVarsModel(model,"USE","WIZ")
’USE*WIZ*<<var>> =>
AWU_B ( ( ( !<ok>! ’CheckWiz ) |
( !<.>! ~ ’CheckWiz ) )
&
( ( !<exists>! ’CHECK*WIZ*<<var>> ) |
( !<.>! ~ ’CHECK*WIZ*<<var>> ) ) ,
’DEF*WIZ*<<var>> )
4. Die Eigenschaft ’Ein Knoten, welcher eine Variable im Wizard-Kontext defi-
niert, muss sich innerhalb der Grenzen eines Wizard-Kontextes befinden’ setzt
sich aus mehreren Teilen zusammen.
Nach dem Existence Pattern mit Scope ’Globally’ spezifizieren wir, dass jeder
Variablendefinition innerhalb des Wizard-Kontextes (’DEF*WIZ*<<var>>) auf
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jeden Fall ein Knoten vorausgehen muss, der den Beginn dieses Kontextes
markiert (AF B (’BeginWiz)).
Das Absence Pattern mit Scope ’After Q Until R’, Q=’DEF*WIZ*<<var>>,
R=’BeginWiz und P=(’EndWiz | ’SessionClear) dru¨ckt aus, dass der Wi-
zard-Kontext zwischen seinem Beginn und der betrachteten Variablendefiniti-
on nicht durch eine Komponente vorzeitig beendet wird.
Das Universality Pattern mit Scope ’After Q Until R’, Q=’DEF*WIZ*<<var>>,
R=’BeginWiz besagt, dass
• Show-SIBs ((’Show => [.](’DEF*REQ*wiz & [.]’CheckWiz))) und
• Start-SIBs ((’Start => ’DEF*REQ*wiz))
auf dem Weg den Wizard-Kontext erhalten.
∧ <<var>> ∈ getVarsModel(model,"DEF","WIZ")
’DEF*WIZ*<<var>> =>
AF_B ( ’BeginWiz ) &
AWU_B ( ~ (’EndWiz | ’SessionClear) &
( ’Show => [.](’DEF*REQ*wiz & [.]’CheckWiz) ) &







Der erste Prototyp von TeMPlUs wurde noch mit dem in [11] eingefu¨hrten Ent-
wicklungsprozess als ein einzelner SLG realisiert. Innerhalb des Entwicklerteams
traten dabei diverse Probleme auf, da beispielsweise das Testen der Applikation nur
von einer Person, dem Anwendungsexperten, durchgefu¨hrt werden konnte. Mit zu-
nehmender Menge an Features im Rahmen der Applikation, verzo¨gerte sich daher
das Bereitstellen einer neueren Version der Applikation jeweils zusehends.
Um einen ho¨heren Grad an Arbeitsteiligkeit zu erreichen und mehr Kontrolle inner-
halb des Entwicklungprozesses zu erhalten, wurden die im Rahmen dieser Arbeit
pra¨sentierten Konzepte entwickelt und im TeMPlUs Projekt angewendet.
• modularer Aufbau der Applikation als Dienstfamilie
• klar und detailliert beschriebener Entwicklungsprozess
• Personalisierungsframework
• U¨berpru¨fung lokaler Eigenschaften mittels LocalCheck
• U¨berpru¨fung globaler Eigenschaften mittels Modelchecking
Bei der Weiterentwicklung der TeMPlUs Applikation haben sich diese entwickelten
Konzepte bestens bewa¨hrt.
Der klar und detailliert beschriebene Software-Entwicklungsprozess ermo¨glichte eine
problemlose Koordination und Kommunikation innerhalb des Entwicklerteams, das
sich zwischenzeitlich aus bis zu acht Personen zusammensetzte.
Durch den modularen Aufbau der TeMPlUs Applikation als Dienstfamilie wurde
ein hohes Maß an Arbeitsteiligkeit ermo¨glicht. Dadurch ergaben sich viele Vorteile:
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• Verantwortlichkeiten konnten so besser verteilt werden, wodurch die Zeit bis
zum Bereitstellen der Applikation verku¨rzt werden konnte.
• Auch die Wartbarkeit der einzelnen Dienste verbesserte sich aufgrund gerin-
gerer Gro¨ße der Graphen.
• Dienste konnten ab nun separat validiert, generiert und getestet werden.
Die Administrationsfunktionalita¨t des Personalisierungsframeworks ermo¨glicht ein
komfortables Software-Konfigurationsmanagement sowie die Doma¨nenmodellierung
fu¨r die Applikation u¨ber eine Web-Schnittstelle. Somit ko¨nnen nun auch Personen,
die keine SQL-Kenntnisse haben, diese Arbeitsaufgaben u¨bernehmen.
Ausschlaggebend fu¨r die Entwicklung des in Kapitel 16 pra¨sentierten Scope-Checkers
auf Basis des Modelcheckings sowie fu¨r das Erstellen der Kataloge von lokalen (siehe
Abschnitt 15.2) und globalen (siehe Abschnitt 16.4) Eigenschaften, war die Erfah-
rung, dass sehr viele Fehler im Rahmen der Entwicklung der Koordinationsschicht
einer Applikation Flu¨chtigkeitsfehler sind.
Diese enstehen durch fehlerhafte Variablennamen oder das Vergessen wichtiger Kom-
ponenten an bestimmten Stellen. Gerade hier leisten die Validierungstools des ABC
(der LocalChecker und der MCGame-Modelchecker) wertvolle Dienste. Sie ermo¨gli-
chen das Aufdecken und Beheben vieler kleiner Fehler bereits zur Entwicklungszeit,
wodurch unno¨tige Verzo¨gerungen aufgrund von Iterationen im Entwicklungsprozess
vermieden werden ko¨nnen.
Trotz aller genannten Vorteile bleiben noch viele offene Fragen. Fu¨r eine Weiterent-
wicklung der im Rahmen dieser Arbeit pra¨sentierten Konzepte, ko¨nnte die Beru¨ck-
sichtigung der in den folgenden Abschnitten skizzierten Szenarien von entscheidender
Bedeutung sein.
17.1 Heterogenita¨t und Kommunikation
Im Rahmen dieser Arbeit haben wir bisher nur homogene Mengen von Diensten, die
alle mit ABC -SD entwickelt worden sind, betrachtet. Der vorgestellte Personalisie-
rungsframework erlaubt prinzipiell auch die Konfiguration der Gesamtfunktionalita¨t
einer Applikation aus einer heterogenen Menge von Diensten, die durch verschiedene
Web-Container bereitgestellt werden ko¨nnen (vgl. Abschnitt 12.6).
In diesem Fall mu¨ssen neue Kommunikationsmittel Beru¨cksichtigung finden, da hier
kein Datenaustausch mehr u¨ber gemeinsame Speicherbereiche (shared memory) er-
folgen kann. Auch die Realisierung der Zugriffsberechtigungspru¨fung muss dann neu
u¨berdacht werden.
17.2. Taxonomie und Feature Interaction 193
Im Rahmen einer Menge heterogener, dynamischer Webservices spielt die Interope-
rabilita¨t der einzelnen Dienste, d.h. die Kommunikation und der Datenaustausch
zwischen ihnen, eine wichtige Rolle.
Einfache Kommunikationsmittel wie URL-Encoding oder die Verwendung von Post-
Methoden bei Web-Formularen sind immer mo¨glich.
Hier muss aber z.B. auch die Kombination von Technologien unter Verwendung von
UDDI1 in Betracht gezogen werden. Dies ist eine Anwendung von SOAP2, genauer-
gesagt ein Verzeichnisdienst, der die zentrale Rolle in einem Umfeld von dynamischen
Webservices spielen soll.
Dabei unterscheidet man in UDDI drei Arten der Information:
• White Pages: Eine Art Telefonbuch
• Yellow Pages: die elektronische Entsprechung der gelben Seiten, d.h. eine Art
Branchenverzeichnis
• Green Pages: Informationen u¨ber Gescha¨ftsmodell, Gescha¨ftsprozess und tech-
nische Details des angebotenen Webservices
17.2 Taxonomie und Feature Interaction
Im Bereich der Telekommunikation ist Feature Interaction ([50, 49]) ein bekanntes
Problem: Die Features in Telefonsystemen ko¨nnen direkt oder indirekt miteinander
interagieren. Beispielsweise kann ein Feature ein anderes direkt aufrufen, oder ein
Feature beansprucht die Ressourcen, die auch von einem anderen Feature beno¨tigt
werden. Dabei sind manche Formen der Feature Interaction wu¨nschenswert bzw. not-
wendig, um ein bestimmtes Ziel zu erreichen, dagegen ko¨nnen unerwu¨nschte Arten
der Feature Interaction schwerwiegende Systemfehler verursachen.
Auch im Bereich web-basierter Applikationen wird es immer wichtiger, Feature In-
teraction fu¨r die im Rahmen dieser Applikationen bereitgestellten Dienste zu unter-
suchen.
Entsprechend der Definition aus dem Bereich Telekommunikation, ko¨nnen wir auf
Ebene web-basierter Applikationen direkte Interaktion von Diensten durch die Ver-
wendung von ServiceCall SIBs identifizieren, indirekte Interaktion u¨ber den Zu-
griff auf gemeinsame Bereiche innerhalb der Persistenzschicht.
Allerdings gibt es auch noch Datenkontexte, welche dienstu¨bergreifend genutzt wer-
den ko¨nnen, wie z.B. Wizard-Kontext, Session-Kontext, Service-Kontext, Container-
1Universal Description, Discovery and Integration.
2Simple Object Access Protocol.
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Kontext oder applikations-spezifische Caches, und die noch genauer betrachtet wer-
den mu¨ssen.
Rechte sind im Rahmen des hier vorgestellten Personalisierungsframeworks bisher
fu¨r Benutzer bzw. Benutzergruppen als Zugriffsrechte vom Typ execute definiert und
beziehen sich auf die Erlaubnis, bestimmte Features der Applikation auszufu¨hren.
Dabei sind die Features auf Applikationsebene vergleichbar mit den Dienstprogram-
men auf Ebene eines Betriebssystems. A¨hnlich wie in Betriebssystemen Zugriffsrech-
te vom Typ read und write fu¨r Verzeichnisse und Dateien spezifiziert werden ko¨nnen,
erscheint dies nun auch im Bereich der Rechtekonfiguration fu¨r personalisierte, web-
basierte Applikationen sinnvoll.
Dabei sind aber nicht nur Zugriffsrechte fu¨r Verzeichnisse und Dateien interessant.
Die Persistenzschicht einer Applikation entha¨lt ja auch noch die von einer Applika-
tion verwendete(n) Datenbank(en).
Wichtig sind demnach auch Informationen daru¨ber, auf welche Typen von (per-
sistenten) Gescha¨ftsobjekten die einzelnen Features einer Applikation lesend bzw.
schreibend zugreifen. Ein lesender Zugriff auf ein persistentes Gescha¨ftsobjekt vom
Typ T aus dem Anwendungsbereich der Applikation ist dann gleichbedeutend mit
einer Datenbankanfrage an die zum Typ T zugeho¨rige Datenbanktabelle tableT . Das
Speichern eines persistenten Gescha¨ftsobjekts (= schreibender Zugriff) vom Typ T
entspricht dann einer Modifikation der zugeho¨rigen Datenbanktabelle tableT . Lesen-
der oder schreibender Zugriff kann auch konkret bzgl. einer oder mehrerer Spalten
dieser Tabelle erlaubt oder verboten werden.
Eine genaue Spezifikation dieser Informationen kann innerhalb der zu einem Projekt
geho¨rigen Taxonomie dokumentiert werden.
Beispiel 17.1:
Im Rahmen des TeMPlUs Projektes gibt die Features ’zu einer Lehrveranstaltung an-
melden’ (Dienst registerForCourse) und ’zu Gruppen einer Lehrveranstaltung anmelden’
(Dienst registerForGroups).
Der Dienst registerForCourse greift lesend auf die participant Tabelle der Datenbank zu,
um die Menge der Lehrveranstaltungen zu ermitteln, fu¨r die der aktuelle Benutzer noch
nicht als Teilnehmer angemeldet ist. Diese Veranstaltungen werden dem Benutzer zur
Auswahl angeboten. Nachdem der Benutzer b eine Lehrveranstaltung l ausgewa¨hlt hat,
greift der Dienst schreibend auf die participant Tabelle zu und fu¨gt dort einen neuen
Eintrag an, der b mit l assoziiert, d.h. b wird als Teilnehmer der Lehrveranstaltung l
gespeichert.
Den Dienst registerForGroups kann ein Benutzer nur dann ausfu¨hren, wenn es eine Lehr-
veranstaltung gibt, die Gruppen besitzt und fu¨r die der Benutzer als Teilnehmer registriert
ist. Zuna¨chst erfolgt also ein lesender Zugriff auf die course Tabelle der Datenbank zu, um
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die Menge der Lehrveranstaltungen zu ermitteln, fu¨r die es Gruppen gibt. Anschließend
erfolgt ein lesender Zugriff auf die participant Tabelle, um diejenigen Lehrveranstaltungen
heruaszufiltern, fu¨r die der aktuelle Benutzer als Teilnehmer angemeldet ist. Diese Lehr-
veranstaltungen werden dann dem Benutzer fu¨r die Anmeldung angeboten. y
Werden derartige Informationen innerhalb der zu einer Applikation geho¨rigen Ta-
xonomie festgehalten, sind Aussagen u¨ber die Abha¨ngigkeit oder Unabha¨ngigkeit
bestimmter Features bzw. Dienste mo¨glich. Wenn zwei Dienste d1 und d2 auf vo¨llig
unterschiedlichen Bereichen der Datenbank arbeiten, sind sie definitiv unabha¨ngig
voneinander. Das bedeutet, dass zwischen ihnen keine Wechselwirkung besteht und
ihre Interaktion wa¨hrend der Testphase im Rahmen der Softwareentwicklung nicht
beru¨cksichtigt zu werden braucht.
Die Dienste aus dem obigen Beispiel sind voneinander abha¨ngig, da der Dienst re-
gisterForCourse schreibend und der Dienst registerForGroups lesend auf dieselbe
Datenbanktabelle tableT zugreifen. Die Wechselwirkung zwischen diesen Diensten
muss also wa¨hrend der Testphase im Rahmen der Softwareentwicklung auf jeden
Fall u¨berpru¨ft werden.
Wenn die Informationen bzgl. lesender und schreibender Zugriffe auf die verschiede-
nen Datenbantabellen innerhalb der Taxonomie festgehalten werden, ko¨nnen diese
auch im Rahmen der Validierung globaler Eigenschaften verwendet werden. Auf
dem Workflowgraphen einer Applikation ko¨nnen dann beispielsweise Eigenschaften
u¨berpru¨ft werden, welche sich auf Typen von Gescha¨ftsobjekten beziehen, die von
Diensten beno¨tigt bzw. bereitgestellt werden.
Beispiel 17.2:
Der Dienst login initialisiert den benutzer-spezifischen Cache im Rahmen der TeMPlUs
Applikation, indem er die Daten und Rollen des aktuellen Benutzers dort ablegt. Dies
entspricht einer Eigenschaft ’DEF*UserCache*data und ’DEF*UserCache*roles, wenn
man sich an der in Kapitel 16 verwendeten Notation orientiert.
Alle privaten Dienste der TeMPlUs Applikation greifen im Rahmen der Zugriffsberech-
tigungspru¨fung lesend auf den benutzer-spezifischen Cache zu. Dies entspricht den Eigen-
schaften ’USE*UserCache*data, analog zu der in Kapitel 16 verwendeten Notation.
Eine Eigenschaft, welche auf dem Workflowgraphen mittels Modelchecking gepru¨ft werden
kann, ist dann beispielsweise
’Bevor auf den benutzer-spezifischen Cache zugegriffen werden kann, muss dieser mit den
entsprechenden Daten initialisiert worden sein’
’USE*UserCache*data => AF_B(’DEF*UserCache*data)
y





Verwendete Klassen und Interfaces
A.1 MetaFrame EWIS Projekt
A.1.1 Interface User
Dieses Interface ist im Paket de.metaframe.actormgmt.user definiert. Folgende
Methoden werden im Rahmen dieses Interfaces deklariert:
• java.lang.String getEmail ()
Liefert die EMail-Adresse des Benutzers.
• javax.mail.internet.InternetAddress getInternetAddress ()
Liefert die EMail-Adresse des Benutzers als InternetAddress Objekt.
• java.lang.String getLogin ()
Liefert den Benutzernamen.
• java.lang.String getPassword ()
Liefert das Passwort des Benutzers.
• java.lang.String getPasswordAnswer ()
Liefert die Antwort auf die Passwortfrage des Benutzers.
• java.lang.String getPasswordQuestion ()
Liefert die Passwortfrage, die dem Benutzer von der Applikation gestellt wird,
wenn er sein Passwort vergessen hat.
• void setEmail (java.lang.String email)
Setzt die EMail-Adresse des Benutzers.
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• void setLogin (java.lang.String login)
Setzt einen neuen Benutzernamen.
• void setPassword (java.lang.String pwd)
Setzt ein neues Passwort.
• void setPasswordAnswer (java.lang.String answer)
Setzt eine neue Antwort auf die Passwortfrage.
• void setPasswordQuestion (java.lang.String question)
Setzt eine neue Passwortfrage.
A.1.2 Interface UserGroup
Dieses Interface ist im Paket de.metaframe.actormgmt.usergroup definiert. Fol-
gende Methoden werden im Rahmen dieses Interfaces deklariert:
• java.lang.String getName()
Liefert den Namen der Benutzergruppe.
• void setName(java.lang.String name)
Setzt den Namen der Benutzergruppe.
A.1.3 Interface UserGroupMembership
Dieses Interface ist im Paket de.metaframe.actormgmt.usergroup definiert. Fol-
gende Methoden werden im Rahmen dieses Interfaces deklariert:
• User getUser()
Liefert den zugeho¨rigen Benutzer
• UserGroup getUserGroup()
Liefert die zugeho¨rige Benutzergruppe
• UserGroupID getUserGroupID()
Liefert die eindeutige Identifikation der Benutzergruppe, deren Mitglied der
zugeho¨rige Benutzer ist.
• UserID getUserID()
Liefert die eindeutige Identifikation des Benutzers, der Mitglied der zugeho¨ri-
gen Benutzergruppe ist.
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A.1.4 Interface Actor
Dieses Interface ist im Paket de.metaframe.actormgmt.actor definiert. Folgende
Methoden werden im Rahmen dieses Interfaces deklariert:
• java.security.Permissions getPermissions ()
Liefert die Rechte des Objekts vom Typ Actor.
• void grantPermission (java.security.Permission perm)
Weist dem Objekt vom Typ Actor ein weiteres Recht zu.
• boolean hasPermission (java.security.Permission perm)
U¨berpru¨ft, ob die Rechte des Objekts vom Typ Actor das u¨ber den Parameter
spezifizierte Recht impliziert und gibt true bzw. false zuru¨ck.
• void revokePermission (java.security.Permission perm)
Entzieht dem Objekt vom Typ Actor das u¨ber den Parameter spezifizierte
Recht.
A.1.5 Interface StorableEntity
Dieses Interface ist im Paket de.metaframe.foundation definiert. Folgende Metho-
den werden im Rahmen dieses Interfaces deklariert:
• SmartAdministrator getAdministrator ()
Liefert den Administrator, der Objekte dieses Typs verwaltet.
• SmartID getID ()
Liefert die eindeutige Identifikation des Objekts.
• void setID (SmartID id)
Setzt die eindeutige Identifikation des Objekts.
• void storeEntity ()
Speichert das Objekt in die Datenbank durch Aufruf der store Methode des
zugeho¨rigen Administrators.
A.1.6 Interface UserAdministrator
Dieses Interface ist im Paket de.metaframe.actormgmt.user definiert. Folgende
Methoden werden im Rahmen dieses Interfaces deklariert:
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• UserID authorizeUserWithEmail
(java.lang.String email, java.lang.String password)
U¨berpru¨ft, ob die Argumente eine Benutzerkennung autorisieren und liefert
die zugeho¨rige UserID, anderenfalls gibt die Methode null zuru¨ck.
• UserID authorizeUserWithLogin
(java.lang.String login, java.lang.String password)
U¨berpru¨ft, ob die Argumente eine Benutzerkennung autorisieren und liefert
die zugeho¨rige UserID, anderenfalls gibt die Methode null zuru¨ck.
• User createUser ()
Erzeugt ein neues User Objekt, generiert dabei eine neue UserID und setzt
diese im User Objekt.
• boolean existsUser (UserID userId)
U¨berpru¨ft, ob es bereits ein User Objekt mit der angegebenen UserID gibt.
• boolean existsUserEmail (java.lang.String email)
U¨berpru¨ft, ob es bereits ein User Objekt mit der angegebenen EMail-Adresse
gibt.
• boolean existsUserLogin (java.lang.String login)
U¨berpru¨ft, ob es bereits ein User Objekt mit dem angegebenen Benutzernamen
gibt.
• User[] getAllUsers ()
Holt alle Benutzer Objekte aus der Persistenzschicht.
• User getUser (java.lang.String login)
Liefert das Benutzer Objekt, das durch den angegebenen Benutzernamen iden-
tifiziert wird.
• User getUser (UserID userId)
Liefert das Benutzer Objekt, das durch die angegebene UserID identifiziert
wird.
• void removeUser (java.lang.String login)
Entfernt das Benutzer Objekt, das durch den angegebenen Benutzernamen
identifiziert wird, aus der Persistenzschicht.
• void removeUser (UserID userId)
Entfernt das Benutzer Objekt, das durch die angegebene UserID identifiziert
wird, aus der Persistenzschicht.
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A.1.7 Interface ActorAdministrator
Dieses Interface ist im Paket de.metaframe.actormgmt.actor definiert. Folgende
Methoden werden im Rahmen dieses Interfaces deklariert:
• Actor createActor ()
Erzeugt eine neues Actor Objekt.
• Actor getActor (ActorID id)
Liefert das Actor Objekt, das durch die angegebene Id spezifiziert wird.
• java.security.Permissions getPermissions (ActorID actorId)
Liefert ein Permissions Objekt, welches alle Rechte entha¨lt, die das Actor
Objekt zur Zeit innehat.
• void grantPermission
(ActorID actorId, java.security.Permission permission)
Weist das spezifizierte Recht dem Actor Objekt zu, der durch die angegbene
Id spezifiziert wird.
• boolean hasPermission
(ActorID actorId, java.security.Permission permission)
Pru¨ft, ob das angegebene Recht dem angegebenen Actor Objekt zugewiesen
ist oder nicht.
• void linkActors (ActorID parentId, ActorID childId)
Verlinkt zwei Actor Objekte in der Rechte Taxonomie.
• void removeActor (ActorID actorId)
Entfernt ein Actor Objekt und die zu ihm geho¨rigen Kategorien aus der Rechte
Taxonomie.
• void revokePermission
(ActorID actorId, java.security.Permission permission)
Entzieht das spezifizierte Recht dem Actor, der durch die angegbene Id spezi-
fiziert wird.
• void unlinkActors (ActorID parentId, ActorID childId)
Entfernt die Verlinkung zweier Actor Objekte in der Rechte Taxonomie.
A.1.8 Interface SmartAdministrator
Dieses Interface ist im Paket de.metaframe.foundation definiert. Folgende Metho-
den werden im Rahmen dieses Interfaces deklariert:
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• StorableEntity createEntity ()
Erzeugt ein neues persistentes Objekt, welches nur die neue Id entha¨lt.
• boolean existsEntity (SmartID id)
U¨berpru¨ft, ob die Persistenzschicht eine Instanz entha¨lt, welche durch die an-
gegebene Id identifiziert wird.
• boolean existsWithAttribute
(java.lang.String attrName, java.lang.Object attrValue)
U¨berpru¨ft, ob die Persistenzschicht wenigstens eine Instanz entha¨lt, welche
den angegebenen Attributwert hat.
• void fillCollectionWithAllEntities
(java.util.Collection collection)
Fu¨llt das angegebene Collection Objekt mit allen Instanzen.
• StorableEntity[] getAllEntities ()
Holt alle Instanzen aus der Persistenzschicht.
• StorableEntity[] getEntitiesWithAttribute
(java.lang.String attrName, java.lang.Object attrValue)
Holt alle Instanzen aus der Persistenzschicht, welche den angegebenen Attri-
butwert haben.
• StorableEntity[] getEntitiesWithAttributes
(java.lang.String[] attrNames, java.lang.Object[] attrValues)
Holt alle Instanzen aus der Persistenzschicht, welche die angegebenen Attri-
butwerte haben.
• StorableEntity getEntity (SmartID id)
Holt eine Instanz aus der Persistenzschicht.
• void removeEntitiesWithAttribute
(java.lang.String attrName, java.lang.Object attrValue)
Entfernt alle Instanzen aus der Persistenzschicht, welche den angegebenen At-
tributwert haben.
• void removeEntity (SmartID id)
Entfernt eine Instanz aus der Persistenzschicht.
• void shutdown ()
Gibt alle benutzten Instanzen und speichert die persistente Information, die
noch nicht gespeichert worden war.
• void storeEntity (StorableEntity entity)
Speichert das angegebene Objekt in der Persistenzschicht.
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A.2 PwisBase Projekt
A.2.1 Klasse FeatureEntity
Fu¨r die Klasse FeatureEntity, welche im Paket de.unido.ls5.util definiert ist,
sind folgende Attribute vorgesehen:
• id: die eindeutige Identifikation eines Objektes vom Typ FeatureEntity
• description: eine Beschreibung der durch das Feature realisierten Funktio-
nalita¨t
• featureId: eine eindeutige Kurzbenennung fu¨r das Feature
• featureName: der Name des Features
• webName: der Name des Features, der auf den Webseiten angezeigt werden soll
• webDescription: die Beschreibung des Features, die auf den Webseiten ange-
zeigt werden soll
• serviceURL: die URL des Features
• visibility: die Sichtbarkeit des Features auf den Webseiten, mo¨gliche Werte
sind VISIBLE und HIDDEN
• type: der Typ des Features, der die Art des zugeho¨rigen Dienstes beschreibt,
mo¨gliche Werte sind PUBLIC, LOGIN, PRIVATE, LOGOUT
A.2.2 Klasse FeatureClass
Fu¨r die Klasse FeatureClass, welche im Paket de.unido.ls5.util definiert ist,
sind folgende Attribute vorgesehen:
• id: die eindeutige Identifikation eines Objektes vom Typ FeatureClass
• name: der Name der Featureklasse
• webName: der Name der Featureklasse, der auf den Webseiten angezeigt werden
soll
• serviceURL: die URL der Webseite fu¨r die Featureklasse
• visibility: die Sichtbarkeit der Featureklasse auf den Webseiten, mo¨gliche
Werte sind VISIBLE und HIDDEN
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A.2.3 Klasse FeatureEntityClassification
Fu¨r die Klasse FeatureEntityClassification, welche im Paket de.unido.ls5.util
definiert ist, sind folgende Attribute vorgesehen:
• id: die eindeutige Identifikation eines Objektes vom Typ FeatureEntity-
Classification, welches die Zugeho¨rigkeit eines Features zu einer Feature-
klasse repra¨sentiert
• classID: die eindeutige Identifikation der zugeho¨rigen Featureklasse
• entityID: die eindeutige Identifikation des zugeho¨rigen Features
A.2.4 Klasse FeatureRoleAssociation
Fu¨r die Klasse FeatureRoleAssociation, welche im Paket de.unido.ls5.util
definiert ist, sind folgende Attribute vorgesehen:
• id: die eindeutige Identifikation eines Objektes vom Typ FeatureRoleAssocia-
tion, welches die Zuweisung eines Rechts an eine Benutzergruppe repra¨sentiert
• roleID: die eindeutige Identifikation der zugeho¨rigen Benutzergruppe
• featureID: die eindeutige Identifikation des zugeho¨rigen Features
A.2.5 Klasse UserFeatureAssociation
Fu¨r die Klasse UserFeatureAssociation, welche im Paket de.unido.ls5.util
definiert ist, sind folgende Attribute vorgesehen:
• id: die eindeutige Identifikation eines Objektes vom Typ UserFeatureAssocia-
tion, welches die Zuweisung eines Rechts an einen Benutzer repra¨sentiert
• userID: die eindeutige Identifikation des zugeho¨rigen Benutzers
• featureID: die eindeutige Identifikation des zugeho¨rige Features
A.2.6 Klasse SmartInfoAssociation
Fu¨r die Klasse SmartInfoAssociation, welche im Paket de.unido.ls5.admin de-
finiert ist, sind folgende Attribute vorgesehen:
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• id: die eindeutige Identifikation eines Objektes vom Typ SmartInfoAssocia-
tion
• membershipKey: die eindeutige Identifikation des zugeho¨rigen Objekt, welches
die Mitgliedschaft eines Benutzers in einer Benutzergruppe repra¨sentiert
• roleKey: die eindeutige Identifikation der Benutzergruppe
• infoKey: die eindeutige Identifikation der zugeho¨rigen applikations-spezifischen
Rollendaten, die Gescha¨ftobjekte der konkreten Applikation realisiert werden
mu¨ssen, wie in Abschnitt 11.2.5 am Beispiel TeMPlUs beschrieben
A.2.7 Klasse WisStorableEntityImplJDBC
Diese Klasse ist im Paket de.unido.ls5.admin definiert und erweitert die Klasse
de.metaframe.foundation.jdbc.StorableEntityImplJDBC um folgende Metho-
de, die im Rahmen der Realisierung selbstgeschriebener Datenbankanfragen beno¨tigt
wird.
• void setSmartAdmin (SmartAdministratorImplJDBC admin)
Setzt den SmartAdministrator fu¨r das persistente Gescha¨ftsobjekt.
A.2.8 Interface SmartAdministratorDependency
Dieses Interface ist im Paket de.unido.ls5.admin definiert und erweitert das In-
terface de.metaframe.foundation.SmartAdministrator (siehe Anhang A.1.8) um
Methoden zur Verwaltung von Administrator-Abha¨ngigkeiten auf Smart-Ebene. Fol-
gende Methoden werden im Rahmen dieses Interfaces deklariert:
• void addSmartAdministratorDependency
(String key, SmartAdministratorDependency admin)
throws DBAdministratorException
Fu¨gt einen SmartAdministrator zur Menge der bekannten Administratoren
hinzu.
• void addUserAdministratorDependency
(String key, UserAdministratorDependency admin)
throws DBAdministratorException
Fu¨gt den UserAdministrator zur Menge der bekannten Administratoren hinzu.
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• void addUserGroupMembershipAdministratorDependency
(String key, UserGroupMembershipAdministratorDependency admin)
throws DBAdministratorException
Fu¨gt den UserGroupMembershipAdministrator zur Menge der bekannten Ad-
ministratoren hinzu.
• SmartAdministrator getSmartAdministrator (String key)
throws DBAdministratorException
Liefert einen Administrator anhand des spezifizierten Schlu¨ssels.
• JDBCDBAdministrator getJDBCAdmin ()
Liefert den zugeho¨rigen JDBCAdministrator.
A.2.9 Interface JDBCAdministratorDependency
Dieses Interface ist im Paket de.unido.ls5.admin definiert und deklariert Metho-
den zur Verwaltung von Administrator-Abha¨ngigkeiten auf JDBC-Ebene. Folgende
Methoden werden im Rahmen dieses Interfaces deklariert:
• void addJDBCDBAdministratorDependency
(String key, JDBCDBAdministrator admin)
throws DBAdministratorException
• JDBCDBAdministrator getJDBCDBAdministrator (String key)
throws DBAdministratorException
A.3 Das PwisUser Projekt
A.3.1 Klasse PWISUser
Folgende Attribute sind fu¨r die Klasse PWISUser, welche im Paket de.unido.ls5.wis.user
definiert ist, zusa¨tzlich zu denen aus ihrer Oberklasse WisUserImplJDBC vorgesehen:
• lastName: der Nachnme des Benutzers
• firstName: der Vorname des Benutzers
• dateOfBirth: das Geburtsdatum des Benutzers
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• title: der Titel des Benutzers
• sex: das Geschlecht des Benutzers
• addresses: die Adressen des Benutzers (siehe Klasse UserAddress)
• emailAddresses: die E-Mail-Adressen des Benutzers (siehe Klasse UserEmail)
• phoneNumbers: die Telefonnummern des Benutzers (siehe Klasse UserPhone)
• status: der Status des Benutzers innerhalb der Applikation
• dateOfRegistration: Datum und Uhrzeit der Registrierung als Benutzer der
Applikation
• dateOfLastLogin: Datum und Uhrzeit der letzten Benutzung der Applikation
• numOfFailedLogins: Anzahl der fehlgeschlagenen Login-Versuche
A.3.2 Klasse StudentData
Folgende Attribute sind fu¨r die Klasse StudentData, welche innerhalb des Pakets
de.unido.ls5.wis.user definiert ist, vorgesehen:
• id: die eindeutige Identifikation eines Objektes vom Typ StudentData
• userKey: die eindeutige Identifikation des zugeho¨rigen Objekts vom Typ PWIS-
User
• matrNo: die Matrikelnummer des Studenten
• semester: das Semester, in dem der Student sich gerade befindet
• studyCourse: der Studiengang, fu¨r den der Student eingeschrieben ist
Anhang B

















<!ATTLIST COLUMNNAME VALUE CDATA "">
<!ATTLIST COLUMNNAME EXCLUDE CDATA "">





<!ATTLIST COLUMN PKEY (YES|NO) "NO">
<!ATTLIST COLUMN PROPERTY (NONE | NOT_NULL) "NONE">
<!ATTLIST COLUMN FILESYSTEM (YES|NO) "NO">
<!ELEMENT SUPERCLASS (PACKAGE,CLASSNAME)>
<!ELEMENT SQLTYPE EMPTY>
<!ATTLIST SQLTYPE TYPE (BOOL|INT4|FLOAT8|CHARACTER_VARYING|TIMESTAMP) "INT4">





















Ein Dienst besitzt – wie bereits in Abschnitt 16.2.1 beschrieben – immer einen Start
SIB , welcher einen verpflichtenden Branch besitzt und zwei optionale Branches:
• U¨ber den vom Start SIB ausgehenden dflt Branch wird die eigentliche
Dienstlogik realisiert.
• U¨ber den vom Start Knoten ausgehenden init service Branch kann ei-
ne Folge von Initialisierungsaktionen spezifiziert werden, die vor der ersten
Ausfu¨hrung des jeweiligen Dienstes abgearbeitet werden.
• U¨ber den vom Start SIB ausgehenden branch error Branch kann eine fu¨r
diesen Dienst globale Fehlerbehandlung realisiert werden, die immer dann
greift, wenn zur Laufzeit an einer Stelle im SLG eine Kante verfolgt werden
soll, die nicht existiert.
C.1.1 Dienstlogik
Folgende Eigenschaften bzgl. des Aufbaus der Dienstlogik sind zu pru¨fen:
• Es gibt keine SLGs mit ’leerer Dienstlogik’, d.h. Start- und Endknoten fallen
nie zusammen.
Diese Eigenschaft wird unter Verwendung des Absence Patterns mit Scope
’Globally’ ausgedru¨ckt.
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~ ( ’Start & ’End )
• Jeder SLG besitzt eine nichtleere Dienstlogik.
Diese Eigenschaft wird unter Verwendung des Universality Patterns mit Scope
’Globally’ ausgedru¨ckt.
’Start => <{dflt}> T
• Ein SLG muss immer einen Endknoten besitzen.
Diese Eigenschaft wird unter Verwendung des Response Patterns (’S responds
to P’) mit Scope ’Globally’ sowie S=’End und P=!<{dflt}>! ’Start ausge-
dru¨ckt.
!<{dflt}>! ’Start => AF_F ( ’End )
• Zwischen zwei Startknoten muss ein Endknoten liegen.
Diese Eigenschaft wird unter Verwendung des Absence Patterns und Scope
’After Q until R’ ausgedru¨ckt, wobei Q=!<{dflt}>! ’Start, P=’Start und
R=’End ist.
!<{dflt}>! ’Start => AWU_F ( ~ ’Start , ’End )
• Ein Endknoten ist immer Interaktionsknoten.
Diese Eigenschaft wird unter Verwendung des Universality Patterns mit Scope
’Globally’ ausgedru¨ckt.
’End => ’Interact
• Knoten, die das Ende des Kontrollflusses innerhalb eines Dienstes marki-
ern (z.B. ServiceCall, Download oder ShowFile ohne ausgehende Kanten),
mu¨ssen als Endknoten markiert sein.





Folgende Eigenschaften mu¨ssen gepru¨ft werden:
• Bei der Initialisierung eines Dienstes du¨rfen ausschließlich InitSIBs verwendet
werden:
Diese Eigenschaft wird unter Verwendung des Universality Patterns mit Scope
’After Q’ ausgedru¨ckt, wobei Q=!<{init service}>! ’Start und P=’InitSIB
ist.
!<{init_service}>! ’Start => AG_F ( ’InitSIB )
• Jeder InitSIB befindet sich im init service Teilbaum des Start Knotens, d.h. einen
InitSIB kann man vom Start Knoten aus nicht u¨ber einen anderen Branch als
den init_service Branch erreichen:
Diese Eigenschaft wird unter Verwendung des Absence Patterns und Scope
’After Q Until R’ ausgedru¨ckt, mit
– P=’InitSIB,
– R=’Start und
– Q=(!<{branch error,dflt,exec error,init call}>!’Start)& ~’Start.
( !<{branch_error,dflt,exec_error,init_call}>! ’Start ) &
~ ’Start )
=> AWU_F ( ~ ’InitSIB , ’Start )
• Die Dienstinitialisierung bildet einen in sich geschlossenen Teil eines SLGs,
welcher außer dem init_service Branch keine Verbindung zum restlichen
Graphen besitzt.
Diese Eigenschaft wird unter Verwendung des Absence Patterns mit Scope
’Globally’ ausgedru¨ckt.
~ (EF_B (!<{init_service}>! ’Start ) &
EF_B (!<{branch_error,dflt,exec_error,init_call}>! ’Start ))
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C.1.3 Globale Fehlerbehandlung
Es mu¨ssen folgende Eigenschaften u¨berpru¨ft werden:
• Die globale Fehlerbehandlung bildet einen in sich geschlossenen Teil eines
SLGs, welcher außer dem branch_error Branch keine Verbindung zum rest-
lichen Graphen besitzt und umgekehrt.
D.h. es darf keinen Knoten geben, welcher sowohl u¨ber den branch_error
Branch des Start Knotens, als auch einen anderen Branch dieses Knotens er-
reichbar ist.
Diese Eigenschaft wird unter Verwendung des Absence Patterns mit Scope
’Globally’ ausgedru¨ckt.
~ (EF_B (!<{branch_error}>! ’Start ) &
EF_B (!<{dflt,exec_error,init_call,init_service}>! ’Start ))
• BranchError SIBs (wie z.B. CheckBranchError) du¨rfen nur im BranchError
Teil eines SLGs vorkommen, nicht im restlichen Teil des Dienstes:
Diese Eigenschaft wird unter Verwendung des Absence Patterns und Scope
’After Q’ ausgedru¨ckt, mit
– Q=!<{dflt,exec error,init call,init service}>! ’Start und
– P=’BranchErrorSIB.
!<{dflt,exec_error,init_call,init_service}>! ’Start
=> AG_F ( ~ ’BranchErrorSIB )
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Dienst . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 5
Die technische Umsetzung eines Features wird durch Verwendung von Diensten
erreicht, welche bestimmte Teilfunktionalita¨ten innerhalb des Anwendungbe-
reiches einer Applikation realisieren.
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Dienstfamilie . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 8
Gibt den strukturellen Aufbau einer web-basierten Applikation durch eine
Menge von Diensten vor (siehe Abb. 2.1). Dabei wird die Gesamtfunktionalita¨t
der Applikation aufgeteilt in logisch in sich geschlossene Teilfunktionalita¨ten.
Jede von diesen entspricht einem Dienst des Anwendungsbereichs. Zusa¨tzlich
muss noch eine Meta-Koordinationsebene spezifiziert werden, welche die Ko-
operationsvorschrift fu¨r die einzelnen Dienste festlegt und dadurch u.a. die
Navigationsstruktur der Applikation definiert.
DTD . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 125,211
Document Type Definition. Die DTD ist eine Deklaration in XML-Dokumenten,
die die Struktur eines solchen Dokuments festlegt.
Feature . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 5, 73
Ein Feature wird durch einen oder mehrere Dienste realisiert und ist Teil eines
Gescha¨ftsprozesses des Anwendungsbereichs einer Applikation.
siehe Abschnitt 11.1.2
Featureklasse . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 77
Features, die u¨berwiegend auf denselben Typen von Gescha¨ftsobjekten bzw. Da-
ten arbeiten, werden zu einer Featureklasse gruppiert, die einen Bereich inner-
halb des Anwendungsspektrums der Applikation beschreibt. Dadurch erzielt
man eine Strukturierung der Gesamtfunktionalita¨t einer Applikation.
siehe Abschnitt 11.1.5
Gescha¨ftsprozess . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 4
In der Literatur ([46]) findet sich keine einheitliche Definition des Begriffs
’Gescha¨ftsprozess’. Im Rahmen dieser Arbeit wird daher eine eigene Defini-
tion desselben verwendet, welche folgende in der Literatur ha¨ufig beschriebene
Aspekte beinhaltet:
Ein Gescha¨ftsprozess ist eine Folge von gescha¨ftlichen Aktivita¨ten (= Featu-
res), die ein bestimmtes Ergebnis anstrebt. Es wird dabei ein Wert, eine Lei-
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stung oder ein Produkt fu¨r Kunden erzeugt. Ein Gescha¨ftsprozess hat einen
Beginn und ein Ende sowie klar definierte In- und Outputwerte. Gescha¨ftspro-
zesse werden durch den Auftrag eines externen oder internen Kunden ausgelo¨st
und enden mit der U¨bernahme eines vereinbarten Ergebnisses durch den Kun-
den. An der Durchfu¨hrung eines Gescha¨ftsprozesses sind i.d.R. verschiedene
Akteure beteiligt, wie das folgende Beispiel eines Gescha¨ftsprozesses aus der
TeMPlUs Applikation zeigt.
Beispiel 3.1:
Im Bereich der Universita¨t ko¨nnen Kunden z.B. Studierende sein. Der Gescha¨ftspro-
zess ’Erfassen von Studierendendaten’ beinhaltet dabei folgende Features bzw. Dien-
ste:
• U¨ber das Feature ’Registrierung’ (d.h. den Dienst ’registerAsStudent’) regi-
striert sich ein studentischer Benutzer bei der Applikation.
• Der Administrator kann mithilfe des Features ’Studentendaten pru¨fen’ (d.h. des
Dienstes ’checkStudentUserData’) die Angaben des Studierenden auf ihre Rich-
tigkeit pru¨fen.
• U¨ber das Feature ’Benutzer authentifizieren’ (d.h. den Dienst ’authenticate-
User’) wird schließlich ein Benutzeraccount authentifiziert, wodurch dem Be-
nutzer dann alle Features zur Verfu¨gung stehen, die den ihm zugewiesenen
Rollen zugeordnet sind.
y
GUI . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 127
Graphical User Interface. Dies ist die Bezeichnung fu¨r die graphische Ober-
fla¨che, u¨ber die ein Benutzer mit einer Applikation interagiert. Im Rahmen von
web-basierten Applikationen besteht die GUI gro¨ßtenteils aus HTML-Seiten,
die u¨ber einen Brwoser angezeigt werden.
JDBC . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .81
Java Database Connectivity. JDBC ist eine standardisierte Datenbankschnitt-
stelle fu¨r Java. Diese Technologie erlaubt es, das entwickelte Benutzer- und
Rollenmanagement mit einer beliebigen SQL-Datenbank zu verwenden, die
einen JDBC-Treiber zur Verfu¨gung stellt.
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Komponente . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .59
Eine Komponente ist Teil eines Systems oder kann Teil eines Systems sein. Im
Rahmen der Entwicklung web-basierter Applikationen mit ABC -SD verwen-
den wir als Komponenten SIBs, Makros und Dienste.
LTS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 158
Labelled Transition System. Ein LTS ist ein gerichteter Graph, an dessen
Knoten und Kanten atomare Informationen annotiert werden ko¨nnen.
MetaFrame Agent Building Center Service Definition . . .25 ff.
MetaFrame Agent Building Center Service Definition (kurz: ABC -SD) ist eine
graphische Entwicklungsumgebung fu¨r die komponenten-basierte Entwicklung
web-basierter Applikationen (siehe Teil II).
Modelchecking . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .220
Die Technik des Modelchecking ([15, 94, 54, 59, 81, 52, 17]) ermo¨glicht die au-
tomatische Verifikation von Systemen, indem fu¨r eine mathematische Struktur
(das sog. Modell) entschieden wird, ob sie eine bestimmte (temporale) Bedin-
gung erfu¨llt.
µ-Kalku¨l . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 169
PDF . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 119,128,178
Portable Document Format. Es handelt sich hierbei um ein Dateiformat, das
von Adobe Systems entwickelt wurde. PDF-Dokumente lassen sich problemlos
auf verschiedenen Softwareplattformen austauschen.
(siehe auch [46])
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Recht . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 76
Die Erlaubnis, ein Feature einer Applikation auszufu¨hren.
siehe Abschnitt 11.1.4
Rolle . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 47,117
Auf Ebene der Entwicklung einer Applikation bezeichnet der Begriff Rolle
einen bestimmten Aufgabenbereich innerhalb des Entwicklungsprozesses
Rolle . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 75
Bei der Doma¨nenmodellierung fu¨r eine Applikation bzw. zur Laufzeit bezeich-
net der Begriff Rolle einen Aufgabenbereich (na¨her beschrieben durch eine
Menge von Features) eines konkreten Benutzers bzw. einer bestimmten Benut-
zergruppe.
siehe Abschnitt 11.1.3
Servlet . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 30
Als Servlet bezeichnet man im Rahmen der Java 2 Platform Enterprise Edition
(J2EE) ein Java-Objekt, an das ein Webserver Anfragen seiner Clients dele-
giert, um die Antwort an den Client zu erzeugen. Der Inhalt dieser Antwort
wird dabei erst im Moment der Anfrage generiert, und ist nicht bereits statisch
(etwa in Form einer HTML-Seite) fu¨r den Webserver verfu¨gbar.
Servlets stellen damit im Rahmen der J2EE-Spezifikation das Pendant zu ei-
nem CGI-Skript oder anderen Konzepten, mit denen dynamisch Web-Inhalte
erstellt werden ko¨nnen (PHP etc.) dar. Sie sind Instanzen von Java-Klassen,
die von der durch die Spezifikation definierten Klasse javax.servlet.HttpServlet
abgeleitet wurden. Diese Instanzen werden bei Bedarf von einer Laufzeitumge-
bung, dem sogenanntenWeb-Container erzeugt und von ihm aus angesprochen.
Der Webcontainer seinerseits kommuniziert mit dem Webserver.
SIB . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 28
Service Independent Building Block.
(siehe Abschnitt 5.1)
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SLG . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .28
Service Logic Graph. Wird innerhalb des ABC -SD verwendet, um einen Dienst
einer Applikation mithilfe eines gerichteten Graphen zu modellieren. Dabei
repra¨sentieren die Knoten funktionale Einheiten des Anwendungsbereiches, die
Kanten beschreiben den Kontrollfluss.
SOAP . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 193
Simple Object Access Protocol. SOAP ist ein Protokoll, mit dessen Hilfe Daten
zwischen Systemen ausgetauscht und Remote Procedure Calls durchgefu¨hrt
werden ko¨nnen. SOAP stu¨tzt sich auf die Dienste anderer Standards, XML zur
Repra¨sentation der Daten und Internet-Protokolle der Transport- und Anwen-
dungsschicht (vgl. TCP/IP-Referenzmodell) zur U¨bertragung der Nachrichten.
SQL . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 81,126,134
Structured Query Language. SQL ist eine Abfragesprache fu¨r relationale Da-
tenbanken. Sie hat eine relativ einfache Syntax, die an die englische Umgangs-
sprache angelehnt ist, und stellt eine Reihe von Befehlen zur Definition von
Datenstrukturen nach der relationalen Algebra zur Manipulation von Daten-
besta¨nden (Anfu¨gen, Bearbeiten und Lo¨schen von Datensa¨tzen) und zur Ab-
frage von Daten zur Verfu¨gung.
SSL . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .30
Secure Sockets Layer. Die Standardmethode in der Industrie, umWeb-Kommu-
nikation zu schu¨tzen. SSL bezeichnet ein von der Firma Netscape entwickeltes
U¨bertragungsprotokoll, mit dem verschlu¨sselte Kommunikation mittels Tun-
neling mo¨glich ist.
Taxonomie . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 59
Eine Taxonomie ist eine Einteilung von Dingen in Gruppen (griech.: Taxon).
Allgemein wird dieser Begriff verwendet fu¨r die Bezeichnung eines Klassifikati-
onssystems, eine Systematik oder den Vorgang des Klassifizierens. Dabei wer-
den Klassen, Mengen oder andere Konzepte, welche durch die Einteilung von
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Objekten anhand bestimmter Merkmale gewonnen werden, planma¨ßig hierar-
chisch auf der Basis bestimmter Ordnungsprinzipien angeordnet und darge-
stellt. In der Regel ist das Ergebnis ein DAG.
UDDI . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .193
Universal Description, Discovery and Integration. UDDI ist ein Begriff aus der
Computertechnik und bezeichnet einen Verzeichnisdienst, der die zentrale Rol-
le in einem Umfeld von dynamischen Webservices spielen soll.
UDDI ist eine Anwendung von SOAP. Sie stellt mit Hilfe einer SOAP Schnitt-
stelle einen Verzeichnisdienst bereit. Dieser Verzeichnisdienst entha¨lt Unter-
nehmen, ihre Daten und ihre Services. Dabei kann man in UDDI zwischen
drei Arten der Informationen unterscheiden: Den ’White Pages’, einer Art Te-
lefonbuch, den ’Yellow Pages’, also die elektronische Entsprechung der gelben
Seiten, und den ’Green Pages’. Die genaue Aufteilung mit samt den Daten, die
den einzelnen Teilen entspringen werden, sind in folgender Liste ausgefu¨hrt:
• White Pages: Namensregister, Auflistung der Anbieter, Kontaktinforma-
tionen
• Yellow Pages: Branchenverzeichnis, spezifische Suche gema¨ß verschiedener
Taxonomien, verweist auf White Pages
• Green Pages: Informationen u¨ber Gescha¨ftsmodell, Technische Details zu
den angebotenen Web Services, Auskunft u¨ber Gescha¨ftsprozesse
UML . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
Unified Modeling Language. Graphische Sprache fu¨r die Visualisierung, Spe-
zifikation, Konstruktion und Dokumentation von großen Software-Produkten.
URL . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
Uniform Resource Locator. Ein Uniform Resource Locator (URL engl.: einheit-
licher Ortsangeber fu¨r Ressourcen) ist ein Uniform Resource Identifier (URI),
der eine Ressource u¨ber ihren prima¨ren Zugriffsmechanismus, d.h. dem Ort
(engl. location) der Ressource im Internet, identifiziert.
Web-basierte Applikation . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 5
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Eine web-basierte Applikation besteht aus einer Menge von Diensten und einer
Meta-Koordinationsebene, welche die Zusammenarbeit der einzelnen Dienste
regelt.
Workflow . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 31
Ein Workflow ist eine zusammenha¨ngende Folge von Aktionen, welche in der
festgelegten Reihenfolge ausgefu¨hrt werden, wenn ein Benutzer mit einer web-
basierten Applikation durch Eingabe von Daten und/oder Mausklicks intera-
giert. Im Rahmen eines Workflows sind Beginn und Ende, Interaktions- und
Entscheidungspunkte sowie Alternativen in Ausgabepfaden klar gekennzeich-
net.
WWW . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
World Wide Web.
XML . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
Extensible Markup Language. Es handelt sich hierbei um einen offenen Stan-
dard des World Wide Web Consortium (W3C) zur Erstellung strukturierter,
maschinen- und menschenlesbarer Dateien. XML definiert dabei den grundsa¨tz-
lichen Aufbau solcher Dateien udn wurde entwickelt als Datenformat fu¨r den
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