Abstract. In contrast to their relational counterparts, object databases are more heterogeneous in terms of their architecture, data model and functionality. To this day, this heterogeneity poses substantial difficulties when it comes to benchmark or interoperate object databases. While standardisation proposals have been made in the past, they have had limited impact as neither industry nor research has fully adopted them. We believe that one reason for this lack of adoption is that these standards were too restrictive and thus not capable of dealing with the heterogeneity of object databases. In this paper, we propose a uniform interface for access to object databases that is based on a flexible object model and algebra.
Introduction
Since their emergence in the 1980s, object databases have always been heterogeneous to an extent far greater than their relational siblings. One reason for heterogeneity is the fact that object databases are situated at the intersection of database management and object-oriented systems [1] . As a consequence, different object databases provide different sets of capabilities depending on their origin. On a very general level, the two approaches can be characterised in terms of whether they aim at supporting the compile-time or the run-time of an object data management system. Typically, object-oriented systems focus on aspects related to the design and development, whereas database management systems also address issues related to operation and evolution.
This difference is most pronounced in the object data models on which these systems are based. Models originating from object-oriented systems emphasise aspects such as encapsulation and language integration [2] and, since their main goal is to persist the objects of a programming language, these data models are usually very similar to, or even tied in with, the one of the language. In contrast, models that emerged from database management are designed to support traditional database features such as concurrency and recovery through transactions 
Background
Several efforts to standardise object databases in terms of object data models and algebras have been made in the past or are still ongoing. We start by summarising the most influential approaches, before introducing the background of the object representation used in our proposal. The best-known object database standard was defined by the Object Data Management Group (ODMG) [6] . Its object data model is based on the OMG object model and distinguishes between modelling primitives with and without unique identifier, called objects and literals, respectively. An object has a state comprised by its attributes and relationships as well as behaviour given by its methods. Objects are defined by types that consist of a specification and an implementation part. The former defines the abstract state and behaviour, while the latter furnishes a concrete realisation of the specification through a language 57 binding. Abstract types are specified in terms of interfaces that define abstract behaviour and classes that define abstract state and behaviour. For classes, the model supports only single inheritance, whereas for interfaces multiple inheritance is allowed. Finally, predefined collection types such as set, bag, list, array and dictionary are available both as objects and as literals.
Following the renewed interest in object databases, OMG recently resumed standardisation efforts and formed the object database technology working group. The proposal in the current white paper [7] is based on a Stack-Based Architecture (SBA) [8] that features a storage model and a query language. The storage model uses subject, predicate, object triples to represent objects. The formalisation of this model is straightforward and therefore its main advantage. However, we believe that the fact that it is not specific to object databases and hence does not capture their essential features makes it unsuitable as a standard. It has been shown that storages based on triples are generic to the point of being able to represent any data model [9] . As a consequence, the current proposal has to be considered a step backwards as its low level of granularity cannot compete with earlier and semantically richer models, such as OEM [10] that uses quadruples to represent objects or the previously discussed ODMG data model.
In order to interact with object data, algebras and query languages have been defined in addition to data models. The Object Query Language (OQL) [6] was defined within the ODMG standard. OQL is a declarative query language with a syntax similar to SQL. The semantics, however, is quite different as OQL operates on sets of objects and is capable of handling path expressions. Unlike the ODMG data model that is supported by some vendors, OQL has not seen widespread adoption. Today, the Versant Query Language (VQL) [11] represents the most complete implementation, even though it only supports a very limited subset of OQL. The Stack-Based Query Language (SBQL) [8] is based on an algebra that complements the stack-based architecture introduced above. SBQL queries can be expressed using its proprietary syntax or through SBQL4J, a language-integrated query interface for the Java programming language. The latter is again confirmation of the fact that there is a trend in object databases to integrate the query language with the programming language. This approach has been pioneered by Microsoft's Language-Integrated Query (LINQ) [12, 13] which is capable of accessing object, relational and XML data uniformly. Other approaches that fall into this category are db4o's programmatic query interfaces [14] , namely Native Query (NQ) and Simple Object Data Access (SODA). Acknowledging this development, we are convinced that a future object database standard should specify a programmatic or language-integrated query interface, rather than a stand-alone query language.
The object model and algebra that we propose as the theoretical foundation for building a standardised interface to object databases is based on objectslicing [15] . An object representation that uses the object-slicing technique is a suitable basis for a standard as it is flexible enough to capture the diversity of object databases while, at the same time, specific enough to address their unique requirements. For example, it can uniformly represent object models regardless of whether they use single or multiple inheritance and whether multiple instantiation is possible or not [16] . In the past, object-slicing has, therefore, been proposed as an implementation technique to support features such as views, schema evolution, versions and roles. MultiView [17, 18] is an implementation of object-slicing on top of GemStone and has been applied both to object-oriented views and schema evolution. While MultiView implements object-slicing based on an object database, Iris [19] follows the same approach but uses a relational back-end to store its objects. This approach is similar to more recent ObjectRelational Mapping (ORM) tools that also persist objects in relational databases using model mapping [20] . However, while MultiView and Iris assume a fixed mapping between classes and so-called implementation objects, Hibernate [21] , for example, offers several mapping strategies to define how objects are stored.
In summary, previous work has focused on object-slicing at the implementation level to support advanced features and to store objects flexibly. In contrast, our proposal is to leverage object-slicing at the conceptual level to unify the different approaches that exist. Unlike earlier standards, our approach recognises the importance of having diverse object databases. Therefore, our main goal is not to limit these systems by forcing them to adopt a restrictive interface. On the contrary, we propose a uniform and consistent interface to object databases that could easily be implemented by existing systems. As a consequence, the focus of our interface is more on data exchange and benchmarking, rather than application development and portability.
Object Data Model
In this section, we present an object data model based on object-slicing [15] . Figure 1 introduces the example used to illustrate our approach. The left shows a class hierarchy, rooted at class Contact with subclasses Organisation, Person and Private. The graphical representation of two objects based on object-slicing is given on the right. Object id 1 is an instance of class Person, whereas object id 2 is an instance of class Organisation. As can be seen, both objects consist of two so-called object slices which we refer to as information units. Each information unit corresponds to exactly one class and stores the attribute values for the fields declared by that class. Object instantiation in our model is captured by the dress and strip primitives that add or remove information units, respectively. As shown in the figure, object id 1 can be instantiated with class Private using a dress operation, whereas object id 1 could be reclassified as an instance of Contact using a strip operation. Based on this representation, we now present the formal definition of the object data model.
The type system of our object data model distinguishes four different kinds of types-base, object, structured and extent types-that describe the domain
We will describe each of these types in more detail. Base Types. A base type T base ∈ T base defines the, possibly infinite, domain of a basic type that is predefined by the object database. As a consequence, T base can change from one system to another. For the scope of this paper, we assume the following definition.
We use the names of the base type as a short-hand to denote their value domains. For example, boolean is used to denote T boolean = {true, false}.
A base value, v base ∈ V base , has no identity and is said to be an instance of a base type T base ∈ T base , denoted as v base T base , iff v base ∈ T base . Generally, base types and their instances cannot be explicitly created, modified or deleted as their existence is taken for granted.
Object
Types. An object type T obj ∈ T obj describes the properties of a class of objects.
1 It is defined as a set of field names {F 1 , F 2 , . . . , F n } each of which is associated with a type T i ∈ T, where 1 ≤ i ≤ n.
An object type T sub can be a subtype of one or more object types T super , denoted as T sub T super . The relation is transitive, i.e. T 1 T 2 ∧ T 2 T 3 ⇒ T 1 T 3 and reflexive, i.e. T obj T obj . Based on these properties, we define
to be the set of all defined and inherited field names of an object type T obj .
2
An object, v obj ∈ V obj , is defined as the structure id, Ω , where id is the object's unique and immutable identifier and Ω = {μ | μ : T obj → V} is a set 1 Due to space limitations, we omit the discussion of methods in this paper. 2 Note that the precise definition of the set T * obj depends on the model of inheritance used by the object database. Since our object model does not preclude any inheritance model, different systems may return different sets.
of mappings. Each mapping μ : (
Mappings correspond to the information units introduced earlier.
Both object types and objects can be created, modified and deleted. Due to space limitations, we limit our presentation to the dress, strip and browse operations that are specific to our object data model. A more comprehensive discussion can be found in [22] . The dress and strip operations are used respectively to add or remove information units to or from an object, while the browse operation computes a mapping that represents the object in the context of the given type.
Structured Types. A structured type T struct ∈ T struct describes the structure of literals. Similar to object types, structured types are defined as a set of field names {F 1 , F 2 , . . . , F n } where each F i is associated with a type T i ∈ T, where 1 ≤ i ≤ n. In contrast to object types, structured types cannot define methods and there is no notion of subtyping or inheritance. Since a structured value or struct, v struct ∈ V struct , has no identity, it is simply defined as a mapping μ :
Extent Types. An extent type T ext ∈ T ext describes a collection of values in terms of its bulk behaviour and the type of its members. Accordingly, it is defined as a structure bulk, T , where bulk ∈ {set, bag, ranking, sequence} and T ∈ T.
An extent value or extent, v ext ∈ V ext , for an extent type T ext = bulk, T is a finite collection of values, denoted as v ext = v 1 , v 2 , . . . , v n . Corresponding to the four bulk behaviours introduced above, we distinguish set, bag, ranking and sequence extent values, depending on whether they are ordered and allow duplicates. We denote a set (unordered, no duplicates) as Example. For the example introduced in Fig. 1 , the representation of a database containing objects id 1 and id 2 based on the formal object data model is given 
Collection Algebra
We now present the algebra associated with our model. Since, for the most part, its operators apply to collections of values, i.e. extent values, we refer to it as a collection algebra. Our algebra is an extension of traditional set algebra as it introduces functionality specific to object data management and provides support for collections other than sets. However, in order to define how these operators manipulate collections of values, we first need to specify their behaviour in terms of the type system of our object data model. Most-specific Type. We define the most-specific type of two types T 1 and T 2 , denoted as T = T 1 T 2 , where T 1 , T 2 ∈ T i and T i ∈ T * . In the case that T i = T base , the most-specific type of two base types is defined by Tab. 1(a), where ⊥ stands for undefined. The most-specific type of two object types T 1 , T 2 ∈ T obj is defined as
If T i = T struct , the most-specific type of two structured types T 1 and T 2 is defined as follows. Let T 1 = {F 
given as the set of field names
Finally, in the case that T 1 = bulk 1 , T 1 and T 2 = bulk 2 , T 2 ∈ T ext , the mostspecific type of two extent types is given by the structure T = bulk, T , where bulk = bulk 1 bulk 2 , according to Tab. 1(b) and T = T 1 T 2 . In all other cases, the most-specific type of two types is undefined (⊥).
Type Compatibility. Two types T i and T j are said to be compatible, denoted as
Support Operations. Finally, we introduce the following operations to support the definition of operators over ordered collections. For an ordered collection C = x|C , the | operator decomposes C into its first element x and the ordered collection of the remaining elements C Note that we will use the set representation of bags in some of the following definitions, where 1, 1, 1, 2, 2, 3 ≡ {(1, 3), (2, 2), (3, 1)}. Then we use x ∈ bag B to denote the membership of x in a bag B and (x, n) ∈ set B to denote the membership of (x, n) in the set representation of B where n is an integer giving the number of occurrences of x. The full definition of collection membership ∈ : (T, coll[T ]) → boolean, is given below.
Finally, we also include a definition of bag addition here, which will be used to define other operators over bags that are part of the collection algebra. 
The definition of the intersection, ∩ :
, of two collections is given below. 
o t h e r w i s e
, forms a subcollection of a given collection C that only contains elements that satisfy a predicate p. Using the reduce operation ( ), which will be introduced later, it is defined as follows.
Map Operations. Our algebra also supports map operations that apply a given function f to all members of a collection C and return a new collection containing the results of this function application. The general map operator, :
, is given as follows.
, is a special case of a map operation that substitutes each object x = id, Ω with the value of its field F i , denoted as x.
Reduce Operations. The last group of operators provided in our algebra are reduce operations which, given an aggregation function f and a default value v, compute one or more aggregated values over a collection C. The general reduce 64 operator, : (coll[t 1 ], ((t 1 , t 2 ) → t 2 ), t 2 ) → t 2 is defined as follows.
Examples. Based on the example given in Fig. 1 , assume we want to find the names of all employees working for the "ACME" company. Then this query could be expressed as follows.
(σ name="ACME" (⊗organisation)) · employees · name
Another example is the following query to retrieve the names of the organisations for which "Fred Bloggs" works. Note that we have split it into two steps purely for the sake of legibility.
Apart from the operators presented in this section, our algebra provides further functionality that had to be omitted due to space limitations. A complete overview of our collection algebra can be found in [22] .
Implementation
Based on the formal definitions given in the previous sections, we have specified an application programming interface (API) and realised a proof-of-concept implementation. The aim of the proposed API is to serve as a standard for uniform access to object databases, rather than as a standard for application development. As a consequence, our API is quite low-level and procedural. Its main concepts are two interface classes that respectively define the methods to manage and query data according to the object data model and algebra. The signatures of the most commonly used methods of the first interface class are outlined in Tab. 2. These methods allow types to be created and instantiated, and their instances to be read, manipulated and deleted. For example, an object type can be created with the createObjectType method by providing its name and a list of attribute types. Attributes may be of base, structured, object or extent types, which are commonly generalised as Type. An object is created using createObject and dressed with an object type using the dress method which takes the object to be dressed and an object type as argument. Given such an object and its type, attribute values may be read and written with the get/setAttributeValues methods. Finally, an object may be deleted with the deleteObject method. All other types and their instances are managed similarly. The interface of the algebra is based on the iterator model [23] and thus follows a language-integrated rather than a declarative approach. The signatures of the algebra operators defined in the previous section are shown in Tab. 3. Additionally, our interface provides a scan method that, given an ExtentValue, returns an iterator. Thus, the scan method interfaces between the collection representation of the object data model and the one used in the algebra. The signatures of the remaining operator methods closely correspond to the formal definitions of Sect. 4 and therefore require no further explanation. Note that all of these methods take one or more iterators as input and return one iterator as output. Therefore, operators can be arbitrarily nested to form complex queries.
As a proof-of-concept, we show how the API was implemented using Berkeley DB Java Edition which is a light-weight key-value database providing direct access to its data structures. Due to the nature of our interface, we wanted to avoid the complexity of interacting with a relational or object database system. While this might sound counter-intuitive, it is motivated by the fact that we do not propose an interface for application development and, therefore, do not believe it should be implemented "on top" of an existing database interface. Rather, vendors should offer the proposed interface as an alternative that supports use-cases such as benchmarking and data exchange. In order to store information about the different types, we use separate databases 3 for base, structured, object and extent types. These four databases constitute the metadata over the persistent data and their record layouts are shown in Fig. 2 . As every type is identified by a unique name, we map these names to UUID values which are used as database keys. For object types shown in Fig. 2(a) , we store a header (grey fields) containing the field and supertype count as well as the offset for the supertypes within the record. We then have a sequence of (Position,^Type) pairs describing the type's attributes. Position is used for schema evolution, while^Type is a type reference represented as the UUID of the attribute type. A sequence of UUID values referring to a type's supertypes forms the end of such records. The numbers in parenthesis show the sizes of each record part in bytes. Figure 2(b) shows how base types are described by a Type which encodes the basic type from T base . A record describing a structured type is shown in Fig. 2(c) . It consists of a header containing the field count and a sequence of^Type containing the UUID values of the field types. As shown in Fig. 2(d) , extent types are stored as an encoded bulk type such as set, bag, sequence or ranking, and the UUID of the type describing the extent members. In addition to the metadata, a user partition contains the objects, their information units and the extent values. For each object type, we create a separate database containing all of its instances. The entries of such databases start with the instance object's identifier encoded as a UUID key, followed by a value part as shown in Fig. 3 . The value part contains the information unit's attribute values. Internally, we divide an entry's value part into a fixed-size and a variable-size part. For variable-size attributes such as strings, we store their length and a pointer to the beginning of the variable-size part following the fixed-size part (light grey). This record layout enables the execution of some schema evolution operations without having to re-write all instances of the type under change.
The dress types database shown in Fig. 4 is used to keep track of all information units that belong to an object. In this database, we map the object's UUID 
Discussion
We now discuss and position our work with respect to the related approaches that were introduced in Sect. 2. The object data model that we presented in this paper can be classified as an evolution of the ODMG 3.0 data model. The ODMG modelling primitives of objects and literals correspond to object and structured types in our model. The distinction of whether information is modelled as an identifiable object or an inlined value is present in most object databases. For example, the Versant Object Database (VOD) introduced the notion of first-class and second-class objects, while Objectivity/DB uses the concept of embedded objects to support this feature. As a consequence, we believe that any new object database standard should also include these capabilities. Finally, we note that the collection types defined in our model are slightly different from the ones offered by the ODMG model. Nevertheless, we share the conviction that different collection types and their associated operations are an essential part of an object data model.
The approach that is currently proposed as the next-generation object databases standard takes an altogether different stance in this respect. Instead of defining the characteristics of a standard object data model, their data model decomposes objects into triples that are used to represent all information. While this model is very flexible and easily formalised, it is too general and lacks specificity for the domain of object databases. Our model acknowledges the importance of a formal specification as the foundation of consistent semantics, however we position it differently in terms of the trade-off between flexibility and specificity. Based on object-slicing, our approach supports different models of inheritance and instantiation. At the same time, its type model and collection algebra are truly object-oriented.
When defining a standard, there are different objectives that can be taken into consideration. For example, the ODMG 3.0 standard has been defined to provide better support for unified application development and portability. The goal of the interface proposed in this paper is different as it was designed to facilitate standardised evaluation of object databases in terms of benchmarking or as a format for data exchange. Consequently, our application programming interface does not provide transparent persistence that is nowadays the standard for object database application development. Nevertheless, we believe that the adoption of our proposal is likely as many vendors already offer lower-level interfaces to their databases, e.g. Versant's JVI Fundamental Binding [24] .
Conclusion
We have presented an object data model that uses object-slicing to support different styles of inheritance and instantiation. We have defined the model formally and used this specification as the basis for a collection algebra that provides query facilities in the context of our object data model. Finally, we have proposed an interface that supports both uniform access and querying of object data that is represented according to the proposed model. As a proof-of-concept, the interface that is intended for benchmarking and data exchange has been implemented using Berkeley DB Java Edition.
As future work, we plan to experiment with different object-slicing strategies. In this paper, we have assumed a one-to-one correspondence between object classes and information units. However, if an object database does not provide multiple inheritance nor multiple instantiation, this assumption might be unreasonable and lead to increased complexity. To experiment with this, we plan to implement our interface based on different existing object databases. At the same time, this will help to demonstrate its value for benchmarking and data exchange.
