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Resumo. Este artigo apresenta um XML Schema, o XSPSL, para especificação de políticas de segurança para redes de computadores. O XSPSL é baseado numa linguagem declarativa baseada em objectos, a Security Policy Specification Language. O recurso ao XSPSL para especificação de políticas de segurança permite usar ferramentas genéricas para editar, validar e processar documentos em XML. Além disso, uma política de segurança expressa de acordo com o XSPSL é obrigatoriamente anotada correctamente, contribuindo para uma maior fiabilidade dessas mesmas políticas.
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1.   Introdução

O recurso a firewalls [1] para proteger intranets de acessos não autorizados do exterior é uma prática corrente. Em empresas de maiores dimensões, ou com requisitos de segurança mais exigentes, é comum instalar, além da firewall principal que liga a intranet à Internet, outras firewalls em pontos chave da rede. Uma boa gestão deste parque de firewalls é essencial para garantir a sua efectividade. Um dos maiores obstáculos para essa gestão é a diversidade de linguagens para configuração de firewalls. De facto, praticamente cada fabricante usa a sua, havendo alguns fabricantes que usam diferentes linguagens conforme o modelo da firewall. Assim, frequentemente, os administradores de redes vêm-se obrigados a usar diferentes linguagens para configurar políticas de segurança, aumentando a possibilidade de erro duma tarefa já de si complexa e dada a erros.
Uma solução óbvia para melhorar este estado de coisas é recorrer a uma única linguagem de especificação de políticas, que o administrador usaria para configurar o parque de firewalls. No entanto, a existência duma linguagem neutra para especificação de políticas de segurança para firewalls é apenas parte da solução. De facto, é de prever que, por razões comerciais, cada fabricante continue a usar a sua própria linguagem de configuração. A outra parte da solução é a existência de programas tradutores que convertam automaticamente políticas especificadas na linguagem neutra em políticas nas linguagens suportadas pelas diferentes firewalls.
Uma linguagem com este objectivo proposta à The Internet Engineering Task Force (IETF)  é a Security Policy Specification Language (SPSL) [2], uma linguagem declarativa baseada em objectos. Embora SPSL tenha uma semântica muito bem adaptada ao domínio de aplicação a que se destina, tem algumas características pouco conseguidas. Primeiro, a sua sintaxe tem algumas deficiências. Por exemplo, usa linhas em branco para delimitar objectos, o que torna difícil a leitura e interpretação duma política de segurança expressa em SPSL. Segundo, embora a sua sintaxe esteja definida em Backus Naur Form (BNF) [3], permitindo o recurso a analisadores léxicos e sintácticos como o Flex [5] ou o Bison [4] [6] para o desenvolvimento de tradutores, estas ferramentas não permitem fazer a validação automática (sem a necessidade de desenvolvimento de código) de certas propriedades na fronteira entre a análise sintáctica e a análise semântica, como por exemplo integridade referencial, particularmente relevantes na especificação de políticas de segurança.
O XSPSL Schema apresentado neste artigo é um XML Schema que define uma linguagem baseada em eXtended Markup Language (XML) para a especificação de políticas de segurança. Este schema é fortemente baseado em SPSL, como o seu nome indica, mas tira partido de XML para facilitar não só a compreensibilidade de documentos de especificação de políticas de segurança, mas também a sua validação e processamento.
De facto, o uso de XML é hoje em dia generalizado e existem diversas ferramentas (p.ex., XML::parser [7], saxon [8], xerces [9], XML::simple [10]) e tecnologias associadas (p.ex, (Document Object Model (DOM) [11], XML Schema Definition Language (XSDL)  [12] [13], Extensible Stylesheet Language (XSL) [14]) que simplificam e auxiliam significativamente o desenvolvimento de aplicações que processam documentos XML.
O uso de XML é vantajoso não apenas para o programador, mas também para o administrador que escreve e mantém as regras. De facto, o recurso a XML torna particularmente clara a delimitação dos componentes, facilitando a sua legibilidade. Facilita ainda a validação de documentos usando ferramentas apropriadas de uso muito divulgado. Como mencionado acima, tirando partido de XML Schema Description Language (XSDL), estas ferramentas, já desenvolvidas, permitem a validação não só da sintaxe mas também de outras restrições como a integridade-referencial. Embora a validação possibilitada por XML não elimine a existência de erros na especificação de políticas de segurança, contribui para a eliminação de muitos deles e consequentemente para uma gestão mais eficaz da segurança em intranets.
O resto do artigo está organizado como se segue. A Secção 2 inclui uma descrição sumária da Security Policy Specification Language. Na Secção 3 apresentamos as regras que seguimos para desenvolver o XSPSL Schema a partir da definição de SPSL. O XSPSL Schema é descrito na Secção 4. A Secção 5 apresenta um exemplo duma política de segurança especificada em XML de acordo com o XSPSL. Finalmente, concluímos na Secção 6.
2. SPSL

Nesta secção fazemos uma apresentação breve da linguagem SPSL, em que nos baseamos para desenvolver o XSPSL Schema. De facto, a SPSL é uma linguagem especialmente concebida para especificação de políticas de segurança para redes em geral e para IPsec em particular, tendo sido proposta em 1999 como Draft à IETF.
A SPSL é uma linguagem declarativa baseada em objectos [15]. Objectos são instâncias de classes especificadas em SPSL. Cada classe tem um conjunto de atributos que são usados para manter a informação associada a objectos dessa classe. Os atributos podem ser ou não obrigatórios, i.e. podem ou não existir obrigatoriamente em todos os objectos duma classe e podem ocorrer ou não múltiplas vezes no mesmo objecto. A ordem pela qual os atributos aparecem na definição duma classe é relevante. O tipo do valor dum atributo é especificado em SPSL recorrendo a um conjunto de tipos primitivos predefinidos.
A principal classe definida em SPSL é a classe policy a qual representa uma política de segurança, i.e., em termos mais prosaicos, uma regra de filtragem duma firewall. Para permitir a especificação duma política de segurança, SPSL define ainda várias outras classes as quais se podem agrupar em 2 conjuntos: classes representando entidades de redes de computadores e classes associadas à própria manutenção das políticas, como sumariado na Tabela 1.
Tabela 1 – Grupos de classes
Grupo	Classes
Política de Segurança	Classe policy
Entidades de Rede	Classe node
	Classe node-set
	Classe gateway
	Classe gateway-set
	Classe polserv
	Classe domain
Gestão de Agentes	Classe mtner
	Classe cert

Assim, um ficheiro em SPSL especificando uma política de segurança (ou um conjunto de políticas de segurança) consiste num conjunto de objectos, instanciações das classes especificadas em SPSL. A instanciação de objectos de algumas destas classes pode ou não ser obrigatória, e pode ou não ocorrer múltiplas vezes. Para garantir a unicidade dos objectos especificados numa política de segurança, SPSL define para cada classe um atributo chave, cujo valor deverá ser único num documento de especificação de política de segurança. O atributo chave é o primeiro atributo na definição da respectiva classe, e consequentemente dos objectos que a instanciam. 
Para dar uma ideia mais concreta do aspecto dos documentos de especificação de políticas de segurança em SPSL, reproduzimos na Figura 1 um segmento dum documento que especifica uma política de segurança muito simples a impor no computador cujo endereço IP é 193.136.128.43: permitir o estabelecimento de conexões TCP para o computador com endereço IP é 193.136.128.43.

mntner: PEDRO
auth: crypt-pw dhjsdfhruewf
address: FEUP
phone-number: +351225502315
email: pfm@fe.up.pt
mnt-by: PEDRO
certs: PEDRO-CERT
changed: PEDRO 20051020
signature: PEDRO PEDRO-CERT dsa-sha1 gkudodx7

…

node: WEB
name: www.fe.up.pt
ifaddr: 193.136.128.43
mnt-by: PEDRO
changed: PEDRO 20051020
signature: PEDRO PEDRO-CERT dsa-sha1 gkudodx7

policy-name: TCP-WEB
association: WEB
dst: 193.136.128.43 
src: * 
xport-proto: 6 
action: permit
mnt-by: PEDRO
changed: PEDRO 20051020
signature: PEDRO PEDRO-CERT dsa-sha1 gkudodx7
Figura 1 – Exemplo de uma política de segurança em SPSL  
Note-se que os diferentes objectos são limitados por uma linha em branco. Assim, o segmento representado inclui três objectos. Cada atributo dum objecto é declarado numa linha separada e consiste num par nome-valor, separados pelo carácter ":". Por exemplo, a primeira linha declara um atributo mntner com o valor "PEDRO". A classe a que um objecto pertence é determinada implicitamente pelo nome do primeiro atributo do objecto. Assim, o primeiro objecto é da classe mntner, sendo o seu nome PEDRO, o segundo da classe node sendo o seu nome "WEB" e o terceiro da classe policy sendo o seu nome "TCP-WEB".
Note-se ainda que alguns atributos são referências para objectos, sendo esta referência feita pelo nome do objecto. Por exemplo, o valor "WEB" do atributo association do objecto policy TCP-WEB, refere-se ao objecto "WEB" da classe node. Todos os objectos referenciados por atributos numa especificação de políticas de segurança em SPLS deverão ser definidos nessa especificação, não o fazer é naturalmente um erro. 


3. Regras Usadas na Concepção do XSPSL

SPSL é uma linguagem relativamente extensa, estendendo-se a sua especificação por várias dezenas de páginas. Assim, para garantir consistência e uniformidade entre políticas de segurança especificadas em SPSL e políticas de segurança especificadas usando XSPSL adoptámos um conjunto de regras para realizar o mapeamento dos elementos sintácticos de SPSL em elementos sintácticos do esquema XML, que passamos a enumerar.

Regra 1: Mapear objectos SPSL em elementos XML.

Regra 2: Mapear atributos SPSL em elementos XML.

Regra 3: Mapear tipos primitivos de SPSL em tipos derivados por restrição de tipos primitivos XSDL.

Regra 4: Especificar a possibilidade dos valores de atributos SPSL assumirem tipos distintos recorrendo a elementos choice do XSDL. Por exemplo, o atributo association do elemento policy pode assumir o valor de um node, ou de um node-set, ou de um gateway, ou de um gateway-set, ou ainda o valor de um domain.

Regra 5: Especificar a multiplicidade/obrigatoriedade dum objecto ou atributo SPSL recorrendo aos atributos minOccurs e maxOccurs de XSDL. 

Regra 6: Mapear atributos chave dos objectos SPSL em elementos XML com um atributo name definido como chave para elemento raiz do XSD.

Regra 7: Usar referências-chave (elemento XSDL keyref) na declaração dos elementos.

Regra 8: Designar elementos XML pelos nomes dos elementos sintácticos de SPSL (classes, atributos, tipos primitivos) correspondentes.

As Regras 1 a 5 afectam a estrutura propriamente dita dos documentos XML de especificação de políticas de segurança e foram ditadas pela nossa visão da estrutura que um documento XML especificando políticas de segurança deveria ter.
As Regras 6 e 7 foram determinadas não pela estrutura desejada para os documentos XML de especificação de políticas de segurança, mas pelo objectivo de explorar as facilidades de validação de XML na detecção de erros na especificação de políticas de segurança usando o XSPSL. 
A Regra 8 é essencial para facilitar a compreensão de políticas de segurança expressas usando a linguagem definida por XSPSL. De facto, SPSL usa um conjunto de nomes cuja semântica é quase consensual no domínio da segurança de redes. A adopção de nomes diferentes poderia tornar mais difícil a compreensão da política especificada, causando potencialmente vulnerabilidades de segurança - uma percentagem elevada das vulnerabilidades de segurança deve-se não a falhas nos mecanismos de segurança mas a falhas na administração desses mecanismos.
4. XSPSL: Um XML Schema para SPSL
Tendo descrito o processo usado para desenvolver um XML Schema baseado na linguagem SPSL, apresentamos nesta secção a estrutura base deste schema, evidenciando os aspectos que consideramos mais importantes. Por uma questão de limitação de espaço não será apresentado o schema completo.  
Na Figura 2 está representada a estrutura do schema.


Figura 2 – Estrutura do XML Schema
Como ilustrado pela Figura 2, o elemento raiz contém um conjunto de referências para elementos, cada um dos quais está associado a um tipo. Alguns destes tipos derivam dum tipo base, que agrega elementos comuns a todos eles. Finalmente ainda, há um conjunto de tipos primitivos que são usados para especificar outros tipos.
Passamos agora a descrever em maior detalhe cada um dos componentes deste XML Schema começando no topo, i.e. no elemento raiz, e descendo progressivamente até aos tipos primitivos.
O elemento raiz do XSPSL foi definido como uma sequência de elementos que representam as diferentes classes definidas em SPSL. Denominamos este elemento de policies, uma vez que é usado para agrupar as diferentes políticas (especificadas sob a forma de elementos policy) e a informação necessária à especificação dessas políticas. A definição do objecto policies inclui a definição da sequência dos elementos correspondentes aos objectos SPSL, bem como a declaração das chaves necessárias para garantir a unicidade desses objectos, como se pode observar na Figura 3.
	
1	<xs:element name="policies">		<xs:complexType>			<xs:sequence>				<xs:element ref="mtner" maxOccurs="unbounded"/>									<xs:element ref="cert" maxOccurs="unbounded" minOccurs="0"/>				<xs:element ref="node" maxOccurs="unbounded" minOccurs="0"/>				<xs:element ref="node-set" maxOccurs="unbounded" minOccurs="0"/>				<xs:element ref="gateway" maxOccurs="unbounded" minOccurs="0"/>				<xs:element ref="gateway-set" maxOccurs="unbounded" minOccurs="0"/>				<xs:element ref="policy-server"  maxOccurs="unbounded" minOccurs="0"/>				<xs:element ref="domain" maxOccurs="unbounded" minOccurs="0"/>				<xs:element ref="policy" maxOccurs="unbounded"/>			</xs:sequence>		</xs:complexType>		<xs:key name="node">			<xs:selector xpath=" node"/>			<xs:field xpath="@name"/>		</xs:key>		<xs:key name="gateway">			<xs:selector xpath="gateway"/>			<xs:field xpath="@name"/>		</xs:key>		…	</xs:element>
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Figura 3 – Representação parcial do elemento raiz (policies) do XSPSL
Na Figura 3, a partir da linha 16 e até ao fim do elemento raiz, são declarados como chaves os atributos name de cada elemento da sequência.
Nas linhas 4 a 13, estão definidos os vários elementos que correspondem aos objectos definidos pela SPSL, aplicando a regra 6 de forma a permitir a verificação automática de multiplicidade e/ou obrigatoriedade dos objectos. 
Note-se que estes elementos são declarados através de referência, de forma a estruturar o schema de uma forma mais modular. 
Desta forma, para cada classe de objectos SPSL é definido um elemento XML a nível global. A definição de cada um destes elementos recorre, uma vez mais, por razões de modularidade, à definição de um tipo correspondente. 
Na definição dos tipos, foi tida em consideração a particularidade de todos os objectos conterem um conjunto comum de atributos e, tirando partido dos mecanismos de herança do XSDL, agruparam-se os elementos correspondentes num tipo base a que se chamou common-elements. A definição deste tipo base está representada na Figura 4.

	<xs:complexType name="common-elements">
		<xs:sequence>
			<xs:element ref="char-set" minOccurs="0"/>
			<xs:element ref="notes" minOccurs="0" maxOccurs="unbounded"/>
			<xs:element ref="mnt-by" maxOccurs="unbounded"/>
			<xs:element ref="changed" maxOccurs="unbounded"/>
			<xs:element ref="signature" maxOccurs="unbounded"/>
		</xs:sequence>
		<xs:attribute name="name" type="xs:string" use="required"/>
	</xs:complexType>
Figura 4 -  Representação dos elementos comuns
Este tipo base define um conjunto de elementos que poderão ser herdados por outros tipos. Neste tipo base, a sequência de elementos corresponde ao mapeamento de atributos SPSL, de acordo com a regra 2. Note-se ainda o uso dos atributos XSDL minOccurs e maxOccurs,  de acordo com a regra 5.
A utilização deste tipo base é ilustrada, na Figura 5, na definição do tipo policyType correspondente à classe policy.

<xs:complexType name="policyType">
  <xs:complexContent>
    <xs:extension base="common-elements">
       <xs:sequence>
	<xs:element name="association">
	  <xs:complexType>
	    <xs:choice maxOccurs="unbounded">
	      <xs:element name="node" type="nodeType"/>
	      <xs:element name="node-set" type="node-setType"/>
	      <xs:element name="gateway" type="gatewayType"/>
	      <xs:element name="gateway-set" type="gateway-setType"/>
	      <xs:element name="domain" type="domainType"/>
	     </xs:choice>
	   </xs:complexType>
	</xs:element>
       <xs:element name="cache-expiry" type="xs:string"/>
       <xs:element name="valid-period" type="xs:string"/>
       <xs:element name="dst" type="endpointType"/>
       <xs:element name="src" type="endpointType"/>
       <xs:element name="protocol" type="xs:string"/>
       <xs:element name="direction" type="xs:string"/>
      </xs:sequence>
    …
</xs:complexType>

Figura 5 – Representação do tipo “policyType”

Além dos elementos herdados, o tipo em causa é constituído por outros elementos que são especificados através de uma sequência de elementos (<xs:sequence>). Tal com foi anteriormente referido, estes elementos podem ser especificados como uma sequência de outros elementos ou através de uma escolha. O conjunto dos elementos herdados e os elementos definidos no tipo correspondem ao mapeamento dos atributos da classe SPSL.
Uma vez definido o tipo, pode-se definir então o elemento correspondente, como ilustrado na Figura 6, para o elemento policy. 

    
<xs:element name="policy" type="policyType">
	  <xs:keyref name="refnode" refer="node">
		<xs:selector xpath="association/node"/>
		<xs:field xpath="."/>
	  </xs:keyref>
	  <xs:keyref name="refnode-set" refer="node-set">
		<xs:selector xpath="association/node-set"/>
		<xs:field xpath="."/>
	  </xs:keyref>
	  <xs:keyref name="refgateway" refer="gateway">
		<xs:selector xpath="association/gateway"/>
		<xs:field xpath="."/>
	  </xs:keyref>
	  <xs:keyref name="refgateway-set" refer="gateway-set">
		<xs:selector xpath="association/gateway-set"/>
		<xs:field xpath="."/>
	  </xs:keyref>
	  <xs:keyref name="refdomain" refer="domain">
		 <xs:selector xpath="association/domain"/>
		 <xs:field xpath="."/>
	  </xs:keyref>
	</xs:element>

Figura 6 – Representação do elemento “policy”
A definição deste elemento consiste em declarar o tipo e um conjunto de referências-chave (elemento keyref do XSDL). Estas últimas garantem que qualquer objecto referenciado está declarado no documento XML, evitando deste modo referências quebradas (dangling references).
Foi ainda criado um conjunto de tipos de dados primitivos que permitem especificar as características de vários atributos quase sempre presentes na especificação de políticas de segurança. Estes elementos permitem facilitar e reduzir a complexidade na implementação do XML Schema, aumentando a sua modularidade. A tabela seguinte resume alguns dos tipos de dados primitivos e a sua função, assim como as restrições impostas aquando da sua criação.


 Tabela 2 - Lista de alguns tipos de dados primitivos
Tipo de Dados	Função	Restrições
date	Define uma data. 	Formato aaaammdd.
ip-addrType	Define um endereço IP. 	Formato xxx.xxx.xxx.xxx
ip-rangeType	Define uma gama de endereços.	Formato xxx.xxx.xxx.xxx/xx
nameType	Define um nome de um nó.	Formato xxxx(x).xx(xx)
portType	Define uma porta.	Porta mínima (0) e porta máxima (65535)
port-rangeType	Define uma gama de portas.	Formato x(xxxx)-x(xxxx)

No entanto, na definição destes tipos de dados primitivos deparamo-nos com algumas limitações inerentes ao XSDL. Por exemplo, o tipo de dados date deverá ser uma data com o formato aaaammdd (a – ano; m – mês; d – dia), tendo sido introduzida uma restrição de forma a que o programador seja obrigado a inserir um conjunto de 8 dígitos. Contudo, a restrição deveria ser bastante mais complexa, tentando limitar os dígitos relativos ao ano (por exemplo, 1900 a 2050), ao mês (01 a 12) e ao dia (01 a 31), assim como alguns aspectos relacionados com o calendário (meses com 30 e 31 dias, anos bissextos, etc). Tais imposições são impossíveis de especificar recorrendo ao XSDL. Um outro exemplo das limitações com que nos confrontamos foi, por exemplo, na especificação de uma gama de portas. Através de XSDL é possível impor os limites inferior e superior de um intervalo, mas não é possível verificar que o limite inferior é maior do que o limite superior ou vice-versa. Para o conseguir teríamos de usar XSDL combinado com Schematron [16], o que nesta fase não foi realizado. 
5. Exemplo de uma Política de Segurança em XSPSL
Tendo descrito na secção anterior o XSPSL Schema, apresentamos na Figura 7 o segmento XML correspondente ao segmento duma política de segurança já apresentado na Secção 2 em SPSL.
A utilização de XML é vantajosa não apenas para o programador, mas também para o administrador que escreve e mantém as regras. De facto, o recurso a XML torna particularmente clara a delimitação dos componentes, facilitando a sua legibilidade. Facilita ainda a validação de documentos usando ferramentas apropriadas de uso muito divulgado e genérico. Como mencionado acima, tirando partido de XML Schema Description Language (XSDL) [11], estas ferramentas permitem a validação não só da sintaxe mas também de outras restrições como a integridade-referencial. Embora a validação possibilitada por XML não elimine a existência de erros na especificação de políticas de segurança, contribui para a eliminação de muitos deles e consequentemente para uma gestão mais eficaz da segurança em intranets.
Por comparação entre os dois formatos apresentados é óbvio concluir que a especificação de um documento com base no XSPSL introduz vantagens relativamente à linguagem SPSL, nomeadamente:

- Maior facilidade de estruturação. Visto que um documento de políticas pode e deve ser validado pelo XSPSL, a estruturação é automaticamente garantida;
- Possibilidade de validação, uma vez que esta é conseguida através da confrontação do documento de políticas com o XSPSL, usando as ferramentas existentes de validação XSD genéricas;
	- Maior legibilidade;
- Possibilidade de utilização de restrições, ou seja, as restrições para os valores dos campos definidos no XSPSL garantem a obediência aos formatos (por exemplo, uma data terá de sempre no formato aaaammdd);
- Obediência a regras de integridade, recorrendo aos mecanismos de keyref presentes no XSPSL.  

<policies xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"   xsi:noNamespaceSchemaLocation="xspsl.xsd">
   <mtner name=”PEDRO”>
      <auth> crypt-pw dhjsdfhruewf </auth> 
      <address>FEUP</address> 
      <phone-number>+351225081400</phone-number > 
      <email>pfm@fe.up.pt</email>
      <mnt-by>PEDRO</mnt-by>
      <certs> PEDRO-CERT </certs>
      <changed>20051020</changed> 
      <signature> PEDRO PEDRO-CERT dsa-sha1 gkudodx7</signature> 
   </mtner>
   <node name=”WEB”>
        <dns-name>www.fe.up.pt</dns-name>
        <ip-addr>193.136.128.43</ip-addr>
        <mnt-by>PEDRO</mnt-by>
        <changed>20051020</changed> 
        <signature> PEDRO PEDRO-CERT dsa-sha1 gkudodx7</signature>
    </node>
    <policy name=”TCP-WEB”>
        <mnt-by>PEDRO</mnt-by> 
        <changed>20051020</changed> 
        <signature> PEDRO PEDRO-CERT dsa-sha1 gkudodx7</signature> 
        <association>
            <node>WEB</node>
       </association>
       <dst>
            <ip-addr>193.136.128.43</ip-addr>  
       </dst>
       <src>
            <ANY/>
       </src>
       <protocol>6</protocol> 
       <direction>outbound</direction> 
       <action>permit</action> 
    </policy>
</policies>

Figura 7 – Exemplo de uma política em XML com base no XSPSL
Como a figura ilustra, é mais fácil identificar cada um dos elementos principais deste segmento da política, nomeadamente os elementos mtner, node e policy, o que contribui para uma maior legibilidade da política de segurança.
Outro ponto a sublinhar é que os elementos mnt-by e association contêm
referências para outros elementos que deverão existir. Isto é, se o elemento policies não incluir um elemento mnter com o atributo name PEDRO e um elemento node com o atributo name WEB, o documento não será validado por um programa de validação de XML. Como referimos anteriormente, este resultado é uma consequência do recurso a referências-chaves (keyref) de XSDL no XSPSL, e permite a eliminação de alguns erros na especificação de políticas de segurança. 
6. Conclusão
Neste artigo apresentamos o XSPSL Schema, um XML Schema que define uma linguagem XML para a especificação de políticas de segurança. Esta linguagem é baseada na linguagem Security Policy Specification Language, preservando a sua semântica, mas tirando partido de XML para reduzir a possibilidade de erros na especificação de políticas de segurança, um aspecto fundamental para garantir a eficácia das firewalls. Primeiramente, as políticas de segurança especificadas em XML são mais compreensíveis do que se especificadas em SPSL. Segundo, o uso de XML permite o recurso a um conjunto de ferramentas de difusão generalizada para edição e validação de XML, reduzindo o número de erros na edição de políticas de segurança. Finalmente, o uso de XML permite ainda recorrer a ferramentas de processamento de XML também muito difundidas, que facilitam o processamento das políticas de segurança. De particular interesse para nós, é a facilidade de gerar ficheiros de configuração para firewalls de diferentes fabricantes a partir dum único ficheiro de especificação da política de segurança. Deste modo, o administrador de rede poderá especificar as políticas de segurança em XML apenas, sendo estas traduzidas automaticamente por programas.
O XSPSL aqui apresentado serviu de base à implementação de uma ferramenta de gestão de firewalls distribuídas, desenvolvida no âmbito de uma tese de mestrado e como tal já foi validado por demonstração prática. Esta implementação foi desenvolvida com base em Perl [17], utilizando o módulo XML::Simple [10]. A apresentação deste trabalho de implementação será objecto de uma futura publicação.
O trabalho de desenvolvimento do XSPSL analisado não está de forma alguma concluído. O tema da tese referido não consistiu no desenvolvimento do XSPSL, mas sim de uma ferramenta de tradução de políticas de firewall. O XSPSL surgiu de uma necessidade na execução desse objectivo, tendo sido implementado de acordo com necessidades específicas. No entanto, poderá ser melhorado e estendido em diferentes direcções. Primeiro, o próprio XML Schema pode ser alterado para tirar partido do trabalho que está a ser desenvolvido no âmbito do W3C sobre assinaturas digitais (xml-dsig) [18]. Na verdade, em XSPSL quase todos os elementos são assinados digitalmente para assegurar a sua integridade. A representação das assinaturas em XSPSL é uma herança de SPSL, não estando em conformidade com o trabalho que tem sido realizado no W3C. Uma outra direcção em que julgamos que este trabalho pode ser estendido é no uso de tecnologias baseadas em XML, p.ex. XSL e XSLT, para fazer a tradução da política em XML para os formatos suportados por firewalls, que para dois casos concretos (IPTables e WatchGuard®), já se encontra desenvolvida. Uma terceira direcção ainda é o uso de tecnologias baseadas em XML para fazer uma verificação mais extensiva da correcção das políticas de segurança, i.e. para além da verificação de integridade referencial que fazemos actualmente por recurso a keyrefs de XSDL. 

Referências
1. William Stallings, “Cryptography and Network Security: Principles and Practice”, Prentice Hall, 2002
2. M. Condell, C. Lynn, J. Zao, "Security Policy Specification Language", Março 2000, acedida pela última vez em 16 de Novembro de 2005, http://www3.ietf.org/proceedings/00jul/I-D/ipsp-spsl-00.txt (​http:​/​​/​www3.ietf.org​/​proceedings​/​00jul​/​I-D​/​ipsp-spsl-00.txt​)
3. Lars Marius Garshol, “BNF and EBNF: What are they and how do they work?”, acedida pela última vez em 16 de Novembro de 2005, http://www.garshol.priv.no/download/text/bnf.html (​http:​/​​/​www.garshol.priv.no​/​download​/​text​/​bnf.html​)
4. “Bison – GNU Project”, acedida pela última vez em 16 de Novembro de 2005, http://www.gnu.org/software/bison/bison.html (​http:​/​​/​www.gnu.org​/​software​/​bison​/​bison.html​)
5. “Flex – GNU Project”, acedida pela última vez em 16 de Novembro de 2005, http://www.gnu.org/software/flex/ (​http:​/​​/​www.gnu.org​/​software​/​flex​/​​)
6. Aaron Montgomery, “Using Flex and Bison”, Julho de 2000
7. “XML::Parser”, acedida pela última vez em 16 de Novembro de 2005, http://search.cpan.org/dist/XML-Parser/ (​http:​/​​/​search.cpan.org​/​dist​/​XML-Parser​/​​)
8. “SAXON - The XSLT and XQuery Processor”, acedido pela última vez em 16 de Novembro de 2005, http://saxon.sourceforge.net/ (​http:​/​​/​saxon.sourceforge.net​/​​)
9. “XERCES”, acedida pela última vez em 16 de Novembro de 2005, http://xerces.apache.org/ (​http:​/​​/​xerces.apache.org​/​​)
10. “XML::Simple”, acedida pela última vez em 16 de Novembro de 2005, http://search.cpan.org/dist/XML-Simple/ (​http:​/​​/​search.cpan.org​/​dist​/​XML-Simple​/​​)
11. “Document Object Model (DOM)”, W3C, online, acedida pela última vez em 16 de Novembro de 2005, http://www.w3.org/TR/DOM/ (​http:​/​​/​www.w3.org​/​TR​/​DOM​/​​)
12. “XML Schema”, W3C, online, acedida pela última vez em 16 de Novembro de 2005, http://www.w3.org/XML/Schema (​http:​/​​/​www.w3.org​/​XML​/​Schema​)
13. Eric van der Vlist (​http:​/​​/​www.xml.com​/​pub​/​au​/​74​) , “Using W3C XML Schema”, Outubro de 2001
14. “The Extensible Stylesheet Language Family (XSL)”, W3C, online, acedida pela última vez em 16 de Novembro de 2005, http://www.w3.org/Style/XSL/ (​http:​/​​/​www.w3.org​/​Style​/​XSL​/​​)
15. Minna Kangasluoma, “Policy Specification Languages”, Novembro de 1999, acedida pela última vez em 16 de Novembro de 2005, http://www.tml.tkk.fi/Opinnot/Tik-110.501/1999/papers/policy/policy.html (​http:​/​​/​www.tml.tkk.fi​/​Opinnot​/​Tik-110.501​/​1999​/​papers​/​policy​/​policy.html​)
16. Eddie Robertsson, “Combining Schematron with other XML Schema languages”, 2002, acedida pela última vez em 16 de Novembro de 2005, http://www.topologi.com/public/Schtrn_XSD/Paper.html (​http:​/​​/​www.topologi.com​/​public​/​Schtrn_XSD​/​Paper.html​)
17. Jon Orwant, Larry Wall, Tom Christiansen, “Programming Perl”, O’Reilly & Associates, Julho de 2000
18. “XML-Signature Syntax and Processing”, W3C, online, acedida pela última vez em 16 de Novembro de 2005, http://www.w3.org/TR/xmldsig-core/ (​http:​/​​/​webmail.fe.up.pt​/​horde​/​services​/​go.php?url=http%3A%2F%2Fwww.w3.org%2FTR%2Fxmldsig-core%2F" \t "_blank​)



