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Tato bakalářská práce se zabývá komunikačním protokolem MODBUS.  
Úvodem jsou popsány vlastnosti protokolu a jeho funkce. Na základě zjištěných 
vlastností protokolu jsou v další části navrženy dvě aplikace, které simulují jak část 
serverovou, tak část klientskou. Serverová část má naimplementovány vybrané funkce 
protokolu a simuluje zařízení pro sběr dat. Následuje detailní návrh aplikací a popis 
jejich realizací. Poslední část je věnována testování vytvořených aplikací s dostupnými 


















This bachelor’s thesis deals with communication protocol MODBUS. The properties of 
the protocol and its function are described at the beginning of a thesis. There are 
designed two applications on the basis of identified properties in the other part of thesis, 
they represent the server part and the client´s part. The server part is implemented by 
selected functions of protocol and it represents devices for data collection. The next part 
is the detailed design of applications and the description of their realization. The last 
part deals with testing of designed applications with available SW simulators. The thesis 
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Protokol MODBUS patří mezi sériové komunikační protokoly využívané 
v automatizační praxi.  Navržený simulátor (server) a klient umožní testování SW a HW 
zařízení, které tímto protokolem komunikují. Podporovány budou režimy RTU a ASCII 
na sériové lince a MODBUS TCP/IP. Aplikace budou navrženy objektově s využitím 
návrhových vzorů. Realizace bude obsahovat serverovou i klientskou část. Po kapitole 
věnované popisu protokolu jsou obsaženy kapitoly vlastního návrhu aplikace, její 
realizace a výsledky testování s dostupnými SW emulátory.  
1.1 Historie 
Komunikační protokol MODBUS byl od svého vzniku otevřený a jednoduše 
realizovatelný. Díky těmto vlastnostem byl přijat velkým množstvím výrobců a tímto 
byl v podstatě definován jako standard pro fieldbus komunikaci. 
Modbus pochází z pozdních sedmdesátých let minulého století. Bylo to v roce 1979, 
kdy výrobce PLC firma Modicon – nyní značka Schneider Electric Telemecanique – 
publikoval dokument „Modbus - komunikační rozhraní pro vícečetné sítě založené na 
architektuře klient/server“. Komunikace mezi uzly, pomocí protokolu Modbus, bylo 
dosaženo jednotlivými zprávami. Byla to otevřená norma, která popisovala strukturu 
zprávy. Fyzická vrstva Modbusového rozhraní byla volně k výběru. Originální 
Modbusové rozhraní běželo na RS-232.  Později došlo k implementaci na rozhraní RS-
485, protože umožňovalo komunikovat na delší vzdálenosti, využívat vyšší rychlost a 
budovat opravdové víceprvkové sítě. V krátké době stovky prodejců implementovalo 
Modbusový systém zpráv v jejich zařízení a Modbus se de facto stal normou pro 
průmyslovou komunikační síť. 
Dobrá věc na Modbusu je jeho flexibilita, ale také jednoduchost jeho implementace. 
Nejen inteligentní zařízení jako třeba mikropočítače nebo PLC jsou schopny 
komunikovat s Modbusem, ale také velká řada inteligentních senzorů je vybavena 
Modbusovým rozhraním, aby vysílala svá data do hostitelských systémů. Zatímco 
Modbus byl primárně používán hlavně pro sériové komunikační linky, existuje také 
jeho varianta pro použití v TCP/IP sítích. 
1.1.1 Budoucnost 
V současné době sdružení uživatelů a dodavatelů automatizační techniky pod hlavičkou 
www.modbus.org spolupracuje na rozšíření použití komunikačního protokolu 
MODBUS do dalších odvětví průmyslu mezi distribuované řídící systémy. Sdružení se 
zabývá evangelizací protokolu MODBUS mezi uživateli, testování SW pro certifikaci, a 
dalšími činnostmi směrujícími k rozšiřování protokolu mezi další uživatele a výrobce. 
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Všechny aktivity se konají pod hlavičkou organizace IEC (International 
Electrotechnical Commission) www.iec.ch/about/ , která sdružuje členy z celého světa. 
V [10] se uvádí, že v současné době se k IEC hlásí více jak 97% populace. 
1.2 Porovnání s jinými protokoly 
MODBUS je jedním z řady mnoha protokolů, které se v dnešní době v automatizační 
technice používají. Své místo na trhu má pro svoji jednoduchost, otevřenost  a 
v poslední řade i pro svoji TCP/IP variantu, kdy přechod na tento rychlejší a 
všesměrový způsob komunikace je pro uživatele pracujícími s verzí RTU nebo ASCII 
díky znalosti problematiky obsahu zpráv nenáročný a tudíž levný. 
V následujících kapitolách se objeví několik jeho konkurentů. Každý z uvedených 
protokolů má své specifické vlastnosti a důvody, proč a pro jaké prostředí byl vytvořen. 
  
1.2.1 CAN (Controller Area Network)  
CAN je protokol pro sériovou sběrnici primárně vyvinutou pro použití v 
automobilovém průmyslu. CAN protokol je mezinárodně standardizovaný v ISO 
11898-1 a tvoří ji datový spoj 7. vrstvy ISO /OSI referenčního modelu. CAN obsahuje 
dvě komunikační služby: Odeslání zprávy a požadavek na zprávu. Obsahuje i další 
podpůrné služby, jako jsou přenos chybové signalizace a automatický re-přenos 
chybných rámců. 
Vyslanou zprávu přijímají všechny uzly, a je na jejich rozhodnutí, zda zprávu zpracují. 
V případě problémů při přenosu u zařízení s implementovaným CAN protokolem dojde 
k automatickému přeposlání zprávy, a je tedy zaručen jeho přenos na všechna místa, 
aniž by uživatel musel vykonávat nějakou akci. Tímto je zaručena konzistentnost dat 
v celém systému. Pokud mají dvě zařízení potřebu vysílat ve stejný čas, protokol zajistí 
zaslání zpráv v pořadí podle jejich priority. 
Výrobci a uživatelé protokolu CAN jsou sdružení ve sdružení http://www.can-cia.org/  
 
1.2.2 HART 
HART protokol je využíván primárně pro získávání dat ze vzdálených systémů. Jako 
vedení je použita proudová smyčka 4-20 mA. Protokol umí přenášet jak procesní 
hodnoty a signály, tak i diagnostické informace o snímačích nebo výstupech. 
Komunikace protokolem HART je v dnešní době možná již přímo z PLC.  
S protokolem HART jsem se setkal v praxi u inteligentních snímačů hmotnostního 
průtoku Micromotion, kdy tyto snímače komunikovali s hlavním technologickým PC 
právě protokolem HART.  
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2 POPIS PROTOKOLU 
MODBUS je protokol pro komunikaci typu klient/server. Jeho původní použití bylo 
možné na sériové lince typu RS-232. Později se přidaly i další jako RS-422, RS-485 a 
v poslední době i sítě Ethernet. Vlastní protokol se u sériových linek dělí podle 
kódování přenášených dat na přenos RTU  (každé zařízení musí mít implementováno) a 
ASCII (volitelné).  V následujících kapitolách se blíže seznámíme se společnými 
vlastnosti a odlišnostmi jednotlivých variant. 
2.1 Typy média  
MODBUS lze provozovat na následujících typech fyzických rozhraní 
 RS-232 
 RS-485 dvouvodičové provedení 
 RS-485 čtyřvodičové provedení 
 Ethernet TCP/IP, UDP (koaxiální kabel, kroucený pár, optická vlákna, …) 
2.1.1 Rozlehlé sítě – převod mezi různými typy médií 
Pro převody mezi různými typy fyzických rozhraní lze využít převodníky a budovat 
rozlehlé heterogenní sítě. Podmínkou realizace ale je, že všechny zařízení na sériových 
linkách musí být používat stejný režim (RTU, ASCII). Příklad takové rozlehlé 




Obrázek č. 1 Schéma komunikace v rozlehlých sítích [1] 
 
2.2 Obecné vlastnosti protokolu 
Komunikace mezi zařízeními je prováděna na fyzické vrstvě ISO/OSI modelu, nad 
kterým je vystavěna aplikační vrstva. Struktura je uvedena na následujícím obrázku: 
 
 
Obrázek č. 2 Komunikační schéma podle typu média [1] 
Lze použít HW/SW převodníky mezi médii a pak lze provozovat komunikaci i v rámci 
rozlehlých sítí.  
2.2.1 Schéma komunikace klient/server 
Komunikaci vždy inicializuje klient. V případě že se nejedná o volání typu broadcast, 
odpovídá volaný server a tím je transakce ukončena. V případě volání typu broadcast, 
žádná jednotka neodpovídá. 
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Obrázek č. 3 Schéma transakce v případě bezchybné komunikace [1] 
 
V případě, že dojde na serveru při zpracování k detekci chyby (např. chybná adresa 
interní proměnné), obsahuje odpověď informaci o tom, že došlo k chybě a jakého druhu 
tato chyba je. Toto chování je blíže popsané v kapitole věnované chybným voláním. 
 
Obrázek č. 4 Schéma transakce v případě detekované chyb na straně serveru [1] 
 
 
Sekvenční diagram popisuje průběh dat na fyzické lince během komunikace mezi 




Obrázek č. 5 Sekvenční diagram komunikace master/slave [3] 
2.2.2 Popis protokolu 
Hlavní součástí protokolu je PDU (Protocol Data Unit), který je u všech typů médií i 
režimů stejný.  Obsahuje Kód funkce a datovou zprávu. Kódy funkcí jsou stanoveny 
normou a jsou popsány dále v textu. Vlastní PDU je součástí ADU (Application Data 
Unit) obsahující další údaje, které se ale již mění v závislosti na typu média a režimu. 
V případě komunikace protokolem TCP/IP se využívá vlastností uvedeného protokolu a 
kontrolní součet není třeba. Naopak zpráva obsahuje hlavičku MBAP (MODBUS 
Application Protocol header), která obsahuje informace k identifikaci dvojice otázka 
odpověď. Struktura PDU a ADU je uvedena na následujícím obrázku. 
 
 
Obrázek č. 6 Schéma ADU a PDU 
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2.2.2.1 Kontrolní součet CRC/LRC 
Pro ověření neporušenosti zprávy při komunikaci na sériových linkách se využívá 
způsob, kdy se na pro zprávu PDU vypočte kontrolní součet a ten, jakožto součást 
ADU, se posílá s každou zprávou.  Obě strany komunikace (master, slave) provádí u 
každé zprávy výpočet kontrolního součtu a v případě, že vypočtený kontrolní součet 
z přijatých dat neodpovídá kontrolnímu součtu ve zprávě, není dle definice vracena 
žádná odpověď. Na straně klienta následně dojde k timeoutu.  
V případě použití režimu RTU je použit výpočet kontrolního součtu metodou CRC 
(Cyclical Redundancy Check). V případě protokolu MODBUS se jedná o CRC-16, jež 
má polynomický zápis  x16 + x15 + x2 + 1. Způsobů výpočtu je vícero. V realizovaném 
projektu je použit výpočet [8], kdy jsou předpřipravené dvoubajtové řetězce a jeho 
výběr na základě vlastních dat ve zprávě. Důvod tohoto výběru je snadná 
realizovatelnost. 
Režim ASCII využívá pro výpočet kontrolního součtu metodou LRC (Longitudinal 
Redundancy Check) [8].   
Režim TCP/IP kontrolní součet ve zprávě neobsahuje. Využívá se vlastností TCP/IP 
protokolu, která správný přenos zpráv zaručuje. 
 
2.2.2.2 Sériový režim RTU (Remote Terminal Unit) 
Jedná se o režim pro sériovou komunikaci master/slave, kdy na jedné lince smí být 
pouze jedno zařízení typu master a až 247 zařízení typu slave. Komunikaci smí začínat 
pouze zařízení typu master. Na jedné lince musí všechna zařízení používat stejný režim. 
Pro identifikaci konce zprávy slouží prodleva ve vysílání delší než 3,5 délky jednoho 
odesílaného bitu. 
 
Tabulka č. 1 Rozsah adres režimu RTU 
Adresa  
0 broadcast – všechny zařízení zpracují dotaz, ale neodpovídají 
1 – 247 příslušné zařízení typu slave zpracuje dotaz a vrátí odpověď 
258 – 255 rezervované adresy 
 
Tabulka č. 2 Struktura ADU režimu RTU 
8 bitů Adresa zařízení 
8 bitů Číslo funkce 
N*8 bitů Data  
16 bitů Kontrolní součet CRC 
 
Tabulka č. 3 Struktura jednoho bajtu režimu RTU 
1 start bit 8 datových bitů 1 paritní bit 1 stop bit 
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2.2.2.3 Sériový režim ASCII 
Režim ASCII je stejně jako režim RTU určen pro komunikaci na sériových linkách. Liší 
se způsobem formátování dat celého ADU. Každých 8 bitů je převedeno na dvojici 
znaků ASCII. Délka zprávy je dvojnásobná oproti režimu RTU.  
 
Tabulka č. 4 Struktura ADU režimu ASCII 
Znak „;“ Znak pro identifikaci začátku zprávy 
2 znaky Adresa zařízení 
2 znaky Číslo funkce 
N*2 znaky Data  
2 znaky Kontrolní součet LRC 
Znaky „CR“ „LF“ Identifikátor konce zprávy 
 
Tabulka č. 5 Struktura jednoho bajtu režimu ASCII 
1 start bit 7 datových bitů 1 paritní bit 1 stop bit 
2.2.2.4 Ethernet TCP/IP 
Modifikace pro TCP/IP je v poslední době masivně podporovaná. Důvodem je 
především snadná implementace a zpětná kompatibilita se staršími zařízeními 
s použitím media konvertorů např. TCP/IP – RS-485. 
Naslouchání zařízení je vyhrazen port 502. Komunikace může probíhat v jeden 
okamžiky mezi různými zařízeními, protože se volá z klienta právě jeden konkrétní 
server. Situace se může i obrátit. Výsledkem jsou zařízení, která se umí chovat jako 
klient i jako server. Při využití běžných rychlostí 100MB/s nebo 1GB/s se jedná o velice 
rychlý způsob výměny informací. 
Vzhledem k tomu, že se jedná o spojovaný protokol, kde po navázání spojení probíhá 
posílání a potvrzování příjmu dat definovaně, není nutno k PDU přidávat kontrolní 
součet. Protokol jako takový zaručí správné pořadí zasílaných paketů 
 
Tabulka č. 6 Struktura ADU režimu TCP/IP 
16 bitů Identifikátor transakce 
16 bitů Identifikace protokolu (00 00) 
16 bitů Délka zprávy 
8 bitů Adresa zařízení 
8 bitů Číslo funkce 
N*8 bitů Data 
 
 20 
2.2.2.5 Ethernet UDP 
Vzhledem k tomu, že se jedná o protokol, kdy jsou zasílány nezávislé zprávy, je nutno 
v tomto případě zprávu doplnit kontrolním součtem. Na rozdíl od TCP k zaslání zprávy 
stačí menší množství paketů.  
 
2.2.3 Interní datový model 
Interní tabulky jsou rozděleny podle druhu vstupu/výstupu  na následující oblasti: 
 
Tabulka č. 7 Interní datový model 
Typ oblasti Velikost 
položky 
Přístup Popis 
Diskrétní vstupy 1 bit Pouze pro čtení Vstupní binární data (0/1) 
Diskrétní výstupy 1 bit Čtení-zápis Výstupní binární data 
(0/1) 
Vstupní registry 16 bitů Pouze pro čtení Vstupní analogová data  
(0-65535) 
Paměťové registry 16 bitů Čtení-zápis Výstupní (paměťová) 
analogová data (0-65535) 
 
Interní tabulky jsou členěny do skupin po 10000 položkách, kde jednotlivým typům 
oblastí jsou přiděleny následující adresové prostory: 
 
Tabulka č. 8 Rozsah adres datového modelu 
Typ oblasti Adresy  
Diskrétní vstupy 10000 – 19999 
Diskrétní výstupy 0 - 9999 
Vstupní registry 30000 – 39999 
Paměťové registry 40000 – 49999 
 
2.2.4 Adresovací model 
Adresy z klientské aplikace se při zpracování na straně serveru přepočítávají na adresy 
interní. Platí, že na dotaz na diskrétní vstup s číslem „1“ server zpracovává interně čtení 
z diskrétního vstupu s adresou „0“. Toto vychází z adresování interního datového 
modelu, kde vždy první položka je na adrese „0“. 
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2.2.5 Zpracování transakce 
Při příjmu dotazu na straně serveru dochází ke zpracování dle následujícího vývojového 
diagramu. V případě, že dojde k vyhodnocení chyby, je tato zaslána klientovi tak, že 
kód zprávy je zvýšen o hodnotu 0x80 a v odpovědi následuje kód chyby. Podrobnější 
popis chování v chybovém stavu je uveden v další části dokumentu. 
 
 
Obrázek č. 7 Schéma zpracování odpovědi na straně serveru [1] 
2.2.6 Funkce 
V definici protokolu MODBUS [1] jsou definovány funkce, které lze rozdělit do 
následujících kategorií, a které jsou dále podrobně popsány: 
 Veřejné kódy funkcí 
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· jsou jednoznačně definované 
· jsou unikátní 
· validovány sdružením MODBUS.org 
· veřejně dokumentované 
· jsou testy shody 
· obsahují veřejné kódy přiřazené k funkcím i kódy dosud nepřiřazené 
(rezervované pro budoucí použití) 
 
 Uživatelsky definované kódy funkcí 
· mohou obsahovat kódy v rozsahu: 65 - 72 a 100 - 110 
· uživatel si může implementovat funkci, která není definována jako 
veřejná 
· unikátnost kódů není garantována 
· po schválení sdružením MODBUS.org lze uživatelskou funkci 
přesunout do veřejných 
 
 Rezervované kódy funkcí 
· tyto kódy v současné době používají některé společnosti pro starší 
produkty a nejsou k dispozici pro veřejné použití 
  
 
2.2.7 Popis funkce 
2.2.7.1 0x01 Čtení výstupů (Read Coils) 
Tento kód funkce se používá pro čtení hodnot 1 až 2000 diskrétních výstupů na straně 
serveru. Dotaz obsahuje počáteční adresu, tj. adresu prvního výstupu, a jejich počet. 
Interně se data adresují od hodnoty 0, proto požadavek na adresy 1-16 je interně 
vyhodnocen pro data z adresy 0-15. 
Jednotlivé výstupy jsou v odpovědi uspořádány po 8, kdy každý bit odpovídá jednomu 
výstupu.  Bity jsou v jednotlivých bajtech obsazovány od nejnižšího k nejvyššímu. 
V případě, že počet není dělitelný osmi, jsou bity do plné hodnoty bajtu doplněny 
nulami. Počet bajtů pak označuje počet osmic bitů v odpovědi jako počet bajtů. 
 
Tabulka č. 9 Struktura dotazu funkce 0x01 
Kód funkce 1 bajt 0x01 
Počáteční adresa 2 bajty 0x0000 - 0xFFFF 
Množství vstupů 2 bajty 1 - 2000 (0x7D0) 
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Tabulka č. 10 Struktura odpovědi funkce 0x01 
Kód funkce 1 bajt 0x01 
Počet bajtů 1 bajt N* 
Stavy vstupů n bajtů n = N or N+1 
*N = Počet výstupů / 8, pokud je zbytek po dělení potom N = N+1 
 
2.2.7.2 0x02 Čti diskrétní vstupy (Read Discrete Inputs) 
Tento kód funkce se používá pro čtení hodnot 1 až 2000 diskrétních vstupů na straně 
serveru. Dotaz obsahuje počáteční adresu, tj. adresu prvního vstupu, a jejich počet. 
Interně se data adresují od hodnoty 0, proto požadavek na adresy 1-16 je interně 
vyhodnocen pro data z adresy 0-15. 
Jednotlivé výstupy jsou v odpovědi uspořádány po 8, kdy každý bit odpovídá jednomu 
výstupu.  Bity jsou v jednotlivých bajtech obsazovány od nejnižšího k nejvyššímu. 
V případě, že počet není dělitelný osmi, jsou bity do plné hodnoty bajtu doplněny 
nulami. Počet bajtů pak označuje počet osmic bitů v odpovědi jako počet bajtů. 
 
Tabulka č. 11 Struktura dotazu funkce 0x02 
Kód funkce 1 bajt 0x02 
Počáteční adresa 2 bajty 0x0000 - 0xFFFF 
Množství vstupů 2 bajty 1 - 2000 (0x7D0) 
 
Tabulka č. 12 Struktura odpovědi funkce 0x02 
Kód funkce 1 bajt 0x02 
Počet bajtů 1 bajt N* 
Stavy vstupů n bajtů n = N or N+1 
*N = Počet výstupů / 8, pokud je zbytek po dělení potom N = N+1 
2.2.7.3 0x03 Čti paměťové registry (Read Holding Registers) 
Tento kód funkce se používá pro čtení hodnot 1 až 125 paměťových registrů na straně 
serveru. Dotaz obsahuje počáteční adresu, tj. adresu prvního registru, a jejich počet. 
Interně se data adresují od hodnoty 0, proto požadavek na adresy 1-16 je interně 
vyhodnocen pro data z adresy 0-15. 
Každá hodnota registru je vracena ve dvou bajtech. První bajt obsahuje horních 8 bitů a 
druhý bajt dolních 8 bitů. 
 
Tabulka č. 13 Struktura dotazu funkce 0x03 
Kód funkce 1 bajt 0x03 
Počáteční adresa 2 bajty 0x0000 - 0xFFFF 
Množství registrů 2 bajty 1 - 125 (0x7D) 
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Tabulka č. 14 Struktura odpovědi funkce 0x03 
Kód funkce 1 bajt 0x03 
Počet bajtů 1 bajt 2 x N* 
Hodnoty registrů N* x 2 bajtů  
*N = Množství registrů 
2.2.7.4 0x04 Čti vstupní registry (Read Input Registers) 
Tento kód funkce se používá pro čtení hodnot 1 až 125 vstupních registrů na straně 
serveru. Dotaz obsahuje počáteční adresu, tj. adresu prvního registru, a jejich počet. 
Interně se data adresují od hodnoty 0, proto požadavek na adresy 1-16 je interně 
vyhodnocen pro data z adresy 0-15. 
Každá hodnoty registru je vracena ve dvou bajtech. První bajt obsahuje horních 8 bitů a 
druhý bajt dolních 8 bitů. 
 
Tabulka č. 15 Struktura dotazu 0x04 
Kód funkce 1 bajt 0x04 
Počáteční adresa 2 bajty 0x0000 - 0xFFFF 
Množství registrů 2 bajty 1 - 125 (0x7D) 
 
Tabulka č. 16 Struktura odpovědi funkce 0x04 
Kód funkce 1 bajt 0x04 
Počet bajtů 1 bajt 2 x N* 
Hodnoty registrů N* x 2 bajtů  
*N = Množství registrů 
 
2.2.7.5 0x05 Zapiš jeden výstup (Write Single Coil) 
Tento kód funkce se používá pro změnu jednoho diskrétního výstupu do stavu 0 nebo 1. 
Požadovaná hodnota 0/1 je dána konstantou v dotazu. Hodnota 0xFF00 znamená, že 
výstup přejde do stavu 1 a hodnota 0x0000 způsobí přepnutí výstupu do stavu 0. 
Všechny ostatní hodnoty jsou nepovolené a nebudou mít vliv na změnu výstupu. 
Dotaz obsahuje adresu konkrétního výstupu, pro který je změna výstupu požadována.  
Normální odpověď je vrácení dotazu po provedení požadované změny. 
 
Tabulka č. 17 Struktura dotazu funkce 0x05 
Kód funkce 1 bajt 0x05 
Adresa výstupu 2 bajty 0x0000 - 0xFFFF 
Zapisovaná hodnota 2 bajty 0x0000 nebo 0xFF00 
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Tabulka č. 18 Struktura odpovědi funkce 0x05 
Kód funkce 1 bajt 0x05 
Adresa výstupu 2 bajty 0x0000 - 0xFFFF 
Zapisovaná hodnota 2 bajty 0x0000 nebo 0xFF00 
 
2.2.7.6 0x06 Zapiš jeden registr (Write Single Register) 
Tento kód funkce se používá pro změnu hodnoty jednoho paměťového registru Dotaz 
obsahuje adresu konkrétního registru, pro který je změna hodnoty požadována.  
Normální odpověď je vrácení dotazu po provedení požadované změny. 
 
Tabulka č. 19 Struktura dotazu funkce 0x06 
Kód funkce 1 bajt 0x06 
Adresa registru 2 bajty 0x0000 - 0xFFFF 
Zapisovaná hodnota 2 bajty 0x0000 - 0xFFFF 
 
Tabulka č. 20 Struktura odpovědi funkce 0x06 
Kód funkce 1 bajt 0x06 
Adresa registru 2 bajty 0x0000 - 0xFFFF 
Zapisovaná hodnota 2 bajty 0x0000 - 0xFFFF 
 
2.2.7.7 0x07 Čti stav vyjímek (Read Exception Status) – pouze pro sériovou linku 
Tento kód funkce se používá pro čtení informací o výjimkách v koncovém zařízení. 
Normální odpověď obsahuje stav osmi interních proměnných, Jednotlivé výjimky 
uspořádány do jednoho bajtu. Nejnižší proměnná v nejnižším bitu. 
 
Tabulka č. 21 Struktura dotazu funkce 0x07 
Kód funkce 1 bajt 0x07 
 
Tabulka č. 22 Struktura odpovědi funkce 0x07 
Kód funkce 1 bajt 0x07 
Výstupní data 1 bajt 0x00 - 0xFF 
 
2.2.7.8 0x08 Diagnostika (Diagnostics) – pouze pro sériovou linku 
Kód funkce 08 poskytuje celou řadu možností pro kontrolu komunikace mezi klientem 
a serverem, nebo pro kontrolu různých vnitřních chybových stavů serveru.  
Funkce využívá dvoubajtový kód subfunkce pro definování požadované informace. 
Odpověď obsahuje data z dotazu nebo specifická požadovaná data. 
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Obecně platí, že volání diagnostických funkcí na serveru nesmí mít vliv na vykonávání 
uživatelského programu na serveru. Tyto diagnostické funkce jsou určeny pouze pro 
sériové linky. 
Normální odpověď pro subfunkci 0x01 je pouze vrácení dotazu. 
 
Tabulka č. 23 Struktura dotazu 0x08 
Kód funkce 1 bajt 0x08 
Kód subfunkce 2 bajty  
Data N * 2 bajty  
 
Tabulka č. 24 Struktura odpovědi funkce 0x08 
Kód funkce 1 bajt 0x08 
Kód subfunkce 2 bajty  
Data N * 2 bajty  
 
Seznam subfunkcí: 
 0x0000 Vrať dotaz 
 0x0001 Restartuj komunikaci 
 0x0002 Vrať diagnostický registr 
 0x0003 Změň ASCII oddělovač 
 0x0004 Přejdi do režimu pouze příjem 
 0x0005 - 0x09 Rezervováno 
 0x000A Vynuluj čítače a diagnostický registr 
 0x000B Vrať počet zpráv 
 0x000C Vrať počet chyb při komunikaci 
 0x000D Vrať počet chybných odpovědí 
 0x000E Vrať počet zpracovaných dotazů 
 0x000F Vrať počet nezpracovaných dotazů 
 0x0010 Vrať počet dotazů s negativním potvrzením 
 0x0011 Vrať počet odpovědí „Zaneprázdněn“ 
 0x0012 Vrať počet neplatných délek dotazů 
 0x0013 Rezervováno 
 0x0014 Vynuluj počet odpovědí neplatných délek dotazů  
 0x0015 – 0xFFFF Rezervováno 
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2.2.7.9 0x0B Čti čítače událostí (Get Comm Event Counter) - pouze pro sériovou 
linku 
Tento kód funkce se používá k získání stavů čítačů událostí. Použitím této funkce si 
může klient ověřit, zda došlo k úspěšnému zpracování zaslané dávky dotazů. Počet 
přijatých a úspěšně zpracovaných zpráv by měl odpovídat počtu zaslaných dotazů. 
Čítače mohou být vynulovány pomocí diagnostické funkce (kód 0x08), se subfunkcí pro 
restart  komunikace (kód 0x0001) nebo subfunkcí pro vynulování čítače a 
diagnostického registru (kód 0x000A). 
Normální odpověď obsahuje dvoubajtové stavové slovo a dvoubajtovou hodnotu čítače. 
 
Tabulka č. 25 Struktura dotazu funkce 0x0B 
Kód funkce 1 bajt 0x0B 
 
Tabulka č. 26 Struktura odpovědi funkce 0x0B 
Kód funkce 1 bajt 0x0B 
Status 2 bajty 0x0000 - 0xFFFF 
Hodnota čítače 2 bajty 0x0000 - 0xFFFF 
 
2.2.7.10 0x0C Čti logy událostí (Get Comm Event Log) – pouze pro sériovou linku 
Tento kód funkce se používá k získání stavů, počtu událostí, počtu zpráv a pole událostí 
ze serveru. Počet událostí obsahuje množství zpráv zpracovaných na serveru od jeho 
posledního restartu, vymazání čítačů provozu, nebo uvedení do provozu. Tento počet je 
stejný jako vrátí diagnostická funkce (kód 0x08). 
Normální odpověď obsahuje dvoubajtový stav, dvoubajtový počet událostí, dvoubajtový 
počet zpráv a pole obsahující 0-64 bajtů událostí. 
 
Tabulka č. 27 Struktura dotazu 0x0C 
Kód funkce 1 bajt 0x0C 
 
Tabulka č. 28 Struktura odpovědi funkce 0x0C 
Kód funkce 1 bajt 0x0C 
Počet bajtů 1 bajt N* 
Status 2 bajty 0x0000 - 0xFFFF 
Počet událostí 2 bajty 0x0000 - 0xFFFF 
Počet zpráv 2 bajty 0x0000 - 0xFFFF 
Události (N-6) x 1 bajt  
* N = množství událostí + 3 x 2 bajty, (Status, Počet událostí a Počet zpráv) 
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2.2.7.11 0x0F Zapiš více výstupů (Write Multiple Coils) 
Tento kód funkce se používá k nastavení více diskrétních výstupů na požadované 
hodnoty na serveru. 
Požadované hodnoty jsou uvedeny jako hodnoty jednotlivých bitů v zaslaných bajtech 
hodnot. V případě, že počet není dělitelný 8, je doplněn nulami. 
Normální odpověď vrátí kód funkce, počáteční adresu a množství výstupů. 
 
Tabulka č. 29 Struktura dotazu funkce 0x0F 
Kód funkce 1 bajt 0x0F 
Počáteční adresa 2 bajty 0x0000 - 0xFFFF 
Množství výstupů 2 bajty 0x0001 - 0x07B0 
Počet bajtů 1 bajt N* 
Hodnoty N* x 1 bajt  
 
Tabulka č. 30 Struktura odpovědi funkce 0x0F 
Kód funkce 1 bajt 0x0F 
Počáteční adresa 2 bajty 0x0000 - 0xFFFF 
Množství výstupů 2 bajty 0x0001 - 0x07B0 
 
2.2.7.12 0x10 Zapiš více registrů (Write Multiple Registers) 
Tento kód funkce se používá k zápisu bloku sousedících paměťových registrů (1-123 
registrů) na serveru. Požadované hodnoty jsou uvedeny v poli hodnot registrů (vždy po 
dvou bajtech na registr). 
Normální odpověď vrátí kód funkce, počáteční adresu a množství registrů. 
 
Tabulka č. 31 Struktura dotazu funkce 0x10 
Kód funkce 1 bajt 0x10 
Počáteční adresa 2 bajty 0x0000 - 0xFFFF 
Množství registrů 2 bajty 0x0001 - 0x07B0 
Počet bajtů 1 bajt N* 
Hodnoty registrů N* x 2 bajty  
 
Tabulka č. 32 Struktura odpovědi funkce 0x10 
Kód funkce 1 bajt 0x10 
Počáteční adresa 2 bajty 0x0000 - 0xFFFF 
Množství registrů 2 bajty 0x0001 - 0x07B0 
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2.2.7.13 0x11 Sděl identifikaci (Report Slave ID) – pouze pro sériovou linku 
Tento kód funkce se používá k přečtení identifikátoru serveru, jeho stavu a dalších 
specifických informací serveru. 
 
Tabulka č. 33 Struktura dotazu funkce 0x11 
Kód funkce 1 bajt 0x11 
 
Tabulka č. 34 Struktura odpovědi funkce 0x11 
Kód funkce 1 bajt 0x11 
Počet bajtů 1 bajt 0x00 - 0xFF 
Identifikátor serveru Definováno zařízením  
Status serveru 1 bajt 0x00 = OFF, 0xFF = ON 
Další data   
 
2.2.7.14 0x14 / 0x06 Čti ze souboru (Read File Record) 
Tento kód funkce se používá ke čtení obsahu souboru. Soubor je organizace záznamů. 
Každý soubor obsahuje 10000 záznamů, určeno 0000 – 9999 desítkově nebo 0x0000 až 
0X270F. Funkce může číst více souvislých částí souboru. Čtení záznamů v souboru je 
vždy sekvenční. 
Každá skupina je definována v samostatném "subdotazu" následujícími údaji: 
 Referenční typ: 1 byte (musí být specifikován jako 0x06) 
 Číslo souboru: 2 bajty 
 Počáteční číslo záznamu v rámci souboru: 2 bajty 
 Délka záznamu ke čtení: 2 bajty. 
Množství záznamů ke čtení, v kombinaci se všemi ostatními poli v očekávané odpovědi, 
nesmí překročit přípustnou délku pro MODBUS PDU: 253 bajtů. 
Normální reakce je série "sub-odpovědí", jedna pro každý "sub-dotaz". 
Počet bajtů je celkový počet bajtů ve všech "sub-odpovědích". Kromě toho každá 
"suodpověď" obsahuje informaci o délce v bajtech. 
 
Tabulka č. 35 Struktura dotazu funkce 0x14 
Kód funkce 1 bajt 0x14 
Počet bajtů 1 bajt 0x07 - 0xF5  
Subdotaz – typ reference 1 bajt 0x06 
Subdotaz – číslo souboru 2 bajty 0x0000 - 0xFFFF 
Subdotaz – číslo záznamu 2 bajty 0x0000 - 0x270F 
Subdotaz – délka záznamu 2 bajty N 
Další subdotaz   
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Tabulka č. 36 Struktura odpovědi funkce 0x14 
Kód funkce 1 bajt 0x14 
Počet bajtů 1 bajt 0x07 - 0xF5  
Subdotaz – délka záznamu 1 bajt 0x07 - 0xF5 
Subdotaz – typ reference 2 bajty 0x06 
Subdotaz – data záznamu N x 2 bajty  
Další subdotaz   
 
2.2.7.15 0x15 / 0x06 Zapiš do souboru (Write File Record) 
Tento kód funkce se používá k zápisu do souboru. Soubor je organizace záznamů. 
Každý soubor obsahuje 10000 záznamů, určeno 0000 – 9999 desítkově nebo 0x0000 až 
0X270F. Funkce může zapisovat do více souvislých částí souboru. Zápis záznamů 
v souboru je vždy sekvenční. 
Každá skupina je definována v samostatném "subdotazu", který obsahuje následující 
údaje: 
 Referenční typ: 1 byte (musí být specifikováno jako 0x06) 
 Číslo souboru: 2 bytů 
 Počáteční záznam číslo v rámci souboru: 2 bytů 
 Délka záznamu má být zapsán: 2 bajty 
 Údaje, které mají být písemná: 2 bytů na registru. 
Velikost dotazu nesmí překročit přípustnou délku pro MODBUS PDU: 253 bajtů. 
Normální odpověď je kopie dotazu. 
 
Tabulka č. 37 Struktura dotazu funkce 0x15 
Kód funkce 1 bajt 0x15 
Počet bajtů 1 bajt 0x09 - 0xFB 
Subdotaz – typ reference 1 bajt 0x06 
Subdotaz – číslo souboru 2 bajty 0x0000 - 0xFFFF 
Subdotaz – číslo záznamu 2 bajty 0x0000 - 0x270F 
Subdotaz – délka záznamu 2 bajty N 
Subdotaz – data N x 2 bajty  
Další subdotaz   
 
Tabulka č. 38 Struktura odpovědi funkce 0x15 
Kód funkce 1 bajt 0x15 
Počet bajtů 1 bajt 0x09 - 0xFB 
Subdotaz – typ reference 1 bajt 0x06 
Subdotaz – číslo souboru 2 bajty 0x0000 - 0xFFFF 
Subdotaz – číslo záznamu 2 bajty 0x0000 - 0x270F 
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Subdotaz – délka záznamu 2 bajty N 
Subdotaz – data N x 2 bajty  
Další subdotaz   
 
2.2.7.16 0x16 Zapiš registr s maskováním (Mask Write Register) 
Tento kód funkce se používá k úpravě obsahu určeného paměťového registru pomocí 
AND-masky a OR-masky. Masky mohou být použity k nastavení nebo vynulování 
jednotlivých bitů v registru. 
Tato funkce je zpracovávána následujícím algoritmem: 
Výsledek = (aktuální obsah AND AND-maska) OR (OR-maska AND (NOT AND-
maska)) 
Například: 
 Aktuální obsah =   12  0001 0010 
 AND-maska =   F2  1111 0010 
 OR-maska =    25  0010 0101 
 (NOT AND-maska) =  0D  0000 1101 
 Výsledek =    17  0001 0111 
Normální odpověď je vrácení dotazu. 
 
Tabulka č. 39 Struktura dotazu funkce 0x16 
Kód funkce 1 bajt 0x16 
Adresa registru 2 bajty 0x0000 - 0xFFFF 
AND maska 2 bajty 0x0000 - 0xFFFF 
OR maska 2 bajty 0x0000 - 0xFFFF 
 
Tabulka č. 40 Struktura odpovědi funkce 0x16 
Kód funkce 1 bajt 0x16 
Adresa registru 2 bajty 0x0000 - 0xFFFF 
AND maska 2 bajty 0x0000 - 0xFFFF 
OR maska 2 bajty 0x0000 - 0xFFFF 
 
2.2.7.17 0x17 Čti/Zapiš více registrů (Read/Write Multiple Registers) 
Tento kód funkce provádí kombinaci operace čtení a operace zápisu do paměťového 
registru v jedné transakci. Operace zápisu se provádí před čtením. Interně se data 
adresují od hodnoty 0, proto požadavek na adresy 1-16 je interně vyhodnocen pro data z 
adresy 0-15. 
Dotaz obsahuje počáteční adresu a počet registrů pro čtení. Dále obsahuje i počáteční 
adresu pro zápis a počet registrů.  
 32 
Normální odpověď obsahuje data ze skupiny registrů, které byly požadovány pro čtení. 
Počet bajtů určuje množství bajtů s obsahem čtených registrů. 
 
Tabulka č. 41 Struktura dotazu funkce 0x17 
Kód funkce 1 bajt 0x17 
Počáteční adresa pro čtení 2 bajty 0x0000 - 0xFFFF 
Množství registrů pro čtení 2 bajty 0x0000 - 0xFFFF 
Počáteční adresa pro zápis 2 bajty 0x0000 - 0xFFFF 
Množství registrů pro zápis 2 bajty 0x0000 - 0xFFFF 
Množství bajtů pro zápis 1 bajt 2 x N* 
Hodnoty registrů pro zápis N* x 2 bajty  
*N = Množství pro zápis 
 
Tabulka č. 42 Struktura odpovědi funkce 0x17 
Kód funkce 1 bajt 0x17 
Počet bajtů 1 bajt 2 x N'* 
Hodnoty registrů N'* x 2 bajty  
*N' = Množství pro čtení 
 
2.2.7.18 0x18 Čti FIFO frontu (Read FIFO Queue) 
Tento kód funkce umožňuje číst obsah First-In-First-Out (FIFO) fronty registru na 
serveru. Odpověď vrací počet položek ve frontě a následuje výčet těchto položek. Lze 
přečíst až 32 registrů (ukazatel + 31). 
V normální odpovědi počet bajtů obsahuje celkovou délku všech vracených položek 
fronty. 
Pokud fronta obsahuje více než 31 položek, je vracena chyba s kódem 0x03. 
 
Tabulka č. 43 Struktura dotazu funkce 0x18 
Kód funkce 1 bajt 0x18 
Ukazatel FIFO 2 bajty 0x0000 - 0xFFFF 
 
Tabulka č. 44 Struktura odpovědi funkce 0x18 
Kód funkce 1 bajt 0x18 
Počet bajtů 2 bajty 0x0000 - 0xFFFF 
Délka fronty 2 bajty <= 31 
Hodnota fronty FIFO N* x 2 bajty  
*N = Délka fronty 
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2.2.7.19 0x2B Zapouzdřený přenos (Encapsulated Interface Transport) 
Kód funkce 0x2B je jedním ze dvou dostupných metod pro zapouzdření požadavku. 
MODBUS Encapsulated Interface (MEI) je mechanismus pro tunelování dotazů v rámci 
PDU. 
Primární rys MEI služby je zapouzdření a vyvolání metody nebo požadované služby, 
které jsou součástí definovaného rozhraní. 
 
2.2.7.20 0x2B / 0x0D CANOpen obecný odkaz (CANOpen General Reference) 
CANopen obecný odkaz slouží k zapouzdření služeb, které budou používat pro přístup 
k (čtení nebo zápisu) záznamům CAN-Open slovníku zařízení. Stejně tak pro  řízení a 
monitorování CANopen systému, a zařízení. 
 
2.2.7.21 0x2B / 0x0E Čti identifikaci zařízení (Read Device Identification) 
Tento kód funkce umožňuje čtení identifikace a dalších informací vztažených 
k fyzickému a funkčnímu popisu serveru. Identifikace rozhraní je vytvořena jako 
adresní prostor složený ze sady adresovatelných datových prvků. Datové prvky se 
nazývají objekty a identifikuje je objekt ID. 
Rozhraní se skládá z 3 kategorií objektů: 
 Základní identifikace zařízení. Všechny objekty v této kategorii jsou povinné: 
Název výrobce, Kód zboží, číslo verze a revize. 
 Obvyklá identifikace zařízení. Obsahuje doplňkové a volitelné identifikace a 
popisy datových objektů. Všechny objekty této kategorie jsou definovány v 
normě, ale jejich realizace je volitelná. 
 Rozšířená identifikace zařízení. Obsahuje doplňkové a volitelné identifikace a 
soukromé popisy zařízení. Všechny tyto údaje jsou závislé na zařízení. 
 
Tabulka č. 45 Seznam identifikátorů zařízení  
Objekt ID Název Typ Povinnost Kategorie 
0x00 Název výrobce ASCII řetezec Povinný Základní 
0x01 Kód zboží ASCII řetezec Povinný Základní 
0x02 Číslo verze a 
revize 
ASCII řetezec Povinný Základní 
0x03 URL výrobce ASCII řetezec Nepovinný Obvyklá 
0x04 Název zboží ASCII řetezec Nepovinný Obvyklá 
0x05 Název typu ASCII řetezec Nepovinný Obvyklá 
0x06 Název aplikace ASCII řetezec Nepovinný Obvyklá 
0x07 – 0x7F Rezervováno  Nepovinný Obvyklá 




Tabulka č. 46 Struktura dotazu funkce 0x2B 
Kód funkce 1 bajt 0x2B 
MEI typ 1 bajt 0x0E 
ID kód zařízení 1 bajt 01/02/03/04 
ID objektu 1 bajt 0x00 – 0xFF 
* MEI = MODBUS Encapsulated Interface 
 
Tabulka č. 47 Struktura odpovědi funkce 0x2B 
Kód funkce 1 bajt 0x2B 
MEI typ 1 bajt 0x0E 
ID kód zařízení 1 bajt 01/02/03/04 
Úroveň shody 1 bajt 0x01/ 0x02/ 0x03/ 0x81/ 
0x82/ 0x83 
Další pokračování 1 bajt 0x00/ 0xFF 
Další ID objektu 1 bajt ID objektu 
Počet objektů 1 bajt  
Seznam   
-  ID objektu 1 bajt  
-  Délka objektu 1 bajt  
-  Hodnota objektu Délka objektu  
2.2.8 Kódy chybových odpovědí 
V případě chyby při zpracování dotazu je kód funkce zvýšen o hodnotu 0x80 a dále se 
vrací kód chyby z uvedeného výčtu 
 
Tabulka č. 48 Kódy chybových odpovědí 
Kód 
chyby 
Název  Popis 
0x01 Neplatná funkce Kód funkce v dotazu není přípustný pro 
server. Důvodem může být nerealizace  
z důvodu implementace starší verze 
protokolu, nebo není realizován.  
0x02 Neplatná adresa Adresa dat přijatých v dotazu není 
přípustná jako adresa serveru. Může být i 
v případě, že počet údajů je větší než počet 
interních proměnných. 
0x03 Neplatná hodnota Hodnota obsažená v datovém poli dotazu 
není povolená pro server.  
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0x04 Nedefinovaná chyba Došlo k nedefinované chybě na serveru při 
pokusu o provedení požadovaná funkce. 
0x05 Potvrzení Určeno pro použití při programování. Při 
přijetí je vrácen uvedený kód, ale zpracování 
dotazu ještě probíhá na pozadí. 
0x06 Server je zaneprázdněn Určeno pro použití při programování. Server 
se zabývá zpracováním a neodpovídá (je 
přetížen). Je potřeba požadavek odeslat 
později. 
0x08 Neplatná parita Určeno pro použití ve spojení s funkcemi 
s kódy 0x14 a 0x15 referenční typ 6, což 
znamená, že došlo k porušení konzistentnosti 
souboru. Server se pokusil číst záznam 
souboru, ale zjistil chybu parity v paměti. 
0x0A Neplatná cesta k bráně Určeno pro  použití ve spojení s branami. 
Význam znamená, že brána není schopna 
provést interní komunikaci cestou od 
vstupního k výstupnímu portu pro 
zpracování požadavku. 
Obvykle toto znamená, že brána je 
nefunkční nebo je přetížena. 
0x0B Cílová brána neodpovídá Určeno pro použití ve spojení s branami. 
Ukazuje, že žádná odpověď nebyla získána z 
cílového zařízení. Obvykle znamená, že 
zařízení se nenachází na síti. 
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3 NÁVRH ŘEŠENÍ 
V první řadě bylo přistoupeno k návrhu simulátoru podle informací z popisu protokolu. 
Aplikace musí umožňovat komunikovat po sériové lince RS-232 i po TCP/IP.  
Byl proveden návrh struktury aplikace (obrázek č. 8) tak, aby jednotlivé části bylo 
možné použít i v jiných aplikacích komunikujících jak protokolem MODBUS, tak i 
jinými typy protokolů. 
V dalším kroku bylo přistoupeno k výběru vhodné platformy pro vlastní aplikaci. 
Jelikož provozování jak serverové, tak klientské části aplikace se bude provádět na PC, 
kde běží operační systém Microsoft Windows, byla zvolena technologie Microsoft, a to 
konkrétně použití Frameworku .NET, který je součástí standardní instalace Microsoft 
Windows. Typ aplikace byl vybrán Windows form z důvodu možnosti běhu vícero 
instancí jedné aplikace v prostředí operačního systému a tím možnosti simulování 
vícero připojených zařízení. 
Vývojové prostředí bylo využito Visual Studio 2008, a vlastní aplikace je 
naprogramovaná v jazyce C#. Jazyk C# byl vybrán pro svoji podobnost s jazykem Java 
a jazykem C++. Pro vývoj aplikace byly využity pouze standardní knihovny prostředí, 
které není nutno licencovat či platit. 
3.1 Simulátor (server) 
Jedním z hlavních požadavků na práci serverové části je možnost běhu více instancí na 
jednom PC. Tento požadavek je zdůvodněn možností virtuálního testování více 
připojených serverů k jednomu klientovi. Dalším požadavkem byla vizualizace stavu, 
že daný server právě komunikuje (zpracovává zprávu), aby bylo vizuálně na první 
pohled vidět, že zprávu zpracovává server, který má id zařízení definované dotazem 
od klienta. Pro účely vyhodnocení průběhu komunikace lze veškerou komunikaci (RS-
232 i TCP/IP) ukládat do souboru. Zprávy se ukládají ve dvojicích vždy dotaz + 
odpověď, kdy je u každé zprávy vyznačen směr, typ komunikace, datum a čas. U 
komunikace po RS-232 navíc i režim.  
 
Ukázka zápisu komunikace do souboru (dvojice dotaz a odpověď): 
 
2013-04-22 18:20:35.0541 TCP/IP --> 00 00 00 00 00 06 01 03 00 00 00 04 
 
2013-04-22 18:20:35.0632 TCP/IP <-- 00 00 00 00 00 0B 01 03 08 08 AE 00 00 00 00 
00 00 
 




Obrázek č. 8 Struktura aplikace 
 
3.1.1.1 GUI 
GUI neboli uživatelské rozhraní slouží ke komunikaci mezi uživatelskou obsluhou a 
vlastní aplikací. Obsahuje část věnovanou nastavení parametrů simulátoru. Jedná se 
především o typ komunikace (RTU, ASCII, TCP/IP), výběr sériového portu, IP adresu 
zařízení a port. Obsahuje také ovládací prvky pro spuštění a zastavení běhu vlastního 
simulátoru.  
Největší část formuláře je vyhrazena vizualizaci definovaného počtu vnitřních 
proměnných. Jedná se o 16 digitálních vstupů a výstupů a 4 vstupní a paměťové 
registry. Vstupní proměnné lze editovat, výstupní a paměťové pouze prohlížet. 
Při spuštění aplikace je prováděno zjišťování, které sériové porty jsou v systému 
dostupné a pouze tyto se nabízí k výběru. U IP adresy simulátoru se provádí také 




Slouží k uložení nastavení aplikace a je provedenou statickou třídou Settings.  
3.1.1.3 RS-232 RTU 
Tato komponenta zpracovává komunikace po sériové lince RS-232, dle definice 
MODBUS RTU. Zajišťuje čtení asynchronních dotazů a odesílání odpovědí. Způsob 





Je v poli více
 než 2 bajty?
x = délka dotazu 
podle kódy funkce
Je v poli více
 než x bajtů?







Obrázek č. 9 Diagram načítání dotazu RTU 
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3.1.1.4 RS-232 ASCII 
Vzhledem k tomu, že použitá komponenta .NET Frameworku má již implementovanou 
metodu „ReadLine“, která umí načítat zprávu po definovaný řetězec znaků, který režim 
ASCII má, lze načítání oproti režimu RTU výrazně zjednodušit. 
Událost je vyvolána právě v okamžiku, kdy má ve vstupním bufferu načtený dotaz. Celý 
dotaz neboli ADU je zkontrolován, zda obsahuje úvodní znak „:“, a zda je v pořádku 
kontrolní součet LRC. Pro jeho kontrolu se volá objekt  Util. Z celého načteného dotazu 
je odděleno PDU a je pomocí objektu Frame předáno do řídícího objektu k dalšímu 
zpracování. PDU odpovědi od řídícího objektu je opět doplněno na ADU a metodou 
„WriteLine“  je odeslána na sériový port odpověď. 
3.1.1.5 TCP/IP 
Komponenta komunikuje v synchronním režimu. Po aktivaci posluchače (Listener) se 
vyčkává na navázání spojení. Po navázání spojení ze strany klienta se zasílaná data 
načítají do datového proudu (Stream). Po načtení zprávy se provádí její zpracování 
(uložení identifikátorů nutných pro odpověď, kontrola délky) a separovaná část 
obsahující PDU je předána do dispečera k dalšímu zpracování.  
3.1.1.6 Dispečer 
Zde se řídí předávání PDU dle přijatého kódu funkce k dalšímu zpracování v příslušné 
komponentě. Před zpracováním je provedena kontrola  
3.1.1.7 01, 02, 03, 04, .. 
Obsahuje část kontroly zprávy a vlastního zpracování zprávy. Část kontroly na základě 
adresy první proměnné a jejich počtu kontroluje, zda je dotaz veden na proměnné, které 
jsou v úložišti deklarovány. V případě, že by došlo k požadavku na proměnnou, která 
není deklarována, zpráva není dále zpracovávána a je zpět zasílána definovaná chyba. 
V případě, že kontrola proběhne v pořádku, je zpráva zpracována. To znamená, že data 
jsou nastavena nebo přečtena dle konkrétního typu funkce. Simulátor má vytvořeny 
následující funkce: 01, 02, 03, 04, 05, 06 a 16.  
3.1.1.8 Uložiště 
Má za úkol uchovávat a spravovat data na úrovni jednotlivých diskrétních a 
analogových vstupů a výstupů. Při spuštění inicializuje dle adresného modelu pro každý 
typ proměnné 10000 prvků, v kterých jsou uchované vlastní hodnoty. Tyto prvky jsou 
v této komponentě ve formě kolekcí, které umožňují nejsnadnější manipulaci s daty 
tohoto typu.  
3.1.1.9 Digitální I/O 
Tento prvek obsahuje vždy jeden konkrétní digitální vstup nebo výstup. Obsahuje vždy 
adresu a hodnotu. Zobrazí se IP adresa a port vzdáleného klineta. 
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3.1.1.10 Registr 
V tomto případě se jedná o jeden konkrétní vstupní nebo paměťový registr. Obsahuje 
vždy adresu a hodnotu. 
3.1.1.11 Util 
Obsahuje metody, které lze použít kdekoli v aplikaci. Například konverze pole bajtů do 
řetězce a naopak, nebo konverzi dvou bajtů na číslo typu UInt16, což je nezáporné celé 
číslo definované 16 bity ve správném pořadí vstupních bajtů. 
3.1.1.12 Zpráva PDU 
Komponenta, která zastřešuje vlastní data PDU a základní operace pro usnadnění práce 
s PDU. Jedná se například o metody pro vrácení kódu funkce, vložení bajtu nebo pole 
bajtů a další. 
3.2 Klient 
Požadavky na funkčnost klienta v komunikaci vychází z implementovaných funkcí na 
straně serveru. Klient obsahuje možnost výběru média (sériová linka, TCP/IP), dále pak 
u sériové linky ještě možnost volby režimu. Podle vybraného média a režimu se 
uživateli nabídnou takové funkčnosti a ovládací prvky, které s výběrem mají souvislost. 
3.2.1 Struktura aplikace 
3.2.1.1 GUI 
Obsahuje část věnovanou nastavení parametrů simulátoru. Jedná se především o typ 
komunikace (RTU, ASCII, TCP/IP), výběr sériového portu, IP adresu zařízení a port. 
Obsahuje také ovládací prvky pro spuštění a zastavení běhu klienta.  
Další část obsahuje pole pro vkládání dotazu a zobrazení odpovědi, včetně historie. 
Při spuštění aplikace je prováděno zjišťování, které sériové porty jsou v systému 
dostupné a pouze tyto se nabízí k výběru. Podle vybraného typu komunikace se použije 
pro další práci jedna z následujících komponent. 
3.2.1.2 RS-232 RTU 
V režimu RTU je umožněno zapisovat odesílanou zprávu ve formě řetězce 
dvoubajtových slov např.: „06 8A 02 06“ s možností dopočítat kontrolní součet CRC. 
Komunikace na sériové lince probíhá zasíláním pole bajtů. 
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3.2.1.3 RS-232 ASCII 
Zprávy jsou zapisované jako řetězec ASCII znaků bez mezer, např.: „010600001000“ 
s možností dopočítat kontrolní součet LRC. Komunikace probíhá zasíláním zpráv 
s definovaným koncem zprávy znaky „CR“ a „LF“. 
3.2.1.4 TCP/IP 
Aktivací komunikace po TCP/IP se provede navázání spojen se serverem, po kterém se 




Zrealizovaný simulátor běží jako Windows aplikace. Pro běh vyžaduje pouze 
nainstalovaný .NET Framework 3.5. Vlastní zkompilovaný spustitelný program je 
menší než 50kB a nevyžaduje instalaci. Je tedy snadno přenositelný na libovolné PC, 
které splňuje požadavky na nainstalovaný .NET Framework, což by při spuštěných 
Windows update aktualizacích měl být každý počítač s Windows XP, Windows Vista 
nebo Windows 7. 
4.1 Objektový návrh aplikace 
Pro realizaci vnitřní struktury aplikace budou využity některé z návrhových vzorů 
(Design patterns). Například třída „Storage.cs“ bude definována podle návrhového 
vzoru jedináček (Singleton), kdy v celé aplikaci bude běžet pouze jedna instance této 
třídy. Správná implementace návrhového vzoru nám zajistí, že v celé aplikaci je pouze 
jedno datové úložiště, a nemůže dojít k nějakému problému při správě dat v různých 
instancích. 




Obrázek č. 10 Objektový model serveru 
 
4.1.1 Ukázky částí zdrojového kódu 
4.1.1.1 Použití návrhového vzoru Singleton 
Třídy Storage, která obsahuje data, musí být v celé aplikaci použita právě jednou. 
Tohoto je dosaženo implementací návrhového vzoru Singleton. Stejná implementace je 
i v třídě Logger, která provádí zápis komunikace z více komunikačních tříd do 
textového souboru sloužícímu jako log komunikace. 
 
Ukázka zdrojového kódu ze souboru Storage.cs: 
namespace MODBUS.Data 
{ 
    public class Storage 
    { 
        private static Storage instance; 
 
 
        public static Storage Instance 
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        { 
            get  
            { 
                if (instance == null) 
                { 
                    instance = new Storage(); 
                } 
            return instance; 
            } 
        } 
 
Třída Storage v provedení Singleton se v např. v třídě Func05 používá následovně: 
 




    /// <summary> 
    /// 05 (0x05) Write Single Coil 
    /// </summary> 
    class Func05 : Func00 
    { 
        Storage data = Storage.Instance; 
 
4.1.1.2 Vizuální podoba objektu a jeho zdrojový kód  
Jako ukázka je zde uvedena třída Frame, která slouží k předávání a manipulaci s PDU 
v aplikaci. Následující obrázek zobrazuje vizuální podobu z diagramu tříd. Dále je pak 




Obrázek č. 11 Třída Frame 




    class Frame 
    { 
        private List<byte> _characters = new List<byte>(); 
 
        public Frame() 
        { 
            _characters = new List<byte>(); 
        } 
 
        public Frame(byte[] characters) 
        { 
            _characters.AddRange(characters); 
        } 
 
        /// <summary> 
        /// počet bajtů ve zprávě 
        /// </summary> 
        /// <returns>počet</returns> 
        public int length() 
        { 
            return _characters.Count; 
        } 
 
        /// <summary> 
        /// přidá slovo do věty 
        /// </summary> 
        /// <param name="character">bajt</param> 
        public void addCharacter(byte character) 
        { 
            _characters.Add(character); 
        } 
 
        /// <summary> 
        /// přidá více slov do věty 
        /// </summary> 
        /// <param name="characters">pole bajtů</param> 
        public void addCharacters(byte[] characters) 
        { 
            _characters.AddRange(characters); 
        } 
 
        /// <summary> 
        /// vloží hodnotu typu UInt16 jako dva bajty 
        /// </summary> 
        /// <param name="data"></param> 
        public void addUInt16(UInt16 data) 
        { 
            byte[] ret = BitConverter.GetBytes(data); 
            Array.Reverse(ret); 
            addCharacters(ret); 
        } 
 
        /// <summary> 
 46 
        /// vrací celou větu 
        /// </summary> 
        /// <returns></returns> 
        public byte[] getCharacters() 
        { 
            return _characters.ToArray(); 
        } 
 
         
4.1.1.3 OOP - Dědění využité v třídě Controllera a třídách funkcí 
Hlavním úkolem třídy Controller je na základě kódu funkce předávat PDU ke 
zpracování do jednotlivých tříd. Díky tomu, že všechny třídy funkcí dědí ze společného 
předka Func00, lze využít níže uvedenou konstrukci, kdy vytvářím instanci objektu 
předka z třídy, která z tohoto předka dědí. 
 




    /// <summary> 
    /// řídí volání metod 
    /// </summary> 
    class Controller 
    { 
        public byte[] Process(byte[] mIn) 
        { 
 
            Func00 f = new Func00(); 
            switch (mIn[1]) 
            { 
                case 01: 
                    f = new Func01(); 
                    break; 
                case 02: 
                    f = new Func02(); 
                    break; 
                case 03: 
                    f = new Func03(); 
                    break; 
                case 04: 
                    f = new Func04(); 
                    break; 
                case 05: 
                    f = new Func05(); 
                    break; 
                case 06: 
                    f = new Func06(); 
                    break; 
                case 16: 
                    f = new Func16(); 
                    break; 
                default: 
                    //nepodporovaný typ zprávy 
                    f = new FuncXX(); 
                    break; 
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            } 
 
 
Dědění třídy Func05 z třídy Func00 a přetížení její metody Process. 
 




    /// <summary> 
    /// 05 (0x05) Write Single Coil 
    /// </summary> 
    class Func05 : Func00 
    { 
        Storage data = Storage.Instance; 
 
        override public Frame Process(Frame frameIn) 
        { 
 
 
4.1.1.4 Načtení systémových hodnot do seznamů portů a IP adres 
Při spuštění aplikace je volána metoda init, která pro část nastavení provede načtení 
sériových portů a přiřazených IP adres v počítači. Využívá se integrovaných funkcí 
.NET Frameworku úzce svázaných s operačním systémem Windows. Jsou nabízeny 
všechny nalezené sériové porty a IP dresy pouze verze 4 a adresa localhost neboli 
127.0.0.1. 
 
Ukázka zdrojového kódu ze souboru Func05.cs: 
 
        private void init() 
        { 
 
            //počáteční nastavení portů 
            string[] ports = 
System.IO.Ports.SerialPort.GetPortNames(); 
            Array.Sort<string>(ports); 
 
            comboBoxPortName.Items.AddRange(ports); 
 
            if (ports.Length != 0) 
            { 
                comboBoxPortName.Sorted = true; 
                comboBoxPortName.SelectedItem = ports[0]; 
            } 
 
            //počáteční nastavení IP adres 
            IPHostEntry host; 
            string localIP = ""; 
            host = Dns.GetHostEntry(Dns.GetHostName()); 
            List<string> adr = new List<string>();             
            foreach (IPAddress ip in host.AddressList) 
            { 
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                if (ip.AddressFamily == AddressFamily.InterNetwork) 
                { 
                    localIP = ip.ToString(); 
                    adr.Add(localIP); 
                } 
            } 
            adr.Add("127.0.0.1"); 
            adr.Sort(); 
            string[] _adr = adr.ToArray(); 
 
            comboBoxTcpAdress.Items.AddRange(_adr); 




        } 
4.2 GUI 
4.2.1 Simulátor (server) 
Uživatelské rozhraní neboli GUI (Graphical User Interface) bylo vytvořeno tak, aby 
práce se simulátorem serveru byla jednoduchá a přehledná. V levé části se nachází 
oblasti s prvky identifikující jak diskrétní, tak analogové proměnné. Proměnné, které lze 
nastavovat (vstupní digitální vstupy, hodnoty vstupních a paměťových registrů) může 
uživatel změnit. Proměnné výstupní (diskrétní cívky neboli výstupy) editovat nelze. 
V pravé části je umístěno nastavení aplikace a spouštění/zastavení činnosti vlastního 
simulátoru. V případě režimu TCP/IP je nad tlačítkem „STOP“ uvedena IP adresa 
vzdáleného klienta včetně čísla portu. Pod částí s nastavením je navíc přidáno zobrazení 




Obrázek č. 12 Design vytvořené aplikace serveru  
 
Obrázek č. 13 Zobrazení IP adresy a portu vzdáleného klienta v režimu TCP 
4.2.2 Klient 
Uživatelské rozhraní klienta obsahuje stejné nastavení aplikace jako u serveru. Zprávy 
se zasílají zadáním řetězce bajtů oddělených mezerou např.: „01 06 A2 02“ Podle 
zvoleného režimu u komunikace po sériové lince se zobrazí tlačítko pro přidání 
kontrolního součtu (CRC nebo LRC) na konec řetězce s dotazem. Správný výpočet 
kontrolního součtu lze ověřit dalším přidáním kontrolního součtu, který např. u režimu 
RTU vloží bajty s vypočteným CRC: „00 00“. Dotaz lze zaslat pouze jednou nebo 
opakovaně. Odpověď se zobrazí v dalším řádku. 
Všechny zaslané dotazy a přijaté odpovědi se přidávají do seznamu historie 









Testování aplikací pro server a klient bylo prováděno v několika etapách. Jednotlivé 
funkčnosti byly testovány již během vývoje pomocí různých SW testerů např. 
generování CRC [4], reakce na volání funkcí pro práci s registry [6]. Testy funkcí byly 
prováděny přímým voláním metod vyvíjených tříd. Testovány byly jak třídy pro 
zpracování jednotlivých funkcí (zpracování PDU), tak i třídy, které zpracovávají 
komunikaci s externím rozhraním. Následně byly prováděny testy již hotových aplikací. 
Kromě úspěšných volání probíhalo i testování chybových hlášení. Byly testovány tyto 
chybové stavy: 
0x01 Neplatná funkce 
0x02 Neplatná adresa 
0x03 Neplatná hodnota 
5.1 Způsoby testování 
Serverová i klientská část aplikace byly testovány pro režim všechny typy a režimy 
komunikace.  
Vzhledem k postupu vývoje (jako první byla realizována komponenta serveru pro 
TCP/IP) se jako první testovalo rozhraní TCP/IP. Pro testování byl použit jak vlastní 
klient, tak i klienti třetích stran. Klienti třetích stran jsou podrobně popsáni v další 
kapitole. Testování probíhalo v následujících krocích: 
- Testování na jednom PC.  
- Testování mezi dvěma PC. Komunikace probíhala po síti Ethernet 100Base-TX.  
V další fázi bylo prováděno testování komunikace pro RS-232. Jelikož jsou zde dva 
režimy komunikace, byly prováděny vždy testy obou režimů v dané HW konfiguraci. 
HW konfigurace testů komunikace po RS-232: 
- Testování na jednom PC s využitím SW emulace sériových portů. 
- Testování na jednom PC mezi dvěma HW sériovými porty. 
- Testování mezi dvěma PC. 
5.2 SW použitý pro testování 
Pro testování byly využity tyto SW následující emulátory a testery. 
5.2.1 Virtual Serial Ports Emulator 
SW pro emulaci sériových portů od firmy Eterlogic. Použitá 32 bitová verze 
0.936.4.687. Emulátor, krom jiného, umožňuje vytvořit dvojici virtuálních sériových 
portů a tyto logicky propojit – režim „Pair“.   
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5.2.2 ComTestPro 
Jedná se o testovací SW firmy Baseblock Software LLC ve verzi 2.0.4.0. Tento SW umí 
komunikovat jak po rozhraní RS-232, tak i po TCP/IP. Pro rozhraní RS-232 má 
implementován pouze režim RTU. SW umožňuje i dávkové testování serveru 
s vyhodnocením počtu zpracovaných a chybných volání. Diagnostické režimy umožňují 
i sledování komunikace na úrovni přenášených bajtů, včetně časů kdy byl odeslán 
dotaz, a kdy přišla odpověď.  
 
Obrázek č. 15 Ukázka prostředí testovacího SW ComTestPro 
5.2.3 MODBUS RTU Communication Tester 
Další testovací SW od firmy Baseblock Software LLC. Použita verze 1.10 z roku 2008. 
Tento SW umí pouze volání v režimu RTU po sériových linkách. 
5.2.4 Wellamod 
Jednoduchá aplikace pro testování serverů na rozhraní TCP/IP. Použitá 64 bitová verze 
z roku 2013. 
5.2.5 Com Port Monitor 
Aplikace určená pro komunikaci po sériové lince od firmy Awavo Software ve verzi 2.1 
z roku 2012. Kromě standardních funkčností jako posílání a příjem dat jako pole bajtů, 
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nebo řetězec ASCII, umí navíc i počítat kontrolní součty CRC a LRC pro MODBUS 
protokol. Lze spouštět i dávkové zasílání předdefinovaných zpráv. 
 
Obrázek č. 16 Ukázka prostředí testovacího SW Com Port Monitor 
5.3 Výsledky testů 
Testování probíhalo způsoby popsanými v tabulce s výsledky. Měřil se čas, za který 
server odeslal odpověď a správnost odpovědi. Výsledky jsou aritmetický průměr za 10 
zaslaných dotazů a zpracovaných odpovědí. Testování TCP/IP probíhalo na síti Ethernet 
s rychlostí 100 Mb/s a RS-232 s rychlostí 9600bitů/s. Pro testování byl použit SW 
nástroj ComTestPro pro svoji vlastnost zaznamenávat počet chybných odpovědí a čas 
odeslání a přijetí zprávy. 
 
Tabulka č. 49 Výsledek testů serveru 
Způsob komunikace Průměrná odezva 
serveru [ms] 
Počet chybných odpovědí 
TCP/IP na PC1                           10                                  0 
TCP/IP mezi PC2 a PC1                           10                                  0 
Virtuální RS-232  RTU na PC1                         102                                  0 
RS-232 RTU mezi PC2 a PC1                           52                                  0 
Virtuální RS-232  ASCII na PC1                         115                                  0 





Následně byly prováděny zátěžové testy opakovaným voláním testerem [6] vždy po 
1000 dotazech. Během zátěžových testů zrealizovaný simulátor nevykazoval problémy 




 HP ProBook 4320s 
 Windows 7 Professional SP1 
 64bitový operační systém  
 Intel® Core™ i5 CPU M 480 2,67GHz 
 4 GB RAM 
 RS-232 v provedení USB adaptéru 
 
PC2 
 Compaq 500B MT 
 Windows 7 Home Premium 
 32bitový operační systém  
 Pentium® Dual-Core CPU E6300 2,80GHz 
 4 GB RAM 










TCP/IP na PC1 TCP/IP mezi
PC2 a PC1
Virtuální RS-












Graf 1 - Průměrná odezva serveru podle druhu spojení 
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6 ZÁVĚR 
Teoretická část práce popisující protokol MODBUS vychází ze specifikace protokolu 
verze V1.1b3 definovaného organizací Modbus Organization, Inc.. Následný návrh 
aplikace vychází z definice PDU, jako datové zprávy, která je ve všech typech 
komunikace a režimech stejná. Rozdílné ADU na vstupech a výstupech jsou v aplikaci 
obslouženy samostatnými specializovanými třídami, které poté komunikují 
s dispečerem pomocí unifikované PDU zprávy.  
Objektový návrh byl zrealizovaných s využitím návrhových vzorů a využití 
standardních knihoven běhového prostředí .NET Framework. Díky tomu jsou zdrojové 
kódy vytvořených aplikací přehledné a snadno rozšiřitelné.  
Navržené a zrealizované řešení ukládání dat v třídě Storrage lze využít i v jiných 
aplikacích s požadavkem na ukládání a správu dat definovaných formátů.  
Z výsledků testování vyplývá, že nejrychlejší komunikace mezi serverem a klientem 
probíhá v režimu MODBUS TCP/IP. Při komunikaci po sériové lince se projevuje 
množství zasílaných bajtů v jedné transakci v rozdílu odezvy. V případě režimu RTU, 
obsahují přenášené zprávy menší množství bajtů a komunikace je tedy rychlejší. 
Nejpomalejší odezvy byly naměřeny při komunikace po virtuálním sériovém portu. 
Rozdíl v odezvách, který je patrný v porovnání s komunikací po fyzických portech, je 
způsoben aplikací, která emuluje dvojici propojených virtuálních portů.  
Vytvořené aplikace simulátor (server) a klient mohou pracovat jak se SW, tak i s HW 
zařízeními komunikujících rámci MODBUS RTU, ASCII a TCP. Aplikace je možné 
využít ve výuce. V případě využití i v reálném provozu při potřebě simulování strany 
serveru by bylo vhodné do simulátoru naimplementovat větší množství funkcí 





[1] Modbus Organization , MODBUS APPLICATION PROTOCOL SPECIFICATION 
[online] April 26, 2012 [cit. 2012-12-20]  
 Dostupné z: http://www.modbus.org/docs/Modbus_Application_Protocol_V1_1b3.pdf  
[2] Modbus Organization, Modicon Modbus Protocol Reference Guide, rev. J [online] June 
1996 [cit. 2012-12-20] 
 Dostupné z: http://www.modbus.org/docs/PI_MBUS_300.pdf  
[3] Modbus Organization, MODBUS over Serial Line, Specification and Implementation 
Guide V1.02 [online] Dec 20, 2006 [cit. 2012-12-20] 
 Dostupné z: http://www.modbus.org/docs/Modbus_over_serial_line_V1_02.pdf  
[4] On-line CRC calculation and free library [online] Aug. 2011 [cit. 2012-12-20]  
 Dostupné z: http://www.lammertbies.nl/comm/info/crc-calculation.html  
[5] CAN protocol [online] [cit. 2012-12-20] 
 Dostupné z: http://www.can-cia.org/index.php?id=systemdesign-can-protocol  
[6] ComTest Pro Communication Test Software for MODBUS RTU Devices via Serial and 
Ethernet [online] [cit. 2012-12-20] 
 Dostupné z: http://www.baseblock.com/PRODUCTS/demosoftware.htm  
[7] MODBUS RTU Test Software [online] [cit. 2012-12-20] 
 Dostupné z: http://www.baseblock.com/PRODUCTS/demosoftware.htm  
[8] nmodbus, C# implementation of the Modbus protocol. [online] [cit. 2012-12-20] 
 Dostupné z: http://code.google.com/p/nmodbus/  
[9] Doc. Ing. František ZEZULKA CSc., Prostředky průmyslové automatizace, Brno 2004 
VUTIUM Brno 
[10] Siemens, Modbus [online] [cit. 2012-12-21] Dostupné z: 
http://www.sea.siemens.com/us/SiteCollectionDocuments/WSSResources/Internet/Produ
cts/ModbusInformation.pdf 
[11] Peter DRAYTON, Ben ALBAHARI, Ted NEWARD, C# v kostce: Pohotová referenční 
příručka, Přeložil Karel VORÁČEK, Grada 2003, ISBN 80-247-0443-9 
[12] Rudolf PECINOVSKÝ, Návrhové vzory: 33 vzorových postupů pro objektové 
programování, Computer Press 2007, ISBN 978-80-251-1582-4 
[13] JohnSHARP, Microsoft Visual C# 2005: Krok za krokem, Computer Press 2006, ISBN 
80-251-1156-3 
[14] Modbus Organization, MODBUS MESSAGING ON TCP/IP IMPLEMENTATION 
GUIDE, [online] October 24, 2016 [cit. 2013-4-19]  
[15] Acromag, Inc,  INTRODUCTION TO MODBUS TCP/IP, USA 2005, [online] [cit. 2013-










RTU  Remote Terminal Unit – Vzdálená koncová jendotka 
ASCII  American Standard Code for Information Interchange – Americký standardní 
kódování pro výměnu informací 
PDU  Protocol Data Unit – Datový blok protokolu 
ADU  Advanced Data Unit – Rozšířená datový blok 
master  Nadřízená jednotka 
slave  Podřízená jednotka 
TCP/IP  Transmission Control Protocol/Internet Protocol - Protokol kontroly přenosu/ 
Internetový protokol 
PLC  Programmable Logic Controller - Logický programovatelný automat 
RS-232  EIA 232 Standard 
RS-485  EIA 485 Standard 
MBAP  Modbus Application Protocol header – Aplikační protokol Modbus hlavičky 
CRC  Cyclical Redundancy Check – Cyklický kontrolní součet 
LRC  Longitudinal Redundancy Check – Podélný kontrolní součet 
GUI  Graphical User Interface – Grafické uživateslké rozhraní 
SW  Software 
HW  Hardware 
C#  Programovací jazyk 
.NET  Softwarový framework výrobce Microsoft 
CPU  Central processing unit – Centrální procesorová jednotka 
USB  Universal Serial Bus – Universální sériové rozhraní 
CAN  Controller Area Network – Komunikační síť řadičů 
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Simulátor (server) a klient protokolu MODBUS jsou aplikace určené pro operační systém 
Windows s nainstalovaným .NET Frameworkem 3.5. Aplikace jsou spouštěny z adresáře, kde 




Simulátor se spouští spuštěním aplikace s názvem MODBUS.exe. Po spuštění je provedena 
načtení informací z operačním systému o konfiguraci síťových karet a nainstalovaných HW  
nebo SW sériových portů.  
Rozložení ovládacích prvků je uvedeno na obrázku č. 1. Pracovní oblast je rozdělena na více 
panelů, které budou popsány v dalších částech. 
 
 
obrázek č. 1: Rozložení ovládacích prvků serverové aplikace 
 
Panel s nastavením aplikace „Settings“ obsahuje pole „Device ID“ pro identifikaci 
identifikátoru zařízení. Výběr hodnoty se provádí buď zapsáním hodnoty do editační části pole, 
nebo pomocí šipek v pravé části. Tyto šipky inkrementují nebo dekrementují adresu 
v definovaném rozsahu. Dále je zde umístěn prvek, který obsahuje dvě záložky, podle typu 
média, po kterém se bude komunikovat.  
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obrázek č. 2: Rozložení ovládacích prvků nastavení pro sériovou linku 
 
První záložka obsahuje nastavení pro sériovou linku RS-232 (obrázek č. 2). Rozevírací seznam 
obsahuje výčet těch sériových portů, které byly aplikací při spuštění v systému identifikovány. 
Aplikace najde jak HW tak SW řešení sériové porty. Jako výchozí se nabízí port s nejnižším 
číslem. Pole „Mode“ umožnuje uživateli výběr z režimů, kterými server komunikuje. Jedná se o 




obrázek č. 3: Rozložení ovládacích prvků nastavení pro TCP/IP 
 
V případě výběru záložky TCP (obrázek č. 3) se uživateli zobrazí nastavení pro komunikaci po 
TCP/IP. Do editačního rozevíracího seznamu „IP Adress“ se načtou při spuštění všechny IP 
adresy verze 4 které jsou v operačním systému přiřazené počítači na kterém byla aplikace 
spuštěna. Uživatel může vybrat z přednačtených, nebo zeditovat na jinou hodnotu. Editační pole 
„Port“ je přednastaveno na číslo 502, což je výchozí port pro komunikaci MODBUS po TCP/IP. 
V případě potřeby uživatel může provést změnu.  
 
Další část je věnována nastavení logování komunikace do textového souboru. Zaškrtávací pole 
„Log to file“ slouží k nastavení, že chceme, aby komunikace byla do tohoto souboru ukládána. 
V případě zaškrtnutí je potřeba ještě vybrat složku do které se zápis do souboru bude provádět. 
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Výběr složky se provede kliknutím na tlačítko vedle pole pod tímto zaškrtávacím polem se 
symbolem „..“. Po kliknutí se zobrazí v dialogovém okně seznam složek dostupných 
v operačním systému. Je zde umožněno v případě potřeby i vytvořit novou složku. Po vybrání 
cílové složky se do pole pod zaškrtávacím tlačítkem vypíše cesta k souboru včetně názvu 
souboru. Název souboru je odvozen od aktuálního data ve formátu RRRRMMDD.txt. Do tohoto 
souboru se bude provádět zápis komunikace ve formátu obsahujícím rok, měsíc, den, hodinu. 
minutu, sekundu a tick. Následuje typ média nebo formát, potom směr komunikace a vlastní 
data.  
Ukázka: 
2013-04-22 18:20:35.0541 TCP/IP --> 00 00 00 00 00 06 01 03 00 00 00 04 




obrázek č. 4: Výběr složky pro umístění souboru s logem komunikace 
 
 
Pod panelem s nastavením je umístěno tlačítko na spuštění a zastavení naslouchání serveru. 
Podmínkou pro spuštění nastavení je korektní vyplnění hodnot v oblasti nastavení. Po spuštění 
naslouchání je oblast nastavení pouze pro čtení. Nelze za běhu měnit parametry komunikace. 




obrázek č. 5: IP adresa vzdáleného klienta 
 
 
V levé části jsou umístěny panely se vstupy a výstupy simulovaného systému. Panel „Coils“ 
obsahuje 16 needitovatelných výstupních digitálních vstupů. Panel „Discrete inputs“ obsahuje 
16 digitálních vstupů. Hodnoty těchto vstupů lze nastavit zaškrtnutím jednotlivých 
zaškrtávacích polí. Další panel „Input registers“ obsahuje 4 vstupní registry. Tyto je umožněno 
editovat  zadáním hodnot v rozsahu 0 – 65535 což odpovídá při komunikaci hodnotám 00 00 – 
FF FF hexa. Panel „Holdnig registers“ obsahuje 4 paměťové registry se stejným rozsahem 
hodnot jako registry vstupní. Editace polí v těchto čtyřech panelech je možná i během běhu 
simulátoru, a má okamžitý vliv na interní hodnoty, které se využívají pro komunikaci. 
 





Klientská část se spouští souborem MKLIENT.exe. Po spuštění je provedena načtení informací 
z operačním systému o nainstalovaných HW  nebo SW sériových portech.  
Rozložení ovládacích prvků je uvedeno na obrázku č. 6.  
 
 
obrázek č. 6: Rozložení ovládacích prvků klientské aplikace 
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Panel „Settings“ obsahuje prvky pro nastavení podobně jako serverová aplikace. Liší se tím, že 
na záložce TCP se nenabízí žádné IP adresy a IP adresu serveru s kterým chceme komunikovat 
je nutno zapsat ručně.  
 
Podle zvoleného režimu pro sériovou linku se v pravé horní části zobrazí tlačítko, které slouží 
k dopočítání kontrolního součtu. Ukázka pro režim RTU je na obrázku 7. 
 
 
obrázek č. 7: Detail formuláře v případě volby režim RTU  
 
Do pole „Request“ se zadává dotaz, který chceme odeslat na server. Tlačítko pro kontrolní 
součet po stisknutí tento součet dopočte a přidá na konec zprávy. Zpráva se v režimu RTU a pro 
komunikaci po TCP/IP zobrazuje po jednotlivých bajtech v hexadecimálním kódu, které jsou 
odděleny mezerou (viz obrázek č. 5). V režimu ASCII je to řetězec bez oddělovačů, jelikož se 
jedná o ASCII znaky a ne interpretaci bajtů. 
Talčitko „Send“ slouží k zaslání dotazu na server. V případě zaškrtnutí pole „repeat“ je zasílání 
děláno opakovaně s prodlevou 50 ms. Ukončení se děje zrušením zaškrtnutí. 
V levé dolní části se zobrazuje historie zaslaných dotazů a přijatých odpovědí. Dvojitým 
kliknutím na zprávu v tomto seznamu lze zprávu vložit do pole „Request“ k odeslání. 
