One challenge in engineering organisms is guaranteeing system behavior over many generations. Spontaneous mutations that arise before or during use can impact heterologous genetic functions, disrupt system integration, or change organism phenotype. Here, we propose restructuring the genetic code itself such that all point mutations in protein-coding sequences are selected against. Synthetic genetic systems so-encoded should "fail safely" in response to many individual spontaneous mutations. We designed a family of such fail-safe codes and analyzed their expected effect on the evolution of engineered organisms via simulation. We predict that fail-safe codes supporting expression of 20 or 15 amino acids could slow the evolution of proteins in so-encoded organisms to 30% or 0% the rate of standard-code organisms, respectively. We also designed quadruplet-codon codes that should be capable of encoding at least 20 amino acids while ensuring all single point mutations in protein-coding sequences are selected against. We show by in vitro experiments that a reduced set of 21 tRNA is capable of expressing a protein whose coding sequence is recoded to use a fail-safe code, whereas a standard-code encoding is not expressed. Our work suggests that a rationally depleted but otherwise natural translation system should yield biological systems with intrinsically reduced evolutionary capacity, and that so-encoded hypoevolvable organisms might be less likely to invade new niches or outcompete native populations.
INTRODUCTION
The ability to engineer organisms is increasingly important for academic, industrial, and public uses [Endy 2005 ; Benner ]. Traditional engineering disciplines have established methods for controlling systems on the timescales of immediate input and response (e.g., data storage and retrieval, or autonomous control) [Harashima 1996, Mittal and Vetter 2016] , and intermediate learning and memory (e.g., algorithms that can learn to outperform humans in games through self-play) [Silver et al. 2016 , Silver et al. 2018 ]. However, self-reproducing systems additionally demonstrate complicated spontaneous behaviors across multiple generations [von Neumann 1966 , Endy 2005 ]. To realize reliable operation of reproducing organisms we must also learn to engineer behavior across evolutionary timescales.
Evolution within a population relies on the diversity of genetic makeups (i.e., genotypes) from which emerges a corresponding diversity of physiological and behavioral traits (i.e., phenotypes). Genetic diversity is generated by error during DNA replication (i.e., mutation) and propagated across generations [Wright 2005 , Alberts et al. 2002 . Individuals with phenotypes better suited to a given environment tend to reproduce more successfully, enriching the population with their offspring while those that are less fit are outcompeted [Alberts et al. 2002 , Loewe and Hill 2010, Sniegowski and Gerrish 2010] . Thus, to engineer the evolutionary trajectories of competing populations, we must either control the processes that generate mutations or the selective pressures acting within and among populations.
One direct approach to controlling the behavior of engineered organisms over multiple generations is to reduce organism fitness outside of a prescribed niche. Scientists have long sought and realized such control of engineered organisms in safely advancing fundamental research [Berg et al. 1974 , NIH 2016 . For example, biocontainment methods such as engineered auxotrophy [Ronchel and Ramos 2001, Steidler et Ramos 1991] have been widely used. However, such methods can be toxic to their host organisms and may result in selective pressures that inactivate the underlying mechanism [Lee et al. 2018 ].
More general approaches for controlling behavior over multiple generations consider altering the type and effect of mutations that arise. Such control can be realized by taking advantage of degeneracy in the mapping of DNA to proteins (i.e., the "genetic code") to synonymously recode genes of interest [Koonin and Novozhilov 2009] . Such recoding approaches work by altering the distribution of phenotypes available to an individual without changing the identity of the translated proteins. For example, an organism can be recoded such that its initial fitness is high but nearby regions of its fitness landscape are less fit or even fatal. Such approaches have been tested by synonymously recoding Coxsackie B3 and influenza A viruses so that their genotypes were immediately adjacent to deleterious genotypes, resulting in attenuated virulence via decreased evolutionary rates [Moratorio et al. 2017 ]. Another approach is to recode an organism such that no single point mutation results in a significant change in fitness; organisms so-encoded might be used for a limited number of generations without fear that any single mutation will outcompete the original genotype. Such a strategy was tested by introducing infrequently used codon pairs into the poliovirus genome via synonymous recoding, resulting in both attenuated virulence and reduced likelihood of escape mutants arising during use [Coleman et al. 2008 ]. We note that while recoding-based approaches are generalizable to other biological systems, such approaches only affect the local fitness landscape of an organism, implying that if an engineered organism were to escape its local fitness trap it might continue to evolve unimpeded.
A more fundamental approach aims to control the entire fitness landscape of an organism by changing the underlying mapping of genotype to phenotype. Most life on Earth uses the "Standard Code" or a close variant thereof to assign 64 nucleotide triplets (i.e., "codons") to 20 unique amino acids plus a termination signal ( Fig. 1a ) Novozhilov 2009, Hinergardner and Engelberg 1963] . The Standard Code has a highly nonrandom structure that is optimized for translation fidelity across generations ( Fig. 1a-b ) Novozhilov 2009, Koonin and Novozhilov 2017] . For example, mutations in the Standard Code are significantly more likely than in a randomly generated code to conserve the encoded amino acid (24% vs. 4%), and to minimize the physicochemical change upon mutations that do not conserve the encoded amino acid ( Fig. 1d-e ) [Kyte and Doolittle 1982] . Redesigning the genetic code would alter the type and effect of spontaneous mutations across all genotypes, independent of the biological system using the code. For example, recent theoretical work by Pines and colleagues proposed a "hyperevolvable" genetic code for use in directed evolution Here we propose a set of "fail-safe" genetic codes designed to map mutations to deleterious phenotypes, independent of the biological system in which these codes are implemented. We designed a subset of these fail-safe codes such that they might be realized using natural translation machinery, avoiding the need for molecular reengineering work. We simulated the evolutionary dynamics of populations of engineered organisms using our fail-safe genetic codes, as well as the interaction of populations using different genetic codes, in order to quantify the expected effects that different genetic codes have on evolutionary rates. We also implemented one such fail safe code using a reduced tRNA set and found that the selected reduced code is capable of synthesizing proteins in vitro. Our results suggest that fail-safe codes are likely to slow, or in some cases altogether arrest, the evolution of protein-coding sequences in fail-safe encoded organisms. Our results also suggest that fail-safe encoded organisms should be less able to compete with native species if introduced to new environmental contexts.
RESULTS

Fail-safe codes lacking translation machinery for a subset of codons are designed to penalize missense mutations
We designed a set of fail-safe genetic codes with a minimal set of translation machinery necessary to encode each expressible amino acid, eliminating degenerate sense codons ( As a first example, we designed a family of fail-safe codes in which 20 sense codons map uniquely to 20 amino acids and, to the extent possible, single point mutations map to null codons. We call these codes "Fail-Safe 20," or FS20, because they support expression of all 20 conventional amino acids. There are P(64, 20) ≈ 5 × 10 ./ unique FS20 codes, one of which is shown as an example in Figure 2a . All FS20 codes have the same number of sense codons adjacent only to null codons, and of sense codons adjacent to each other via point mutation. However, the set of sense codons adjacent to each other via point mutation differs for each FS20 code. Engineers can therefore choose to encode their engineered organism using the FS20 code that maximizes the mutation rate to null codons given the distribution of amino acids used in the proteome of their organism. While our designs for FS20 codes anticipate eventual advances in synthetic biology sufficient to realize entirely arbitrary genetic codes, building most FW20 codes today would be nontrivial. For example, most FS20 codes would require codon reassignment involving significant reengineering of tRNAs and tRNA synthetases. While codon reassignment has been well explored for use with non-natural amino acids involving a few codons, such work has not yet been reported for all 64 codons To avoid reengineering all tRNAs and tRNA synthetases, we next considered synthetic genetic codes that reuse the translation machinery already implementing the Standard Code.
Such genetic codes might be more readily realized by reusing naturally occurring molecules.
As a first example, we designed a "reduced" fail-safe code we call RED20 (Fig. 2b , Sup. Table   1 ). Like FS20 codes, RED20 reduces the likelihood that mutations in protein-coding sequences result in missense mutations and increases the likelihood of mutating to a null codon. As a result, RED20 also increases the fraction of point mutations expected to result in a deleterious or lethal phenotype.
Fail-safe codes with reduced amino acid sets or quadruplet codons only allow mutations to null codons
While FS20 and RED20 are designed to maximize the fraction of coding-sequence mutations mapping to null codons and minimize the fraction of missense mutations, it is impossible to encode 20 amino acids in a 64-codon genetic code such that each sense codon is only immediately adjacent to null codons. Eliminating all missense mutations in a genetic code and ensuring that all mutations from sense codons map to null codons required we consider either encoding fewer amino acids or adopting a larger codon table.
Thus, we designed a family of fail-safe codes based on the FS20 codes that encode reduced sets of 16 amino acids (hereafter FS16, Fig. 2c ). FS16 codes are designed such that no single sense codon can mutate to any other sense codon via a single point mutation.
Similarly, we designed a fail-safe code based on RED20 that encodes 15 amino acids, mapping all mutations to null codons, that can be built via naturally occurring translation machinery alone (hereafter RED15, Fig. 2d ). Because FS16 and RED15 map all mutations to null codons we call them "ideal" fail-safe codes. We selected and recommend specific FS16 and RED15 codes on the basis of various design principles (e.g., if one of many similar amino acids is encoded then other similar amino acids become less important) (Supplementary Materials; Sup. Fig. 1 ).
We also considered genetic codes with expanded codon sets. Quadruplet decoding occurs in nature [Gesteland, Weiss, and Atkins 1992] and has been demonstrated experimentally Specifically, we designed a family of quadruplet-codon fail-safe codes (hereafter FSQUAD) with 256 available codons (Sup. Fig. 2 ). FSQUAD codes would be able to encode more than 20 amino acids such that all mutations from sense codons map to null codons, allowing for programmable incorporation of non-natural amino acids in a fail-safe encoded system. Like FS20-or FS16-encoded organisms, an FSQUAD-encoded organism should also be resistant to horizontal gene transfer.
Simulations quantify relative evolutionary rates of different genetic codes
To predict how fail-safe genetic codes affect evolution we simulated large, asexual populations of organisms encoded via fail-safe genetic codes. We developed a hybrid model where small population-size lineages are treated stochastically using a birth-death process to capture genetic drift, and large population-size lineages are treated deterministically with exponential growth. Mutations are generated stochastically, the number of which is dependent on the population size and genetic code used Desai, Fisher, and Murray 2007] . During the course of a simulation an initially monoclonal population generates diversity via mutation. Newer, more fit strains arise and slowly outcompete less fit strains, increasing the mean fitness of the population (Fig. 3a) . We compare the evolutionary rate of genetic codes by comparing the different rates of increasing fitness across populations using these codes (Fig. 3b ). For example, in the systems being studied we predict the Standard Code allows fitness to increase at a rate of 8.71 × 10 3 ). The ideal fail-safe codes FF16 and RED15 were predicted to arrest ORF evolution due to single point mutations altogether, and thereby maintaining their initial population fitness over the duration of the simulation.
Biocontainment may arise intrinsically in organisms using fail-safe genetic codes
We hypothesized that fail-safe encoded organisms will adapt to new environments more slowly than naturally encoded organisms and thus might be less able to challenge established, native populations. If true then fail-safe encoding could be used as an intrinsic biocontainment layer, one that does not rely on a heterologous genetic function but rather is instantiated via the encoding of the entire organism. To quantitatively assess this possibility, we simulated competing populations of organisms encoded by both Standard and fail-safe codes, exploring when and to what extent invading populations might displace established populations. In our simulations the invasive populations either swept or were swept by the native populations ( Fig. 4a ). More specifically, we defined a containment probability,
, as the likelihood that the invasive population will have been outcompeted by time t, given an initial invasive population fraction f H and genetic code . After sufficient time P BCDEFGD reaches a steady state, varying only in initial population fraction ( Fig. 4b , Sup. Fig. 5 ).
We generated approximate steady state containment curves ( Fig. 4c ). We predict FS20 will maintain a containment probability P BCDEFGD < 99% up to an initial invasive population fraction f H ≤ 36%. RED20 was able to maintain P BCDEFGD < 99% up to f H ≤ 14%. We predict organisms encoded in FS16 and RED15 would be outcompeted across all initial conditions simulated.
Our results suggest that population-level biocontainment is expected to be an intrinsic property of organisms encoded via fail-safe codes.
A reduced set of tRNAs instantiating RED20 enables protein expression
We sought to prototype a translation system using one of our fail-safe codes to learn if our any of our designs might have a chance of working. PURE is a chemically defined in vitro translation system composed of individually purified components [Shimizu et al. 2001 ]. We obtained PURE lacking all native tRNAs (PURE ∆tRNAs). We also procured a reduced set of tRNA instantiating RED20 via direct RNA synthesis, which we added to PURE ∆tRNAs to make an in vitro RED20 expression system. We recoded green fluorescence protein to use only the RED20 codons ( Fig. 5a ). We found that our system using only RED20 tRNA is able to successfully express RED20-encoded, but not standard-encoded, fluorescent protein.
Specifically, we observed that our prototype RED20 system expressed RED20-encoded sfGFP at a level 8-fold higher than standard-encoded sfGFP (Fig. 5b) .
DISCUSSION
We designed fail-safe genetic codes that lack translation machinery recognizing the majority of codons such that individual point mutations in protein coding sequences should be deleterious to the host organism. We then simulated the evolution of populations using these codes to quantitatively predict the expected effects of fail-safe genetic codes on evolutionary dynamics. Our designed codes were able to reduce evolutionary rate to ~30% of the Standard Code while encoding the full set of 20 conventional amino acids and to select against all individual point mutations in coding sequences if encoding only 15 or 16 amino acids. The most practical-to-implement codes, RED15 and RED20, are predicted to behave qualitatively similarly to FS16 and FS20 respectively without requiring any tRNA and tRNA synthetase engineering. Further, we built a functional RED20 prototype in vitro and demonstrated its capacity for protein expression.
Fail-safe codes may serve as a base layer for biocontainment strategies
Previous work has focused on containing organisms to prescribed physical niches [ require containing organisms to prescribed genotypes. To ensure the reliability and long-term stability of synthetic genetic programs we need "genetic containment" methods. Our work suggests that fail-safe codes can offer both physical and genetic containment. Specifically, we predict that fail-safe encoded organisms will not only explore genotype space slower than organisms encoded using the Standard Code but will also be less likely to outcompete native populations in new environmental contexts. Organisms encoded with fail-safe codes such as 
Wobble decoding presents a general challenge for code engineering
One challenge in code engineering is the tendency for tRNAs to recognize more than one codon due to wobble decoding [Crick 1966 ; Tuite 2001; Agris, Vendeix, and Graham 2007;
Watanabe and Osawa 1995] For example, designs for a hyperevolvable code generally maximize the diversity of encoded amino acids adjacent to any given sense codon, which can result in an ambiguous code where many codons are recognized by two differentially aminoacylated tRNAs (Sup. Fig. 3 ). The effect of wobble decoding on fail-safe codes however is comparatively less drastic. We simulated the behavior of organisms using RED20 and RED15 assuming 100% efficient wobble decoding (Sup. Fig. 4 ). Under these assumptions, we predict an evolutionary rate for RED20 and RED15 of 65% and 37% of the Standard Code rate, respectively. We further predict under these assumptions that organisms using RED20 and RED15 maintain a containment probability greater than 95% up to an invading population fraction (f H ) of 23% and 54%, respectively. Therefore, while engineering one-to-one decoding would improve the efficacy of fail-safe codes, we predict that RED15 and RED20 are robust to wobble decoding even if instantiated via native or near-native tRNA.
Predicting how wobble decoding might affect a quadruplet code is difficult. We may naively assume that the additional base pair in the codon-anticodon complex would allow FSQUAD to encode four times as many amino acids unambiguously. If so, an ideal quadruplet fail-safe code may be able to encode up to 32 sense positions adjacent only to null codons without requiring tRNAs capable of one-to-one decoding. However, engineering a full set of quadruplet decoding tRNAs, the cognate aminoacyl transferases and translation factors, and maintaining perfect codon-anticodon specificity would be challenging.
Reduced amino acid sets may still encode interesting biological functions
One way to increase the probability of mutating to a null codon in a fail-safe code is to decrease the number of encoded amino acids, thereby decreasing the number of required Additionally, we searched the UniProt database [The UniProt Consortium 2017] to see if any existing natural proteins use less than 20 amino acids. As one example, we found the antimicrobial peptide acanthoscurrin-2 is encoded only via amino acids in our RED15 code [Lorenzini et al. 2003 ]. We also analyzed residue conservation in the green fluorescent protein (GFP) using ConSurf [Ashkenazy et al. 2016 ] to assess which residues are most essential to protein function and what diversity of amino acids are found at these positions, finding that it should be possible to realize a functional GFP using only the RED15 translation system (Sup. Table 2 , Sup. Fig. 6 ).
Gene duplication and tRNA evolution are expected failure modes of fail-safe codes
We expect that increasing the rate of mutations to null codons will add a selective pressure for noncognate translation machinery to recognize these null codons. Jukes 1995]. Such a mechanism could generate tRNAs that recognize null codons, subverting an evolutionary containment strategy based on a fail-safe code. Duplication and subsequent mutation as an evolutionary mechanism has been experimentally validated in other contexts (e.g., E. coli lactose metabolism [Kugelberg et al. 2006] ). Such failure modes, and likely others, would need to be addressed in order to realize fully nonevolving organisms.
Removing sense codons from a genome presents a technical challenge
Building a fail-safe encoded organism will require the ability to encode an entire genome such that each amino acid is represented by only one codon. However, codon usage has been shown to regulate gene expression, translation speed, and co-translational folding of proteins We believe that fail-safe codes will play an important foundational role in controlling the evolution of biological systems, especially in the context of whole genome engineering. We noted several challenges that need to be addressed before the first fail-safe organism can be realized. Importantly, a subset of our proposed codes do not require reassigning sense codons, relying instead only on the removal of some isoacceptor tRNAs from the natural translation system, greatly simplifiying initial experiments. Given the importance of exploring and realizing non-evolving biological systems, as well as the practicality of validation experiments, we hope that additional academic work on fail-safe codes will be quickly complemented by public and private efforts to realize fail safe organisms providing a best available technology for realizing responsible engineered organisms suitable for deployment in field, plant, animal, or patient.
MATERIALS AND METHODS
Software
All code used herein is free online via https://github.com/EndyLab/codontables/tree/manuscript
Constructing mutation-distance networks
We made abstract visualizations of the genetic codes considered in this work to understand the single and multiple point mutations available to any given code. We converted genetic 
Modeling wobble decoding and tRNA promiscuity
Here, we chose to represent sense codon decoding using the most specific tRNA species for a given codo (i.e., the tRNA recognizing the fewest additional codons). We used the following Table 1 for a description of the RNA base modification shorthand used herein.
Simulating evolutionary dynamics
All simulations were carried out in Python 3. We modeled mutation and the generation of new strains in two steps. We first determine the number of mutants each strain will generate in a given epoch by drawing from a Poisson distribution with expectation value for each strain µ G = N G U`ϕ G dt, where N G is the strain's population size, U` is the per genome per generation beneficial mutation rate (set at 10 3p.p ), and dt is the epoch duration. ϕ G is calculated as the fraction of missense mutations in a genetic code that do not result in truncation, normalized by that same fraction for the Standard Code.
Each mutation is then assigned a fitness effect (df G ), drawn from a Distribution of Fitness Effects (DFE). We modeled the DFE with a generalized half-normal distribution (P(df) = We made two approximations to reduce computational load. Our first approximation relies on the theoretical result that mutants generated from strains with low population-sizes have a vanishingly low probability of establishing in the population . Thus, to reduce computational load, we did not generate mutants originating from the small population-size group. Our second approximation prematurely removes low fitness strains from the population once two conditions are met: (1) strain fitness has dropped below the mean, and (2) after strain population size has reduced such that the strain would be moved to the small population-size group and modelled stochastically. While this artificially inflates the mean fitness of the simulated batch culture, the effect is small given the small populationsize's total contribution to the weighted average of fitness of the batch culture (on the order of 0.03%). We observed that these approximations greatly improved simulation speed without qualitatively affecting the results.
Preparing expression plasmids
We received pSB1C3-T7-sfGFP from Eric Wei as a gift, which we used as the Standard Code-encoded expression vector (sfGFP_SC), as well as the backbone of our RED20encoded expression vector (sfGFP_RED20). To produce sfGFP_RED20, we first computationally recoded the sfGFP coding sequence to only include codons used by RED20.
The recoded gene was then synthesized ab initio by Twist Biosciences and assembled into pSB1C3-T7 using the NEB HiFi Assembly kit (NEB# E5520S).
Chemically competent E. coli Top10 cells were incubated with 2.5 µL of assembly product on ice for 30 minutes. These cells were then heat shocked at 42C for 30s, returned to ice for two minutes, then grown out in 950 µL SOC media at 37C for one hour. 
Expressing protein and measuring fluorescence in vitro
Twenty-one tRNA species were chemically synthesized ab initio by Agilent Technologies and resuspended in nuclease free TE buffer at pH 8.0. These tRNAs were then combined in equimolar ratio, at 250 mM each, to create a RED20 tRNA 25x master mix (10 mM final concentration per tRNA). An in vitro RED20 prototype was prepared by supplementing PURExpress in vitro expression system lacking tRNAs (PURE ∆tRNA, NEB# E6840S). PURE ∆tRNA supplemented with supplied control tRNAs was used as a Standard Code. We added 1 µL of murine RNase inhibitor to all in vitro reaction (NEB# M0314S). Each reaction also received 60 pmol of either the RED20-encoded or the standard-encoded expression vector.
Otherwise, reactions were assembled as specified by NEB to a final volume of 10 µL. encoded in FS20 with H = 70% (green). We approximate containment probability €•‚ƒ"…‚ as FS16 0 ± 0 RED20* 3.769 × 10 /0 ± 0.377 × 10 /0 (no wobbling) 5.859 × 10 /0 ± 1.368 × 10 /0 (with wobbling) RED15* 0 ± 0 (no wobbling) 3.177 × 10 /0 ± 0.936 × 10 /0 (with wobbling) FSQUAD 0 ± 0
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