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Hoy en día es más acusado el interés que muestran las empresas por el 
mercado de los sensores debido a las grandes facilidades que éstos 
proporcionan. Para la utilización de dichos dispositivos se ha desarrollado un 
nuevo estándar el IEEE 802.15.4 donde se definen la capa física y MAC de 
una red inalámbrica. 
 
La domótica, como aplicación de los principios de la ingeniería para controlar o 
modificar servicios del hogar, entre ellos el eléctrico, desarrolla métodos y 
aplicaciones cada vez más complejas que proporcionan mayor comodidad y 
seguridad en la vida diaria de sus consumidores. 
 
Con el fin de reducir y hacer un uso eficiente del consumo eléctrico se propone 
como objetivo principal de este TFC un primer prototipo para el desarrollo de 
un sistema autónomo de medida eléctrica mediante el microcontrolador 
CC2430, así como las pruebas necesarias para comprobar su viabilidad en un 
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Nowadays is more accused the interest showing the companies by the market 
of the sensors due to the large facilities that they provide. For the use of such 
devices has developed a new standard IEEE 802.15.4, where define the 
physical layer and MAC on a wireless network. 
 
Home Automation, as an application of the principles of engineering to control 
or modify services in the home, including electric, develops methods and more 
complex applications that provide more comfort and safety in the daily lives of 
consumers. 
 
A first prototype for the development of an autonomous system of electrical 
measurement using the CC2430 microcontroller, as well as the necessary tests 
to verify their viability in a real environment is proposed as main objective of 
this TFC to reduce and make efficient use of the power consumption. It is also 
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Hoy en día una de las grandes preocupaciones a nivel mundial es el consumo 
irresponsable de la energía. Datos ofrecidos por la Guía práctica de la energía 
“Consumo eficiente y responsable, publicado en 2007 por IDEA” [1] verifican 
que los españoles cada vez gastamos má
actual, sólo se tardará 35 años en duplicar el consumo energético y menos de 
55 años en triplicarlo. El gasto de las familias españolas supone un 30% del 
consumo de energía del país, con lo cual estamos  hablando de un 
de energía anual por hogar de 4.000KwH. A continuación se muestra el 
desglose del uso doméstico:
 
Fig. 1.1 Consumo en los hogares españoles por usos (año 2007)
 
1. INTRODUCCIÓN 









Fig. 1.2 Representación del precio de la electricidad
 
Con lo cual el creciente consumo energético y la limitación de dichos recursos 
se reflejan en dos aspectos:
• Económico: el  precio tiende a subir por lo que el control del consumo 
aumentará significativamente al ahorro para el usuario.
• Ecológico: Usuario puede disminuir el impacto 
si disminuye su gasto energético. 
Cuando estamos en nuestro hogar y ponemos en funcionamiento un 
electrodoméstico, éste consume energía de la red y, de acuerdo a su función, 
nos ofrece un servicio a cambio. Eventualmente, cuando 
su servicio, lo desenchufamos o lo apagamos dejándolo conectado a la red 
eléctrica.  Es general creer que cuando se realizan estas dos acciones los 
dispositivos ya no consumen, pero como demostraremos a lo largo de este 
proyecto, esto no es así. 
Actualmente en cualquier hogar podemos ver dispositivos que consumen 
energía las 24 horas del día aunque estén apagados, tanto en pequeños y 
grandes aparatos electrónicos, los cuales se han casi triplicado en los hogares 
en estas tres últimas dé
STAND BY, modo en el cual se sigue consumiendo energía debido a unos 
transformadores, que convierten la tensión y la corriente alterna en continua, y 
a unos sensores necesarios para poder activarse más deprisa, 
control remoto a distancia en cualquier momento.
Lo que se desea lograr con este proyecto
eléctrico de los dispositivos de nuestro hogar. 
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negativo sobre su entorno 
 
ya no requerimos de 
 
cadas.  Este consumo indebido se conoce como 
 






Capítulo 1- Introducción 
El sensor diseñado en este TFC será capaz de tomar decisiones por él mismo
a que cada cierto tiempo irá comprobando en qué estado está el dispositivo al 
cual está conectado, si éste está en STANDBY lo desconectará de la red 
eléctrica. Otra de las funciones que han sido implementadas en este proyecto 
es la toma de medidas de cor
transmitirán al nodo Gateway. Éste tiene como misión interconectar la red de 
sensores a una red externa, como puede ser Internet, desde donde, 
una interficie web, sería posible obtener las lectura
eléctrico, así como controlar la activación/desactivación del dispositivo 
controlado y el supervisión de la función de detección del estado de Standby.
A continuación se muestra un esquema básico y general del escenario de 
nuestro proyecto  
 
 
A continuación ser hará una breve reseña de los elementos mostrados en la 
figura anterior, ya que más adelante se tratarán más al detalle:
• Red de nodos sensores: Nodos encargados de obtener, procesar, 
almacenar y transmitir los datos de corriente así como los datos 
correspondientes a su estado de batería.  
• Nodo Gateway: Nodo encargado de recibir los datos, mediante el 
estándar 802.15.4, y
• RS-232: Envío de datos a un ordenador a través de 
El nodo Gateway envía los datos recibidos vía radio del nodo sensor a 
un ordenador 
 
riente, se almacenarán las medidas tomadas y se 
s de corriente de un aparato 
Fig.1.1 Escenario principal 
 
 
 enviarlos al PC.. 
este componente.  
3 
, 
a través de 
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Para lograr este fin se realizará una aplicación sobre el hardware cc2430N, el 





En este apartado describiremos los objetivos que queremos llegar a conseguir 
con la realización de este TFC: 
 Realización de una red de sensores que sean capaces de monitorizar un 
entorno aislado. 
 
 Utilización de un sensor de corriente externo que sea capaz de obtener 
la corriente que consume un aparato eléctrico. 
 
 Capacidad de almacenamiento en los nodos para cuando no sea posible 
transmitir los datos. 
 
 Optimización del consumo del chip, mediante los diferentes modos que 
nos ofrece éste, ya que nuestro diseño irá enfocado al consumo mínimo. 
 
 Capacidad de transmisión de los datos desde el nodo gateway hacia un 
PC mediante un puerto serie. 
 
 
 En cuanto a la seguridad,  se requerirá la capacidad de integrar 
mecanismos de criptografía apropiados a nuestras necesidades. 
 
 Se requiere un tiempo de respuesta razonable, del orden de unos pocos 
segundos. Nuestro sistema tiene que ser capaz de ofrecer los datos al 
nodo central en un intervalo que garantice su validez. 
 
 Garantizar la operatividad del nodo frente a problemas eventuales  
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CAPÍTULO 2. HARDWARE 
La parte de Hardware de nuestro proyecto estará formada por un Nodo sensor, 
el cual está compuesto por un módulo sensor  de corriente y el Nodo CC2430N 
basado en el SoC CC2430 de Texas Instruments. 
A continuación mostramos un esquema básico de la parte de Hardware de 
nuestro proyecto. 
 
Fig.2.1. Esquema sencillo nodo sensor 
 
2.1.  Nodo sensor 
 
En este apartado mostraremos las diferentes partes que forman el módulo 
sensor.  
2.1.1. Módulo Sensor 
Para desarrollar el módulo sensor hemos tenido en cuenta ciertos aspectos: 
- Suponemos una red doméstica de 230V. 
- Suponemos que el sensor se comportará de forma lineal 
- Se considera el consumo de StandBy como el 5-10% del consumo 
activo del electrodoméstico. En este caso suponemos el peor de los 
casos, con lo cual el 10% del consumo total. 
- Para desarrollar el módulo sensor de consumo nos hemos centrado 
en elementos que pueden convivir dentro de un mismo escenario, 
como puede ser una habitación. 
- Suponemos los siguientes consumos, que se muestran en la Tabla 
2.1. 
 
6 Mòdul ampliat per a una solució domòtica basada en sensors 
 
  
Tabla.2.1. Consumo electrodomésticos 
PRODUCTO POTENCIA ON POTENCIA STAND BY 
Cargador móvil 5 0,5 
TDT 25 2,5 
PC 125 12,5 
Exprimidor 140 14 
Campana eléctrica 240 24 
Batidora 800 80 
Microondas 800 80 
Estufa 900 90 
Cafetera 950 95 
 
El datasheet del sensor de corriente TA12-200 nos proporciona los siguientes 
valores de intensidades: 
 
Tabla.2.2. Especificaciones datasheet del sensor TA12-200 
INTENSIDADES  DATASHEET 
 
IIN_MAX 5 A 
IOUT_MAX 2,5 mA 
 
A través de estos valores de consumo y los datos que nos proporciona el 
datasheet del sensor de corriente utilizado podemos hallar la potencia máxima 
que tendría que consumir un aparato eléctrico para que nosotros la pudiéramos 
medir en este Nodos Sensor.  
 
                                 5A x 230V  1150W                                       (2.1) 
 
A continuación calcularemos los umbrales mínimos y máximos de las 
intensidades que podemos tener para los dispositivos eléctricos de la tabla 
anterior. 
Primero haremos un  cálculo de los valores de Intensidades que podremos 
tener a la entrada cuando el dispositivo está funcionando, es decir, cuando está 
encendido. La Intensidad máxima, IMAX, corresponde al consumo máxima que 
nos proporciona la tabla anterior,  que en este caso corresponde a la cafetera 
eléctrica que es el dispositivo que más consume. La Intensidad mínima, IMIN, 
corresponde al consumo mínimo en estado de funcionamiento normal que nos 
proporciona la tabla, que en este caso es la que nos ofrece el cargador del 
móvil. 
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- Intensidades de entrada estado ON 
 
       
                   I 


 4,1A                                                      (2.2)                                         
 
                            I 


 21,73mA                                                 (2.3) 
 
A continuación haremos el mismo cálculo que el anterior pero calculando las 
intensidades mínimas y máximas que podemos tener cuando el dispositivo está 
en estado STANDBY. 
 
- Intensidades de entrada estado STAND BY 
 
  I 


 0,4130A                                              (2.4) 




 2,1739mA                                           (2.5) 
 
Con los valores de intensidades que nos ofrece el datasheet del sensor de 
corriente, podremos calcular el valor de la corriente de salida de los dispositivos 
eléctricos, mediante un factor de reducción que hemos calculado de la 
siguiente forma: 






 0,5 6 107    (2.6) 
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Tanto para el estado activo del dispositivo, ON, como para el estado STANDBY 
hemos utilizado el mismo criterio que se ha empleado en el cálculo de las 
Intensidades de entrada, es decir, hemos tenido en cuenta para el cálculo qué 
dispositivo consume más y qué dispositivo consume menos. 
 
- Intensidades de salida ON: 
IMAX_OUT: 
895:_<=>  4,1A 6 ?0,5 6 10
7@  2,05A                               (2.7) 
   
IMIN_OUT: 
89-B_<=>  21,73mA 6 ?0,5 6 10
7@  10,86μA                           (2.8) 
 
- Intensidades de salida STANDBY: 
 
IMAX_STBY: 
895:_F>GH  0,41A 6 ?0,5 6 10
7@  0,205A                                 (2.9) 
 
IMIN_STBY: 
89-B_<=>  2,173mA 6 ?0,5 6 10
7@  1,086μA                         (2.10) 
 
Como el sensor de corriente presenta una no linealidad del 0,2% comprobamos 
que el umbral máximo en estado STANDBY no supero al umbral mínimo del 
estado ON. 
                           0,2% '( 0,2065A  4,13JA                                 (2.11) 
 
Ahora se procederá a describir de forma más detallada cómo está formada la 
placa de desarrollo. Del nodo cc2430 se hará una pequeña reseña, ya que en 
otros proyectos se hizo una amplia descripción de éste. 
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• Sensor TA12-200




En esta figura podemos ver la vista frontal y lateral del TA12
como podemos comprobar es de dimensiones reducidas. 
 
 
                                   
 
 
 Modelo circuital del sensor de corriente
 















 Intensidad máxima de salida, 0,2
 Comportamiento a la salida de forma lineal
 
Fig.2.5
Tal y como muestra el modelo circuital, podemos ver una resistencia que se 
encargará de proporcionar a la 
un factor de 0,5x10-3, el cual ha sido calculado en la fórmula (2.6),
presencia de la bobina. En consecuencia, todas las intensidades de salida 
serán reducidas en función de este factor,
en cuenta a la hora de interpretar la señal de salida en el ADC.
 
A la salida del sensor tendremos una resistencia de 250k
caída de tensión de 1,25 V. Este
referencia, Vref, que usa el conversor ADC.
• LMC 6482AI 
Uno de los problemas que se nos planteaba a la salida del sensor de corriente 
es el transformar la señal alterna que nos entrega en una señal continua. Hay  
muchos circuitos rectificadores basados en di
solucionan este problema pero provocan una caída de tensión en la señal de 
0,6V aproximadamente. Para 
amplificadores operacionales para eliminar este efecto. En este proyecto nos 
hemos centrado en un circuito basado solamente en amplificadores 
operacionales, tal y como muestra la siguiente figura.
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 Circuito eléctrico del sensor 
 
salida una intensidad. Ésta se verá reducida en 
  concepto que tendremos que tener 
 
Ω para provocar una 
 valor coincide con el valor de la tensión de 
  
odos semiconductores que 
evitar estas caídas, se combinan diodos y 
 
 
 debido a la 
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Fig.2.6 Esquema del LMC 6482AIN y  vista frontal 
A continuación mostramos el esquema del circuito rectificador de onda 





Fig.2.7 LMC 6482AIN integrado en la placa de desarrollo 
 
Como podemos ver con el LMC6482 formamos un divisor y un comparador, 
como se detalla en la siguiente figura. 
 




Fig.2.8 Partes del LMC6482AIN 
 
Si Vin >0  tendremos como valor de salida,Vout, la tensión de entrada.  Si Vin> 
Vcc entonces a la salida tendríamos la tensión de alimentación, ya que la 
configuración de este circuito no permite tener como Vout una tensión mayor 
de 3V. 
Si Vin<0 el circuito se comporta como un inversor de ganancia y proporciona 
una salida de Vout=-Vin.  
A continuación mostramos una gráfica en donde se muestra la forma de onda 
de la señal de entrada como Vin, su voltaje en el punto medio Vhalf y su voltaje 
de salida Vout. 
 
 
Fig.2.9 Representación de la forma de onda 
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El punto de conexión entre este módulo y el nodo cc2430N será Vout la cual irá 
conectada al pin 7 del P1 del nodo CC2430N. 
Utilizaremos una resolución de 14 bits que nos proporcionará 16.383 niveles, 
de los cuales 8.191 niveles representarán la parte postiva de nuestros valores 
de tensión y el resto la parte negativa. 





 0,1526V/,*X(M            (2.12) 
 
El valor en mV que obtenemos a la salida lo podemos calcular utilizando la 
siguiente fórmula: 
V%)$?V@ 
V%)$  M LM*' '(M AYZ 6 1250?V@
8191
 
             (2.13) 
A partir de la lectura obtenida del ADC, en voltios, podemos calcular el valor de 
intensidad que realmente hemos medido y así enviarle al nodo Gateway 
lecturas de corriente. Solamente tendremos que dividir el valor que hemos 






             (2.14) 
 
  





Este nodo está formado por dos módulos: 
• CC2430N 
Desarrollado por el Grup de Recerca de Xarxes sense Fils de la UPC a 
partir del módulo original CC2430. 
 
• SocBB  
Compuesto por dos pilas de 1,5V cada una, con lo que su principal 
misión será alimentar el CC2430EM 
Una de las principales características que nos impulsó a decidirnos por  este 
chip es su bajo coste de fabricación, lo que nos permite la creación de nodos a 
un precio razonable.  
Uno de los objetivos primordiales de este proyecto era el ahorro de batería en 
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CAPÍTULO 3. TRATAMIENTO DE LOS DATOS Y 
PROTOCOLO DE ENVÍO 
 
En este capítulo se describirá el proceso de tratado y envío de las muestras de 
corriente.  
Todo el código que se describirá en los siguientes apartados se encuentra en el 
los archivos ASC.c. 
 
3.1. Protocolo de envío de datos 
 
En este apartado se definirán las estructuras de los mensajes que se 
intercambiarán el nodo Sensor y el nodo Gateway. La longitud final de estos 
mensajes estarán limitados por la capacidad de la  SDU de la capa NAL. 
Para la creación de del sistema hemos querido diferenciar tres capas: 
aplicación, transporte y NAL, ya que consideramos que en cada una de ellas 
hay diferentes necesidades en cuanto las funciones de comunicación y por 
tanto, se necesitan diferentes formatos de PDU. En la siguiente figura se 
muestra el proceso de  empaquetado de los datos en cada nivel: 
 
 
Fig.3.1. Proceso de empaquetado  
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3.2. Mensajes de Aplicación 
 
En este apartado describiremos el formato y los campos de cada tipo de 
mensaje de Aplicación que tenemos. 
3.2.1. Mensaje de transmisión de muestra Simple 
 
Este tipo de mensaje se generará cuando el nodo Gateway pida la 
transmisión de la última muestra que se ha tomado y esté almacenada 




Fig.3.2 Trama muestra simple 
 
Type: Indica el tipo de mensaje. En nuestro caso será siempre RESPONSE. 




TimeStamp: Marca temporal en la que se ha tomado la muestra. 
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Para este tipo de mensaje se ha creado una estructura que nos permitirá 




          uint8 Type; 
             uint8 Subtype; 
              uint32 TimeStamp; 
       uint16 Muestra; 
 }ms_t; 
 
3.2.2. Mensaje de transmisión del Buffer de muestras 
 
Este mensaje es utilizado para transmitir todas las muestras que hay 





Fig.3.3 Mensaje  muestra completa 
 
Type: Indica el tipo de mensaje. En nuestro caso será siempre RESPONSE. 
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TimeStamp: Marca temporal en la que se ha tomado la muestra. 
Muestras: Todas las muestras de corrientes que hay almacenadas en el búffer. 
Para este tipo de mensaje se ha creado una estructura que nos permitirá 
trabajar de forma más cómoda, que será muy similar a la anterior, 
diferenciándose en el campo de Muestras que en este caso será de 500 Bytes 
y no de 2 Bytes como la primera. 
typedef struct 
         { 
         uint8 Type; 
         uint8 Subtype; 
            uint32 TimeStamp; 
                    uint16 Muestra[320]; 
}mc_t; 
 
3.2.3. Mensaje de Control 
 
Son órdenes directamente del nodo Gateway que nos indican que 
tenemos que ejecutarlas y como resultado de dicha ejecución se le 




Fig. 3.4 Trama de control 
 
Type: Indica el tipo de trama.  
Cuando el valor es ACK_Ok indica que la solicitud a que se refiere ha sido 
ejecutado con éxito. 
Cuando el valor es ACK_KO indica que la solicitud a la que se refiere no ha 
sido ejecutada. 
Command: Indica que tipo de mensaje de aplicación se trata. 
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A continuación mostramos una tabla con los posibles valores que puede tomar 
este campo. 
 
Fig.3.1 Tabla de mensajes 
DENOMINACIÓN CODE DATA VALUE TYPE_HEX_VALUE 
ASSIGN_ID GET 00001 000 N/A N/A 0x08 
SET 001 BYTE1 BYTE2 0x09 
ACK        OK 00010 000 N/A N/A 0x10 
NG 001 N/A N/A 0x11 
I/O_DIGITAL OFF 00011 000 N/A N/A 0x0C 
ON 001 N/A N/A 0x19 
I/O_ANALOGIC 0% 00100 000 N/A N/A 0x20 
25% 001 N/A N/A 0x21 
50% 011 N/A N/A 0x23 
75% 101 N/A N/A 0x25 
100% 111 N/A N/A 0x27 
GET_VALUE SIMPLE 00101 000 N/A N/A 0x28 
COMPLET 001 BYTE1 ... 0x29 
RESPONSE 
 00110 000 nBYTEs ... 0x30 
RESET 
 00111 000 N/A N/A 0x38 
SET_LLINDAR ON 01000 000 N/A N/A 0x64 
OFF 001 N/A N/A 0x68 
 
TimeStamp: Marca temporal en la que se de la respuesta. 
 
Para este tipo de trama se ha creado una estructura que nos permitirá trabajar 
de forma más cómoda: 
typedef struct 
{ 
       uint8 Type; 
           uint8 Command, 
               uint32 TimeStamp; 
}control_t; 
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3.3. Mensaje de Transporte 
 
Una vez se ha formado el mensaje de Aplicación, éste será empaquetado en 
un mensaje de Transporte para posteriormente mandárselo a la capa NAL y ser 
transmitido hacia el Nodo Gateway. 
A diferencia de las de Aplicación, sólo hay un único formato de trama. 
 
 
Fig.3.5. Trama de Transporte 
 
IdMsg: Es el identificador de la trama de Aplicación. Nos indica a que número  
  de trama pertenecen lo datos que se están transportando, así en el  
  nodo destino sabrá interpretarlo de forma correcta a la hora de  
  reensamblar las tramas. 
 El primer valor de este campo se escogerá de forma aleatoria y luego se  
 irá incrementando en una unidad.  
 
NumSeq: Nos indica el número de paquete a nivel de transporte. El bit de mayor  
     peso indicará si es el último fragmento=1 y si no lo es será 0. Los  
     siete bits restantes indicarán a que fragmento del mensaje original 
     pertenecen.  
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CAPÍTULO 4. ENTORNO DE PROGRAMACIÓN 
UTILIZADO 
 
En este capítulo se desarrollaran todos los aspectos y herramientas 
relacionados con el entorno de programación. Se hará una breve reseña al Kit 
de desarrollo de Texas Instruments y al entorno de programación utilizado, IAR 
Embeedded Workbench, a los conceptos utilizados de la pila de software 
propuesta por Texas InstrumentsTIMAC. 
4.1. Hardware 
 
Para poder cargar el código que se ha implementado en el Nodo sensor 
tenemos que hacer uso de un Kit de Texas Instruments. 









Su principal función es hacer de puente entre el PC y el cc2430. A través 
de esta placa podemos comprobar el funcionamiento del chip y depurar 
paso a paso. 
 
• SOC_DEM 
Es un acoplador entre el SOC_BB y el SmartRFO4EB. 
 




Contiene una interfície radio compatible con el estándar IEEE 802.15.4. 
 
• SOC_BB 
Compuesto por dos pilas de 1,5V cada una, con lo que su principal 
misión será alimentar el CC2430EM. 
 
4.2. IAR Embeeded Workbench 
 
El software utilizado para la programación del nodo sensor y el nodo Gateway 
ha sido el IAR Embeeded Workbench v.7.0 50A. Este sofware nos permite 
utilizar el lenguaje de programación C, ya que el programa es capaz de 
compilarlo y ensamblarlo posteriormente a lenguaje máquina. 
Esta aplicación dispone de dos modos de uso: el modo de programación y el 
modo de depuración. En trabajos anteriores como “Implementación de una 
solución domótica basada en sensores (3)” se hicieron explicaciones detalladas 




De este apartado también haremos una breve explicación ya que en trabajos 
anteriores se detalló de forma más específica. 
Las siglas TIMAC corresponden con Texas Instruments Medium Acces Control. 
Esta pila de protocolos nos permite poder trabajar con dispositivos del mismo 
fabricante, Texas Instruments, que sean compatibles con el estándar IEEE 
802.15.4. En nuestro proyecto utilizamos nodos que cumplen estas 
características, por ello hacemos uso de de esta pila de protocolos que nos 
ayuda a poder controlar nuestros dispositivos. 
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TIMAC está compuesta por 4 capas diferentes: 
• MAC: Su principal función es controlar el medio físico del SmartRF04EB. 
• HAL: Nos permite controlar el hardware de forma mucho más funcional. 
En nuestro caso hemos añadido una pequeña función que nos permite 
actuar sobre el conversor A/D, que especificaremos más adelante. 
• OSAL: Esta capa se encarga de priorizar y organizar ls diferentes tareas 
a realizar. 
• Application: Esta última capa es la más alta de toda, hace uso de todas 
sus capas inferiores. Su función principal es gestionar la aplicación 




En el precompilador de IAR Embeeded Workbench definiremos una serie de 
variables que son de alta importancia a la hora de de compilar el código 
implementado.  
Nodo Sensor: 
• Cc2430N: indica sobre que nodo se está trabajando. 
• NODO_SENSOR:  Indica que sólo habrá que introducir la parte del 
código relacionada al nodo Sensor. 
• POWER_SAVING: Indica que el modo ahorro de energía está activado. 
• NAL_ADDR: Indica la dirección origen del nodo. 
• GROUP: Indica el grupo origen del nodo. 
• HAL_ADC=TRUE: Habilita el ADC. 
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CAPÍTULO 5. SOFTWARE 
 
 
En este capítulo se explicará la parte de este proyecto referente al Software.  
Primero se intentará dar una visión global del objetivo que se quiere conseguir 




A diferencia de otros trabajos anteriores se pretende crear un nodo con cierta 
inteligencia, es decir, que sea capaz de tomar decisiones por él mismo a parte 
de recibir y resolver órdenes enviadas por el nodo Gateway.  
Se planteó la realización de una aplicación que fuera capaz de tener un control 
sobre el consumo eléctrico del dispositivo al cual está conectado. Se ha dotado 
al Nodo Sensor con funcionalidades para poder tomar muestras de corriente 
cada 98mseg, para obtener medidas de diferentes partes de la onda, y hacer 
comparaciones de umbrales cada 500mseg con el fin de conectar o 
desconectar el aparato eléctrico según esté en funcionamiento o no.  Mientras 
realiza estas funciones, que son las que lo hace ser más autónomo que sus 
predecesores, también está en un estado de espera para recibir órdenes del 














En este proyecto se han implementado y modificado las cinco primeras 
órdenes de estas listas. 
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Cuando el Nodo Sensor reciba una de estas 13 órdenes comprobará quién ha 
sido el emisor de la petición y guardará su dirección ya que ésta será la 
dirección destino cuando responda a la orden recibida. A continuación, de las 
13 posibles peticiones, se comprueba de cual se trata y se realizan las 
funciones necesarias para poder llevarla a cabo y darle una respuesta al nodo 
Gateway. 
A lo largo de este capítulo se hará una descripción de estas peticiones del nodo 
Gateway. 
5.2. Arquitectura del Nodo Sensor 
 
A continuación mostramos un esquema de la arquitectura del software de 
nuestro Nodo Sensor. 
 
Fig.5.1 Arquitectura de Capas 
 
Como podemos ver está formada 5 subniveles que interaccionan entre sí, las 
capas superiores piden servicios a las inferiores. 
La primera capa que nos encontramos es la HAL que permite controlar de 
forma más funcional el hardware. A través de esta capa, utilizando funciones 
simples, se puede controlar el ADC, los leds, la pantalla LCD, el joystick… 
Nosotros hemos añadido una nueva función a esta capa que permite actuar 
directamente sobre el dispositivo eléctrico al cual se está sensando permitiendo 
conectarlo o desconectarlo de la red eléctrica en función de su estado de 
actividad. 
La siguiente capa que encontramos es la OSAL encargada de priorizar y 
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Más arriba está la capa MAC que es la encargada de controlar el acceso al 
medio físico del canal inalàmbrico   
La capa NAL ofrece servicios a nivel de usuario como el envío y la recepción 
de mensajes. Es un servicio no orientado a conexión y sin confirmación. 
Al mismo nivel que la capa anterior nos encontramos con la OMC la cual ha 
sido implementada por nosotros. Originalmente en la pila no estaba, pero 
hemos visto oportuno añadirla en este nivel ya que ofrece servicios 
directamente a la capa de aplicación ASC. De la OMC podemos obtener el 
valor de la última muestra de corriente más reciente, almacenada en el Buffer 
de muestras, todas las muestras almacenadas en éste o el estado actual del 
dispostivo. 
Y por último nos encontramos la capa de Apliación ASC que es capaz de 
recibir y procesar órdenes del nodo Gateway así como mantenerse a la espera 
de un nuevo evento. Tambíen realiza el control sobre el proceso de muestreo 
de corriente. Todo esto, a partir de las funciones que proporcionan las capas 
OMC y NAL ya que de ellas depende poder ejecutar las órdenes que recibe el 
nodo sensor. 
A continuación mostramos de forma gráfica la interrelación de todas estas 
capas en un esquema de flujo para poder entender el funcionamiento de este 
Nodo. 
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Fig.5.2.Diagrama de flujo general 




5.2.1. Funciones de la capa HAL 
 
En esta capa destacamos la función Dev_ONOFF que ha sido implementada 
por nosotros.    
Lo que se pretende con esta función es poder conectar y desconectar el 
dispositivo al cual está relacionado en función de su consumo. Así logramos un 
consumo inteligente de la electricidad. 
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Para poder entender mejor el funcionamiento de esta función mostramos el 
código que se ha implementado. 
 
uint8 Dev_ONOFF(uint8 action) 
{ 
  //Se ordena que se apague el dispositivo 
  if (action==0) 
       { 
        P1_6=0; 
   //Actualizamos estado dispositivo 
     state=OFF; 
         } 
 
   //Se ordena que se encienda el dispositivo 
  else if (action==1) 
    { 
       P1SEL &= 0xBF; 
       P1DIR |= 0x40; 
       P1_6=1; 
    state=ON; 
         } 
  
      return state; 
     } 
 
 
5.2.2. Funciones de la capa OMC 
 
Esta capa fue diseñada con el objetivo principal de dar servicio a la capa de 
ASC cuando recibiera las órdenes de devolver la última muestra más reciente 
que hay en almacenada en el Buffer de muestras, que retornara todas las 
muestras almacenadas hasta el momento o que hiciera una comparación de 
Umbral.  Es por ello que ésta ha sido creada con dos funciones bien claras: 
tomar muestras cada 98 mseg y hacer una comparación de Umbral cada 
500mseg en el momento que se inicializa el Nodo Sensor.  
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Muestreo de medidas de corriente 
 
Para la realización de esta funcionalidad hemos realizado un muestreo cada 98 
mseg. y al cabo de diez muestras obtener un valor medio de muestra, que 
representará un valor final de muestra válida para nuestro estudio.  
 
 
Fig.5.4. Diagrama de Flujo  
 
 
El inicio de medidas de corriente empieza cuando se pone en marcha el timer 









Una vez activado el timer de muestreo esperamos al evento OMC_muestraC 
que se genera cada 98msg y que la función OMC_ProcessEvent se encargará 









Acumular valor muestra 
10 muetras? 
Media 10 muestras 




Preparar timer OMC_muestaC 
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//Primero obtengo las diez muestras 
  if(cont_muestreo<10){ 
 sum_muestraS=sum_muestraS+muestraS; 
  } 
 
//Entro en el else porque ya he obtenido las diez muestras-
-> hago media de las diez muestras y la almaceno en el 
vector 
  else{ 
        cont_muestreo=0; 
   media=sum_muestraS/10; 
    vec_MuestraC[escritura]=media; 
           
       if(escritura<9){ 
       escritura++; 
     } 
 
  //al entrar en el else indicamos que estamos en la 
última posición del vector, con lo cual guardamos la 
muestra y ponemos el puntero en el inicio 
  else{ 
        escritura=0; 
       } 
  }  
 return events ^ OMC_MuestraC; 
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Comparador de Umbral 
 
Para la realización de esta funcionalidad tenemos que tener en cuenta que se 
utiliza un valor extra, Umbral, proporcionado a través del mensaje de petición 
recibido. 
 
El objetivo de esta funcionalidad es desconectar o conectar el dispositivo en 
función de una comparación entre el valor Umbral y el valor de la última 









Fig.5.5. Diagrama de Flujo 
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El inicio de la comparación de umbral empieza cuando se pone en marcha el 
timer de comparar Umbral. Esta funcionalidad es activada nada más 




osal_start_timerEx (OMC_TaskId,COM_UMBRAL, 500); 
} 
 
A continuación comprobamos el valor que tiene la variable Umbral. Si ésta es 
igual a cero nos indica que se ha recibido una orden de no comparar umbral y 
ponemos el estado del dispositivo en ON. Si por el contrario el valor del Umbral 
es diferente a cero, comprobaremos si este valor está por encima o por debajo 
del valor de la última muestra almacenada en el buffer de muestras.   
 
//Cogemos la última muestra almacenada para comparar este valor 
proporcionado del umbral  
  
 if(vec_MuestraC[escritura-1]<Umbral){  
 
//desconectamos el dispositivo de la red 
eléctrica 
   state=OFF; 
 
   Activar_LLindar(state); 
      } 
       
 else{ 
//el valor de la muestra es superior al valor     
del umbral, con lo cual el dispositivo sigue 
conectado 
   state=ON; 
 
//como el dispositivo sigue en estado ON 
desactivamos el timer de comparar umbral 
           Activar_LLindar(state); 
        } 
          
 
Con  los resultados obtenidos de estos dos eventos se han implementado 3 

















La primera función OMC_GetMuestraSimple devuelve el valor de la última 
muestra almacenada en el Búffer de Muestras.  
 
//comprobamos que haya muestras en el vector 
 if(lectura!=escritura){ 
    muestra_trans=vec_MuestraC[lectura-1]; 
    return muestra_trans; 
    } 





La función OMC_GetMuestraCompleta devuelve el número de muestras que 
contiene el Buffer. Se le pasará un puntero como parámetro en el que se 
guardará la dirección en dónde están almacenadas las muestras. 
 
Se ha hecho uso de dos punteros más: escritura y lectura. Éste último nos 
indica la última medida que ha sido leída y el puntero de escritura apuntará a la 
siguiente posición del vector que está libre para poder guardar la nueva 
muestra.  
 
A continuación mostramos el código utilizado para la implementación de esta 
función.  
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//Condición que indica que hay muestras en el búffer 
if(lectura!=escritura){ 
    j=0;  
 
//Condición que indica que se han escrito más muestras 
de las que se han leído 
    if(escritura>lectura){ 
       num_mues= escritura-lectura; 
 
//Reservo memoria para el número total de muestras           
       puntero=osal_mem_alloc(num_mues); 
  
       for(i=lectura;i<escritura; i++){ 
        puntero[j]=vec_MuestraC[i]; 
        j++; 
       } 
      //Actualizo el puntero de lectura 
       lectura=i;    
        } 
     } 
 
    //Condición que indica que ha habido sobrescritura 
     if(escritura<lectura){  
        num_mues=((LONG_BUFFER-lectura)+escritura); 
        puntero=osal_mem_alloc(num_mues); 
        i=0; 
        num=0; 
 
      for(num=num_mues;num<0;num--){ 
            
if(lectura!=449){ 
          puntero[i]=vec_MuestraC[lectura]; 
 
          //Actualizo puntero 
          lectura++; 
          i++; 
         } 
          else{ 
          puntero[i]=vec_MuestraC[lectura]; 
         
         //Actualizo puntero  
              lectura=0; 
              } 
    }  
 
  





Esta función se encarga de activar y desactivar la comparación de umbral y el 
timer para poder hacer dicha comparación. Como parámetro recibe el estado 
del dispositivo, el cual viene dado por el evento COM_UMBRAL. 
 
 
//Si el estado del dispositivo es OFF 
if(estado==OFF){ 
  
   //Desactivo el timer 
     osal_stop_timerEx(OMC_TaskId,COM_UMBRAL,500); 
 
  //Desactivo el dispositivo 
     Dev_ONOFF(OFF);                     
    } 
 
else{ 




5.2.3.Funciones de la capa ASC 
 
Esta capa está a la espera de recibir alguna orden de la capa del Nodo 
Gateway y utiliza las funciones de las capas inferiores para poder llevarlas a 
cabo.  
 
Las peticiones que recibe el nodo sensor pueden ser diversas pero las 
podemos clasificar en tres grandes bloques: 
 
- Petición de una muestra 
- Petición de todas las muestras almacenadas en el Buffer 
- Peticiones de Control 
 
El proceso para tratar el evento recibido es común para todos. Primero 
guardamos la dirección del evento que hemos recibido en un puntero. A 
continuación almacenamos la dirección origen de la petición, que a la hora de 
enviar la respuesta será la dirección destino. Y finalmente guardamos el tipo de 
comando o petición que se trata.  
 
            pData = (nalCbackEvent_t *)pMsg; 
      Source=pData->SrcAddress; 
      command=pData->data[0]; 
    
  
La forma de encapsulado de los mensajes que se enviarán son similares. 
Primero se forma la Trama de Aplicación, específica para cada uno de ellos, y 
seguidamente se forma la Trama de Transporte que a diferencia de la anterior 
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es común para los tres bloques. Finalmente se envían a través de la capa NAL 
al nodo Gateway vía radio. 
 




Este tipo de petición nos indica que tenemos que enviar al nodo Gateway la 
última muestra, que será la más reciente. Para ello nos hacemos valer de la 
capa OMC para que nos proporcione la última muestra deseada y de la capa 
NAL para poder transmitir al nodo Gateway la respuesta con los datos 
deseados. 
 




   { 
   //Obtenemos una referencia Temporal 
    MarkTemp=osal_getClock();  
    pPDU_A=(ms_t *) P_Aplicacion;  
   
       //Montamos la trama a nivel de Aplicación 
    pPDU_A->Type=RESPONSE; 
        pPDU_A->Subtype=CORRIENTE; 
        pPDU_A->TimeStamp=MarkTemp; 
    pPDU_A->Muestra=OMC_GetMuestraSimple()*coef_corriente;  
     
    //Montamos la trama de Transporte 
    int i=0; 
    P_TRANS[0]=Idmsg; 
// Al sumarle el 128 nos indicará que es la     
última trama 
     P_TRANS[1]= 0&0x80;  
 
      for(i=0;i<sizeof(ms_t);i++) 
       { 
     P_TRANS[H_TRANS+i]=D_Aplicacion[i]; 
       } 
     









Cuando el nodo sensor recibe este tipo de petición nos indica que tenemos que 
enviar todas las muestras almacenadas que tenemos en el Buffer hasta el 
momento. Como en el caso anterior necesita los servicios ofrecidos por la capa 
OMC y por la capa NAL. 
El trato de los datos será muy similar al de una transmisión de muestra simple. 
Lo único que tenemos que tener en cuenta es el tamaño total de los datos de 
aplicación, porque seguramente tendremos que fragmentarlos a la hora de 
montar las tramas de Transporte.  
case GET_VALUE_COMPLETE: 






    } 
//Montamos la trama a nivel Transporte 





            } 
//hacemos un for para montar num_tramas -1 de 
aplicación la última la trataremos a parte 
      for(tramas_tx=0;tramas_tx<num_tramas-1;tramas_tx++){ 
          int i=0;       
P_TRANS[0]=Idmsg; //--> ID de mensaje            
for(i=indice;i<((D_TRANS*2)+indice);i++){ 
     P_TRANS[(i+H_TRANS)]=P_Aplicacion[i]; 
               } 
            tramas_tx++; 
    indice=indice+(D_TRANS*2); 
      
NAL_Send(MSG,Source,(uint8*)P_TRANS,sizeof(P_TRANS)); 
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      } 
   //nos indica que se trat de la última muestra 
      if(tramas_tx==num_tramas) 
         { 
              int j; 
     //Indicamos que es la última trama 
             P_TRANS[1]= tramas_tx&0x80;                                
//montamos la trama de transprote desde 
indice hasta el final de muestras 
             for(j=indice;j<num_muestras*2;j++){ 
                     P_TRANS[(i+H_TRANS)]=P_Aplicacion[i]; 
                     Idmsg++; 
                 } 
             } 
                  
//liberamos memoria 
 osal_msg_deallocate((uint8 *) ptmostres); 
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Peticiones de Control 
Este grupo podemos clasificarlo en tres peticiones: 
• Digital_ON 
Cuando el nodo Gateway manda este tipo de petición pide conectar el 
dispositivo al cual va dirigido el mensaje. En este caso la capa ASC 
necesitará los servicios proporcionados por la capa HAL. 
case DIGITAL_ON: 
                        {   
//Guardamos el estado del dispositivo para 
enviárselo al nodo  Gateway 
   Rop=Dev_ONOFF(ON); 
  MarkTemp=osal_getClock();  
  pPDU_ACt=(control_t *)P_Aplicacion;  
  
 //Montamos la trama a nivel de Aplicación 
   pPDU_ACt->Type=(Rop ? ACK_OK: ACK_KO); 
   pPDU_ACt->TimeStamp=MarkTemp; 
   pPDU_ACt->Command=DIGITAL_ON; 
 //Montamos la trama a nivel Transporte 
  P_TRANS[0]=Idmsg;// --> ID de mensaje< 
  P_TRANS[1]= 0&0x80;//--> Numero de secuencia 
  for(i=0;i<sizeof(control_t);i++) 
      { 
       P_TRANS[H_TRANS+i]=D_Aplicacion[i]; 
   } 
  #ifdef  DEBUG  
  HalLedSet 
(HAL_LED_ALL, HAL_LED_MODE_OFF); 
  #endif 
NAL_Send(MSG,Source,(uint8*)P_TRANS,sizeof(P_TRANS)); 
  Idmsg++; 
   } 
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• Digital_OFF 
 
Cuando se recibe este tipo de orden tenemos que desconectar el 
dispositivo y enviarle al nodo Gateway el estado del nodo Sensor una 
vez ejecutada dicha orden. 
 
El procedimiento es igual que el anterior descrito, lo único que variará es 







En un momento dado al nodo Gateway le puede interesar parar la 
comparación de Umbral, que se realiza cada 500mseg. Cuando esto es 
así envía una orden con un  campo Umbral=0 que indicará que esta 
comparación se pare. Como en otros casos la capa ASC necesita de los 





  Umbral=pData->data[1]; 
  if(Umbral!=0){ 
      Activar_LLindar(OFF); 
  MarkTemp=osal_getClock();  
  pPDU_ACt=(control_t *)P_Aplicacion;  
  
    
     //Montamos la trama a nivel de Aplicación 
      pPDU_ACt->Type=(Rop ? ACK_OK: ACK_KO); 
          pPDU_ACt->TimeStamp=MarkTemp; 
  pPDU_ACt->Command=OFF_LLINDAR; 
      
  //Montamos la trama a nivel Transporte 
  P_TRANS[0]=Idmsg; //--> ID de mensaje 
      P_TRANS[1]= 0&0x80;//--> Numero de secuencia 
      for(i=0;i<sizeof(control_t);i++) 
      { 
              P_TRANS[H_TRANS+i]=D_Aplicacion[i]; 
   } 
                                     
         
NAL_Send(MSG,Source,(uint8*)P_TRANS,sizeof(P_TRANS)); 
          Idmsg++; 
       } 
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CAPÍTULO 6.  PARTE EXPERIMENTAL 
 
En este capítulo se desarrollará la parte experimental del proyecto. 
Mostraremos las diferentes pruebas que hemos realizado en el laboratorio con 
nuestro proyecto. 
Solamente se ha podido comprobar la parte correspondiente al Nodo Sensor, 
no pudiendo comprobar todo lo relacionado al Nodo Gateway. 
6.1. Módulo sensor 
 
En este apartado mostraremos las pruebas que se realizaron en el laboratorio 
con el fin de comprobar que el módulo sensor se comportaba de forma 
correcta. 
Se conectó al módulo sensor una fuente de alimentación para proporcionarle 
3V de alimentación y un osciloscopio para poder ver la forma de onda y la 
tensión en tres puntos concretos del circuito.  
A continuación mostramos tres imágenes, que se han tomado en el laboratorio: 
 
 
Fig.2.1. Esquema del Módulo Sensor 
 
El (1) corresponde la tensión que tenemos en la salida del sensor de corriente 
habiendo utilizado un cargador de móvil como objeto de estudio. 
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Al realizar la medición en este punto obtenemos la siguiente imagen: 
 
 
Fig.6.2. Imagen del osciloscopio del punto de medición (1) 
Podemos ver que nos da una señal de pico a pico de 133mV a una frecuencia 
de 50Hz. 
La siguiente imagen nos muestra la medida tomada en el punto (2): 
 
 
Fig.6.3. Imagen del osciloscopio del punto de medición (2) 
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En este punto podemos comprobar que la tensión de pico a pico se ha visto 
reducida a la mitad, esto es debido al divisor de tensión que tenemos en el 
rectificador de onda completa que nos ha reducido a la mitad la tensión de 
entrada. 
Y por último mostramos la imagen obtenida en el punto de medición (3): 
 
 
Fig. 6.4 Imagen del osciloscopio del punto de medición (3) 
 
Esta imagen corresponde a la última parte del módulo sensor, en donde vemos 
que la parte negativa de la señal ha pasado a ser positiva, condición necesaria 
para el correcto funcionamiento del ADC. 
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6.2. Módulo CC2430 
 
En este apartado se describirá la parte experimental correspondiente al módulo 
CC2430N. Sólo se ha podido comprobar la parte de toma de muestras. 
Se realizaron dos divisores de tensión, con valores de voltaje a la salida  de 1V 
y 0,1V, para poder experimentar con valores de tensión conocidos y  
comprobar el buen funcionamiento del módulo. 
Pudimos comprobar que para 1V a la entrada el ADC nos daba un valor en 
decimal de 6552. Si utilizamos la fórmula (2.13) del Capítulo 2 obtenemos: 
V%)$?V@ 






  El siguiente paso fue comprobar que se guardaran los datos y se hiciera la 
media cada diez muestras, cada 0,98 seg. Una vez realizado la media se 
guarda en el Buffer de muestras y se vuelve a realizar todo el proceso hasta 
que se reciba la orden de transmitir la muestra más reciente que haya en el 
Buffer o todas las muestras almacenadas en él para luego liberar la memoria. 
  





En este proyecto de Final de carrera se ha realizado un nodo sensor que toma 
medidas de corriente y hace comparaciones de umbral para tomar por él 
mismo una decisión de activar o desactivar el dispositivo al cual está 
conectado. 
Para mantener el criterio de consumo mínimo del nodo se han escogido 
componentes y se ha adaptado la configuración de los nodos para poder 
cumplir este objetivo. 
Se han implementado capas y funcionalidades a la pila de protocolos de la Z-
Stack para que nuestro nodo funcionara de forma correcta. 
Se ha diseñado e implementado una estructura nueva de empaquetado para 
los mensajes de aplicación y los mensajes de transporte para su posterior 
envío a través de la capa NAL. 
 
Ambientalizción 
Ahorrar recursos no es solo económico sino que ayuda a conservar nuestro 
medio ambiente. Una instalación domótica le permite optimizar al máximo los 
recursos que se emplean en su vivienda y oficina. 
La utilización en el mundo real de estos sensores ayuda a reducir el  mal 
consumo eléctrico que se les da a algunos dispositivos dejándolos en estado 
de STANDBY. 
Un factor importante a destacar en este proyecto es que este tipo de tecnología 
produce un mínimo impacto medioambiental, según el cumplimiento de la 
legislación española vigente en cuanto al uso del espacio radioeléctrico.  
A día de hoy, no se ha podido demostrar que la banda de 2,4 GHz produzca 
efectos negativos en el medioambiente y en la salud de las personas, donde 
los dispositivos están certificados por la ETSI, transmitiendo a unos niveles de 
potencia muy bajos. Nuestro diseño contiene criterios medioambientales para 
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Líneas Futuras 
• Optimización del código: Eliminar partes de la aplicación del CC2430 
que no se hacen servir nunca. 
 
• Trabajo de campo: Se podría probar en un escenario real con el 
prototipo acabado para poder comprobar que verdaderamente funciona 
bien. 
 
• Implementación de una aplicación que permitiera interpretar los datos 
para poder hacer un estudio real de consumo del dispositivo que se está 
sensando. 
 
• Afinación del campo  real de datos de la capa de Transporte para poder 
gestionar de forma más eficiente la memoria. 
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ANEXOS 
******************************************************************************************* 
  Filename:       Dev_cont.c 
  Revised:        $Date: 
  Revision:       $Revision:  
  Description:     
******************************************************************************************/ 
/***************************************************************************************** 
                                            Includes 
 *****************************************************************************************/ 
/* MAC includes */ 
#include "mac_radio.h" 



















/* Application */ 
//#include "msa.h" 
#include "ASC.h" 




 GLOBAL VARIABLES 
 **********************************************************************/ 
 uint8 state; 
 
/********************************************************************* 
  * @fn          Dev_ONOFF 
 * 
 * @brief       Conecta o desconecta el dispositivo 
 * 
 * @param       uint8 - acción que realizará 
     OFF--> Desconexión dispostivio 
     ON--> Conexión dispositivo 
    dev_cont_t - dispositivo sobre el cual se está 
sensando   
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uint8 Dev_ONOFF(uint8 action) 
{ 
  if (action==0) 
  { 
      P1_6=0; 
   state=OFF; 
  } 
  else if (action==1) 
  { 
      P1SEL &= 0xBF; 
      P1DIR |= 0x40; 
      P1_6=1; 
   state=ON;        
  } 
  return state; 
} 
  





  Filename:       OMC.c 
  Revised:        $Date: 
  Revision:       $Revision:  
  Description:     
******************************************************************************************/ 
/****************************************************************************************** 
                                         Includes 
 
******************************************************************************************/ 
/* MAC includes */ 
#include "mac_radio.h" 
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#include "OSAL_Clock.h" 
#include "OSAL_Memory.h" 
/* Application */ 
#include "msa.h" 





                                    DEFINES 
*********************************************************************/ 
#define ERROR_MUESTRA  0xFFFF 
#define FINAL_BUFFER 9 
#define LONG_BUFFER 1000 
#define UMBRAL 500 
//#define LLINDAR_ON 1 
//#define LLINDAR_OFF 0 
#define TIMER_UMBRAL 500 
#define COM_UMBRAL 0x20 
#define LONG 500 
  




                                           Constant 
 
******************************************************************************************/ 
#define TIME_LED_ON  1000  //Periodo de encendido de los leds 
#if defined (HAL_BOARD_CC2420DB) 
  #define MSA_HAL_ADC_CHANNEL     HAL_ADC_CHANNEL_0             /* 
AVR - Channel 0 and Resolution 10 */ 
  #define MSA_HAL_ADC_RESOLUTION  HAL_ADC_RESOLUTION_10 
#elif defined (HAL_BOARD_DZ1611) || defined (HAL_BOARD_DZ1612) || 
defined (HAL_BOARD_DRFG4618) 
  #define MSA_HAL_ADC_CHANNEL     HAL_ADC_CHANNEL_0             /* 
DZ1611 and DZ1612 - Channel 0 and Resolution 12 */ 
  #define MSA_HAL_ADC_RESOLUTION  HAL_ADC_RESOLUTION_12 
#else 
  #define MSA_HAL_ADC_CHANNEL     HAL_ADC_CHANNEL_7             /* 
CC2430 EB & DB - Channel 7 and Resolution 14 */ 
  #define MSA_HAL_ADC_RESOLUTION  HAL_ADC_RESOLUTION_14 
#endif 
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/***************************************************************** 














extern uint16 Umbral; 
extern uint8 state; 
  





* @fn          OMC_Init 
* @brief       Initialize the application 
* @param       taskId - taskId of the task after it was added in the OSAL task 
queue 
  * @return      none 
******************************************************************************************/ 
void OMC_Init(uint8 taskId) 
{ 
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/****************************************************************************************** 
  * @fn          OMC_ProcessEvent 
* @brief       This routine handles events 
* @param       taskId - ID of the application task when it registered with the 
OSAL 
 *                     events - Events for this task 
* @return      16bit - Unprocessed events 
 
******************************************************************************************/ 
uint16 OMC_ProcessEvent(uint8 taskId, uint16 events){ 
//Muestreo de Corriente 
   
  if (events & OMC_MuestraC){  
      
muestraS=HalAdcRead(HAL_ADC_CHANNEL_1,HAL_ADC_RESOLUTION_1
4); 
     
      osal_start_timerEx( OMC_TaskId, OMC_MuestraC, 98); 
      cont_muestreo++; 
       
      // Primero obtengo las diez muestras 
      //if(cont_muestreo<FINAL_BUFFER+1){ 
      if(cont_muestreo<9+1){ 
  sum_muestraS=sum_muestraS+muestraS; 
  } 
      //Entro en el else porque ya he obtenido las diez muestras--> hago media 
de las diez muestras y la almaceno en el vector 
      else{ 
          cont_muestreo=0; 
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   media=sum_muestraS/10; 
   vec_MuestraC[escritura]=media; 
          sum_muestraS=0; 
           
    //if(escritura<FINAL_BUFFER){//  no estamos al final del vector 
             if(escritura<9){ 
       escritura++; 
     } 
     else{ //al entrar en el else indicamos que estamos en la última posición 
del vector, con lo cual guardamos la muestra y ponemos el puntero en el inicio 
    escritura=0; 
  } 
 }  
 return events ^ OMC_MuestraC; 
    } 
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  if(events & COM_UMBRAL){    
  //Cuando se activa el evento, ponemos el timer en marcha el timer 
     //osal_start_timerEx(OMC_TaskId,COM_UMBRAL, TIMER_UMBRAL); 
    osal_start_timerEx(OMC_TaskId,COM_UMBRAL, 500); 
         
      if(Umbral==0){ 
 //Indica que se ha recibido una orden de Umbral=0 
 state=ON; 
 //Paramos el timer de comparar umbral 
  Activar_LLindar(state); 
 } 
    
 else{ 
     //Indica que se ha recibido una orden de comparar umbral 
  
    //Cogemos la última muestra almacenada para comparar este valor 
proporcionado del umbral  
      if(vec_MuestraC[escritura-1]<Umbral){ //indica que el cargador del 
movil ha entrado en standby 
          //desconectamos el dispositivo de la red eléctrica 
      state=OFF; 
     Activar_LLindar(state); 
  } 
      else{ 
   //el valor de la muestra es superior al valor del umbral, con lo cual 
el dispositivo sigue conectado 
   state=ON; 
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  //como el dispositivo sigue en estado ON desactivamos el timer de 
comparar umbral 
                  Activar_LLindar(state); 
  } 
         } 
  } 




  * @fn          OMC_GetMuestraSimple 
  * @brief       Retorna la última muestra del vector en dónde están 
almacenadas todas las muestras 
  * @param       none 
* @return     uint16--> La última muestra del vector, la más reciente 
    ERROR_MUESTRA-> Indica que no hay muestras 
en el vector 
******************************************************************************************/ 
uint16 OMC_GetMuestraSimple(){ 
/* Esta función devuelve la última muestra nueva que hay en el  vector*/ 
 //comprobamos que haya muestras en el vector 
 if(lectura!=escritura){ 
  muestra_trans=vec_MuestraC[lectura-1]; 
  return muestra_trans; 
    } 
 else{ 
  return ERROR_MUESTRA; 
 }  
} 
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/****************************************************************************************** 
  * @fn          OMC_GetMuestraCompleta 
 * @brief       Retorna el número de muestras indicado 
* @param       puntero--> Puntero que apunta al vector en dónde están 
almacenadas las muestras 
* @return      uint16--> Número de muestras que retorna 
   ERROR_MUESTRA-> Indica que no hay muestras en el vector 
******************************************************************************************/ 




/*Función que devuelve las últimas num_muestras del vector*/ 
//Primero comprobamos que hayan muestras para leer 
  if(lectura!=escritura){ 
   j=0;  
 if(escritura>lectura){ 
            num_mues= escritura-lectura; 
            //Reservo memoria para el número total de muestas que hay 
    // vec_txmuestras=osal_mem_alloc[num_muestras]; 
                       puntero=osal_mem_alloc(num_mues); 
              for(i=lectura;i<escritura; i++){ 
     puntero[j]=vec_MuestraC[i]; 
    j++; 
         } 
       lectura=i;    
        } 
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     } 
 
  if(escritura<lectura){  
     //num_muestras=((LONG_BUFFER-lectura)+escritura); 
    num_mues=((LONG_BUFFER-lectura)+escritura); 
     puntero=osal_mem_alloc(num_mues); 
      i=0; 
      num=0; 
 
      for(num=num_mues;num<0;num--){ 
   //if(lectura!=LONG_BUFFER){ 
          if(lectura!=449){ 
      puntero[i]=vec_MuestraC[lectura]; 
      lectura++; 
      i++; 
    } 
              else{ 
         puntero[i]=vec_MuestraC[lectura]; 
  lectura=0; 
                 } 
    }  
 return num_mues; 
      } 
  else{ 
  return ERROR_MUESTRA; 
        } 
 } 
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* @fn          Activar_LLindar 
* @brief       Activa o desactiva la comparación del umbral 
    y el timer para poder hacer la comparación del    
umbral 
    
 * @param       Umb--> Valor de umbral que es enviado del nodo Gateway 
* @return      none 
  
******************************************************************************************/ 
void Activar_LLindar(uint8 estado){ 
 if(estado==0){ 
 //Desactivo el timer 
 //osal_stop_timerEx(OMC_TaskId,COM_UMBRAL,TIMER_UMBRAL); 
                osal_stop_timerEx(OMC_TaskId,COM_UMBRAL); 
                Dev_ONOFF(OFF);               
                 } 
 else{ 
  //Activo el timer 
 //osal_start_timerEx(OMC_TaskId,COM_UMBRAL,TIMER_UMBRAL); 
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/****************************************************************************************** 
  Filename:       ASC.c 
  Revised:        $Date: 
  Revision:       $Revision:  




 *                                           Includes 
 
******************************************************************************************/ 
/* MAC includes */ 
#include "mac_radio.h" 
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 *                                           Constant 
 
******************************************************************************************/ 
#define TIME_LED_ON  1000  //Periodo de encendido de los leds 
#if defined (HAL_BOARD_CC2420DB) 
  #define MSA_HAL_ADC_CHANNEL     HAL_ADC_CHANNEL_0             /* 
AVR - Channel 0 and Resolution 10 */ 
  #define MSA_HAL_ADC_RESOLUTION  HAL_ADC_RESOLUTION_10 
#elif defined (HAL_BOARD_DZ1611) || defined (HAL_BOARD_DZ1612) || 
defined (HAL_BOARD_DRFG4618) 
  #define MSA_HAL_ADC_CHANNEL     HAL_ADC_CHANNEL_0             /* 
DZ1611 and DZ1612 - Channel 0 and Resolution 12 */ 
  #define MSA_HAL_ADC_RESOLUTION  HAL_ADC_RESOLUTION_12 
#else 
  #define MSA_HAL_ADC_CHANNEL     HAL_ADC_CHANNEL_7             /* 
CC2430 EB & DB - Channel 7 and Resolution 14 */ 
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/* Task ID */ 
uint8 ASC_TaskId; 
uint8 ASC_State = ASC_IDLE_STATE; 
uint8 add_NodeControl = 0x01; 
 
/****************************************************************************************** 
 *                                        User's  Defines 
 
******************************************************************************************/ 
#define GET_VALUE_SIMPLE 0x28 
#define GET_VALUE_COMPLET 0x29 
#define RESPONSE 0X30 
#define COEF_CORRIENTE 500 
#define CORRIENTE 0x40 
#define ERROR_MUESTRA 00xFFFF 
#define DIGITAL_ON 0x19 
//#define ON 1 
//#define OFF 0 
#define H_TRANS 2 
#define D_TRANS 90 
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#define ACK_KO 0x11 
#define ACK_OK 0x10 
 
#define DIGITAL_OFF 0x0C 
#define DIGITAL_ON 0x19 
#define ANALOGIC_0 0x20 
#define ANALOGIC_25 0x21 
#define ANALOGIC_50 0x23 
#define ANALOGIC_75 0x25 
#define ANALOGIC_100 0x27 
#define SET_LLINDAR_ON 0x65 
#define SET_LLINDAR_OFF 0x64 
#define RESET 0x38 
#define ASSIGN_ID_GET 0x08 
#define ASSIGN_ID_SET 0x09 
#define OFF_LLINDAR 0 
#define ON_LLINDAR 1 
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/********************************************************************* 




 uint8 Type; 
 uint8 Subtype; 
 uint32 TimeStamp; 





 uint8 Type; 
 uint8 Subtype; 
 uint32 TimeStamp; 





 uint8 Type; 
 uint8 Command; 



















 * @fn          ASC_Init 
 * @brief       Initialize the application 
 * @param       taskId - taskId of the task after it was added in the OSAL task 
queue 
 * @return      none 
******************************************************************************************/ 
void ASC_Init(uint8 taskId) 
{ 
  uint8 set_pwr; 
  /* Initialize the task id */ 
  ASC_TaskId = taskId; 
  //Configuración de la radio para la transmisión a máxima potencia 
  set_pwr = ASC_RADIO_TX_POWER_MIN; 
  macRadioSetTxPower(set_pwr); 
  set_radio(RX_ON); 
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 * @fn          ASC_InitApp 
 * @brief       Initialize the application 
 * @param       none 
 *@returrn none 
******************************************************************************************/ 
void ASC_InitApp(uint8 taskId){ 
 
    osal_start_timerEx(taskId, COM_UMBRAL, 500); 
} 
/****************************************************************************************** 
 * @fn          ASC_ProcessEvent 
 * @brief       This routine handles events 
 * @param       taskId - ID of the application task when it registered with the 
OSAL 
 *                       events - Events for this task 
 * @return         16bit - Unprocessed events 
 
******************************************************************************************/ 





















//Variables locals del manegador de events  
  uint8* pMsg; 
  nalCbackEvent_t* pData; 
  uint16 Source; 
 uint16 command; 
   
if (events & SYS_EVENT_MSG){ 
    pMsg = osal_msg_receive(ASC_TaskId); 
    switch ( *pMsg ) 
    { 
    case MSG_RECEIVED: 
      pData = (nalCbackEvent_t *)pMsg; 
      Source=pData->SrcAddress; 
      command=pData->data[0]; 
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      switch(command) 
      { 
   case GET_VALUE_SIMPLE: 
   { 
                                ms_t *pPDU_A; 
                                 
     MarkTemp=osal_getClock();  
     pPDU_A=(ms_t *) P_Aplicacion;    
     //Montamos la trama a nivel de Aplicación 
     //pPDU_A->Type= 10;  
                                 pPDU_A->Type=RESPONSE; 
     pPDU_A->Subtype=CORRIENTE; 
     pPDU_A->TimeStamp=MarkTemp; 
     pPDU_A->Muestra = 
OMC_GetMuestraSimple()*COEF_CORRIENTE; 
     
    //Montamos la trama de Transporte 
    Idmsg=osal_rand(); 
    int i=0; 
    P_TRANS[0]=Idmsg;  
    P_TRANS[1]= 0&0x80; //--> Al sumarle el 128 nos 
indicará que es la última trama 
    for(i=0;i<sizeof(ms_t);i++) 
    { 
     P_TRANS[H_TRANS+i]=D_Aplicacion[i]; 
    } 
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 NAL_Send(MSG,Source,(uint8*)P_TRANS,sizeof(P_TRANS)); 
    Idmsg++; 
   } 
   break; 
                        case GET_VALUE_COMPLET: 
   {  
                             // uint16 muestra_tx; 
                              mc_t *pPDU_AC; 
                               
     MarkTemp=osal_getClock();  
   
 num_muestras=OMC_GetMuestraCompleta(ptmostres); 
    pPDU_AC=(mc_t *)P_Aplicacion; 
     
    //Montamos la trama a nivel de Aplicacion 
     pPDU_AC->Type=RESPONSE; 
     pPDU_AC->Subtype=CORRIENTE; 
     pPDU_AC->TimeStamp=MarkTemp; 
    for(i=0;i<num_muestras+1;i++){ 
     pPDU_AC-
>Muestra[i]=ptmostres[i]*COEF_CORRIENTE; 
       } 
    //Montamos la trama a nivel Transporte 
    //Primero tenemos que saber cuantas tramas 
TRANS necesitaremos 
     num_tramas=((num_muestras+3)/46); 
     if((num_muestras*2+3)%92!=0){ 
     num_tramas++; 
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        } 
                                 //hacemos un for para montar num_tramas -1 de aplicación 
la última la trataremos a parte 
                                 //puesto que no puede estar llena y su longitud variará 
    for(tramas_tx=0;tramas_tx<num_tramas-
1;tramas_tx++){ 
     P_TRANS[0]=Idmsg; //--> ID de mensaje 
      
     /*//Comprobamos si es o no la última trama a 
enviar 
     if(tramas_tx<num_tramas-1){ 
      P_TRANS[1]= tramas_tx;//--> Numero 
de secuencia ; 
     } 
     else{ 
      P_TRANS[1]= tramas_tx&0x80;// --> Al 
sumarle el 128 nos indicará que es la última trama 
     }*/ 
     int i=0; 
     for(i=indice;i<((D_TRANS*2)+indice);i++){ 
      
 P_TRANS[(i+H_TRANS)]=P_Aplicacion[i]; 
      } 
     tramas_tx++; 
     indice=indice+(D_TRANS*2); 
    
 NAL_Send(MSG,Source,(uint8*)P_TRANS,sizeof(P_TRANS)); 
    } 
                                //nos indica que se trat de la última muestra 
                                if(tramas_tx==num_tramas) 
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                                { 
                                  int j; 
                                  P_TRANS[1]= tramas_tx&0x80;//Indicamos que es la   
última trama 
                                   
                                  //montamos la trama de transprote desde indice hasta el 
final de muestras 
                                  for(j=indice;j<num_muestras*2;j++){ 
                                    P_TRANS[(i+H_TRANS)]=P_Aplicacion[i]; 
                                    Idmsg++; 
                                  } 
                                } 
                                        
    //liberamos memoria 
    osal_msg_deallocate((uint8 *) ptmostres); 
              } 
   break; 
   case ASSIGN_ID_GET: 
                        { 
    MarkTemp=osal_getClock();  
     pPDU_ACt=(control_t *)P_Aplicacion;    
     //Montamos la trama a nivel de Aplicación 
     pPDU_ACt->Type=ACK_OK; 
     pPDU_ACt->TimeStamp=MarkTemp; 
     pPDU_ACt->Command=ASSIGN_ID_GET; 
      
     //Montamos la trama a nivel Transporte 
     Idmsg=osal_rand(); 
Capítulo 6- Parte experimental                                                                                                                                         77 
     P_TRANS[0]=Idmsg; //--> ID de mensaje 
    P_TRANS[1]= 0&0x80;//--> Numero de secuencia 
     for(i=0;i<sizeof(control_t);i++) 
    { 
     P_TRANS[H_TRANS+i]=D_Aplicacion[i]; 
    } 
     
    #ifdef  DEBUG  
   
 HalLedSet(HAL_LED_ALL,HAL_LED_MODE_TOGGLE); 
    #endif 
     
    
 NAL_Send(MSG,Source,(uint8*)P_TRANS,sizeof(P_TRANS)); 
     Idmsg++; 
   } 
            break; 
          case ASSIGN_ID_SET: 
            { 
    MarkTemp=osal_getClock();  
     pPDU_ACt=(control_t *)P_Aplicacion;    
     //Montamos la trama a nivel de Aplicación 
     pPDU_ACt->Type=ACK_OK; 
     pPDU_ACt->TimeStamp=MarkTemp; 
     pPDU_ACt->Command=ASSIGN_ID_SET; 
      
     //Montamos la trama a nivel Transporte 
     Idmsg=osal_rand(); 
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     P_TRANS[0]=Idmsg; //--> ID de mensaje 
    P_TRANS[1]= 0&0x80;//--> Numero de secuencia 
     for(i=0;i<sizeof(control_t);i++) 
    { 
     P_TRANS[H_TRANS+i]=D_Aplicacion[i]; 
    } 
     
    #ifdef  DEBUG  
   
 HalLedSet(HAL_LED_ALL,HAL_LED_MODE_TOGGLE); 
    #endif 
     
   
 NAL_Send(MSG,Source,(uint8*)P_TRANS,sizeof(P_TRANS)); 
    Idmsg++; 
   } 
    
                         break; 
    
   case DIGITAL_ON: 
                        {  
    Rop=Dev_ONOFF(ON); 
    MarkTemp=osal_getClock();  
    pPDU_ACt=(control_t *)P_Aplicacion;    
    //Montamos la trama a nivel de Aplicación 
     pPDU_ACt->Type=(Rop ? ACK_OK: ACK_KO); 
     pPDU_ACt->TimeStamp=MarkTemp; 
     pPDU_ACt->Command=DIGITAL_ON; 
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    //Montamos la trama a nivel Transporte 
    Idmsg=osal_rand(); 
    P_TRANS[0]=Idmsg;// --> ID de mensaje 
    P_TRANS[1]= 0&0x80;//--> Numero de secuencia 
    for(i=0;i<sizeof(control_t);i++) 
    { 
     P_TRANS[H_TRANS+i]=D_Aplicacion[i]; 
    } 
    #ifdef  DEBUG  
    HalLedSet(HAL_LED_ALL, HAL_LED_MODE_OFF); 
    #endif 
   
 NAL_Send(MSG,Source,(uint8*)P_TRANS,sizeof(P_TRANS)); 
    Idmsg++; 
   } 
                        break; 
   
                       case DIGITAL_OFF: 
                       { 
    Rop=Dev_ONOFF(ON); 
    MarkTemp=osal_getClock();  
     pPDU_ACt=(control_t *)P_Aplicacion;    
     //Montamos la trama a nivel de Aplicación 
     pPDU_ACt->Type=(Rop ? ACK_OK: ACK_KO); 
     pPDU_ACt->TimeStamp=MarkTemp; 
     pPDU_ACt->Command=DIGITAL_OFF; 
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     //Montamos la trama a nivel Transporte 
     Idmsg=osal_rand(); 
     P_TRANS[0]=Idmsg;// --> ID de mensaje 
    P_TRANS[1]= 0&0x80;//--> Numero de secuencia 
     for(i=0;i<sizeof(control_t);i++) 
    { 
     P_TRANS[H_TRANS+i]=D_Aplicacion[i]; 
    } 
    #ifdef  DEBUG  
    HalLedSet(HAL_LED_ALL, HAL_LED_MODE_OFF); 
    #endif 
   
 NAL_Send(MSG,Source,(uint8*)P_TRANS,sizeof(P_TRANS)); 
    Idmsg++; 
   } 
                       break; 
        case ANALOGIC_0: 
                       { 
    //Rop=Accion a realizar 
    MarkTemp=osal_getClock();  
     pPDU_ACt=(control_t *)P_Aplicacion;    
     //Montamos la trama a nivel de Aplicación 
     pPDU_ACt->Type=(Rop ? ACK_OK: ACK_KO); 
     pPDU_ACt->TimeStamp=MarkTemp; 
     pPDU_ACt->Command=ANALOGIC_0; 
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     //Montamos la trama a nivel Transporte 
     Idmsg=osal_rand(); 
     P_TRANS[0]=Idmsg;// --> ID de mensaje 
   P_TRANS[1]= 0&0x80;//--> Numero de    secuencia 
     for(i=0;i<sizeof(control_t);i++) 
    { 
     P_TRANS[H_TRANS+i]=D_Aplicacion[i]; 
    } 
    #ifdef  DEBUG  
   
 HalLedSet(HAL_LED_ALL,HAL_LED_MODE_TOGGLE); 
    #endif 
   
 NAL_Send(MSG,Source,(uint8*)P_TRANS,sizeof(P_TRANS)); 
    Idmsg++; 
   } 
            break; 
            case ANALOGIC_25: 
             { 
    //Rop=Accion a realizar 
    MarkTemp=osal_getClock();  
     pPDU_ACt=(control_t *)P_Aplicacion;    
     //Montamos la trama a nivel de Aplicación 
     pPDU_ACt->Type=(Rop ? ACK_OK: ACK_KO); 
     pPDU_ACt->TimeStamp=MarkTemp; 
     pPDU_ACt->Command=ANALOGIC_25; 
      
     //Montamos la trama a nivel Transporte 
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     Idmsg=osal_rand(); 
     P_TRANS[0]=Idmsg; //--> ID de mensaje 
    P_TRANS[1]= 0&0x80;//--> Numero de secuencia 
     for(i=0;i<sizeof(control_t);i++) 
    { 
     P_TRANS[H_TRANS+i]=D_Aplicacion[i]; 
    } 
    #ifdef  DEBUG  
   
 HalLedSet(HAL_LED_ALL,HAL_LED_MODE_TOGGLE); 
    #endif 
   
 NAL_Send(MSG,Source,(uint8*)P_TRANS,sizeof(P_TRANS)); 
    Idmsg++; 
   } 
            break; 
            case ANALOGIC_50: 
             { 
    //Rop=Accion a realizar 
    MarkTemp=osal_getClock();  
     pPDU_ACt=(control_t *)P_Aplicacion;    
     //Montamos la trama a nivel de Aplicación 
     pPDU_ACt->Type=(Rop ? ACK_OK: ACK_KO); 
     pPDU_ACt->TimeStamp=MarkTemp; 
     pPDU_ACt->Command=ANALOGIC_50; 
      
     //Montamos la trama a nivel Transporte 
     Idmsg=osal_rand(); 
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     P_TRANS[0]=Idmsg; //--> ID de mensaje 
    P_TRANS[1]= 0&0x80;//--> Numero de secuencia 
     for(i=0;i<sizeof(control_t);i++) 
    { 
     P_TRANS[H_TRANS+i]=D_Aplicacion[i]; 
    } 
    #ifdef  DEBUG  
   
 HalLedSet(HAL_LED_ALL,HAL_LED_MODE_TOGGLE); 
    #endif 
   
 NAL_Send(MSG,Source,(uint8*)P_TRANS,sizeof(P_TRANS)); 
    Idmsg++; 
   } 
            break; 
            case ANALOGIC_75: 
             { 
    //Rop=Accion a realizar 
    MarkTemp=osal_getClock();  
     pPDU_ACt=(control_t *)P_Aplicacion;    
     //Montamos la trama a nivel de Aplicación 
     pPDU_ACt->Type=(Rop ? ACK_OK: ACK_KO); 
     pPDU_ACt->TimeStamp=MarkTemp; 
     pPDU_ACt->Command=ANALOGIC_75; 
      
     //Montamos la trama a nivel Transporte 
     Idmsg=osal_rand(); 
     P_TRANS[0]=Idmsg; //--> ID de mensaje 
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    P_TRANS[1]= 0&0x80;//--> Numero de secuencia 
     for(i=0;i<sizeof(control_t);i++) 
    { 
     P_TRANS[H_TRANS+i]=D_Aplicacion[i]; 
    } 
    #ifdef  DEBUG  
   
 HalLedSet(HAL_LED_ALL,HAL_LED_MODE_TOGGLE); 
    #endif 
   
 NAL_Send(MSG,Source,(uint8*)P_TRANS,sizeof(P_TRANS)); 
    Idmsg++; 
   } 
            break; 
            case ANALOGIC_100: 
             { 
    //Rop=Accion a realizar 
    MarkTemp=osal_getClock();  
     pPDU_ACt=(control_t *)P_Aplicacion;    
     //Montamos la trama a nivel de Aplicación 
     pPDU_ACt->Type=(Rop ? ACK_OK: ACK_KO); 
     pPDU_ACt->TimeStamp=MarkTemp; 
     pPDU_ACt->Command=ANALOGIC_100; 
      
     //Montamos la trama a nivel Transporte 
    Idmsg=osal_rand(); 
    P_TRANS[0]=Idmsg; //--> ID de mensaje 
    P_TRANS[1]= 0&0x80;//--> Numero de secuencia 
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    for(i=0;i<sizeof(control_t);i++) 
    { 
        P_TRANS[H_TRANS+i]=D_Aplicacion[i]; 
    } 
    #ifdef  DEBUG  
   
 HalLedSet(HAL_LED_ALL,HAL_LED_MODE_TOGGLE); 
    #endif 
   
 NAL_Send(MSG,Source,(uint8*)P_TRANS,sizeof(P_TRANS)); 
    Idmsg++; 
   } 
                        break; 
           
   case SET_LLINDAR_OFF: 
   { 
    Umbral=pData->data[1]; 
    if(Umbral!=0){ 
      Activar_LLindar(OFF); 
      MarkTemp=osal_getClock();  
      pPDU_ACt=(control_t *)P_Aplicacion;    
      //Montamos la trama a nivel de Aplicación 
       pPDU_ACt->Type=(Rop ? ACK_OK: ACK_KO); 
                       pPDU_ACt->TimeStamp=MarkTemp; 
                pPDU_ACt->Command=OFF_LLINDAR; 
      
        //Montamos la trama a nivel Transporte 
        Idmsg=osal_rand(); 
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        P_TRANS[0]=Idmsg; //--> ID de mensaje 
        P_TRANS[1]= 0&0x80;//--> Numero de secuencia 
               for(i=0;i<sizeof(control_t);i++) 
        { 
                 P_TRANS[H_TRANS+i]=D_Aplicacion[i]; 
        } 
                                    
NAL_Send(MSG,Source,(uint8*)P_TRANS,sizeof(P_TRANS)); 
                                    Idmsg++; 
                                } 
                        } 
                        break; 
    case RESET: 
                         { 
    MarkTemp=osal_getClock();  
     pPDU_ACt=(control_t *)P_Aplicacion;    
     //Montamos la trama a nivel de Aplicación 
     pPDU_ACt->Type=ACK_OK; 
     pPDU_ACt->TimeStamp=MarkTemp; 
     pPDU_ACt->Command=RESET; 
      
     //Montamos la trama a nivel Transporte 
      Idmsg=osal_rand(); 
      P_TRANS[0]=Idmsg; //--> ID de mensaje 
      P_TRANS[1]= 0&0x80;//--> Numero de secuencia 
      for(i=0;i<sizeof(control_t);i++) 
        { 
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     P_TRANS[H_TRANS+i]=D_Aplicacion[i]; 
    } 
    #ifdef  DEBUG  
   
 HalLedSet(HAL_LED_ALL,HAL_LED_MODE_TOGGLE); 
    #endif 
   
 NAL_Send(MSG,Source,(uint8*)P_TRANS,sizeof(P_TRANS)); 
    Idmsg++; 
    } 
                         break; 
                } 
      /* Desallocate */ 
 













 * @fn      ASC_PowerMgr 
 * @brief   Enable/Disable and setup power saving related stuff 
 * @param   mode - PWRMGR_ALWAYS_ON or PWRMGR_BATTERY 
 * @return  void 
******************************************************************************************/ 
void ASC_PowerMgr(uint8 enable) 
{ 
  /* enable OSAL power management */ 
  if (enable) 
   osal_pwrmgr_device(PWRMGR_BATTERY); 
  else 
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/***************************************************************************************** 




 * @fn          NAL_CbackEvent 
 * @brief       This callback function sends NAL events to the application. 
 *              The application must implement this function.  A typical 
 *              implementation of this function would allocate an OSAL message, 
 *              copy the event parameters to the message, and send the message 
 *              to the application's OSAL event handler.  This function may be 
 *              executed from task or interrupt context and therefore must 
 *              be reentrant. 
 * @param       pData - Pointer to parameters structure. 
 * @return      None. 
 
******************************************************************************************/ 
void NAL_CbackEvent(nalCbackEvent_t *pData) 
{ 
  nalCbackEvent_t *pMsg = NULL; 
    switch (pData->event) 
  { 
  case MSG_RECEIVED: 
    pMsg = pData; 
    break; 
  default: 
    break; 
  }  
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  if (pMsg != NULL) 
    osal_msg_send(ASC_TaskId, (byte *) pMsg);   
} 
/******************************************************************************************
******** 
  
