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Seznam uporabljenih kratic
kratica anglesˇko slovensko
CPU central processing unit centralna procesna enota
GPIO general purpose input/output splosˇnonamenski vhod-izhod
GUI graphical user interface graficˇni uporabniˇski vmesnik
I2C inter-integrated circuit povezava med integriranimi vezji
LCD liquid crystal display prikazovalnik s tekocˇimi kristali
LED light-emitting diode svetlecˇe diode
OLED organic light-emitting diode organske svetlecˇe diode
RGB red, green, blue rdecˇa, zelena, modra
SoC system on chip sistem na cˇipu
SPI serial peripheral interface serijski periferni vmesnik

Povzetek
Naslov: Razvojno okolje za uporabniˇske vmesnike v vgrajenih sistemih
Vgrajeni sistemi so naprave namenjene upravljanju, nadzorovanju ali podpori
delovanja nekega vecˇjega sistema, v katerega so vgrajene. Sistemi pogosto
ponujajo uporabniˇske vmesnike, preko katerih jih lahko upravljamo. Di-
plomsko delo opisuje izdelavo uporabniˇskega vmesnika za Xiphra SE sˇifrirne
naprave, ki jih izdeluje in trzˇi podjetje Beyond Semiconductor. V prvem delu
diplomske naloge se spoznamo z osnovnimi vhodno-izhodnimi napravami in z
nacˇinom njihove uporabe znotraj sistema Linux. Na kratko opiˇsemo tudi me-
tode glajenja pisav, preko katerih lahko izboljˇsamo berljivost uporabnikom
prikazanih informacij. Osrednji del govori o nacˇrtovanju uporabniˇskih vme-
snikov s poudarkom na razumevanju vgrajenih sistemov ter dodatnih ome-
jitvah, ki jih prinasˇajo. Vsebuje tudi izdelan nacˇrt razvoja uporabniˇskega
vmesnika v katerem so opredeljene vse nasˇe potrebe in zahteve, vkljucˇuje pa
tudi analizo primernosti obstojecˇih resˇitev, ogrodij in programskih knjizˇnic,
ki so namenjene hitrejˇsemu razvoju uporabniˇskih vmesnikov za vgrajene sis-
teme. Sledi izvedbeni del, ki opisuje gradnjo razvojnega okolja, sestavljenega
iz sledecˇih programskih komponent: gonilnika slikovnega medpomnilnika,
orodja za pretvorbo obrisnih pisav, simulatorja slikovnega medpomnilnika,
graficˇne programske knjizˇnice, knjizˇnice gradnikov ter uporabniˇskega vme-
snika za Xiphra SE sˇifrirne naprave. V zakljucˇnem delu pa so strnjene misli
o dosezˇenem ter podane mozˇnosti za nadaljni razvoj.
Kljucˇne besede: vgrajen sistem, vhodno-izhodne naprave, uporabniˇski
vmesnik, Linux, glajenje pisav, razvojno okolje, knjizˇnica gradnikov.

Abstract
Title: Development environment for user interfaces in embedded
systems
Embedded systems are devices used to control, monitor or assist the ope-
ration of a larger system they are embedded into. They are often controlled
through the corresponding user interface. This thesis describes the deve-
lopment of a user interface for the Xiphra SE encryption devices which are
produced and marketed by Beyond Semiconductor company. In the first part,
the reader will be introduced to a handful of basic input/output devices and
with the way they can be used inside the Linux system. Font smoothing
methods are explained further on since they are quite often being used to
increase readability of the displayed information. The mid-part talks about
planning the development of user interfaces influenced by the understanding
of specifics and limitations of embedded systems. With this in mind, a plan
for the development of the Xiphra SE user interface is created, defining all
our needs and requirements. It also evaluates existing solutions: two GUI
frameworks and one widget library, which can be used to speed up the de-
velopment process. In the main part, the thesis describes the creation of the
development environment that consists of the following software components:
framebuffer driver, font tool, framebuffer simulator, graphics library, widget
library and graphical user interface for the Xiphra SE devices. In the last
part, we sum up our work and give options for further improvements.
Keywords: embedded system, I/O devices, user interface, Linux, font smooth-




Vgrajeni sistemi so naprave, ki so namenjene upravljanju, nadzorovanju ali
v pomocˇ nekemu vecˇjemu sistemu v katerega so vgrajene (industrijske na-
prave, medicinska oprema, avtomobili, telefoni, ...) [8]. Zasnovane so tako,
da opravljajo eno ali vecˇ tocˇno dolocˇenih nalog in so pogosto omejene s
strani njihovih snovalcev, ki morajo uposˇtevati izvedbene, strosˇkovne in pa
tudi cˇasovne zahteve. Pri nacˇrtovanju vgrajenega sistema je tako kljucˇno,
da kljub omejitvam obdrzˇimo zˇeljeno funkcionalnost [8]. Vgrajeni sistemi
pogosto ponujajo uporabniˇske vmesnike preko katerih jih lahko upravljamo
in spreminjamo njihove nastavitve. Slednji predstavljajo most med strojno
opremo na eni strani ter uporabnikom na drugi (ang. human-machine inter-
face).
V podjetju Beyond Semiconductor smo pri razvoju lastnih omrezˇnih sˇifri-
rnih naprav druzˇine Xiphra zaznali potrebo po izdelavi uporabniˇskega vme-
snika, preko katerega bi uporabnikom nasˇih naprav omogocˇili spreminja-
nje mrezˇnih nastavitev, spremljanje informacij o delovanju naprave ter jih
obvesˇcˇali o napakah. Po naglem premisleku smo se odlocˇili izdelati tekstovni
uporabniˇski vmesnik s pomocˇjo programske knjizˇnice ”ncurses”. Slednja se
je kmalu izkazala za neprimerno, saj ni ponujala vseh potrebnih gradnikov,
ki smo jih potrebovali za izdelavo uporabniˇskega vmesnika. Navkljub vsemu
smo manjkajocˇe gradnike izdelali sami in tako uspesˇno dokoncˇali uporabniˇski
1
2 POGLAVJE 1. UVOD
vmesnik. Po nekaj tedenski uporabi smo spoznali, da ne omogocˇa enostavne
uporabe nasˇih naprav ter da zˇe s samim izgledom ne bo pusˇcˇal dobrega vtisa
pri uporabnikih. Odlocˇili smo se za ponovno izdelavo, kjer smo uporabnike
nasˇih naprav postavili v srediˇscˇe nasˇega nacˇrtovanja in razvojnega procesa.
Zavrgli smo celotno programsko kodo starega uporabniˇskega vmesnika,
novega pa smo nato veliko bolj skrbno nacˇrtovali. Izdelali smo papirnate
prototipe s katerimi smo zˇe zelo zgodaj odkrili sˇtevilne pomankljivosti in jih
zˇe v zgodnjih fazah tudi odpravili (strosˇkovna ucˇinkovitost). Po skrbnem
nacˇrtovanju smo tako izdelali povsem nov graficˇni uporabniˇski vmesnik.
Cilj te diplomske naloge je prispevati k boljˇsemu razumevanju vgraje-
nih uporabniˇskih vmesnikov, bolj premiˇsljenemu nacˇrtovanju ter na koncu
predstaviti izdelavo graficˇnega uporabniˇskega vmesnika za Xiphra SE sˇifrirne
naprave. Vse nasˇe ugotovitve zˇelimo deliti z bralcem te diplomske naloge.
Zˇelimo mu predstaviti posebnosti vgrajenih sistemov in vsebovane strojne
opreme ter pokazati njihov vpliv na zasnovo uporabniˇskega vmesnika. Prav
tako bomo na razlicˇnih delih izpostavili pristope, ki smo jih ubrali, da bi
uporabnikom omogocˇili enostavnejˇso uporabo nasˇega vmesnika in posledicˇno
celotne naprave (uporabniˇsko usmerjeno nacˇrtovanje).
Izdelali smo gonilnik slikovnega medpomnilnika (ang. framebuffer driver)
za krmilnik SEPS525 preko katerega lahko v uporabniˇskem nacˇinu izrisujemo
slike na zaslonu slikovnega prikazovalnika. Nato smo izdelali pomozˇni pro-
gramski orodji, simulator slikovnega medpomnilnika in pretvornik obrisnih
pisav, s katerima smo pohitrili nadaljni razvoj uporabniˇskega vmesnika. Sle-
dila je izdelava graficˇne programske knjizˇnice (”libfbgfx”), ki nam omogocˇa
izris osnovnih geometrijskih oblik, izris slik ter tudi uporabo bitnih pisav za
izris teksta. Slednjo smo uporabili za izdelavo programske knjizˇnice gradni-
kov uporabniˇskega vmesnika (”libwidget”), ki je postala jedro nasˇega upo-
rabniˇskega vmesnika, saj omogocˇa izris sˇtevilnih gradnikov (gumb, vnosno
polje, slika ...), ki jih potrebujemo za njegovo upodobitev. Z njeno pomocˇjo
smo na koncu izdelali uporabniˇski vmesnik za Xiphra SE sˇifrirne naprave.
3Uporabniˇske vmesnike upravljamo oziroma prikazujemo s pomocˇjo vhodno-
izhodnih naprav. Posledicˇno je pomembno poznati njihove lastnosti in ome-
jitve, saj bomo lahko le tako pravilno zasnovali uporabniˇski vmesnik. Pogle-
dali si jih bomo v poglavju 2, ki opisuje tudi njihovo uporabo znotraj sistema
Linux.
Uporabniˇski vmesnik mora prikazovati informacije jasno, nedvoumno in
v primeru teksta tudi berljivo. Ravno berljivost pisav je pogosto okrnjena,
saj v primeru uporabe majhnih slikovnih prikazovalnikov nimamo na voljo
dovolj slikovnih tocˇk za njihovo lepo upodobitev. Pristope, s katerimi lahko
polepsˇamo upodobitev pisav bomo spoznali v poglavju 3.
Sledi najpomembnejˇse 4. poglavje v katerem se bomo spoznali z nacˇrtova-
njem uporabniˇskih vmesnikov za vgrajene sisteme. Pogledali si bomo kako
lahko omejitve programske ali strojne opreme vplivajo na zasnovo nasˇega
vmesnika.
V poglavju 5 je predstavljen izdelan nacˇrt, ki vsebuje analizo uporabnikov
nasˇih naprav, prototip uporabniˇskega vmesnika ter pregled vseh nasˇih potreb
in zahtev. Poznavanje slednjih nam je sluzˇilo pri izbiri obstojecˇega ogrodja
oziroma programske knjizˇnice (poglavje 5.6) s katero smo si zˇeleli pohitriti
izdelavo uporabniˇskega vmesnika. Zˇal nismo nasˇli ustrezne resˇitve in smo
zato podporne programske knjizˇnice napisali sami.
Izvedbeni del diplomske naloge opisuje sledecˇe izdelane programske kom-
ponente: gonilnik slikovnega medpomnilnika (poglavje 6), simulator slikov-
nega medpomnilnika (poglavje 7.1), orodje za pretvorbo obrisnih pisav (po-
glavje 7.2), graficˇno programsko knjizˇnico (poglavje 8.1), knjizˇnico gradnikov
uporabniˇskega vmesnika (poglavje 8.2) ter uporabniˇski vmesnik za Xiphra SE
sˇifrirne naprave (poglavje 8.3).
V sklepnem delu smo nato povzeli nasˇe delo in podali oceno dosezˇenega.
Razmislili smo tudi o mozˇnostih za nadaljni razvoj uporabniˇskega vmesnika.
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Poglavje 2
VI naprave v vgrajenih
sistemih Linux
Poznavanje vhodno-izhodnih naprav je pomembno, saj jih med drugim upo-
rabljamo tudi za upravljanje in izrisovanje uporabniˇskih vmesnikov. V na-
daljevanju si bomo tako pogledali nekaj izmed taksˇnih naprav, spoznali pa
bomo tudi nacˇine njihove uporabe znotraj operacijskega sistema Linux. Sle-
dnji ponuja splosˇnonamenske vmesnike, preko katerih lahko dostopamo do
vhodno-izhodnih naprav. Pogledali si bomo vmesnik vhodnih dogodkov, ki
je dostopen preko dogodkovne naprave (”evdev”). Slednji nam omogocˇa
sprejemanje razlicˇnih vhodnih dogodkov s strani vhodnih naprav, na primer
pritisnjena tipka na tipkovnici. Spoznali bomo tudi vmesnik za dostop do
slikovnega medpomnilnika, preko katerega izrisujemo slike na zaslonih slikov-
nih prikazovalnikov. Dostopen je preko naprave slikovnega medpomnilnika
(”fbdev”). Spoznali se bomo tudi s splosˇnonamenskimi vhodno-izhodnimi
nozˇicami, saj jih pogosto uporabljamo za povezovanje enostavnejˇsih vhodno-
izhodnih naprav.
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2.1 Splosˇnonamenske vhodno-izhodne nozˇice
- ”GPIO”
Splosˇnonamenske vhodno-izhodne nozˇice (ang. GPIO pins) so nozˇice, ki
jih lahko najdemo na integriranih vezjih kot so mikrokontrolerji ter sistemi
na cˇipu (ang. SoC). Lahko so vhodne ali pa izhodne ter nimajo vnaprej
dolocˇenega pomena. Nacˇrtovalci vgrajenih sistemov jih lahko uporabijo za
povezovanje raznih vhodno-izhodnih naprav. Nekaj taksˇnih vhodnih naprav
bomo spoznali v nadaljevanju.
Logicˇne vrednosti nozˇic lahko nastavljamo in beremo preko krmilnika
vhodno-izhodnih nozˇic. Da jih krmilimo, moramo v vgrajenih sistemih brez
operacijskega sistema do krmilnika dostopati neposredno. V nasprotnem
primeru pa to delo namesto nas opravi gonilnik splosˇno namenskih vhodno-
izhodnih nozˇic (ang. GPIO driver), preko katerega potem posredno v upo-
rabniˇskem nacˇinu upravljamo z nozˇicami.
2.2 Vhodne naprave
Pogledali si bomo nekaj najpogostejˇsih vhodnih naprav, ki se pojavljajo v
vgrajenih sistemih. Osredotocˇili se bomo predvsem na tiste, preko katerih
lahko vgrajeno napravo krmilimo in spreminjamo njene nastavitve oziroma
delovanje. Razumevanje vhodnih naprav nam bo pomagalo pri razumeva-
nju razlik v nacˇrtovanju navadnih uporabniˇskih vmesnikov napram tistim
namenjenim vgrajenim sistemom.
Modernejˇsi sistemi osnovani na operacijskih sistemih, kot so Linux, An-
droid, Windows ter mnogih drugih, podpirajo tudi vhodne naprave, ki sicer
niso tipicˇne za vgrajene sisteme. To so predvsem naprave, ki jih vsakodnevno
uporabljamo na osebnih racˇunalnikih: tipkovnice, miˇske, mikrofoni, opticˇni
bralniki, pogojno tudi zasloni na dotik. Tiste, ki jih srecˇujemo v vgrajenih
sistemih, so ponavadi veliko bolj preproste ter skrbno izbrane, saj morajo
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opravljati tocˇno dolocˇeno vlogo v sistemu in to na ucˇinkovit nacˇin. Izbira vho-
dnih naprav je pogosto ena izmed najpomembnejˇsih odlocˇitev pri nacˇrtovanju
vgrajenega sistema, saj pogojuje nacˇin, kako bo koncˇni uporabnik to napravo
uporabljal. Posledicˇno to vpliva tudi na zasnovo uporabniˇskega vmesnika v
kolikor ga bo naprava imela.




• zaslon obcˇutljiv na dotik
2.2.1 Tipka
Tipka je ena izmed najbolj pogostih vhodnih naprav. V vgrajenih sistemih je
tipicˇno povezana preko splosˇnonamenske vhodno-izhodne nozˇice. Ima samo
dve stanji: eno, ko je pritisnjena, in drugo, ko ni. Stanje lahko opiˇsemo z enim
samim bitom, tipicˇno z ’0’ kadar ni pritisnjena ter z ’1’, ko je. V nekaterih
sistemih sta lahko stanji tudi obrnjeni. Vsaka tipka ima tocˇno dolocˇeno vlogo
v sistemu, ki jo dolocˇijo snovalci vgrajenega sistema.
Nekaj mozˇnih uporab tipke:
• ponovni zagon naprave
• ponastavljanje nastavitev naprave
• izbira nacˇina delovanja naprave
• upravljanje uporabniˇskega vmesnika (navigacijska ali potrditvena tipka)
2.2.2 Stikalo
Stikalo se razlikuje od tipke le v tem, da ohranja nastavljeno stanje. Stikala
so tipicˇno povezana preko splosˇnonamenske vhodno-izhodne nozˇice, v neka-
terih primerih pa tudi na posebne nozˇice sistema na cˇipu (ang. SoC), preko
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katerih lahko spreminjamo njegove zagonske nastavitve (ang. bootstraps).
Uporabniˇski vmesnik tipicˇno prikazuje le stanja stikal, spremembo delovanja
pa sprozˇi sistem sam.
2.2.3 Krozˇni kodirnik
Krozˇni kodirnik (ang. rotary encoder) je vhodna naprava, ki jo uporabnik
lahko zavrti in na tak nacˇin na primer upravlja uporabniˇski vmesnik na LCD
zaslonu [3]. Prikazan je na Sliki 2.1. Krozˇni kodirniki so pogosto narejeni
tako, da omogocˇajo tudi lastnosti navadne tipke. To nam ponuja tri razlicˇne
vhodne dogodke: premik v levo, premik v desno ter pritisk gumba. Ob
premikanju ne hrani svojega stanja, zato v nobenem trenutku ne moremo
poznati njegovega absolutnega polozˇaja.
Slika 2.1: Krozˇni kodirnik [22]
Krozˇni kodirnik je sestavljen iz dveh parov kontaktov A in B, ki se s
premikanjem gumba skleneta in razkleneta v zelo kratkem zamiku. To razliko
v fazi lahko zaznamo ter s tem dolocˇimo smer premika. V kolikor zaznamo, da
se je kontakt A sklenil pred kontaktom B potem smo zaznali premik v desno
(Slika 2.2). V nasprotnem primeru pa smo zaznali premik v levo (Slika 2.3).
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Slika 2.2: Signala kontaktov A in B v primeru vrtenja krozˇnega kodirnika v
smeri urinega kazalca [3]
Slika 2.3: Signala kontaktov A in B v primeru vrtenja krozˇnega kodirnika v
nasprotni smeri urinega kazalca [3]
Ob vrtenju gumba prihaja do motecˇih prehodnih pojavov, ki lahko pov-
zrocˇijo sprozˇitev lazˇnih dogodkov. Prehodne pojave moramo filtrirati, kar
nekateri krmilniki GPIO zˇe podpirajo, toda velikokrat ne uspejo odstraniti
vseh. To tezˇavo lahko dokoncˇno resˇimo le z dodatnim elektronskim vezjem
ali uporabo kaksˇnega drugega krmnilnika namesto GPIO.
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Nekaj mozˇnih uporab krozˇnih kodirnikov:
• upravljanje graficˇnega ali tekstovnega uporabniˇskega vmesnika
• povecˇevanje in zmanjˇsevanje velicˇin kot je npr. jakost zvoka
2.2.4 Zasloni obcˇutljivi na dotik
Zasloni obcˇutljivi na dotik so postali nepogresˇljiva vhodno-izhodna naprava
mnogih modernejˇsih vgrajenih sistemov (telefoni, medicinska oprema, navi-
gacijska oprema ...). Korenito so spremenili nacˇin interakcije uporabnikov
z napravami, posledicˇno pa tudi uporabniˇske vmesnike. Zasloni na dotik
so zasnovani z na dotik obcˇutljivo stekleno povrsˇino, ki je lahko izdelana s
pomocˇjo razlicˇnih tehnologij: uporovne, kapacitivne, svetlobne ter tehnolo-
gije zvocˇnega valovanja.
Uporovne so narejene s pomocˇjo dveh slojev, ki se ob dotiku skleneta in
povzrocˇita spremembo elektricˇne upornosti na podrocˇju dotika. Z njimi je
mozˇno izmeriti mocˇ pritiska, imajo pa slabost, da ne delujejo dobro v primeru
vecˇprstnega upravljanja (cˇe sploh).
Kapacitivni senzorji so prekriti z materialom, ki lahko shrani elektricˇno
energijo. Ko se uporabnik dotakne povrsˇine se elektricˇni naboj s tega po-
drocˇja prenese na uporabnika.
Tehnologija zvocˇnega valovanja deluje tako, da se na povrsˇini zaslona
ustvarjajo ultrazvocˇni valovi, ki se na mestu dotika delno absorbirajo.
V primeru svetlobne tehnologije pa se uporabljajo svetlobni senzorji (tipicˇno
kamere), ki zaznajo odboj infrardecˇih valov na mestu dotika. Slednji se, za-
radi dotika, odbijejo od povrsˇine zaslona pod kotom 90 stopinj. Njihova
slabost je slaba odzivnost. Vse zgoraj nasˇtete pojave je mozˇno izmeriti in
tako zaznati mesto dotika [5].
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2.3 Izhodne prikazovalne naprave
Poznavanje prikazovalnih naprav je zelo pomembno, saj pomembno vplivajo
na zasnovo uporabniˇskega vmesnika. Pogosto se srecˇujemo s taksˇnimi, ki so
tako ali drugacˇe omejene. Te omejitve moramo dobro poznati ter prilagoditi
uporabniˇski vmesnik tako, da bo v popolnosti izkoriˇscˇal njihove lastnosti. Do
omejitev prihaja predvsem zaradi izbire prikazovalne naprave s strani sno-
valcev vgrajenih sistemov, saj morajo pri izbiri uposˇtevati sˇtevilne kriterije:
• namen vgrajenega sistema
• prostorske omejitve vgrajenega sistema
• omejen nabor podatkovnih vodil (SPI, I2C, PCIe, ...)
• strosˇkovne omejitve
Prikazovalne naprave so lahko slikovne ali pa tekstovne. Na slednjih lahko
prikazujemo le tekstovne uporabniˇske vmesnike, kot to prikazuje Slika 2.4.
So prostrosko omejene, saj so tipicˇno le nekajvrsticˇne (npr. 2, 3 oziroma
4). Namesto cˇrk pa lahko na slikovnih prikazovalnikih spreminjamo vsako
posamezno tocˇko na zaslonu. Sˇtevilu slikovnih tocˇk, ki jih lahko prikazˇemo v
horizontalni oziroma vertikalni smeri na zaslonu, pravimo zaslonska locˇljivost.
Piˇsemo jo v sledecˇi obliki: (sˇt. horizontalnih tocˇk) x (sˇt. vertikalnih tocˇk);
npr. 160x128.
Slika 2.4: Primer sˇtirivrsticˇnega tekstovnega prikazovalnika
Slikovne prikazovalne naprave so namenjene prikazu graficˇnih vsebin, med
drugim tudi za uporabniˇske vmesnike vgrajenih naprav. Medsebojno se raz-
likujejo predvsem po velikosti, barvni globini, podprtih barvnih modelih in
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tehnologiji izdelave (LCD, OLED ...). Barvna globina je sˇtevilo razlicˇnih
barvnih odtenkov, ki jih je slikovna prikazovalna naprava sposobna prikazati.
Izrazˇena je v bitih. Barvni model predstavlja organizacijo posamezne slikovne
tocˇke oziroma njeno predstavitev v pomnilniku prikazovalne naprave. Pogo-
sto lahko izbiramo med razlicˇnimi barvnimi modeli na isti napravi. Najbolj
pogosti so: monokromatski, sivinski ter RGB.
2.3.1 Monokromatski barvni model
Monokromatski (ang. monochrome) barvni model opisuje vsako slikovno
tocˇko z le enim bitom. Tipicˇno ’0’ za neaktivno stanje ter ’1’ za aktivno (lahko
tudi obratno). Barva slikovne tocˇke v aktivnem stanju je vnaprej dolocˇena.
Tipicˇno imamo opravka s tako imenovanimi cˇrno-belimi zasloni, kakrsˇnega
prikazuje Slika 2.5. Monokromatski prikazovalniki so cenejˇsi od barvnih in
se posledicˇno sˇe vedno veliko uporabljajo v vgrajenih sistemih. Zavedati se
moramo tudi, da na njih ne bomo mogli uporabljati metod glajenja teksta,
ki jih bomo spoznali v enem izmed naslednjih poglavij.
Slika 2.5: Monokromatski slikovni prikazovalnik (Adafruit) [14]
2.3. IZHODNE PRIKAZOVALNE NAPRAVE 13
2.3.2 Sivinski barvni model
Sivinski barvni model podaja intenziteto vnaprej dolocˇenega barvnega od-
tenka, najpogosteje bele barve. Intenziteta je sicer lahko predstavljena s
poljubnim sˇtevilom bitov, toda tipicˇne vrednosti so ponavadi: 2, 4 ali 8 bi-
tov (4, 16 ter 256 sivinskih odtenkov). Slika 2.6 prikazuje primer 4-bitnega
sivinskega slikovnega prikazovalnika oziroma zaslona.
Slika 2.6: 4-bitni sivinski slikovni prikazovalnik (Crystalfontz) [16]
2.3.3 Barvni model RGB
Barvni model RGB opisuje vsako tocˇko z intenziteto rdecˇe (R), zelene (G)
ter modre (B) barvne komponente. Te barve so osnovne, saj lahko z nji-
hovim mesˇanjem pridobimo vse ostale. Vsaka izmed njih je predstavljena z
dolocˇenim sˇtevilom bitov, ki pa je odvisno od barvne globine slikovnega pri-
kazovalnika. Slika 2.7 prikazuje primer 16-bitnega slikovnega prikazovalnika
RGB.
Barvnih modelov RGB, katerih barvna globina ni deljiva z osem, se pogo-
sto izogibamo, saj moramo pri njih racˇunati bitne odmike slikovnih tocˇk zno-
traj slikovnega medpomnilnika. Prav tako barvni model RGBA (Tabela 2.1)
ne prinasˇa nobene bistvene prednosti, saj z njim ne moremo opisati vecˇjega
sˇtevila barv kot pri modelu RGB. Prinasˇa le dodatno komponento ’A’, s ka-
tero je podana transparentnost barvnega odtenka, ki pa se za uporabniˇske
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vmesnike na vgrajenih sistemih tipicˇno ne uporablja. Izjema bi lahko bile
medicinske naprave, na katerih je pogosto potrebno prikazati kompozicijo
razlicˇnih slik, kjer so zgornje slike transparentne glede na tiste v ozadju.













RGB444: 12-bitna 4 biti 4 biti 4 biti /
RGB565: 16-bitna 5 bitov 6 bitov 5 bitov /
RGB666: 18-bitna 6 bitov 6 bitov 6 bitov /
RGB888: 24-bitna 8 bitov 8 bitov 8 bitov /
RGBA: 32-bitna 8 bitov 8 bitov 8 bitov 8 bitov
Tabela 2.1: Pregled barvnih modelov RGB
Slika 2.7: 16-bitni slikovni prikazovalnik RGB (Adafruit) [14]
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2.4 Upravljanje splosˇnonamenskih nozˇic
Znotraj operacijskega sistema Linux je delo s splosˇnonamenskimi nozˇicami
sila enostavno. Od gonilnika GPIO lahko zahtevamo, da preko sistemske
datoteke izvozi stanje posamezne nozˇice v uporabniˇski nacˇin. Zahteva se
sprozˇi tako, da vpiˇsemo zaporedno sˇtevilko nozˇice v sistemsko datoteko:
/sys/class/gpio/export. Po vpisu bo gonilnik ustvaril sistemsko mapo: /sys/
class/gpio/gpioX, kjer cˇrka X predstavlja zaporedno sˇtevilko nozˇice. Znotraj
te mape se bodo ustvarile tudi sistemske datoteke, preko katerih jih bomo
lahko upravljali. Sistemska datoteka ”direction”upravlja s smerjo nozˇice. V
kolikor vanjo zapiˇsemo znak ’0’, bo ta postala vhodna, cˇe pa vanjo zapiˇsemo
znak ’1’, pa bo postala izhodna. Na koncu moramo preko sistemske dato-
teke ”value”le sˇe nastaviti logicˇno vrednost nozˇice. Vpiˇsemo lahko znaka
’0’ ali ’1’. Programska koda lahko z uporabo datotecˇnih sistemskih klicev
”open()”, ”read()” in ”write()”, upravlja z zgoraj omenjenimi datotekami.
Celoten postopek znotraj ukazne lupine Linux prikazuje Slika 2.8.
echo 1 > /sys/class/gpio/export
echo 0 > /sys/class/gpio/gpio1/direction
cat /sys/class/gpio/gpio1/value
Slika 2.8: Ugotavljanje stanja GPIO nozˇice sˇt. 1, znotraj ukazne lupine
Linux.
Tipicˇne vhodne naprave povezane preko GPIO nozˇic:
• tipka
• stikalo
Tipicˇne izhodne naprave povezane preko GPIO nozˇic:
• LED diode
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2.5 Vmesnik vhodnih dogodkov - ”evdev”
Vmesnik vhodnih dogodkov (ang. ”evdev”) je splosˇnonamenski vhodni vme-
snik, preko katerega lahko v uporabniˇskem nacˇinu pridobivamo vhodne do-
godke. Vmesnik je zasnovan tako, da podpira sˇirok nabor naprav. Preko
njega lahko uporabniˇski programi pridobijo dogodke, ki se pojavijo na na-
pravah kot so miˇske, tipkovnice, krozˇni kodirniki, zasloni obcˇutljivi na dotik
in podobno. Jedro Linux ustvari za vsako vhodno napravo, ki deluje preko
vmesnika vhodnih dogodkov, svojo sistemsko datoteko: /dev/input/eventX,
kjer cˇrka X predstavlja enoznacˇno identifikacijsko sˇtevilko naprave (primer:
/dev/input/event0, /dev/input/event1 ...). Uporabniˇski program mora nato
le sˇe odpreti sistemsko datoteko izbrane naprave ter iz nje brati. Z branjem
pridobljeni podatki so v obliki podatkovne strukture ”input event”, ki si jo
bomo pogledali v nadaljevanju.
Sˇe prej pa si poglejmo celotno kronolosˇko pot vhodnega dogodka:
• Priˇslo je do dogodka na vhodni napravi, npr.: pritisnjena tipka na
tipkovnici.
• Gonilnik vhodne naprave je zaznal pritisnjeno tipko ter o tem obvestil
jedro Linux preko vmesnika vhodnih dogodkov.
• Vmesnik vhodnih dogodkov je shranil dogodek in cˇaka, da ga bo upo-
rabniˇski program prebral.
• Uporabniˇski program prebere ustrezno sistemsko datoteko ter s tem
pridobi vse informacije o dogodku. Dogodek je bil poslan in sprejet kot
podatkovna struktura ”input event”.
• Uporabniˇski program uporabi dogodek.
Podatkovna struktura ”input dev”[11] vsebuje sˇtiri elemente:
• time - cˇas v katerem je bil dogodek ustvarjen (cˇasovna oznaka)
• type - tip dogodka
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• code - enoznacˇna oznaka dogodka
• value - vrednost, ki je pripeta dogodku
Cˇasovna oznaka:
Cˇasovna oznaka (ang. timestamp) je pripeta vsakemu dogodku. Uporabniˇski
vmesnik jo lahko uporabi za izracˇun razlike v cˇasu med dvema dogodkoma,
slednjo pa uporabi za pospesˇitev premikanja po njenih gradnikih. Predpo-
stavimo, da uporabljamo krozˇni kodirnik. Ob zaznavi vecˇih dogodkov v zelo
kratkem cˇasu bi se na primer lahko odlocˇili za preskok kaksˇnega izmed gra-
dnikov uporabniˇskega vmesnika ter tako pospesˇili navigacijo.
Tip dogodka:
Vsaka vhodna naprava, ki deluje preko vmesnika vhodnih dogodkov, sporocˇa
enega ali vecˇ tipov vhodnih dogodkov. Racˇunalniˇska miˇska na primer sporocˇa
svoje relativne premike ter tudi dogodke ob pritisku katerega izmed njenih
tipk.
Tip dogodka lahko zavzame sledecˇe vrednosti:
• EV ABS - absolutni polozˇaj. Ena izmed naprav, ki nam sporocˇa ta
tip dogodka je npr. zaslon obcˇutljiv na dotik.
• EV REL - relativni premik. Ena izmed naprav, ki nam sporocˇa ta tip
dogodka je npr. racˇunalniˇska miˇska.
• EV KEY - tip dogodka, ki ga je sprozˇila pritisnjena tipka.
Enoznacˇna oznaka dogodka:
V kolikor je tip dogodka EV ABS ali EV REL, potem nam enoznacˇna oznaka
dogodka (krajˇse koda) oznacˇuje del naprave, ki je zaznal premik. Lahko je
to npr. premik po horizontalni osi (ABS X, REL X) ali pa po vertikalni
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(ABS Y, REL Y). V primeru dogodka EV KEY pa nam koda oznacˇuje pri-
tisnjeno tipko (KEY A, KEY B, KEY 0, KEY 1, KEY ESC, KEY ENTER
...). Kod je sˇe veliko vecˇ [12].
Vrednost:
V kolikor je tip dogodka EV ABS, nam vrednost pove absolutni polozˇaj na-
prave, ki je sprozˇila dogodek. V primeru dogodka EV REL nam vrednost
pove za koliko enot in v kateri smeri se je zgodil premik. Kadar pa je tip
dogodka EV KEY, nam vrednost pove ali je bila tipka spusˇcˇena (0), priti-
snjena (1) ali pa se je dogodek ponovil (2) zaradi vklopljenega avtomatskega
ponavljanja.
2.5.1 Krozˇni kodirnik
Dogodek krozˇnega kodirnika je uporabniˇskemu programu dostopen preko do-
godkovne naprave. Gonilnik krozˇnega kodirnika posˇilja relativni dogodek
(EV REL) ter sˇtevilo premikov, ki jih je zaznal. Pozitivno sˇtevilo pomeni vr-
tenje v desno, negativno pa vrtenje v levo. Uporabniˇski program bi nacˇeloma
lahko tudi sam dekodiral smer vrtenja z branjem ustreznih GPIO nozˇic, toda
taksˇna resˇitev ne bi bila optimalna, saj v uporabniˇskem nacˇinu nimamo na
voljo prekinitev. Slednje nam namrecˇ omogocˇajo zaznavo dogodka, ko se le
ta zgodi in nam zato ni potrebno neprestano spremljati nozˇic.
2.5.2 Zasloni obcˇutljivi na dotik
Gonilniki zaslonov, obcˇutljivih na dotik, nas preko dogodkovnega vmesnika
obvesˇcˇajo o dogodkih. Posˇiljajo nam absolutni (EV ABS) polozˇaj dotika
prsta. V kolikor je mozˇno z zaslonom upravljati vecˇprstno, pa dobimo za
vsak dotik po en dogodek, ki je sˇe dodatno opremljen z enoznacˇno oznako za
sledenje.
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2.6 Slikovni medpomnilnik - ”framebuffer”
Slikovni medpomnilnik (ang. ”framebuffer”) je del pomnilnika, ki se tipicˇno
nahaja v krmilnikih slikovnih prikazovalnikov (graficˇne kartice, krmilnik SSD1306,
krmilnik SEPS525 ...) [4]. Namenjen je hranjenju slike, katero krmilnik ne-
prestano izrisuje na zaslon. V sistemu Linux lahko dostopamo do slikovnega
medpomnilnika preko ustrezne naprave slikovnega medpomnilnika (”fbdev”),
ki dolocˇa abstrakcijski nivo med pogosto zelo razlicˇno graficˇno strojno opremo
in uporabniˇskimi programi. Slednjim ponuja zelo dober, vnaprej zasnovan
vmesnik za dostop do slikovnega medpomnilnika (Slika 2.9).
Slika 2.9: Dostop do slikovnega medpomnilnika preko ustrezne naprave Linux
sistema
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Abstrakcijski nivo dolocˇa sledecˇe vmesnike:
• vmesnik za dostop do slikovnega medpomnilnika - ”fbdev”
• vmesnik za poizvedbo in spreminjanje nastavitev [19]
2.6.1 Vmesnik za dostop do slikovnega medpomnilnika
Vmesnik ustvari za vsak gonilnik po eno napravo slikovnega medpomnilnika.
Najdemo jih lahko v sistemski mapi /dev kot znakovne naprave (ang. cha-
racter device): /dev/fb[0-31] [4]. Ker operacijski sistem Linux obravnava
vse znakovne naprave kot cˇisto navadne datoteke, lahko tudi pri napravi sli-
kovnega medpomnilnika uporabimo vse standardne sistemske klice za delo z
datotekami: open(), close(), seek(), read(), write() in mmap().
Napravo slikovnega medpomnilnika moramo pred uporabo odpreti s pomo-
cˇjo sistemskega klica open(). V kolikor ne pride do napake pri odpiranju,
bomo lahko nad njo uporabili sistemska klica za branje in pisanje: read() in
write(). S pisanjem v napravo posredno prek gonilnika dostopamo do sli-
kovnega medpomnilnika in na tak nacˇin izriˇsemo slike na zaslonu slikovnega
prikazovalnika. Enako je pri branju, le da se podatki oziroma slike prenasˇajo
v nasprotni smeri. Ko naprave ne potrebujemo vecˇ, jo moramo zapreti z
uporabo sistemskega klica close().
Sistemski klic seek() uporabimo takrat, ko zˇelimo prebrati oziroma pre-
pisati le del slikovnega medpomnilnika. Z njim lahko nastavimo datotecˇni
odmik oziroma v nasˇem primeru odmik znotraj slikovnega medpomnilnika.
Odmik se uporabi sˇele ob naslednjem branju oziroma pisanju v napravo sli-
kovnega medpomnilnika. Sistemski klic mmap() pa nam omogocˇa presli-
kavo znakovne naprave oziroma datoteke v pomnilnik uporabniˇskega pro-
cesa. Vse nadaljne operacije za dostop do slikovnega medpomnilnika so nato
le sˇe pomnilniˇsko pisanje oziroma branje v to mapirano podrocˇje. Tipicˇno
ga uporabimo takrat, ko potrebujemo pogosto osvezˇevati le del slikovnega
medpomnilnika, kot je to npr. potrebno pri utripanju tekstovnega kurzorja.
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Enako bi lahko dosegli z uporabo datotecˇnih operacij, toda te so cˇasovno
zahtevnejˇse, saj bi morali uporabiti dva zaporedna sistemska klica enega za
drugim: seek() ter read() oziroma write(). Uporabo mmap() sistemskega
klica prikazuje Slika 2.10.
fd = open("/dev/fb0", O RDWR);
fbmem = mmap(NULL, size, PROT READ | PROT WRITE,
MAP SHARED, fd, 0);
color = fbmem[0]; /* read from the frame buffer */
fbmem[1] = color; /* write to the frame buffer */
close(fd);
Slika 2.10: Uporaba sistemskega klica mmap nad napravo slikovnega med-
pomnilnika
2.6.2 Vmesnik za poizvedbo in nastavitve
Vmesnik je zasnovan na podlagi sistemskih klicev ”ioctl” ter podatkovnih
strukturah, s katerimi je mozˇno opisati sˇirok nabor slikovnih prikazoval-
nih naprav. Preko njega lahko uporabniˇski programi pridobijo informacije
o sami napravi in njenih nastavitvah (zaslonska locˇljivost, barvna globina,
hitrost osvezˇevanja ...). Poizvedbe in spremembe se posˇiljajo in sprejemajo
preko ioctl sistemskega klica, ki je eden izmed nacˇinov komunikacije med
uporabniˇskimi procesi ter gonilniki. Pridobimo lahko dinamicˇne in staticˇne
informacije. Slednje opisujejo samo napravo in se ne spreminjajo, medtem
ko so dinamicˇne nastavljive in opisujejo trenutni nacˇin, v katerem se naprava
nahaja. Pred uporabo slikovnega medpomnilnika moramo poslati poizvedbo
tako za staticˇne kot dinamicˇne informacije, saj ga bomo lahko le tako pra-
vilno uporabljali. Podatkovni strukturi, ki hranita staticˇne in dinamicˇne
informacije, si bomo poblizˇje pogledali v nadaljevanju.
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2.6.3 Podatkovna struktura za staticˇne informacije
Pridobimo jih lahko preko sistemskega klica ”ioctl”, ki mu moramo podati
argument FBIOGET FSCREENINFO, kot je to razvidno iz Slike 2.11. Na-
prava slikovnega medpomnilnika nam v primeru uspesˇno izvrsˇenega sistem-
skega klica vrne staticˇne informacije preko podatkovne strukture
”fb fix screeninfo”, ki jo prikazuje Slika 2.12.
struct fb fix screeninfo fb fix info;
ioctl(fd, FBIOGET FSCREENINFO, &fb fix info);
Slika 2.11: Sistemski klic za pridobivanje staticˇnih informacij o napravi
struct fb fix screeninfo {
char id[16]; /* identification string */
unsigned long smem start; /* Start of frame buffer mem */
/* (physical address) */
u32 smem len; /* Length of frame buffer mem */
u32 type; /* see FB TYPE * */
u32 type aux; /* Interleave */
u32 visual; /* see FB VISUAL * */
u16 xpanstep; /* zero if no hardware panning */
u16 ypanstep; /* zero if no hardware panning */
u16 ywrapstep; /* zero if no hardware ywrap */
u32 line length; /* length of a line in bytes */
unsigned long mmio start; /* Start of Memory Mapped I/O */
/* (physical address) */
u32 mmio len; /* Length of Memory Mapped I/O */
u32 accel; /* Indicate to driver which */
/* specific chip/card we have */
u16 capabilities; /* see FB CAP * */
};
Slika 2.12: Prikaz podatkovne strukture s staticˇnimi informacijami o slikov-
nem medpomnilniku
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V nadaljevanju bomo naredili pregled elementov podatkovne strukture
”fb fix screeninfo”, ki jo prikazuje Slika 2.12.
Element id:
Element id podaja enoznacˇno ime naprave slikovnega medpomnilnika.
Element smem start:
Fizicˇni naslov dela pomnilnika, ki ga gonilnik slikovnega medpomnilnika upo-
rablja za izris slike. Pravzaprav je to dodatni slikovni medpomnilnik zno-
traj gonilnika, ki se preko razlicˇnih podatkovnih vodil (I2C, SPI, PCIe ...)
prenasˇa v medpomnilnik slikovne prikazovalne naprave. Pravimo mu lahko
tudi navidezni slikovni medpomnilnik. Fizicˇni naslov lahko uporabimo v
uporabniˇskem nacˇinu tako, da ga preko naprave /dev/mem in z uporabo sis-
temskega klica mmap preslikamo v navidezni naslovni prostor uporabniˇskega
procesa. Navidezni naslov potem uporabimo za neposreden dostop do navi-
deznega slikovnega medpomnilnika.
Element smem len:
Podaja dolzˇino oziroma velikost navideznega slikovnega medpomnilnika, ki
vedno ustreza velikosti pravega slikovnega medpomnilnika. Uporabimo ga
pri preslikavi fizicˇnega naslova ter pri sˇtevilnih slikovnih operacijah.
Element type:
Podaja organizacijo slikovnih tocˇk znotraj navideznega slikovnega medpo-
mnilnika. Ta tipicˇno ustreza organizaciji slikovnih tocˇk pravega slikovnega
medpomnilnika, ni pa to nujno. V slednjem primeru mora gonilnik slikovnega
medpomnilnika pred izrisovanjem narediti pretvorbo. Mozˇne organizacije sli-
kovnih tocˇk:
• FB TYPE PACKED PIXELS - Slikovne tocˇke so shranjene zapo-
redno v eni sami ravnini in so lahko bitno skrcˇene skupaj v primeru, ko
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posamezna tocˇka zaseda sˇtevilo bitov, ki ni deljivo z osem. V naspro-
tnem primeru pa se vsaka tocˇka razsˇiri tako, da zasede celosˇtevilsko
sˇtevilo bajtov. Da ugotovimo, ali so tocˇke skrcˇene ali ne, moramo pre-
veriti tudi element visual.
• FB TYPE PLANES - Slikovne tocˇke so shranjene v vecˇ ravninah.
Vsak bit posamezne tocˇke pa se nahaja v svoji ravnini. Ravnine so v
pomnilniku shranjene zaporedoma. Slika 2.13 prikazuje primer taksˇne
organizacije slikovnih tocˇk.
• FB TYPE INTERLEAVED PLANES - Slikovne tocˇke so shra-
njene v vecˇ ravninah. Vsak bit tocˇke pa se nahaja v svoji ravnini.
Ravnine so v pomnilniku prepletene (ang. interleaved).
Slika 2.13: Barvne ravnine RGB kjer je vsak bit slikovne tocˇke shranjen v
svoji ravnini [2]
V novejˇsih vgrajenih sistemih se bomo najpogosteje srecˇali z zaporedno
organizacijo slikovnih tocˇk v eni sami ravnini (FB TYPE PACKED PIXELS).
Element visual:
Dolocˇa barvni model slikovnih tocˇk. Navidezni slikovni medpomnilnik pod-
pira sledecˇe barvne modele:
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• FB VISUAL MONO01 - monokromatski barvni model (cˇrno-bel).
Slikovne tocˇke so shranjene v pomnilniku kot skupek bitov, ponavadi
en sam bit. Za predstavitev cˇrne barve moramo vse bite slikovne tocˇke
postaviti na 1, za belo barvo pa na 0. Vecˇ tocˇk je lahko bitno skrcˇenih
znotraj enega bajta, v kolikor je sˇtevilo potrebnih bitov za predstavitev
ene tocˇke manjˇse od osem.
• FB VISUAL MONO10 - monokromatski barvni model (cˇrno-bel).
Slikovne tocˇke so shranjene v pomnilniku kot skupek bitov, ponavadi
en sam bit. Za predstavitev cˇrne barve moramo vse bite slikovne tocˇke
postaviti na 0, za belo barvo pa na 1 (ravno obratno kot pri barvnem
modelu FB VISUAL MONO01). Vecˇ tocˇk je lahko bitno skrcˇenih zno-
traj enega bajta, v kolikor je sˇtevilo potrebnih bitov za predstavitev
ene tocˇke manjˇse od osem.
• FB VISUAL PSEUDOCOLOR - slikovne tocˇke so predstavljene
kot odmik v barvni tabeli, v kateri so shranjene rdecˇe, zelene in modre
barvne komponente.
• FB VISUAL TRUECOLOR - RGB barvni model. Vsaka slikovna
tocˇka je razdeljena v tri barvne komponente: rdecˇo (R), zeleno (G) in
modro (B). Vsaka izmed komponent pa predstavlja odmik znotraj is-
kalne tabele, katero je mozˇno samo brati in je pogojena s strani strojne
opreme. Slednja predstavlja barvno paleto, ki jo krmilnik slikovne
prikazovalne naprave uporablja za izris slikovnih tocˇk. Sˇtevilo bitov
potrebnih za predstavitev posamezne komponente je lahko razlicˇno
(RGB565, RGB666, RGB888 ...).
• FB VISUAL DIRECTCOLOR - RGB barvni model. Vsaka sli-
kovna tocˇka je razdeljena v tri barvne komponente: rdecˇo (R), zeleno
(G) in modro (B). Vsaka izmed komponent pa predstavlja odmik zno-
traj iskalne tabele, v katero je mozˇno tudi pisati. Slednja predstavlja
barvno paleto, ki jo krmilnik slikovne prikazovalne naprave uporablja
za izris slikovnih tocˇk.
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Elementi xpanstep, ypanstep in ywrapstep:
Nekateri krmilniki slikovnih prikazovalnih naprav podpirajo strojno premi-
kanje slike (ang. scrolling). To deluje tako, da se na zaslonu izrisuje le
izbran del slikovnega medpomnilnika. Temu delu recˇemo prikazovalno okno
(ang. view window). Elementa podatkovne strukture xpanstep in ypan-
step tako dolocˇata, za koliko slikovnih tocˇk naj se prikazovalno okno prema-
kne v vsakem koraku. Element ywrapstep ima enak ucˇinek kot ypanstep
toda omogocˇa hitrejˇse premikanje.
Element line length:
Dolocˇa dolzˇino ene zaslonske vrstice v bajtih. Podatek lahko uporabimo pri
racˇunanju pomnilniˇskih naslovov slikovnih tocˇk, kot to prikazuje enacˇba 2.1.
address = y ∗ line length+ x ∗ bytes per pixel (2.1)
Elementa mmio start in mmio len:
Dolocˇata naslov in dolzˇino pomnilniˇsko preslikanega vhoda-izhoda.
2.6.4 Podatkovna struktura za dinamicˇne informacije
Pridobimo jih lahko preko sistemskega klica ”ioctl”, ki mu moramo podati
argument FBIOGET VSCREENINFO oziroma FBIOPUT VSCREENINFO
kadar zˇelimo nastavljati. Oba sistemska klica sta prikazana na Sliki 2.14.
Naprava slikovnega medpomnilnika nam v primeru uspesˇno izvrsˇenega sis-
temskega klica vrne dinamicˇne informacije preko podatkovne strukture
”fb var screeninfo”, ki jo prikazuje Slika 2.15.
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struct fb var screeninfo fb var info;
ioctl(fd, FBIOGET VSCREENINFO, &fb var info);
fb var info.xres = 640;
fb var info.yres = 480;
ioctl(fd, FBIOPUT VSCREENINFO, &fb var info);
Slika 2.14: Sistemska klica za pridobivanje oziroma nastavljanje dinamicˇnih
nastavitev naprave
struct fb var screeninfo {
u32 xres; /* visible resolution */
u32 yres;
u32 xres virtual; /* virtual resolution */
u32 yres virtual;
u32 xoffset; /* offset from virtual to */
u32 yoffset; /* visible resolution */
u32 bits per pixel; /* guess what */
u32 grayscale; /* 0 = color, 1 = grayscale, */
struct fb bitfield red; /* bitfield in fb mem if true */
struct fb bitfield green; /* color, else only length is */
struct fb bitfield blue; /* significant */
struct fb bitfield transp; /* transparency */
u32 nonstd; /* != 0 Non std. pixel format */
u32 activate; /* see FB ACTIVATE * */
u32 height; /* height of picture in mm */
u32 width; /* width of picture in mm */
...
};
Slika 2.15: Prikaz podatkovne strukture z dinamicˇnimi informacijami o sli-
kovnem medpomnilniku
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V nadaljevanju bomo naredili pregled elementov podatkovne strukture
”fb var screeninfo”, ki jo prikazuje Slika 2.15.
Elementa xres in yres:
Podajata zaslonsko locˇljivost v horizontalni in vertikalni smeri. Uporabimo
ju lahko za izracˇun velikosti slikovnega medpomnilnika, kot je to razvidno iz
spodnjih enacˇb:
size bytes = (xres ∗ yres ∗ bits per pixel)/8 (2.2)
size bytes = yres ∗ line length (2.3)
Uporabimo ju tudi za omejevanje izrisovalnih algoritmov, kot so npr.:
cˇrta, kvadrat, krog in sˇtevilni drugi. Omejimo jih tako, da ne poskusˇamo
izrisovati izven zaslonske povrsˇine.
Elementi xres virtual, yres virtual, xoffset in yoffset:
Elementa xres virtual in yres virtual podajata navidezno zaslonsko locˇljivost,
ki je lahko enaka ali pa vecˇja od locˇljivosti zaslona prikazovalne naprave.
Tako lahko piˇsemo v del slikovnega medpomnilnika, ki se trenutno ne izri-
suje ter ga prikazˇemo kasneje s premikom prikazovalnega okna v to podrocˇje.
Prikazovalno okno lahko premaknemo tako, da nastavimo sledecˇa elementa
podatkovne strukture: xoffset in yoffset.
Element bits per pixel:
Podaja sˇtevilo bitov potrebnih za predstavitev posamezne slikovne tocˇke ozi-
roma njeno barvno globino.
Element grayscale:
Dolocˇa uporabo sivinskega barvnega modela (vrednost 1). Ko slednji ni
nastavljen (vrednost 0), pa nam barvni model podajajo sledecˇi elementi po-
datkovne strukture: ”red”, ”green”, ”blue”in ”transp”.
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Elementi red, green, blue in transp:
Podani so s podatkovno strukturo tipa ”fb bitfield”, ki jo prikazuje Slika 2.16.
Struktura vsebuje informacijo o sˇtevilu bitov (”length”), potrebnih za pred-
stavitev barvne komponente, njen odmik znotraj barvnega modela (”offset”)
ter podatek o tem kateri bit ima najvecˇjo tezˇo (”msb right”). Na ta nacˇin
lahko opiˇsemo kateri koli barvni model RGB (RGB444, RGB565, RGB666,
RGB888, RGBA ...).
struct fb bitfield {
u32 offset; /* beginning of bitfield */
u32 length; /* length of bitfield */
u32 msb right; /* != 0 : Most significant bit */
};
Slika 2.16: Podatkovna struktura fb bitfield
Prikaz uporabe podatkovne strukture ”fb bitfield” za nastavitev barvnega
modela RGB565 (Slika 2.17).
struct fb var screeninfo fb var info;
ioctl(fd, FBIOGET VSCREENINFO, &fb var info);
fb var info.red.offset = 0;
fb var info.red.length = 5;
fb var info.green.offset = 5;
fb var info.green.length = 6;
fb var info.blue.offset = 11;
fb var info.blue.length = 5;
ioctl(fd, FBIOPUT VSCREENINFO, &fb var info);
Slika 2.17: Nastavitev barvnega modela RGB565
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Element nonstd:
V kolikor je vrednost razlicˇna od nicˇ, imamo opravka z nestandardnim barv-
nim modelom slikovne tocˇke.
Element activate:
Pri nastavljanju slikovnega medpomnilnika lahko z nastavitvijo activate dolocˇimo,
kdaj naj se nove nastavitve uporabijo (Slika 2.18). Nastavimo lahko sledecˇe:
• FB ACTIVATE NOW - nastavitve naj se nastavijo takoj
• FB ACTIVATE NXTOPEN - nastavitve naj se nastavijo ob nasle-
dnjem odpiranju okvirnega medpomnilnika
• FB ACTIVATE TEST - nastavitve naj se ne nastavijo. To nastavi-
tev uporabimo takrat, ko zˇelimo preveriti ali smo vse nastavili pravilno
oziroma cˇe okvirni medpomnilnik podpira zˇeljene nastavitve.
• FB ACTIVATE VBL - nastavitve naj se nastavijo tik pred zacˇetkom
naslednjega vertikalnega osvezˇevanja
• FB ACTIVATE FORCE - nastavitve naj se nastavijo, tudi cˇe v njih
ni nobene spremembe
struct fb var screeninfo fb var info;
fb var info.activate = FB ACTIVATE NOW | FB ACTIVATE FORCE;
ioctl(fd, FBIOPUT VSCREENINFO, &fb var info);
Slika 2.18: Takojˇsnja nastavitev dinamicˇnih informacij (tudi, cˇe ni nobene
spremembe)
Elementa width in height:
Podajata velikost slike v milimetrih (width podaja sˇirino, height pa viˇsino).
Poglavje 3
Prikaz teksta na slikovnih
prikazovalnikih
Uporabniku moramo prikazati informacije na jasen, nedvoumen in v primeru
teksta na berljiv nacˇin. Ravno slednje je na majhnih slikovnih prikazoval-
nikih pogosto okrnjeno, saj nimamo na voljo dovolj slikovnih tocˇk za lepo
upodobitev majhnih pisav. V tem poglavju se bomo spoznali z bitnimi pisa-
vami ter s pristopi za njihovo lepsˇo upodobitev.
3.1 Bitne pisave
Uporabniˇski vmesniki na vgrajenih sistemih za prikazovanje teksta najpogo-
steje uporabljajo tako imenovane bitne pisave (ang. bitmap fonts) [18], saj
za njihov prikaz ne potrebujemo veliko procesne mocˇi. Bitna pisava vsebuje
bitno sliko za vsak posamezen glif oziroma znak. Za prikaz znaka moramo le
izrisati njegovo bitno sliko, kot to prikazuje Slika 3.1.
Bitne slike lahko nariˇsemo ali pa jih pridobimo s pretvorbo vektorskih
oziroma obrisnih pisav (ang. outline fonts), ki so zasnovane na podlagi vek-
torjev in Be´zierovih krivulj. Bitne pisave niso prilagodljive, saj moramo za
vsako velikost oziroma slog izdelati nove bitne slike [7]. V primeru upo-
rabe vecˇjega sˇtevila pisav bomo posledicˇno porabili nekoliko vecˇ delovnega
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pomnilnika. Prikazani znaki bodo imeli ostre robove (Slika 3.2), kar lahko
okrni izgled uporabniˇskega vmesnika ter poslabsˇa berljivost prikazanih in-
formacij. Tezˇavo je mozˇno omiliti z uporabo ene izmed metod tekstovnega
glajenja, ki so predstavljene v nadaljevanju.
Slika 3.1: Binarna slika (levo) in prikaz znaka A (desno) [18].
Velikost bitne pisave podajamo s sˇirino in viˇsino vsebovanih znakov.
Piˇsemo jo v obliki: sˇirina x viˇsina (npr.: 5x7, 6x7, 7x11, 17x31 ...).
Slika 3.2: Neglajen znak ’g’, prikazan v razlicˇnih locˇljivostih [13]
3.2 Glajenje teksta z metodo glajenja krivulj
Pri metodi glajenja krivulj (ang. antialiasing) je vsaka slikovna tocˇka znaka
predstavljena z intenziteto barvnega odtenka, ki je odvisna od delezˇa krivulje,
ki bi prekrival posamezno slikovno tocˇko [18] (znak je pravzaprav predsta-
vljen kot sivinska slika intenzitet). Najpogostejˇsi pristop je uporaba prev-
zorcˇenja (ang. oversampling), kjer znak obrisne pisave upodobimo v nekaj-
krat vecˇji velikosti (2x, 4x, 8x, ...) in ga nato pomanjˇsamo z uporabo metode
za zmanjˇsevanje vzorcˇenja (ang. downsampling), npr. povprecˇne (ang. ava-
rage) ali utezˇene metode (ang. bicubic). Intenziteta posamezne slikovne
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tocˇke znaka je tako povprecˇje ustreznih sosednjih tocˇk znotraj prevzorcˇene
bitne slike (Slika 3.3). Glajenje teksta s to metodo ni mozˇno v primeru mono-
kromatskega slikovnega prikazovalnika, prav tako ni smiselno ob zelo majhni
velikosti pisave. Primer glajenega znaka prikazuje Slika 3.4.
Slika 3.3: Pretvorba prevzorcˇene (2x) bitne slike (levo) v sivinsko (desno)
Slika 3.4: Glajen znak ’g’, prikazan v razlicˇnih locˇljivostih [13]
3.3 Podtocˇkovno glajenje teksta
Podtocˇkovno glajenje (ang. subpixel smoothing) lahko uporabimo le v pri-
meru, ko uporabljamo slikovno prikazovalno napravo, na kateri lahko naslo-
vimo podtocˇke (ang. subpixels) [18]. Ena izmed taksˇnih naprav je LCD
zaslon, kjer je vsaka slikovna tocˇka predstavljena s tremi podtocˇkami: rdecˇo
(R), zeleno (G) in modro (B), kot to prikazuje Slika 3.5.
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Slika 3.5: Organizacija podtocˇk na LCD zaslonu
Uporaba podtocˇk nam omogocˇa upodabljanje pisav s trikratno horizon-
talno locˇljivostjo, kot to prikazuje Slika 3.6.
Slika 3.6: Od leve proti desni: bitna upodobitev znaka, podtocˇkovna upo-
dobitev znaka, kot jo vidi cˇlovesˇko oko in dejanska podtocˇkovna upodobitev
znaka na LCD zaslonu [18]
Podtocˇkovno glajenje deluje tako, da si od sosednjih slikovnih tocˇk spo-
soja po eno ali dve podtocˇki [18], ter na tak nacˇin zgladi prej nazobcˇane
robove. Po glajenju cˇlovesˇko oko ne bo zaznalo barvnih nepravilnosti, saj ne
zmore zaznati vrstnega reda aktivnih podtocˇk, ki so vedno zdruzˇene skupaj
kot: RGB, BGR, ali BRG. Bralec lahko to preveri na Sliki 3.6. Pri tej metodi
glajenja je vsak znak predstavljen kot RGB slika. Glajenje pa je primerno





Pri nacˇrtovanju uporabniˇskih vmesnikov za vgrajene sisteme moramo uposˇte-
vati vsa pravila in dobre prakse, kot bi jih tudi sicer pri nacˇrtovanju navadnih
vmesnikov [1]. Paziti moramo na strukturo vmesnika, ki mora zdruzˇevati po-
vezane elemente skupaj ter locˇevati nepovezane. Uporabnik mora v vsakem
trenutku vedeti, v katerem sklopu vmesnika se nahaja, ter na kaksˇen nacˇin
lahko med sklopi preklaplja. Paziti moramo na preprostost, saj moramo
uporabniku nasˇega vmesnika omogocˇiti, da lahko preproste in ponavljujocˇe
naloge opravi hitro ter enostavno. Z uporabnikom je potrebno komunicirati
v njegovem jeziku na jasen in enostaven nacˇin. Prikazati mu je potrebno vse
informacije, ki jih potrebuje, da lahko opravi dolocˇeno nalogo, ob tem pa
ga ne smemo obremeniti z nepotrebnimi podatki, ki jih v danem trenutku
ne potrebuje. Obvesˇcˇati ga moramo o napakah, ki so se zgodile kot posle-
dica njegovih dejanj ali zaradi nedelovanja sistema. Nenazadnje pa moramo
poskrbeti tudi za privlacˇnost uporabniˇskega vmesnika s samo postavitvijo
elementov ter izbiro barvnih odtenkov. Uporabniˇski vmesnik bo postal okno
v nasˇ sitem, preko katerega si bo uporabnik ustvaril mnenje o nasˇi napravi.
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Posebnosti vgrajenih sistemov pa narekujejo nadaljne omejitve pri nacˇrto-
vanju uporabniˇskih vmesnikov. Omejitve so predvsem posledica izbire strojne
ali programske opreme, s katero mora nasˇ vmesnik delovati. Pri nacˇrtovanju
vgrajenega sistema je tako kljucˇno, da kljub omejitvam obdrzˇimo zˇeljeno
funkcionalnost [8]. Slednje velja tudi za nacˇrtovanje vgrajene programske
opreme.
V nadaljevanju bomo podrobneje spoznali nekaj pomembnih pristopov k
nacˇrtovanju vgrajenih uporabniˇskih vmesnikov. Spoznali bomo sledecˇe:
• uporabniˇsko usmerjeno nacˇrtovanje
• uposˇtevanje lastnosti in omejitev strojne opreme
• uposˇtevanje lastnosti in omejitev programske opreme
4.1 Uporabniˇsko usmerjeno nacˇrtovanje
Nacˇrtovanje ucˇinkovitega uporabniˇskega vmesnika za vgrajene sisteme se
zacˇne s spoznanjem, da je uporabniˇski vmesnik pomemben del vgrajenega
sistema ter s postavitvijo uporabnika v srediˇscˇe nasˇega nacˇrtovanja in ra-
zvojnega procesa [6]. Taksˇnemu pristopu recˇemo uporabniˇsko usmerjeno
nacˇrtovanje (ang. user-centered design), pri katerem se moramo zˇe zelo zgo-
daj osredotocˇiti na uporabnika in njegove naloge. Temelji na iterativnem
nacˇrtovanju s spiralnim modelom, ki predpisuje vecˇ iteracij nacˇrtovanja, im-
plementiranja in vrednotenja. Zgodnje iteracije so cenejˇse in prilagodljivejˇse,
saj z uporabo prototipov (papirnatih in racˇunalniˇskih) zˇe zelo zgodaj odkri-
jemo pomankljivosti. Posledicˇno nam ni potrebno zavrecˇi zˇe napisane izvorne
kode. V vsaki iteraciji moramo vrednotiti narejeno oziroma nacˇrtano, vre-
dnotiti pa morajo tako strokovnjaki kot koncˇni uporabniki. Za hitrejˇsi razvoj
je priporocˇljivo uporabljati zˇe obstojecˇa integrirana razvojna ogrodja (ang.
IDE). Po koncˇni implementaciji pa je potrebno izvesti testiranje uporabnikov
in spremljati njihove odzive ob uporabi vmesnika [9].
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4.2 Nacˇrtovanje z uposˇtevanjem omejitev strojne
opreme
Vgrajeni sistemi so si lahko medsebojno zelo razlicˇni glede na lastnosti in
zmogljivost strojne opreme. Pravilno je, da se zavedamo teh omejitev ter za-
vedanje o njih vkljucˇimo v nacˇrtovanje uporabniˇskega vmesnika. Uporabnik
se jih posledicˇno ne bo zavedal, njegova uporabniˇska izkusˇnja pa bo ostala
pozitivna.
Poglejmo si nekaj mozˇnih omejitev strojne opreme:
• zmogljivost centralno procesne enote
• kolicˇina delovnega pomnilnika
• velikost zaslona
• funkcionalno omejene vhodne naprave
4.2.1 Zmogljivost centralno procesne enote
Zmogljivost centralno procesne enote (CPE) vpliva na kolicˇino in zahtevnost
graficˇnih gradnikov uporabniˇskega vmesnika, ki jih lahko prikazˇemo uporab-
niku v danem trenutku. Pogosto je CPE edina enota v sistemu, ki jo lahko
uporabimo za izracˇun in obdelavo graficˇnih podatkov. Izjema so moder-
nejˇsi sistemi na cˇipu (ang. SoC), ki zˇe vsebujejo graficˇne pospesˇevalnike.
Odlocˇiti se moramo tudi, koliko procesne mocˇi bomo namenili graficˇnemu
uporabniˇskemu vmesniku, saj mora vgrajena naprava pogosto opravljati tudi
druge racˇunsko zahtevne operacije, ki so pogosto prvotnega pomena.
4.2.2 Kolicˇina delovnega pomnilnika
Graficˇni uporabniˇski vmesniki pogosto uporabljajo vnaprej pripravljene graficˇne
podobe, kot so slike elementov graficˇnega vmesnika. To so lahko npr. slike
gumbov, drsnikov, vnosnih polj, slike ozadja ter celo vnaprej pripravljene
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animacije. Kolicˇina delovnega pomnilnika vpliva na sˇtevilo slikovnih po-
datkov, ki jih lahko hranimo v njem. Predstavljajmo si napravo, na kateri
imamo na voljo le nekaj kilobajtov delovnega pomnilnika. Za njo bi morali
zasnovati bistveno enostavnejˇsi graficˇni vmesnik, kot bi ga lahko za napravo,
kjer te omejitve ni. Pogost pristop pri zmanjˇsevanju potrebe po delovnem
pomnilniku je mozˇnost izklopa prevajanja dela programske kode, ki jo na
danem vgrajenem sistemu ne potrebujemo. V primeru uporabe staticˇnega
prevajanja pa lahko taksˇno optimizacijo namesto nas opravi zˇe prevajalnik
programske kode (npr. GCC). Predstavljajmo si, da imamo na voljo zelo
obsezˇno programsko knjizˇnico za izris gradnikov uporabniˇskega vmesnika,
mi pa potrebujemo le del njene funkcionalnosti. Programska koda, ki se ne
bo uporabljala, bo le po nepotrebnem zasedala pomnilnik.
4.2.3 Velikost prikazovalne naprave (zaslona)
Velikost prikazovalne naprave oziroma zaslona pomembno vpliva na sˇtevilo
in velikost graficˇnih elementov, ki jih lahko v danem trenutku prikazˇemo upo-
rabniku. Posledicˇno to vpliva tudi na strukturo uporabniˇskega vmesnika, saj
moramo na manjˇsih zaslonih prikazati informacije na bistveno bolj kompak-
ten nacˇin, hkrati pa ne smemo izgubiti uporabnosti ter preglednosti. Slika 4.1
prikazuje uporabniˇski vmesnik na majhnem LCD zaslonu.
Slika 4.1: Primer uporabniˇskega vmesnika na sˇtiri vrsticˇnem LCD zaslonu
4.2.4 Zasloni obcˇutljivi na dotik
Zasloni, obcˇutljivi na dotik, pomembno vplivajo na zasnovo uporabniˇskega
vmesnika, saj pogojujejo zasnovo gradnikov uporabniˇskega vmesnika. Sle-
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dnji morajo biti dovolj veliki, razmik med njimi pa zadosten, da jih lahko
uporabnik brez tezˇav pritisne oziroma izbere. V nasprotnem primeru bo imel
uporabnik veliko tezˇav pri upravljanju uporabniˇskega vmesnika. V kolikor
ne zˇelimo pokvariti izgleda vmesnika s prevelikimi gradniki, lahko to resˇimo
na dva nacˇina. Pri prvem nariˇsemo gradnik v zˇeljeni velikosti, podrocˇje, kjer
bo aktiven, pa mu dolocˇimo tako, da bo vecˇje od njegove slikovne predsta-
vitve (ang. iceberg tips). Pri drugem pa algoritmicˇno ugotavljamo naslednji
gradnik, ki ga bo uporabnik pritisnil in ob tem povecˇamo aktivno podrocˇje
okoli njega (ang. adaptive targets) [5]. Slednji pristop je zelo uporaben pri
navideznih tipkovnicah (ang. on-screen keyboards).
4.2.5 Barvni model slikovnega prikazovalnika
Barve vnesejo v uporabniˇski vmesnik dodatno preglednost ter povecˇajo ozi-
roma zmanjˇsajo tezˇo prikazanih informacij. Primer: opozorila lahko prikazˇemo
v rdecˇi barvi, informacije o pravilnem delovanju pa v zeleni.
4.2.6 Funkcionalno omejene vhodne naprave
Vhodne naprave, namenjene upravljanju uporabniˇskih vmesnikov, so na vgra-
jenih sistemih pogosto funkcionalno omejene. Snovalci vgrajenih sistemov
imajo zato mnogokrat prostorske, strosˇkovne ali kaksˇne druge omejitve, ki
se posledicˇno odrazˇajo v izbiri vhodnih naprav. Uporabniˇski vmesnik mo-
ramo posledicˇno zasnovati na nacˇin, da uporabniku omogocˇimo lahkotno ter
ucˇinkovito navigacijo preko vseh delov nasˇega vmesnika ne glede na omeji-
tve. Bralec lahko sam premisli, kako bi zasnoval uporabniˇski vmesnik, kadar
bi imel na voljo zaslon, obcˇutljiv na dotik, ter kako, ko bi imel na voljo le
preprost krozˇni kodirnik. Kako v slednjem primeru izpolniti vhodna teks-
tovna polja? Lahko npr. oblikujemo navidezno tipkovnico, kot jo prikazuje
desni del Slike 4.2 (WeBoardTM Technology). Ta je primerna za uporabo na
majhnih slikovnih prikazovalnikih, upravljati pa jo je mozˇno tudi s krozˇnim
kodirnikom. Cˇrke lahko izbiramo z vrtenjem gumba levo ali desno, izberemo
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pa jo s pritiskom na gumb.
Slika 4.2: Apple Watch [24] tipkovnici: standardna (levo) ter WeBoardTM
Technology (desno)
4.3 Nacˇrtovanje z uposˇtevanjem omejitev pro-
gramske opreme
V nadaljevanju si bomo pogledali, kako nacˇrtovati uporabniˇski vmesnik v
primeru odsotnosti operacijskega sistema. Nato pa bomo spoznali sˇe nekaj
kriterijev za izbiro programskega jezika oziroma prevajalnika.
4.3.1 Odsotnost operacijskega sistema
Sˇtevilni vgrajeni sistemi niso zasnovani na operacijskem sistemu oziroma le
tega nimajo. V tem primeru smo prikrajˇsani za vse storitve, ki jih ta ponuja.
V kolikor zˇelimo, da bi nasˇ uporabniˇski vmesnik deloval tudi na njih, mo-
ramo mankajocˇo funkcionalnost dodati sami ali pa zasnovati nasˇ uporabniˇski
vmesnik tako, da teh ne bo potreboval.
Poglejmo si nekaj storitev operacijskega sistema, ki jih tipicˇno upora-
bljamo v uporabniˇskih vmesnikih:
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• upravljanje s pomnilnikom oziroma zaseg pomnilnika
• dostop do izhodnih prikazovalnih naprav
• prejemanje vhodnih dogodkov z vhodnih naprav
Upravljanju s pomnilnikom se lahko izognemo tako, da uporabljamo staticˇne
spremenljivke. Primer: namesto da bi dinamicˇno zasegli 32 bajtov pomnil-
nika za hranjene niza, lahko zˇe vnaprej predvidimo npr. 256 bajtov staticˇnega
prostora. Lahko pa napiˇsemo lastno implementacijo za upravljanje s pomnil-
nikom. Potrebovali bi vsaj funkciji za zaseg pomnilnika (ang. malloc) ter
za njegovo sprostitev (ang. free). Lahko bi npr. uporabili algoritem Buddy
Systems [10].
Uporabi vhodno-izhodnih naprav pa se zˇal ne moremo izogniti. Po-
sledicˇno bomo morali programsko kodo za dostop napisati sami. Nepo-
sreden dostop ni priporocˇljiv, saj bomo tako uporabniˇski vmesnik vezali
na tocˇno dolocˇen tip naprav. Bolje je do njih dostopati posredno, preko
splosˇnonamenskih vmesnikov, saj bomo lahko tako na enostaven nacˇin razsˇirili
nabor podprtih vhodno-izhodnih naprav, ko bo to potrebno. Obstojecˇe
resˇitve za izdelavo vgrajenih uporabniˇskih vmesnikov imajo tipicˇno zelo sˇirok
nabor podprtih vhodno-izhodnih naprav, predvsem gonilnike za razlicˇne kr-
milnike slikovnih prikazovalnikov (SSD1306, SEPS525 ...).
4.3.2 Izbira programskega jezika
Pred izdelavo programske opreme za vgrajene sisteme je potrebno izbrati
ustrezen programski jezik. Na nasˇo odlocˇitev lahko vplivajo sˇtevilni kriteriji:
• prevajalniki, ki so nam na voljo za dano arhitekturo
• velikost prevedene kode
• hitrost prevedene kode
• potreba po objektnem programiranju
• potreba po integraciji nasˇe kode v zˇe obstojecˇe programske resˇitve
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Pred izdelavo uporabniˇskega vmesnika smo naredili nacˇrt, v katerem smo
zˇe v prvem koraku naredili analizo uporabnikov in njihovih nalog. Poskusˇali
smo ugotoviti nacˇin, na katerega bodo uporabniki uporabljali nasˇe naprave in
slednje uposˇtevati pri nadaljnem nacˇrtovanju. Osredotocˇili smo se predvsem
na ponavljajocˇe naloge, ki jih bodo uporabniki pogosto opravljali. Slednje
smo poskusˇali razumeti ter poenostaviti.
Nato smo opredelili strojno in programsko opremo ter izbrali program-
ski jezik. Pri nacˇrtovanju smo se naslonili na vsebino prejˇsnjega poglavja,
saj smo se morali zavedati vseh omejitev strojne in programske opreme.
Nacˇrtovali smo s pomocˇjo papirnatih prototipov (racˇunalniˇskih skic upo-
rabniˇskega vmesnika), s katerimi smo lahko hitro vrednotili nasˇe ideje ozi-
roma resˇitve.
Uporabniˇsko usmerjeno nacˇrtovanje priporocˇa uporabo zˇe obstojecˇih og-
rodij in programskih knjizˇnic za izdelavo uporabniˇskih vmesnikov. Posledicˇno
smo morali pred izdelavo uporabniˇskega vmesnika narediti pregled obstojecˇih
resˇitev in se odlocˇiti za najustreznejˇso glede na nasˇe zahteve. Po skrbnem pre-
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gledu obstojecˇih resˇitev smo sprejeli to odlocˇitev, ki je podrobneje opisana
in utemeljena v podpoglavju 5.6. Pri odlocˇitvi smo uposˇtevali predhodno
izdelan nacˇrt, v katerem smo strnili vse nasˇe potrebe ter zˇeljene lastnosti
koncˇne resˇitve.
5.1 Analiza uporabnikov in njihovih nalog
Naprave Xiphra so namenjene sˇifriranju mrezˇnega prometa. Uporabnik bo
moral pred uporabo nasˇe naprave nastaviti vse potrebne omrezˇne nastavi-
tve, da se bo lahko naprava povezala z ostalimi sˇifrirnimi napravami ter med
njimi ustvarila varne prehode oziroma tunele. Ker je sˇtevilo razlicˇnih sklopov
omrezˇnih nastavitev veliko, bomo morali uporabnikom omogocˇiti blizˇnjice s
katerimi jim bomo pohitrili ponavljajocˇe operacije (vnos IP naslovov, mask,
prehodov ...). Zˇe en sam napacˇen vnos lahko povzrocˇi nepravilno delova-
nje naprave, med mnogimi sklopi pa je taksˇen vnos tezˇko najti in popraviti.
Posledicˇno moramo uporabnikom nasˇih naprav onemogocˇiti nepravilno izpol-
njevanje vhodnih polj. Po pravilni nastavitvi vseh omrezˇnih sklopov postane
sˇifrirna naprava samostojna, uporabnik pa bo na njej le sˇe obcˇasno spremljal
informacije o njenem delovanju (temperatura, verzija programske opreme, tip
licence ...). Uporabniki nasˇih naprav stremijo k enostavnosti in ucˇinkovitosti
uporabniˇskega vmesnika, preko katerega bodo lahko v cˇim krajˇsem cˇasu ak-
tivirali vse svoje sˇifrirne naprave.
5.2 Opredelitev strojne opreme
Uporabniˇski vmesnik bo moral delovati na Xiphra SE sˇifrirnih napravah, ki
vsebujejo sledecˇo strojno opremo:
• 800 Mhz CPE (ARMv7)
• 128 MB delovnega pomnilnika
• 4 GB flash pomnilnika (eMMC)
5.3. OPREDELITEV PROGRAMSKE OPREME 45
• OLED zaslon, locˇljivost: 160x128, barvni model: RGB565, RGB666
• krozˇni kodirnik kot edino vhodno napravo
Kot lahko vidimo, se omejitve pojavljajo predvsem zaradi majhne veli-
kosti slikovnega prikazovalnika ter tudi zaradi omejene vhodne naprave. Pri
kolicˇini delovnega pomnilnika se bomo dodatno omejili le na 4 MB, saj zˇelimo
preostanek prepustiti drugim uporabniˇskim procesom, ki so za delovanje sis-
tema prvotnega pomena. Zaradi majhne velikosti slikovnega prikazovalnika
bodo morali biti gradniki uporabniˇskega vmesnika enostavni, pisave pa pri-
merno majhne, berljive ter podtocˇkovno glajene. Navigacija prek gradnikov
bo morala biti kljub omejeni vhodni napravi enostavna in ucˇinkovita. Po-
trebovali pa bomo tudi navidezno tipkovnico, preko katere bomo izpolnjevali
vhodna polja.
Potrebe, ki izhajajo iz opredelitve strojne opreme:
• majhna poraba delovnega pomnilnika (4 MB)
• enostavni gradniki uporabniˇskega vmesnika
• navidezna tipkovnica (gradnik uporabniˇskega vmesnika)
• podtocˇkovno glajenje teksta
• podpora za krozˇni kodirnik
5.3 Opredelitev programske opreme
Uporabniˇski vmesnik bo moral delovati tako v sistemu Linux kot tudi na
sistemih brez operacijskega sistema. Pravzaprav si zˇelimo in moramo za-
snovati uporabniˇski vmesnik na nacˇin, ki bo omogocˇal enostaven prehod na
katerikoli zˇeljen sistem. To lahko dosezˇemo z uporabo splosˇnonamenskih
vhodno-izhodnih vmesnikov. Prav tako se zˇelimo izogniti dinamicˇnemu za-
segu pomnilnika, saj ta pogosto ni na voljo na sistemih brez operacijskega
sistema.
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Potrebe, ki izhajajo iz opredelitve operacijskega sistema:
• delovanje up. vmesnika v sistemu Linux
• delovanje up. vmesnika na sistemih brez operacijskega sistema
• staticˇno zaseganje pomnilnika
• uporaba slikovnega medpomnilnika v sistemu Linux
5.4 Izbira programskega jezika
Na voljo imamo tako prevajalnik za objektni programski jezik C++ kot tudi
za programski jezik C. Odlocˇitev med njima je tezˇka, saj nam objektni nacˇin
programiranja pride zelo prav sˇe posebno zaradi dejstva, da so uporabniˇski
vmesniki tipicˇno objektno zasnovani. Za programski jezik C smo se odlocˇili
zaradi potrebe po integraciji z zˇe obstojecˇo programsko opremo ”u-boot”, ki
je napisana v tem jeziku. V kolikor bomo uporabili katero izmed obstojecˇih
resˇitev za izdelavo uporabniˇskega vmesnika, bo ta morala biti napisana v
enakem jeziku. Izvorna koda resˇitve pa dostopna ter kakovostna.
Potrebe, ki izhajajo iz izbire programskega jezika:
• programski jezik C
• dosegljivost programske kode
• kakovost programske kode
5.5 Prototip uporabniˇskega vmesnika
Namen imamo izdelati uporabniˇski vmesnik, preko katerega lahko spremi-
njamo nastavitve Xiphra SE sˇifrirne naprave. Zasnovali ga bomo prepro-
sto in ucˇinkovito, saj zˇelimo uporabniku nasˇe naprave omogocˇiti enostaven
dostop do vseh podsklopov nasˇega vmesnika. Posledicˇno bomo omejili glo-
bino uporabniˇskega vmesnika na najvecˇ tri nivoje. Posebnost nasˇega upo-
rabniˇskega vmesnika bo tudi navidezna tipkovnica, prilagojena majhnemu
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slikovnemu prikazovalniku ter ponavljajocˇemu vnasˇanju zelo podobnih na-
stavitev. Nacˇrtovan izgled navidezne tipkovnice prikazuje Slika 5.3, ki se
nahaja na koncu tega podpoglavja. Tipkovnica je izrisana nad prvim vno-
snim poljem.
Zahtevane lastnosti navidezne tipkovnice:
• po velikosti mora ustrezati slikovnemu prikazovalniku
• vnasˇanje in brisanje znakov
• potrditev in prekinitev vnosa
• blizˇnjice za ponavljujocˇe operacije (kopiraj, prilepi ...)
• onemogocˇati mora napacˇne vnose
Z uporabo programa Pencil [21] smo si skicirali glavne sklope in pod-
sklope uporabniˇskega vmesnika. Tako smo veliko lazˇje prenesli vse nasˇe
oblikovne ali drugacˇne zamisli v koncˇno resˇitev. Sklope in podsklope smo
zasnovali enostavno in pregledno. Barvne odtenke pa smo uskladili s celo-
stno podobo vgrajene naprave. Skice predstavljajo prototip uporabniˇskega
vmesnika, s katerim smo poskusˇali zaznati pomankljivosti zˇe v zgodnjih fa-
zah razvoja. Vrednotili smo ga sami, saj nam narava dela z nasˇimi strankami
ni omogocˇala zgodnjega uporabniˇskega vrednotenja, to bo opravljeno sˇele v
fazi racˇunalniˇskega prototipa. Skice so nam sluzˇile tudi kot seznam vseh
potrebnih gradnikov uporabniˇskega vmesnika.
Slika 5.1 prikazuje skico glavnega izbirnega menija, preko katerega bomo
izbirali glavne podsklope nasˇega vmesnika. Zasnovali smo ga s pomocˇjo
ikon, med katerimi se bo uporabnik sprehajal z uporabo krozˇnega kodir-
nika. Ob potrditvi izbire bomo skocˇili ali na dodatni podmeni, kot ga prika-
zuje Slika 5.2, ali pa neposredno na enega izmed podsklopov za nastavljanje.
Podsklop za nastavljanje omrezˇnih nastavitev prikazuje Slika 5.3.
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5.5.1 Glavni meni
Slika 5.1: Skica glavnega izbirnega menija
Potrebni gradniki uporabniˇskega vmesnika:
• slika (ang. image)
• tekstovno polje (ang. text field)
• slikovne operacije: cˇrta, pravokotnik
5.5.2 Izbirni podmeni
Slika 5.2: Skica izbirnega podmenija
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Potrebni gradniki uporabniˇskega vmesnika:
• gumb
• tekstovno polje
• slikovne operacije: cˇrta, pravokotnik
5.5.3 Podsklop za nastavljanje omrezˇnih nastavitev
Slika 5.3: Skica podsklopa za nastavljanje mrezˇnih nastavitev in prikazom
navidezne tipkovnice





• slikovne operacije: cˇrta, pravokotnik
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5.6 Pregled obstojecˇih resˇitev za izdelavo upo-
rabniˇskih vmesnikov
Pred implementacijo uporabniˇskega vmesnika smo naredili analizo primerno-
sti nekaterih obstojecˇih integriranih razvojnih ogrodij in programskih knjizˇnic
za izdelavo vgrajenih uporabniˇskih vmesnikov.
5.6.1 Qt Embedded
Qt je programsko ogrodje namenjeno izdelavi uporabniˇskih vmesnikov. Na-
pisano je v programskem jeziku C++ ter deluje na sˇtevilnih sistemih: Linux,
OS X, Windows, QNX, Android, iOS, BlackBerry, Sailfish OS in sˇe mnogo
drugih. Razvoj ogrodja Qt se je zacˇel zˇe v letu 1990 in se vse do danes nepre-
stano razvija. Prvotna razvijalca ogrodja Qt sta bila norvesˇka programerja
Eirik Chambe-Eng in Haavard Nord, sedaj pa ga ima v lasti podjetje The
Qt Company. Razsˇirjeno ogrodje Qt Embedded pa ponuja sˇe nekaj dodatnih
mozˇnosti, kot so izklop prevajanja delov programske kode ogrodja, uporabo
razlicˇnih izrisovalnih vmesnikov, uporabo razlicˇnih vhodnih vmesnikov ter
podporo za sˇtevilne priljubljene vgrajene sisteme. Primer uporabniˇskega
vmesnika, izdelanega z uporabo ogrodja Qt Embedded prikazuje Slika 5.4.
Po skrbnem pregledu ogrodja smo ugotovili, da resˇitev ne ustreza vsem
nasˇim zahtevam iz prejˇsnjega poglavja. Gradniki uporabniˇskega vmesnika
niso zasnovani enostavno in so posledicˇno preveliki za prikaz na manjˇsih
zaslonih. Ogrodje je napisano v programskem jeziku C++, kar bi zelo otezˇilo
integracijo z obstojecˇo programsko opremo. Podporo za krozˇni kodirnik bi
morali dodati sami. Uporabniˇski vmesnik pa ne bi deloval brez operacijskega
sistema ter bi porabil prevecˇ pomnilnika. Pregled je strnjen v Tabeli 5.1, v
kateri so z rdecˇo barvo oznacˇene nezazˇelene lastnosti te resˇitve.
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Slika 5.4: Primer Qt Embedded uporabniˇskega vmesnika [15]
Qt Embedded
programski jezik: C++
operacijski sistem: Linux, Windows, Android, iOS, ...












RGB565, RGB666, RGB888, sivinski,
monokromatski, ...






navadno glajenje teksta: DA
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podpora za krozˇni kodirnik: NE, mozˇno dodati
dostopna izvorna koda: DA
kvalitetna izvorna koda: DA
strosˇek nakupa: podatek ni na voljo
Tabela 5.1: Pregled lastnosti ogrodja Qt Embedded
5.6.2 easyGUI
EasyGUI je programsko ogrodje, namenjeno izdelavi uporabniˇskih vmesnikov
za izkljucˇno vgrajene sisteme. Napisano je v programskem jeziku C ter deluje
na sˇtevilnih sistemih, med drugimi tudi v sistemu Linux in sistemih brez
operacijskega sistema. Podjetje IBIS Solutions Aps ga razvija zˇe od leta
1990 in ga vse do danes neprestano izboljˇsuje. Naredili so ga zaradi lastnih
potreb ter zaradi dejstva, da v tistem cˇasu niso nasˇli primerne obstojecˇe
resˇitve. Komercialno dostopen je od leta 2004.
Dejstvo, da je ogrodje zasnovano izkljucˇno za vgrajene sisteme, ponuja
sˇtevilne prednosti:
• optimizacija velikosti prevedene kode
• optimizacija porabe delovnega pomnilnika
• podpora za sˇtevilne vgrajene sisteme
• podpora za sˇtevilne LED prikazovalnike (gonilniki)
• podpora za sˇtevilne barvne formate
• vsebuje sˇtevilne fonte, ki so primerni za majhne zaslonske locˇljivosti
Navkljub vsem pozitivnim lastnostim ogrodja smo po skrbnem pregledu
ugotovili, da ne ustreza vsem nasˇim zahtevam. Z nakupom te resˇitve ne
5.6. PREGLED OBSTOJECˇIH RESˇITEV ZA IZDELAVO
UPORABNISˇKIH VMESNIKOV 53
bi pridobili izvorne kode. Posledicˇno bi morali placˇevati letne premije za
vzdrzˇevanje in dodajanje manjkajocˇe funkcionalnosti. Odsotna je podpora za
krozˇni kodirnik in navidezno tipkovnico. Sam izgled gradnikov uporabniˇskega
vmesnika pa se nam ni zdel dovolj dober, da bi upravicˇil razmeroma velik
strosˇek nakupa. Ocena je seveda subjektivna in se bralec z njo mogocˇe ne
bi strinjal. Primere uporabniˇskih vmesnikov, narejenih z ogrodjem easyGUI
prikazuje Slika 5.5. Pregled pa smo strnili v Tabeli 5.2, v kateri so z rdecˇo
barvo oznacˇene nezazˇelene lastnosti te resˇitve.
Slika 5.5: Primer uporabniˇskih vmesnikov narejenih z ogrodjem easyGUI [17]
easyGUI
programski jezik: C
operacijski sistem: Linux ter mnogi drugi
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barvni formati:
RGB565, RGB666, RGB888, sivinski,
monokromatski, ...










podpora za krozˇni kodirnik: NE
dostopna izvorna koda: NE
kvalitetna izvorna koda: /
strosˇek nakupa: 1019 - 2109 EUR
Tabela 5.2: Pregled lastnosti ogrodja easyGUI
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5.6.3 µGFX
µGFX je programska knjizˇnica, napisana v programskem jeziku C ter je na-
menjena izdelavi uporabniˇskih vmesnikov za izkljucˇno vgrajene sisteme [27].
Razvilo jo je sˇvicarsko podjetje B-Electronics. Od leta 2012 dalje pa je pro-
jekt v solasti avstralskega podjetja InMarket Systems Pty Ltd. Od ostalih
pregledanih resˇitev se razlikuje po tem, da vsebuje podporo za vecˇ zaslo-
nov hkrati, podporo za oddaljeno prikazovanje slike (ang. remote displays),
obenem pa je zmozˇna predvajati zvocˇne posnetke. Uporabimo jo lahko za
izdelavo uporabniˇskega vmesnika tako za sisteme z operacijskim sistemom
kot za tiste brez njega.
Dejstvo, da je knjizˇnica zasnovana izkljucˇno za vgrajene sisteme, ponuja
sˇtevilne prednosti:
• optimizacija velikosti prevedene kode (izklop neuporabljenih modulov)
• majhna poraba delovnega pomnilnika
• podpora za sˇtevilne vgrajene sisteme
• podpora za sˇtevilne LED prikazovalnike (gonilniki)
• podpora za sˇtevilne barvne formate
• mozˇna uporaba lastnih fontov (preko programa za pretvorbo)
µGFX je edina obstojecˇa resˇitev izmed treh, ki neposredno podpira krozˇni
kodirnik, hkrati pa ima tudi najmanj pomankljivosti. Slednje je vodilo v
resen razmislek o nakupu. Zaradi javno dostopne izvorne kode smo sprejeli
odlocˇitev, da pred nakupom preverimo njeno kakovost, saj bi lahko slaba
programska koda povzrocˇila nemalo tezˇav. Ob pregledu smo ugotovili, da
je koda zelo slabo napisana in ne uposˇteva dobrih programerskih praks. Ob
dejstvu, da knjizˇnica uporablja dinamicˇno zaseganje pomnilnika, smo sprejeli
odlocˇitev, da te resˇitve ni varno uporabiti. Bralec lahko sam preveri, cˇe
se z napisanim strinja [28]. Primer uporabniˇskega vmesnika, narejenega s
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knjizˇnico µGFX prikazuje Slika 5.6, pregled pa smo strnili v Tabeli 5.3, v
kateri so z rdecˇo barvo oznacˇene nezazˇelene lastnosti te resˇitve.
Slika 5.6: Primer uporabniˇskega vmesnika narejenega s knjizˇnico µGFX [29]
µGFX
programski jezik: C
operacijski sistem: Linux, Arduino, Free RTOS, ...












RGB565, RGB666, RGB888, sivinski,
monokromatski, ...
vsi gradniki up. vmesnika: DA
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podpora za krozˇni kodirnik: DA
dostopna izvorna koda: DA
kvalitetna izvorna koda: NE
strosˇek nakupa: 100 - 1650 EUR
Tabela 5.3: Pregled lastnosti knjizˇnice µGFX
5.6.4 Primerjava in sklep
Obstojecˇe resˇitve smo primerjali s pomocˇjo Tabele 5.4, v kateri smo oznacˇili
podprte lastnosti. Opazimo lahko, da nobena izmed resˇitev ni v popolnosti
ustrezala nasˇim zahtevam. Posledicˇno smo se odlocˇili izdelati lastne pod-
porne knjizˇnice, saj nam vnaprej zastavljenem cˇasovnem okviru ni uspelo
najti ustrezne obstojecˇe resˇitve. Pomankljivosti so se pokazale predvsem v
odsotnosti podpore za krozˇni kodirnik in navidezno tipkovnico, kompleksno-
sti gradnikov, preveliki porabi delovnega spomina, dinamicˇnemu zaseganju
pomnilnika ter v nekvalitetni programski kodi. Nasˇe podporne knjizˇnice
bodo morale odpraviti vse te pomankljivosti, izdelane pa bodo morale biti v
razumnih strosˇkovnih okvirih (max. 100 delovnih ur).
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programski jezik C x x
sistem Linux x x x
samostojno delovanje x x
poraba pomnilnika x x
staticˇno zaseganje /
slikovni medpomnilnik x x x
zaslonske locˇljivosti x x x
barvni formati x x x
vsi gradniki up. vmesnika x x x
navidezna tipkovnica
enostavni gradniki x x
izgled gradnikov x x
glajenje teksta x x x
podtocˇkovno glajenje x
podprt krozˇni kodirnik x
dostopna izvorna koda x x
kvalitetna izvorna koda x /
strosˇek nakupa x x





Xiphra SE sˇifrirne naprave imajo vgrajen slikovni prikazovalnik, ki je osnovan
na krmilniku SEPS525. Povezan je na Cyclone V SoC preko podatkovnega
vodila SPI, kot to prikazuje Slika 6.1. Do krmilnika SEPS525 lahko dosto-
pamo preko krmilnika SPI, ki ga nadzoruje in upravlja gonilnik SPI.
Po neuspesˇnem iskanju obstojecˇega gonilnika SEPS525 za jedro Linux,
smo bili primorani napisati svojega, saj brez njega ne bi mogli dostopati do
slikovnega medpomnilnika.
Slika 6.1: Slikovni prikazovalnik povezan preko podatkovnega vodila SPI
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Pred izdelavo gonilnika slikovnega medpomnilnika za krmilnik SEPS525,
povezanega preko podatkovnega vodila SPI, moramo zelo dobro poznati in
razumeti sledecˇe:
• krmilnik SEPS525
• uporabo podatkovnega vodila SPI znotraj jedra Linux
• upravljanje GPIO nozˇic znotraj jedra Linux
• gonilniˇski vmesnik slikovnega medpomnilnika v jedru Linux
• osnove pisanja gonilnikov za jedro Linux
Napisati moramo namrecˇ funkcije za dostop do registrov krmilnika SEPS525,
v katerih je potrebno uporabiti obstojecˇe funkcije jedra Linux za prenos po-
datkov preko protokola SPI ter funkcije za upravljanje GPIO nozˇic. Krmil-
nik moramo nato, s pisanjem v registre, nastaviti v pravilno oziroma zˇeljeno
stanje. Da napiˇsemo gonilnik slikovnega medpomnilnika, moramo napisati
ustrezne funkcije in izpolniti ustrezne podatkovne strukture ter slednje, zno-
traj funkcije ”probe()”, prijaviti jedru Linux. Potrebne funkcije in podat-
kovne strukture dolocˇa gonilniˇski vmesnik slikovnega medpomnilnika. Nato
samo sˇe prijavimo gonilnik jedru Linux.
6.1 Opis krmilnika SEPS525
Krmilnik SEPS525 vsebuje sˇtevilne registre s katerimi lahko spreminjamo
njegovo delovanje [23]. Do njih dostopamo preko podatkovnega vodila SPI
in s pomocˇjo nozˇice RS, ki je povezana na krmilnik GPIO. Slednjo moramo,
pred vsakim prenosom po vodilu SPI, ustrezno nastaviti. Visoka (1) vrednost
pomeni, da bomo prek vodila SPI prenasˇali podatke, nizka (0) pa pomeni,
da bomo prenasˇali ukaze. Posledicˇno je vsak dostop do krmilnika SEPS525
sestavljen iz dveh delov. Najprej prenesemo ukaz (sˇtevilko registra) in nato
sˇe podatke. Ukazi so vedno 8-bitni, medtem ko so lahko podatki razlicˇnih
dolzˇin (8-bitni, 16-bitni in 18-bitni).
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6.1.1 Registri krmilnika SEPS525
Prek registrov lahko nastavljamo barvne modele RGB, barvne modele BGR,
obracˇamo in zamikamo prikazano sliko, spreminjamo izrisovalno okno, omogocˇimo
in onemogocˇimo osvezˇevalnik zaslona, nastavljamo hitrost osvezˇevanja, uga-
snemo oziroma prizˇgemo zaslon ter sˇe mnogo vecˇ. V nadaljevanju si bomo
pogledali nekaj najpomembnejˇsih registrov, opisali pa bomo samo bitna po-
lja, ki se nam zdijo pomembna. Bralca spodbujamo, da si ogleda prirocˇnik
za krmilnik SEPS525 [23].
REDUCE CURRENT (04h)
Bit 7 Bit 6 Bit 5 Bit 4 Bit 3 Bit 2 Bit 1 Bit 0
R/W - - - - - RC OSCPS PS
privzeto: 0 0 0 0 0 0 0 0
• PS - Nacˇin ohranjevanja energije. SRN=0; normalno delovanje. SRN=1;
zaslon je ugasnjen, analogni del pa v resetiranem stanju.
SOFT RST (05h)
Bit 7 Bit 6 Bit 5 Bit 4 Bit 3 Bit 2 Bit 1 Bit 0
R/W - - - - - - - SRN
privzeto: 0 0 0 0 0 0 0 0
• SRN - Programska ponastavitev krmilnika. SRN=0; normalno de-
lovanje. SRN=1; vrednosti vseh registrov se ponastavijo na privzete
vrednosti.
DISP ON OFF (06h)
Bit 7 Bit 6 Bit 5 Bit 4 Bit 3 Bit 2 Bit 1 Bit 0
R/W PREM - - - - - - DON
privzeto: 0 0 0 0 0 0 0 0
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• DON - Ugasˇanje in prizˇiganje zaslona. DON=0; zaslon je ugasnjen.
DON=1; zaslon je prizˇgan.
DISPLAY MODE SET (13h)
Bit 7 Bit 6 Bit 5 Bit 4 Bit 3 Bit 2 Bit 1 Bit 0
R/W SWAP SM RD CD - SPT DC1 DC0
privzeto: 0 0 0 0 0 0 0 0
• SWAP - Pretvorba barvnega formata RGB v BGR. SWAP=1; slikovna
tocˇka sprejeta v barvnem formatu RGB se pretvori v barvni model
BGR. SWAP=0; slikovna tocˇka se ne pretvori.
RGB IF (14h)
Bit 7 Bit 6 Bit 5 Bit 4 Bit 3 Bit 2 Bit 1 Bit 0
R/W - - RIM1 RIM0 - - - EIM
privzeto: 0 0 0 1 0 0 0 1
• EIM - tip zunanjega vmesnika. EIM=0; zunanji vmesnik RGB. EIM=1;
zunanji vmesnik MPU. V nasˇem primeru moramo nastaviti zunanji
vmesnik MPU.
MEMORY WRITE MODE (16h)
Krmilnik SEPS525 vsebuje horizontalni in vertikalni naslovni sˇtevec. Oba
uporablja pri vpisovanju sprejetih slikovnih tocˇk v slikovni medpomnilnik.
Po vsakem vpisu povecˇa oziroma zmanjˇsa naslovna sˇtevca glede na nastavitve
v tem registru. Nastavitve tako vplivajo na smer izrisovanja po horizontalni
oziroma vertikalni smeri.
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Bit 7 Bit 6 Bit 5 Bit 4 Bit 3 Bit 2 Bit 1 Bit 0
R/W - DFM1 DFM0 TRI - HC VC HV
privzeto: 0 0 0 0 0 1 1 0
• HC - horizontalno povecˇevanje oziroma zmanjˇsevanje naslova. HC=0;
horizontalni naslovni sˇtevec se zmanjˇsa. HC=1; horizontalni naslovni
sˇtevec se povecˇa.
• VC - vertikalno povecˇevanje oziroma zmanjˇsevanje naslova. VC=0;
vertikalni naslovni sˇtevec se zmanjˇsa. VC=1; vertikalni naslovni sˇtevec
se povecˇa.
• HV - smer vpisovanja podatkov. HV=0; podatki se vpisujejo kontinu-
irano v horizontalni smeri. HV=1; podatki se vpisujejo kontinuirano v
vertikalni smeri.
• DFM[1:0],TRI Podajajo dolzˇino posameznega prenosa SPI ter sˇtevilo






0 0 x 18-bit 18-bitni, enojni prenos (1x 18-bit)
0 1 x 16-bit 16-bitni, enojni prenos (1x 16-bit)
1 0 x 9-bit 18-bitni, dvojni prenos (2x 9-bit)
1 1 0 8-bit 16-bitni, dvojni prenos (2x 8-bit)
1 1 1 8-bit 18-bitni, trojni prenos (3x 8-bit)
DDRAM DATA ACCESS PORT (22h)
Bits [17:12] Bits [11:6] Bits [5:0]
R/W DB[17:12] DB[11:6] DB[5:0]
privzeto: R G B
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Ko naslovimo register DDRAM DATA ACCESS PORT, preklopimo v
nacˇin za prenos slike v slikovni medpomnilnik. Poslati moramo le ukazni
del sporocˇila.
6.2 Nastavitev krmilnika SEPS525
Krmilnik moramo pred uporabo nastaviti s pomocˇjo vnaprej predpisane za-
gonske procedure. Zagonska procedura predpisuje vrstni red registrov, v
katere je potrebno pisati, da se krmilnik postavi v zacˇetno stanje. Nato
pa lahko nastavimo vse ostale registre glede na nasˇe potrebe. Procedura je
sledecˇa:
• REG SOFT RST = 0x1 (ponastavitev na privzete vrednosti)
• REG REDUCE CURRENT = 0x1 (resetiranje analognega dela)
• zakasnitev 1 ms
• REG REDUCE CURRENT = 0x0 (normalno delovanje)
• zakasnitev 1 ms
• REG DISP ON OFF = 0x0 (ugasnjen zaslon)
• REG SOFT RST = 0x0 (normalno delovanje)
• nastavitve vseh ostalih registrov
• REG DISP ON OFF = 0x1 (prizˇgan zaslon)
6.3 Upravljanje krmilnika SEPS525
Da bi upravljali krmilnik SESP525, ki je povezan preko podatkovnega vo-
dila SPI, moramo poznati nacˇin na katerega lahko to storimo znotraj jedra
Linux. Jedro ponuja podatkovni strukturi ”spi transfer” in ”spi message”, v
nadaljevanju poimenovani kot prenos SPI in sporocˇilo SPI.
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S podatkovno strukturo ”spi transfer” opiˇsemo prenos, ki ga zˇelimo opra-
viti na vodilu SPI. Nastaviti moramo kazalec na podatke, ki jih zˇelimo
prenesti (”tx buf”), v primeru sprejema pa tudi kazalec na medpomnilnik
(”rx buf”) za hranjenje sprejetih podatkov. Nastaviti moramo tudi dolzˇino
besede (”bits per word”) ter dolzˇino in hitrost prenosa (”count” in ”spi speed hz”).
Sporocˇilo SPI najprej ponastavimo s pomocˇjo funkcije ”spi message init()”
in mu nato dodamo enega ali vecˇ prenosov SPI. Dodajamo jih s pomocˇjo
funkcije ”spi message add tail()”. Sporocˇilo SPI nato posˇljemo s pomocˇjo
funkcije ”spi sync()”. Slika 6.2 podaja primer funkcije za posˇiljanje podat-
kov preko podatkovnega vodila SPI.
static int
seps525fb spi send(struct seps525fb *seps525fb,
u8 *buf, size t count, int bpw)
{
struct spi message m;
struct spi transfer tr;
tr.tx buf = buf;
tr.rx buf = NULL;
tr.bits per word = bpw;
tr.len = count;
tr.speed hz = seps525fb->spi speed hz;
spi message init(&m);
spi message add tail(&tr, &m);
return spi sync(seps525fb->sdev, &m);
}
Slika 6.2: Funkcija za posˇiljanje podatkov preko podatkovnega vodila SPI,
znotraj jedra Linux
Zgornjo funkcijo nato uporabimo za upravljanje krmilnika SEPS525 (do-
stop do registrov in prenos slik v slikovni medpomnilnik).
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Krmilnik dolocˇa, da ga moramo, pred prenosom sporocˇila SPI, obvestiti
o tem, ali prenasˇamo ukaze ali pa podatke. Obvestimo ga preko nozˇice RS,
ki jo lahko upravljamo preko krmilnika GPIO. Nozˇice GPIO lahko nasta-
vljamo v jedru Linux s pomocˇjo funkcije ”gpio set value()”. Uporabimo jo
pred posˇiljanjem sporocˇila SPI, kot to prikazuje Slika 6.3. Slednja nam pri-
kazuje tudi funkcijo ”seps525fb write()”, ki nam omogocˇa pisanje v registre
krmilnika.
static inline int
seps525fb write cmd(struct seps525fb *seps525fb, u8 cmd)
{
gpio set value(seps525fb->gpio rs, 0);
return seps525fb spi send(seps525fb, &cmd, 1, 8);
}
static inline int
seps525fb write dat(struct seps525fb *seps525fb, u8 dat)
{
gpio set value(seps525fb->gpio rs, 1);
return seps525fb spi send(seps525fb, &dat, 1, 8);
}
static int
seps525fb write(struct seps525fb *seps525fb, u8 cmd, u8 dat)
{
int e;
e = seps525fb write cmd(seps525fb, cmd);
e |= seps525fb write dat(seps525fb, dat);
return e;
}
Slika 6.3: Funkcija za pisalni dostop do registrov krmilnika SEPS525, znotraj
jedra Linux
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Za prenos slike v slikovni medpomnilnik krmilnika SEPS525, moramo le
nasloviti register DDRAM DATA ACCESS PORT. Poslati moramo le uka-
zni del sporocˇila, kot to prikazuje Slika 6.4. Nato nastavimo nozˇico RS na
vrednost ’1’ in tako povemo krmilniku, da bomo prenasˇali podatke oziroma
sliko. Posˇiljamo jo po delih, saj preko protokola SPI, ne moremo poslati
poljubno dolgih sporocˇil. Omejili smo se na 1024 bajtov. Na koncu samo sˇe
nastavimo nozˇico RS nazaj na vrednost ’0’ (neobvezno, toda priporocˇljivo).
static int
seps525fb write image(struct seps525fb *dev, u8 *buf, int size)
{
int e;
seps525fb write cmd(dev, REG DDRAM DATA ACCESS PORT);
gpio set value(dev->gpio rs, 1);
while (size) {
count = (1024 > size) ? size : 1024;





gpio set value(dev->gpio rs, 0);
return e;
}
Slika 6.4: Funkcija za prenos slike v slikovni medpomnilnik krmilnika
SEPS525
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6.4 Opis gonilniˇskega vmesnika
Jedro linux zelo natancˇno dolocˇa vmesnik za izdelavo gonilnikov slikovnega
medpomnilnika. Dolocˇa podatkovni strukturi ”fb ops”in ”fb info”, kateri
moramo pravilno nastaviti in ju prijaviti jedru Linux. Okrnjeno strukturo
”fb ops” prikazuje Slika 6.5, saj za izdelavo najbolj preprostega gonilnika
zadosˇcˇata zˇe datotecˇni operaciji ”fb read”in ”fb write”.
struct fb ops {
ssize t (*fb read)(struct fb info *info,
char user *buf,
size t count, loff t *ppos);
ssize t (*fb write)(struct fb info *info,
const char user *buf,
size t count, loff t *ppos);
};
Slika 6.5: Okrnjena podatkovna struktura ”fb ops”
Slika 6.6 prikazuje poenostavljeno podatkovno strukturo ”fb info”, ki med
drugimi podatki vsebuje tudi staticˇne in dinamicˇne informacije o slikovnem
medpomnilniku, kazalec na podatkovno strukturo tipa ”fb ops”(”fbops”), ka-
zalec na interni slikovni medpomnilnik (”screen base”) ter podatek o njegovi
velikosti (”screen size”).
struct fb info {
struct fb var screeninfo var;
struct fb fix screeninfo fix;
struct fb ops *fbops;
char iomem *screen base;
unsigned long screen size;
};
Slika 6.6: Okrnjena podatkovna struktura ”fb info”
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6.5 Implementacija gonilnika SEPS525
Izdelali smo gonilnik slikovnega medpomnilnika za krmilnik SEPS525. Pri
izdelavi smo uporabili zˇe omenjene funkcije za prenos podatkov preko pro-
tokola SPI. Podprli smo samo prenos podatkov v smeri proti krmilniku, saj
nacˇrtovalci vgrajenega sistema (nacˇrtno) niso povezali vhodne (MISO) linije
podatkovnega vodila SPI.
Najprej smo napisali funkcijo ”seps525fb fb write()”, ki omogocˇa upo-
rabniˇskim programom pisalni dostop do slikovnega medpomnilnika. Ta de-
luje tako, da sprejema slikovne podatke s strani uporabniˇskega programa,
ki trenutno upravlja z napravo slikovnega medpomnilnika (/dev/fb[0..31]).
Prejeti podatki so shranjeni v delu pomnilnika na katerega kazˇe podani ka-
zalec ”buf” in po velikosti ustrezajo podanemu parametru ”count”. Odmik
znotraj slike pa je podan s parametrom ”ppos”. Okrnjeno funkcijo prikazuje
Slika 6.8.
Slikovne podatke moramo najprej prenesti iz uporabniˇskega v jedrni nacˇin.
To storimo z uporabo funkcije ”copy from user()”. S slednjo prenesemo po-
datke, z uposˇtevanjem podanega odmika, v interni slikovni medpomnilnik go-
nilnika. Slednjega nato, s pomocˇjo funkcije ”seps525fb write image()”, pre-
nesemo v slikovni medpomnilnik krmilnika SEPS525. Slika 6.7 prikazuje pre-
nos slikovnih podatkov od uporabniˇskega programa do krmilnika SEPS525.
Slika 6.7: Prikaz prenosa slikovnih podatkov od uporabniˇskega programa,
preko gonilnika, do krmilnika SEPS525
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static ssize t
seps525fb fb write(struct fb info *info,
const char user *buf,
size t count, loff t *ppos)
{
struct seps525fb *seps525fb = info->par;
unsigned long pos = *ppos;
u8 iomem *dst;
dst = (void force *) (info->screen base + pos);








Slika 6.8: Okrnjena pisalna funkcija naprave slikovnega medpomnilnika
Zgornjo funkcijo bomo v nadaljevanju, preko staticˇne podatkovne struk-
ture ”seps525fb fbops” (Slika 6.9), prijavili jedru Linux.
static struct fb ops seps525 fbops =
{
.owner = THIS MODULE,
.fb write = seps525fb fb write,
};
Slika 6.9: Staticˇna podatkovna struktura ”seps525fb fbops”
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Jedro Linux dolocˇa, da morajo gonilniki naprav, povezanih preko po-
datkovnih vodil, vsebovati funkcijo ”probe()”. Preko nje preveri prisotnost
naprav na posameznih podatkovnih vodilih in v primeru uspesˇno izvedene
funkcije omogocˇi ustrezni gonilnik. Znotraj nje izvedemo tudi operacije, po-
trebne za nadaljne delovanje gonilnika (dinamicˇni zaseg internih podatkovnih
struktur, ponastavitev strojne opreme, prijava prekinitev jedru Linux, prijava
podprtih vmesnikov jedru Linux ...).
Znotraj funkcije ”probe()”, prikazane na Sliki 6.10, najprej dinamicˇno
zasezˇemo podatkovno strukturo ”fb info”, ki opisuje napravo slikovnega med-
pomnilnika. Slednja vsebuje podatkovni strukturi za hranjenje staticˇnih in
dinamicˇnih informacij o slikovnem medpomnilniku, ki smo jih v nadaljeva-
nju nastavili glede na lastnosti nasˇe slikovne prikazovalne naprave (160x128;
RGB565). Sˇe pred tem zasezˇemo tudi interni slikovni medpomnilnik, ka-
terega uporabljamo za vmesno hranjenje slike. Kazalec nanj shranimo v
podatkovno strukturo ”fb info”. Nato poklicˇemo funkcijo ”seps525 init”, s
katero nastavimo krmilnik SEPS525 glede na nasˇe potrebe. Funkcija izvede
tudi zagonsko proceduro krmilnika. Nato nastavimo kazalec ”info->fbops”
tako, da kazˇe na nasˇo staticˇno podatkovno strukturo ”seps525fb fbops”, ki
podaja podprte datotecˇne operacije nad napravo slikovnega medpomnilnika.
Na koncu le sˇe prijavimo napravo slikovnega medpomnilnika jedru Linux, s
pomocˇjo funkcije ”register framebuffer()”.
Gonilnik smo nato prijavili jedru Linux s pomocˇjo staticˇne podatkovne
strukture ”seps525fb driver” in uporabo konstrukta (module spi driver) za
registracijo gonilnikov naprav SPI. Slednje je prikazano na Sliki 6.11.
Bralca opozarjamo, da so vse prikazane podatkovne strukture in funkcije
zaradi preglednosti okrnjene in so zato namenjene zgolj predstavitvi glavnih
konceptov gonilnika.
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static int
seps525fb probe(struct spi device *sdev)
{
struct fb info *info;
info = framebuffer alloc(size, &sdev->dev);
vmem size = 160 * 128 * 2;
vmem = devm kzalloc(&sdev->dev,
vmem size, GFP KERNEL);
info->fix.id = "SEPS525";
info->fix.type = FB TYPE PACKED PIXELS;
info->fix.visual = FB VISUAL TRUECOLOR;
info->fix.line length = 160 * 2;
info->screen base = vmem;
info->fix.smem start = vmem;
info->fix.smem len = vmem size;










info->fbops = &seps525 fbops;
register framebuffer(info);
}
Slika 6.10: Okrnjena funkcija ”probe()” gonilnika SEPS525
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static struct spi driver seps525fb driver =
{
.probe = seps525fb probe,




.owner = THIS MODULE,
},
};
module spi driver(seps525fb driver);
Slika 6.11: Prijava gonilnika jedru Linux
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Razvili smo sledecˇa pomozˇna orodja s katerimi smo pohitrili razvoj upo-
rabniˇskega vmesnika:
• simulator slikovnega medpomnilnika
• orodje za pretvorbo obrisnih pisav v bitne
7.1 Simulator slikovnega medpomnilnika
Testiranje programskih knjizˇnic bi bilo zelo pocˇasno, v kolikor bi morali za
vsako spremembo knjizˇnice prenesti testni program na vgrajeno napravo. Po-
sledicˇno smo se odlocˇili izdelati simulator slikovnega medpomnilnika, preko
katerega smo lahko veliko hitreje odkrivali napake v programski kodi. Izde-
lali smo ga s pomocˇjo programke knjizˇnice SDL2 [25]. Najprej smo napisali
programsko kodo, ki odpre izrisovalno okno SDL (Slika 7.2) glede na po-
dane argumente znotraj ukazne lupine Linux. Mozˇno je nastaviti velikost
prikazovalnega okna ter izbrati barvni model RGB (Slika 7.1).
Simulator je zasnovan na podlagi deljenega pomnilnika (ang. shared me-
mory), ki se ob zagonu programa ustvari v obliki deljene datoteke /var/ru-
n/fb screen[0..31]. Slednja po velikosti ustreza kolicˇini podatkov, potrebnih
za prikaz ene slike. Simulator nato le sˇe neprestano izrisuje vsebino te da-
toteke znotraj prikazovalnega okna. Testni program pa namesto naprave
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Slika 7.1: Poganjanje simulatorja slikovnega medpomnilnika
Slika 7.2: SDL izrisovalno okno simulatorja slikovnega medpomnilnika
slikovnega medpomnilnika (/dev/fb[0..31]) odpre nasˇo deljeno datoteko in
jo s pomocˇjo sistemskega klica mmap() preslika v svoj pomnilniˇski naslovni
prostor. Tako lahko le z uporabo pomnilniˇskega pisanja izrisuje slike znotraj
prikazovalnega okna simulatorja.
7.2 Orodje za pretvorbo obrisnih pisav
Naredili smo orodje za pretvorbo obrisnih pisav TrueType [26, 7] v bitne
pisave. Pri izdelavi smo uporabili obstojecˇo programsko knjizˇnico FreeType
[20], katere namen je upodabljanje obrisnih pisav. Knjizˇnici podamo izbrano
pisavo in ji povemo, na kaksˇen nacˇin jo zˇelimo upodobiti. V orodju smo
podprli tri razlicˇne upodobitve:
• FT RENDER MODE MONO - upodobitev pisav brez glajenja,
kjer so glifi oziroma posamezni znaki pisave upodobljeni kot bitne slike.
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• FT RENDER MODE NORMAL - upodobitev pisav z uporabo
metode glajenja robov, kjer so glifi oz. posamezni znaki pisave upodo-
bljeni kot sivinske slike intenzitet.
• FT RENDER MODE LCD - upodobitev pisav z uporabo podtocˇkovnega
glajenja, glajenja robov, kjer so glifi oziroma posamezni znaki pisave
upodobljeni kot sivinske slike intenzitet treh barvnih komponent (rdecˇe,
zelene in modre). Slika 7.3 prikazuje poenostavljen primer upodobitve
obrisne pisave v tem nacˇinu.
FT Init FreeType(&library);
FT New Face(library, "FreeSansMono.ttf", 0, &face);
FT Set Char Size(face, size << 6, 0, dpi, 0);
for (c = first; c <= last; c++) {
FT Load Char(face, c, FT LOAD TARGET LCD);
FT Render Glyph(face->glyph, FT RENDER MODE LCD);






Slika 7.3: Poenostavljen primer pretvorbe obrisne pisave s podtocˇkovni gla-
jenjem
Najprej izberemo obrisno pisavo in dolocˇimo velikost, v kateri jo zˇelimo
upodobiti. Pomik v levo je potreben zaradi tega, ker knjizˇnica uporablja
predstavitev sˇtevil v fiksni vejici, formatu 26.6 (6 decimalnih mest). Nato
moramo znotraj zanke upodobiti vsak znak pisave posebej ter ga shraniti
v lastne, predhodno alocirane podatkovne strukture. V nasˇem primeru to
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nalogo opravi funkcija glyph store(). Na koncu moramo le sˇe na ustrezen
nacˇin zapisati upodobljene slike znakov v datoteko. Pri nas to opravi funkcija
save glyphs(). Odlocˇili smo se, da jih zapiˇsemo v obliki staticˇne podatkovne
strukture, kot izvorno datoteko programskega jezika C. Tako pretvorjene
pisave smo nato vkljucˇili kot del programske kode v graficˇno programsko




V skladu z zˇe narejenim nacˇrtom v poglavju 5 smo izdelali graficˇni upo-
rabniˇski vmesnik za Xiphra SE sˇifrirne naprave. Celoten problem izdelave
smo razbili v vecˇ manjˇsih, neodvisnih ter bolj obvladljivih nalog. V tem
poglavju se bomo na kratko dotaknili vsake izmed teh nalog ter na koncu
pokazali, kako smo jih zdruzˇili v koncˇno resˇitev.
Izdelana je bila sledecˇa programska oprema:
• graficˇna programska knjizˇnica
• programska knjizˇnica gradnikov uporabniˇskega vmesnika
• graficˇni uporabniˇski vmesnik za naprave Xiphra SE
8.1 Graficˇna programska knjizˇnica
Izdelali smo graficˇno programsko knjizˇnico, ki smo jo kasneje uporabili za izris
gradnikov uporabniˇskega vmesnika. Napisali smo algoritme za izris osnovnih
geometrijskih oblik, kot so tocˇka, horizontalna cˇrta, vertikalna cˇrta, pravo-
kotnik ter zapolnjen pravokotnik, ki so predstavljeni v nadaljevanju. Dodali
smo sˇe funkciji za izris teksta in slike. Vse izrisovalne funkcije pa smo na
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koncu sˇe dodatno nadgradili s podporo za graficˇno obrezovanje (ang. cli-
pping). Slika 8.1 prikazuje uporabo vseh zgoraj nasˇtetih funkcij.
Slika 8.1: Primer uporabe graficˇne programske knjizˇnice
Funkcije izrisujejo v interni slikovni medpomnilnik, slika pa se zapiˇse
v napravo slikovnega medpomnilnika sˇele ob klicu funkcije ”flip()”. Tako
preprecˇimo nezazˇeleno utripanje slike ter tudi pohitrimo izrisovanje, ki je
dodatno pohitreno tudi tako, da imamo za vsako barvno globino svoj nabor
zgoraj nasˇtetih funkcij (hline8, hline16, rect8, rect16, ...). S tem pristopom
je mozˇno izkoristiti prednosti sˇirsˇih podatkovnih vodil CPE (16 oz. 32-bitno
pomnilniˇsko pisanje namesto 8-bitno).
8.1.1 Izris tocˇke
Tocˇka je v dvodimenzionalnem prostoru podana s koordinatama x in y. Cˇe
jo zˇelimo izrisati moramo najprej izracˇunati njen odmik znotraj slikovnega
medpomnilnika, kot to prikazuje enacˇba 8.1. Sˇirina v enacˇbi predstavlja
horizontalno zaslonko locˇljivost. Barvna globina pa je podana v bitih.
odmik = (y ∗ sirina+ x) ∗ (barvna globina/8) (8.1)
Nato z izracˇunanim odmikom dostopamo do slikovnega medpomnilnika
in vanj zapiˇsemo barvno vrednost, kot to prikazuje Slika 8.2.
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void putpixel(struct fbgfx *gc, s32 x, s32 y, u32 color)
{
u32 offset = (y * gc->info.width + x) *
gc->info.bytes per pixel;
gc->bbuffer[offset] = color & gc->color mask;
}
Slika 8.2: Graficˇna funkcija za izris tocˇke
8.1.2 Izris horizontalne cˇrte
Horizontalno cˇrto izriˇsemo tako, da najprej izracˇunamo odmik prve slikovne
tocˇke znotraj slikovnega medpomnilnika, nato pa zapiˇsemo barvno vrednost
v ustrezno sˇtevilo sosednjih slikovnih tocˇk (memset16), kot to prikazuje
Slika 8.3.
void hline16(struct fbgfx *gc, s32 x, s32 y,
u16 length, u32 color)
{
u32 offset = (y * gc->info.width + x) * 2;
u8 *address = gc->bbuffer + offset;
memset16(address, color & 0xFFFF, length);
}
Slika 8.3: Graficˇna funkcija za izris horizontalne cˇrte (16 bitna barvna glo-
bina)
8.1.3 Izris vertikalne cˇrte
Vertikalno cˇrto izriˇsemo tako, da najprej izracˇunamo odmik prve slikovne
tocˇke znotraj slikovnega medpomnilnika. Nato pa se pomikamo po y osi
s priˇstevanjem dolzˇine zaslonske vrstice (line size). Pred vsakim premikom
vpiˇsemo barvno vrednost. Algoritem prikazuje Slika 8.4.
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void vline16(struct fbgfx *gc, s32 x, s32 y,
u16 length, u32 color)
{
u32 offset = (y * gc->info.width + x) * 2;
for (int i=0; i < length; i++) {
gc->bbuffer[offset] = color & 0xFFFF;
offset += gc->info.line length;
}
}
Slika 8.4: Graficˇna funkcija za izris vertikalne cˇrte (16 bitna barvna globina).
8.1.4 Izris zapolnjenega pravokotnika
Zapolnjen pravokotnik izriˇsemo s pomocˇjo funkcije za izris horizontalne cˇrte
(Slika 8.5). Vhodni parameter rect podaja pravokotnik, ki ga moramo nari-
sati. Podaja koordinati x in y ter dolzˇino (rect->w) in sˇirino (rect->h).
void fillrect16(struct fbgfx *gc, fbgfx rect t *rect, u32 color)
{
for (s32 yi=rect->y; yi < (rect->y + rect->h); yi++)
hline16(gc, rect->x, yi, rect->w, color);
}
Slika 8.5: Graficˇna funkcija za izris zapolnjenega pravokotnika (16 bitna
barvna globina)
8.1. GRAFICˇNA PROGRAMSKA KNJIZˇNICA 83
8.1.5 Izris pravokotnika
Pravokotnik izriˇsemo z uporabo funkcij za izris horizontalne in vertikalne
cˇrte, kot to prikazuje Slika 8.6. Vhodni parameter rect podaja pravokotnik,
ki ga moramo narisati. Podaja koordinati x in y ter dolzˇino (rect->w) in
sˇirino (rect->h).
void rect16(struct fbgfx *gc, fbgfx rect t *rect, u32 color)
{
s32 x1 = rect->x;
s32 y1 = rect->y;
s32 x2 = rect->x + rect->w - 1;
s32 y2 = rect->y + rect->h - 1;
hline16(gc, x1, y1, rect->w, color);
hline16(gc, x1, y2, rect->w, color);
vline16(gc, x1, y1, rect->h, color);
vline16(gc, x2, y1, rect->h, color);
}
Slika 8.6: Graficˇna funkcija za izris pravokotnika (16 bitna barvna globina).
8.1.6 Izris teksta
Bitna pisava je predstavljena s podatkovno strukturo ”fbgfx font”, kot jo
prikazuje Slika 8.8. Struktura hrani kazalec na bitno sliko (bitmap) v kateri
so zaporedoma shranjene bitne slike posameznih znakov. Elementa first in
last nam podata obseg znakov, ki so nam na voljo (ASCII koda prvega in
zadnjega vsebovanega znaka) v seznamu glyph. Slednji vsebuje vse potrebne
informacije za predstavitev posameznega znaka: odmik znotraj bitne slike
(bitmap offset), sˇirino in viˇsino (width in height), potreben premik po x osi
po izrisanem znaku (xadvance) ter odmik prve slikovne tocˇke znaka (xoff-
set in yoffset). Podatkovna struktura, ki vsebuje omenjene informacije, je
prikazana na Sliki 8.7.
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Slika 8.7: Podatkovna struktura za predstavitev glifa oziroma znaka znotraj
bitne pisave










Slika 8.8: Podatkovna struktura za predstavitev bitne pisave
Vsak znak bitne pisave je predstavljen kot bitna oziroma v primeru gla-
jenja kot sivinska slika intenzitet. Tekst izriˇsemo tako, da se sprehodimo
po podanem nizu in izrisujemo posamezne glife oziroma znake. Izrisujemo
vsako tocˇko posamezno, saj moramo v primeru glajene pisave (type > 0)
ustrezno prilagajati intenzitete posameznih tocˇk. Po izrisu vsakega znaka se
premaknemo v desno za xadvance slikovnih tocˇk.
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8.1.7 Izris slike
Slike so predstavljene s preprosto strukturo, ki jo prikazuje Slika 8.10. Struk-
tura podaja njeno sˇirino, dolzˇino, barvno globino, izrazˇeno v bajtih, ter ka-
zalec na slikovne podatke. Sliko izriˇsemo tako, da jo prenesemo vrstico po
vrstico v slikovni medpomnilnik, kot to prikazuje Slika 8.10. Barvni model
slike mora ustrezati barvnemu modelu slikovnega medpomnilnika.








Slika 8.9: Podatkovna struktura za predstavitev slik
int fbgfx draw image16(struct fbgfx *gc, s32 x, s32 y,
struct fbgfx image *img)
{
offset = (y * gc->info.width + x) * 2;
bbuffer = gc->bbuffer + offset;
data = img->data;
for (i=0; i < img->height; i++) {
memcpy16(bbuffer, data, img->width);
bbuffer += gc->info.line length;
data += img->width * 2;
}
}
Slika 8.10: Poenostavljena funkcija za izris slike (16 bitna barvna globina)
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8.1.8 Graficˇno obrezovanje:
Graficˇno obrezovanje (ang. clipping) je metoda, s katero lahko omejimo
podrocˇje izrisovanja. Je kljucˇnega pomena za izris graficˇnih uporabniˇskih
vmesnikov, saj nam omogocˇa, da omejimo podrocˇje izrisa na podrocˇje znotraj
posameznih gradnikov. Za lazˇje razumevanje si poglejmo Sliko 8.11, na kateri
smo izrisali dva gumba, enega z graficˇnim obrezovanjem (desno) in enega brez
(levo). Na slednjem se je njegov naslov oziroma tekst izrisal izven njegovih
meja.
Slika 8.11: Primer graficˇnega obrezovanja pri izrisu gumba. Gumb v desnem
oknu je imel nastavljeno obrezovalno okno, v levem pa ne
Graficˇno obrezovanje smo zasnovali tako, da smo v vsako izrisovalno funk-
cijo dodali dodatno preverjanje robnih koordinat ter jih prilagodili tako, da
niso presegale nastavljenega obrezovalnega okna.
8.2. PROGRAMSKA KNJIZˇNICA GRADNIKOV UPORABNISˇKEGA
VMESNIKA 87
8.2 Programska knjizˇnica gradnikov upora-
bniˇskega vmesnika
Izdelana je bila programska knjizˇnica za izris gradnikov uporabniˇskega vme-
snika. Knjizˇnica je napisana v programskem jeziku C in uporablja dolocˇene
pristope, ki so bolj znacˇilni za objektni nacˇin programiranja. Vsi gradniki
(ang. widgets) so namrecˇ predstavljeni s svojo podatkovno strukturo, ki
vsebuje gradniku lastne podatke ter kazalce na funkcije oziroma metode.
S taksˇnim pristopom smo se priblizˇali objektnemu programiranju, s kate-
rim smo tudi poenostavili vmesnik knjizˇnice (API). Vsak gradnik je zno-
traj knjizˇnice predstavljen kot podrazred glavnega razreda widget. Slednji
vsebuje skupne lastnosti vseh gradnikov in je najpomembnejˇsi, saj dolocˇa
osnovni programski vmesnik za vse ostale razrede (Dodatek A). Glavni ra-
zred dolocˇa, da je vsak gradnik omejen z zunanjimi mejami v obliki pravoko-
tnika (ang. bounds). Pravokotnik znotraj zunanje meje pa je lahko zapolnjen
in obrobljen s poljubno debelim okvirjem. Dolocˇa tudi odmike znotraj zu-
nanje meje (ang. margins), ki pravzaprav dolocˇajo notranjo mejo gradnika.
Slednja predpisuje izpeljanim gradnikom njihovo izrisovalno povrsˇino. Vsa-
kemu gradniku je mozˇno spremeniti polozˇaj, ga povecˇati oziroma zmanjˇsati,
spremeniti barve ter mu dolocˇiti pisavo za izpis teksta. Za lazˇjo predstavo si
poglejmo Sliko 8.12.
Vsak izpeljani gradnik mora vsebovati funkcijo process input event() preko
katere bo sprejemal vhodne dogodke ter se ustrezno na njih odzival. Ob
sprejemu vhodnega dogodka ga lahko zavrzˇe ali pa se odzove nanj tako, da
spremeni svoj izris (spremeni barvo, doda nov znak, ...). Vsebovati mora tudi
funkcijo draw(), preko katere se bo na nasˇo zahtevo izrisal. Glavni razred
dolocˇa, da ima vsak gradnik tri nastavljiva stanja: omogocˇen, neomogocˇen ter
fokusiran. Gradnik lahko sprejema vhodne dogodke, le kadar je omogocˇen in
fokusiran. Ko je fokusiran, se za njegov izris uporabi drug nabor barv oz stil
(nastavljivo). Ko pa je onemogocˇen, pa mora biti izrisan v sivinskih odtenkih.
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Slika 8.12: Osnovne lastnoti gradnikov
Izpeljani razredi razreda widget:
• gumb (razred wbutton)
• tekstovno polje (razred wlabel)
• vnosno tekstovno polje (razred winput)
• navidezna tipkovnica (razred wkeyboard)
• meni (razred wmenu)
• ikonski meni (razred wiconmenu)
• stran (razred wpage)
Izpeljanim razredom lahko dolocˇimo povratne klice oziroma funkcije (ang.
callbacks), ki se bodo poklicale ob ustreznih vhodnih dogodkih. Gumbu lahko
na primer dolocˇimo povratni klic, ki se bo izvedel ob pritisku nanj. Vnosnemu
polju lahko dolocˇimo povratni klic ob zakljucˇenem vnosu. Vsakemu gradniku
pa lahko dolocˇimo povratni klic, ko pridobi ali izgubi fokus. Taksˇnih klicev je
sˇe mnogo vecˇ. Z njihovo pomocˇjo bomo lahko kasneje upravljali uporabniˇski
vmesnik.
Z izjemo razreda wpage smo vse gradnike opisali zˇe v fazi nacˇrtovanja (po-
glavje 5). Slednjega nismo nacˇrtovali, ga pa potrebujemo. Gradnik wpage
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namrecˇ ponuja navigacijo med vsebovanimi gradniki (wlabel, winput, wbut-
ton ...), ki mu jih lahko poljubno dodajamo ali odvzemamo. Gradniki, ki jih
vsebuje so lahko izven meja izrisovalne povrsˇine (niso izrisani). Ob sprejemu
ustreznega vhodnega dogodka bo izbral naslednji oziroma prejˇsnji vsebovan
gradnik ter prilagodil polozˇaje vseh vsebovanih gradnikov tako, da bo izbrani
gradnik viden.
Pri nacˇrtovanju programske knjizˇnice smo pazili na zastavljene cilje, ki
smo jih na koncu tudi uspesˇno dosegli:
• majhna poraba delovnega pomnilnika
• staticˇno zaseganje pomnilnika
• delovanje brez prisotnosti operacijskega sistema
• podpora za krozˇni kodirnik
• podpora za navidezno tipkovnico
• enostavni gradniki
Uporabnikom programske knjizˇnice smo omogocˇili izklop prevajanja po-
sameznih gradnikov, v kolikor jih v svoji koncˇni resˇitvi ne bodo potrebovali.
Posledicˇno lahko povecˇujemo oziroma zmanjˇsujemo potrebo po delovnem
pomnilniku, ki pa je zˇe v osnovi majhna. Omogocˇili smo tako dinamicˇno
kot tudi staticˇno zaseganje pomnilnika (izbira mozˇna ob prevajanju). Neod-
visnost od operacijskega sistema smo dosegli z uporabo splosˇnonamenskega
vmesnika za delo z vhodnimi dogodki. Podprli smo krozˇni kodirnik in omogocˇili
izpolnjevanje vnosnih polj preko navidezne tipkovnice. Pazili pa smo tudi na
enostavnost gradnikov ter jih zasnovali tako, da so lahko izrisani na majhnih
slikovnih prikazovalnikih. Izgled gradnikov bo razviden v naslednjem podpo-
glavju, kjer smo jih uporabili pri izdelavi uporabniˇskega vmesnika. Sˇe prej
pa si poglejmo pregled lastnosti nasˇe knjizˇnice (Tabela 8.1) in jo primerjajmo
z obstojecˇimi resˇitvami (Tabela 8.2). Vidimo lahko, da smo zares izpolnili
vse zastavljene cilje, saj smo odpravili vse pomankljivosti obstojecˇih resˇitev.
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samostojno delovanje: DA, OS ni potreben





podprte zaslonske locˇljivosti: ni posebnih omejitev
barvni formati:
RGB565, RGB666, RGB888, sivinski,
monokromatski, ...





ocena bi bila subjektivna 1
navadno glajenje teksta: DA
podtocˇkovno glajenje teksta: DA
podpora za krozˇni kodirnik: DA
dostopna izvorna koda: DA
kvalitetna izvorna koda: ocena bi bila subjektivna 2
strosˇek izdelave: 100 ur
Tabela 8.1: Pregled lastnosti lastne knjizˇnice gradnikov uporabniˇskega vme-
snika
1Menimo, da izgled gradnikov povsem zadosˇcˇa namembnosti uporabniˇskega vmesnika
ter smo z izgledom zadovoljni.
2Menimo, da smo napisali kvalitetno in ucˇnkovito programsko kodo, saj imamo na tem
podrocˇju dolgoletne izkusˇnje.





programski jezik C x x x
sistem Linux x x x x
samostojno delovanje x x x
poraba pomnilnika x x x
staticˇno zaseganje / x
slikovni medpomnilnik x x x x
zaslonske locˇljivosti x x x x
barvni formati x x x x
vsi gradniki x x x x
navidezna tipkovnica x
enostavni gradniki x x x
izgled gradnikov x x x
glajenje teksta x x x x
podtocˇkovno glajenje x x
podprt krozˇni kodirnik x x
dostopna izvorna koda x x x
kvalitetna izvorna koda x / x
strosˇek nakupa x x x
Tabela 8.2: Primerjava obstojecˇih resˇitev napram lastni programski knjizˇnici
gradnikov uporabniˇskega vmesnika
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8.3 Graficˇni uporabniˇski vmesnik za naprave
Xiphra SE
Graficˇni uporabniˇski vmesnik smo naredili s pomocˇjo lastne programske knji-
zˇnice gradnikov uporabniˇskega vmesnika. Jedro uporabniˇskega vmesnika je
neskoncˇna zanka, ki prikazuje trenutno izbran gradnik ter mu podaja vho-
dne dogodke (dogodkovni interaktivni vmesnik). Gradnike smo predhodno
ustvarili, dolocˇili vse njihove lastnosti ter jim nastavili ustrezne povratne klice
(kazalce na funkcije). Znotraj slednjih smo bodisi spreminjali lastnosti gra-
dnikov bodisi izbrali nov gradnik za prikaz. To nam je omogocˇilo sprehajanje
med gradniki oziroma navigacijo po uporabniˇskem vmesniku.
Skladno z nacˇrtom smo naredili glavni ikonski meni in podmenije za iz-
biro podsklopov. Slika 8.13 prikazuje glavni meni in enega izmed podmenijev.
Znotraj obeh se premikamo z vrtenjem gumba krozˇnega kodirnika, ob pri-
tisku nanj pa se sprozˇi ustrezni povratni klic, ki poda enoznacˇno oznako, s
katero lahko ugotovimo uporabnikovo izbiro. Na primer oznaka prve ikone
v glavnem meniju je vrednost 0, druge 1 in tako dalje. Enako je v primeru
podmenija. Na podlagi te oznake se odlocˇimo, kateri gradnik moramo izbrati
za naslednji prikaz.
Slika 8.13: Prikaz glavnega menija (levo) in podmenija za izbiro sklopa
mrezˇnih nastavitev (desno)
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Sklopi za nastavljanje mrezˇnih nastavitev so zasnovani s pomocˇjo gra-
dnika wpage. Vsak sklop je poimenovan, saj mora uporabnik v vsakem
trenutku poznati svoj polozˇaj znotraj vmesnika. Ti sklopi vsebujejo le tri
vnosna polja in gumb za povratek nazaj (Slika 8.14). Vnasˇamo lahko naslov
IP, naslov prehoda ter mrezˇno masko. Med vnosnimi polji se sprehajamo z
vrtenjem gumba, s pritiskom nanj pa izberemo enega izmed njih. Za raz-
liko od navadnih uporabniˇskih vmesnikov, kjer je vnos mozˇen zˇe v trenutku,
ko vnosno polje pridobi fokus, moramo v nasˇem primeru vnosno polje sˇe
dodatno izbrati. To je ena izmed resˇitev za lazˇjo uporabo omejene vhodne
naprave.
Slika 8.14: Prikaz enega izmed sklopov za nastavljanje mrezˇnih nastavitev
Ob izbiri vhodnega polja se na zaslonu pojavi navidezna tipkovnica, kot
jo prikazuje Slika 8.15. Je sˇe v prototipni fazi, z njo pa vrednotimo njeno
funkcionalnost. Ko bo dokoncˇno razvita bodo nekatere navidezne tipke za-
menjane z ikonami, ki bodo odstranile vse dvoumnosti (pomen tipk CL,
CR in BSP). Po njenih navideznih tipkah se lahko premikamo z vrtenjem
krozˇnega kodirnika v levo oziroma desno stran, izberemo pa jo s pritiskom
na gumb. Ob izbiri se vnosnemu polju posˇlje en ali vecˇ vhodnih dogodkov.
Na Sliki 8.15 lahko v spodnjem desnem prikazovalnem oknu opazimo, da
je mozˇno vnesti sˇtevilo 255 v enem koraku (zelo pogost vnos pri vnasˇanju
mrezˇnih mask). Na ta nacˇin smo uporabniku nasˇega vmesnika pohitrili eno
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izmed ponavljujocˇih se operacij. Po vnosnem polju se lahko premikamo z na-
videznima tipkama ’CL’ (levo, ang. Cursor Left) ter ’CR’ (desno, ang. Cursor
Right). Brisanje je omogocˇeno prek navidezne tipke BSP (ang. backspace).
Vnasˇanje pa zakljucˇimo z izbiro navidezne tipke ’OK’ ali preko tipke za pre-
kinitev vnosa ’CANCEL’. Uporabnikom smo s pomocˇjo navidezne tipkovnice
in naprednih vhodnih polj preprecˇili napacˇen vnos podatkov. Navidezna tip-
kovnica prikazˇe le znake, ki so veljavni za dolocˇen tip vnosnega polja (tekst,
sˇtevilke, IP naslovi, ...). Vnosno polje pa pred uporabo vhodnega dogodka
preveri, cˇe bi njegova uporaba vodila v napacˇen vnos in ga v tem primeru
tudi zavrzˇe (npr. napacˇen IP naslov, predolg vnos, preveliko sˇtevilo).
Slika 8.15: Prikaz uporabe navidezne tipkovnice
Slika 8.16 prikazuje uporabniˇski vmesnik na Xiphra SE sˇifrirni napravi.
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Slika 8.16: Prikaz uporabniˇskega vmesnika na Xiphra SE sˇifrirni napravi
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V tej diplomski nalogi smo predstavili nacˇrtovanje in izdelavo uporabniˇskega
vmesnika za vgrajene sisteme. Zacˇeli smo s spoznavanjem vhodno-izhodnih
naprav in se nato spoznali tudi z nacˇinom njihove uporabe znotraj ope-
racijskega sistema Linux. Naucˇili smo se osnov uporabniˇsko usmerjenega
nacˇrtovanja uporabniˇskih vmesnikov ter slednje razsˇirili z uposˇtevanjem spe-
cificˇnosti vgrajenih sistemov. S predhodno narejenim nacˇrtom je bil tako
uspesˇno izdelan prvi racˇunalniˇski prototip uporabniˇskega vmesnika za Xi-
phra SE sˇifrirne naprave. Z vrednotenjem uporabniˇskega vmesnika s strani
strank bomo dobili odziv na morebitne pomankljivosti, ki jih bomo odpravili
v naslednjih iteracijah in tako sˇe izboljˇsali uporabniˇsko izkusˇnjo.
Izjemno smo zadovoljni z dosezˇenim, saj smo v omejenem cˇasu izdelali
sˇtevilne programske komponente, ki so hkrati tudi kvalitetne ter enostavno
razsˇirljive. Zadovoljni smo tudi z dejstvom, da smo bralcu te diplomske
naloge, predstavili izdelavo uporabniˇskega vmesnika za vgrajene sisteme na
celovit in poucˇen nacˇin. Ponosni smo tudi na to, da smo razvili programska
orodja, ki so nam znatno skrajˇsala potreben cˇas za razvoj uporabniˇskega
vmesnika (strosˇkovna ucˇinkovitost). Predvsem s pomocˇjo simulatorja sli-
kovnega medpomnilnika, ki nam je omogocˇil hitrejˇse testiranje programskih
knjizˇnic ter uporabniˇskega vmesnika. Uporabili pa smo ga tudi za testiranje
barvnih formatov, ki jih krmilnik SEPS525 ne podpira (na primer RGB444).
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Izdelali smo gonilnik slikovnega medpomnilnika za krmilnik SEPS525.
Slednji je v popolnosti razvit in zato ne pricˇakujemo potrebe po njegovi
razsˇiritvi. Testiranje pa ni odkrilo napak ali nezanesljivosti v delovanju.
Razvita graficˇna programska knjizˇnica dostopa do gonilnika slikovnega
medpomnilnika preko naprave slikovnega medpomnilnika (”fbdev”). Knjizˇnica
podpira sˇtevilne barvne formate, katerih nabor je mozˇno enostavno razsˇiriti.
Slednje je zelo pomembno, saj se bomo v prihodnosti zagotovo srecˇali s slikov-
nimi prikazovalniki, katerih barvni formati trenutno niso podprti. Knjizˇnico
imamo namen razsˇiriti tudi z dodatnimi izrisovalnimi algoritmi (krog, cˇrta,
pravokotnik z zaobljenimi robovi ...).
Graficˇno programsko knjizˇnico smo uporabili znotraj programske knjizˇnice
za izris gradnikov uporabniˇskega vmesnika. Slednja nam ponuja izris sˇtevilnih
gradnikov, ki pa jih imamo namen sˇe dodatno razsˇiriti. Izdelali bi lahko na
primer vsaj sˇe sledecˇe: seznam (ang list), potrditveno polje (ang. checkbox),
vecˇvrsticˇno tekstovno polje (ang. text area), dialog, histogram in animacijo.
Prednost uporabe lastnih podpornih knjizˇnic je prilagodljivost lastnim
potrebam ter specificˇnosti nasˇih naprav. Izdelane knjizˇnice zadosˇcˇajo vsem
nasˇim zahtevam in so povsem zadosˇcˇale za izdelavo uporabniˇskega vmesnika
za Xiphra SE sˇifrirne naprave. Prednost se je pokazala tudi v mozˇnosti
tesne integracije navidezne tipkovnice z ostalimi gradniki, saj smo na tak
nacˇin omogocˇili enostavno upravljanje uporabniˇskega vmesnika preko ome-
jene vhodne naprave (krozˇnega kodirnika). Slabost pa je odsotnost integrira-
nega razvojnega ogrodja za izdelavo uporabniˇskih vmesnikov, kar se odrazˇa v
pocˇasnejˇsemu razvoju. Slednje imamo namen omiliti s postavitvijo gradnikov
znotraj XML datoteke, ki jo bo uporabniˇski vmesnik uporabil za izris gra-
dnikov. S tem pristopom bomo tudi locˇili podatkovni in prikazovalni model
vmesnika.
Uporabniˇski vmesnik imamo namen razsˇiriti sˇe z vticˇnim (ang. socket)
protokololom, preko katerega bodo lahko ostali uporabniˇski procesi prikazo-
vali sporocˇila znotraj uporabniˇskega vmesnika.
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V nadaljevanju so opisane (”set/get”) metode razreda ”widget”, ki je glavni
razred znotraj programske knjizˇnice gradnikov uporabniˇskega vmesnika. Je
najpomembnejˇsi, saj njegove metode podedujejo vsi ostali gradniki. Slednje
tvorijo programski vmesnik, preko katerega lahko pridobivamo oziroma na-
stavljamo lastnosti posameznih gradnikov (barve, pisavo, polozˇaj ...).
A.1 Razred widget
A.1.1 set visible, get visible:
void (*set visible)(struct widget *widget, int visible);
int (*get visible)(struct widget *widget);
Metodo set visible() uporabimo za nastavljanje vidljivosti podanega gra-
dnika. Slednji se ne bo izrisal, v kolikor bomo nastavili parameter visible
na 0. Metodo get visible() pa uporabimo, ko zˇelimo ugotoviti, ali je gradnik
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trenutno viden.
A.1.2 set enabled, get enabled:
void (*set enabled)(struct widget *widget, int enabled);
int (*get enabled)(struct widget *widget);
Metodo set enabled() uporabimo za omogocˇanje in onemogocˇanje podanega
gradnika. V kolikor bo onemogocˇen (0), se ne bo odzival na vhodne dogodke
in bo izrisan v sivi barvi. Metodo get enabled() pa uporabimo, ko zˇelimo
ugotoviti, ali je gradnik trenutno omogocˇen.
A.1.3 set focus, get focus:
void (*set focus)(struct widget *widget, int focus);
int (*get focus)(struct widget *widget);
Z metodo set focus() lahko podanemu gradniku podelimo fokus (1) ali pa
mu ga vzamemo (0). Slednji se odziva na vhodne dogodke le, cˇe ima fokus.
Ko zˇelimo preveriti, cˇe ima gradnik fokus, uporabimo metodo get focus().
A.1.4 set focusable, get focusable:
void (*set focusable)(struct widget *widget, int focusable);
int (*get focusable)(struct widget *widget);
Z metodo set focusable() dolocˇimo, ali je mozˇno danemu gradniku pode-
liti fokus ali ne. Metodo get focusable() uporabimo, ko zˇelimo preveriti, ali
lahko gradniku podelimo fokus.
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A.1.5 set location, get location:
void (*set location)(struct widget *widget, s32 x, s32 y);
void (*get location)(struct widget *widget, wpoint t *point);
Z metodo set location() nastavimo lokacijo podanega gradnika na zaslonu.
Pridobimo pa jo s klicem metode get location().
A.1.6 set size, get size:
void (*set size)(struct widget *widget, u16 w, u16 h);
void (*get size)(struct widget *widget, wdim t *dim);
Z metodo set size() nastavimo velikost podanega gradnika. Pridobimo pa
jo s klicem metode get size().
A.1.7 set bounds, get bounds:
void (*set bounds)(struct widget *widget, s32 x, s32 y, u16 w, u16 h);
void (*get bounds)(struct widget *widget, wrect t *bounds);
Z metodo set bounds() nastavimo zunanje meje podanega gradnika (loka-
cijo in velikost). Pridobimo pa jih s klicem metode get bounds().
A.1.8 set margins, get margins:
void (*set margins)(struct widget *widget, u16 top, u16 bottom, u16 left,
u16 right);
void (*get margins)(struct widget *widget, wmargins t *margins);
Z metodo set margins() nastavimo odmike znotraj podanega gradnika (levi,
desni, zgronji in spodnji odmik). Pridobimo pa jih s klicem metode get margins().
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A.1.9 set border width, get border width:
void (*set border width)(struct widget *widget, size t width);
size t (*get border width)(struct widget *widget);
Z metodo set border width() nastavimo sˇirino zunanjega roba. Pridobimo
pa jo s klicem metode get margins().
A.1.10 set color *, get color *:
void (*set bgcolor)(struct widget *widget, u32 bgcolor);
u32 (*get bgcolor)(struct widget *widget);
void (*set border color)(struct widget *widget, u32 color);
u32 (*get border color)(struct widget *widget);
void (*set text color)(struct widget *widget, u32 color);
u32 (*get text color)(struct widget *widget);
Metode za nastavljanje in pridobivanje barv ozadja, zunanjega roba ter te-
ksta.
A.1.11 set font, get font:
void (*set font)(struct widget *widget, fbgfx fontid t fontid);
fbgfx fontid t (*get font)(struct widget *widget);
Z metodo set font() lahko nastavimo pisavo podanega gradnika. Pridobimo
pa jo s klicem metode get font().
A.1.12 set css:
void (*set css)(struct widget *widget, struct widget css *css);
Z metodo set css lahko nastavimo oblikovni stil podanega gradnika. Obli-
A.1. RAZRED WIDGET 107
kovni stil je podan preko podatkovne strukture widget css, ki vsebuje vse do
sedaj opisane slogovne parametre.
A.1.13 process input event:
void (*process input event)(struct widget *widget, struct winput event *ev);
Z metodo process input event() posˇljemo vhodni dogodek podanemu gra-
dniku. Gradnik se odzove tako, da podatek bodisi zavrzˇe bodisi ga uporabi
in spremeni svoj izris (npr. v vnosno polje se doda nov znak).
A.1.14 draw:
void (*draw)(struct widget *widget, struct fbgfx *gc);
Metoda za izris podanega gradnika.
