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Abstrakt
Simula´tor fotbalu robotu˚ je program vyvinuty´ na katedrˇe informatiky, slouzˇı´cı´ pro si-
mulaci hry rea´lny´ch robotu˚. Tato pra´ce si klade za cı´l navrhnout a naimplementovat
optimalizace jednotlivy´ch cˇa´stı´ simula´toru tak, aby vedly ke zrychlenı´ simulace a aby
simulace vı´ce odpovı´dala rea´lne´ hrˇe robotu˚. V pra´ci je popsa´na soucˇasna´ architektura
simula´toru a take´ jednotlive´ dı´lcˇı´ u´pravy provedene´ v simula´toru. Jedna´ se konkre´tneˇ o
u´pravu vy´beˇru optima´lnı´ strategie ty´mu, optimalizaci logova´nı´ pru˚beˇhu hry, paralelizaci
prova´deˇnı´ strategiı´ a taktik a implementaci pohybu ota´cˇenı´ robotu˚. V poslednı´ cˇa´sti jsou
popsa´ny zmeˇny vytvorˇene´ spolu s dalsˇı´mi cˇleny ty´mu.
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Abstract
Robot Soccer Simulator is a program developed at the department of computer science
and its purpose is to simulate real-world robot soccer fotball. The aim of this thesis is
to propose and implement optimizations of parts of the simulator which will lead to
increase in speed of the simulation and to further improve the simulation so that it better
reflects real robot football. The thesis describes current architecture and then individual
adjustments and implementaions made in simulator. Specificaly optimization of best
strategy rule selection, optimization of logging of the game, paralelization of strategy and
tactic execution and implementation of rotational motion of robots. Cooperation with
other colleagues who also worked with the simulator is described in the last part of the
thesis.
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Tato pra´ce je zameˇrˇena na optimalizace 2D simula´toru fotbalu robotu˚ vyvinute´m na
katedrˇe informatky. V programu se vyskytujı´ cˇa´sti, jejichzˇ optimalizace je du˚lezˇita´ pro
zrychlenı´ beˇhu samotne´ simulace, prˇı´padneˇ zlepsˇenı´ kvality celkove´ simulace tak, aby
vı´ce odpovı´dala rea´lne´ hrˇe robotu˚.
V prvnı´ cˇa´sti je nejprve popsa´na sta´vajı´cı´ architektura simula´toru a detailneˇji popsa´ny
jednotlive´ cˇa´sti simula´toru (hlavnı´ aplikace simula´toru, strategie, taktiky a fyzika´lnı´ en-
ginu). Je zde take´ vysveˇtlena hlavnı´ smycˇka simula´toru, ve ktere´ docha´zı´ k vy´pocˇtu˚m
strategiı´, taktik, k pohybu objektu˚ hracı´ sce´ny a k samotne´mu vykreslenı´ hracı´ sce´ny do
hlavnı´ho okna aplikace.
Ve druhe´ cˇa´sti jsou vysveˇtleny jednotlive´ u´pravy provedene´ v simula´toru. U´pravy byly
prova´deˇny jednak kvu˚li tomu, zˇe neˇktere´ cˇa´sti byly nevhodneˇ algoritmicky zpracova´ny
a vedly by tak k prˇilisˇne´mu zpomalenı´ simulace, nebo take´ z du˚vodu snahy o co mozˇna´
nejvı´ce realiteˇ odpovı´dajı´cı´ simulaci. Konkre´tnı´ zmeˇny zahrnujı´ u´pravu procesu vy´beˇru
optima´lnı´ho pravidla pro ty´m, u´pravu logova´nı´ pru˚beˇhu hry, paralelizaci provedenı´ stra-
tegiı´ a taktik pro jednotlive´ ty´my a implementaci pohybu ota´cˇenı´ robotu˚. Je zde take´
popsa´na spolupra´ce s kolegy, kterˇı´ rˇesˇı´ implementaci dalsˇı´ch vylepsˇenı´ simula´toru. Jedna´
se konkre´tneˇ o predikci chova´nı´ souperˇovy´ch robotu˚ a o implementaci pohybu robotu˚
kolem prˇeka´zˇky pomocı´ metody linea´rnı´ regrese. V pra´ci zaby´vajı´cı´ se predikcı´ chova´nı´
sˇlo konkre´tneˇ o eliminaci duplicit prˇi generova´nı´ novy´ch pravidel strategiı´ beˇhem hry.
Popı´sˇi postupy, ktere´ jsme pouzˇili prˇi implementaci a prˇı´padne´ proble´my, ktere´ se vy-
skytly.
V za´veˇru jsou zhodnoceny provedene´ u´pravy a nastı´neˇny dalsˇı´ mozˇnosti u´prav a op-
timalizacı´ simula´toru.
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2.1 Architektura simula´toru obecneˇ
Simula´tor je napsa´n kompletneˇ v programovacı´m jazyce C# [1] a je tedy postaven na
.NET Frameworku [2]. Konkre´tneˇ se jedna´ o jednotlive´ knihovny poskytujı´cı´ na´m trˇı´dy,
metody, enumerace, konstanty a funkce pro reprezentaci fotbalu robotu˚ v rea´lne´m sveˇteˇ.
Hlavnı´ cˇa´stı´ simula´toru je Windows Forms aplikace, ve ktere´ docha´zı´ k samotne´mu
pru˚beˇhu simulace a jejı´mu vykreslova´nı´ na hracı´ plochu.
Knihovny jsou rozdeˇleny na ”Core”knihovny, poskytujı´cı´ za´kladnı´ konstrukce, jako
naprˇı´klad matematicky´ Vector2D, jenzˇ je pouzˇit k reprezentaci ryhlosti a pozice mı´cˇe
cˇi robotu˚. Da´le pote´ na knihovnu Strategiı´, poskytujı´cı´ na´m metody pro vy´pocˇet nej-
vhodneˇjsˇı´ho pravidla strategie v kazˇde´m kroku hry, podle neˇjzˇ docha´zı´ k za´kladnı´mu
pozicova´nı´ cele´ho ty´mu (viz 2.3 - Strategie). Dalsˇı´m modulem je Knihovna Taktik, jenzˇ
v kazˇde´m kroku hry jemneˇji upravuje chova´nı´ jednotlivy´ch robotu˚, naprˇı´klad to, zˇe ma´
u´tocˇı´cı´ robot jı´t s mı´cˇem na bra´nu, nebo chova´nı´ bra´nı´cı´ch robotu˚. Poslednı´ du˚lezˇitou kni-
hovnou je knihovna fyzika´lnı´ho enginu, ktera´ se stara´ o spra´vne´ interakce mezi objekty
hernı´ sce´ny tak, aby co mozˇna´ nejvı´ce odpovı´daly realiteˇ (v soucˇasne´ verzi jsou trˇı´dy re-
prezentujı´cı´ fyzika´lnı´ engine soucˇa´stı´ hlavnı´ Windows Forms aplikace, logicky jsou vsˇak
tyto moduly plneˇ oddeˇlitelne´).
Funkce jednotlivy´ch knihoven jsou pote´ vsˇechny vyuzˇı´va´ny pra´veˇ v hlavnı´ Windows
Forms aplikaci. Jedna´ se tedy o pomeˇrneˇ modula´rnı´ syste´m, ktery´ umozˇnˇuje rozsˇı´rˇenı´
a u´pravu jednotlivy´ch cˇa´stı´ (knihoven) bez vy´razne´ho efektu na cˇa´sti ostatnı´, pokud by
byl zachova´n stejny´ interface. Pro lepsˇı´ ilustraci syste´mu jsou na obra´zku 1. zobrazeny
jednotlive´ cˇa´sti simula´toru a do nich patrˇı´cı´ trˇı´dy. Jelikozˇ pro pochopenı´ fungova´nı´ simu-
la´toru nejsou podstatne´ vsˇechny trˇı´dy, datove´ polozˇky a metody vsˇech cˇa´stı´, uva´dı´m jen
ty du˚lezˇite´. Na obra´zku 2. je pote´ zobrazeno hlavnı´ okno aplikace, ve ktere´m je mozˇno



























































Obra´zek 1: Architektura simula´toru
2.2 Hlavnı´ smycˇka simula´toru
Hlavnı´ smycˇka simula´toru probı´ha´ ve trˇı´deˇ FormSimulator (trˇı´da hlavnı´ho okna Windows
Forms aplikace) v metodeˇ timer1Tick, jezˇ je vyvola´na kazˇdy´ch 80 milisekund komponen-
tou timer1, cozˇ je cˇasovacˇ (instance trˇı´dy .NET frameworku Timer) zajisˇt’ujı´cı´ neusta´ly´
pru˚beˇh hry. V tomto tiku se strˇı´daveˇ vola´ metoda Refresh datove´ polozˇky pbxField, cozˇ
je instance trˇı´dy PictureBox. Tato trˇı´da slouzˇı´ ve WindowsForms aplikaci pro renderovacı´
u´cˇely a docha´zı´ v nı´ k vykreslenı´ cele´ hernı´ situace.
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Metoda Refresh tedy zajistı´ kazˇdy´ hernı´ krok vykreslenı´ hracı´ plochy s novy´mi u´daji a
hodnotami, ktere´ jsou pro dany´ krok vypocˇteny. Pote´ dojde k zavola´nı´ metody Tick datove´
polozˇky simul, cozˇ je instance hlavnı´ trˇı´dy simula´toru a to trˇı´dy Simulator. Tik datove´
polozˇky timer1 se spustı´ stisknutı´m tlacˇı´tka Start v hlavnı´m okneˇ aplikace. Zmı´neˇna´
trˇı´da Simulator, zodpoveˇdna´ za hlavnı´ pru˚beˇh simulace, obsahuje neˇkolik du˚lezˇity´ch
komponent:
• Polozˇka storage - instance trˇı´dy Storage, cozˇ je jaky´si kontejner informacı´ o vsˇech
objektech na hracı´ sce´neˇ. Tento kontejner se v kazˇde´m vola´nı´ metody Tick (viz nı´zˇe)
naplnı´ informacemi o objektech hracı´ sce´ny vola´nı´m prˇı´slusˇny´ch metod. V kazˇde´m
tiku je pote´ nad daty z tohoto kontejneru provedeno neˇkolik vy´pocˇtu˚ metodami
z ru˚zny´ch cˇa´stı´ knihovny (strategie, taktiky, fyzika´lnı´ engine). Provedenı´m teˇchto
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vykresluje cela´ hracı´ situace v jizˇ zmı´neˇne´ metodeˇ Refresh.
• Polozˇky reprezentujı´cı´ strategie leve´ho a prave´ho ty´mu (leftPlayerStrategy a right-
PlayerStrategy), cozˇ jsou instance trˇı´dy Strategy. Tyto trˇı´dy majı´ du˚lezˇitou metodu
TickStrategy, ktera´ ma´ jako vstupnı´ parametr referenci na instanci trˇı´dy Storage.
Tato metoda vypocˇte kam se majı´ roboti pohnout v dalsˇı´m kroku, z informacı´ ktere´
jı´ byly ve vstupnı´m parametru doda´ny (v podobeˇ kontejneru storage) a nastavı´ tyto
nove´ informace opeˇt v jizˇ zmı´neˇne´m globa´lnı´m kontejneru.
• Polozˇky reprezentujı´cı´ jednotlive´ roboty (rightPlayerRobots a leftPlayerRobots) -
Listy instancı´ trˇı´dy Robot, cozˇ je trˇı´da nesoucı´ vesˇkere´ du˚lezˇite´ informace o robo-
tovi na hracı´ plosˇe - Jeho ty´m, jeho fyzika´lnı´ reprezentaci urcˇenou instancı´ trˇı´dy
PhysObjSquare (to na´m zarucˇuje, zˇe se robot nechova´ jako naprˇ. jeden pixel, ale
opravdu jako cˇtverec), jeho aktua´lnı´ pozici v hracı´ plosˇe (reprezentovanou instancı´
trˇı´dy Vector2D, ktera´ zapouzdrˇuje x a y sourˇadnice 2D vektoru), jeho rychlost, cozˇ je
vpodstateˇ dalsˇı´ instance trˇı´dy Vector2D, da´le metody AddRobotToScene (zajisˇt’uje
prˇida´nı´ robota do fyzika´lnı´ sce´ny), metoda GoTo prˇı´padneˇ Stop, ktere´ kontrolujı´
nastavenı´ jeho datovy´ch polozˇek velocity podle toho jaky´ pohyb ma´ robot vykonat
v prˇı´sˇtı´m kroku a metoda Paint, zajisˇt’ujı´cı´ vykreslenı´ robota na hracı´ sce´neˇ.
• Polozˇka ball, instance trˇı´dy Ball, cozˇ je reprezentace hracı´ho mı´cˇe v simula´toru.
Obsahuje stejne´ datove´ polozˇky jako Robot pro jeho pouzˇitı´ v hracı´ sce´neˇ, fyzika´lnı´
reprezentacı´ je pote´ instance trˇı´dy PhysObjCircle.
• Polozˇka physicalScene, instance trˇı´dy PhysicalScene - jedna´ se o trˇı´du prˇedstavujı´cı´
fyzika´lnı´ reprezentaci hracı´ plochy. Tato trˇı´da obsahuje prˇı´slusˇne´ metody pro rˇesˇenı´
pohybu objektu˚ na sce´neˇ a jejich vza´jemnou interakci (kolize).
Prˇi inicializaci polozˇky simul ve trˇı´deˇ FormSimulator dojde rovneˇzˇ k inicializaci po-
lozˇky storage a k jejı´mu naplneˇnı´ u´daji z vytvorˇeny´ch instancı´ trˇı´d Robot a Ball. U kazˇde´ho
objektu na sce´neˇ je potrˇeba pro provedenı´ vy´pocˇtu˚ s nimi zna´t jejich vektor, urcˇujı´cı´ sou-
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(velocity).
Ve zmı´neˇne´ metodeˇ Tick trˇı´dy Simulator docha´zı´ k na´sledujı´cı´m akcı´m:
1. Vola´nı´m prˇı´slusˇny´ch metod na datove´ polozˇce storage se nastavı´ v instanci trˇı´dy
Storage pozice robotu˚ a mı´cˇe v okamzˇiku zavola´nı´ metody Tick.
2. Na´sledneˇ dojde k zavola´nı´ metod TickStrategy u instancı´ reprezentujı´cı´ strategie jed-
notlivy´ch ty´mu˚ (leftPlayerStratetgy a rightPlayerStrategy). Tyto metody provedou
vy´pocˇet optima´lnı´ho vy´beˇru pravidel pro roboty dany´ch ty´mu˚. Na´sleˇdneˇ dojde k
provedenı´ taktik nad jednotlivy´mi ty´my a nastavenı´ prˇı´slusˇny´ch datovy´ch polozˇek
opeˇt v objektu storage (informace o tom kam se ma´ robot pohnout - instance trˇı´dy
Vector2D - polozˇka positionMove u kazˇde´ho robota).
3. Pote´ dojde k zavola´nı´ metody GoTo pro vsˇechny roboty na sce´neˇ. Tato metoda
nastavı´ prˇı´slusˇnou datovou polozˇku u instancı´ trˇı´dy Robot (polozˇku velocity), pra´veˇ
na za´kladeˇ informace z polozˇky positionMove. Pomocı´ vektoru velocity pote´ dojde
k vykreslenı´ pohybu robota. Informace o tom, jake´ hodnoty se majı´ metodeˇ GoTo
prˇedat, se zı´skajı´ v hlavnı´ smycˇce z globa´lnı´ho kontejneru storage.
4. Dojde k zavola´nı´ metody TickPhysics datove´ polozˇky physicalScene, ktera´ zapouz-
drˇuje fyzika´lnı´ sce´nu hracı´ plochy. V te´to metodeˇ dojde k detekci kolizı´ a jejich
vyrˇesˇenı´, provedenı´ pohybu mı´cˇe a robotu˚ (nikoliv vsˇak k jeho prˇekreslenı´ na hracı´
plosˇe, zde docha´zı´ pouze ke zmeˇneˇ hodnoty polozˇky uda´vajı´cı´ pozici objektu˚ - vek-
tor position) pomocı´ informacı´ z jednotlivy´ch instancı´ trˇı´d Robot a Ball (detailneˇjsˇı´
popis v sekci 2.5 - Fyzika´lnı´ Engine).
5. Prˇekreslenı´ cele´ hracı´ plochy, tentokra´t jizˇ s novy´mi u´daji o vsˇech objektech hracı´
sce´ny metodou Repaint trˇı´dy FormSimulator.
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2.3 Strategie
Hlavnı´ cˇa´stı´ knihovny urcˇujı´cı´ pohyb a chova´nı´ robotu˚ je knihovna Strategie (Strategy).
Strategie je v simula´toru cha´pa´na jako soubor pravidel pro kazˇdy´ ty´m, urcˇujı´cı´ kam se
majı´ roboti v soucˇasne´m kroku prˇesunout na za´kladeˇ pozic objektu˚ na hracı´ plosˇe. Stra-
tegie je tedy urcˇena pouze k pozicova´nı´ ty´mu˚ robotu˚ a to v tzv. gridovy´ch sourˇadnicı´ch.
Gridove´ sourˇadnice rozdeˇlujı´ hracı´ plochu na zjednodusˇenou matici (v soucˇasne´ verzi
hry ma´ rozmeˇry 6x4 prvku˚). Pro simulaci a pozicova´nı´ robotu˚ pomocı´ strategie je toto roz-
deˇlenı´ vy´hodneˇjsˇı´, jelikozˇ je jednodusˇsˇı´ prova´deˇt vy´pocˇty nad mensˇı´ maticı´. Rozdeˇlenı´ na
gridove´ sourˇadnice je take´ pro realizaci strategiı´ plneˇ dostacˇujı´cı´ [9] Pro jemneˇjsˇı´ poloho-
va´nı´ robota, ktere´ se vyuzˇı´va´ u taktik je vsˇak vzˇdy potrˇeba prˇepocˇı´tat gridove´ sourˇadnice
zpeˇt na rea´lne´ sourˇadnice (v soucˇasne´ verzi hry se mu˚zˇe objekt pohybovat na plosˇe o
rozmeˇrech 180x110 pixelu˚).
Strategie je v kazˇde´m hernı´m kroku reprezentova´na jednı´m pravidlem (v simula´toru
reprezentova´no instancemi trˇı´dy GridRule), ktere´ popisuje pozice robotu˚ obou ty´mu˚ a
mı´cˇe v soucˇasne´m kroku a pozice kam by se meˇli roboti na za´kladeˇ te´to informace pohnout
v kroku na´sledujı´cı´m. Tato informace je ulozˇena formou textove´ho souboru, a po spu-
sˇteˇnı´ simula´toru a nacˇtenı´ dane´ strategie dojde k inicializaci instance trˇı´dy reprezentujı´cı´
mnozˇinu jednotlivy´ch strategiı´ pro kazˇdy´ ty´m (tato mnozˇina je reprezentova´na instancı´
trˇı´dy GridStrategy u strategiı´ pro oba ty´my) a jejı´ naplneˇnı´ instancemi trˇı´dy GridRule
(neboli jednotlivy´mi pravidly). V textove´m souboru je na´sledujı´cı´m zpu˚sobem popsa´no
kazˇde´ pravidlo:
.Rule 1 o Name
.Mine 3,3 2,4 2,2 2,1
.Oppnt 6,3 6,4 6,2 5,1
.Ball 5,5
.Move 4,4 5,4 3,2 3,1
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Hodnoty v rˇa´dcı´ch uvozeny´ch ”.Mine”a ”.Oppnt”uda´va´jı´ pozice hra´cˇu˚ obou ty´mu˚ jako
sourˇadnice x a y v matici ”gridove´ho”hracı´ho pole. Rˇa´dek ”.Ball”uda´va´ pozici mı´cˇe a
rˇa´dek ”.Move”uda´va´ ty pozice na ktere´ se v prˇı´sˇtı´m kroku hry majı´ pohnout hra´cˇi z po-
zic ”.Mine”. Pro branka´re kazˇde´ho ty´mu nenı´ v pravidlech zapsa´no jeho chova´nı´, jelikozˇ
branka´rˇ ma´ specifickou u´lohu (neprˇemist’uje se po cele´m hrisˇti, ale pouze si ”hlı´da´”prostor
brankovisˇteˇ. Pro branka´rˇe je implementova´no chova´nı´ prˇı´mo v ko´du metodou GoalKe-
eperStrategy ve trˇı´da´ch strategiı´ obou ty´mu˚. Ta upravuje branka´rˇu˚v pohyb tak, aby se
jeho rea´lna´ Y sourˇadnice pokud mozˇno vzˇdy rovnala rea´lne´ Y sourˇadnici mı´cˇe a jeho
rea´lna´ X sourˇadnice je konstantnı´ v oblasti brankovisˇteˇ (toto chova´nı´ je v situaci kdy se
mı´cˇ nacha´zı´ v blı´zkosti brankovisˇteˇ prˇepsa´no taktikou, ktera´ da´le upravı´ pohyb branka´rˇe
- viz 2.4 - Taktiky).
Pro prˇepocˇet mezi rea´lny´mi sourˇadnicemi pozice robota cˇı´ mı´cˇe a tzv. gridovy´mi sou-
rˇadnicemi a naopak mu˚zˇeme pouzˇı´t prˇı´slusˇne´ metody trˇı´dy GridStrategy a to RealToGrid
respektive GridToReal. Po vypocˇtenı´ optima´lnı´ho pravidla pro dany´ ty´m je kazˇde´mu z ro-
botu˚ nastavena polozˇka positionMove (instance trˇı´dy Vector2D uda´vajı´cı´ pozici robota)
a na za´kladeˇ te´to informace je pote´ vypocˇten vektor rychlosti a smeˇru pohybu robota
(polozˇka velocity) metodou GoTo trˇı´dy Robot.
Na za´kladeˇ vektoru velocity docha´zı´ ve fyzika´lnı´m enginu k samotne´mu pohybu
robotu˚ a mı´cˇe hernı´ sce´ny v cˇase (metodou move prˇı´slusˇny´ch objektu˚). Je zrˇejme´, zˇe mı´cˇ
nema´ datovou polozˇku positionMove, jeho pozice a smeˇrovy´ vektor posunu jsou vzˇdy
vypocˇteny azˇ ve fyzika´lnı´m enginu na za´kladeˇ jeho kolize s roboty a okraji hernı´ plochy.
Cely´ princip ”chova´nı´”objektu˚ hracı´ sce´ny v hernı´m kroku je zna´zorneˇn na obra´zku
3.
2.4 Taktiky
Knihovna taktik, ktera´ je zodpoveˇdna´ za za´kladnı´ fotbalove´ konstrukce jako jsou naprˇı´-
klad ”u´tok”, ”obrana”, cˇi ”prˇihra´vka”, prˇı´padneˇ za interakci jednotlivy´ch robotu˚ mezi
sebou v ra´mci ty´mu, je v soucˇasne´ verzi simula´toru pomeˇrneˇ stroha´ a nedodeˇlana´. Ob-
sahuje vpodstateˇ jen za´kladnı´ metody pro vy´beˇr jednoho robota z kazˇde´ho ty´mu jako
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Zmna hodnot 2D vektoru urující 
kam se má robot pohnout - výsledkem 
jsou gridové souadnice  v 2D vektoru 
PositionMove každého objektu scény
(v metod TickStrategy jednotlivých tým)
Zmna hodnot 2D vektoru velocity - 
 tato hodnota je vypotena metodou GoTo
 píslušných objekt na základ hodnoty 
PositionMove (v hlavní smyce hry)
Posun objekt herní scény na základ
 hodnoty vektoru velocity






(v metod TickStrategy 
jednotlivých tým)
Pepoet gridových souadnic na 
reálné pro poteby knihovny taktik
(v metod TickStrategy jednotlivých tým)
Obra´zek 3: Pohyb objektu˚ hracı´ sce´ny
u´tocˇnı´ka a jeho na´sledne´ vedenı´ s mı´cˇem na bra´nu souperˇe. Da´le pak rˇı´zenı´ pohybu bran-
ka´rˇe pokud se v blı´zkosti jeho brankovisˇteˇ ocitne mı´cˇ tak, aby se snazˇil mı´cˇ z brankovisˇteˇ
vytlacˇit. K vy´pocˇtu˚m taktik docha´zı´ po provedenı´ vy´beˇru optima´lnı´ strategie a to opeˇt
prˇeda´nı´m kontejneru storage a na´sledny´m vola´nı´m metod, ktere´ prˇı´mo upravujı´ polozˇku
positionMove jednotlivy´ch robotu˚. Jelikozˇ taktiky pracujı´ s rea´lny´mi sourˇadnicemi (pro
jemnost simulace taktik je nemozˇne´ pouzˇı´t gridove´ sourˇadnice), je potrˇeba prˇeve´st po
provedenı´ strategiı´ sourˇadnice objektu˚ z gridovy´ch na rea´lne´ pomocı´ prˇı´slusˇny´ch metod
(viz 2.3 - Strategie). V budoucı´ch verzı´ch simula´toru je pla´nova´no podstatne´ rozsˇı´rˇenı´
pra´veˇ te´to knihovny.
2.5 Fyzika´lnı´ Engine
Jelikozˇ ma´ program simulovat rea´lnou hru robotu˚, je v neˇm implementova´n i fyzika´lnı´
engine, resˇı´cı´ posun objektu˚ po hracı´ plosˇe a rˇesˇenı´ jejich vza´jemny´ch kolizı´. Engine
pracuje pouze s fyzika´lnı´mi reprezentacemi objektu˚ hracı´ sce´ny, nad ktery´mi prova´dı´
samotne´ vy´pocˇty. Podobneˇ jako v pra´ci, kterou rˇesˇil p. Klancˇar a jeho ty´m je proces nalezenı´
kolizı´ rozdeˇlen do dvou podfa´zı´ [10] . Nejprve jsou mezi mozˇne´ kolize zarˇazeny ty objekty,
jejichzˇ blı´zkost v hracı´m poli by znamenala potencia´lnı´ kolizi v dalsˇı´ch krocı´ch hry (u
zmı´neˇne´ho ty´mu je toto realizova´no na za´kladeˇ prˇekryvu tzv. bounding boxu˚ kazˇde´ho
objektu) a azˇ kdyzˇ dva objekty splnˇujı´ tuto podmı´nku, dojde k jemneˇjsˇı´mu posouzenı´
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samotne´ kolize. Toto je vy´hodneˇjsˇı´ zejme´na z hlediska cˇasove´ na´rocˇnosti metody hleda´nı´
kolizı´.
Fyzika´lnı´ engine je v simula´toru reprezentova´n hlavnı´ trˇı´dou PhysicalScene. Trˇı´da
obsahuje Listy instancı´ trˇı´d prˇedstavujı´cı´ fyzika´lnı´ zastoupenı´ objektu˚ v hracı´ plosˇe (mı´cˇ
ma´ fyzika´lnı´ reprezentaci instancı´ trˇı´dy PhysObjCircle, robot je reprezentova´n trˇı´dou
PhysObjSquare, okraje hracı´ plochy pote´ trˇı´dou PhysObjPlane). Prˇi inicializaci simula´-
toru dojde k naplneˇnı´ teˇchto listu˚ instancemi prˇı´slusˇny´ch objektu˚ vsˇech robotu˚, mı´cˇe a
okraju˚ plochy na sce´neˇ pomocı´ metod AddRobotToScene, AddBallToScene a AddArea-
ToScene. Prˇi zavola´nı´ metody TickPhysics v hlavnı´ smycˇce simula´toru dojde k zavola´nı´
trˇı´ podstatny´ch metod trı´dy PhysicalScene:
• FindNextCollisions - Metoda, ktera´ na za´kladeˇ u´daju˚ z naplneˇny´ch listu˚ zjisˇtujeˇ,
zda ve sce´neˇ nedocha´zi mezi neˇktery´mi fyzika´lnı´mi objekty ke kolizi. Pokud ke
kolizi docha´zı´ (kolize jsou v enginu rˇesˇeny prˇedikcˇneˇ - tedy ke skutecˇne´mu ”prˇe-
krytı´”dvou objektu˚ sce´ny prakticky nikdy nedojde), je tato informace prˇida´na do
listu uchova´vajı´cı´m vsˇechny kolize v soucˇasne´m kroku hry (list collisions trˇı´dy Phy-
sicalScene). Typy kolizı´, se ktery´mi fyzika´lnı´ engine pracuje, mohou by´t na´sledujı´cı´:
– Kolize mı´cˇe a okraje hernı´ plochy (trˇı´da CollisionCirclePlane)
– Kolize mı´cˇe a robota (trˇı´da CollisionCircleSquare)
– Kolize mı´cˇe, robota a okraje hernı´ plochy za´rovenˇ (CollisionSquareCirclePlane)
viz obra´zek 4.
– Kolize mı´cˇe a dvou robotu˚ (CollisionSquareCircleSquare) viz obra´zek 5.
– Kolize robota a okraje hernı´ plochy (CollisionSquarePlane)
• DeleteDupeCollisions - Metoda starajı´cı´ se o to, aby se v kolekci kolizı´ nevyskytovaly
nadbytecˇne´ cˇi duplicitnı´ kolize. Pokud se ve sce´neˇ vyskytne naprˇı´klad kolize dvou
robotu˚ a mı´cˇe, metoda FindNextCollisions tuto situaci vyhodnotı´ jako 3 ru˚zne´ kolize









Obra´zek 5: Kolize robota, mı´cˇe a robota
robotu˚ a mı´cˇe. Je tedy potrˇeba odstranit prvnı´ a druhou prˇebytecˇnou kolizi, jelikozˇ
je jizˇ obsazˇena ve trˇetı´.
• MakeCollision - Metoda prova´deˇjı´cı´ vsˇechny kolize z kolekce kolizı´
• Move - Metoda prˇı´slusˇny´ch fyzika´lnı´ch objektu˚ sce´ny, prova´deˇjı´cı´ posun robotu˚ a
mı´cˇe v cˇase ve fyzika´lnı´ sce´neˇ na za´kladeˇ informacı´ z jejich vektoru velocity.
Pru˚beˇh metody TickPhysics je zna´zorneˇn na obra´zku 6.
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Vyhledání všech kolizí
v souasné herní situaci 
(metoda FindNextCollisions)
Odstranní redundantních kolizí 
(metoda DeleteDupeCollisions)
Posun objekt herní plochy 
(metoda move píslušných objekt)
Provedení kolizí jednotlivých objekt 
(metoda MakeCollision píslšných kolizí)
Obra´zek 6: Pru˚beˇh metody TickPhysics
Detailneˇji je samotny´ fyzika´lnı´ engine i rˇesˇenı´ jednotlivy´ch kolizı´ popsa´no v diplomove´
pra´ci, ktera´ se zaby´vala implementacı´ enginu do simula´toru [3].
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3 Optimalizace cˇa´stı´ simula´toru
3.1 Alrgoritmus vy´beˇru optima´lnı´ho pravidla
3.1.1 Soucˇasny´ algoritmus
V soucˇasne´ verzi hry je algoritmus vy´beˇru optima´lnı´ho pravidla ze strategie ty´mu imple-
mentova´n takto: ve trˇı´deˇ pro strategii ty´mu (leftPlayerStrategy, rightPlayerStrategy) je v
kazˇde´m kroku hry zavola´na metoda pro provedenı´ strategie kazˇde´ho ty´mu (TickStrategy)
jejı´mzˇ parametrem je storage - kontejner obsahujı´cı´ informace o pozicı´ch robotu˚ a mı´cˇe v
dane´m kroku hry. V te´to metodeˇ je nejprve nastavena jizˇ zmı´neˇna´ strategie pro go´lmana a
pote´ je metodou pro vy´beˇr optima´lnı´ho pravidla (FindBestRule) vybra´no optima´lnı´ pra-
vidlo z mnozˇiny pravidel pro dany´ ty´m (mnozˇina pravidel je instance trˇı´dy GridStrategy,
obsahujı´cı´ jednotliva´ pravidla - instance trˇı´dy GridRule). Na konci metody TickStrategy
je jesˇteˇ zavola´na metoda pro vykona´nı´ taktik pro dany´ ty´m - metoda ChooseTactic trˇı´dy
TacticChooser.
Princip soucˇasne´ verze metody pro vy´beˇr optima´lnı´ho pravidla je na´sledujı´cı´: Pro ka-
zˇdy´ objekt na sce´neˇ, jehozˇ pozice je uvedena v jednotlivy´ch pravidlech (tedy pro 8 robotu˚
a mı´cˇ - v textove´m souboru pravidel uvozeny jako .Mine, .Ball a .Oppnt) je spocˇı´ta´na
vzda´lenost mezi jeho soucˇasnou pozicı´ a pozicı´ v kazˇde´m pravidle, abychom mohli urcˇit,
ktere´ pravidlo nejle´pe odpovı´da´ soucˇasne´mu stavu hry. Tyto vzda´lenosti jsou pote´ secˇ-
teny a pravidlo s nejmensˇı´ celkovou vzda´lenostı´ (nazveˇme tuto vzda´lenost koeficientem
vzda´lenosti) je vybra´no jako optima´lnı´ pravidlo pro tento krok hry a na za´kladeˇ tohoto
pravidla jsou pote´ roboti posla´ni na pozice v kroku prˇı´sˇtı´m. Jelikozˇ vsˇak nenı´ zna´mo, ktery´
za´znam o pozici robota v kazˇde´m pravidle reprezentuje jake´ho robota v soucˇasne´ hrˇe,
je tento vy´pocˇet nutne´ prove´st permutacˇneˇ na vsˇechny mozˇne´ kombinace porˇadı´ robotu˚
(do kontejneru jsou roboti prˇirˇazeni vzˇdy ve stejne´m porˇadı´, nehledeˇ na jejich soucˇasnou
pozici ve hrˇe). Algoritmus tedy obsahuje pole 24 polı´ obsahujı´cı´ permutaci 4 pozic robotu˚
pro kazˇdy´ ty´m (tento model je znacˇneˇ nevy´hodny´, jednak z pohledu rychlosti a take´ z
pohledu rozsˇirˇitelnosti, prˇi zvednutı´ pocˇtu hra´cˇu˚ na 5 by toto pole bylo jizˇ 120 prvkove´).
Na obra´zku 7. je zobrazena situace prˇi vy´beˇru optima´lnı´ho pravidla pro levy´ ty´m:
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.Rule 1 o Name
.Mine 3,3 2,4 2,2 2,1
.Oppnt 6,3 6,4 6,2 5,1
.Ball 5,5
.Move 4,4 5,4 3,2 3,1















Obra´zek 7: Situace prˇi vy´beˇru pravidla
Znakem „?“ jsou zobrazeny pozice, na ktere´ se majı´ roboti leve´ho ty´mu podle zada-
ne´ho pravidla v prˇı´stı´m kroku hry pohnout. Nevı´me vsˇak, ktery´ robot se ma´ pohnout na
kterou sourˇadnici. Je tedy potrˇeba zjistit, u ktere´ho porˇadı´ robotu˚ v poli robotu˚ odpovı´da´
rozestavenı´ nejvı´ce zadane´ situaci v pravidle (proto tedy musı´me porovna´vat situaci v
pravidle s permutacı´ porˇadı´ robotu˚ v listu robotu˚).
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V na´sledujı´cı´m ko´du je uvedena soucˇasna´ metoda pro nalezenı´ optima´lnı´ho pravidla
pro ty´m. Pole indexes je zmı´neˇne´ 24 prvkove´ pole obsahujı´cı´ vsˇechny mozˇne´ porˇadı´ robotu˚
v listu robotu˚.
GridRule FindBestRule(ref int [] perm, Storage storage) {
GridRule bestRule = null;
int [][] indexes = { new int[] { 1, 2, 3, 0 }, ...};
// Celkovy´ koeficient pravidla
double min = double.MaxValue;
// Pro kazˇde´ pravidlo z mnozˇiny pravidel dane´ho ty´mu
foreach (GridRule rule in gStrategy.Rules) {
// Vypocˇteme vzda´lenost soucˇasne´ pozice mı´cˇe a pozice mı´cˇe v pravidle
double ballRuleSize = rule.Ball .DistanceFrom(storage.Ball)
// Koeficient vzda´lenosti mezi soucˇasny´mi pozicemi
// robotu˚ souperˇe a pozicemi robotu˚ souperˇe v pravidle
double oppRuleSize = double.MaxValue;
// Pro vsˇechny mozˇne´ kombinace porˇadı´ souperˇovy´ch robotu˚
// spocˇteme jejich vzda´lenosti od pozic v pravidle
foreach ( int [] i in indexes) {
double size = rule.Oppnt[0].DistanceFrom(storage.OppRobots[i[0]] + rule.Oppnt[1].
DistanceFrom(storage.OppRobots[i[1]]) +
rule .Oppnt[2].DistanceFrom(storage.OppRobots[i[2]]) + rule.Oppnt[3].DistanceFrom(
storage.OppRobots[i[3]]);
if (size < oppRuleSize)
oppRuleSize = size;
}
// Pro vsˇechny mozˇne´ kombinace porˇadı´ nasˇich robotu˚
// spocˇteme jejich vzda´lenosti od pozic v pravidle
foreach ( int [] i in indexes) {
double myRuleSize = rule.Mine[0].DistanceFrom(storage.MyRobots[i[0]]) + rule.Mine[1].
DistanceFrom(storage.MyRobots[i[1]]) +
rule .Mine[2].DistanceFrom(storage.MyRobots[i[2]]) + rule.Mine[3].DistanceFrom(storage.
MyRobots[i[3]]);
// Pokud je koeficient vzda´lenosti pravidla mensˇı´ nezˇ dosavadnı´
if (ballRuleSize + oppRuleSize + myRuleSize < min) {






// Metoda vracı´ nejoptima´lneˇjsˇı´ pravidlo
return bestRule;
}
Vy´pis 1: Soucˇasny´ algoritmus vy´beˇru optima´lnı´ho pravidla
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Nejprve je tedy spocˇı´ta´na vzda´lenost mezi soucˇasnou pozicı´ mı´cˇe a pozicı´ v kazˇde´m
pravidle a pote´ tyto vzda´lenosti i pro kazˇde´ho robota. Metoda DistanceFrom spocˇı´ta´
vzda´lenost dvou objektu˚ pomocı´ 2D vektoru˚ uda´vajı´cı´ jejich pozice, v prˇı´padeˇ nasˇı´ hry je
vsˇak tato metoda neprˇesna´, jelikozˇ pouzˇı´va´ vzda´lenost dvou bodu˚ v prostoru a neuvazˇuje
gridove´ rozdeˇlenı´ hracı´ plochy. Tato vzda´lenost je vypocˇtena na´sledovneˇ: Pro dany´ vektor
p(x, y) je vzda´lenost od vektoru q(x, y) rovna:
distance(p, q) =
√
(px − qx)2 + (py − qy)2
Neprˇesnost te´to metody je uvedena na na´sledujı´cı´m prˇı´kladu: Na obra´zku 8. je robot






Obra´zek 8: Pozice robota
distance(p, q) =
√
(1− 2)2 + (1− 2)2 ∼= 1, 41
Na obra´zku 9. je robot nejprve v pozici x = 1, y = 1 a pote´ v pozici x = 1, y = 2.






Obra´zek 9: Pozice robota
distance(p, q) =
√
(1− 1)2 + (1− 2)2 = 1
Vzda´lenost robota mezi jednotlivy´mi situacemi na obra´zku 8. je tedy soucˇasnou me-
todou vyhodnocena jako 1,41. V gridovy´ch sourˇadnicı´ch hry ovsˇem potrˇebujeme, aby
vzda´lenost byla rovna 1, jelikozˇ pozice spolu prˇı´mo sousedı´ (to znamena´, zˇe robot se
posunul jen o jedno pole - jak pozice na obr. 8. tak na obr. 9. by meˇly by´t vyhodnoceny
jako stejne´ situace). V cˇa´sti Implementace nove´ho algoritmu je popsa´no rˇesˇenı´ tohoto
proble´mu novy´m algoritmem.
3.1.2 Implementace nove´ho algoritmu
Nejprve byl implementova´n novy´ algoritmus pro vy´pocˇet vzda´lenosti dvou bodu˚ v gri-
dovy´ch sourˇadnicı´ch. Metoda pro tento vy´pocˇet ma´ jako parametry dva 2D vektory a
vracı´ vzda´lenost jako cele´ cˇı´slo. Princip metody je popsa´n na´sledujı´cı´m ko´dem:





if (a.X < b.X) tempx = (int)(b.X − a.X);
else if (a.X == b.X) tempx = 0;
else tempx = (int) (a.X − b.X);
if (a.Y < b.Y) tempy = (int)(b.Y − a.Y);
else if (a.Y == b.Y) tempy = 0;
else tempy = (int) (a.Y − b.Y);
if (tempx == tempy) return tempx;
else if (tempx == 0) return tempy;
else if (tempy == 0) return tempx;
else if (tempx > tempy) return tempy + (tempx − tempy);
else return tempx + (tempy − tempx);
}
Vy´pis 2: Metoda pro vy´pocˇet vzda´lenosti dvou bodu˚ v gridovy´ch sourˇadnicı´ch
Pro vstupy vektoru˚ p(1, 1) a q(2, 2) vra´tı´ metoda vy´sledek 1. Metoda tedy spra´vneˇ pocˇı´ta´
vzda´lenost dvou bodu˚ v hracı´m poli jako pocˇet kroku˚, ktery´mi se z jednoho bodu do-
staneme do druhe´ho, paklizˇe je jeden krok roven pohybu z jedne´ gridove´ sourˇadnice na
sourˇadnici sousedı´cı´.
S pouzˇitı´m te´to metody je nynı´ mozˇno vypocˇı´tat celkovy´ koeficient vzda´lenosti mezi
soucˇasnou hernı´ situacı´ a situacı´ popsanou v kazˇde´m z pravidel. Oznacˇme koeficient
vzda´lenosti dvou situacı´ jako Kc , pak:
Kc = Kn +Ks +Km
kde Kn je rovno soucˇtu vzda´lenostı´ pozic nasˇich robotu˚ mezi soucˇasnou situacı´ a situacı´
v pravidle, Ks je roven soucˇtu vzda´lenostı´ pozic souperˇovy´ch robotu˚ a Km je roven vzda´-
lenosti pozic mı´cˇe. Jelikozˇ pozice robotu˚ v poli mu˚zˇeme zapsat jako matici, kdy jednotlive´
rˇa´dky tvorˇı´ dvourozmeˇrne´ vektory urcˇujı´cı´ pozici robota, mu˚zˇeme koeficienty Kn a Kn
urcˇı´t pomocı´ metody na vy´pocˇet vzda´lenosti mezi dveˇma teˇmito maticemi. Matici bu-
deme pro algoritmicky´ vy´pocˇet reprezentovat jako list dvourozmeˇrny´ch vektoru˚. Metoda
tedy bude mı´t jako parametry dva tyto listy a bude vracet vzda´lenost matic jako cele´ cˇı´slo
prˇedstavujı´cı´ sumu vzda´lenosti jednotlivy´ch vektoru˚ v maticı´ch. Je vsˇak trˇeba vyrˇesˇit to,
ktery´ vektor z prvnı´ matice budeme porovna´vat s ktery´m vektorem z matice druhe´. U
soucˇasne´ho algoritmu je to vyrˇesˇeno pomocı´ permutace, kdy se porovna´va´ kazˇdy´ vektor
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s kazˇdy´m a pote´ se urcˇı´ u ktere´ho porˇadı´ byl vy´sledek nejnizˇsˇı´. V nove´m algoritmu je
pouzˇito tzv. mapova´nı´, jehozˇ princip je vysveˇtlen na na´sledujı´cı´m prˇı´kladu: Meˇjme pole
vektoru˚ M1 a M2 obsahujı´cı´ cˇtyrˇi dvourozmeˇrne´ vektory a1 azˇ a4. Tato pole reprezentujı´
matici rozestavenı´ robotu˚ v hernı´ situaci:
M1 = (a1, a2, a3, a4)
M2 = (a1, a2, a3, a4)
Nynı´ budeme v cyklu postupneˇ meˇrˇit vzda´lenosti mezi jednotlivy´mi vektory, a pokud
nalezneme vektory, jejichzˇ vzda´lenost je rovna urcˇite´ hodnoteˇ kterou s kazˇdy´m krokem
navysˇujeme, tak je oznacˇı´me za ”namapovane´”, jejich vzda´lenost prˇicˇteme k celkove´
vzda´lenosti matic a v prˇı´sˇtı´m kroku budeme tyto vektory pro vy´pocˇty ignorovat. Pro
u´cˇely mapova´nı´ si tedy u kazˇde´ho vektoru zavedeme pomocnou vlastnost isMapped,
urcˇujı´cı´ zda uzˇ byl s neˇjaky´m vektorem namapova´n. V simula´toru mu˚zˇe by´t maxima´lnı´
vzda´lenost mezi dveˇma objekty v gridovy´ch sourˇadnicı´ch rovna 5 a minima´lnı´ vzda´lenost
rovna 0 (robot je v obou hernı´ch situacı´ch ve stejne´ sourˇadnici), proto bude cyklus zacˇı´nat
na 0 a koncˇit na 5, s krokem 1. Vy´pocˇet vzda´lenosti mezi dveˇma body probı´ha´ pomocı´
vy´sˇe popsane´ metody PointDistance. Vektory prˇedstavujı´cı´ pozice robotu˚ je vsˇak potrˇeba
v poli vzˇdy serˇadit, a to nejprve podle y sourˇadnice a pote´ podle x sourˇadnice. To na´m
zajistı´, zˇe porˇadı´ vektoru˚ v poli bude vzˇdy odpovı´dat rozmı´steˇnı´ hra´cˇu˚ na hernı´ plosˇe v






výsledné pole vektor: M = {a, b, c, d}
Obra´zek 10: Smeˇr naplnˇova´nı´ pole vektoru˚
int MatrixDistance(List<Vector2D> a, List<Vector2D> b) {
// Celkova´ ”vzda´lenost” dvou hernı´ch situacı´
int sumDistance = 0;
for ( int i = 0; i < 6; i++) {
for ( int j = 0; j < 4; j++) {
for ( int k = 0; k < 4; k++) {
// Vzda´lenost 2 vektoru˚ se vypocˇte jen pokud jesˇte oba nejsou namapova´ny
if (a[ j ]. isMapped == false && b[k].isMapped == false) {
// Vy´pocˇet vzda´lenosti mezi dveˇma vektory
int tempDistance = PointDistance(a[j], b[k ]) ;
if (tempDistance == i) {
// Kdyzˇ u¨speˇsˇneˇ ”namapujeme” 2 vektory, tak jejich vzda´lenost se prˇicˇte k
celkove´ vzda´lenosti matic
sumDistance += tempDistance;
// A u obou vektoru˚ nastavime isMapped na true, aby se v prˇı´sˇtı´ch krocı´ch
ignorovaly
a[ j ]. isMapped = true;





// Pokud jsou jizˇ vsˇechny vektory namapova´ny, nema´ cenu pokracˇovat da´le, celkova´
vzda´lenost je vypocˇtena






// Metoda vracı´ sumu vzda´lenostı´ vektoru˚ z obou matic
return sumDistance;
}
Vy´pis 3: Metoda pro vy´pocˇet vzda´lenosti dvou matic reprezentujı´cı´ pravidla
Samotny´ algoritmus vy´pocˇtu nejvhodneˇjsˇı´ho pravidla je pote´ podobny´ tomu v sou-
cˇasne´ verzi hry. Projdeme vsˇechna pravidla v mnozˇineˇ pravidel dane´ho ty´mu a pro
kazˇde´ pravidlo vypocˇteme koeficient vzda´lenosti matic (reprezentujı´cı´ soucˇasnou situaci
a situaci v pravidle) Kc. Na´sledneˇ vybereme pravidlo s nejmensˇı´m koeficientem jako
nejvy´hodneˇjsˇı´. Velkou vy´hodou algoritmu pro vy´pocˇet vzda´lenosti dvou matic novou
metodou je jeho cˇasova´ na´rocˇnost prˇi stoupajı´cı´m pocˇtu hra´cˇu˚. Oproti pu˚vodnı´ metodeˇ
bude pocˇet pru˚chodu˚ smycˇkou porˇa´d stejny´ (maxima´lnı´ mozˇna´ vzda´lenost bude kon-
stantnı´, paklizˇe tedy nedojde s rozsˇı´rˇenı´m hry i o rozsˇı´rˇenı´ hrˇisˇteˇ a tedy zmeˇneˇ gridovy´ch
sourˇadnic), bude pouze docha´zet k veˇtsˇı´mu mnozˇstvı´ porovna´nı´ vzda´lenosti mezi roboty.
Prˇi stavu, kdy jsou roboti vu˚cˇi neˇjake´mu pravidlu ve velmi podobny´ch pozicı´ch dojde
jen k potrˇebne´mu pru˚chodu smycˇkou (v situaci kdy jsou roboti na totozˇny´ch pozicı´ch
dojde pouze k jedine´mu pru˚chodu). Maxima´lnı´ pocˇet pru˚chodu˚ je pote´ 5, cozˇ je nejveˇtsˇı´
mozˇna´ vzda´lenost v gridove´m rozdeˇlenı´ hracı´ plochy. Srovna´nı´ cˇasove´ na´rocˇnosti obou
algoritmu˚ je zna´zorneˇno v na´sledujı´cı´ cˇa´sti.
3.1.3 Porovna´nı´ obou zpu˚sobu˚ vy´beˇru optima´lnı´ho pravidla
Meˇrˇenı´ cˇasove´ na´rocˇnosti ru˚zny´ch algoritmu˚ bylo prova´deˇno pomocı´ trˇı´dy .NET fra-
meworku - Stopwatch [6, 7]. Jedna´ se o trˇı´du˚ z jmenne´ho prostoru System.Diagnostics,
jejı´zˇ pouzˇitı´ je uka´za´no na na´sledujı´cı´m u´ryvku ko´du:
int main() {






double elapsedMS = s.ElapsedMilliseconds;
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double elapsedTick = s.ElapsedTicks;
...
}
Vy´pis 4: Uka´zka pouzˇitı´ trˇı´dy Stopwatch
Prˇed blokem ko´du, u neˇhozˇ chceme zjistit jeho prˇiblizˇny´ cˇas vykona´va´nı´, nejprve
vytvorˇı´me novou instanci trˇı´dy Stopwatch a zavola´me metodu Start, spousˇteˇjı´cı´ meˇrˇenı´
cˇasu. Pote´ mu˚zˇeme po vykona´nı´ bloku meˇrˇene´ho ko´du zjisˇt’ovat hodnoty bud’to uplynu-
ly´ch milisekund nebo cˇasovy´ch tiku˚ od spusˇteˇnı´ meˇrˇenı´ polozˇkami ElapsedMilliseconds
respektive ElapsedTicks objektu trˇı´dy Stopwatch.
Meˇrˇenı´m se potvrdila mensˇı´ cˇasova´ na´rocˇnost nove´ metody, pru˚meˇrna´ hodnota trva´nı´
vy´pocˇtu obou strategiı´ pu˚vodnı´ metodou byla pro vzorek prˇiblizˇneˇ 1000 hernı´ch kroku˚
stanovena na prˇiblizˇne 3ms, u nove´ verze cˇas nedosa´hl ani 1ms (hodnoty ElapsedTicks:
pu˚vodnı´ verze - pru˚meˇrneˇ 4700 ticks, nova´ verze - pru˚meˇrneˇ 950 ticks). Tento rozdı´l by
se stoupajı´cı´m pocˇtem robotu˚ vy´razneˇ rostl.
To, zda novy´ algoritmus vybı´ra´ vhodneˇjsˇı´ pravidlo pro ty´m nelze snadno objektivneˇ
posoudit z porovna´nı´ dvou her - zmeˇny v celkove´m vy´beˇru pravidel (a tedy v celkove´
hrˇe) se totizˇ odvı´jı´ jizˇ od prvnı´ho rozdı´lneˇ vybrane´ho pravidla.
3.2 Logova´nı´ v pru˚beˇhu hry
3.2.1 Implementace nove´ho zpu˚sobu
Logova´nı´ hry je pro simula´tor du˚lezˇite´. Hodı´ se zejme´na pro zpeˇtnou analy´zu hry robotu˚
a take´ pro neˇktere´ dalsˇı´ aplikace (z logu se da´ naprˇı´klad hra zpeˇtneˇ prˇehra´t, nebo by
mohl slouzˇit jako za´klad pro generova´nı´ strategiı´, ktere´ by vedly ke zlepsˇenı´ vy´sledku˚
ty´mu). V soucˇasne´ verzi hry je logova´nı´ prova´deˇno v hlavnı´ smycˇce simula´toru, tento
model je vsˇak nevyhovujı´cı´, jelikozˇ prˇi kazˇde´m kroku hry jsou zapisova´ny do souboru
potrˇebne´ informace, cozˇ by prˇi veˇtsˇı´m mnozˇstvı´ informace´ mohlo ve´st ke zpomalova´nı´
prova´deˇnı´ hlavnı´ smycˇky simulace. Lepsˇı´m rˇesˇenı´m by bylo beˇhem hry pouze uchova´vat
tyto informace v pameˇti, a vzˇdy po skoncˇenı´ hry je teprve zapsat na disk. Byla proto
vytvorˇena trˇı´da LogHolder prˇedstavujı´cı´ kontejner informacı´ o pru˚beˇhu hry, do ktere´ho
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jsou v kazˇde´m kroku prˇida´ny informace o dane´m kroku (jedna´ se o pozice vsˇech robotu˚
v poli a pozici mı´cˇe - informace jsou ukla´da´ny jako listy 2D vektoru˚, prˇedstavujı´cı´ tyto
pozice).
Po ukoncˇenı´ hry (po rˇa´dne´m dobeˇhnutı´, cˇi prˇerusˇenı´ cˇasomı´ry) jsou zavola´ny metody
slouzˇı´cı´ k zapsa´nı´ informacı´ do textove´ho, prˇı´padneˇ i XML souboru. Dalsˇı´m mozˇny´m
zlepsˇenı´m logova´nı´ v pru˚beˇhu hry by bylo zapisovat informace ze trˇı´dy LogHolder do
vy´stupnı´ch souboru˚ v pru˚beˇhu hry ve vla´kneˇ pracujı´cı´m na pozadı´. Mohl by by´t pouzˇit
neˇjaky´ druh fronty, do ktere´ by byla beˇhem hry data zapisova´na a ze ktere´ by postupneˇ
vla´kno odebı´ralo informace a zapisovalo je do vy´stupnı´ch souboru˚. Implementacı´ nove´ho
zpu˚sobu se podarˇilo urychlit hlavnı´ smycˇku simulace prˇiblizˇneˇ o 1ms. Je vsˇak nutno bra´t
v u´vahu, zˇe v budoucı´ch verzı´ch simula´toru by mohlo dojı´t k potrˇebeˇ logovat mnohem
vı´ce informacı´, prˇı´padneˇ by mohl by´t simula´tor rozsˇı´rˇen na veˇtsˇı´ pocˇet robotu˚, cozˇ by
vedlo k dalsˇı´mu zpomalenı´ logova´nı´ v pru˚beˇhu hry.
3.3 Paralelizace vy´beˇru strategiı´ pro levy´ a pravy´ ty´m
3.3.1 Du˚vod paralelizace
V soucˇasne´ verzi hry probı´ha´ v hlavnı´ smycˇce hry sekvencˇneˇ vy´beˇr optima´lnı´ strategie a
provedenı´ taktiky pro prvnı´ ty´m a pote´ pro druhy´. Pokud tedy jeden z ty´mu˚ ma´ rychlejsˇı´
algoritmus naprˇı´klad na vyhleda´nı´ optima´lnı´ strategie, cˇi provedenı´ taktik, je mu to v
soucˇasne´ verzi k nicˇemu, nebot’i prˇes rychlejsˇı´ provedenı´ jeho algoritmu bude muset do
prˇı´sˇtı´ho provedenı´ cˇekat cely´ jeden krok hry (tedy i na provedenı´ algoritmu souperˇe).
Neexistuje zde tedy ani ta mozˇnost, zˇe by ty´m s lepsˇı´ sadou pravidel ve strategii mohl
reagovat na situaci na hrisˇti rychleji nezˇ ty´m druhy´. Proto byla zavedena paralelizace vy´-
pocˇtu hleda´nı´ optima´lnı´ strategie a provedenı´ taktiky kazˇde´ho ty´mu. Konkre´tneˇ se jedna´ o




Jelikozˇ vla´kna zajisˇt’ujı´cı´ vy´pocˇty optima´lnı´ strategie a taktiky kazˇde´ho z ty´mu˚ budou
probı´hat paralelneˇ s hlavnı´ smycˇkou hry, ve ktere´ bude docha´zet k zapisova´nı´ a cˇtenı´
informacı´ do/z kontejneru, je trˇeba zabra´nit chyba´m spojeny´m s touto paralelizacı´. Mohlo
by dojı´t k tomu, zˇe by metody v hlavnı´ smycˇce hry cˇetly informace z kontejneru zrovna
ve chvı´ly kdy by byly tyto informace prˇepisova´ny novy´mi a pote´ by naprˇı´klad cˇa´st
robotu˚ byla prˇekreslena na za´kladeˇ informace stare´ a cˇa´st na za´kladeˇ informace dodane´
novy´m vy´pocˇtem z vla´kna pro dany´ ty´m. Obecneˇ se pro tyto u´cˇely pouzˇı´vajı´ neˇjake´
formy za´mku˚, ktere´ zabra´nı´ prˇı´stupu k urcˇite´mu objektu za´rovenˇ vı´ce vla´kny, a tedy
nedojde k tzv. soubeˇhu (anglicky race condition). K te´to chybeˇ pochopitelneˇ nedocha´zı´
prˇi sekvencˇnı´m provedenı´ metody kroku hry. Pro u´cˇely odstraneˇnı´ soubeˇhu je v .NET
frameworku k dispozici trˇı´da Mutex [8] z jmenne´ho prostoru System.Threading, jejı´zˇ
pouzˇitı´ je na´sledujı´cı´:
static Mutex mut = new Mutex();
static void main() {
Thread myThread = new Thread(Method1);




static void Method1() {
UseResource();
}









Vy´pis 5: Pouzˇitı´ trˇı´dy Mutex
Pokud ”obalı´me”blok ko´du v metodeˇ UseResource metodami WaitOne a ReleaseMu-
tex objektu mut trˇı´dy Mutex, je k tomuto bloku mozˇno prˇistoupit vzˇdy pouze z jednoho
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vla´kna, zatı´mco druhe´ je v tu chvı´li pozastaveno, a to azˇ do doby, nezˇ prvnı´ vla´kno blok
opustı´ a uvolnı´ vy´lucˇny´ za´mek na tomto bloku [5].
Pro potrˇeby simula´toru tedy byla vytvorˇena staticka´ trˇı´da SharedMutex zajisˇt’ujı´cı´
prˇı´stup ke staticke´mu objektu trˇı´dy Mutex kdekoliv z aplikace. Zvolene´ cˇa´sti simula´toru,
kde mu˚zˇe dojı´t k soubeˇhu, pouzˇı´vajı´ pra´veˇ tento Mutex k zajisˇteˇnı´ korektnosti dat.
3.3.3 Implementace paralelizace
Prˇi spusˇteˇnı´ simulace jsou vytvorˇena dveˇ nova´ vla´kna, ktera´ v pru˚beˇhu cele´ hry ve smycˇce
prova´deˇjı´ vy´pocˇet optima´lnı´ strategie obou ty´mu˚. Metody TickStrategy trˇı´d leftPlayer-
Strategy a rightPlayerStrategy (viz 2.3 - Strategie) byly tedy prˇesunuty z hlavnı´ smycˇky
simula´toru do samostatny´ch metod prova´deˇny´ch jednotlivy´mi vla´kny. Vla´kna beˇzˇı´cı´ na
pozadı´ doda´vajı´ vy´sledky vy´pocˇtu˚ do kontejneru storage, ze ktere´ho jsou v hlavnı´ smycˇce
tato data prˇecˇtena a situace je prˇekreslena v hlavnı´m okneˇ.
Prˇi spusˇteˇnı´ simulace je vyvola´na metoda StartThreads trˇı´dy Simulator, spousˇteˇjı´cı´
jednotliva´ vla´kna. Na na´sledujı´cı´m u´ryvku ko´du je uka´za´na implementace pro levy´ ty´m.
public void StartThreads() {
Thread t1 = new Thread(new ThreadStart(LeftTeamTick));
Thread t2 = ...
t1 . Start () ;
t2 . Start () ;
}
public void LeftTeamTick() {
while(true) {
// zı´ska´nı´ vy´lucˇne´ho za´mku nad storage
SharedMutex.getMutex().WaitOne();
// metoda pro vy´beˇr optima´lnı´ho pravidla a provedenı´ taktiky leve´ho ty´mu
leftPlayerStrategy .TickStrategy(storage)




Vy´pis 6: Paralelizace vy´beˇru pravidel
Trˇı´da Mutex je take´ pouzˇita v hlavnı´ smycˇce simula´toru jelikozˇ docha´zı´ k za´pisu soucˇas-
ny´ch pozic objektu˚ na hrˇisˇti a na´sledne´mu cˇtenı´ noveˇ vypocˇteny´ch pozic. Paralelizacı´ bylo
docı´leno toho, zˇe nynı´ mu˚zˇe by´t pro ty´m prˇı´nosem le´pe promysˇlena´ strategie, protozˇe
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bude moci rychleji reagovat na situaci na hrˇisˇti pokud by meˇl naprˇı´klad me´neˇ za´znamu˚
v mnozˇineˇ pravidel. Paralelizace je vsˇak velmi du˚lezˇita´, pokud by v neˇjake´ na´sledujı´cı´
verzi simula´toru mohl by´t pro ru˚zne´ ty´my pouzˇit i ru˚zny´ algoritmus pro hleda´nı´ opti-
ma´lnı´ho pravidla a pro provedenı´ taktiky, kdy by ty´my musely zvazˇovat i jeho cˇasovou
na´rocˇnost. Dalo by se pote´ objektivneˇ posoudit, ktery´ algoritmus je pro ty´m vy´hodneˇjsˇı´.
To vsˇak zatı´m nenı´ u´cˇelem simula´toru. Podstatnou nevy´hodou je naprˇı´klad proble´m prˇi
debugova´nı´ aplikace, jelikozˇ beˇzˇı´ 1 hlavnı´ vla´kno a 2 dalsˇı´ obstara´vajı´cı´ vy´pocˇty.
3.4 Implementace pohybu ota´cˇenı´ robotu˚
3.4.1 Soucˇasny´ stav ota´cˇenı´
Doposud nebyl v simula´toru implementova´n pohyb ota´cˇenı´ robotu. Pokud se tedy robot v
jednom kroku hry pohyboval jednı´m smeˇrem a v dalsˇı´m kroku mu byl vypocˇten smeˇrovy´
vektor smeˇrˇujı´cı´ naprˇı´klad na u´plneˇ opacˇnou stranu, dosˇlo k okamzˇite´mu otocˇenı´ robota
a jeho pohybu ve smeˇru nove´m. Takove´to chova´nı´ pochopitelneˇ vu˚bec neodpovı´da´ rea´lne´
hrˇe. Proto bylo potrˇeba implementovat pohyb ota´cˇenı´ robotu˚.
3.4.2 Implementace nove´ho zpu˚sobu ota´cˇenı´ robotu˚
Jelikozˇ je pohyb (a tedy i smeˇr pohybu) robotu˚ rˇesˇen jako pohyb pomocı´ smeˇrove´ho
vektoru, ktery´ je objektu˚m hracı´ plochy prˇepocˇten metodou GoTo na za´kladeˇ informace
o pozici na kterou se majı´ pohnout (vektor positionMove), bude implementace pohybu
ota´cˇenı´ probı´hat pra´veˇ zmeˇnou smeˇru a velikosti vektoru velocity kazˇde´ho robota. Je
potrˇeba zva´zˇit jak budeme chtı´t, aby se robot v ota´cˇenı´ choval. Soucˇasny´ model je ne-
vyhovujı´cı´ kvu˚li jeho nerea´lnosti, robot se mu˚zˇe otocˇit prˇi libovolne´ rychlosti (velikosti
vektoru velocity) o libovolneˇ velky´ u´hel, ota´cˇı´ se tedy ve skocı´ch.
Nejprve bylo nutne´ omezit u´hel, o ktery´ se robot v dane´m kroku mu˚zˇe otocˇit - tı´mto
omezenı´m vpodstateˇ rozkouskujeme otocˇenı´ v jednom kroku o velky´ u´hel, na male´ u´hly
v pru˚beˇhu vı´ce hernı´ch kroku˚. Takovy´m modelem bychom sice docı´lili jake´hosi pseudo-
ota´cˇeni, avsˇak v rea´lne´ hrˇe majı´ roboti tu vlastnost, zˇe se mohou otocˇit i velmi rychle,
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vpodstateˇ okamzˇiteˇ, a to pokud stojı´ na mı´steˇ (toto jim umozˇnˇuje jejich typ pohonu, kdy
mu˚zˇe jedno kolecˇko by´t zastaveno a druhy´m kolecˇkem dojde k otocˇenı´ na mı´steˇ). Bylo
tedy potrˇeba meˇnit tento vy´sledny´ omezeny´ u´hel take´ v za´vislosti na soucˇasne´ rychlosti
robota.
Nejprve tedy definujme u´helα, jako u´hel mezi jednotlivy´mi smeˇrovy´mi vektory robota




Obra´zek 11: U´hel mezi smeˇrovy´mi vektory
Pokud je tento u´hel veˇtsˇı´ nezˇ urcˇita´ stanovena´ hodnota (v nasˇem prˇı´padeˇ velikost 30◦),
je potrˇeba u´hel omezit na nizˇsˇı´ hodnotu. Tı´m docı´lı´me toho, zˇe se v jednom kroku nemu˚zˇe
u´hel zmeˇnit o vı´ce nezˇ pra´veˇ tuto hodnotu oproti kroku minule´m (nedojde tedy nikdy
k otocˇenı´ smeˇru robota o vı´ce nezˇ stanovenou hodnotu beˇhem jednoho kroku). Velikost
u´hlu, o kterou se robot v jednom kroku hry mu˚zˇe otocˇit je pote´ za´visla´ na aktua´lnı´
velikosti smeˇrove´ho vektoru, jelikozˇ tato velikost reprezentuje rychlost pohybu robota
(podle smeˇrove´ho vektoru robota docha´zı´ ve fyzika´lnı´m enginu k posunu robota po hracı´
plosˇe, velikost tohoto vektoru pote´ urcˇuje jakou rychlostı´ bude robot posunut). Vztah
mezi rychlostı´ robota a jeho mozˇne´m u´hlu natocˇenı´ v jednom kroku hry bude na´sledujı´cı´:
angle = (1− speed/1) ∗maxRotate+minRotate
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speed uda´va´ velikost smeˇrove´ho vektoru pohybu robota. Tuto velikost mu˚zˇeme vy-
pocˇı´tat na´sledujı´cı´m vzorcem: pro vektor v(x, y) platı´ speed(v) =
√
vx ∗ vx + vy ∗ vy [4].
maxRotate je konstanta, uda´vajı´cı´ o kolik se mu˚zˇe robot maxima´lneˇ v dane´m kroku
natocˇit. Po neˇkolika testech byla tato konstanta zvolena o velikosti 30. Robot se tedy
mu˚zˇe natocˇit azˇ o 30◦) pokud je jeho velikost jeho smeˇrove´ho vektoru (speed) blı´zka´ nule.
minRotate je rovneˇzˇ konstanta, uda´vajı´cı´ minima´lnı´ mozˇne´ natocˇenı´ v jednom kroku.
Tato konstanta byla zvolena o velikosti 5, robot se tedy v dane´m kroku mu˚zˇe natocˇit
minima´lneˇ o 5◦, paklizˇe se velikost jeho smeˇrove´ho vektoru blı´zˇı´ hodnoteˇ 1.
Je take´ trˇeba vyrˇesˇit vy´slednou velikost smeˇrove´ho vektoru robota prˇi otocˇenı´ (neboli
jeho rychlost). Tato rychlost je za´visla´ na u´hlu, ktery´ je vypocˇten mezi pu˚vodnı´m smeˇ-
rovy´m vektorem a noveˇ vypocˇteny´m smeˇrovy´m vektorem v tomto kroku, za´visly´m na
pu˚vodnı´ rychlosti robota. Vztah mezi teˇmito velicˇinami je na´sledujı´cı´:
speed = (1− angle/180) ∗ 0.9 + 0.1;
Hodnota angle je rovna jizˇ zmı´neˇne´mu u´hlu mezi smeˇrovy´m vektorem z prˇedchozı´ho
kroku a noveˇ vypocˇteny´m vektorem pro soucˇasny´ krok (viz obra´zek 12.).
v1 
v2  - nov vypotený smrový vektor
- smrový vektor z minulého kroku
angle
Obra´zek 12: U´hel mezi smeˇrovy´mi vektory
Hodnotou speed je pote´ prˇena´soben smeˇrovy´ vektor robota, cˇı´mzˇ docı´lı´me zpomalenı´,
prˇı´padneˇ zrychlenı´ vy´sledne´ho smeˇrove´ho vektoru.
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Implementacı´ tohoto algoritmu je tedy dosazˇeno prˇiblı´zˇenı´ chova´nı´ robota realiteˇ.
Pokud se robot pohybuje velmi rychle, je logicke´, zˇe paklizˇe by se chteˇl prudce otocˇit o
veliky´ u´hel, musı´ nejprve patrˇicˇneˇ zpomalit na pozˇadovanou rychlost a naopak prˇi male´
rychlosti (cˇi sta´nı´) mu˚zˇe prova´deˇt ota´cˇenı´ o veliky´ u´hel.
3.5 Spolupra´ce s ostatnı´mi kolegy
V ra´mci spolupra´ce s ostatnı´mi kolegy, pracujı´cı´mi takte´zˇ na simula´toru, byly implemen-
tova´ny neˇktere´ dodatecˇne´ metody a bylo rozhodnuto, do ktere´ cˇa´sti simula´toru budou
jejich pra´ce implementova´ny. Jelikozˇ obeˇ pra´ce (implementace hleda´nı´ cesty pro robota
pomocı´ metody regrese a predikce chova´nı´ souperˇovy´ch robotu˚) vyzˇadujı´ reakci na sou-
cˇasnou situaci v kazˇde´m kroku hry, byly funkce teˇchto pracı´ vyuzˇity prˇı´mo v hlavnı´
smycˇce simula´toru.
3.5.1 Implementace metody odstraneˇnı´ duplicit u predikce chova´nı´
Jednı´m z vy´sledku˚ pra´ce zaby´vajı´cı´ se predikcı´ chova´nı´ je take´ dynamicke´ tvorˇenı´ novy´ch
pravidel strategiı´ v pru˚beˇhu hry a jejich na´sledne´ pouzˇitı´ pro ty´m. Tyto pravidla jsou tedy
ukla´da´ny do mnozˇiny jizˇ existujı´cı´ch pravidel strategiı´ pouzˇitelny´ch pro dany´ ty´m. Bylo
tedy potrˇeba vyrˇesˇit to, aby nedocha´zelo k ukla´da´nı´ duplicitnı´ch, nebo velmi podobny´ch
pravidel v porovna´nı´ s pravidly, ktere´ se uzˇ v mnozˇineˇ nacha´zı´. Pro tento u´cˇel byla pouzˇita
upravena´ verze metody pro vy´beˇr nejvhodneˇjsˇı´ho pravidla, kdy je prˇed jeho vlozˇenı´m
nove´ pravidlo nejprve porovna´no s ostatnı´mi z mnozˇiny metodou MatrixDistance (viz
3.1.2) a k vlozˇenı´ dojde jen pokud je rozdı´l (nebo take´ vzda´lenost) mezi teˇmito dveˇma
pravidly (vy´sledek metody MatrixDistance) veˇtsˇı´ nezˇ zvolena´ konstanta. Po provedeny´ch
testech byla konstanta zvolena na takovou hodnotu, aby nedocha´zelo k duplicita´m u
strategiı´, tudı´zˇ aby byly dostatecˇneˇ rozezna´ny unika´tnı´ strategie, ktere´ by mohl ty´m vyuzˇı´t
(hodnota bylo zvolena takova´, aby k prˇı´da´nı´ pravidla dosˇlo naprˇı´klad u pravidla ktere´
ma´ oproti ostatnı´m pravidlu˚m vzda´lenost matic minima´lneˇ o 3, cozˇ odpovı´da´ naprˇı´klad
zmeˇneˇ pozic 3 robotu˚ o 1 pozici v gridovy´ch sourˇadnicı´ch).
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3.5.2 Implementace pohybu robotu˚ pomocı´ metody regrese
V pra´ci zaby´vajı´cı´ se pohybem robotu˚ pomocı´ metody regrese bylo potrˇeba upravovat
pohyb robotu˚, tedy prˇı´mo vy´sledny´ vektor velocity vypocˇteny´ metodou GoTo kazˇde´ho
robota z pozice na kterou se ma´ dany´ robot pohnout. Metody pro zmeˇnu teˇchto vektoru˚
bylo tedy nutne´ pouzˇı´t prˇı´mo v hlavnı´ smycˇce simula´toru a reagovat tak v kazˇde´m kroku
na nove´ informace o tom kam se majı´ roboti pohnout.
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4 Za´veˇr
Cı´lem pra´ce bylo implementovat ru˚zne´ optimalizace simula´toru pro hru fotbal robotu˚.
Byly vybra´ny urcˇite´ oblasti, ktere´ nebyly zcela optima´lneˇ navrhnuty, a proto dosˇlo k je-
jich zlepsˇenı´. Jednalo se o optimalizaci vy´beˇru optima´lnı´ strategie ty´mu, zmeˇnu procesu
logova´nı´ hry, paralelizaci provedenı´ stategiı´ pro jednotlive´ ty´my a take´ pohyb ota´cˇenı´
robotu˚. V prˇı´padeˇ optimalizace vy´beˇru optima´lnı´ho pravidla strategie jsem naimplemen-
toval novy´ zpu˚sob vy´beˇru strategie a take´ novy´ zpu˚sob jaky´m jsou meˇrˇeny vzda´lenosti
hernı´ch objektu˚ v gridovy´ch sourˇadnicı´ch, kdy objekty v sousedı´cı´ch bunˇka´ch majı´ vzˇdy
stejnou vzda´lenost, nehledeˇ na to, zda sousedı´ diagona´lneˇ nebo v rovineˇ. Objektivneˇ
posoudit, zda je tento novy´ zpu˚sob pro ty´m vy´hodneˇjsˇı´, je dle me´ho na´zoru nemozˇne´,
posuzoval jsem pouze vy´sledky vy´beˇru u urcˇite´ mnozˇiny pravidel a hernı´ch situacı´ a
uka´zalo se, zˇe novy´ zpu˚sob vybı´ra´ pravidla prˇesneˇji, nezˇ pu˚vodnı´ algoritmus. Je take´
zrˇejme´, zˇe novy´ zpu˚sob je cˇasoveˇ me´neˇ na´rocˇny´, cozˇ by se jesˇteˇ vı´ce projevilo u simulace
s veˇtsˇı´m pocˇtem robotu˚. Toto bylo potvrzeno meˇrˇenı´m.
Zmeˇnou procesu logova´nı´ sice nedosˇlo k vy´znamne´ u´sporˇe cˇasu (maxima´lnı´ nameˇrˇena´
u´spora byla prˇiblizˇneˇ 1ms), v nove´ verzi je vsˇak logova´nı´ prˇesunuto mimo hlavnı´ smycˇku
hry.
Paralelizacı´ hry jsem docı´lil toho, zˇe ty´m s le´pe navolenou sadou pravidel ve strategii
nynı´ mu˚zˇe cˇasteˇji reagovat na hru, jelikozˇ proces vy´beˇru jeho strategie a provedenı´ taktik
mu˚zˇe by´t rychlejsˇı´ nezˇ u souperˇe a nenı´ jizˇ na provedenı´ vy´pocˇtu˚ souperˇe za´visly´ (tato
zmeˇna by se vsˇak projevila nejvı´ce, paklizˇe by simula´tor byl navrzˇen tak, aby mohl kazˇdy´
z ty´mu implementovat i vlastnı´ algoritmy pro provedenı´ strategiı´ a taktik).
V poslednı´ fa´zi jsem implementoval pohyb ota´cˇenı´ robotu˚. Pohyb byl implementova´n
tak, aby co mozˇna´ nejvı´ce odpovı´dal rea´lne´mu pohybu robotu˚. Jelikozˇ v prˇedesˇle´ verzi
hry nebylo ota´cˇenı´ implementova´no vu˚bec, pu˚sobı´ ted’ pohyb robotu˚ mnohem plynuleji
a take´ mnohem vı´ce odpovı´da´ chova´nı´ rea´lny´ch robotu˚.
V ra´mci pra´ce jsem take´ spolupracoval s ostatnı´mi kolegy, kterˇı´ do stejne´ verze simu-
la´toru implementovali ru˚zna´ vylepsˇenı´. Rozhodovali jsme do ktery´ch cˇa´stı´ simula´toru
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budou jejich metody implementova´ny a v jednom prˇı´padeˇ byla pouzˇita upravena´ verze
metody pro vy´beˇr optima´lnı´ho pravidla strategie.
Spolecˇneˇ jsme tedy vytvorˇili novou, v mnoha ohledech lepsˇı´ verzi simula´toru.
4.1 Dalsˇı´ vy´voj
V budoucı´ch fa´zı´ch vy´voje je potrˇeba zameˇrˇit se na dokoncˇenı´ implementace taktik. Tato
slozˇka simula´toru je vpodstateˇ ja´drem hry kazˇde´ho ty´mu a je tedy velmi du˚lezˇite´ jak bude
implementova´na. Prˇi implementaci taktik by se dalo inspirovat neˇktery´mi pouzˇity´mi
modely ostatnı´ch ty´mu˚. Dalsˇı´ slozˇkou, ktera´ by mohla by´t podstatneˇ zlepsˇena, je rˇesˇenı´
kolizı´ ve fyzika´lnı´m enginu. Metoda TickPhysics trˇı´dy PhysicalScene je v soucˇasne´ verzi
asi nejvetsˇı´m bottleneckem simula´toru - prˇi velke´m pocˇtu kolizı´ trva´ jejı´ provedenı´ rˇa´doveˇ
i desı´tky milisekund. Mohly by by´t pouzˇity neˇktere´ u´speˇsˇne´ metody jaky´mi rˇesˇili ostatnı´
ty´my kolizi objektu˚ ve sce´neˇ (naprˇı´klad detekce kolizı´ pomocı´ prˇekrytı´ bounding boxu˚
[10]), prˇı´padneˇ neˇjaky´ externı´ fyzika´lnı´ engine.
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6 Prˇı´lohy
I. Prˇı´loha na CD/DVD
Obsah CD/DVD
Adresa´rˇ Popis
Robot soccer Aplikace simula´toru
Text Text bakala´rˇske´ pra´ce
