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ローマ字入力による日本語識別子入力補完プラグイン
の開発と評価
熊谷 優斗　伊藤 恵　奥野 拓
近年のソフトウェア開発プロジェクトの複雑化は，ソフトウェアの保守にかかる時間的コストを増大させている．保
守作業において最も時間的コストがかかる作業は，既存のソースコードの読解作業であるとされ，コスト削減のため
にソースコードの可読性を高めることが重要である．可読性向上の方法の 1つとして，ソースコード中の変数や関数
の識別子名を日本語で書くことが有用であるとした報告はいくつか存在する．しかし，識別子を日本語入力する際に
は，文字変換の手間があることや入力補完が効き辛いことが原因で，プログラマに入力の負担が発生してしまう．本
研究では，日本語識別子をより扱いやすくすることを目的として，ローマ字入力による日本語識別子の入力補完を可
能とするツールの作成を行なった．また，作成したツールを用いて被験者に日本語識別子の入力を行なってもらい，
入力の負担を軽減できたことを示した．
Recent years, the complication of software development projects has increased the time cost of software
maintenance. It is said that reading work of existing source codes is the most time-consuming work in
maintenance works, and it is important to increase readability of source codes for cost reduction. There
are several reports that it is useful to write the identifier names of variables and functions in Japanese as
one way to increase the readability of source codes for Japanese programmers. However, when entering
the identifier in Japanese, the burden of input is occured to the programmer. There are two reasons for
that. First, there is trouble of character conversion. Seconds, input complementation is hard to work.In
this research, we created a tool that enables complementation of Japanese identifier by inputting romaji
characters for the purpose of making Japanese identifiers easier to handle. In addition, we showed that we
were able to reduce the burden of input by asking subjects to input Japanese identifier using the created
tool.
1 はじめに
近年のソフトウェア開発プロジェクトの大規模化や
複雑化は，ソフトウェアの保守にかかる時間的コスト
を増加させている [1]．保守作業において最も時間の
かかる作業は，既存のソースコードを読み解き，理解
することであると言われている [4]．そのため，ソース
コードの可読性を高めることは重要であるとされ，こ
れまでに様々な研究が行われている．Buseらはソー
スコードの可読性を高めるとされている数々の手法に
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ついて，どれほどの効果があるのかを定量的に評価
した [2]．その知見の一例としては，ソースコードの
識別子の長さはそれほど可読性に影響しないことが
挙げられる．このことから，識別子を省略して記述す
るより，意図が正確に伝わるような長い識別子を用い
るべきであると言えると述べている．つまり，ソース
コードの識別子を適切に名付けることは可読性を向
上させる効果があると言える．
また，識別子に日本語を用いることによって日本人
にとって英語で表現し難い概念や用語を適切に表現で
きるようになり，ソースコードの可読性が向上すると
して，日本語識別子の有用性を評価した研究が存在す
る．中川らは，日本語識別子を用いることでプログラ
ムの読解に要する時間を短縮することができたと述
べている [9]．このように，日本語識別子を用いるこ
とによって，ソースコードの可読性を向上させる効果
があることは判明している．
しかし，識別子名に日本語を用いることによって
様々な問題が発生すると考えられる．例えば，初めて
識別子が日本語で書かれたソースコードを読んだプ
ログラマは読み辛いと感じる可能性が高いことが問
題として挙げられる．また，変数名を日本語で宣言す
ることによって，入力に関する問題が発生する．近年
の一般的なエディタにはインクリメンタルサーチによ
る入力補完機能が搭載されている．この機能によって
ユーザは単語の一部を入力することで目的のコード
を補完することができるため，入力時間の省略が行え
るほか，型や引数の数なども同時に把握できるため
コーディングミスを防ぐ役割があるとも考えられる．
しかし，日本語変換がオンなっている状態では入力補
完が効かないため，入力の手間やコーディングミスが
発生し，プログラマに煩わしさを発生させてしまうと
考えらえる．
本研究では，日本語識別子を用いることによって発
生する入力に関する問題を解決し，日本語識別子をよ
り扱いやすいものとすることを目的とする．アプロー
チとして，日本語識別子の読み仮名を形態素解析エ
ンジンを用いることによって取得することによって，
ローマ字入力のまま日本語識別子のコード補完を行
えるようにするツールの開発を行う．
本稿では，2章で関連研究について述べる．3章で
は問題解決のアプローチについて述べる．4章では実
装した日本語識別子入力補完パッケージの全体の構
成や処理の流れについて述べる．5章では，開発パッ
ケージを評価するために行った予備実験の内容と考察
について述べる．6章では，本稿のまとめと今後の展
望を述べる．
2 関連研究
2. 1 日本語プログラミング言語
これまでに，「和漢」や「なでしこ」といった数多く
の日本語プログラミング言語が研究，開発されてい
る [7] [8]．日本語プログラミング言語は，プログラム
の文法を自然な日本語として読めるように記述する
ことが特徴である．これにより日本人にとって読解が
容易であり，プログラミング初学者であってもプログ
ラムの内容を大まかに理解することができるという
メリットがある．一方で，他の一般的なプログラミン
グ言語とは形式が違う独自の書式を学ぶ必要がある
ことが問題として挙げられる．
2. 2 日本語識別子
日本語プログラミング言語に対し，日本語識別子
は文法の記述はそのままに，識別子の記述のみを日
本語で行う．これにより，プログラミング言語に対す
る新たな知識は必要とせず，適切な命名を行える場合
がある．現在主流であるほとんどのプログラミング
言語において，2バイト文字を識別子として用いるこ
とが可能である．日本語識別子について，平田らが日
本語のみで書かれた識別子を用いることによる，可
読性の変化を評価する研究を行った [10]．この研究で
は，100 行程度で構成される 4 種類のプログラムを
日本語識別子及び英語識別子を用い，プログラム内に
バグを潜ませておいた．それらを学部 4 年生と大学
院生合わせて 18人にデバッグしてもらい，かかった
時間を計測した．結果として，4種類中 3種類のプロ
グラムにおいて，英語識別子より日本語識別子の方が
早くデバッグが終了した．このことから，日本語識別
子を用いることで，英語識別子よりも可読性が高まっ
たと結論付けた．また，中川らは日本語識別子を用い
て大規模のソフトウェア開発を行った [9]．その中で，
日本語識別子によって保守性が高まったことを明らか
にしている．
3 アプローチ
前述の通り，一般的なエディタでは日本語識別子を
インクリメンタルサーチによって入力補完することが
できない．そこで，本研究では日本語識別子の読み仮
名を保持することによってローマ字入力による日本語
識別子の入力補完を可能にするプラグインの開発を
行う．読み仮名は形態素解析エンジンを識別子名を入
力として実行することによって，ヘボン式のローマ字
の綴りを取得する．入力補完候補を提示する際には，
エディタに入力されているローマ字と保持している読
み仮名とをマッチングさせることによって，対応した
図 1 従来の入力補完と提案パッケージ導入後の入力補完
図 2 開発パッケージによる入力補完
日本語識別子の提示を行う．図 1に従来の入力補完と
提案パッケージ導入後の入力補完の様子を示す．
4 パッケージの開発
本章では，開発した日本語識別子入力補完パッケー
ジの開発環境と処理の流れについて述べる．図 2 は
開発パッケージを使用し，ローマ字入力によって日本
語識別子の補完候補を提示している様子である．
4. 1 対象とするエディタ
今回の日本語識別子入力補完プログラムは，Atom
のパッケージとして開発を行なった．AtomはGitHub
社が開発したテキストエディタであり，オープンソー
スであるため第三者による拡張機能の開発が容易に
行えることが特徴である [3]．Atomには入力補完機能
を追加するパッケージがデフォルトでインストールさ
れており，入力補完機能拡張のための APIが公開さ
れている．本研究ではこの APIを利用した日本語識
別子入力補完機能を開発した．
4. 2 全体の構成と処理の流れ
全体の構成としては大きく分けて以下の通りであ
る．図 3に全体の構成と処理の流れを示す．
1. 日本語識別子抽出処理
2. 形態素解析エンジンによる読み仮名抽出処理
3. 入力補完候補提示処理
全ての処理は JavaScriptを用いて開発した．処理
の流れとしては次の通りである．
まず，パッケージの起動時に開いているソースコー
ドから変数の識別子名を抽出する．それらの識別子名
から，日本語が含まれているものを抽出し，それぞれ
の読み仮名の抽出を行う．読み仮名の抽出にはオープ
ンソースの形態素解析エンジンであるMeCabを用い
る [6]．また，識別子名には固有名詞が使用される可
能性を考え，辞書ファイルには固有名詞の解析に強い
mecab-ipadic-NEologd を利用する [5]．これにより，
固有名称の読み仮名の振り間違いを未然に防ぐ可能
性が高くなると考えた．抽出した読み仮名はヘボン式
ローマ字に変換し，元の識別子名と合わせて宣言済み
日本語識別子リストとして保持する．例えば，“出現回
数”という識別子名に対しては，“shutsugenkaisuu”
という読みをキーとして保持する．
エディタ上に任意の文字が入力された際には，入
力途中の文字列と日本語識別子リストとを前方一致
で検索し，マッチしたものを補完候補として提示す
る．補完候補の提示には，Atomの入力補完パッケー
ジ autocomplete-plusの拡張用 APIである Provider
APIを利用する．Provider APIのインクリメンタル
サーチ機能によって，ユーザの入力に合わせて動的に
補完候補を絞り込むことができる．
5 予備実験
開発パッケージによってプログラマの負担を軽減
することが可能であるか調査した．図 4 に実験の様
子を示す．対象は日本語識別子を普段用いることが無
い本学の学生 8 名とした．学生は，本学の講義を通
して一定以上のプログラミング経験を得ており，実験
図 3 開発パッケージの全体の構成と処理の流れ
用プログラムで用いる Javaについての知識も得てい
る．本実験では，プログラマの負担を軽減することが
可能であるかを調査するほか，実験を行う上で開発し
たパッケージに不備はないかどうか明らかにすること
を目的とする．
5. 1 実験内容
予め実験用プログラムを作成した．作成した実験用
プラグラムは付録 Aに載せる．プログラムは簡単な
計算を行うものを予め Javaを用いて作成し，最大値
を求めるアルゴリズムなど，一部の計算処理を除い
たものを実験用プログラムとして扱った．処理を除い
た箇所にはどのような処理を追加すれば正しく動作
するかをソースコメントとして書いた．被験者には，
実験用プログラムを読んでもらい，実験用プログラ
ムを正しく動作させる上で不足している処理を追記
してもらうタスクを課した．このタスクを，開発パッ
ケージを用いない場合と用いた場合とで二度行っても
らい，タスク終了後はアンケートに答えてもらった．
5. 2 実験結果
「パッケージ使用前は日本語識別子の入力の手間を
どう感じたか」というアンケートの結果を図 5 に示
す．質問に対して，「手間である」と感じるのであれ
ば 1，「普段と変わりない」と感じるのであれば 4とい
図 4 実験の様子
う基準で，4段階の値で回答してもらった．結果とし
て，8名中 5名の被験者が 1と解答し，2名の被験者
が 2と解答した．つまり，大半の被験者が手間である
と感じたことが判った．回答の理由としては，「日本
語入力のオンオフによる全角記号の入力ミスが発生
するため」「変換ミスをすると入力を取り消して入力
し直さなければならないため」などが挙げられた．次
に，「パッケージ使用前と比較して日本語識別子の入
力の問題は改善したか」というアンケートの結果を図
6に示す．質問に対して，「変わらない」と感じるので
あれば 1，「ほとんど改善した」と感じるのであれば 4
という基準で，4段階の値で回答してもらった．結果
図 5 パッケージ使用前は
日本語識別子の入力の手間をどう感じたか
図 6 パッケージ使用前と比較して
日本語識別子の入力の問題は改善したか
として，8名中 7名の被験者が 4，8名中 1名の被験
者が 3と回答した．回答の理由としては，「かなに変
換する手間を省けたのでスムーズに入力することが
できた」，「日本語入力のオンオフが不要になった点は
大きいと感じた」などが挙げられた．これらの結果か
ら，被験者がパッケージ使用前に感じた日本語識別子
入力の問題はほぼ全て解決できたと考えられる．
5. 3 振り仮名付与の課題
実験の最中にパッケージの動作に不備が発生した．
被験者が「辺の長さ」という日本語識別子を用いた変
数を宣言した際に，“hennnonagasa”という振り仮名
が付与される想定であったが，“atarinonagasa”とい
う振り仮名が付与されてしまった．これにより，被験
者は目的の変数をうまく入力補完することが出来な
いという問題が発生した．このような問題は他の入力
においても発生する可能性があるため，誤った振り仮
名付与に対しての修正機能を追加する必要があると
考えられる．
6 まとめと今後の課題
本稿では，日本語識別子の入力に関する問題を解決
するアプローチについて論じ，アプローチに基づい
て行った Atomのパッケージの開発について論じた．
また，開発したパッケージが日本語識別子を入力する
際の問題を解決できているか評価するための実験を
行った．結果として，大半の被験者が開発パッケージ
によって入力の問題が解決したと回答した．一方で，
実験によって識別子に振り仮名を付与する際に誤った
振り仮名を付与してしまう問題が発生した．この問題
に対応するために，誤った振り仮名付与に対する修正
機能の追加を行う必要がある．また，今回の実験では
定量的な評価を行えていないため，パッケージ使用前
と使用後とで被験者のコーディングミスの回数を計測
するなどして，プログラマの負担が軽減できたことを
定量的に評価する必要がある．
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A 実験用プログラム
import java.util.HashMap;
import java.util.Map;
public class Cuboid {
public stat ic HashMap <String , Double > 辺 の 長 さ を 計 算( Point p1 , Point p2) {
HashMap <String , Double > 長 さ = new HashMap <String , Double >();
double 縦 の 長 さ = Math.abs(p1. X座標を取得 () - p2. X座標を取得 ());
長 さ. put("縦の長さ", 縦 の 長さ);
double 横 の 長 さ = Math.abs(p1. Y座標を取得 () - p2. Y座標を取得 ());
長 さ. put("横の長さ", 横 の 長さ);
double 高 さ の 長 さ = Math.abs(p1. Z座標を取得 () - p2. Z座標を取得 ());
長 さ. put("高さ", 高さ);
return 長 さ;
}
public stat ic double 直 方 体 の 表 面 積 を 計 算( Point p1 , Point p2) {
double 表 面 積;
/*
TODO：
表 面 積 を 計 算 す る
表 面 積 = 2*(縦*横+横* 高 さ+ 高 さ*縦)
*/
return 表 面 積;
}
public stat ic double 最 大 の 直 方 体 の 表 面 積 を 計 算( Point[] points) {
double 現 在 の 表 面 積 = 0.0;
double 表 面 積 の 最 大 値 = 0.0;
for( int i=0; i<points.length; i++){
for( int j=0; j<points.length; j++){
/*
TODO：
与 え ら れ た 複 数 点 か ら 描 け る 直 方 体 の 表 面 積 か ら 最 大 値 を 計 算 す る
算 出 ア ル ゴ リ ズ ム の 例 ：
与 え ら れ た 点 か ら 描 け る 直 方 体 を ル ー プ で 探 索 し 、" 現 在 の 表 面 積" に 表 面 積 を 代
入
"現 在 の 表 面 積"が" 表 面 積 の 最 大 値" よ り 大 き け れ ば そ の 値 を" 表 面 積 の 最 大 値" に
代 入 す る
*/
}
}
return 表 面 積 の 最 大 値;
}
public stat ic void main(String [] args) {
Point[] pps = new Point []{
new Point (6.0 ,8.0 ,2.0) , new Point (3.0 ,4.0 ,6.0) , new Point (1.0 ,5.0 ,3.0) , new
Point (10.0 ,4.0 ,2.0)
};
System.out.println("与えられた座標から描ける直方体の最大表面積は
" + 最 大 の 直 方 体 の 表 面 積 を 計 算( pps ));
System.out.println("#正 し くは80.0 ");
}
}
リスト 1 Cuboid.java
public class Point {
private double[] points = new double[3];
Point(double x, double y, double z) {
points [0] = x;
points [1] = y;
points [2] = z;
}
public double X座標を取得 () {
return points [0];
}
public double Y座標を取得 () {
return points [1];
}
public double Z座標を取得 () {
return points [2];
}
}
リスト 2 Point.java
