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Zusammenfassung
Dieses Projekt befasst sich mit der Implementierung eines MQTT Services in openHAB,
um die Kommunikation zwischen openHAB und der Nutzerwelten App herzustellen. Dazu
werden zunächst die in MQTT vorhandenen Funktionen erläutert und mittels Mosquitto
ein MQTT Broker aufgesetzt. In openHAB wird der MQTT Service in Form eines Bindings
hinzugefügt, mit Hilfe dessen Inbound- und Outbound-Nachrichten zum Versenden und Emp-
fangen von MQTT Nachrichten hinzugefügt werden. Des Weiteren wird der MQTT Service
der Nutzerwelten App analysiert, um die von openHAB versendeten Nachrichten an das
bestehende Nutzerwelten System anpassen zu können.
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1 Einleitung
Das Labor für Informatik und Embedded Systems an der Hochschule Düsseldorf befasst sich
seit längerer Zeit mit dem Thema Ambient Assisted Living (AAL). AAL umfasst Methoden,
Konzepte und Systeme, die es der alternden Gesellschaft erlaubt, länger in ihrer gewohnten
Umgebung zu bleiben und sie im Alltag zu unterstützen. Eines der aktuellen Forschungspro-
jekte zu diesem Thema ist das Nutzerwelten-Projekt, dass vor allem Menschen mit Demenz
helfen soll. Im Rahmen dieses Projekts wurde unter anderem eine Android App entwickelt,
die mit den Geräten, die in der Wohnung des Betroffenen installiert werden, über MQTT
kommuniziert. Da die App so konzipiert wurde, dass sie nur mit bestimmten Geräten funk-
tioniert, kann ein Austausch meistens nur mit Geräten des selben Herstellers durchgeführt
werden. Um dies zu ändern, wird in dieser Arbeit ein openHAB-basierter Lösungsansatz er-
arbeitet. Dabei soll mit der Implementierung eines MQTT Services auf die Nutzerwelten App
zugegriffen werden. Durch die Verwendung von openHAB wird ermöglicht, eine Vielzahl von
auf dem Markt verfügbaren Geräten zu verwenden und ohne großen Aufwand auszutauschen.
1.1 Vorgehensweise
Diese Arbeit befasst sich zunächst mit allgemeinen Informationen zu MQTT. Mit diesem
Wissen kann nachfolgend das Programm Mosquitto installiert und konfiguriert werden, so-
dass die Kommunikation über MQTT ermöglicht wird. Anschließend wird man in openHAB
eingearbeitet. Dazu wird zunächst openHAB 1 verwendet, da es die Grundlagen besser ver-
mittelt als openHAB 2. Im Anschluss wird das in openHAB 1 erstellte Beispiel auf openHAB
2 übertragen. Zum Schluss folgt die Einarbeitung in Android Studio und in diesem die Ana-
lyse der Nutzerwelten App. Hierbei wird in kleinen Schritten der Programmcode analysiert,
da keine Dokumentation zur aktuellen Version vorhanden ist. Abbildung 1 veranschaulicht
diese Abfolge.
Abbildung 1: Aufbau der Arbeit
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2 MQTT
MQTT ist ein offenes, leichtgewichtiges Nachrichtenprotokoll für die Machine-to-Machine
Kommunikation. Es wurde 1999 von den Firmen IBM und Arcom Control Systems gemein-
sam entwickelt, um Ölpipelines zu überwachen. Da aber nur instabile mobile Netze zur
Verfügung standen, musste das Protokoll so entwickelt werden, dass es in solch einer Umge-
bung eine effiziente Datenübertragung und sichere Zustellung ermöglichen konnte. Seit 2010
ist MQTT unter einer freien Lizenz verfügbar und ebnete somit den Weg für Open-Source-
Implementierungen [1, 2].
Die Kommunikation in MQTT basiert auf dem Publish/Subscribe Prinzip, das bedeu-
tet dass die Clients nicht direkt miteinander kommunizieren sondern alle Nachrichten über
einen zentralen Server gesteuert werden. Alle Clients, sei es ein Sensor, Smartphone oder ein
gewöhnlicher PC, verbinden sich mit dem MQTT Server, dem sogenannten Broker.
Die Funktionalitäten in MQTT werden in Abbildung 2 gezeigt. Diese werden in den fol-
genden Unterkapiteln näher erklärt.
Abbildung 2: Funktionalitäten in MQTT
2.1 Topics und Wildcards
Jegliche Nachrichten, die der Broker erhält, werden Topics zugeordnet. Ein Topic ist eine
Zeichenkette, die hierarchisch aufgebaut ist und einer Uniform Resource Locator (URL)
gleicht. Es kann mehrere Topic Level geben, die durch ein Slash voneinander getrennt werden
(zum Beispiel Zuhause/Erdgeschoss/Wohnzimmer/Temperatur). Sendet ein Client nun eine
Nachricht (publish), wird diese in ein von dem Client vorgegebenes Topic veröffentlicht.
Jeder Client, der Nachrichten empfangen möchte, muss ein oder mehrere Topics abonnieren
(subscribe) und erhält automatisch jede Nachricht, die in diesen Topics veröffentlicht werden.
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Beim Abonnieren der Topics können auchWildcards verwendet werden, die eine Art Joker für
entweder ein oder mehrere Topic Level darstellen. Dabei ersetzt ein + ein einziges Topic Level
und ein # mehrere. So können zum Beispiel mit Zuhause/Erdgeschoss/+/Temperatur alle
Temperaturen in jedem Zimmer im Erdgeschoss erhalten wobei mit Zuhause/#/Temperatur
alle Temperaturen jeder Etage und jedes Zimmers empfangen wird [3].
2.2 Quality of Service
Das MQTT-Protokoll bietet einen Quality of Service (QoS) Mechanismus an, der in drei
Stufen unterteilt ist und die erfolgreiche Übermittlung der Nachrichten garantieren soll. QoS
0 bietet keine Garantie der erfolgreichen Übermittlung, da der Client die Nachricht versendet
und keine Bestätigung erwartet. Bei QoS 1 wird eine Bestätigung an den Sender verschickt,
sobald die Nachricht beim Empfänger eingegangen ist. Erhält der Sender innerhalb einer
bestimmten Zeitspanne keine Bestätigung, wird die Nachricht erneut gesendet, sodass Nach-
richten mehr als einmal beim Empfänger ankommen können. QoS 2 bietet die höchste Ga-
rantie, benötigt dafür jedoch eine erhöhte Bandbreite. Hierbei wird zunächst die Nachricht
an den Empfänger geschickt. Wird die Nachricht empfangen, wird eine Bestätigung an den
Sender gesendet. Erhält der Sender diese Bestätigung, schickt er erneut ein Paket an den
Empfänger, dass der Versand abgeschlossen werden kann. Erst bei erneutem Eingang einer
Bestätigung ist die Übermittlung der Nachricht vollendet. Sollte der Sender die erste Be-
stätigungsnachricht nicht erhalten, wird die von ihm gesendete Nachricht erneut verschickt
mit dem Zusatz, dass es ein Duplikat ist, sodass der Empfänger, falls er beide Nachrichten
bekommen hat, diese verknüpfen kann und als eine Nachricht interpretiert [1, 2, 4].
2.3 Retained Nachrichten
Des Weiteren haben Clients die Möglichkeit, Nachrichten als retained zu versenden. Das
bedeutet, dass der Broker diese Nachricht mit dazugehörigem QoS in dem Topic speichert.
Abonniert nun ein neuer Client dieses Topic, erhält er sofort die retained Nachricht. Wenn
keine retained Nachricht vorhanden wäre, würde der Client so lange keine Nachricht be-
kommen, bis ein neuer Statusupdate erfolgt. Pro Topic kann immer nur eine Nachricht, die
mit dem retain Flag verschickt wurde, gespeichert werden. Um eine retained Nachricht zu
entfernen, muss eine leere retained Nachricht an das Topic geschickt werden [5].
2.4 Persistente Sitzung
Eine weitere Funktionalität bietet die persistente Sitzung an, bei der der Broker abonnierte
Topics und versäumte Nachrichten für einen Client speichert. Dies ist vor allem sinnvoll, weil
der Client nicht nach jedem Verbindungsabbruch erneut die gewünschten Topics abonnieren
muss. Außerdem erhält der Client alle Nachrichten, die in seiner Abwesenheit an die von
ihm abonnierten Topics gesendet wurden. Um eine persistente Sitzung zu starten, muss sich
der Client mit einer gewünschten ClientID und dem cleanSession-Flag auf false mit dem
Broker verbinden. Der Broker speichert nun die Existenz dieser Sitzung, alle abonnierten
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Topics und alle Nachrichten mit QoS 1 und 2, die der Client erhält. Bei einer erneuten
Verbindung des Clients muss die ClientID übereinstimmen, damit diese Sitzung fortgeführt
werden kann. Wird das cleanSession-Flag bei der Verbindung auf true gesetzt, gehen alle
zuvor gespeicherten Daten verloren und es werden keine weiteren Informationen gespeichert
[6].
2.5 Last Will and Testament
Ein Client kann beim Verbinden mit dem Broker ein so genanntes Last Will and Testa-
ment (LWT) festlegen. Dies ist eine Nachricht in einem festgelegtem Topic, die vom Broker
versendet wird, sobald der Client aus unerkenntlichen Gründen die Verbindung zum Bro-
ker verliert. Bei einer ordnungsgemäßen Trennung der Verbindung, also dem Senden einer
Disconnect-Nachricht, wird das LWT nicht ausgelöst. Somit lässt sich durch das abonnie-
ren des LWT-Topics und einer entsprechenden Nachricht mit der ID oder dem Namen des
Clients herausfinden, welcher Client unerwartet die Verbindung verloren hat und man kann
daraufhin die Ursache dafür überprüfen. Dies kann unter anderem an einem Defekt, einer
leeren Batterie oder einer schlechten Verbindung zum Netz liegen [7].
2.6 Keep Alive
Ob ein Client die Verbindung zum Broker aus unerklärlichen Gründen verloren hat, lässt sich
durch das Keep Alive feststellen. Das Keep Alive ist ein festgelegtes Intervall, in dem sich der
Client beim Broker gemeldet haben muss, um die Verbindung aufrecht zu erhalten. Hierbei
lässt der Broker noch eine Toleranz, meistens die Hälfte des angegebenen Intervalls, zu und
trennt erst danach endgültig die Verbindung zum Client. Geschieht dies, sendet der Broker
das LWT aus, falls es von dem getrennten Client festgelegt wurde. Falls der Client keine
regelmäßigen Nachrichten aussendet, muss er dem Broker mittels eines Pings mitteilen, dass
er noch verfügbar ist. Dies geschieht mit der Ping Request (PINGREQ)-Nachricht, die an sich
ein Paket ohne Inhalt ist. Der Broker muss dem Client mit dem Ping Response (PINGRESP)
antworten, damit auch der Client weiß, dass die Verbindung noch besteht [8].
2.7 Sicherheit
Um Sicherheitsmechanismen für die MQTT Verbindung hinzuzufügen, bietet das MQTT
Protokoll von sich aus eine einfach Authentifizierung mittels Name und Passwort an. Diese
werden im Paket zum Verbindungsaufbau angegeben und in Klartext übermittelt, sodass
die Authentifizierung alleine keine hohe Sicherheitsmaßnahme darstellt. Erst durch die Ver-
schlüsselung der Übertragung mittels Secure Sockets Layer (SSL) oder Transport Layer
Security (TLS) wird eine hohe Sicherheit gewährleistet [9, 10].
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3 Mosquitto
Mosquitto ist ein sehr erfolgreicher Open Source MQTT Broker, der für eine Vielzahl von
Betriebssystemen verfügbar ist. Er kann nicht nur auf einem PC oder Server, sondern auch
auf dem Raspberry Pi installiert werden. Der Mosquitto Broker bietet nützliche Funktiona-
litäten an, wie das Abonnieren von Topics und Schreiben von Nachrichten, um die Funkti-
onsfähigkeit zu überprüfen, die Authentifizierung per Nutzername und Passwort sowie die
Verschlüsselung durch SSL/TLS mittels OpenSSL [11].
OpenSSL ist ebenfalls ein Open Source Projekt, das die volle Funktionalität der SSL und
TLS Protokolle zu Verfügung stellt. Durch die Implementierung der beiden Protokolle wird es
ermöglicht, die Kommunikation zwischen Kommunikationspartnern zu verschlüsseln. Dazu
benötigt man verschiedene öffentliche und private Schlüssel sowie Zertifikate, die mit Hilfe
von OpenSSL generiert werden können [12]. Der genaue Vorgang eines solchen verschlüsselten
Verbindungsaufbaus mittels SSL/TLS kann unter anderem beim Bundesamt für Sicherheit
in der Informationstechnik nachgelesen werden [13].
Dieses Kapitel befasst sich zunächst mit der Installation von Mosquitto. Darauffolgend
wird der Broker konfiguriert, indem die Einstellungen in der mosquitto.conf -Datei eingetra-
gen werden. Zum Schluss werden die drei Funktionen mosquitto_pub, mosquitto_sub und
mosquitto_passwd vorgestellt. Abbildung 3 zeigt den beschriebenen Verlauf.
Abbildung 3: Vorgehensweise des Kapitels Mosquitto
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3.1 Installation
Die Installation des MQTT Brokers wurde auf Windows 10 durchgeführt und ist für alle
Windows Versionen ab Vista identisch. Auf der Mosquitto Webseite [11] ist die aktuelle Ver-
sion 1.4.8 als Installer verfügbar. Wird die Datei heruntergeladen und ausgeführt, erscheint
das gängige Windows Installationsfenster. Wie in Abbildung 4 gezeigt, wird man im nächs-
ten Fenster darauf hingewiesen, ein weiteres Programm zu installieren und weitere Dateien
in das Mosquitto-Verzeichnis zu kopieren.
Abbildung 4: Mosquitto Installation - Kopieren weiterer Dateien
Bevor man nun die Installation von Mosquitto fortführt, muss zunächst OpenSSL in-
stalliert werden. Hierfür wird die angegebene Webseite geöffnet (http://slproweb.com/
products/Win32OpenSSL.html) und die Datei Win32 OpenSSL v.1.0.2g Light beziehungs-
weise die aktuellste Version heruntergeladen. Im Anschluss wird die Datei ausgeführt und
OpenSSL intalliert. Hierbei können alle vorgegebenen Einstellungen übernommen werden.
Nach der Installation werden in dem OpenSSL-Ordner, der sich standardmäßig unter C:\OpenSSL-
Win32 befindet, die Dateien libeay32.dll, libssl32.dll und ssleay32.dll kopiert (siehe Abbil-
dung 5).
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Abbildung 5: Kopieren der benötigten Dateien aus OpenSSL
Diese Dateien werden in den Mosquitto-Ordner eingefügt. Da Mosquitto aber noch nicht
installiert wurde, muss zunächst ein Ordner angelegt werden, in dem Mosquitto im Anschluss
installiert wird. Der in der Installation festgelegte Ordner befindet sich unter C:\Program
Files (x86)\mosquitto, selbstverständlich kann hier auch ein anderer Pfad gewählt werden.
Nun kann aus dem zweiten Link (ftp://sources.redhat.com/pub/pthreads-win32/dll-
latest/dll/x86/) die Datei pthreadVC2.dll heruntergeladen und ebenfalls in den Mosquitto-
Ordner kopiert werden (siehe Abbildung 6).
Abbildung 6: pthreadVC2.dll herunterladen
7
Es sind nun alle benötigten Dateien im Mosquitto-Ordner und die Installation von Mos-
quitto kann fortgesetzt werden. Wurde ein anderer Ordner als der Standard-Installationsord-
ner gewählt, muss dieser während des Installationsvorgangs entsprechend angepasst werden.
Nach der Installation muss der Broker als Dienst gestartet werden. Dies erfolgt entweder in
der Eingabeaufforderung mit Administratorberechtigung mittels des Befehls net start mos-
quitto oder im Task-Manager unter Dienste mit Rechtsklick auf mosquitto und Starten.
3.2 Konfiguration und Funktionen
Der MQTT Broker ist funktionsfähig und es kann begonnen werden, den Broker zu konfigu-
rieren und MQTT Nachrichten zu versenden. Die Konfiguration des Brokers erfolgt in der
mosquitto.conf -Datei innerhalb des Mosquitto-Ordners. Hier lassen sich verschiedene Ein-
stellungen vornehmen. Es kann eine Authentifizierung sowie eine Verschlüsselung mittels
SSL/TLS eingerichtet werden. Außerdem kann das Verhalten des Brokers bei persistenten
Sitzungen eingestellt werden, wie beispielsweise der Zeitraum, in der der Broker die Infor-
mationen einer solchen Sitzung speichern soll. Des Weiteren kann eine Bridge zwischen zwei
Brokern konfiguriert werden, sodass eine Verwaltung der Nachrichten über beide Broker
möglich ist. Ferner kann ein Intervall festgelegt werden, wie lange der Broker auf eine Emp-
fangsbestätigung einer QoS 1 oder 2 Nachricht wartet, bis er die Nachricht erneut sendet.
Darüber hinaus gibt es noch viele weitere Einstellungen, die man in der mosquitto.conf -Datei
einsehen kann. Um eine Einstellung zu aktivieren, muss das # am Anfang der Zeile gelöscht
werden [14]. Da im Folgenden nur Nachrichten zu Testzwecken verschickt werden, braucht
der Broker nicht weiter konfiguriert werden, da die Standardeinstellungen ausreichen.
Mosquitto bietet das Versenden von Nachrichten, Abonnieren von Topics sowie das Erstel-
len einer Password-Datei, die Nutzername und Passwort für die Authentifizierung speichert,
an. Um diese Funktionen zu nutzen, muss die Eingabeaufforderung als Administrator geöff-
net und in das Verzeichnis von Mosquitto gewechselt werden. Dies geschieht mit dem Befehl
cd c:\program files (x86)\mosquitto. Um Nachrichten zu veröffentlichen wird mosquitto_pub
verwendet. Es folgen notwendige Optionen wie –m “Nachricht” und –t Topic, sowie optiona-
le Einstellungen wie –d für debug Nachrichten, –r um die Nachricht als retained zu senden,
–q gefolgt vom QoS Level, um ein QoS Level für die Nachricht festzulegen, –h, um einen
Host festzulegen, und –p, um den entsprechenden Port zu bestimmen. Host und Port sind
standardmäßig auf localhost und 1883 festgelegt und müssen für erste Testnachrichten nicht
verändert werden [15]. Abbildung 7 zeigt, wie die Nachricht Hallo Welt in das Topic test mit
den verschiedenen QoS Level verschickt wird.
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Abbildung 7: Versenden von Nachrichten mittels mosquitto_pub mit unterschiedlichen QoS
Level
Das Abonnieren von Topics wird mit mosquitto_sub realisiert. Als Option benötigt es das
Topic, das mit –t eingeleitet wird. Weitere Einstellungen wie –q für die Festlegung des QoS
Levels oder –h und –p, wie oben erwähnt für die Bestimmung von Host und Port, können
auf den Standardeinstellungen belassen werden [16]. Das Abonnieren des Topics test, um die
oben gezeigten Nachrichten zu empfangen, erfolgt wie in Abbildung 8.
Abbildung 8: Empfangen von Nachrichten mittels mosquitto_sub
Für Authentifizierungen wird eine Passwort-Datei benötigt, die Nutzernamen und Pass-
wörter speichert. Hierfür stellt Mosquitto den Befehl mosquitto_passwd zur Verfügung. Mit
diesem Befehl kann eine neue Passwort-Datei erzeugt, ein Nutzer aus der Datei entfernt
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oder eine vorhandene Datei verschlüsselt werden. Mit Hilfe von mosquitto_passwd –c pass-
wordfile username wird eine neue Passwort-Datei erstellt. Dabei wird für passwordfile der
Name der Datei und für username entsprechend der Name für einen Benutzer eingegeben.
Mit mosquitto_passwd –D passwordfile username wird der entsprechende Benutzer in der
angegebenen Datei entfernt und mit mosquitto_passwd –U passwordfile eine Datei, die noch
nicht verschlüsselte Passwörter enthält, verschlüsselt. Dabei sind Nutzername und Passwort
mittels eines Doppelpunkts voneinander getrennt und es wird daher alles nach dem Doppel-
punkt verschlüsselt. Somit sollen Nutzernamen keine Doppelpunkte enthalten, da sie sonst
abgeschnitten und zum Passwort hinzugefügt werden. Der Befehl überprüft nicht, ob die
Passwörter schon verschlüsselt sind und macht die Datei unbrauchbar, wenn eine bereits
verschlüsselte Datei erneut verschlüsselt wird [17].
Zwar lässt sich eine Passwort-Datei erfolgreich erstellen, aber beim Hinzufügen der Datei
in die Konfigurationsdatei lässt sich der Mosquitto-Dienst nicht mehr starten. Der Fehler
kann nicht nachvollzogen werden, da es keine Logdateien zum Nachschlagen gibt. Wird eine
Authentifizierung in Zukunft benötigt, muss der Fehler behoben oder auf eventuelle Plugins
oder Addons für Mosquitto zurückgegriffen werden, die die Authentifikation steuern. Ebenso
gibt es noch keinerlei Erfahrung mit dem Hinzufügen von SSL/TLS in Mosquitto.
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4 openHAB
Open Home Automation Bus (openHAB) ist ein auf Java basierendes Open Source Pro-
jekt zur Heimautomatisierung. Es besteht aus OSGi Bundles, die in ein OSGi Framework
namens Equinox eingebettet sind. Das OSGi Framework dient als Laufzeitumgebung und
ermöglicht es, die Bundles dynamisch zu erstellen und modular zu erweitern [18]. Aufgrund
dieser Basis ist openHAB sehr flexibel und kann auf jedem Java lauffähigen System instal-
liert werden. Außerdem wurde openHAB so entworfen, dass es herstellerübergreifend ist und
man kein Wissen über die dahinterliegende Hardware und Protokolle der einzubindenden
Geräte besitzen muss [19].
Im Folgenden wird die Installation von openHAB 1 sowie des openHAB Designers be-
schrieben. Anschließend wird erklärt, wie Items und Sitemaps in openHAB erstellt werden.
Für die MQTT Kommunikation wird ein MQTT Binding benötigt, das in der openhab.cfg-
Datei konfiguriert wird. Auf den zuvor erstellten Items aufbauend werden die sogenannten
Inbound- und Outbound-Nachrichten hinzugefügt. Diese bewirken, dass die verschiedenen
Items MQTT Nachrichten empfangen beziehungsweise versenden. Mögliche Fehlerquellen
hierbei werden separat aufgeführt, da diese schnell zu unerwünschten Endlosschleifen führen
können. Zum Schluss erfolgt ein Einblick in openHAB 2 (Abbildung 9).
Abbildung 9: Verlauf des Kapitels openHAB
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4.1 Installation
OpenHAB benötigt zur einwandfreien Funktion Java 1.7 oder höher. Falls keine aktuelle
Java Version installiert ist, kann diese auf der Java-Webseite heruntergeladen werden [20].
OpenHAB besteht aus der runtime core, Addons und gegebenenfalls einem Designer. Es kann
auch ein Demo Setup heruntergeladen werden, um einen ersten Blick in die Entwicklung von
openHAB zu erhalten. Die benötigten Bestandteile befinden sich auf der Downloadseite
von openHAB und sollten für das weitere Vorgehen heruntergeladen werden [21]. Die Datei
distribution-<version>-runtime.zip beinhaltet openHAB und wird in einen entsprechenden
Ordner entpackt. In diesem Ordner wird nun ein weiterer Ordner angelegt, der alle Addons
aus der Datei distribution-<version>-addons.zip enthalten soll (siehe Abbildung 10). Es
befindet sich zwar schon ein addons-Ordner im openHAB-Verzeichnis, hier sollen aber nur
die Addons hinein kopiert werden, die für die openHAB-Konfiguration benötigt werden [22].
Abbildung 10: Erstellen des Ordners für die heruntergeladenen Addons
Im configurations-Ordner wird eine Kopie der Datei openhab_default.cfg erstellt und in
openhab.cfg umbenannt (Abbildung 11). In dieser Datei sind alle möglichen Konfigurationen
des openHAB Servers sowie Einstellungen verschiedener Bindings aufgeführt und lassen sich
durch das Entfernen des # am Anfang der Zeile aktivieren [22].
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Abbildung 11: Erzeugen einer Kopie von openhab_ default.cfg mit dem Namen openhab.cfg
Um das Demo Setup zu installieren, muss die Datei distribution-<version>-demo.zip in
das openHAB-Verzeichnis entpackt werden. Die Demo beinhaltet notwendige Addons im ad-
dons-Verzeichnis sowie weitere Dateien im configurations-Verzeichnis, um eine beispielhafte
Realisierung eines Heimautomatisierungssystems innerhalb eines Hauses darzustellen.
Die Installation des openHAB Designers ist optional, bietet aber eine sinnvolle Syntax
Überprüfung der Konfigurationsdateien an. Der Designer ist Plattform spezifisch und muss
daher entsprechend ausgewählt werden. Die heruntergeladene Datei distribution-<version>-
designer-win.zip wird in einen separaten Ordner entpackt und der Designer kann daraufhin
gestartet werden. Bei 64-Bit Architekturen kann es vorkommen, dass eine Fehlermeldung
ausgegeben wird, da es die Java Native Interface (JNI) Bibliothek aus Java nicht öffnen
kann. Dies geschieht dadurch, dass der openHAB Designer eine 32-Bit Anwendung ist und
mit der 64-Bit Java Version nicht funktioniert. Es reicht hier aus, den jre-Ordner einer 32-Bit
Java Version in den Ordner des openHAB Designers zu kopieren. Diesen kann man auf der
Oracle Downloadseite für Java Standard Edition (SE) auffinden und besitzt den Dateina-
men jre-<version>-windows-i586.tar.gz [23]. Der in der Datei enthaltene Ordner wird in das
openHAB-Designer-Verzeichnis kopiert und in jre umbenannt. Der Designer lässt sich nun
starten und es muss hier nur noch der configurations-Ordner des openHAB-Ordners einge-
bunden werden. Dazu wird das kleine Ordnersymbol im Configurations-Tab und anschließend
der configurations-Ordner im openHAB-Verzeichnis ausgewählt (siehe Abbildung 12) [22].
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Abbildung 12: Einbinden des configurations-Ordners im openHAB-Designer
4.2 Konfiguration des openHAB Servers zur MQTT Kommunikation
Die Konfiguration erfolgt durch die Bearbeitung der schon oben erwähnten openhab.cfg-Datei
sowie der .items- und .sitemap-Datei. Es existieren weitere Konfigurationsdateien wie die
.rules-, .persist- und .script-Datei, jedoch sind diese für das weitere Vorgehen nicht relevant.
Die Dateien befinden sich in den entsprechenden Ordnern im configurations-Ordner und
können mit Hilfe des Designers bearbeitet werden. Anstatt des Designers kann auch ein
Texteditor benutzt werden, wobei es empfohlen wird, dafür nicht den Windows Editor zu
benutzen, da er nicht richtig mit der UTF-8 Codierung umgehen kann.
Zunächst wird die .items-Datei bearbeitet. In dieser werden Objekte, so genannte Items,
definiert, die gelesen, beschrieben oder mit sonstigen Interaktionen beeinflusst werden. Hier-
bei wird nur auf drei Itemtypen eingehen, wobei sich die Herangehensweise zur Anbindung
an MQTT auf andere Items übertragen lässt. Generell wird ein Item mittels der Syntax
itemtype itemname [„labeltext“] [<iconname>] [(group1, group2, . . . )] [{bindingconfig}]
[24] erzeugt, wobei die Optionen in den eckigen Klammern optional sind. Ein Itemtyp kann
unter anderem ein Number (Dezimalzahl), ein Dimmer (Regler) oder ein Switch (Schalter)
sein und wird wie in Listing 1 angelegt [24].
1 Switch Licht "Lampe"
2 Dimmer Volume "Lautstärke"
3 Number Temperatur "Außentemperatur [%.1f]"
Listing 1: Erzeugen von Items im openHAB-Designer
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Um die Items nun im Browser anzeigen zu können, wird die .sitemap-Datei bearbeitet. Hier
werden verschiedene Elemente hinzugefügt und mit den vorhandenen Items verknüpft. Das
Switch-Item kann mit dem gleichnamigen Switch-Element verknüpft werden, das Dimmer-
Item mit dem Slider-Element und das Number-Item kann mittels Text-Element angezeigt
werden. Für das Number-Item wird hierfür eine Formatierung in der .items-Datei benötigt,
die wie in Listing 1 gezeigt [%.1f] lautet und die Zahl mit einer Nachkommastelle darstellt.
Die Elemente werden innerhalb eines Frames hinzugefügt, von denen mehrere auf einer Si-
temap erstellt werden können und somit eine Unterteilung der Items bewirkt wird [25].
Listing 2 zeigt, wie die .sitemap-Datei für die oben erstellten Items aussehen kann.
1 sitemap demo label="Demo"
2 {
3 Frame label ="Innen "{
4 Switch item=Licht
5 Slider item=Volume
6 }
7 Frame label ="Außen"{
8 Text item=Temperatur
9 }
10 }
Listing 2: Hinzufügen der Items in eine Sitemap
Um sich nun die Seite im Browser anzeigen zu lassen, muss zunächst openHAB gestartet
werden. Dazu wird im openHAB-Verzeichnis die start.bat ausgeführt. Nachdem openHAB
vollständig initialisiert ist, wird in einem beliebigen Browser die Seite http://localhost:
8080/openhab.app?sitemap=demo aufgerufen. Falls die .sitemap-Datei einen anderen Na-
men besitzt als demo, muss dieser in der URL für demo ersetzt werden. Abbildung 13 zeigt
die daraufhin angezeigte Seite.
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Abbildung 13: Darstellung der Sitemap im Browser
Auf diesem Grundgerüst aufbauend soll nun die MQTT Kommunikation hinzugefügt wer-
den, die in openHAB mittels eines Bindings realisiert wird. Um das Binding benutzen zu
können, muss es zunächst aus den Addons herausgesucht und in das addons-Verzeichnis ko-
piert werden. In den Addons gibt es drei Dateien, die mit MQTT in Verbindung stehen. Zum
einen die org.openhab.binding.mqtt-<version>.jar, die das im weiteren Verlauf benötigte Bin-
ding ist und daher in das addons-Verzeichnis kopiert wird, die org.openhab.persistence.mqtt-
<version>.jar, die benötigt wird, wenn eine persistente Sitzung zwischen openHAB und
dem MQTT Broker aufgebaut werden soll, und zum Schluss die org.openhab.action.mqtt-
<version>.jar, die für das Übermitteln von MQTT Nachrichten innerhalb einer Rule be-
nötigt wird. Die Konfiguration des Bindings findet in der openhab.cfg-Datei statt. Hierzu
wird der Abschnitt MQTT Transport unter Transport configurations herausgesucht (Abbil-
dung 14).
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Abbildung 14: Konfiguration der MQTT Verbindung in openhab.cfg
Die wichtigste Einstellung, die hier vorzunehmen ist, ist die Angabe zur URL des MQTT
Brokers in der Zeile:
#mqtt:<broker>.url=tcp://<host>:1883
Es muss nun für <broker> ein beliebiger Name, mit dem der Broker in openHAB identifiziert
wird, angegeben und für <host> die Adresse des Brokers hinzugefügt werden. Da der Broker
auf dem gleichen System läuft wie openHAB, wird für <host> localhost eingefügt. Das #
vor der Zeile wird entfernt, um die Einstellung zu aktivieren. Die Zeile sieht am Ende wie
folgt aus:
mqtt:localbroker.url=tcp://localhost:1883
Falls noch optionale Einstellungen vorgenommen werden, wie die Festlegung eines QoS oder
eines LWT, so muss der Name, der für <broker> gewählt wurde, beibehalten und die ent-
sprechenden weiteren Angaben vorgenommen werden [26].
4.2.1 Inbound-Nachrichten
Um nun MQTT mit den angelegten Items zu verknüpfen, wird für jedes Item eine Bin-
dingkonfiguration hinzugefügt. Hierzu werden am Ende des Items geschweifte Klammern
hinzugefügt, in denen mittels der Syntax
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mqtt=“<direction>[<broker>:<topic>:<type>:<transformation>:<regex_filter>]” [26]
eine Inbound- beziehungsweise
mqtt=“<direction>[<broker>:<topic>:<type>:<trigger>:<transformation>]” [26]
eine Outbound-Nachricht angebunden wird. Inbound-Nachrichten werden mit < als <di-
rection> angegeben und sind diejenigen Nachrichten, die vom MQTT Broker an openHAB
gesendet werden. Es gleicht dem Abonnieren eines Topics, wobei vordefinierte Nachrichten
gesendet werden müssen, um den Status des Items zu verändern. Hierfür muss der <broker>
angegeben werden, so wie er in der openhab.cfg eingetragen wurde, sowie ein <topic>, <ty-
pe> und eine <transformation>. Das <type> gibt an, ob die Nachricht ein status update
oder ein command ist und kann daher nur die beiden Werte state oder command annehmen.
Inbound-Nachrichten sollen nur den Status des Items aktualisieren und keine Kommandos
ausführen, daher haben sie immer den <type> state. <transformation> gibt letztendlich eine
Regelung an, wie die erhaltenen Nachrichten umgewandelt werden, damit diese von openHAB
umgesetzt werden können. Hierfür kann die <transformation> auf default gesetzt werden,
was bei Number- oder Dimmer- Items benutzt werden muss, um die versendeten Zahlen an
das Item zu übergeben. Beim Switch-Item können die Transformationen ON:<Nachricht>
beziehungsweise OFF:<Nachricht> genutzt werden, um individuelle Nachrichten festzule-
gen, die den Switch ein- beziehungsweise ausschalten [26]. Das Listing 3 und die Abbildungen
15 und 16 zeigen nun, wie Inbound-Nachrichten für die vorhandenen Items aussehen können
und wie das Versenden von MQTT Nachrichten mit Hilfe von Mosquitto den Status der
Items auf der Sitemap verändern.
1 Switch Licht "Lampe" {mqtt="<[ localbroker :/ openHAB/test/Licht:
state:ON:Licht an], <[localbroker :/ openHAB/test/Licht:state:
OFF:Licht aus]"}
2 Dimmer Volume "Lautstärke" {mqtt="<[ localbroker :/ openHAB/test/
Volume:state:default], <[localbroker :/ openHAB/test/Volume:
state :0: stumm ]"}
3 Number Temperatur "Außentemperatur [%.1f]" {mqtt="<[ localbroker
:/ openHAB/test/Temp:state:default ]"}
Listing 3: Inbound-Nachrichten für vorhandene Items erzeugen
Es wurden verschiedene Inbound-Nachrichten für die vorhandenen Items hinzugefügt. Die
Konfiguration eines Items muss innerhalb einer Zeile stehen. In Listing 3 sind Zeilenumbrüche
nur aufgrund des mangelnden Platzes vorhanden und müssen im Editor entfernt werden. Das
Switch-Item wurde so konfiguriert, dass es bei der Nachricht Licht an an- beziehungsweise bei
Licht aus ausgeschaltet wird. Für das Dimmer-Item wurde die <transformation> auf default
gesetzt, da die Zahlen (von 0 bis 100), ohne sie zu verändern, an das Item weitergegeben
werden sollen. Hier ist noch ein Zusatz vorhanden, der den Dimmer auf 0 setzt, falls es
die Nachricht stumm erhält. Das Number-Item übernimmt wie das Dimmer-Item auch die
Zahl, die als Nachricht versendet wurde. Hier gilt aber durch die Formatierung [%.1f], dass
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Gleitkommazahlen akzeptiert werden, wobei in der MQTT Nachricht das Komma durch
einen Punkt ersetzt werden muss.
Abbildung 15: Senden von MQTT Nachrichten, die in den Inbound-Nachrichten angegeben
wurden
In Abbildung 15 werden MQTT Nachrichten mittels Mosquitto verschickt. Zum einen
Licht an, um den Switch einzuschalten, zum anderen 75 für die Lautstärke und 21.8 für die
Temperatur. Die Nachrichten müssen außerdem in die in den Binding-Konfigurationen der
Items festgelegten Topics geschrieben werden.
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Abbildung 16: Sitemap nach dem Erhalt der MQTT Nachrichten
Abbildung 16 zeigt, dass die Items die versendeten Werte übernommen haben und es kann
nun mit den Outbound-Nachrichten fortgesetzt werden.
4.2.2 Outbound-Nachrichten
Um das Versenden von Nachrichten, den sogenannten Outbound-Nachrichten, zu ermögli-
chen, muss die <direction> mit > angegeben werden. Die Items senden nun eine Nachricht
an den angegebenen MQTT Broker im angegebenen Topic. Das <type> wird entweder als
command oder state gesetzt. Wenn das Item im Browser verändert werden kann, wie das
Switch- und das Dimmer-Item, so muss command benutzt werden. Wenn es ein Item ist, dass
seine Daten durch andere Bindings erhält, wird state verwendet. In unserem Fall wird das
Number-Item weiterhin seine Inbound-Nachricht behalten, damit es überhaupt Werte erhält
und sendet es mit der Outbound-Nachricht in ein anderes Topic. Outbound-Nachrichten sind
ansonsten gleich aufgebaut wie Inbound-Nachrichten und werden beispielhaft in Listing 4
gezeigt.
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1 Switch Licht "Lampe" {mqtt=">[ localbroker :/ openHAB/test/Licht:
command:ON:Licht an], >[localbroker :/ openHAB/test/Licht:
command:OFF:Licht aus]"}
2 Dimmer Volume "Lautstärke" {mqtt=">[ localbroker :/ openHAB/test/
Volume:command :*: default ]"}
3 Number Temperatur "Außentemperatur [%.1f]" {mqtt="<[ localbroker
:/ openHAB/test/Temp:state:default], >[localbroker :/ openHAB/
test/Temp/out:state :*: default ]"}
Listing 4: Outbound-Nachrichten für vorhandene Items erzeugen
Wird der Schalter an- beziehungsweise ausgeschaltet, so wird jeweils eine Nachricht mit
Licht an beziehungsweise Licht aus an den MQTT Broker gesendet. Das Dimmer-Item sendet
ebenfalls Nachrichten, wenn es im Browser verändert wird und zwar seinen aktuellen Status
zwischen 0 und 100. Das Number-Item sendet den Wert, den es vom Broker bekommt, wieder
zurück an den Broker, jedoch in ein anderes Topic. Abonniert man die Topics, erhält man
folgende Ausgaben durch betätigen der Items im Browser (Abbildung 17).
Abbildung 17: Erhalten von MQTT Nachrichten nach der Interaktion mit den Items
Abbildung 17 zeigt, dass die Nachrichten Licht an und Licht aus beim An- und wie-
der Ausschalten beim Broker eingegangen sind. Außerdem sieht man doppelte Werte beim
Volume-Item, das vermutlich dadurch entsteht, dass beim Halten des Knopfs des Dimmers
periodisch der Status ausgegeben wird. Die Zeitspanne ist aber so klein, dass beim Ankli-
cken auf einen Abschnitt der Status zwei Mal ausgegeben wird. Zuletzt wurde mit einem
weiteren Eingabefenster der Wert 21 an das Number-Item gesendet, das den Wert an ein
anderes Topic weiterleitet. Anschließend können die Bindingkonfigurationen für Inbound-
und Outbound-Nachrichten pro Item zusammengefasst werden.
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4.3 Fehlerquellen
Der Unterschied zu den Typen state und command ist nicht einfach zu verstehen und kann
bei falscher Benutzung zu unerwünschten Endlosschleifen führen. Daher sollten, wie im Ab-
schnitt 4.2.1 erwähnt, Inbound-Nachrichten immer nur den state aktualisieren und niemals
einen command ausführen. Bei Outbound-Nachrichten ist es je nach Item und Situation
abzuwägen, welchen Typ man benötigt. Hier kann man aber auch wieder festhalten, dass
Items, die im Browser durch den Benutzer verändert werden können, den Typ command
versenden und diejenigen, bei denen keine Aktion durchgeführt werden kann, den Typ state
verschicken.
Außerdem sollen beim Erstellen von Items und dem Abonnieren von Topics in openHAB
Umlaute vermieden werden. Sie führen dazu, dass die Namen abgeschnitten werden und
daher die Übermittlung von Daten nicht richtig ausgeführt beziehungsweise keine oder falsche
Nachrichten empfangen werden.
4.4 openHAB 2
openHAB 2 befindet sich zwar noch in der Beta-Phase, ist aber aufgrund neuer Addons und
verschiedener User Interfaces (UIs) ansprechender und zum Teil einfacher als openHAB 1.
Es mangelt jedoch an Hilfestellungen und man ist bei Problemen daher auf die Hilfe anderer
Nutzer oder bereits vorhandenen Foreneinträgen angewiesen.
Für die Installation von openHAB 2 lädt man zunächst die aktuelle Version auf der
Download-Seite von openHAB herunter [21]. Dabei kann man zwischen einer online und
einer oﬄine Version entscheiden. Die oﬄine Version beinhaltet alle Addons, die lokal instal-
liert werden. Die online Version bringt keine Addons mit sich und werden bei Bedarf von
einem Remote-Repository heruntergeladen und installiert [27]. Die Entscheidung fiel hier
auf die oﬄine Version, wobei es mit der online Version gleichermaßen funktioniert. Die her-
untergeladene Datei wird in einen Ordner entpackt, der keine Leerzeichen enthalten darf,
da die start.bat ansonsten einen nicht klar definierten Fehler ausgibt. Des Weiteren besitzt
openHAB 2 keinen Designer und es muss daher auf einen Texteditor umgestiegen werden.
Hierfür eignet sich das Notepad++, da es Hilfestellungen wie Vervollständigungsvorschläge
und Syntax-Highlighting anbietet. Das Syntax-Highlighting für openHAB ist jedoch nicht
standardmäßig vorhanden, die dazu benötigten Dateien können aber heruntergeladen und
importiert werden.
Nach dem Starten der start.bat wird die Seite http://localhost:8080 im Browser geöff-
net. Hier lassen sich die Classic UI, welche die UI von openHAB 1 darstellt, die Basic UI,
welche die neue UI für openHAB 2 darstellt, und die Paper UI, in der Addons installiert
und Bindings an Items angebunden werden können, öffnen. Da das MQTT Binding benö-
tigt wird, wird in der Paper UI unter Extensions und anschließend Bindings das MQTT
Binding herausgesucht und installiert. Unter Persistence Services befindet sich der MQTT
Persistence Service, um persistente Sitzungen zum Broker zur Verfügung zu stellen. Ist das
Binding erfolgreich installiert, erscheint im Verzeichnis conf/services des openHAB 2 Ordners
die Datei mqtt.cfg, in der die Einstellungen der Kommunikation zum MQTT Broker vorge-
nommen werden. Diese Datei ist identisch aufgebaut wie der Abschnitt MQTT Transport
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in der openhab.cfg-Datei in openHAB 1 und die Einstellungen können daher übernommen
werden.
Das Anlegen der Items und der Sitemap sowie das Verknüpfen des MQTT Bindings an
Items erfolgt gleich wie in openHAB 1. Die dazugehörigen Dateien befinden sich im conf -
Ordner und werden mit einem beliebigen Texteditor bearbeitet. Hier kann man ebenfalls
wieder die Konfigurationen aus openHAB 1 übernehmen und erhält anschließend folgende
Ansicht, wenn man die Basic UI öffnet und die entsprechenden MQTT Nachrichten für die
Items verschickt (Abbildung 18).
Abbildung 18: Darstellung der Basic UI in openHAB 2
Die Grundlagen für das Herstellen der MQTT Verbindung sowie das Versenden bezie-
hungsweise Erhalten von MQTT Nachrichten in openHAB sind nun vorhanden. Mit dem
nächsten Kapitel wird das Arbeiten in Android Studio, das Testen der MQTT Verbindung
über das Smartphone sowie die Analyse der Nutzerwelten App näher erläutert.
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5 Android
Android wird von der Open Handset Alliance, die von Google gegründet wurde, als Betriebs-
system und Software-Plattform für mobile Geräte entwickelt. Es basiert auf dem Linux-
Kernel und ist als freie und quelloffene Software verfügbar. Android ist das populärste Be-
triebssystem für mobile Geräte weltweit und besitzt Ende 2015 einen Marktanteil von über
80% [28]. Dies kommt vor allem daher, dass das System für die Hersteller frei zugänglich
ist und sie es nach ihren Vorstellungen anpassen können. Auch privat lassen sich Android
Apps mittels Android Studio entwickeln [29]. Vorallem dies ist der Grund dafür, dass die
Nutzerwelten App in Android programmiert wurde.
In diesem Kapitel wird mit Hilfe von Android Studio die Nutzerwelten App analysiert.
Hierfür muss zunächst der ADB Treiber installiert werden, falls die App auf dem Smartphone
installiert werden soll. Außerdem muss die Verbindung zumMQTT Broker überprüft werden,
damit die Nutzerwelten App ohne große Probleme diese Verbindung herstellen kann. Bei der
Analyse der Nutzerwelten App wird der Fokus auf zwei Methoden gelegt, die für den Erhalt
der MQTT Nachrichten und die Erzeugung der Push-Benachrichtigungen dienen. Zu Letzt
werden die beiden Methoden erweitert, damit die Push-Benachrichtigungen für alle Geräte
angezeigt werden. Die Vorgehensweise wird in Abbildung 19 gezeigt.
Abbildung 19: Vorgehensweise des Kapitels Android
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5.1 Installation von Android Studio und ADB Treiber
Um mit der Programmierung in Android zu beginnen, wird zunächst Android Studio und an-
schließend, um die App auf dem eigenen Smartphone zu testen, der Android Debug Bridge
(ADB) Treiber installiert. Das Android Studio 2.0 ist auf der Seite http://developer.
android.com/sdk/index.html erhältlich und benötigt Java 1.8 oder höher. Der Installa-
tionsvorgang benötigt keine weiteren Anpassungen. Ist die Installation abgeschlossen, wird
Android Studio automatisch geöffnet. Im nachfolgenden Fenster kann man auswählen, ob
man ein neues Projekt oder ein bestehendes öffnen möchten. Da im weiteren Verlauf die Nut-
zerwelten App bearbeitet wird, wird ein bestehendes Projekt geöffnet. Man navigiert nun in
den Ordner, in dem das Nutzerwelten Projekt gespeichert ist und wählt NutzerWeltenSpeech
aus Abbildung 20.
Das Projekt kann natürlich auch im Hauptfenster von Android Studio geöffnet werden,
indem man unter File → New → Import Project. . . den Nutzerwelten-Ordner, wie in Abbil-
dung 20 gezeigt, auswählt.
Abbildung 20: Auswählen und Öffnen des Nutzerwelten Projekts in Android Studio
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Es wird zunächst ein Fehler ausgegeben, dass die Software Development Kit (SDK) Platt-
form für Android 5.0 nicht vorhanden ist und installiert werden muss. Hierfür wird auf das
Install missing platform(s) and sync project geklickt, um den Download und die Installati-
on einzuleiten (Abbildung 21). Es können weitere Fehlermeldungen folgen, die aber auf die
gleiche Weise behoben werden
Abbildung 21: Fehlermeldung nach dem Öffnen des Nutzerwelten Projekts
Das Ausführen der App erfolgt durch das Anklicken des grünen Pfeils in der oberen Leiste.
Zuvor muss jedoch ausgewählt werden, auf welchem System dies ausgeführt wird. Hier stehen
das Smartphone (mobile) und die Smartwatch (wear) zur Verfügung und muss entsprechend
ausgewählt werden (Abbildung 22).
Abbildung 22: Ausführen des Projekts auf dem Smartphone
Nachdem der grüne Pfeil betätigt wird, öffnet sich ein Fenster, in dem ein Gerät ausge-
wählt werden muss. Man kann hier entweder ein Smartphone emulieren, es wird also auf
dem Rechner in einem Fenster dargestellt, oder man schließt sein eigenes Gerät an, auf dem
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die App anschließend ausgeführt wird. Letztere Methode funktioniert deutlich schneller und
komfortabler und sollte daher bevorzugt werden. Dazu wird ein spezieller USB Treiber be-
nötigt, dem so genannten ADB Treiber, der von Smartphone Herstellern und von Google
selber angeboten wird. Zunächst müssen jedoch auf dem Smartphone die Entwickleroptio-
nen freigeschaltet und das Android-Debugging aktiviert werden, damit die Kommunikation
zwischen PC und Smartphone erfolgreich zustande kommen kann. Hierfür öffnet man am
Smartphone die Einstellungen, navigiert zur Kategorie Über das Telefon und tippt sieben
Mal auf die Build-Nummer (siehe Abbildung 23).
Abbildung 23: Build-Nummer in den Einstellungen
Die Entwickleroptionen sind daraufhin freigeschaltet und über die Einstellungen zugäng-
lich. Öffnet man nun die Entwickleroptionen, müssen diese und das Android-Debugging unter
dem Abschnitt Debugging aktiviert werden (siehe Abbildung 24).
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Abbildung 24: Entwickleroptionen und Android-Debugging aktivieren
Um den ADB Treiber für das Smartphone zu installieren, muss man entweder einen vom
Hersteller angebotenen Treiber (http://developer.android.com/tools/extras/oem-usb.
html) oder einen universellen Treiber (http://adbdriver.com/downloads/) verwenden. Die
Datei beinhaltet zwar den Namen Samsung, ist jedoch universal für andere Geräte verwend-
bar. Nach der Installation wird der Geräte-Manager geöffnet und es sollte ein ADB Interface
und Andere Geräte vorhanden sein. Mit einem Rechtsklick lässt sich die Treibersoftware
aktualisieren (siehe Abbildung 25).
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Abbildung 25: Treibersoftware für das ADB Interface aktualisieren
Im nachfolgenden Fenster wird ausgewählt, die Treibersoftware auf dem Computer zu
suchen und anschließend Aus einer Liste von Gerätetreibern auf dem Computer auswählen.
Nach dem Auswählen von ADB Interface kann man zwischen vier Modellen frei wählen. Zum
Schluss muss die Verbindung auf dem Smartphone zugelassen werden, wie in Abbildung 26
zu sehen.
Abbildung 26: Zugriff des Computers auf dem Smartphone genehmigen
Das Gerät wird in Android Studio nun beim Anklicken des grünen Pfeils (siehe Abbil-
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dung 22) in der Liste mit aufgelistet und die App kann auf dem Smartphone installiert und
ausgeführt werden. Bevor die Nutzerwelten App im weiteren Verlauf analysiert wird, muss
das Smartphone mit dem MQTT Broker kommunizieren können. Dies wird im nächsten
Kapitel näher erläutert.
5.2 Testen der MQTT Verbindung
Das Testen der MQTT Verbindung kann mittels einer frei verfügbaren App aus dem Google
Play Store ausgeführt werden. Es sind zahlreiche MQTT Clients für Smartphones vorhanden,
die unterschiedliche Funktionen und Benutzeroberflächen anbieten. Hier wird die App IoT
MQTT Dashboard genutzt. Um die Funktionen der App in Anspruch zu nehmen, werden
zunächst weitere Aktionen zur einwandfreien Verbindung beider Geräte durchgeführt.
Damit PC und Smartphone miteinander kommunizieren können, müssen beide im glei-
chen Netzwerk sein. Hierfür schaffte ein AdHoc-Netzwerk Abhilfe, da es schnell aufgebaut
ist und eine zuverlässige Verbindung zwischen beiden Komponenten herstellen kann. Unter
Windows 10 lässt sich ein AdHoc-Netzwerk nur noch mittels Eingabeaufforderung erzeugen.
Daher wird diese nun mit Administratorberechtigung geöffnet und es wird folgender Befehl
ausgeführt:
netsh wlan set hostednetwork mode=allow ssid=adhocname key=password
Dabei wird für adhocname und password ein Name für das Netzwerk sowie ein dazugehöriges
Passwort ausgewählt. Wurde der Befehl erfolgreich ausgeführt und das Netzwerk modifiziert,
so kann mit dem nächsten Befehl
netsh wlan start hostednetwork
das Netzwerk gestartet werden und wird wie in Abbildung 27 angezeigt. Das Netzwerk kann
mit dem Befehl
netsh wlan stop hostednetwork
wieder geschlossen werden [30].
Abbildung 27: AdHoc-Netzwerk einrichten
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Anschließend wird das Smartphone mit dem erstellten Netzwerk verbunden. Es kann nun
eine neue Verbindung in der IoT MQTT Dashboard-App erstellt werden. Dazu wird die App
geöffnet und auf den Plus-Button unten rechts im Bildschirm gedrückt. Auf dem folgenden
Bildschirm wird nach der Client ID, dem Server und dem Port gefragt. Die Client ID ist ein
Name für das Gerät, damit es für den Broker eindeutig identifizierbar ist. Melden sich zwei
Geräte mit der gleichen Client ID an, so wird die Verbindung des Geräts, das sich zuerst
angemeldet hat, getrennt. Unter Server wird die IP-Adresse des MQTT Brokers beziehungs-
weise hier des PCs angegeben (abrufbar in der Eingabeaufforderung mittels ipconfig und hier
unter Microsoft Hosted Network Virtual Adapter zu finden). Der Standard-Port für MQTT
Nachrichten ist 1883 und wird daher in das Port-Textfeld geschrieben. Soll die Verbindung
zum MQTT Broker verschlüsselt werden, so muss der Port 8883 gewählt werden. Wurden
alle benötigten Einstellungen vorgenommen, kann die Verbindung mit dem betätigen des
Create-Buttons gespeichert werden. Abbildung 28 zeigt die vorgenommenen Einstellungen.
Abbildung 28: Einstellungen des MQTT Brokers in der App einfügen
Nach dem Anklicken der nun angezeigten Verbindung sieht man im oberen Rand unter
MQTT Dashboard den Status der Verbindung. Tritt bei der Verbindung ein Fehler auf,
kann dies auf die Firewall zurückzuführen sein, da sie Nachrichten auf dem Port 1883 be-
ziehungsweise 8883 blockieren kann. Es ist daher erforderlich, eine Regel zu erstellen, die
diese Kommunikation über den erforderlichen Port zulässt. Unter Windows 10 und der Win-
dows Firewall erfolgt dies innerhalb der erweiterten Einstellungen der Firewall, die durch
das Eingeben von Systemsteuerung\Alle Systemsteuerungselemente\Windows-Firewall im
Explorer und Anklicken der Erweiterten Einstellungen beziehungsweise durch die Eingabe
von Windows-Firewall mit erweiterter Sicherheit im Suchfeld der Taskleiste geöffnet wird.
Man öffnet nun Eingehende Regeln im linken Bereich des Fensters und erstellt rechts eine
Neue Regel. Da ein Port freigegeben werden soll, wird im neu geöffneten Fenster der Punkt
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Port ausgewählt. Die Regel betrifft TCP und den Port 1883 beziehungsweise 8883, der ent-
sprechend im unteren Feld angegeben wird und soll für das private Netz zugelassen werden.
Am Ende wird der Regel noch ein Name zugewiesen (zum Beispiel Mosquitto Port), um es
in der Liste aller Regeln wiederzufinden. In der App wird mit dem Drücken auf die Wolke ein
erneuter Verbindungsaufbau durchgeführt. Dies funktioniert mit der aktivierten Regel der
Firewall. Erscheint jedoch ein erneuter Fehler, sollte überprüft werden, ob die Einstellungen
der Verbindung richtig eingetragen sind.
In der App lassen sich nun Topics abonnieren und verschiedene Texte, Buttons und sonsti-
ge Elemente erstellen, um Nachrichten zu versenden und so die Verbindung zu testen. Dazu
kann man am PC Mosquitto zur Überwachung der übermittelten Daten beziehungsweise
ebenfalls zum Senden von Nachrichten nutzen. Darüber hinaus kann der openHAB Server
gestartet und die Elemente der Sitemap mit den MQTT Nachrichten des Smartphones ge-
steuert werden. Da die Kommunikation nun problemlos funktioniert, kann die Nutzerwelten
App auf dem Smartphone analysiert werden.
5.3 Nutzerwelten App
Die App sollte bereits auf dem Smartphone installiert sein und im Hintergrund laufen. Wenn
dies nicht der Fall ist, kann in Abschnitt 5.1 das Vorgehen nachgelesen werden. Nach dem
Öffnen der App müssen zunächst die Einstellungen angepasst werden, damit die Verbindung
zum MQTT Server hergestellt werden kann. Die Einstellungen lassen sich über die drei
übereinanderliegenden Punkte im unteren rechten Bildschirmrand öffnen. Die IP-Adresse
des MQTT Servers wird unter MQTT Broker URL eingegeben. Die App legt den Port 1883
standardmäßig fest und kann bei Bedarf im Programmcode verändert werden. Anschließend
wird ein Topic unter MQTT Topic angegeben, an das alle Nachrichten gesendet werden.
Es lassen sich weitere Einstellungen vornehmen, wie das Stummschalten der Alarmtöne,
Festlegen einer VPN-Verbindung, das Verwalten der verschiedenen Geräte sowie die Anzeige
der Geräte auf der Startseite.
Lässt man auf dem PC das MQTT Topic überwachen, erhält man beim Verlassen der
Einstellungen oder auch beim Zurückkehren auf die Startseite die Nachricht Android-Server-
Test. Dies ist das erste Anzeichen dafür, dass die Verbindung zum MQTT Broker erfolgreich
ist. Ein fehlerhafter Verbindungsaufbau ist durch die Exception der Form EXE in checkOn-
line erkennbar, die im Android Monitor im unteren Bereich des Android Studios ausgegeben
wird.
Um sich nun mit dem Programmcode auseinanderzusetzen, benötigt es eine kurze Erläu-
terung zur Verzeichnisstruktur in Android Studio, die am linken Rand zu finden ist und in
Abbildung 29 gezeigt wird. Dieser ist zum einen aufgeteilt in mobile und wear, wobei mo-
bile den Programmcode für Smartphones und wear den für Smartwatches enthält. Da der
Programmcode für das Smartphone näher betrachtet werden soll, wird der Reiter mobile
geöffnet. Es erscheinen die drei Ordner manifests, java und res. Der manifests-Ordner bein-
haltet die AndroidManifest.xml-Datei, die verschiedene Angaben zu der App enthält und für
die Ausführung der App essenziell ist. Der java-Ordner beinhaltet die Java-Klassen und der
res-Ordner beinhaltet alle Dateien, die zur Gestaltung der grafischen Oberfläche benötigt
32
werden. Beim Öffnen des java-Ordners erscheinen zwei Ordner, die einen identischen Namen
besitzen. Vergrößert man das Fenster, erkennt man, dass einer der Ordner den Zusatz an-
droidTest besitzt. Dieser, wie der Name es suggeriert, dient zu Testzwecken und ist für die
weitere Betrachtung irrelevant. Es wird nun der andere Ordner (ohne androidTest) geöffnet,
in dem sich die Klasse MQTTService befindet.
Abbildung 29: Verzeichnisstruktur in Android Studio
5.3.1 messageArrived-Methode
Schaut man sich nun den Programmcode des MQTT Services an, findet man innerhalb der
Methode messageArrived verschiedene Nachrichten, auf die die App reagiert. Sendet man
eine Nachricht, die Server-Is-Alive beinhaltet, so wird der Status der App auf Online gesetzt
und ist auf der Startseite sichtbar. Dies geschieht dadurch, dass die Methode setOnline der
MainActivity mit dem Parameter true aufgerufen wird. Listing 5 zeigt den dazugehörigen
Programmcode.
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597 @Override
598 public void messageArrived(MqttTopic topic , MqttMessage message
)
599 throws Exception {
600
601 String nachricht = new String(message.getPayload ());
602
603 if(nachricht.contains("Server -Is-Alive"))
604 {
605 MainActivity.setOnline(true);
606 // Intent für die MainActivity
607 Intent onlineIntent = new Intent ();
608 onlineIntent.setAction("MainActivityIntent");
609 this.sendBroadcast(onlineIntent);
610 return;
611 }
Listing 5: Programmcode für das Erhalten der MQTT Nachricht Server-Is-Alive
Erhält die App eine MQTT Nachricht mit dem Inhalt alarm, warnung oder ueberschrit-
ten, schickt es eine Nachricht in der Form received:<ID des mobilen Geräts>:<Nachricht>,
wobei die ID aus der Android ID des Geräts und dem Namen der Nutzerwelten App zusam-
mengesetzt ist. Der Programmcode hierür ist in Listing 6 gezeigt.
620 if(nachricht.contains("alarm") || nachricht.contains("warnung")
|| nachricht.contains("ueberschritten"))
621 {
622 quittung = "received:" + mDeviceId + ":" + nachricht;
623
624 MqttTopic temperatureTopic = mClient.getTopic(
preferences.getString("topic", "n/a"));
625 final MqttMessage messageq = new MqttMessage(quittung.
getBytes ());
626 temperatureTopic.publish(messageq);
627 }
Listing 6: Programmcode für das Erhalten der MQTT Nachrichten alarm, warnung
und ueberschritten
Enthält die MQTT Nachricht das Wort oﬄine, wird die Methode checkOnline ausgeführt,
die die Methode setOnline mit dem Parameter false aufruft und die Nachricht Android-
Server-Test an den Broker übermittelt. Die Methode checkOnline wird in der MQTTService-
Klasse an verschiedenen Stellen ausgeführt und gibt Exceptions aus, wenn die Nachricht
Android-Server-Test nicht versendet werden konnte. Diese Exceptions wurden oben erwähnt,
geben EXE in checkOnline1 beziehungsweise EXE in checkOnline2 aus und sind daher
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ein erkennbares Zeichen, dass die Nachricht nicht versendet werden konnte und somit ein
Problem mit dem Verbindungsaufbau zum Broker besteht.
Die Push-Nachrichten für die einzelnen Geräte werden durch Nachrichten ausgelöst, die das
Kürzel des Geräts sowie alarm, Sturzwarnung oder ueberschritten beinhalten. So wird bei-
spielsweise für den Wassermelder eine Push-Nachricht ausgegeben, wenn das Kürzel wm so-
wie alarm in einer beliebigen Reihenfolge als MQTT Nachricht versendet wird. Da die Nach-
richt keine bestimmte Formatierung benötigt, werden die Beispielnachrichten wm_alarm,
alarm_test wm oder jegliche andere Schreibweise gleichermaßen verarbeitet. Die Abfrage für
den Wassermelderalarm wird in Listing 7 gezeigt.
634 if(nachricht.contains("wm"))
635 {
636 if(nachricht.contains("alarm"))
637 {
638 // BlinkNotification(new String(message.
getPayload ()));
639
640 if(! MusicServiceIsRunning ())
641 startMusicService(this);
642
643 //ID des alarmierenden Gerätes finden
644 String idS = "";
645 if(nachricht.indexOf(":") != -1)
646 {
647 int startpos = nachricht.indexOf(":",
0);
648 int endpos = nachricht.indexOf(":",
startpos +1);
649 idS = nachricht.substring(startpos+1,
endpos);
650 }
651 test(idS , "wm", new String(message.getPayload ()
));
652 }
653
654 sendIntent2Android("WassermelderBroadcast", "p00d", "
XXXX", nachricht);
655 }
Listing 7: Programmcode zur Erzeugung der Push-Benachrichtigung für den
Wassermelder
Sind die Bedingungen erfüllt, wird zunächst der MusicService gestartet, der zum einen die
Vibration des Smartphones auslöst und zum anderen einen Ton auf maximaler Lautstärke
abspielt. Dies geschieht auch, wenn das Smartphone auf Stumm geschaltet ist. Die Alarmtöne
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lassen sich, wie oben schon erwähnt, in den Einstellungen der App ausschalten. Nachfolgend
wird die ID des alarmierenden Geräts aus der Nachricht ausgelesen, sofern diese am Anfang
der Nachricht steht und mit einem Doppelpunkt von dem Rest der Nachricht getrennt ist.
Anschließend wird die Methode test aufgerufen, dem die ID, das Kürzel und die gesendete
Nachricht des alarmierenden Geräts übergeben werden.
Diese Überprüfung der eingegangenen MQTT Nachrichten war schon für den Wassermel-
der, wie in Listing 7 gezeigt, die Herdüberwachung und die Sturzerkennung implementiert.
Die Herdüberwachung besitzt das Kürzel hu, wobei es hier klein- sowie großgeschrieben
erkannt wird. Mit dem Zusatz ueberschritten wird der Alarm ausgelöst. Für die Sturzerken-
nung werden der Alarm und die Push-Benachrichtigung ausgelöst, wenn nk sowie alarm oder
Sturzwarnung in der MQTT Nachricht enthalten sind. Die Abfragen für Steckdosen, Fenster-
melder und Bewegungsmelder sind zwar vorhanden, der Programmblock für den Alarm ist
jedoch noch nicht implementiert und es werden für die Geräte somit auch noch kein Alarm
und keine Benachrichtigung ausgegeben.
5.3.2 test-Methode
In der Methode test erfolgt das Auslösen der Push-Mitteilungen. Dazu werden erneut Bedin-
gungen abgefragt, ob die Schlüsselwörter wie die Kurzbezeichnung des Geräts sowie alarm,
ueberschritten oder Sturzwarnung in der Nachricht enthalten sind. Ist eine der Bedingungen
erfüllt, wird ein entsprechender Text für die Push-Benachrichtigung gespeichert (Listing 8).
959 public void test(String id , String device , String message)
960 {
961 String notiText = "Fehler!";
962 if(message.contains("wm") && message.contains("alarm"))
963 notiText = "Wassermelder␣Alarm!";
964 else if(message.contains("hu") && message.contains("
ueberschritten"))
965 notiText = "Herdüberwachung␣Alarm!";
966 else if(message.contains("nk") && (message.contains("
alarm") || message.contains("Sturzwarnung")))
967 notiText = "Sturzerkennung␣Alarm!";
968 else
969 notiText = message;
Listing 8: Generieren der Alarmmeldungen in der Methode test durch Bedingungen
Es werden daraufhin Intents erzeugt, die dafür sorgen, dass sich die Nutzerwelten App
öffnet, wenn die Push-Benachrichtigung angetippt wird. Dies wird in Listing 9 gezeigt.
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972 // Build intent for notification content
973 Intent startIntent = new Intent(this , MainActivity.
class);
974 PendingIntent viewPendingIntent = PendingIntent.
getActivity(this , 0, startIntent , 0);
975
976 // Create an intent for the reply action
977 Intent actionIntent = new Intent ();
978 actionIntent.setAction("WatchBroadcast");
979 actionIntent.putExtra("dev", device);
980 actionIntent.putExtra("ack", id);
981 actionIntent.putExtra("notId", notificationId);
982 actionIntent.addFlags (268435456); //Flag für Empfänger
mit foreground -Priorität setzen
983 PendingIntent actionPendingIntent = PendingIntent.
getBroadcast(this , 0, actionIntent , PendingIntent.
FLAG_CANCEL_CURRENT);
Listing 9: Intents, die für das Öffnen der App über die Benachrichtigung dienen
Zum Schluss wird die Benachrichtigung erzeugt, indem der NotificationCompat.Builder
und NotificationManagerCompat aufgerufen und die notwendigen Informationen übergeben
werden. Listing 10 zeigt den dazugehörigen Programmcode.
985 // Create the action
986 NotificationCompat.Action action =
987 new NotificationCompat.Action.Builder(R.
drawable.check_200 , "Alarm␣gesehen",
actionPendingIntent).build();
988
989 NotificationCompat.Builder notificationBuilder =
990 new NotificationCompat.Builder(this)
991 .setSmallIcon(R.drawable.nutzerwelten)
992 .setContentTitle("Alarm!")
993 .setContentText(notiText)
994 .setContentIntent(viewPendingIntent)
995 .extend(new WearableExtender ().addAction(action
))
996 .setLights(Color.RED , 300, 300)
997 .setDefaults(Notification.DEFAULT_SOUND)
998 .setAutoCancel(true);
999
1000 // Get an instance of the NotificationManager service
1001 NotificationManagerCompat notificationManager =
NotificationManagerCompat.from(this);
1002
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1003 // Build the notification and issues it with
notification manager.
1004 notificationManager.notify(notificationId ,
notificationBuilder.build());
1005 }
Listing 10: NotificationCompat.Builder und NotificationManagerCompat zum
Erzeugen der Benachrichtigung
Listing 7 zeigt auch, dass die Methode sendIntent2Android aufgerufen wird. Hier wird
ebenfalls ein Intent erzeugt und verschickt, der an den Receiver des alarmierenden Ge-
räts versendet wird. Um die genaue interne Struktur mit Broadcasts und Receiver sowie
die Verarbeitung und Notwendigkeit der Intents zu verstehen, sind die Praxisprojekte und
Bachelor-Thesen der Entwickler dieser App zu lesen [31, 32, 33].
5.3.3 Erweiterungen
Wie oben erwähnt, sind die Benachrichtigungen nur für den Wassermelder, die Herdüber-
wachung und die Sturzerkennung implementiert. Die Alarmierungen für die Steckdose, den
Fenster- sowie Bewegungsmelder sind nicht vorhanden und der Programmcode muss dahin-
gehend erweitert werden. Dazu muss zunächst in der messageArrived-Methode die Bedingun-
gen herausgesucht werden, in denen die Kurzbezeichnungen sd, fd und bm abgefragt werden.
Diese werden nun wie in den darüberliegenden Abfragen erweitert (siehe Listing 7). Dazu
werden das zweite Schlüsselwort und ein Parameter der test-Methode dem alarmierenden
Gerät angepasst. Für die Steckdose sieht die Methode wie in Listing 11 aus.
701 else if(nachricht.contains("sd"))
702 {
703 if(nachricht.contains("alarm"))
704 {
705 // BlinkNotification(new String(message.
getPayload ()));
706
707 if(! MusicServiceIsRunning ())
708 startMusicService(this);
709
710 //ID des alarmierenden Gerätes finden
711 String idS = "";
712 if(nachricht.indexOf(":") != -1)
713 {
714 int startpos = nachricht.indexOf(":",
0);
715 int endpos = nachricht.indexOf(":",
startpos +1);
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716 idS = nachricht.substring(startpos+1,
endpos);
717 }
718
719 test(idS , "sd", new String(message.getPayload ()
));
720 }
721 sendIntent2Android("SteckdoseBroadcast", "p00d", "XXXX"
, nachricht);
722 }
Listing 11: Übertragen des Programmcodes für die Steckdose
Für das Schlüsselwort wurde alarm festgelegt, sodass mit der Kombination sd und alarm
eine Benachrichtigung ausgelöst wird. Die Kurzbezeichnung des Geräts muss in der test-
Methode entsprechend angepasst werden. Das gezeigte Vorgehen wird für die beiden ausste-
henden Geräte übertragen.
Im Anschluss wird die Methode test um zusätzliche Bedingungen erweitert. Hierzu kann
man eines der vorherigen Bedingungen kopieren und es nachfolgend an die Bedingung für die
Sturzerkennung einfügen. Daraufhin werden die Kurzbezeichnung, das Schlüsselwort und die
anzuzeigende Nachricht angepasst. Es muss darauf geachtet werden, dass die Kurzbezeich-
nung und das Schlüsselwort denen in der messageArrived-Methode erstellten Bedingungen
gleichen. Das Endresultat sieht wie in Listing 12 aus.
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1010 public void test(String id , String device , String message)
1011 {
1012 String notiText = "Fehler!";
1013 if(message.contains("wm") && message.contains("alarm"))
1014 notiText = "Wassermelder␣Alarm!";
1015 else if(( message.contains("hu") || message.contains("HU
")) && message.contains("ueberschritten"))
1016 notiText = "Herdüberwachung␣Alarm!";
1017 else if(message.contains("nk") && (message.contains("
alarm") || message.contains("Sturzwarnung")))
1018 notiText = "Sturzerkennung␣Alarm!";
1019 else if(message.contains("sd") && message.contains("
alarm"))
1020 notiText = "Steckdose␣Alarm!";
1021 else if(message.contains("fd") && message.contains("
alarm"))
1022 notiText = "Fenstermelder␣Alarm!";
1023 else if(message.contains("bm") && message.contains("
alarm"))
1024 notiText = "Brandmelder␣Alarm!";
1025 else
1026 notiText = message;
Listing 12: Erweitern der Bedingungen zum Senden der Alarmmeldungen
Die Änderungen an der App sind hiermit abgeschlossen und es lassen sich alle Alarmmel-
dungen der Geräte mittels MQTT Nachrichten erzeugen.
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6 Fazit und Ausblick
Im Rahmen dieses Praxisprojekt wurden unterschiedliche Programme und Technologien ken-
nengelernt. Zum einen wurden Erfahrungen mit dem Nachrichtenprotokoll MQTT gesam-
melt, das besonders für das Internet der Dinge immer mehr an Bedeutung gewinnt. Vor allem
das Publish/Subscribe Prinzip, mit der die Nachrichten versendet und empfangen werden, ist
leicht verständlich und kann daher ohne großartige Probleme angewandt werden. Auch die
weiteren Funktionen von MQTT sind leicht zu verstehen und sind situationsabhängig anzu-
wenden. Im Nutzerwelten-Projekt sollte beispielsweise mit persistenten Sitzungen gearbeitet
werden, damit Abonnements gespeichert und versäumte Nachrichten nach einem Verbin-
dungsabbruch erhalten werden. Somit kann der Status der Geräte zwischen openHAB und
der Nutzerwelten App konsistent gehalten werden.
Der kostenlose MQTT Broker Mosquitto bietet eine große Palette von Einstellungsmög-
lichkeiten, die es ermöglichen, das volle Potenzial aus MQTT herauszuholen. Auch wenn
diese in den oben gezeigten Testzwecken nicht notwendig waren, können sie bei der Erweite-
rung des Systems sinnvoll sein. Wenn man also mit Mosquitto weiter arbeiten will, sollte in
Erfahrung gebracht werden, worin der Fehler bei der versuchten Einrichtung der Authentifi-
zierung lag. Außerdem ist die Auseinandersetzung mit SSL/TLS wichtig, wenn das System
im Nutzerwelten-Projekt eingesetzt wird. Die Sicherung der versendeten Daten ist beson-
ders wichtig, damit es zu keinen Manipulationen von Außenstehenden und darauffolgenden
Fehlfunktionen kommen kann.
Mit openHAB wurde ein Programm vorgestellt, das sich ohne großen Aufwand mit ver-
schiedenen Geräten verbinden kann. Für das Praxisprojekt hat es jedoch gereicht, Items ohne
die Verbindung an vorhandenen Geräten anzulegen, um sich auf die Implementierung von
MQTT zu konzentrieren. Für die Kommunikation mittels MQTT wird zunächst das MQTT
Binding heruntergeladen, eingebunden und konfiguriert. Nachfolgend lassen sich für jedes
Item beliebig viele Inbound- und Outbound-Nachrichen hinzufügen. Wenn die Geräte des
Nutzerwelten Projekts in openHAB eingebunden sind, müssen die Inbound- und Outbound-
Nachrichten an die Nutzerwelten App angepasst werden, sodass die Alarmmeldungen die
passenden Schlüsselworte enthalten, um den dazugehörigen Alarm in der App auszulösen.
Da MQTT schon als Service in der Nutzerwelten App implementiert war, musste nicht viel
in der App verändert werden. Der Schwerpunkt lag darin herauszufinden, wie der Service
funktioniert und auf welche Nachrichten er reagiert. Dies wurde dadurch erschwert, dass
keine Dokumentation zur aktuellen Version vorhanden ist. Nach der schrittweisen Analyse
des Programmcodes kristallisierten sich die wichtigsten Bestandteile heraus und ermöglichten
es gezielt Alarmmeldungen auszulösen.
Die nächste Aufgabe besteht darin, die für die Nutzerwelten App benötigten Geräte in
openHAB einzufügen, das parallel in einem weiteren Praxisprojekt realisiert wurde. Außer-
dem müssen Ereignisse, die einen Alarm auslösen sollen, mittels Rules oder anderen Mecha-
nismen abgefragt werden, sodass entsprechende MQTT Nachrichten zur Alarmbenachrichti-
gung verschickt werden.
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Abkürzungsverzeichnis
AAL Ambient Assisted Living
ADB Android Debug Bridge
JNI Java Native Interface
LWT Last Will and Testament
MQTT Message Queue Telemetry Transport
openHAB open Home Automation Bus
OpenSSL Open Secure Sockets Layer
OSGi Open Services Gateway initiative
PINGREQ Ping Request
PINGRESP Ping Response
QoS Quality of Service
SDK Software Development Kit
SE Standard Edition
SSL Secure Sockets Layer
TCP Transmission Control Protocol
TLS Transport Layer Security
UCS Universal Character Set
UI User Interface
URL Uniform Resource Locator
UTF-8 8-Bit UCS Transformation Format
VPN Virtual Private Network
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