iPresta :  APP móvil para gestión de préstamos de libros by Brambilla, Ignacio
Proyecto Final de Carrera 
 
 
 
 
 
 
 
 
 
 
 
 
 
Título:  iPresta - APP móvil para gestión de préstamos de libros 
Autor:  Ignacio Brambilla 
Fecha:  23 de Enero de 2014 
Director:  Borja Vallés Fuente 
Departamento: Llenguatges i Sistemes Informàtics (LSI) 
Titulación:  Enginyeria Tècnica de Sistemes Informàtics 
Centro:  Facultat d'Informàtica de Barcelona (FIB) 
Universidad: Universitat Politècnica de Catalunya (UPC) 
Co-Director: Alex Ballarin Latre 
iPresta Ignacio Brambilla 
 
2/79 
Índice 
 
 
1. Motivaciones ..................................................................................................... 4 
2. Introducción ...................................................................................................... 5 
2.1. Contexto ...................................................................................................... 5 
2.2. La movilidad informática .............................................................................. 5 
2.3. Apple y los dispositivos móviles: iPhone y iPad ............................................. 6 
2.4. Consumo colaborativo y Bookcrossing .......................................................... 6 
2.5. Redes sociales verticales .............................................................................. 7 
2.6. Objetivos ..................................................................................................... 7 
3. Propuesta .......................................................................................................... 8 
3.1. Requisitos funcionales .................................................................................. 8 
3.2. Requisitos no funcionales ............................................................................. 9 
3.3. Entorno tecnológico inicial del proyecto ....................................................... 9 
3.4. Planificación inicial ..................................................................................... 11 
4. Planificación .................................................................................................... 13 
4.1. Historias de usuario ................................................................................... 13 
4.2. Diseño Técnico ........................................................................................... 14 
4.2.1. Entorno de trabajo: XCode / Interface Builder .......................................... 14 
4.2.2. Objective–C / Cocoa Touch ........................................................................ 15 
4.2.3. Patrón Modelo – Vista – Controlador ........................................................ 15 
4.2.4. Protocolos y delegados .............................................................................. 16 
4.2.5. Simulador iOS / Instalación en dispositivos ............................................... 17 
4.2.6. Notificaciones ............................................................................................. 18 
4.2.7. Internacionalización ................................................................................... 19 
4.2.8. Parse Cloud DB ........................................................................................... 19 
4.2.9. REST Web Services / JSON.......................................................................... 21 
4.2.10. Código de barras ...................................................................................... 22 
4.2.11. Facebook OAuth ....................................................................................... 22 
4.3. Metodologías de trabajo ............................................................................ 24 
4.3.1. GitHub ........................................................................................................ 24 
4.3.2. TestFlight .................................................................................................... 24 
4.3.3. Metodologías ágiles de desarrollo ............................................................. 25 
5. Desarrollo ........................................................................................................ 27 
5.1. Sprint #1 - Definición del Proyecto .............................................................. 27 
5.2. Sprint #2 – Persistencia remota y clases básicas .......................................... 29 
5.3. Sprint #3 - Login / Registro de usuarios ....................................................... 32 
5.4. Sprint #4 - Objetos I .................................................................................... 35 
5.5. Sprint #5 - Objetos II: WS y Códigos de barras ............................................. 40 
5.6. Sprint #6 - Préstamos ................................................................................. 42 
5.7. Sprint #7 - Contactos y búsqueda extensiva ................................................ 49 
5.8. Sprint #8 – Pedidos..................................................................................... 54 
iPresta Ignacio Brambilla 
 
3/79 
5.9. Sprint #9 - Integración con Facebook .......................................................... 58 
5.10. Sprint #10 - Adaptación de interfaz e internacionalización .......................... 65 
5.11. Rediseño de arquitectura con persistencia local.......................................... 68 
5.11.1. Origen y Motivación ................................................................................. 68 
5.11.2. CoreData .................................................................................................. 68 
5.11.3. Entorno tecnológico del proyecto (Versión 2) ......................................... 69 
5.11.4. Planificación e implementación ............................................................... 69 
6. Conclusiones Finales ........................................................................................ 73 
6.1. Costo final y cálculo de horas ..................................................................... 73 
6.2. Conclusiones sobre el proyecto .................................................................. 73 
6.3. Conclusiones personales ............................................................................ 74 
6.4. Trabajo futuro ............................................................................................ 75 
7. Glosario ........................................................................................................... 77 
8. Bibliografía ...................................................................................................... 78 
  
iPresta Ignacio Brambilla 
 
4/79 
1. Motivaciones 
Mi idea original era realizar una App para dispositivos con sistema operativo iOS . Al 
momento de comenzar este proyecto, ya tenia un cierta experiencia previa en este 
área y estaba trabajando en el desarrollo de aplicaciones móviles. Pretendía con el 
proyecto seguir afianzando mis conocimientos en búsqueda de una experiencia 
paralela al trabajo, que me permitiera seguir formándome como profesional de la 
informática. 
Así fue como en la búsqueda de un PFC de estas características, me encontré con la 
propuesta de Alex Ballarin y Borja Valles. Alex tenía la idea de realizar una App que 
permitiera gestionar libros y objetos personales. Borja, como profesor del 
departamento de LSI de la UPC, vio esta idea adecuada para desarrollase como un 
proyecto final de carrera desde el punto de vista académico, teniendo en cuenta los 
requisitos necesarios para la realización de un PFC. 
Es así como comenzó a gestarse “iPresta”, una App para iOS que nos permite 
gestionarnuestros objetos personales.  
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2. Introducción 
En el siguiente capitulo se introducirán diferentes conceptos relacionados con 
elcontexto en el que se desarrolló “iPresta”. Movilidad, consumo colaborativo y redes 
sociales verticales son ideas quepermiten contextualizar este proyecto en la actualidad 
tanto desde lo informático/tecnológico hasta lo social/cultural. A partir de estos 
puntos de definen los objetivos básicos del proyecto. 
2.1. Contexto 
Al encontrarme con Alex Ballarin en nuestra primera reunión,profundizamos un poco 
sobre los contenidos y las funcionalidades de la App.Hablamos de diseñar una App que 
permitiera gestionar libros (después la idea se extendería a diferentes tipos de 
objetos), añadirlos a la App, registrar prestamos, devoluciones, búsquedas y que a su 
vez te permitiera relacionarte con otros usuarios. 
Su idea original era la de compartir libros; usualmente, una persona que compra un 
libro, lo lee y salvo escasas excepciones el objeto queda un una estantería“juntando 
polvo” como se dice vulgarmente. Con la App se busca dar movilidad a estos libros, 
que una vez leído el propietario pueda prestarlo a otras personas (teniendo un registro 
de estos prestamos) y que el libro pueda ser reaprovechado como recurso de 
enseñanza, informativo o de ocio. 
2.2. La movilidad informática 
El desarrollo de aplicaciones móviles es un campo en plena expansión en la actualidad. 
Según el informe anual“La Sociedad de la Información en España 2012”, elaborado por 
Telefónica, en solo 9 meses el número de usuarios activos de aplicaciones en España 
aumentó un 140% pasando de cinco millones a principios de año a 12 millones a final 
del tercer trimestre  y las perspectivas indica que estos números aumentarán en los 
próximos años. 
Esto es una consecuencia del auge que están teniendo dispositivos como smartphones 
o tablets que han entrado al mercado e irán remplazando el lugar que hasta ahora 
tenían los clásicos ordenadores, principalmente por la movilidad y accesibilidad que 
estos nos ofrecen: con un dispositivo móvil se puede acceder a Internet 24 horas los 7 
días de la semana y desde casi cualquier lugar del planeta. Aquí se enumeran una serie 
de datos que constatan este hecho: 
- Según la International Telecommunication Union (ITU), actualmente hay 6 mil 
millones de suscriptores móviles. Esto equivale a 87% de la población mundial. 
- El App Store cuenta con 800.000 aplicaciones siendo el mayor mercado de 
aplicaciones en la actualidad. 
- Se prevé que para el año 2016 habrá más dispositivos móviles que personas en 
todo el mundo, según un informe de Cisco. 
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2.3. Apple y los dispositivos móviles: iPhone y iPad 
iPhone y iPad, los dispositivos móviles desarrollados por Apple, ocupan un lugar muy 
importante teniendo en cuenta el volumen y la progresión de Apps desarrolladas para 
este tipo de dispositivos.  
Durante el año 2010 se descargaron 7000 millones de Apps desde el App Store, el 
repositorio de Apps de Apple. En 2011 fueron 10.000 millones las descargas, y durante 
los primeros seis meses de 2012 lleva ya las mismas 10.000 millones del total del año 
pasado. 
 
Como se puede ver en el gráfico, a en Mayo de 2013 Apple con su SO iOS poseía un 
18,8% de cuota en la venta de smartphones, posicionándola como una de las empresas 
líder dentro del mercado de hardware y software en el campo de la movilidad 
informática. 
2.4. Consumo colaborativo y Bookcrossing 
El concepto de consumo colaborativo se refiere a un nuevo modelo basado en 
compartir, intercambiar, prestar y alquilar. Este modelo toma un gran impulso en los 
últimos años, debido principalmente a la crisis económica, predicando el agotamiento 
del modelo consumista actual en contraposición del auge del desarrollo de nuevos 
modelos basados en medios sociales y plataforma que permiten relacionar a los 
individuos de forma igualitaria. 
Las nuevas tecnologías cumplen un rol de gran importancia en el desarrollo de este 
modelo como plataforma de desarrollo, permitiendo generar redes de usuarios y 
conectarlos entre si, minimizando en gran manera la barrera de desconfianza. 
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Bookcrossing es un ejemplo claro de plataforma de consumo colaborativo. Este 
modelo se basa en la práctica de dejar libros en lugares públicos, para que los recojan 
otros lectores que luego harán los mismo. 
2.5. Redes sociales verticales 
Las redes sociales verticales son aquellas que poseen previamente un temática 
determinada. A diferencia de las horizontales (Facebook y Twitter, las más conocidas) 
estas buscan atraer usuarios por una afición o interés común. 
Este tipo de redes sociales son mucho mas segmentadas y específicas desde el punto 
de vista del público que las frecuenta; los usuarios las utilizan con un objetivo común: 
buscar contenido y personas que estén relacionados a un temática puntual. 
2.6. Objetivos 
Un vez definida la idea origen del proyecto se buscó dejar claro un serie de objetivos 
que deberán ser cumplidos en la realización del proyecto.  
El objetivo principal es especificar, diseñar e implementar una App para iOS SO con las 
siguientes funcionalidades: 
- Registrar libros y objetos personales 
- Compartir mis objetos registrados 
- Visualizar los objetos de otros usuarios de la App y pedirlos prestados 
Desde el punto de vista tecnológico se definieron los siguientes objetivos 
- Desarrollar una App para dispositivos con iOS SO 
- Integración de la App con una Cloud DB (Parse) 
- Integración de la App con APIs públicas (Google, Discogs, IMDB) 
- Integración de la App con Facebook 
- Aprendizaje y utilización de herramientas para gestión de la App (GitHub, 
TestFlight) 
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3. Propuesta 
En el siguiente capítulo se desarrolla la propuesta inicial para el desarrollo del proyecto. 
Se definen los requisitos básicos, tanto funcionales como no funcionales, la 
arquitectura y los componentes tecnológicas que lo componen y una planificación a 
alto nivel donde se definen una estimación de horas, un presupuesto y un calendario 
donde se explican las diferentes entregas y etapas del proyecto. 
3.1. Requisitos funcionales 
Al iniciar el desarrollo de la App, se definieron una serie de requerimientos que ésta 
debía cumplir. Estos requerimientos fueron divididos en módulos funcionales que 
corresponden a las diferentes secciones que componen la App: 
1. Login / Registro 
- Crear / acceder a una cuenta de usuario 
- Registro / acceso mediante una cuenta de Facebook 
- Autenticación de datos del usuario  
- Recuperación de contraseña de acceso 
2. Objetos 
- Registro de objetos. Existirán 3 formas de registrar un objeto  
i. Manual 
ii. Por código de barras 
iii. Por búsqueda 
- Tipificación de Objetos. Para este punto se definieron 4 tipos de 
objetos: Libro, Audio (CD, SACD, Vinilo), Video (DVD, Bluray, VHS), Otros 
- Listado de los objetos registrados 
- Detalle de los objetos registrados 
- Préstamo de objeto. Publicación en Facebook 
- Extensión de un préstamo 
- Devolución de objeto 
- Histórico de prestamos de un objeto 
3. Buscar 
- Búsqueda extensiva de objetos entre usuarios registrados de la App 
- Realizar pedidos a otros usuarios 
4. Contactos 
- Búsqueda de usuarios de la App en “Mis Contactos” 
- Visualización de los objetos registrados por otro usuario de la App 
5. Pedidos 
- Listado de pedidos que me han realizado otros usuarios 
- Listado de pedidos que he realizado a otros usuarios 
6. Prestamos 
- Listado de préstamos que me han hecho otros usuarios 
- Listado de préstamos que he hecho a otros usuarios 
7. Configuración 
- Salir de la App / Logout 
- Definición de visibilidad de usuario (Público o privado) 
- Vinculación  / Desvinculación de la cuenta de usuario con una cuenta de 
Facebook 
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3.2. Requisitos no funcionales 
Se definieron una serie de requisitos no funcionales básicos para el desarrollo de la 
App. Para la elaboración de los mismos te tuvieron en cuenta conceptos como 
accesibilidad, conectividad e interoperabilidad. 
- La Appestá disponible para dispositivos con iOS SO, a partir de la versión 6.0 del 
mismo 
- La App será únicamente diseñada para dispositivos iPhone y iPod Touch, 
aunque tambiénpodrá ser utilizada en dispositivos iPad 
- Se utilizará un entorno de Cloud DB para el almacenamiento de datos de los 
usuarios 
- Se utilizarán APIs públicas externas para el reconocimiento y búsquedas de 
objetos 
- La App solo responderá solo si el dispositivo cuenta con conexión a internet 
3.3. Entorno tecnológico inicial del proyecto 
iPresta App se encuentra dentro de un entorno tecnológico que involucra diferentes 
tecnologías. La mayor novedad de la Appes la utilización de una Cloud DB para la 
gestión externa de datos consistentes. La arquitectura definida para la App se detalla a 
continuación: 
 
 App móvil 
Sistema donde se ejecutan las funcionalidades propias del proyecto. Dicha App está 
siendo desarrollada para dispositivos móviles con sistema operativo iOS. Para la misma 
se está utilizando XCode como entorno de desarrollo, con el framework Cocoa Touch, 
específico para iOS. El lenguaje utilizado es Objective-C bajo el paradigma Modelo-
Vista-Controlador. 
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 Cloud DB 
Espacio donde se almacenan de forma consistente toda la información relacionada con 
los usuarios de la App. Para dicho almacenamiento se utiliza el servicio ofrecido por 
Parse.com de Cloud DB (DataBase as a service).Con esta herramienta se evita la 
implementación de una interfaz de consultas que funcione como intermediaria entre 
la App y la BD. La aplicación móvil se comunica de forma directa con la Cloud DB, 
proveyéndola ésta de los datos que necesita y viceversa. 
 
 
 APIs externas 
Servicios ofrecidos por empresas  mediante los cuales se puede obtener información 
de forma automatizada de los objetos que los usuarios desean registrar en la 
App.Varios servicios fueron integrados al proyecto debido a que existen diferentes 
tipos de objetos a gestionar.  
 Facebook 
iPresta integra la famosa red social en su sistema para dos servicios concretos: 
a. Login / Autenticación de usuarios (OAuth) 
Este es un estándar muy difundido en los últimos años en el cual se define un 
mecanismo para que la iPresta pueda acceder a la información de un usuario en 
Facebook sin tener que informar a la primera del usuario y contraseña. De esta manera 
es Facebook la que se encarga de la verificación de los datos de usuario. 
b. Publicar en el muro 
Herramienta social por la cual la App puede publicar en el muro de un usuario de FB 
diferentes eventos que realizó dicho usuario en la App. Ej.: préstamos de objetos. 
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 Interfaz iOS – Parse 
Esta interfaz permite la comunicación e interacción de la App móvil con la Cloud BD. 
Cuenta con una API específica para iOS de Parse.com que además nos brinda una capa 
de abstracción sobre SQL. 
 Web services 
Conjunto de tecnologías que permiten a la App obtener la información ofrecida por los 
servicios webs externos. Se generan a partir de llamadas por URL (tipo REST). El 
lenguaje utilizado para la obtención de datos es JSON. 
3.4. Planificación inicial 
Una vez definidos los requisitos básicos y diseñar la arquitectura de la App se pasó a 
realizar el presupuesto del proyecto. Se definen el cálculo de horas del proyecto, el 
coste del mismo y el calendario de entregas. El proyecto se dividió en etapas (sprints) a 
partir de los módulos funcionales teniendo en cuenta el calculo de horas previsto. 
Cada sprint tiene 15 días como duración aproximadamente, variando durante los 
períodos vacacionales. Antes del comienzo de cada sprint se realizaba una reunión de 
planificación de sprint con Alex Ballarin. En ellas se realizaba un balance del estado del 
proyecto, se planificaba el siguiente sprint y se preveían mejoras y nuevas 
funcionalidades. A continuación se detallan el presupuesto inicial, el cálculo de horas y 
el calendario de sprints: 
Cálculo de horas y presupuesto 
#Sprint Tarea Horas 
#1 Definición del producto 25 
#2 Persistencia remota y clases básicas 20 
#3 Login / Registro de usuario 35 
#4 Objetos I 30 
#5 Objetos II: WS y Códigos de barra 40 
#6 Préstamos 30 
#7 Contacto y búsqueda extensiva 35 
#8 Pedidos 35 
#9 Integración con Facebook 30 
#10 Interfaz 30 
 
Total de horas 310 
 
Costo laboral por hora € 30,00 
 
Costo en horas € 9.300,00 
 
Licencia de desarrollador de Apple € 80,00 
 
Subtotal € 9.380,00 
 
Margen comercial y de contingencia (15%) € 1.407,00 
 
Total € 10.787,00 
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4. Planificación 
En el siguiente capítulo se desarrolla la planificación del proyecto de forma más 
detallada. Se profundizará sobre las funcionalidades del proyecto definiendo las 
historias de usuario y se detallarán de forma específica herramientas utilizadas tanto 
en el desarrollo como en la gestión del proyecto. 
4.1. Historias de usuario 
A partir de los módulos funcionales se generaron las historias de usuario y de esta 
manera poder expresar los requisitos funcionales de forma coloquial, utilizando el 
lenguaje cotidiano del las personas. 
i. Login 
- Como usuario quiero registrarme  a la App 
- Como usuario quiero loguearme  a la App 
- Como usuario quiero mantener la sesión abierta aunque se cierre la App 
- Como usuario quiero poder recuperar mi contraseña 
- Como usuario quiero registrarme en la App con mi cuenta de Facebook 
- Como usuario quiero poder vincular mi cuenta de la App con mi cuenta de FB 
- Como usuario quiero desloguearme  de la App 
 
ii. Objetos 
- Como usuario quiero visualizar mis objetos en la App, diferenciados por tipo 
- Como usuario quiero identificar objetos a añadir mediante su código de 
barras 
- Como usuario quiero poder visualizar en detalle mis objetos 
- Como usuario quiero poder eliminar un objeto 
- Como usuario quiero que la App me avise al dar de alta un objeto si ya fue 
dado de alta previamente 
- Como usuario quiero poder buscar objetos en caso de no poder detectarlos 
por su código de barra 
- Como usuario quiero poder filtrar mis objetos entre prestados / no prestados 
- Como usuario quiero ver cuantos objetos de cada tipo tengo ingresados 
 
iii. Buscar 
- Como usuario quiero poder realizar una búsqueda extendida de objetos entre 
mis contactos de la App 
 
iv. Contactos 
- Como usuario quiero poder visualizar los contactos de mi agenda que tengan 
cuenta de la App 
- Como usuario quiero poder visualizar los objetos de estos contactos 
 
v. Préstamos 
- Como usuario quiero poder prestar mis objetos 
- Como usuario quiero poder prestar mis objetos a mis contactos de la agenda 
- Como usuario quiero definir el período de tiempo del préstamo 
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- Como usuario quiero que la App me avise que un préstamo ha expirado 
- Como usuario quiero que la App me avise cuando otro usuario me ha 
prestado un objeto 
- Como usuario quiero poder extender la fecha de termino del préstamo 
- Como usuario quiero poder finalizar el préstamo, independientemente de la 
fecha de caducidad del mismo 
- Como usuario quiero visualizar un listado de todos los prestamos realizados a 
un objetos puntual 
- Como usuario quiero poder publicar mis prestamos en Facebook 
- Como usuario quiero poder ver un “histórico” de préstamos relacionados a un 
objeto puntual 
 
vi. Pedidos 
- Como usuario realizar pedidos a otro usuario de la App 
- Como usuario quiero ser notificado cuando un amigo me pide un objeto y 
poder visualizar  dicho pedido 
- Como usuario quiero poder aceptar o rechazar un pedido 
- Como usuario quiero ser notificado si un pedido mí fue aceptado o rechazado 
- Como usuario quiero visualizar un listado tanto mis pedidos como los que me 
realizan mis amigos 
4.2. Diseño Técnico 
A continuación se detallan herramientas y tecnologías utilizados en el desarrollo  y la 
implementación del proyecto. Desde XCode, entorno ofrecido por Apple para el 
desarrollo de aplicaciones móviles, hasta tecnologías externas vinculadas 
directamente con funcionalidades de la App. 
4.2.1. Entorno de trabajo: XCode / Interface Builder 
XCode, como se dijo anteriormente, es el IDEutilizado en el iPhone SDK (Kit de 
desarrollo de software para iOS SO) de Apple y se suministra gratuitamente junto con 
Mac OS X. XCode trabaja conjuntamente con Interface Builder, herramienta gráfica 
para la creación de interfaces de usuario. Incluye la colección de compiladores del 
proyecto GNU (GCC) para diferentes leguajes, entre ellos Objective-C, el utilizado 
para el desarrollo de Apps para iOS SO. 
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4.2.2. Objective–C / Cocoa Touch 
Objective-C es un lenguaje de programación orientado a objetos, nacido en la década 
de los 80, creado como unsuperconjunto de C. Es posible compilar cualquier 
programa escrito en C con un compilador de Objective-C, y también se puede incluir 
libremente código en C dentro de una clase de Objective-C. 
La interfaz e implementación de una clase se encuentran en bloques de código 
separados. Al igual que ocurre en C++, las clases de objetos en Objective-C, por lo 
general se definen mediante un fichero de cabecera (extensión .h) y un fichero de 
implementación (extensión .m). 
Cocoa Touch es un frameworkpara la creación de aplicaciones.Proporciona una capa 
de abstracción al sistema operativo iOS que incluye reconocimiento gestual, 
animaciones y una librería distinta para la interfaz de usuario.Junto a Interface 
Builder permiten generar la interfaz de usuario de la App,  almacenando el resultado 
en un fichero.xib. Las herramientas para desarrollar aplicaciones basadas en Cocoa 
Touch se incluyen en el SDK de iOS. 
4.2.3. Patrón Modelo – Vista – Controlador 
Modelo Vista Controlador (MVC) es un patrón de arquitectura de software que 
separa los componentes de una aplicación: datos (Modelo), interfaz de usuario 
(Vista) y lógica de negocio (Controlador). De esta manera se busca generar un 
aplicación mas ordenada desde el punto de vista conceptual definiendo diferentes 
componentes para representar la información por un lado y para la interacción con el 
usuario por otro. 
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En términos de una aplicación iOS: 
a. El Modelo serán clases simples que representarán de forma abstracta las 
entidades que se gestionará en la aplicación. En el caso de nuestro proyecto, 
Usuario, Pedido o Préstamo son claros ejemplos de modelos. 
b. Las Vistas (la interfaz de usuario)son construidas utilizando el Interface 
Builder (ficheros .xib) o también directamente en código. 
c. Los Controladores son todas las clases que extiendan de alguna clase genérica 
incluida en UIKit. Este framework, contenido en Cocoa Touch, provee las 
clases necesarias para construir y gestionar interfaces de usuario en 
aplicaciones iOS SO. 
Al definir una vistapor mediodel Interface Builder la debemos “conectar” a el código 
del controlador. Para esto se utilizan unas propiedades especiales específicas en el 
desarrollo de iOS  llamadas“Outlets”. En el otro sentido, las interacción del usuario 
con los elementos de la vista puede disparar la ejecución ciertos métodos llamados 
“Actions”.  
Estos tres componentes están comunicados entre ellos de la siguiente manera: el 
Controlador siempre puede hablar directamente con su Modelo y con su Vista, sin 
embargo, el Modelo y la Vista nunca hablan directamente el uno con el otro. 
 
 
4.2.4. Protocolos y delegados 
En el desarrollo de aplicaciones para iOS existen ciertas técnicas de desarrollo que 
son poco usuales en el resto de los lenguajes. Entre las más comunes son los 
protocolo y los delegados utilizados para poder comunicar clases entre sí. 
Un protocolo es un conjunto de métodos definidos en un clase que podrán ser 
implementados en otra clase. Son sumamente útiles para declarar métodos que se 
espera que otras clases implementen, para declarar una interfaz a un objeto mientras 
se esconde su clase y para capturar similitudes entre clases que no están 
jerárquicamente relacionadas. 
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Por parte de la clase que define el protocolo, lo normal es referenciar al objeto que 
va a cumplirlo como delegado. El delegado se encarga de implementar las funciones 
de un protocolo para la cantidad de eventos que se envían dependiendo de cada 
objeto. Cada objeto delegado solo puede recibir mensajes para eventos de un solo 
objeto en particular, y estos pueden ser más de uno. 
Estas técnicas son utilizadas muy frecuentemente en el desarrollo de aplicaciones 
iOSprincipalmente por las restricciones de comunicación exigidas en el patrón MVC. 
4.2.5. Simulador iOS / Instalación en dispositivos 
Esta herramienta, incluida en el SDK de iOS, permite simular y testear el 
funcionamiento de la aplicación en un dispositivo iOS, por lo que en un principio no 
será necesario disponer de un terminal iOS. 
El simulador iOS es una herramienta muy potente que gracias a sus funcionalidades 
permite al desarrollador probar su aplicación en los diferentes procesos del 
desarrollo, acercándose bastante al comportamiento final que tendrá la aplicación en 
el dispositivo iOS. En lo relacionado con el proyectosu funcionalidadmas interesantes 
es permitir comprobar el funcionamiento de la aplicación para las diferentes 
versiones de iOS. 
Sin embargo, tenemos que tener en cuenta que un simulador no es un dispositivo 
por lo que nunca podrá disponer exactamente de las mismas características que este 
último y que para comprobar el funcionamiento de una aplicación en un entorno 
real, esta debe ser testeada en un dispositivo físico. Para esto, debemos tener una 
cuenta de desarrollador de Apple y además tener acceso al “iOS Developer Program”, 
para poder generar un perfil (provisioning profile), a partir de un certificado de 
usuario, un App id, y un conjunto de dispositivos donde se desea testear la App, 
identificados por su UDID (id de dispositivo de Apple). Todo esto es generado en área 
privada de portal de desarrolladores de Apple. 
 
 
En lo que respecta al proyecto, iPresta fue testeada tanto en simulador con en 
dispositivos físicos. 
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4.2.6. Notificaciones 
Las notificaciones es la manera que provee Apple para que una aplicación pueda 
enviar información de forma automatizada alos usuarios respecto a un evento en 
concreto, plasmadas en forma de ventanas de alerta en la pantalla del dispositivo. 
Las notificaciones pueden ser Push o locales. La principal diferencia es que las 
primeras son externas, es decir, provienen de un servidor de Apple (APNS), mientras 
que las segundas son, como su nombre indica, locales. Es decir, las genera la propia 
aplicación. 
Otras diferencias entre estos dos tipos de notificaciones son: 
Locales Push 
Se generan en el mismo dispositivo y 
solo son entregadas a este mismo 
Son generadas y enviadas a través de un 
servidor remoto 
Pueden ser programadas 
Son de envío inmediato (si es posible el 
envío, sino se almacenan por un tiempo 
limitado) 
 
 
En el contexto del proyecto, ambas notificación fueron utilizadas: 
- Locales: Al momento de realizar préstamo la aplicación registra una alerta que 
notificará al usuario en el momento que este finaliza. 
- Push: implementadas para la comunicación entre usuarios tanto en el proceso 
de pedidos y préstamos. Ej.: “el usuario A te ha pedido el objeto X” o “El 
usuario B ha rechazado el pedido de préstamo del objeto Y”. 
A continuación se detalla el ciclo de vida de las notificaciones push: 
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A partir del gráfico anterior se pueden destacar los siguientes puntos 
i. La aplicación deber tener habilitada las notificaciones Push para la App. El 
usuario tiene que confirmar que quiere recibir estas notificaciones. 
ii. La aplicación recibe el “device token” del APNS. Se puede ver este “device 
token” como la dirección que utilizará Apple para hacer llegar las 
notificaciones al dispositivo. 
iii. La aplicación envía el “device token” a tu servidor y este lo almacenará.   
Para que la App esté autorizada para enviar notificaciones es necesario crear una 
nueva App ID y “provisioning profile” para cada aplicación que utiliza Push, así como 
un certificado SSL para el servidor. Para ello, debemos tener una cuenta de 
desarrollador de Apple y además tener acceso al “iOS Developer Program”. 
Vale aclarar que para poder recibir notificaciones push hace falta un  dispositivo físico 
que pueda ser identificable. Por lo tanto no se puede utilizar el simulador iOS para el 
testeo de estas tareas. Además al generar la App ID en el “iOS Developer Program” se 
debe crear especificando que la App solicitará permisos para gestionar notificaciones 
push. 
4.2.7. Internacionalización 
Existen diferentes maneras de gestionar los idiomas de una aplicación. En nuestro 
caso (como se menciono anteriormente la App estará disponible en inglés y en 
castellano) se decidió utilizar una de la formas más extendidas.Al ser los dispositivos 
Apple multilingües por naturaleza, una vez que la aplicación se encuentra disponible 
en diversos idiomas, el dispositivo la reconoce automáticamente para su utilización. 
El mismo visualizará los elementos de la interfaz gráfica de usuario en el idioma 
correspondiente, de acuerdo a la configuración establecida en el dispositivo. 
Primero mediante XCode se debe configurar el proyecto para los idiomas  requeridos 
para luego poder generar los respectivos ficheros de localización (Localizable.strings). 
Se deberán generar tantos ficheros como idiomas que tendrá la aplicación y en estos 
se almacenarán todos los recursos lingüísticos de la App que tengan la necesidad de 
ser localizados. 
Desde las vistas se deberá acceder a los ficheros para obtener las traducciones 
requeridas. El propio sistema se encargará de devolver los recursos necesarios 
dependiendo la configuración interna de idioma del dispositivo 
4.2.8. Parse Cloud DB 
Como ya se explicó anteriormente, Parse es una herramienta utilizada para 
persistencia remota de los datos de los usuarios de la aplicación, a partir de una API 
específica para iOS que debe ser integrada en la App.  
Nos ofrece además poder gestionar estos datos vía navegador web de una forma 
muy cómoda desde el punto de vista visual y funcional. 
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Pero existen también otras funcionalidades ofrecidas por Parse que fueron utilizadas 
en nuestro proyecto: 
 Gestión de usuarios 
Parse cuenta con una clase específica para gestionar los usuarios: PFUser. A partir de 
esta clase desde la aplicación se pueden registrar, loguear/desloguear usuarios. 
Cuando se registra un usuario, el servidor Parse envía un mensaje de autenticación al 
correo del usuario registrado. De esta manera, nos permite controlar la validez del 
los datos suministrados por el usuario. 
También dentro de la gestión de usuario existe una clase que permite integrar 
Facebook en una App que utiliza Parse: PFFacebookUtils. Esta clase nos permite 
loguear usuarios con Facebook, vincular / desvincular usuarios con cuentas. 
 Notificaciones Push 
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Otra funcionalidad importante ofrecida por Parse es permitir el envío de 
notificaciones push. Mediante la clase PFPush la aplicación puede crear 
notificaciones a usuarios predeterminados y enviarlas al servidor Parse para que este 
se comunique con el servidor de Apple (APNS) para que este realice el envío a los 
dispositivos correspondientes. Esto nos permite “desligarnos” de gestionar el envío 
de notificaciones push, delegando esta tarea en Parse. Para esto debemos comunicar 
a Parse que nuestra App “es apta” para el envío de notificaciones, por lo tanto es 
necesario cargar en nuestra área privada de Parse un certificado de notificaciones 
(Apple Push Certificate), generado a partir del provisioning profile.  
 
Por otra parte de forma interna Parse crea la entidad PFInstallation de forma 
persistente para poder identificar los dispositivos.  
4.2.9. REST Web Services / JSON 
Un web service es un conjunto de tecnologías utilizadas para permitir que diferentes 
aplicaciones puedan enviarse información entre sí, independientemente del lenguaje 
en que fueron desarrolladas y la plataforma donde se ejecuten. Existen diferentes 
tipos de web services como también formatos para el intercambio de información. En 
el caso particular de nuestro proyecto se utilizaron web services del tipo REST con 
JSON como formato de la información para el envío de datos. 
La principal novedad de los web services REST es que se basan en el protocolo http / 
https (mediante GET o POST) para el envío de la información y no necesitan ningún 
encapsulado extra. 
En proyecto se utilizaron web services REST públicos para la obtención de datos de 
objetos que los usuarios quieran registrar. Se utilizaron 3 Web services: 
a. Para la búsqueda de libros, se utilizaron los recursos ofrecidos por Google 
Books. Google ofrece una API para desarrolladores para poder integrar este 
servicio en aplicaciones externas de forma gratuita, pero con limitaciones en 
la cantidad de peticiones realizadas a su servidor. 
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b. Para la búsqueda de objetos de audio se utilizo un servicio ofrecido por 
Discogs, que al igual que Google ofrece API gratuita para integrar sus servicios 
con aplicaciones externas. 
c. Por último, para las búsqueda de objetos de video (DVD, películas) se utilizo el 
web service ofrecido por IMDB. 
Para la comunicación y la obtención de estos recursos, se creó una clase específica 
ConnectionData, encargada de realizar las diferentes peticiones y retornar los datos 
obtenidos. 
Como se dijo anteriormente, JSON fue el formato elegido para el intercambio de 
información. Se escogió este formato principalmente por su facilidad en la 
integración en el entorno de desarrollo de aplicaciones para iOS. El SDK de iOS ya 
incluye de forma nativa para el parseo de este formato si necesidad de integrar 
librerías externas ni encapsular las peticiones. 
4.2.10. Código de barras 
Uno de los puntos novedosos de la App es la obtención de datos de un objeto a partir 
de su código de barras. Para esto se utilizaron de forma integrada una librería 
externa (ZBar) y los web services descriptos anteriormente. 
 
ZBar es una  librería que permite a la App realizar lecturas de códigos de barras, 
utilizando la cámara del dispositivos (1). Una vez obtenido el código de barras (2) se 
lanza una petición, dependiendo el tipo de objeto (3), para obtener sus datos apartir 
del código de barras obtenido anteriormente (4). 
Vale aclarar que esta funcionalidad es solo posible para la obtención de datos de 
libros (Google) y audios (Discogs) que dentro de su API contienen el servicio de 
obtención de datos a partir del código de barras.  
4.2.11. Facebook OAuth 
OAuth es un protocolo de autenticación alternativa al estándar de envío/verificación 
de usuario y contraseña contra el servidor de la App. 
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Este protocolo introduce un tercer rol en el modelo de autenticación tradicional 
Cliente/Servidor: El dueño del recurso (Facebook en nuestro caso). El cliente (que no 
es el dueño del recurso pero tiene relación con el) requiere acceso a los recursos 
controlados por el dueño del recurso, pero hospedados en el servidor. Además, 
OAuth permite al servidor verificar no solo la autorización del dueño del recurso, sino 
también la identidad del cliente que esta haciendo la petición. 
Facebook ofrece este servicio que es implementado en nuestra App. Para esto se 
debió crear una aplicación de Facebook que se encargará de la gestión de datos de 
los usuarios y de los permisos que solicitará la App para acceder a los datos. Esta 
aplicación tiene un identificador que debe configurarse en la App móvil para que 
sepa a donde debe solicitar la petición 
El usuario deberá loguearse a Facebook(utilizando el iOS SDK de Facebook que debe 
ser integrado en la App) (1) y autorizar a la App (por medio de la aplicación de 
Facebook) para abrir una sesión de Facebook. Si no hay ningún problema, la App de 
Facebook retorna una sesión abierta (2), que será utilizada  por la clase de Parse 
PFFacebookUtils (ya nombrada anteriormente) para loguear/registrar el usuario (3) y 
retorna los datos solicitados a la App para que ésta permita al usuario acceder a la 
aplicación (4). Entre los datos solicitados se encuentra el access token, una cadena de 
caracteres imprescindible para identificar al usuario en Facebook. 
 
 
De esta manera un usuario puede crear su cuenta en la App introduciendo sus datos, 
o puede utilizar sus datos de ya existentes en Facebook para validarse  contra la App. 
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4.3. Metodologías de trabajo 
A continuación se detallan diferentes metodologías / tecnologías que fueron 
utilizadas en la gestión del proyecto. 
4.3.1. GitHub 
GitHub es un sistema de control de versiones de código público. Esta herramienta 
permitió la gestión del código del proyecto de la App.  
Al iniciar el proyecto se creo una cuenta personal y el repositorio remoto en la web 
GitHub. Luego a partir de una aplicación cliente local se fueron subiendo todas las 
versiones y cambios que se produjeron en el proyecto. De esta manera, es posible 
visualizar la evolución del proyecto, desde el punto de código y evitar así perder 
versiones o antiguas modificaciones que se realizaron.  
 
 
 
4.3.2. TestFlight 
TestFlight se utilizo en el proyecto para el testeo de la App. Esta herramienta permite 
distribuir la aplicación de forma remota a diferentes dispositivos sin tener que subirla 
en el App Store. Se debe crear un cuenta y un proyecto que gestionará la App. Los 
“testers” deberán también registrarse y añadir sus dispositivos. De esta manera el 
administrador del proyecto invita a los testers, sube la aplicación compilada y de esta 
manera se puede descargar e instalar la App. Vale aclarar que estos dispositivos 
tendrán que haber sido agregados previamente al provisioning profile de la App. 
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4.3.3. Metodologías ágiles de desarrollo 
Para la gestión del trabajo del proyecto se utilizó la scrum, metodología de trabajo 
basada en el desarrollo ágil de software.Es un proceso mediante el cual se aplican de 
manera regular un conjunto de mejores  prácticas para trabajar en equipo y obtener 
los mejores resultados. En scrum se realizan  entregas parciales y regulares (sprints) 
del resultado final del proyecto, priorizadas por el beneficio que  aportan al receptor 
del proyecto según su propia opinión. Por ello está especialmente  indicado para 
proyectos donde se necesita obtener resultados pronto,  donde los requisitos son 
cambiantes o poco definidos. Los roles principales de scrum son: 
 Product Owner: Representa al cliente dentro del equipo. 
 Scrum Master: Es el encargado de que las reglas de scrum. 
 Equipo de desarrollo: Conjunto de personas que responsables del desarrollo 
del producto. 
Si bien estos roles de trabajo no estaban perfectamente definidos debido a la 
dimensión del proyecto y a que solo participaban dos personas de forma activa de la 
gestión, se puede dejar claro que el Alex Ballarin cumplió el rol de Product Owner y 
Scrum Master y yo principalmente el rol del equipo de trabajo (aunque también tuve 
bastante participación en el desarrollo del producto). Como se dijo anteriormente, el 
proyecto de forma inicial se dividió en 10 sprints de 3 semanas aprox. de duración y 
al finalizar cada uno de los sprints se realizaba una reunión de planificación (sprint 
planning) donde se definían las tareas a realizar y otra de revisión (sprint review) 
donde se evaluaba el trabajo realizado. 
 
iPresta Ignacio Brambilla 
 
26/79 
 
  
iPresta Ignacio Brambilla 
 
27/79 
 
5. Desarrollo 
En el siguiente capítulo se describirá lo que es el desarrollo y como fue 
evolucionando el proyecto durante el transcurso de lo que duró su desarrollo. Una 
vez dividido en 10 sprints, pasaremos a desarrollar de forma detallada lo que ocurrió 
en cada una de estas etapas: que se desarrollo, que herramientas de las explicadas 
anteriormente se utilizaron, que cambios/mejoras se realizaron durante el desarrollo 
y si se agregaron nuevas funcionalidades. 
Otro punto muy importante en este capítulo es mostrar el origen y la evolución tanto 
del diagrama de clases como de la interfaz de usuario que se fueron desarrollando 
durante la evolución del proyecto. 
5.1. Sprint #1 - Definición del Proyecto 
En el siguiente sprint se buscará empezar a definir la estructura de la App, su 
organización y estructura funcional. También se comienzan a estudiar tecnologías 
externas muy importantes en funcionalidades claves que se implementarán en la App. 
 Reunión Sprint Planning 
i. Definición de las secciones básicas de la App (4 horas) 
A partir de los requerimientos definidos y las conversaciones previas con el profesor 
Alex Ballarin se definen los apartados más importantes de la App: 
a. Login 
Existirá un login por App (usuario / contraseña) y se decidirá en los siguientes sprints 
si se añade login por redes sociales redes sociales (Facebook, Twitter) 
b. Objetos  
Se definen 4 tipos de objetos: Libros, Audio (CD, SACD, Vinilo), Video (DVD, Bluray, 
VHS) y Otros. 
Entre las funcionalidades incluidas en este apartado se incluirán en un principio: 
- Añadir  
- Ver detalle 
- Listado diferenciados por tipo y estado (prestados o no)   
- Eliminar 
 
c. Préstamos 
Se definen los parámetros básicos para definir un préstamos: período (fecha de inicio 
y fin) y persona a quien se le presta un objeto. En futuros sprints se deberá decidir 
como incluir esta apartado dentro de la interfaz. La App deberá notificar al usuario 
cuando finalice. El préstamo podrá extenderse y cerrarse. 
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ii. Búsqueda de plataforma de persistencia de datos (6 horas) 
Se realiza una investigación / búsqueda de una plataforma para el almacenamiento 
de datos remotos. La  investigación se enfoca en un sistema Cloud DB, que permita 
una comunicación directa con la aplicación. Otra condición imprescindible es que sea 
una plataforma integrable a aplicaciones para dispositivos iOS. Se elige a Parse Cloud 
DB, por su fácil integración, la gran cantidad de información ofrecida y  permitir su 
gestión vía web. 
iii. Investigación para lectura de objetos por código e barras (4 horas) 
Se buscan módulos externos para permitir la lectura de códigos de barras con 
dispositivos iOS. La lectura se realizará con la cámara del dispositivo. Después de una 
minuciosa investigación se llega a la conclusión de utilizar el módulo ZBar para iOS 
por su amplia distribución. Se realizan testeos para estudiar el funcionamiento de 
este módulo. 
iv. Búsquedas de APIs públicas (web services) para la obtención de datos de 
objetos (8 horas) 
Ya definidos los tipos de objetos para gestionar con la App, se realiza una búsqueda 
de APIs gratuitas para poder obtener datos de dichos objetos. Al ser bastante variado 
el origen de dicho objetos, se buscan diferentes APIs para poder abarcar la mayor 
cantidad de tipos de objetos posibles. Un punto muy importante a tener en cuenta 
en la búsqueda es que la API cuente con un servicio para  obtener la información del 
objeto a partir de su código de barras. Se buscaron APIs para tres tipos de objetos: 
- Libros 
Para este caso en particular, no hubo mucha dificultad para encontrar una API, ya 
que Google books cuenta con todas las prestaciones requeridas. 
- Audio 
Se encontraron diferentes posibilidades en la búsqueda de esta API, como 
musicbrainz, discogz y gracenote. Por cuestión de formato de comunicación (se 
buscaban JSON APIs) y facilidad de implementación, se decidió por discogz. Además 
este servicio entre su información retornaba la portada de los objetos de audio. 
- Video 
Fue la API más complicada de encontrar, ya que ninguna cumplía con toda las 
condiciones requeridas. En principio no se definió ninguna. Se espera hablar con el 
Product Owner para definir este punto. 
 Reunión de Sprint Review 
i. Se aprueban las secciones básicas de la aplicación. Para futuros sprints 
quedará por definir el apartado “Contactos” y “Buscar” para localizar objetos 
de otros usuarios. También se detecta que deberá existir la opción para salir 
de la App (Logout). Queda pendiente definir donde se incluirá dentro de la 
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App.También se llega a la conclusión que se podrá eliminar un objeto 
prestado y subdividir el apartado de objetos por tipos y que se podrán 
visualizar todos los préstamos de un objeto puntual. 
ii. Se aprueba Parse como plataforma de persistencia de datos remoto. 
iii. Se aprueba ZBar como módulo de lectura de código de barras de los objetos. 
Se realiza un prueba durante la reunión para mostrar su funcionamiento. 
iv. Se aprueban las APIs ya definidas y el profesor recomienda la API de IMDB 
para objetos de Video. Se adopta esta API que cumple todas las condiciones 
requeridas, salvo retornar información de objetos por su código de barras. 
 Reunión de Retrospectiva 
Se llega a un acuerdo para documentar los sprints y las decisiones tomadas en las 
reuniones en el “backlog project” en Excel. 
5.2. Sprint #2–Persistencia remota y clases básicas 
En el siguiente sprint se definirá / investigará el entorno de Parse para del desarrollo 
del proyecto. Se crea un proyecto iOS en Xcode para comenzar a trabajar en la 
programación, se integra el SDK iOS de Parse y se desarrollan clases básicas.  
 Reunión Sprint Planning 
i. Instalación de Parse en el proyecto (4 horas) 
a. Se descarga el SDK de Parse par iOS y se integra el proyecto. Para realizar 
dicha integración también se debe abrir una cuenta en Parse y crear un proyecto que 
se utilizará como interfaz de gestión de los datos vía web. 
b. Al crea un proyecto en Parse se generan un applicationId y una clientKeyde 
forma automática que deben añadirse en la App y que le permitirán a esta con el 
servidor de datos remotos. Estos datos se deberán añadir en el appDelegate de la 
aplicación (1). Este fichero (que se genera de forma automática al crear un proyecto 
iOS) es el encargado de gestionar los diferentes estados de una App iOS (2). Así, al 
abrir la aplicación, se conecta la App con el servidor de Parse. 
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ii. Reconocimiento / investigación del entorno Parse iOS dentro del proyecto 
(10 horas) 
Una vez conectada la App con el servidor de Parse, se pasaron a realizar pruebas. 
Para esto se crearon objetos de testing para la gestión de datos desde la App. En la 
API de Parse para iOS se definen todas las estructuras de datos con sus 
correspondientes métodos y atributos para realizar estas pruebas. El funcionamiento 
básico de gestión de objetos de Parse se realiza de la siguiente manera: 
a. Se crea una tabla con sus respectivos atributos vía web, en la interfaz privada 
para la aplicación ofrecida por Parse. 
b. La API de Parse permite gestionar las tablas como si fueran clases de la 
aplicación, por lo tanto estas clases pueden ser instanciadas desde la App. Entre las 
funcionalidades básicas que se ofrecen para la gestión de datos se encuentran las 
siguientes: 
- Creación de instancias en local 
- Guardar / Editar / Eliminar dichas instancias y salvar estos cambios en 
remoto 
- Crear relaciones entre diferentes clases / tablas (lo que en un sistema de 
BBDD relacional serían claves foráneas) 
- Obtención de instancias remotas por medios de consultas (capa de 
abstracción sobre SQL). 
Sobre los puntos desarrollados sobre la gestión de datos se hacen las siguientes 
aclaraciones: 
a. Para la gestión de instancias de  las Tablas de Parse la API  se basa en la clase 
PFObject. Es por esto que toda clase de la aplicación que provenga de una tabla de 
Parse deberá ser una subclase de PFObject. 
b. Para la obtención de datos remotos se utiliza la clase PFQuery. Esta clase 
como se dijo anteriormente ofrece una abstracción sobre SQL y nos permite realizar 
consultas de una forma más “limpia” desde el punto de vista del código, ya que no 
hará falta utilizar código SQL dentro de un proyecto en Objective-C. 
Consulta SQL: 
SELECT * FROM Clase WHERE atributo1 = “Nacho Brambilla” 
Consulta PFQuery 
PFQuery *query = [PFQuery queryWithClassName:@"Clase"]; 
[query whereKey:@"atributo1" equalTo:@"NachoBrambilla"]; 
 
iii. Creación de clases básicas y adaptación a Parse (6 horas) 
Ya con el entorno de Parse instalado y reconocido, se pasa a crear las clases básicas 
del proyecto y a adaptarlas al entorno de la App. En un comienzo, se crean solo las 
clases Usuario y Objeto: 
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Como se puede ver en el gráfico anterior, además de las clases, también se crean 
enumeraciones para definir los tipos de objetos, de audio y de video. 
Una vez conocidas las clases básicas, se pasa a generar las clases en Objetive-C, 
dentro del entorno del proyecto y teniendo en cuenta el entorno de Parse. Al ser 
Objeto una tabla de Parse, deberá ser subclase de PFObject. User es una caso 
especial, ya que existe la clase PFUser en el SDK iOS de Parse, clase específica para 
este tipo de objetos. 
 
Al ser User y Object subclases de PFUser y PFObject respectivamente, las primeras 
heredan todos los métodos y atributos de las segundas y de esta manera poder 
gestionar sus instancias. 
 Reunión de Sprint Review 
i. Se comenta con el Product Owner y se aprueba la integración de del SDK iOS 
de Parse en el proyecto. 
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ii. El Product Owner aprueba el método de investigación y testeo de la 
plataforma de  Parse en la aplicación. 
iii. El Product Owner aprueba las nuevas clases y su integración en la App. Se 
comienza a discutir las futuras clases a implementar (Préstamos, Pedidos) y su 
adaptación al proyecto. 
 Reunión de Retrospectiva 
Se discute con el Product Owner para profundizar el funcionamiento y la mecánica de 
Scrum dentro del proyecto. Se realizarán sprints backlogs para la definición 
minuciosa de las tareas a realizar en cada sprint. Se dividen las tareas del sprint 
backlog según tipo. 
- Story: Tareas relacionadas con las historias de usuario 
- Spike: Tareas relacionadas con búsquedas e investigación. 
- Doc: Tareas relacionadas con recolección / producción de documentación. 
5.3. Sprint #3 - Login / Registro de usuarios 
En el siguiente sprint se comienzan a desarrollar las funcionalidades específicas de la 
aplicación, empezando por el Login / Registro y gestión de usuarios de la aplicación. 
Se definen tanto cuestiones funcionales con de interfaz. 
 Reunión Sprint Planning 
i. Investigación de alternativas existentes para la validación de usuarios (4 
horas) 
Era un punto importante dentro del proyecto era poder verificar la identidad de 
usuario y minimizar las posibilidades de duplicación de identidad.  
 
Se contemplaron dos alternativas para validación de la identidad de los  usuarios de 
la App.:  
- Vía número de móvil 
- Vía una dirección de correo 
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Después de analizar las dos alternativas, se llego a la conclusión de registrar a los 
usuarios a partir de su email. Se llego a esta conclusión teniendo en cuenta los 
siguientes puntos. 
a. La validación vía número requiere tecnología externas (Ej: servidor de envío 
de SMS) no contempladas en la arquitectura actual. 
b. La clase nativa de Parse para la gestión de usuarios (PFUser) incluye en su 
interfaz métodos para la validación autenticación de usuarios. Además, cuenta con 
un servicio de validación de envío de emails a los usuarios que crean una cuenta por 
lo que si un usuario no valida su identidad, no será un usuario verificado y no podrá 
acceder a los contenidos de la aplicación. 
Para las comprobación de la validez de un usuario se utiliza un atributo específico de 
las instancias de PFUSer de Parse: emailVerified. A partir de este atributo se puede 
comprobar su un usuario es válido o no. Por lo tanto, la clase User queda definida de 
la siguiente manera: 
 
 
ii. Implementación de funcionalidades (18 horas) 
Definidos ya el método de validación de usuarios y definida la clase User, se 
reconocen las historias de usuarios a desarrollar en el sprint: 
- Como usuario quiero registrarme  a la App 
A un usuario para registrarse se le exigirá una dirección de correo y una contraseña. 
Si no existe ningún error en este paso, el usuario pasa a la validación. Vía Parse, la 
App envía un mensaje a la dirección de correo registrada. Mediante ese mensaje el 
usuario verifica que su cuenta es válida. Si el usuario cometió algún error al ingresar 
la cuenta de correo, dentro  de la etapa de validación, el usuario puede modificar su 
cuenta y el sistema enviará un email de verificación a la nueva cuenta. 
El sistema controlará que no se pueda registrar un nuevo usuario con una cuenta de 
email ya existente. 
- Como usuario quiero loguearme  a la App 
Si el usuario ya posee una cuenta en la aplicación deberá ingresar el email con el cual 
realizó el registro y su contraseña para poder acceder a los contenidos de la 
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aplicación. En caso de que su cuenta no haya sido validada se enviará al usuario a 
validar su email.  
- Como usuario quiero mantener la sesión abierta aunque se cierre la App 
Por cuestiones básicas de usabilidad, se debe mantener la sesión abierta en caso de 
que el usuario indique lo contrario (Logout). Es por eso que la aplicación mantendrá 
la sesión abierta por el usuario, aunque este cierre la aplicación. 
- Como usuario quiero poder restablecer mi contraseña 
Si un usuario desea acceder a la App pero ha olvidado su contraseña, el sistema 
ofrece la posibilidad (vía Parse) de restablecer su contraseña. El sistema enviará un 
mensaje a la cuenta del usuario, con una nueva contraseña de ingreso. 
Para las siguientes funcionalidades, se utilizaron métodos de la clase PFUser de Parse. 
Esta clase cuenta con métodos para: 
 Signup (Registro) 
 Login 
 Requesting a Password Reset (recuperación de contraseña) 
Para mantener la sesión de usuario esta clase cuenta con una instancia estática 
currentUser. Esta instancia, que es gestionada de forma interna por el SDK de Parse, 
permite saber si el usuario cuenta con una sesión abierta o no al abrir la aplicación. 
iii. Diseño de interfaz del Login / Registro (10 horas) 
Con las funcionalidades ya definidas, se pasa a desarrollar la interfaz gráfica que 
encontrará el usuario para poder acceder a la App: 
Registro 
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Login 
 
 Reunión Sprint Review 
i. Este tema fue bastante discutido con el Product Owner. Por las cuestiones 
argumentadas en el sprint review, se acepto utilizar la cuenta de correo para 
la validación de los usuarios. 
ii. Aprobado por el Product Owner, se estableció tener en cuenta la 
implementación del Login / Registro para que en un futuro puede ser 
compatible con la integración del login vía Facebook. Se piensa en ofrecer la 
opción de “cerrar cuenta” para los usuario que quieren dejar de utilizar la 
App. 
iii. La interfaz de las pantallas fue aprobada por el Product Owner. Al igual que  
en punto anterior, se tuvo en cuenta la futura integración con Facebook. 
 Reunión de Retrospectiva 
No se identificaron mejoras para la organización de los siguientes sprints. 
5.4. Sprint #4 - Objetos I 
Una vez finalizado el login y el registro, se comienzan a implementar las 
funcionalidades básicas de la App comenzando por la gestión de Objetos. A 
continuación describirá como se desarrolla en la aplicación la creación, visualización 
de detalle, listado y borrado de objetos. 
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 Reunión Sprint Planning 
Para la realización de este sprint se debieron identificar las historias de usuario 
relacionadas con la gestión de objetos. 
i. Implementación de funcionalidades de listado de objetos (12 horas) 
Las historias de usuario relacionadas con el listado de objetos son: 
- Como usuario quiero ver cuantos objetos de cada tipo tengo ingresados 
Al ingresar a la App aparecerás iconos de los 4 los tipos anteriormente definidos: 
Libros, Audio, Video y Otros. Se mostrarán la cantidad de objetos registrados de cada 
tipo. Al añadir o eliminar un objeto, estas cantidades se actualizarán de forma 
automática. Se aprovecha esta pantalla para gestionar el logout del usuario (botón 
salir), que nos retorna a la pantalla de entrada. 
 
 
- Como usuario quiero visualizar mis objetos en la App, diferenciados por tipo y 
quiero poder filtrar mis objetos entre prestados / no prestados 
La aplicación mostrará el listado de los objetos registrados por el usuario en la App, 
diferenciados por los tipos. Los objetos estarán ordenados alfabéticamente. En el 
listado se mostrará el nombre del objeto, el autor y su imagen asociada. 
El listado contará con un buscador en el cual se podrán filtrar se podrán filtrar los 
objetos de la lista. Además, los objetos se podrán visualizar por todos los objetos, 
objetos prestados y objetos no prestados que aunque todavía no se hayan 
implementado, ya se tienen en cuenta en el proyecto. 
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Para la implementación de los listados de objetos se puede destacar la utilización de 
tablas indexadas nativas en el SDK de iOS nativo. Visualmente, estas listas separan los 
objetos en orden alfabético y muestran un índice lateral que facilita la navegación 
para la búsqueda de objetos. 
ii. Implementación de funcionalidades de creación de objetos (8 horas) 
Las historias de usuario relacionadas con el listado de objetos son: 
- Como usuario quiero poder añadir objetos 
Desde el listado de objetos, el usuario puede dirigirse a añadir objetos. Las pantallas 
para añadir varía según el objeto que se desea agregar pero en general son muy 
similares entre sí. La aplicación permite además, sacar un foto al objeto, y así 
reconocerlo más fácilmente, principalmente en los listados. Al añadir un objeto se 
retorna a la respectiva lista, con el objeto ya añadido. 
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- Como usuario quiero que la App que me avise al dar de alta un objeto si 
ya fue dado de alta previamente 
Una funcionalidad importante dentro de este apartado es el reconocimientos de 
objetos existentes. Para la realización de esta funcionalidad, se utilizó un algoritmo 
llamado “Distancia de Levenshtein” que permite calcular el número mínimo de 
operaciones requeridas para transformar una cadena de caracteres en otra, 
entendiendo por operación, bien una inserción, eliminación o la sustitución de un 
carácter. Para la ejemplificación del funcionamiento de este algoritmo se muestran 
los siguientes ejemplos: 
 casa → cala : distancia = 1 (sustitución de 's' por 'l') 
 cala → calla : distancia = 2 (inserción de 'l' entre 'l' y 'a') 
 calla → calle : distancia = 1 (sustitución de 'a' por 'e') 
A partir de este algoritmo, del cual se buscó una implementación específica para 
Objective-C, antes de añadir un objeto se calculaba la  distancia de este, a partir de 
una cadena de caracteres formada por el nombre y el autor, se comparaba con la 
misma cadena de todos los objetos ya registrados del mismo tipo. Teniendo un 
cuenta un una distancia máxima ya definida si la distancia entre el objeto a registrar y 
alguno de los registrados era menor que la máxima, se considera que los objetos son 
iguales y el primero no es agregado. 
iii. Implementación de funcionalidades visualizar objetos (3 horas) 
La historia de usuario relacionada con el listado de objetos es: 
- Como usuario quiero poder visualizar en detalle mis objetos 
Al clicar sobre un elemento de la lista de objetos se mostrará el detalle del objeto 
registrado, con todos sus datos. 
 
 
 
iPresta Ignacio Brambilla 
 
39/79 
 
iv. Implementación de funcionalidades de borrado de objetos (5 horas) 
La historia de usuario relacionada con el listado de objetos es: 
- Como usuario quiero poder eliminar un objeto 
Dentro del listado, al deslizar un objeto de la lista con el dedo nos aparecerá un 
botón para borrar el objeto. Si se presiona el botón, el objeto es eliminado. Si se 
presiona cualquier otra parte de la lista, el botón desaparecerá. Esta funcionalidad ya 
está incluida para este tipo de listados en el SDK nativo de iPhone. 
 
 
 Reunión Sprint Review 
i. El Product Owner aprobó las funcionalidades implementadas y las interfaces 
realizadas para los listados de objetos. 
ii. Se aprueban las funcionalidades implementadas y las interfaces realizadas 
para los listados de objetos. Se debate como incluir las funcionalidades para 
añadir objetos por medio de su código de barras y por búsqueda. Se plantea 
realizar un filtrado por subcategorías (objetos de Audio y Video). Se deberá 
mejorar la funcionalidad que detecta objetos existentes. 
iii. Se aprueban las funcionalidades implementadas y las interfaces realizadas 
para el detalle de objetos. Se llega a un acuerdo con el Product Owner que es 
aquí donde se deberá implementar la funcionalidad de préstamo. 
iv. El Product Owner aprobó las funcionalidades implementadas y las interfaces 
realizadas para el borrado de objetos. 
 Reunión de Retrospectiva 
No se identificaron mejoras para la organización de los siguientes sprints. 
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5.5. Sprint #5 - Objetos II: WS y Códigos de barras 
Se dedica completamente este capítulo a la integración de los web services externos 
a la aplicación, tanto para buscar objetos por su código de barras como para realizar 
búsquedas a partir de una texto de entrada. 
 Reunión Sprint Planning 
i. Investigación del funcionamiento de los diferentes web services y 
adaptación a las funcionalidades específicas de la App. (8 horas) 
Ya definidos los servicios externos para la obtención de datos de objetos, se pasa a 
definir su funcionamiento específico dentro de la App: la búsqueda de objetos. Con 
esto se desea automatizar el añadido de objetos.  
 
 
Para la búsqueda de objetos por su código de barras los ws requieren como 
parámetro de entrada solo el código. En la búsqueda por nombre la estructura es un 
poco mas compleja: 
 Cadena de búsqueda 
 Número de objetos por búsqueda 
 Desplazamiento, offset, numero a partir de que se van a devolver resultados 
De esta manera lo que se desea es paginar la búsqueda. Al no saber cuantos 
resultados puede llegar a retornar las búsqueda, lo que se desea es mostrar un 
número fijo de resultados y que se irán mas a petición de usuario.   
ii. Detección de objetos por código de barras (10 horas) 
Las historia de usuario relacionada a este punto es: 
- Como usuario quiero poder añadir objetos por su código de barras 
Dentro de la interfaz de búsqueda de objetos se añade la opción “Detectar”. esta 
opción llama el módulo ZBar que permite activar la cámara del dispositivo y obtener 
el código de barras. Ya con el código se realiza la llamada al web service que 
corresponda. Este proceso ya fue explicado con detalle anteriormente. 
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A partir de la implementación de esta funcionalidad, se modifica el reconocimiento 
de objetos. A obtener el código de barras del objeto a registrar, se puede comparar 
con los códigos de barra de los objetos registrados. Si este coincide con alguno de los 
ya registrados. El objeto no se registrará. 
iii. Búsqueda de objetos para añadir (16 horas) 
La historia de usuario relacionada a este punto es: 
- Como usuario quiero poder buscar objetos en caso de no poder 
detectarlos por su código de barra 
Dentro de la interfaz de búsqueda de objetos se añade otra opción: “Buscar”. Esta 
nos envía a una pantalla con un campo de texto y el teclado, se ingresa el texto que 
se desea buscar y en una lista se podrán ver los resultados devueltos por la 
búsqueda. Como se dijo antes los resultados está paginados. Para esto se 
implementó que al llegar al final de la lista se realice una nueva búsqueda (la 
siguiente pagina) y se añadan mas resultados bajo los ya existentes. Al tocar sobre 
uno de los objetos de los resultados, se rellenan los campos de añadir objetos con los 
datos del objeto seleccionado. 
 
  
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 Reunión Sprint Review 
i. El Product Owner aprobó la adaptación de los web services a la aplicación. Se 
deberá seguir investigando para optimizar su funcionamiento. 
ii. Se aprueban las funcionalidades implementadas y las interfaces realizadas 
para los para añadir objetos por medio de su código de barras. 
iii. Se aprueban las funcionalidades implementadas y las interfaces realizadas 
para los para añadir objetos por búsqueda. 
 Reunión de Retrospectiva 
Para mejorar el cálculo de horas del proyecto se añaden dos campos en el sprint 
backlog: horas estimadas y horas reales. Esto se ponderará para cada ítem de cada 
sprint.  
5.6. Sprint #6 - Préstamos 
En el siguiente sprint se definen las funcionalidades de préstamos de objetos. Este 
funcionalidad es importante desde el punto de vista de la funcionalidades ofrecidas 
al usuario pero también desde la implementación ya que se comienza a  realizar 
envío de información entre dispositivos. Como ya se explica anteriormente, las 
notificaciones push son el medio elegido para implementar dicha funcionalidad. 
 Reunión Sprint Planning 
i. Modificaciones en el diagrama de clases (4 horas) 
Antes de implementar los préstamos en las funcionalidades, se debe rediseñar el 
diagrama de clases del proyecto. Préstamos se considera una entidad propia, por lo 
que se añade una nueva tabla en la BD de Parse y por lo tanto una nueva clase en el 
proyecto. A continuación se muestra el nuevo diagrama de clases, con los prestamos 
incluidos y las modificaciones necesarias para su adaptación: 
 
iPresta Ignacio Brambilla 
 
43/79 
 
 
La inclusión de préstamo en el diagrama de clases implica que se generen las 
siguientes relaciones: 
 Existe siempre un usuario que realizará el préstamo (emisor). 
 Existe siempre un objeto que será prestado. Al pertenecer dicho objeto se 
debe restringir que el objeto prestado siempre pertenezca al emisor. 
 Puede existir un usuario que reciba el objeto en préstamo (receptor). Esta 
relación es condicional ya que los usuario podrán realizar préstamos a otros 
usuarios como también a contactos externos (contactos del dispositivo, por 
ejemplo). 
ii. Implementación de funcionalidades de préstamos de objetos (16 horas) 
Las historias de usuario relacionadas con el préstamo de objetos son: 
- Como usuario quiero poder prestar mis objetos y definir el período de 
tiempo del préstamo  
En el detalle de un objeto, se añade el botón prestar. Este nos redirige a la pantalla 
de préstamos, donde podremos ingresar la persona que queremos que reciba el 
objeto y el período de tiempo de duración del préstamo. Al realizar el préstamo se 
cambia el estado del objeto (atributo state) de “en propiedad” a “prestado” y en el 
detalle del objeto se mostrará una etiqueta de texto del tipo “Prestado a …” para 
recordar al usuario a quien le ha prestado el objeto. 
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Para la definición del tiempo de préstamos, se opto por utilizar período ya definidos 
como semanas o meses por cuestiones de usabilidad, considerando siempre el inicio 
la fecha de realización del préstamo. 
- Como usuario quiero poder prestar mis objetos a mis contactos de la 
agenda  
La aplicación permitir acceder a los contactos del dispositivos para poder realizar 
préstamos. Se consideró apropiado, ya que cuando una persona presta algún objeto 
a otra persona, es alguien conocido, con cierta cercanía, como probablemente lo 
sean los contactos.  
Para implementar esta funcionalidad, se añade un botón en la pantalla de préstamos 
para poder acceder a los contactos. Dentro de los contactos del teléfono, el usuario 
puede elegir la persona a la que desea realizar el préstamo. También si lo desea, 
puede retornar a la pantalla de préstamos sin seleccionar ningún contacto. 
 
 
Un detalle muy importante en esta funcionalidad es que la aplicación detectará si el 
contacto elegido es también usuario de la aplicación. Esto es factible debido que al 
acceder a los contactos, tenemos acceso a sus cuentas de correos, que como se 
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consensuo anteriormente se utilizará como parámetro identificador para todos los 
usuarios. 
De esta manera, antes de realizar el préstamo se busca en la BD remota y el correo 
de la persona a la que se le va a realizar el préstamo. Si existe una coincidencia, el 
préstamo quedará registrado a otro usuario de la App (lo que generaría una relación 
“receptor” del diagrama de clases antes definido). De otro manera, solo 
registraríamos el nombre del contacto. 
Vale aclarar que el usuario deberá darle permisos a la aplicación para poder acceder 
a los contactos del dispositivo al ser está una funcionalidad nativa del dispositivo. 
- Como usuario quiero poder extender la fecha de termino del préstamo 
Una vez finalizado el período de préstamos de un objeto, se le dará al usuario la 
posibilidad de extenderlo por el período de tiempo que este defina. Para esto se 
añade otro botón en la pantalla de detalle de objeto. Si el objeto está prestado y el 
préstamo ya ha expirado, este botón estará activado. En cualquier otro caso, 
aparecerá desactivado. 
 
 
- Como usuario quiero poder finalizar el préstamo, independientemente de la 
fecha de caducidad del mismo 
Cuando un objeto es devuelto la App permite finalizar el préstamo, 
independientemente de la fecha de expiración del mismo. Para esto, se añade otro 
botón en la pantalla del detalle de objeto (Devolver) que finaliza el préstamo en el 
momento y cambia la fecha de finalización. Es botón estará activo solamente si el 
objeto se encuentra prestado. 
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- Como usuario quiero poder ver un “histórico” de préstamos relacionados a un 
objeto puntual 
En la misma pantalla de detalle, el usuario tendrá la opción de visualizar un listado de 
todos los prestamos realizados del objeto.  De cada préstamo se muestra la fecha de 
inicio, la de fina y el nombre de la persona que se le realizó el préstamo. 
 
 
iii. Envío de notificaciones (8 horas) 
En este apartado se resuelven las funcionalidades para las siguientes historias de 
usuario 
- Como usuario quiero que la App me avise que un préstamo ha expirado 
Para la resolución de esta funcionalidad se utilizan notificaciones locales de iOS ya 
explicadas anteriormente. Al registrar un préstamo, la aplicación registra una 
notificación local con fecha de ejecución el finalizar el préstamo. Si el préstamo 
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resultase extendido, se elimina la notificación actual y se registra otra con la nueva 
fecha de expiración. Si el préstamo finaliza antes de su expiración, se elimina la 
notificación asociada. 
Para facilitar la localización de dichas notificaciones en el centro de notificaciones del 
dispositivo, se registra con el id del préstamo. Además se añade el mensaje de aviso 
que el dispositivo mostrará cuando se ejecute la notificación.  
 
 
 
- Como usuario quiero que la App me avise cuando otro usuario me ha 
prestado un objeto 
En este caso, se realiza la funcionalidad utilizando notificaciones remotas. Como se 
dijo anteriormente Parse ofrece la funcionalidad de intermediar con el servidor de 
Apple APNS para el envío de notificaciones. Para esto ofrece la clase PFPush, la cual 
se instancia con el email de usuario que presta el objeto, el nombre del objeto 
prestado y un identificador de notificación. 
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Para que se puedan enviar y recibir notificaciones push se debe configurar la App. En 
el  appDelegate (la clase anteriormente nombrada que gestiona los estados de la 
App) existen tres métodos que deben implementarse; el primero, para registrar la 
App en el servidor APNS, otra que se encarga de recibir el DeviceToken que identifica 
la instalación de la App en el dispositivo y una tercera que se encarga de gestionar la 
recepción de las notificaciones. 
Al configurar la App, Parse genera automáticamente una tabla “Instalaciones” donde 
se registran automáticamente todos los dispositivos donde la App se ha instalado con 
su DeviceToken correspondiente. De esta manera, un usuario podrá instalar la App 
en múltiples dispositivos iOS y recibir notificaciones en cada uno de ellos 
simultáneamente. Aprovechando esta nueva tabla, se añade un nueva atributo 
“isLogged” que nos permitirá saber si el usuario esta logueado en un dispositivo o 
no.De esta manera, las notificaciones serán enviadas a los dispositivos que el usuario 
tenga una sesión abierta. Con esta nueva tabla, así queda el nuevo diagrama de 
clases: 
 
 Reunión Sprint Review 
i. El Product Owner aprobó la modificación del diagrama de clases. Dentro de 
este punto se discutió si incluir o no a personas si cuenta en la App en los 
préstamos. Se acepto principalmente porque no todos los contactos del 
usuario tendrán cuenta en la App y esto restringiría en gran manera la 
funcionalidad. 
ii. Se aprueban las funcionalidades implementadas y las interfaces realizadas 
para los para realizar préstamos, extenderlos y finalizarlos. Para estas 
implementaciones el Product Owner pidió tener en cuenta el futuro 
desarrollo de “Pedidos”, muy relacionado con estas funcionalidades. 
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iii. Se aprueba el envió de notificaciones para informar al usuario de préstamos y 
expiraciones. 
 Reunión de Retrospectiva 
No se identificaron mejoras para la organización de los siguientes sprints. 
5.7. Sprint #7 - Contactos y búsqueda extensiva 
En el siguiente sprint se definen las funcionalidades de visualización de contactos de 
la App y búsqueda de objetos de dichos contactos. La primera funcionalidad además 
permitirá visualizar y navegar por los listados de objetos de los contactos, adaptando 
interfaces ya utilizadas. 
 Reunión Sprint Planning 
i. Listado de contactos de la App (7 horas) 
La historia de usuario relacionada con este punto es: 
- Como usuario quiero poder visualizar los contactos de mi agenda que 
tengan cuenta de la App 
Se decide ubicar esta funcionalidad en la pantalla de entrada a la App, junto con los 
botones de acceso a los diferentes listado de objetos. Si bien esta funcionalidad tiene 
relación con las anteriores, no encajaba para adaptarla en ningún apartado de los 
desarrollados anteriormente. En esta sección se podrá conocer todos los usuarios de 
la App  que se encuentran entre mis contactos del dispositivo, utilizando como 
siempre el email como punto de contacto entre estos. 
 
 
Los contactos se muestran en forma de listado, con un campo para filtrado y 
ordenados alfabéticamente, siguiendo el mismo criterio utilizado en los objetos. 
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ii. Acceso a los objetos de un contacto (12 horas) 
La historia de usuario relacionada con esta funcionalidad es: 
- Como usuario quiero poder visualizar los objetos de estos contactos 
Una vez implementado el listado de contactos, se pasa al siguiente punto: visualizar 
los objetos de los contactos. Para la implementación de esta funcionalidad, se 
adaptaron las pantallas ya diseñadas para los listados y detalles de objetos, filtrando 
toda interfaz de gestión. De esta manera el usuario puede visualizar los objetos de 
sus contactos, pero sin ninguna posibilidad de gestión, como sí la posee con sus 
propios objetos. 
 
 
 
Con respecto a las vista de objetos del usuario en las siguientes pantallas se filtran las 
siguientes funcionalidades: 
iPresta Ignacio Brambilla 
 
51/79 
 
 Salir de al App / Logout (Menú) 
 Sección de Contactos (Menú) 
 Visualización de objetos por estados, Todos/Prestados/No prestados (Lista) 
 Añadir objeto (Lista) 
 Eliminar objeto (Lista) 
 Prestar objeto (Detalle) 
 Extender préstamo (Detalle) 
 Finalizar préstamo (Detalle) 
 Etiqueta de “Prestado a…” (Detalle) 
Dichas funcionalidades son de uso exclusivo del propietario de la cuenta. Un usuario 
no puede tener nunca capacidad de gestión sobre los objetos de sus contactos. 
iii. Búsqueda extendida  de objetos de contactos (12 horas) 
La historia de usuario relacionada con este punto es; 
- Como usuario quiero poder realizar una búsqueda extendida de objetos 
entre mis contactos de la App 
El listado de contactos de la App y poder visualizar sus objetos es una funcionalidad 
interesante para conocer quienes cuentan con la aplicación entre mis contactos y 
conocer con que objetos cuentan. Pero si querríamos saber si alguno de nuestros 
contactos cuenta con un objeto puntual? Esto sería bastante engorroso, ya que 
deberíamos recorrer los objetos de todos nuestros contactos para saber si alguno 
posee el objeto buscado. 
Para esto se implementó la funcionalidad “Buscar”. Esta nos permitirá saber si alguno 
de mis contactos cuenta con el objeto buscado. Esta funcionalidad es una pantalla 
con un campo de búsqueda, que nos mostrará los objetos pertenecientes a mis 
contactos que posean objetos que coincidan con el parámetro de búsqueda. Esta 
funcionalidad es similar a “búsqueda de objetos a añadir”, pero en vez de buscar 
utilizando web services, se busca entre los contactos de la App. También, y al igual 
que esta funcionalidad, esta búsqueda de objetos esta paginada. 
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Para esta funcionalidad si utiliza la interfaz de ”detalle de objeto”, readaptada de  la 
misma manera que en el punto anterior. 
iv. Privacidad de perfil y ocultación de objetos (4 horas) 
Las siguientes no funcionalidades no estaban pensadas a realizarse, pero después de 
la implementación de las funcionalidades para los contactos se presento la siguientes 
cuestiones:  y si tengo un objeto que no quiero que mis contactos sepan que tengo? 
o si no quiero que mis contactos sepan que tengo una cuenta en la App?.  
Es por esto que se añadieron funcionalidades de visibilidad tanto para una cuenta de 
usuario como para los objetos que se registran. Para esto se debieron modificar tanto 
la clase User como la clase Objeto, añadiendo un atributo que definen si son visibles 
o no. 
 
 
Con respecto a la interfaz, por el lado de los objetos se añade un selector tanto el la 
vista de registro tanto como en la de detalle. De esta manera el usuario podrá 
cambiar la visibilidad de sus objetos cuando lo requiera.   
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Por el lado del usuario se realiza una reubicación de funcionalidades: se crea una 
nueva sección, “Configuración” donde se podrá gestionar la visibilidad de usuario y la 
funcionalidad de logout se traslada a esta sección. 
 
 
Se esta manera, un usuario no podrá visualizar los objetos registrados como 
“invisibles” por un contacto y tampoco saldrán en las búsquedas. El  mismo caso para 
los usuarios; no podrán ser vistos, ya que no aparecerán entre los contactos y sus 
objetos tampoco saldrán en las búsquedas. 
 Reunión Sprint Review 
i. El Product Owner aprobóla implementación para listar los contactos de la 
App. Se deben investigar alternativas para agilizar esta funcionalidad, ya que 
algorítmicamente es una operación muy costosa. 
ii. Se aprueban las funcionalidades implementadas y las interfaces realizadas 
para acceso a los objetos de contactos.  
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iii. Se aprueba las funcionalidades implementadas y las interfaces para la 
búsqueda extensiva de objetos de contactos. 
iv. Aunque no estaban incluidas en la planificación inicial, se aprueban las 
funcionalidades implementadas y las interfaces para la ocultación de usuarios 
y objetos. Se piensa también en poder bloquear contactos puntuales. 
 Reunión de Retrospectiva 
No se identificaron mejoras para la organización de los siguientes sprints. 
5.8. Sprint #8 – Pedidos 
En el siguiente sprint se definen las funcionalidades relacionadas con los pedidos a 
los contactos. A partir del sprint anterior podemos localizar los contactos y acceder a 
sus objetos, pero no se permite ninguna interacción. En este sprint se definirá la 
interacción con los objetos de los contactos: los pedidos 
 Reunión Sprint Planning 
i. Modificaciones en el diagrama de clases (4 horas). 
Se añadirá al diagrama de clases la clase Pedido, por lo que se deberá crear su 
respectiva tabla en Parse. Las relaciones de esta clase son similar a Préstamo, sin 
embargo tienen importantes diferencias: 
1. Un pedido cuenta con un usuario emisor (el que pide) y un receptor (al que 
le piden) de forma obligatoria. No se pueden realizar pedidos a personas que 
no tengan cuenta y de la mismas manera una persona que no tiene cuenta 
no puede realizar pedidos. 
2. Un pedido puede ser aceptado o rechazado. 
3. En el caso de un préstamo el emisor es que da el objeto y el receptor es el 
que lo recibe. En el caso de los pedidos esta relación es inversa. 
4. Un pedido tiene fecha de envió, pero no de finalización. 
5. Un pedido aceptado se “convertirá” en préstamo. 
Teniendo en cuenta estos puntos se paso a rediseñar el diagrama de clase con la 
nueva entidad: 
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ii. Implementación  de funcionalidades e adaptación de interfaces para la 
realización de pedidos (16 horas). 
La historia de usuario relacionada con esta funcionalidad es: 
- Como usuario realizar pedidos a otro usuario de la App 
Una vez clara la estructura de un pedido, se pasa a implementar su funcionalidad en 
la App. Se decide, por cuestión de organización, implementar la funcionalidad en la 
pantalla de detalle de objetos de los contactos, ya que son estos los objetos que se 
pueden pedir. De esta manera un usuario que navega por los objetos de un contacto, 
puede realizar un pedido de manera muy sencilla si alguno le interesa, de la misma 
manera, si encuentra un objeto mediante una búsqueda. A continuación se muestra 
como queda adaptada la nueva interfaz de detalle, comparada con la vista de detalle 
de los propios objetos del usuario, de un mismo objeto: 
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iii. Visualización y gestión de los pedidos en listados (8 horas) 
Las historias de usuario relacionadas con esta funcionalidad son: 
- Como usuario quiero poder aceptar o rechazar un pedido 
- Como usuario quiero visualizar un listado tanto mis pedidos como los que 
me realizan mis amigos 
Una vez implementada la realización de pedidos, se pasa a diseñar la forma de poder 
visualizar y para poder aceptarlos o rechazarlos. Para esto se crea una nueva sección 
en la pantalla inicial. Esta sección estará dividida en dos listados: mis pedidos y 
pedidos de contactos. En mis pedidos se verá un listado con todos los pedidos que el 
usuario ha realizado a sus contactos, que se encuentran “en espera” de ser 
aceptados o rechazados. De igual manera, en pedidos de contacto se mostrarán 
todos los pedidos que me han realizado mis contactos, pero a diferencia con el 
anterior listado, estos pueden ser aceptados o rechazados por el usuario. 
Si un pedido es rechazado, este desaparece de la lista; Recordemos que en ambas 
lista solo se mostrarán pedidos “en espera”. Si un pedido es aceptado en cambio, 
este pasará a ser un préstamo, por lo que debemos dirigirnos a la correspondiente 
pantalla de prestamos, pero solo para definir el intervalo del préstamo, ya que el 
destinatario es el que realizo el pedido. Una vez definido el intervalo, se realiza el 
préstamo y se elimina el pedido de la lista. 
Un punto muy importante a tener en cuenta en la aceptación de pedidos es que no 
se podrá aceptar un pedido de un objeto que ya se encuentra prestado. En otras 
palabras, no se puede prestar mas de una vez un objeto al mismo tiempo. 
A continuación se muestra el resultado de la interfaz de la nueva sección de pedidos 
y la de la pantalla de préstamos, readaptada para esta funcionalidad: 
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iv. Envío de notificaciones (4 horas) 
Las historias de usuario relacionadas con esta funcionalidad son: 
- Como usuario quiero ser notificado cuando un amigo me pide un objeto y 
poder visualizar  dicho pedido 
- Como usuario quiero ser notificado si un pedido mí fue aceptado o 
rechazado 
Para la definición de estas dos historias y teniendo en cuenta el desarrollo previo del 
proyecto, se decide utilizar notificaciones push para el envío de esta información.  
Cuando un usuario le pide un objeto a uno de sus contactos, además de registrarse el 
pedido, la App envía una notificación a al contacto (a los dispositivos donde el 
contacto tenga una cuenta abierta), informándole del pedido. 
El contacto podrá visualizar el pedido en el listado “Pedidos de contactos”. 
Cualquiera se la decisión que este tome (Aceptar o rechazar el pedido) el usuario será 
notificado de dicha decisión. A continuación se muestra de forma gráfica el ciclo de 
los pedidos descripto: 
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 Reunión Sprint Review 
i. El Product Owner aprobó la implementación del nuevo diagrama de clases. 
ii. Se aprueban las funcionalidades implementadas y las interfaces realizadas 
para la realización de pedidos a contactos.  
iii. Se aprueba las funcionalidades implementadas y las interfaces para el listado 
de pedidos y la readaptación de la pantalla de préstamos. 
iv. Se aprueban las funcionalidades relacionadas con el envió de notificaciones 
push el ciclo de los pedidos. 
 Reunión de Retrospectiva 
No se identificaron mejoras para la organización de los siguientes sprints. 
5.9. Sprint #9 - Integración con Facebook 
En el siguiente sprint se añaden funcionalidades de integración con redes sociales, 
específicamente, con Facebook. Las funcionalidades que se integran con dicha red 
social son las siguientes: 
- Login con Facebook (OAuth) 
- Publicación de préstamos en el muro de usuario 
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Si bien estas funcionalidades no son imprescindibles en el desarrollo del proyecto, 
facilitan al usuario la creación de una nueva cuenta y el acceso a la App y permiten su 
divulgación en la red, utilizando una red social que ya cuenta con mas de 500 
millones de usuarios. 
 Reunión Sprint Planning 
i. Integración del SDK iOS de Facebook en el proyecto (6 horas). 
Para poder integrar Facebook en una iOS App hay que realizar los siguientes pasos: 
1. Descargar es SDK iOS de Facebook e integrarlo en el proyecto. 
Al igual que Parse, Facebook cuenta con un SDK propio que debe descargarse e 
incluirse en el proyecto. 
 
 
2. Crear una aplicación de Facebook y conectarla con la App 
Como se comento anteriormente, debemos crear una aplicación de Facebook que se 
encargará de la gestión de datos de los usuarios y de los permisos y conectarla con 
nuestra App: 
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3. Definir los métodos para poder gestionar una sesión de Facebook desde la 
App. 
Ya integrado el SDK y creada en incluida la aplicación de Facebook en la App, ahora 
necesitamos poder gestionar la sesión. Para abrir una sesión  con Facebook (login), 
laApp puede lanzar Safari (navegador web por defecto de iOS) ó la App de Facebook 
(dependiendo si esta instalada o no en el dispositivo).Una vez realizado el login se 
regresa automáticamente a laApp, con la sesiónque debe gestionarse desde el  
AppDelegate: 
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A partir de este momento, la App se encuentra en condiciones de gestionar tareas 
combinadas con Facebook, utilizando la aplicación como intermediaria. 
ii. Login con Facebook (14 horas). 
La historia de usuario relacionada con esta funcionalidad es: 
- Como usuario quiero registrarme en la App con mi cuenta de Facebook 
Tanto en la pantalla de login como en la de registro se añade la opción de “Login con 
Facebook”. Para esta funcionalidad se deben tener en cuenta los siguientes casos: 
a. Un usuario no registrado quiere registrarse con Facebook. 
Este es el caso básico. Como se explico anteriormente, la App abrirá una ventana de 
Safari o la App de Facebook, serán solicitadas sus credenciales de verificación de 
identidad (username/password) y se le preguntará al usuario si cede a la App los 
permisos que ella solicita. En el caso de nuestra App estos permisos son para obtener 
los datos básicos de usuario y poder publicar en el muro. El usuario deberá aceptará 
o no estos permisos (si no lo hace, limitará su interacción con Facebook desde la App) 
y el usuario es direccionado directamente a la App. 
Estos permisos será solicitados las primera vez que el usuario solicite loguearse con 
Facebook, salvo cambios en la solicitud de permisos en la App. 
En el caso de login con Facebook se facilita la verificación del usuario, ya que es la 
propia red social que cumple el rol de agente verificador y no Parse como en el login 
estándar. Pro lo tanto, no es necesario enviarlo al área de verificación del email. 
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b. Un usuario ya se registro de forma estándar y quiere loguearse con Facebook. 
En este caso, la App no dejará loguearse al usuario y le pedirá que lo haga con su 
email y contraseña. Al estar gestionada por Parse, este no permite vincular usuarios 
no logueado con una cuenta de Facebook. Sin embargo permite crear usuarios y 
vincularlos con Facebook (el primer caso) y vincular usuario ya logueados. 
De acuerdo a esta segunda opción, se opto en configuración, añadir un selector para 
“vincular/desvincular con una cuenta de Facebook”. De esta manera, un usuario que 
no se ha registrado con Facebook, dentro de la App podrá vincular su cuenta de la 
App con una cuenta de Facebook y en el futuro podrá acceder por medio de la red 
social sin ningún problema. 
 
 
c. Un usuario registrado con Facebook quieres loguearse de forma estándar. 
Una vez que el usuario se ha registrado con Facebook, solo podrá acceder vía este 
medio, ya que no posee credenciales para realizar el login vía App. 
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Al vincular un usuario por Facebook, Parse almacena estos datos de forma 
automática en la base de datos en la tabla User. Además se añade un atributo para 
verificar en el login si el usuario está vinculado a Facebook o no. A continuación se 
indica como queda la clase User después de estas modificaciones: 
 
iii. Publicar préstamos en Facebook (6 horas). 
La historia de usuario relacionada con este puntoes: 
- Como usuario quiero poder publicar mis prestamos en Facebook 
Para esta funcionalidad se utilizo el SDK nativo con métodos que permiten la 
interacción con Facebook. Se opto por esta opción principalmente por su facilidad de 
implementación ya que son métodos nativos y la interfaz que presenta  es óptima 
teniendo en cuenta cuestiones de usabilidad. 
En la pantalla de préstamos se añade un botón de Facebook que si está activado 
cuando se realiza el préstamo, se publicará en el muro de la cuenta de Facebook 
asociada a la cuenta del usuario, un mensaje de información sobre el préstamo 
acompañado por la imagen del objeto (si es que tiene una).  
Para que esta funcionalidad pueda ser utilizada por el usuario, este debe tener una 
cuenta de Facebook asociada. En cualquier otro caso, el usuario no podrá hacer uno 
de esta opción. 
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 Reunión Sprint Review 
i. El Product Owner aprobó la integración del SDK de Facebook en el proyecto. 
ii. Se aprueban las funcionalidades implementadas y las interfaces realizadas 
para el registro de usuarios vía Facebook. Se discutió con el Product Owner de 
realizar también el login a través de Twitter pero se desestimo esta opción, ya 
que se opto de no cargar al usuario de tanto opciones en el login. 
iii. Se aprueba las funcionalidades implementadas y las interfaces para la 
publicación de préstamos en Facebook. 
 Reunión de Retrospectiva 
No se identificaron mejoras para la organización de los siguientes sprints. 
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5.10. Sprint #10 - Adaptación de interfaz e internacionalización 
En el siguiente sprint se dividió en dos partes: Internacionalización, es decir, 
adaptación de la App para diferentes lenguajes y readaptación de la App con el 
objetivo de mejorar la organización de los contenidos de la App. 
En principio este sprint estaba pensado para realizar mas que nada tareas de retoque 
en interfaces y componentes nativos, pero a último momento se decidió adaptar la 
App para que sea multi-idioma e integrar un menú lateral ya que la home actual no 
conformaba al Product Owner. 
 Reunión Sprint Planning 
i. Internacionalización (6 horas) 
Como se explicó anteriormente, se decidió definir a partir del idioma en el que está 
configurado el dispositivo.  De esta manera, se generan los ficheros de traducción, la 
App detecta de forma automática el idioma del dispositivo y utiliza el fichero de 
traducción según el idioma del dispositivo. La App estará disponible en dos idiomas: 
inglés y castellano.  
Para las traducciones se utilizo la herramienta online de Google: Google  Translate. 
ii. Implementación de un menú lateral deslizable (16 horas) 
La pantalla de entrada de la App, desde el punto de vista funcional cumplía con los 
requisitos buscados, pero desde el punto de vista de la usabilidad no llegaba a 
cumplir las expectativas, principalmente por incluir en una misma pantalla todos los 
objetos, las cantidad que existe de cada uno con las diferentes secciones. 
Por esto mismo, se investigo la opción de integrar un menú para organizar las 
secciones de la App y se decidió por la implementación de un menú lateral deslizable. 
De esta manera, se separan el menú por un lado y el contenido por otro. 
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Al ser un menú deslizable, se permite mostrar y ocultar el menú cuando el usuario lo 
crea necesario, permitiendo mostrar los contenidos de una forma mas limpia y 
ordenada. 
Este tipo de menú no está incluido dentro de los controladores nativos de iOS. Se 
descargo de “cocoa controls”, un portal donde se pueden encontrar controles 
específicos para iOS de libre distribución. 
iii. Implementación de nuevas secciones: Préstamos y Expiraciones (6 horas) 
Analizando la funcionalidades y su distribución dentro de la App, se observó que era 
complicado para un usuario poder ver cuantos objetos tenía prestados. Se pueden 
visualizar por tipos de objeto, pero dada la importancia de esta funcionalidad dentro 
de la App, tendría que haber una sección que englobará los préstamos de todos los 
objetos. 
De esta manera, se llego a la conclusión de crear dos nuevas secciones: Préstamos y 
Expiraciones. Los segundos también son prestamos, pero para llevar un control más 
estricto sobre los préstamos se decidió tratarlos de forma diferente dentro de la 
interfaz de la App. 
Estas dos secciones son muy similares a la de pedidos: se muestran dos listados que 
se dividen en propios y de contactos. De esta manera un usuario tendrá la 
información del estado de sus objetos mucho mas ordenada. 
 
 
iv. Información sobre pedidos, préstamos, expiraciones y nuevos contactos (8 
horas) 
En relación con el punto anterior, se pensó en ofrecer más información al usuario 
sobre el estado de sus objetos, en sintetizar tanto de los pedidos, los préstamos y las 
expiraciones. 
Es por eso que se decidió añadir en el menú la cantidad de pedidos, préstamos y 
expiraciones separados en propios y de contactos, como también si algunos de sus 
contactos creó se registro en la App, siempre de forma ordenada y que no sea 
confusa para el usuario. 
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Para realizar esta funcionalidad se debe mantener el estado del proyecto casi “a 
tiempo real”, por lo que estas cantidades deben aumentar o decrecer teniendo en 
cuenta los siguientes eventos. 
 Cuando el usuario realiza/recibe un pedido 
 Cuando el usuario realiza/recibe un préstamo 
 Cuando un préstamo expira 
Es por esto que se decidió utilizar notificaciones (no confundir con notificaciones 
push) internas que permiten lanzar una acción cuando se produce un evento y de 
esta manera poder mantener el estado de la aplicación actualizada. Estas acciones de 
actualización se lanzan: 
 Cuando la App detecta un evento de los anteriormente enumerados 
 Cuando la App pasa a estar en primer plano  
 Cuando la App recibe una notificación push 
De esta manera, se consigue que la aplicación este actualizada teniendo en cuenta el 
estado de sus objetos y de nuevos contactos. 
 
 Reunión Sprint Review 
i. El Product Owner aprobó el modelo de implementación multi-idioma de la 
App. 
ii. Se aprueba la  implementación y la nueva organización de la App a partir del 
menú lateral deslizable. 
iii. Se aprueban las nuevas secciones de la App: Préstamos y Expirados. Se 
propone ofrecer opciones al usuario para mejorar la gestión de los préstamos 
expirados. 
iv. Se aprueba la modificación del menú lateral para mostrar información sobre 
pedidos, préstamos, expiraciones y nuevos contactos. 
 Reunión de Retrospectiva 
No se identificaron mejoras para la organización de los siguientes sprints. 
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5.11. Rediseño de arquitectura con persistencia local 
5.11.1. Origen y Motivación 
Durante el transcurso del proyecto se fue observando y testeando la evolución de la 
aplicación con el objetivo de corregir errores, añadir nuevas funcionalidades y con la 
finalidad de ir mejorando la aplicación. 
A medida que la aplicación fue creciendo y que se fueron añadiendo clases y objetos 
que gestionar, se coincidió con el Product Owner que la carga de la aplicación, 
principalmente en cuestión de tiempo de espera, empezaba a ser excesivo. Esto se 
debe a que todo el contenido de la App esta alojado en Parse, por lo que cualquier 
consulta referente a la obtención de datos requería llamadas remotas. 
Es por esto que se decidió añadir a la arquitectura del proyecto una instancia 
intermedia para la obtención de datos en local, con el fin de que el usuario cuente 
con su información de forma más accesible además de reducir la carga del servidor 
remoto de datos (Parse). 
5.11.2. CoreData 
Para la implementación de un entorno local de persistencia de datos se escogió 
CoreData, herramienta incluido en el SDK de iOS nativo. 
CoreData es un framework de persistencia de datos que “por debajo“ utiliza SQL Lite, 
pero que ofrece una serie de herramientas que facilita tanto la creación de modelos 
como su gestión posterior desde código. CoreData nos permite gestionar entidades y 
tablas de una base de datos, como clases nativas de Objective-C. 
Por medio de XCode se pueden crear y gestionar modelos de CoreData ya que al igual 
que Parse, se tratan como tablas de base de datos. Un vez construidas las tablas, se 
generan los modelos, clases de Objective-C que serán gestionadas desde la aplicación. 
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5.11.3. Entorno tecnológico del proyecto (Versión 2) 
 
El entorno tecnológico del proyecto se añade la persistencia de datos local que será 
gestionada por CoreData con SQL Lite como repositorio. 
5.11.4. Planificación e implementación 
Una vez definida la nueva arquitectura con persistencia local incluida, tendrá que 
definir: 
 Integración de modelos existentes de Parse con modelos de 
CoreData (20 horas) 
Este punto es crítico ya que requiere un cambio de estructura de los modelos ya 
existentes. Hasta el momento todos los modelos heredan de clases definidas en el 
SDK iOS de Parse; PFUser para los usuarios y PFObject para el resto de los modelos. 
Por otra parte, para poder gestionar los modelos con CoreData es necesario que 
estas hereden de NSManagedObject, clase específica que permite administrar la 
clases en memoria para poder luego a partir del modelo de datos definido poder 
almacenarlas de forma persistente. 
Después de investigar y valorar alternativas se decidió reconstruir los modelos de 
datos, transformándolos en clases de CoreData (NSManagedObject) y cuando sea 
necesario convertirlos en objetos de Parse (PFObject).  
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Para esto es necesario además de la reconstrucción que en cada modelo se diseñen 
métodos para convertir las instancias en objetos de Parse y viceversa para poder 
gestionar las instancias de ambos entornos de persistencia de datos 
Como se dijo anteriormente la clase User queda exenta de esto cambios, ya que 
existirá solo una instancia de esta clase que ya se gestiona en memoria (la instancia 
estática currentUser). 
Otro punto importante es mantener la consistencia entre los datos locales y los 
remotos. Es por eso que a partir de este cambio cada operación de creación, borrado 
o actualización de alguna instancia de los modelos de datos debe ser realizada en 
ambos entornos. 
 Datos a almacenar en el dispositivo (6 horas) 
Para este punto se decide almacenar únicamente la relacionada con el usuario de la 
cuenta como, objetos, contactos, préstamos y de esta manera se le permitirá al 
usuario gestionar sus datos de manera mas ágil. 
No se incluye en los datos de del usuario porque como se comento anteriormente, 
Parse incluye una clase estática (currentUser) que se gestiona desde local. 
Definidos ya lo datos a almacenar se diseña un diagrama de clases para la 
persistencia local 
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Existen dos puntos en el diagrama que son principalmente relevantes: 
a. Cada modelo posee un atributo objectId, que es el identificador de las 
instancias de cada modelo en la base de datos remota. Esto nos permite 
poder vincular instancias locales y remotas. 
b. Los modelos Préstamo y Pedidos poseen un atributo parseObjectId. Debido a 
que instancias de dichas clases pueden hacer referencia a instancias de 
objetos no almacenados en local (objetos de contactos) se almacena este 
dato para saber a que objeto remoto hace referencia ya sea el préstamo o el 
pedido. 
 Carga de datos locales (16 horas) 
Al loguearse un usuario la base de datos local deberá actualizarse sus datos para 
poder gestionarlos desde la App. Para esto se debe desarrollarunaforma que nos 
permita los objetos, contactos, pedidos y préstamos del usuario antes de acceder a 
los contenidos. 
Para esto se implementó un método que una vez realizado el login correctamente, se 
encarga de buscar en la base de datos remota para guardarlos en local. Para realizar 
esta operación de forma ordenada, se realiza primero la carga de contactos (se 
reutiliza la operación que se realizaba en la sección de contacto), luego la de objetos 
y a partir de estos se descargan los préstamos y los pedidos. 
Esta operación hará que el usuario tenga mayor tiempo de espera al loguearse, pero 
esto se verá compensado en la navegación interna donde el usuario ya no deberá 
esperar. 
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Al realizarse la funcionalidad de carga, por ende, tendrá que haber otra de descarga, 
es decir, eliminar todos los datos del usuario del repositorio local. Esta funcionalidad 
se realiza cuando el usuario cierra su sesión (logout). 
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6. Conclusiones Finales 
Una vez finalizado el proyecto, se realiza una evaluación del trabajo realizado.El 
objetivo esemitirconclusiones desde cómo fue el desarrollo, su evolución yel 
resultado final, como a nivel personal, en el sentido si fue una experiencia válida o no. 
También enumeran tareas pendientes, funcionalidades planificadas o pensadas 
durante el transcurso del proyecto, que por cuestiones de tiempo no pudieron ser 
implementadas pero que podrían planificarse para una futura etapa. 
6.1. Costo final y cálculo de horas 
Ya finalizada la implementación y el desarrollo de la App, se paso a hacer un recuento 
total de las horas reales de dedicación y poder calcular el coste real del proyecto para 
poder compararlo con las estimacioneshechas en la planificación inicial.  
#Sprint Tarea Horas 
#1 Definición del producto 22 
#2 Persistencia remota y clases básicas 20 
#3 Login / Registro de usuario 32 
#4 Objetos I 28 
#5 Objetos II: WS y Códigos de barra 34 
#6 Préstamos 28 
#7 Contacto y búsqueda extensiva 35 
#8 Pedidos 32 
#9 Integración con Facebook 26 
#10 Adaptación de interfaz e internacionalización 36 
Extra Rediseño de arquitectura con persistencia local 42 
 
Total de horas 335 
 
Costo laboral por hora € 30,00 
 
Costo en horas € 10.050,00 
 
Licencia de desarrollador de Apple € 80,00 
 
Total € 10.130,00 
 
Teniendo en cuenta la planificación inicial se dedicaron 25 horas mas que las  
presupuestadas (335 reales - 310 calculadas ). Esta desviación se debe 
principalmente al rediseño de arquitectura desarrollado para solventar falencias en la 
velocidad de carga de datos. 
En cuestión de costo monetario los resultados nos muestran 657€ a nuestro favor 
(10.787€ de presupuesto – 10.130€ de costo real). Si bien se dedicaron más horas de 
las contempladas, el margen de contingencia del 15% logró absorber este desfasaje. 
6.2. Conclusiones sobre el proyecto 
Las conclusiones  que se pueden sacar sobre el desarrollo del proyecto son muy 
positivas, comparando la idea, el concepto inicial del Product Owner con el resultado 
obtenido. 
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Con respecto a la metodología de trabajo, si bien en un principio me costo 
adaptarme, encontré en scrum una forma de trabajo muy “flexible”, en el sentido 
que de realizar cambios en el proyecto, adaptación de nuevos requerimientos y 
funcionalidades. Esto se produjo principalmente gracias  a la comunicación fluida con 
el Product owner y  a tener una idea bastante clara de lo que se quería obtener con 
este proyecto. La planificación del trabajo basada en una cola priorizada de ítems 
(Product Backlog) y revisada a cada sprint permite controlar bien el alcance del 
proyecto y da una alta visibilidad al estado de la implementación. Todo esto 
contribuye a una alta sensación de control del rumbo del proyecto, ventaja sobre las 
metodologías tradicionales con un control basado en hitos al final de las fases. 
Desde el punto de vista del producto final, el resultado es muy satisfactorio. La 
aplicación cumple con las funcionalidades básicas planificadas y se pudieron 
desarrollar y adaptar nuevas. La aplicación logra agrupar múltiples funcionalidades 
que apuntan a un objetivo común que es permitir al usuario poder gestionar sus 
objetos desde su dispositivo móvil, sin que esto le resulte muy complicado. 
Por otro lado, quedan pendientes mejoras a realizar, desde mi punto de vista las mas 
importantes, a nivel visual que podrían darle a la aplicación un salto de calidad. 
6.3. Conclusiones personales 
En el aspecto personal se pueden sacar conclusiones tanto desde  lo profesional 
como desde  lo académico. 
Desde lo profesional fue una experiencia muy positiva. Como ya se dijo en el primer 
capitulo, ya tenía cierta experiencia en el área de desarrollo de aplicaciones móviles 
para dispositivos iOS y me motivaba seguir ampliando mis conocimientos a partir del 
PFC. En este sentido, comparando cuando comencé a desarrollar este proyecto con el 
final del mismo, he adquirido conocimientos tanto técnicos como de arquitectura y 
como metodológicos en la forma de trabajar y desenvolverme profesionalmente que 
anteriormente no tenía. Estos conocimiento los considero muy válidos desde mi 
perspectiva profesional ya que pueden ser aplicados en el área actual que he elegido 
para desarrollarme laboralmente. 
Desde lo académico estoy muy conforme de poder “sintetizar” de alguna manera, 
varios años de estudio en este proyecto. Como dije antes, he aprendido mucho en el 
transcurso de la realización del proyecto, pero también he aplicado mucho de lo 
aprendido en los últimos años. Esto es muy importante ya que sin esta base no 
hubiese sido posible hacer esta aplicación con el grado de rigurosidad técnica que fue 
realizada.  
Desde el comienzo consideré el PFC como parte de un proceso académico que es la 
cerrera que estoy cursando, por lo que me lo tomé con la misma responsabilidad y 
las mismas ganas, como si fuera “una asignatura más”. 
Por todo esto considero que el proyecto fue una experiencia enriquecedora en lo 
personal y que me deja experiencias y aprendizajes que serán aplicables en mi 
desarrollo profesional. 
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6.4. Trabajo futuro 
Si bien el proyecto finaliza, quedan funcionalidades pendientes que si hubiesen 
querido añadir o mejoras que realizar. Estos puntos pendientes se fueron 
encontrando durante el transcurso del proyecto. En cada sprint review, cuando se 
analizaban las tareas realizadas durante ese período y muchas veces surgían ideas 
nuevas. Algunas de estas tareas eran planificadas para nuevos sprints, pero otras 
quedaron pendientes en virtud de implementarlas en una próxima etapa. Estas 
tareas / funcionalidades son las que a continuación se detallan: 
 Filtrado de objetos complejos 
Si bien se muestra los objetos se muestran en una listado ordenado alfabéticamente, 
con un filtro de búsqueda e índice lateral, categorías de objetos como Audio o Video 
están también divididas en subcategorías, por lo que también sería apto adaptar la 
estudiar una manera para adaptar la interfaz y subcategorizar estos tipos de objetos 
 Cerrar cuenta 
Si un usuario puede crear un cuenta, también debería tener la posibilidad de cerrarla. 
Al estar la App gestionando y almacenando datos privados de las personas, tendría 
que existir esta opción en caso de que un usuario no quisiese utilizar mas la 
aplicación. 
 Gestión de préstamos expirados 
Una vez que un préstamo expira, la aplicación no ofrece alternativas para poder 
resolver este hecho. Adaptar la lista de préstamos para que el usuario pueda enviar 
un mail, mensaje o llamar por teléfono al contacto podría ser una solución a este 
problema 
 Bloquear contactos 
Un usuario puede bloquear su cuenta o un objeto determinado pero en algunos 
casos es posible que quiera bloquear un contacto puntual para que solo este no 
pueda acceder a sus objetos. 
 Mejoras en la detección de objetos existente 
Si la App detecta que dos objetos son iguales al querer registrar uno nuevo, no 
permite la inserción. Que sean “dos objetos iguales” es un hecho bastante arbitrario, 
ya que se basa en una algoritmo de comparación que si bien esta optimizado, puede 
cometer errores. La aplicación debería ser un poco mas “flexible” en estos casos, 
preguntándole al usuario si lo quieres registrar igualmente o mostrándole los objetos 
que considera “iguales”. 
 Cambios / Mejoras en web services 
En el caso de detección  o búsqueda de objetos de Audio o de Video, si bien son APIs 
que cumplen con las necesidades del proyecto, durante el transcurso o del mismo se 
comprobó que estos servicios son bastante inestables en su funcionamiento: los 
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servidores no responden correctamente o cambios en las APIs implican un 
funcionamiento incorrecto de la aplicación. Por otro lado, no se encontró ninguna 
API pública para detectar los objeto de video mediante código de barras. Este tema 
debería seguir investigándose para poder mejorarlo. 
 Mejoras en la interfaz 
Si bien la App “funciona” y la funcionalidades están implementadas para que el 
usuario entienda su funcionamiento de forma simple, para el desarrollo de su 
interfaz se utilizaron solo componentes nativos del SDK de iOS por lo que la App es 
visualmente poco atractiva. 
 Mejoras en las traducciones 
Como se comento en su memento, para la traducciones al ingles del contenido de la 
aplicación se utilizó la herramienta Google Translate. Para una próxima etapa se 
deberían rehacer estos texto, utilizando un método más profesional. 
 Adaptación a iPad yde dispositivos de 4 pulgadas 
Por como avanza el mercado de tablets y teniendo en cuenta los nuevos modelos de 
iPhone, es imprescindible adaptar la App para estos tipos de dispositivos. 
 Adaptación a especifica a iOS 7 
Como ya informo Apple “A partir del  próximo 1 de Febrero solo se registrarán Apps 
desarrolladas específicamente para iOS 7, utilizando XCode 5 como entorno de 
desarrollo”. Es punto es crucial para continuar el desarrollo de proyecto. 
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7. Glosario 
API: Siglas de Application Programming Interface. Conjunto de funciones, métodos y 
procedimientos  que ofrece unabiblioteca para ser utilizado por otro software como 
una capa de abstracción para la comunicación entre dos componentes de software. 
APNS: Siglas de Apple Push Notification Service. es el servicio de Apple que se 
encarga de transportar y comunicar notificaciones desde un desarrollador de 
software a nuestros dispositivos. 
App: Abreviatura de Application. 
Framework: Estructura conceptual y tecnológica de soporte definido, normalmente 
con artefactos o módulos de software concretos, que puede servir de base para la 
organización y desarrollo de software. 
IDE: Siglas de Integrated Development Environment.Programa informático 
compuesto por un conjunto de herramientas de programación enfocado al desarrollo 
de aplicaciones. 
IMDB: Siglas de Internet Movie DataBase. 
iOS: Siglas de iPhone OS. Sistema operativo desarrollado por Apple para toda su 
gama de dispositivos móviles. 
JSON: Siglas de JavaScript Object Notation. Formato utilizado para el intercambio de 
datos entre aplicaciones. 
MVC: Siglas de Modelo Vista Controlador.  Es un patrón de arquitectura de software. 
OAuth: Siglas de Open Authorization. Protocolo de autenticación abierta que permite 
a aplicaciones acceder a los datos de otras aplicaciones. 
REST: Siglas de Representational State Transfer. Técnica basada en http utilizada para 
intercambiar información entre aplicaciones. 
SDK: Siglas de Software Development Kit. conjunto de herramientas de desarrollo de 
software que le permite al programador crear aplicaciones para un sistema operativo 
concreto. 
WS: Siglas de Web Service. Tecnología que utiliza un conjunto de protocolos y 
estándares que sirven para intercambiar datos entre aplicaciones. 
ZBar: Biblioteca de lectura de códigos de barra 
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