Introduction
Different Web Service standards, WS*, factorize Web Service management tasks into different aspects, such as input/output, workflow, or security. The advantages of WS* are multiple and have already benefited some industrial cases. WS* descriptions are exchangeable and developers may use different implementations for the same Web Service description. The disadvantages of WS*, however, are also visible, yet: Even though the different standards are complementary, they must overlap and one may produce models composed of different WS* descriptions, which are inconsistent, but do not easily reveal their inconsistencies. The reason is that there is no coherent formal model of WS* and, thus, it is impossible to ask for conclusions that come from integrating several WS* descriptions. Hence, discovering such Web Service management problems or asking for other kinds of conclusions that derive from the integration of WS* descriptions remains a purely manual task of the software developers accompanied by little to no formal machinery.
Researchers investigating Semantic Web Services have clearly articulated these shortcomings of WS* standardizations and have been presenting interesting proposals to counter some of them. The core of their proposals lies in creating semantic standards. Their principal objective is a wide-reaching formalization that allows full automation of the Web Service management tasks such as discovery and composition. Again, the potential advantages are obvious; the disadvantages, however, are also apparent: Neither is it clear, what kind of powerful machinery could constitute a semantic model that would allow for full automation, nor does it appear to be possible that real-world software developers could specify a semantic model of Web Services that would be fine-grained enough to allow for full automation anytime soon. Therefore, we postulate that semantic management of Web Services should not try to tackle full automation of all Web Service management tasks as its objective. We claim that the full breadth of Web Service management requires an understanding of the world that is too deep to be modelled explicitly. Instead, we foresee a more passive role for semantic management of Web Services. One that is driven by the needs of the developers who must cope with the complexity of Web Service integration and WS* descriptions, who could use valuable tools for integrating previously separated aspects, but who rely on their own abstracting understanding (at which they arrive with the help of the semantic tools) of the situation.
It is the purpose of of our work to clarify what kind of objectives could and should be targeted by semantics modelling of Web services, to describe characteristics of ontologies that support this task and to present a prototype that implements this framework.
The kind of objectives that are to be approached are constrained by a costs trade-off between investing efforts for managing Web Services and investing efforts for semantic modelling of Web Services. The objective of full automation by semantic modelling will need very fine-grained, detailed modelling of all aspects of Web Services -essentially everything that an intelligent human agent must know. Thus, modelling costs skyrocket at the end of fine-grained modelling. At the other end, where modelling is very coarse and little modelling facilitates management, costs for managing distributed systems soar as experiences have shown in the past.
Use Cases
We try to find a good trade-off between modelling costs by considering user requirements and management costs by considering available semantic modelling Incompatible Inputs and Outputs Type checking is not as straightforward anymore using loosely coupled services operated by a large number of organizations. Furthermore, the interpretation of a B2B term such as 'price' might be different, even though syntactically it refers to an agreed-upon XML Schema type. For instance, different partners might have different assumptions about the currency and taxation details. A system, which automatically compares communication inputs and outputs according to a more detailed model, will help to prevent unexpected behavior in a system.
Who:
Developer What for:
Code debugging When:
Development time Which aspects:
Interface description
Ontology
The use cases we identify introduce modelling requirements: In order the realize semantic management of Web services we have to model service profiles, service taxonomies, policies, workflow information, interface descriptions as well as quality of service information.
For semantic management of Web Services we need to formalize an ontology that meets the aforementioned modelling requirements, thus weaving together aspects from multiple WS* descriptions. Querying and reasoning will enable us to ask for conclusions that come from integrating several WS* descriptions -e.g. predicting or observing how Web Services interact, (might) get into conflict, (might) behave, etc. -what had to be done manually before.
The result is the Core Ontology of Services 1 that models all the necessary aspects. Some parts are already captured by the DOLCE foundational ontology, the Ontology of Plans and the Core Legal Ontology . Therefore, our Core Ontology of Services reuses them and adds the remaining parts.
