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概 要
ユビキタスコンピューティング環境では，コンピュータが生活や社会のいたるところに
存在し，いつでもどこでも我々ユーザの生活をサポートする．ホームコンピューティング
環境においても同様に，ネットワークを介して利用できるアプライアンスやサービスの数
は現在よりも増えるであろう．ホームコンピューティング環境において，我々の生活はよ
り便利になるであろうが，アプライアンスやサービスについての情報が増えることにより，
逆に最適なアプライアンスやサービスの選択を行うことが困難になる可能性がある．そこ
で，ユーザの要求を満たした，最適なアプライアンスの選択の支援を行うシステムが必要
である．
本論文では，ユーザの要求を実行するために必要なアプライアンスの選択と，ユーザの
好みを利用してアプライアンスを評価する手法について提案する．具体的には，利用可能
なアプライアンスの情報を収集出来る SENCHAを利用する．また，これらのことを実現
するシステムの設計と実装を行った．
本システムでは，ユーザの要求を簡単にシステムに通知するためのアプローチとして
RFIDシステムを利用する．そのことにより，ユーザが要求を記述する必要がなくなり，
ユーザの負担を軽減することを可能とした．また，アプライアンスの評価には，MAUT
の手法を採用し，ユーザの好みを評価するための情報の入力を実現している．これらの機
能を実現することにより，ユーザがアプライアンスについて詳しい情報を知らなくとも，
ユーザにとって最適なアプライアンスの選択を可能としている．
abstract
Computers are embedded everywhere around us and can support our everyday life in
ubiquitous computing environment. The number of appliances and services that can
be used through network will increase more than now in home computing environment.
Home computing environment will make our everyday life more convenient, but it is
di±cult to select optimum appliances and services by increasing available appliances
and services. So system that supports users to select the optimum appliances will be
important.
This paper proposes a way how to select appliances to support user's task and to
evaluate it by using user preference. I design and implement the system that achieves
these.
This system uses RFID system to specify user request to system. This approach
enables a burden that user write request to reduce. The approach that a user evaluatte
appliances by user preference adopts MAUT. This approach can specify user preference
to system. By achieving these functions, user can select optimum appliances when using
appliances withoutknowing about their details.
第1章 序論
この章では，研究を始めるにいたった背景と論文の構成について述べる．
1.1 背景
情報技術の進歩により，一台のコンピュータを複数の人間が共有していた時代は終わり，
一人が一台のコンピュータを所有するパーソナルコンピュータの時代が到来した．そして
現在，コンピュータは高性能化，小型化，低価格化，ネットワーク化，が急速に進み，一
人で複数台のコンピュータを利用するようになっている．また，そのような流れの中で，
コンピュータが生活や社会の至る所にコンピュータが存在し，コンピュータ同士が自律的
に連携して動作することにより，人間の生活をサポートするというユビキタスコンピュー
ティング [1]の時代へと移り変わってきている．加えて，ユビキタスコンピューティング
環境においては，例えば，RFID(Radio Frequency IDenti¯cation System)のような各種
センサーデバイスを利用することで，位置情報や，ユーザの身体的情報 (体温，心拍数な
ど)などのユーザの周りの情報や，ユーザ自身についての情報，いわゆるコンテキストな
情報をセンサーデバイスを通じて取得し，それらの情報を利用してユーザにサービスを提
供することが考えられる．
ユビキタスコンピューティングの影響は家庭やオフィスなど日々の生活に密着した場所
にも及び，いわゆるホームコンピューティング環境が整い始めている．様々な家電機器や
オフィス機器に高性能なコンピュータが組み込まれ，今まででは考えられなかった機器が
高機能化，ネットワーク化し始めている．例えば，外出先から携帯電話やPDAなど小型の
ハンドデバイスを利用して操作できるエアコンや，インターネットを通じてレシピをダウ
ンロードできる電子レンジ，中に何が入っているかという情報をセンサーを利用して取得
し，冷蔵庫の中身の管理を行うことができる冷蔵庫など，様々なものが登場し始めている．
今までは様々な機器を直接配線することで，連携を実現していた．ユビキタスコンピュー
ティング環境においては，様々な機器がネットワークに接続することが可能となる．それ
は，AV機器においても例外ではなく，様々な AV機器がネットワーク接続が可能となる
と考えられる．よって，テレビのような映像を表示させる機器と，スピーカーのような音
声を出力させる機器とビデオやDVDレコーダをネットワークでつなぎ，協調動作をさせ
ることも可能となる．このように，今までは単体で動作していた機器や，配線を直接接続
させることによって連携させていた機器が，近くの機器の情報や，インターネットを利用
して得ることが出来る有益な情報を取得することが出来るようになる．よって，今までに
なかった，より高い付加価値のあるサービスをユーザに提供することが可能となるだろう．
以上のようなユビキタスコンピューティング環境が実現されれば，実際に家電を制御す
る際に，直接配線でつなげるなどのわずらわしい作業が必要なくなり，携帯電話やPDAか
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ら簡単に家電などの機器の操作が可能になるなど，ユーザは様々なサービスを受けること
が可能になる．ユビキタスコンピューティング環境の到来により，恩恵を受ける我々ユー
ザの生活は今後，大きく変化していくと考えられる．
1.2 問題点
先に述べたユビキタスコンピューティング環境では，ユーザが様々な恩恵を受けるこ
とが出来ることに疑いの余地はない．しかし，ユビキタスコンピューティング環境の特
徴のひとつである，ネットワークを介して様々な機器を協調して動作させる際に問題が
起こる可能性がある．今までは機器同士を連携させるには直接配線していたために考え
られなかったのだが，例えば機器同士が通信する際に利用するプロトコルやあつかえる
MIME(Multipurpose Internet Mail Extension)[17]など，お互いに通信するための手段が
同じものを満たしているアプライアンス同士を選択しなければならない．技術的なことを
理解している人ならば問題はないかもしれないが，すべての人がそれらの情報を理解して
いるわけではない．テレビとビデオを協調して動作させようと選択したにもかかわらず，
通信するための手段がお互いに異なるために，接続することが出来ないということが起こ
る可能性もある．そのため，ユーザが自由に選択した機器同士を，プロトコルやMIMEの
不一致によって，連携させることが出来ないという問題が考えられる．
また，ネットワークを介して様々なアプライアンスの連携が可能となることによって，
ユーザに混乱を招く危険性が考えられる．様々な機器がネットワーク化することにより，
現在のように位置などの物理的な制限を考慮にいれる必要がなくなるために，ユーザが
ネットワークを介して利用できるアプライアンスの数は増加する．よって，アプライアン
スを連携させる候補の数が増大する可能性がある．例えば，ある部屋にディスプレイが２
つ，スピーカーが２つ設置されているとする．その場に，自分のノートパソコンを持ち込
むことにより，利用可能なアプライアンスは５つとなる．しかし，それらを組み合わせて
ビデオ再生を行う場合に，必要なディスプレイとスピーカーの組み合わせは９組となる．
このように，ユーザの要求を満たすことができる，アプライアンスの組み合わせの候補の
数は，利用可能なアプライアンスの数と，要求を実行する際に必要なアプライアンスの種
類の関係によるので，組み合わせの候補が増大する可能性がある．そのため，その組み合
わせの候補の中からユーザにとって最適な選択をするのが難しくなるという問題が考えら
れる．
1.3 研究の目的
本研究の目的は，SENCHAシステム [2]を利用して収集した，利用可能なアプライアン
スの情報を利用し，ユーザの要求を満たすための，最適なアプライアンスの選択と支援を
目的としている．
ユビキタスコンピューティング環境において，いたるところに存在する情報やアプライ
アンスを有効に利用するためには，ユーザの要求を満たすための機器の選択が重要になる．
そこで本論文では，ユーザがアプライアンスの選択をする機会が多いと思われる，ホーム
コンピューティング環境に焦点を当てて話を進めていく．ホームコンピューティング環境
2
とは，家庭やオフィスの様々なアプライアンスがネットワーク化し，お互いにネットワー
クを利用して通信したり，ユーザからの制御命令をネットワークを介して受け付けること
が出来る環境を意味する．SENCHAでは，各ユーザは高性能なパーソナルデバイス (携帯
電話，PDA等)を所持していることを想定している．パーソナルデバイスは，利用可能な
アプライアンスの情報を収集し，それらを制御するための GUIをパーソナルデバイスや
近くのディスプレイに表示することが出来る．
本研究では，SENCHAによって得たアプライアンスの情報を，ユーザのタスクによっ
てアプライアンスを絞込み，ユーザのタスクを満たすために必要なアプライアンスを探し
出す．さらにユーザの好みを考慮するために，アプライアンスをユーザの好みに基づいて
評価する手法も考察する．今回の研究では，ユーザのタスクをシステムに簡単にユーザが
通知するための手段として，RFIDを利用したアプローチを提案する．
1.4 論文の構成
本論文の構成は以下の通りである．
２章　導入 　
２章では，導入としてホームコンピューティングについて説明する．その後，本研究室で
開発したミドルウェア SENCHAの説明と SENCHAの問題点について述べる．問題点を
踏まえて，本研究の目標を述べる．最後に，本論文で利用する言葉の定義をしておく．
３章　設計 　
３章では，本研究のシステムの全体概要を述べる．その後，本システムの設計について述
べる．
４章　実装 　
４章では，本システムの実装について述べる．本システムのコンポーネントごとの実装に
ついて説明する．
５章　考察 　
5章では，本システムを実装し，実際に使用した体験をもとに考察を行い，実際にいくつ
かの実験を通じて，本システムの評価を行う．最後に，本システムの将来課題についても
述べる．
６章　関連研究 　
6章では，本研究の関連研究として，CAFE，Task Computing，Omnisphereを挙げる．
７章　結論 　
7章では，本論文の結論を述べる．
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第2章 導入
情報技術の発達により，我々の生活は大きく変わろうとしている．身の回りのあらゆる
場所やものにコンピュータが埋め込まれ，それらが自立的にネットワークを介して連携す
る，ユビキタスコンピューティング環境が到来しつつある．ユビキタスコンピューティン
グは家庭内にも影響を与える．ユビキタスコンピューティング環境の到来により，様々な
アプライアンスはネットワークを介して利用することが可能となる．そのような環境では，
ネットワーク上に散らばったアプライアンスを管理することが大切になる．そこで我々の
研究室では SENCHAを開発した．本章ではまず，SENCHAが動作する環境であるホーム
コンピューティングについて述べ，次に SENCHAについての説明をし．現状の SENCHA
の問題点について述べる．その後問題点を踏まえての設計目標についてのべる．
2.1 ホームコンピューティング
ユビキタスコンピューティングの影響は家庭内にも現れ始めている．家電製品にコン
ピュータが組み込まれ，ネットワークに接続することが可能な機器が各メーカーから発売
されている．それぞれをネットワークでリンクさせることで，ひとつのリモコンや端末，
またパソコンから制御できるようになる．それらは情報家電と呼ばれている．情報家電は
今までの家電製品と違い，ネットワークを介してお互いに協調することにより，今まで以
上のサービスを我々ユーザに提供することを可能としている．またアプライアンスとは，
特定の機能に特化したコンピュータを意味するので，情報家電は家庭向けのアプライアン
スといえる．
アプライアンスは，ネットワークに接続可能なものもあるため，IPアドレスなどネッ
トワークに接続するための情報が必要となる．そこでユーザ自身で，各アプライアンス
のネットワーク上の位置や，通信するための方法を設定したり，管理することが難しくな
る．そのため，それらを統合的に管理するホームゲートウェイが必要となる．ホームゲー
トウェイが必要とする機能としては，利用可能なアプライアンスの管理，ネットワークに
接続されているアプライアンスのセキュリティ対策，アプライアンスを制御するための命
令の送信などがある．このようにホームゲートウェイが中心となり，アプライアンスの管
理，制御を行う形態をホームコンピューティングと呼ぶ．
現状のホームコンピューティングを取り巻く環境を見てみると，各アプライアンスを管
理，制御するためのプロトコルは統一されておらず，様々な規格が乱立している状態であ
る．代表的なものとしては，UPnP[?]，Jini[11]，HAVi[12]の３つがある．
このように複数の規格の混在が，ホームコンピューティングにおける大きな問題となっ
ている．これら制御用の規格には，ほぼ互換性がなく，例えばUPnP対応のアプライアン
スと Jini対応のアプライアンスの連携を行うことが困難となっている．今後，ホームコン
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ピューティングが発達していく上で，この問題を解決することがとても重要となるであろ
う．この問題の解決方法の１つの提案として，インターネット標準を出来る限り採用する
[13]という提案がある．インターネットとの融合と謳うのであれば，インターネット標準
技術に準拠するのが最短の道であると考えられる．また他の解決方法としては，Webサー
バを組み込んだ情報アプライアンス [16]が考えられる．これは，コマンド送信などのイン
タフェースを SOAP/HTTPで統一し，各アプライアンス側でその機器固有のコマンドへ
の修正を実行する (SOAP⇒ Jini等)ことで，各プロトコルの特異性をアプライアンス側
でカプセル化することが出来る．そして，これらのアプライアンスを制御するには，各仕
様に沿ったコマンドを送信することなく，SOAPメッセージを送信するだけで行うことが
出来る．
2.2 SENCHA
SENCHAでは，パーソナルサーバ [3]のモデルを採用しており，家庭内にアプライアン
スを集中的に管理するホームサーバを立てる必要がない．このモデルは，サーバはユーザ
が持ち歩くことが可能なパーソナルデバイス (携帯電話や PDAなど)上で動作し，ユーザ
個人のデータを蓄積する．また，パーソナルサーバにはディスプレイがなく，近くの公共
ディスプレイやキーボードを利用して蓄積されたユーザの個人データを利用することが出
来る．
SENCHAでは，パーソナルサーバはアプライアンスを制御するための情報を集め，管
理することが出来る．パーソナルデバイスは，所有者個人の情報の蓄積や修正が，ホーム
サーバを用いるよりも容易に行うことができる．また，現在のパーソナルデバイスとして
携帯電話や PDAの普及率を考えると有効な手段だと考えられる．
本研究は，SENCHA上で集められたアプライアンスの情報をユーザが行いたい行動と
マッチさせ，ユーザにとって本当に必要なアプライアンスの情報を表示し，かつユーザの希
望にあったアプライアンスの選択を手助けすることを目的としている．ここでは SENCHA
についての概要を説明をしていく．
2.2.1 目標
SENCHAはPersonal Appliance Coordinator(以下PAC)，Display Service，Smart Ap-
plianceの 3つの要素で構成されている．PACはアプライアンスを統合する中心的な役割
を果たし，Smart Applianceはサービスを提供し，PACからコントロールされる対象であ
る．PACがDisplay Serviceに接近したときに，Display Serviceはアプライアンスをコン
トロールするためのインタフェースを提供することができる．SENCHAはユーザの周り
の様々なアプライアンスやサービスを統合することができるのだが，SENCHAが動作す
る環境には様々な違いがある．そこで SENCHAは以下の 3つのことを考慮しなければな
らない．
Con¯gurability PACは様々なアプライアンス，センサー，プロトコルが存在する環境
で動作しなければならない．したがって，PACの機能の設定を変更かのうだということ
5
はあらゆる場所でアプライアンスを統合するにあたってとても重要な要素である．様々な
状況下でシステムは動的に振る舞いを変化させる必要がある．
Portability SENCHAの３つの要素は主に，組み込みコンピュータ上で動作することに
なる．そのような限られた資源しかない，制限さえたプラットフォーム上で動作させるこ
とは重要な問題である．プラットフォームの仮想化はプラットフォームや利用可能な資源
を隠すのに有効な場合がある．
Scalability ユビキタスコンピューティング環境下では，多くのアプライアンスが存在
すると考えられる．パーソナルデバイス上の PACは多くのアプライアンスやサービスを
扱わねばならない．また，それらを統合しなければならない．
2.2.2 アーキテクチャ
先ほど述べた SENCHAを構成する 3つ要素のアーキテクチャについて説明する．
Personal Appliance Coordinator PACは 5つのコンポーネントで構成されている．
Sonarは利用可能な Smart Applianceを探し出すことができる．Appliance Registryは
PACからアクセス可能な Smart Applianceの情報を蓄える．UI Constructorと Context
Inference EngineはAppliance Registryとユーザの好みや状況に応じてアプライアンスを
操作するためのインタフェースを生成することができる．Appliance ControllerはDisplay
Serviceからアプライアンスを制御するためのコマンドを受け取り，指定されたアプライ
アンスに命令を送信する．
Display Service Display Serviceは PACによって統合されたアプライアンスを操作す
るためのインタフェースを提供している．Display Serviceは SensingとDisplayコンポー
ネントの二つで構成されている．Display Serviceを利用するには，Display Serviceがユー
ザが近くにいることを認識しなければならない．これは Sensingコンポーネントが提供し
ており，RFIDを利用することでこの機能を実現している．Displayコンポーネントはア
プライアンスを制御するためのインタフェースを提供しており，PAC経由で指定のアプ
ライアンスまで命令を届けることができる．
Smart Appliance Smart Applianceは 3つのコンポーネントで構成されている．Sonar，
Control Point，Device Driverである．Sonarコンポーネントは Smart Applianceが提供
することができるサービスを通知する．Control PointはPACが送るアプライアンスへの
制御命令を受け取るアクセスポイントとなる．Control Pointは受けとったコマンドを解
析し，適切なDevice Driverに命令を送る．そして，PACに命令の結果を現在の状態とし
て返信することができる．
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図 2.1: SENCHAを構成する３つのモジュールの構成
2.2.3 SENCHAの流れ
Smart Applianceは自らの情報をPACに通知することが出来る．また，PACは情報を受
け取るだけでなく，自ら Smart Applianceの情報の収集を行うことも出来る．さらにPAC
は，ユーザの入力と同じように，ユーザの好みや周囲の情報を扱うことが可能．Display
Serviceは，PACによって作成されたGUIを表示することが可能である．このGUIには，
PACに集められた，Smart Applianceについての情報や Smart Applianceを制御するた
めのインタフェースを表示する．Smart Applianceは Display Serviceからの入力された
制御命令を PAC経由で受け取り，動作することが出来る．
Personal
Appliance
Coordinator
Display
Service
Smart 
Appliance
GUI
control notification
discovery
composition
interaction
図 2.2: 3つのアーキテクチャの関係
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2.2.4 機能
Device Discovery Device Discoveryは Smart Applianceと PAC間，Display Service
と PAC間で行われる．どの場合にも，Sonarコンポーネントが唯一のコンポーネントと
してDevice Discoveryを行っている．Sonarコンポーネントは 3つの構成要素すべてにイ
ンストールされている．現在の実装では SSDP(Simple Service Discovery Protocol)[18]を
採用している．なぜならば，SSDPはとてもシンプルでかつ，新しいサービス発見プロト
コルを開発するよりもコストを削減できるからである．
Automatic User Interface Construction PACはユーザインタフェースを自動的に
生成し，Display Serviceから URLベースのコマンドを受け取るために，内部に HTTP
サーバーのコンポーネントをもっている．URLベースのコマンドを採用しているために，
HTMLや Flash，Microsoft Power PointなどをUIとして利用することが可能である．現
在のユーザインタフェースはHTMLで実装されている．HTMLの生成に使われている情
報はアプライアンスの名前，コマンドの名前とコマンドの属性である．
Appliance Control PACが受け取ったURLが組み込まれた命令は，Appliance Con-
troller Componentに渡す．その後命令を解析し，指定されたアプライアンスのメソッド
を実行する．URLベースの文法にすると，CGIの文法と同じようにパス要素を追加する
だけでURLにアプライアンスの制御命令を含ませることができる．URLには二つの要素
が含まれていて，1つは制御しようとしているアプライアンスの名前で，クエリ表現を利
用することも出来る．クエリ表現はフィールド値の組み合わせからなり，?ではじまる．例
えば，?function=lightはライトの機能をもっているアプライアンスを指している．二つ目
の要素は，機能を表し，メソッド名とその引数からなり，!ではじまる．以下はURLベー
スのコマンドの一例である．
http://192.168.10.222/?function=light&type=floor/!power=on
このコマンドは，192.168.10.222で表された PACにコマンドを転送するとおいう意味で
ある．/? 以下の属性は functionの属性が lightでかつ，typeの属性が °oorであるアプラ
イアンスを表している．!power=onは，機能 powerの値を onにすることを表している．
PAC内でコマンドを解釈するコンポーネントは，URLコマンドから必要な部分を切り出す．
ターゲットとなるアプライアンスのURLとそのアプライアンスが持っているWSDL(Web
ServicesDescription Language)[19]ドキュメントの場所を探す．操作するアプライアンス
の名前とWSDLドキュメントを使って自動的に SOAP-RPCオブジェクトを生成する．
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図 2.3: SENCHAのユーザインタフェース
2.3 SENCHAの問題点
前述した SENCHA環境において，アプライアンスの数やその機能の増加によって，ユー
ザがそれらのアプライアンスや機能の中からユーザ自身が行いたい要求にあったアプライ
アンスを選択することが困難になってしまう可能性がある．この問題を解決するためにユー
ザの要求にあったアプライアンスを絞り込む手法を PAC内の Context Inference Engine
コンポーネントで提供している．ここでは，SENCHAのアプライアンスの絞込みについ
ての問題点を述べる．
まず，システムが受け付けることが出来るユーザからの要求は，PACから直接操作する
ことが出来るアプライアンスのみを対象としており，複数のアプライアンスが連携して行
う要求を受け付けることが出来ない．ユビキタスコンピューティング環境では，アプライ
アンス同士が連携することを可能としてる．そのため，現在のContext Inference Engine
では，ユビキタスコンピューティング環境に適しているとは言いがたい．
２つ目は，ユーザの要求を満たすアプライアンスを絞り込む際に，アプライアンスの
functionやアプライアンス typeを利用している．例えば，要求の記述に「部屋を明るく
したい⇒ライト」としているために，カーテンなどの他の明るさを調節できるアプライア
ンスが対象としていない．ユビキタスコンピューティング環境では現在よりも，多種多様
なアプライアンスの利用が可能となる．明るさを調節するアプライアンスの種類も増えて
いる可能性がる．よって，絞込みに具体的に利用するアプライアンス種類の情報を利用し
ているために，ユビキタスコンピューティング環境に対応する柔軟性に欠けている．
３つ目は，絞り込んだ結果に優位性がない．絞り込んだ結果，複数のアプライアンスが
残った場合，ユーザはどのアプライアンスを選択すればユーザの好みを一番満たしている
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のかがわからない．確かにアプライアンスの候補を絞り込むことによって，ユーザのアプ
ライアンス選択の際の負担が軽減されるであろうが，それだけでは，どのアプライアンス
がユーザの好みを満たしているのかが判断できず，最適なアプライアンスを選択出来ると
は限らない．
2.4 設計目標
2.3節にて現状の SENCHAのアプライアンスの絞込みの問題点について述べた．その
問題点を考慮して設計目標を述べる．
² アプライアンスが提供しているサービスを利用することにより，アプライアンスの
選択の幅を広くする
{ 部屋を明るくしたい⇒ライトとするのではなく，明るさを変化させる機能をもっ
ているアプライアンス全体を対象とする
² 複数のアプライアンスを連携させる必要がある要求も受け付ける
{ 例えば，DVDレコーダと，ディスプレイとスピーカーが連携して出来る play-
DVDサービス
² アプライアンス間の連携も対象としているため，アプライアンスの候補を見つける
際に，アプライアンス間の通信で必要な情報も考慮する
² 結果に優位性を持たせるために，ユーザの好みを利用してアプライアンスを評価する
以上を設計目標とする．
2.4.1 定義
ここでは，本論文を通じて以下の日本語の意味を定義しておく．
サービス アプライアンスが提供している機能．例えば，スピーカーは音声を出力する
サービスを提供している．1つのアプライアンスが複数のサービスを提供することもある．
タスク ユビキタスコンピューティング環境においてユーザが行いたいことをタスクと呼
ぶ．例えば，「映画が見たい」や「音楽を聴きたい」などユーザが行いたい行動を表して
いる．
タスクテンプレート システムにタスクを理解させるための記述．
ポリシ タスクを実行する際に必要なアプライアンスに，ユーザの好みとして数値の重み
付けをする．例えば映画を見るときは，「大きいディスプレイがよい，音質がよいスピー
カーを利用したい」というポリシの場合は，サイズが大きいディスプレイに重み付けをエ
ンコードし，音質がよいスピーカーに重み付けをエンコードする.
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第3章 設計
この章では，SENCHA上でタスクに必要なアプライアンスの抽出，およびユーザのポ
リシを利用したアプライアンスの評価方法を実現するためのシステムについて説明する．
3.1 システムの全体概要
ここでは，本研究の目標を満たすためのシステムの全体概要について述べる．
ユーザが持っているパーソナルデバイスは，パーソナルデバイスが本来果たすべき機能，
例えば携帯電話ならば電話をかけること，を利用したいつもの作業環境への入り口である
と同時に，その場にあるサービスを発見し操作するリモコンとして機能する．まず，ユー
ザがパーソナルデバイスを持って場所を移動すると，1)移動した先のサービスを検出す
る．検出した情報はRDFを利用して記述されており，パーソナルデバイス内にあるRDF
データベースに保存される.2)ユーザが RFIDを利用して，ユーザがその場所で行いたい
こととしての，タスクを入力する．3)入力したタスクを現在利用可能なアプライアンスで
実行することが出来るならば，必要となるサービスを提供しているアプライアンスを評価
するためにユーザが利用するアプライアンスに求める好みの情報であるポリシを入力．入
力したポリシをMAUTの手法を利用してアプライアンスを評価する．4)ユーザは推薦さ
れたアプライアンスの候補を選択するだけで，その場の機器を利用して，タスクを実行す
ることができる．
移動
１：機器の発見
２：RFIDを利用してタスク
の入力
３：ポリシの入力
４：選択と実行
図 3.1: システムの全体概要
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3.2 アプライアンス情報
アプライアンスについての情報は，SENCHAの機能のひとつであるAppliance Registry
に保存されている (2.2.2節参照)．記述には RDFを利用している．まず，RDFについて
説明し，アプライアンスの記述に含まれる３つの要素について説明する．．
3.2.1 RDF
本研究では，アプライアンスの情報の記述など，広くRDF(Resource Description Frame-
work )[14]を利用している．RDFはw3cにて標準化されている．メタデータなどのリソー
ス相互の関係を，特定のアプリケーションに依存しない形で叙述的に示す標準的なメカニ
ズムを提供している．主語 (subject)，述語 (Predicate)，目的語 (Object)の 3つで表現さ
れる．
RDFの基本モデルは，特定の構文によらないリソース表現方法で，基本のデータモデ
ルは次の３つから構成される．
リソース (Resources) RDF表現によって記述されるものはすべてリソースと呼ぶ．URI
によって示されるものはリソースになる．
プロパティ(Properties) プロパティとはリソースを表現するために利用される特質，属
性，関係をさす．プロパティは記述できるリソースのタイプ，ほかのプロパティと関係を
持つことが出来る．
文 (Statements) リソース，プロパティ，値を結びつけたもの．それぞれ，主語 (subject)，
述語 (predicate)，目的語 (object)と呼ぶ．文の目的語は他のリソースかリテラルをさす．
次にRDFを用いた簡単な例をあげる．
² http://www.dcl.info.waseda.ac.jpは Tastuo Nakajimaという Creatorがいます
この文を分解すると以下の表のようになる．
主語 (subject) リソース http://www.dcl.info.waseda.ac.jp
述語 (predicate) プロパティ Creator
目的語 (Object) リテラル Tastuo Nakajima　
表 3.1: 文の構成要素
RDFでは，これらを図解するためにラベル付き有向グラフと利用する．これは，リソー
スを楕円，プロパティは矢印，リテラルは長方形で表現される．
図 3.5の有効グラフのRDF記述は図 3.6のようになる．
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図 3.2: 有向グラフ
図 3.3: 具体的なRDF記述
3.2.2 アプライアンスの記述
本節では，アプライアンスの記述に含まれる３つの要素について説明する．その後，ア
プライアンスの記述で利用しているタグについて説明する．
アプライアンスの属性
そのアプライアンスを操作するにあたって，最低限必要となる機能．例えば，テレビに
おいては，主電源，チャンネル，音量等がそれにあたる．
アプライアンスが提供しているサービス
サービスはアプライアンスが提供している機能を意味している．例えば，ノートパソコ
ンが提供しているサービスとしては，ディスプレイサービス (画面)，オーディオサービス
(スピーカー)，ストレージサービス (ハードディスク)などがある．サービスについての記
述には，そのサービスを利用するために必要な，プロトコルや，扱えるデータのMIMEな
どが記述されている．
サービスを評価するための情報
アプライアンスをユーザのポリシを利用して評価するための項目やスコアについての情
報．評価すべき項目は，アプライアンスの種類で統一されているのではなく，サービスご
とに定められている．例えば，ノートパソコンのサービスであるディスプレイならば，画
面の大きさや，画質，などがあり，オーディオサービスならば，音質，プライバシーなど
である．例外として，評価すべき項目がないサービスもある．
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タグの定義
アプライアンスの記述を行うために，必ず必要となるタグについて説明する．今回新た
に付け加えた，タグについて定義する．タグの定義の一覧は表 3.5のようになる．ただし，
ssdp，core，attribute，stateの各タグに関しては，元々SENCHAで定義されている．
タグ 定義
service:core アプライアンスが提供しているサービスのURI
service:InOut やりとりするデータの入出力
service:ServiceType アプライアンスがどのようなサービスを提供しているのか
service:protocol サービスが満たしているプロトコル．
サービスを利用する場合はこのタグの情報で書かれた
プロトコルでのみ利用可能
service:mime サービスが満たしているMIME．
サービスを利用する場合はこのタグの情報で書かれた
MIMEでのみ利用可能
service:preference preference:nameへのURI
preference:name ユーザが評価する各項目へのURI
dimension:value アプライアンスを考慮してつけられる各項目のスコア
dimension:shortname 評価する項目名
表 3.2: タグ定義一覧
次ページにスピーカーについての記述を載せる．必要のない部分は削除してある．
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<rdf:Description rdf:about="urn:sencha:speaker1">
<ssdp:serviceName>urn:sencha:speaker1</ssdp:serviceName>
<ssdp:serviceType>upnp:sencha:speaker1</ssdp:serviceType>
<ssdp:location>:8020/rdf</ssdp:location>
<ssdp:cacheControl>30</ssdp:cacheControl>
<core:friendlyName>Speaker1</core:friendlyName>
<!--<core:URLBase></core:URLBase>-->
<core:WEBPort>8020</core:WEBPort>
<core:type>appliance</core:type>
<core:serviceType>speaker</core:serviceType>
<core:attribute rdf:resource="urn:sencha:attribute:SpeakerAttribute" />
<core:service rdf:resource="urn:sencha:speaker1:service"/>
</rdf:Description>
<!--以下がアプライアンスの属性についての記述-->
<rdf:Description rdf:about="urn:sencha:attribute:SpeakerAttribute">
<attribute:name rdf:resource="urn:sencha:attribute:SpeakerAttribute#power"/>
</rdf:Description>
<rdf:Description rdf:about="urn:sencha:attribute:SpeakerAttribute#power">
<state:value>on | off</state:value>
<state:defaultValue>off</state:defaultValue>
<state:mean>this indicates the state of "power".</state:mean>
<attribute:shortName>power</attribute:shortName>
</rdf:Description>
<!--以下がアプライアンスが提供しているサービスについての記述-->
<rdf:Description rdf:about="urn:sencha:speaker1:service">
<service:core rdf:resource="urn:sencha:speaker1:service:audio"/>
</rdf:Description>
<rdf:Description rdf:about="urn:sencha:speaker1:service:audio">
<service:InOut>IN</service:InOut>
<service:ServiceType>audio</service:ServiceType>
<service:protocol>
<rdf:Bag>
<rdf:li>rtp</rdf:li>
</rdf:Bag>
</service:protocol>
<service:mime>
<rdf:Bag>
<rdf:li>audio/mpeg</rdf:li>
<rdf:li>audio/x-pn-realaudio</rdf:li>
</rdf:Bag>
</service:mime>
<service:preference rdf:resource="urn:sencha:speaker1:preference:AudioPreference"/>
</rdf:Description>
<!--以下がサービスを評価する項目についての記述-->
<rdf:Description rdf:about="urn:sencha:speaker1:preference:AudioPreference">
<preference:name rdf:resource="urn:sencha:speaker1:preference:AudioPreference#Quality_of_Sound"/>
<preference:name rdf:resource="urn:sencha:speaker1:preference:AudioPreference#Privacy"/>
</rdf:Description>
<rdf:Description rdf:about="urn:sencha:speaker1:preference:AudioPreference#Quality_of_Sound">
<dimension:value>70</dimension:value>
<dimension:shortname>Quality</dimension:shortname>
</rdf:Description>
<rdf:Description rdf:about="urn:sencha:speaker1:preference:AudioPreference#Privacy">
<dimension:value>60</dimension:value>
<dimension:shortname>Privacy</dimension:shortname>
</rdf:Description>
図 3.4: スピーカーのサービス記述
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3.2.3 アプライアンスの絞込みに利用する情報
図 3.8のように，アプライアンスについての詳細情報はRDFによって記述されており，
そこから様々な情報を得ることが出来る．しかし，アプライアンスの情報全てがアプライ
アンスの絞りこみに利用出来るわけではない．タスクを実行する際にユーザが考慮するこ
とは，どのアプライアンスがタスクを実行するサービスを満たしているのかということで
ある．よって，アプライアンスの機能であるサービスについての情報を利用する．したがっ
て，アプライアンスの IPアドレスや，ssdpに利用した情報などは絞込みに不要な情報で
ある．アプライアンスの詳細情報を利用して，タスクを実行する際に必要なアプライアン
スの絞込みを行う場合には，サービスに関する情報を抽出する必要がある．
以下では，絞込みに必要となる情報について説明する．
service:InOut
この属性では，データのやり取りの流れを定義している．外部からデータの入力を受け
付けることが出来るか，または出力することが出来るのか．
service:ServiceType
この属性では，アプラインスが提供しているサービスの種類について定義している．よっ
てこの属性を確認することで，タスクを実行する際に必要なサービスかどうかを判断出来
る．例えば，スピーカーやイヤホンのようなアプライアンスは音を出力するサービスを提
供しているので，ServiceTypeは同じになる．よって，ユーザが音楽を聴きたい場合は，ス
ピーカー，イヤホン両方ともが当てはまる．
service:protocol
この属性では，サービスを提供しているアプライアンスがサポートしているプロトコル
について定義している．タスクの実行に必要なプロトコルを満たしているかを判断するこ
とが出来る．例えば，音声通信を行う場合について考える．片方が，H.323，SIPをサポー
トしていても，もう一方がMGCP，H.246/Megacoのみをサポートしている場合では，仮
に ServiceTypeを満たしているアプライアンス同士を選択しても，プロトコルの整合性が
取れていないために，通信を行うことが出来ない．そのような不整合がないように，この
属性で確認しなければならない．
service:mime
この属性では，サービスが対応しているMIMEを定義している．例えば，動画ストリー
ミングを行う場合，現在でも動画のMIMEによって，再生出来るアプリケーションが異
なる．そこで，サービスを提供しているアプライアンスのMIMEが対応しているアプラ
イアンスの情報を利用することによって，扱えないデータ形式しかサポートしていないア
プライアンスは候補から除外することが出来る．
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3.3 タスクの記述
本研究では，システムにユーザのタスクを入力する際にRFIDを利用している．本節で
は，タスクの記述について説明する．タスクの記述は，2.4.1節で定義したように，タス
クテンプレートと呼ぶ．タスクテンプレートはアプライアンスについての記述と同じよう
に RDFで書かれている．まず，タスクテンプレートで使われている属性について説明す
る．これらの属性はタスクテンプレートを記述するには，必ず必要となる．
タグ 定義
service:uid タスク記述のユニークな IDを設定
service:name 実行するタスクの名前
service:r¯d RFタグの ID
service:core タスクを実行する際に必要なサービスへのURI
attribute:InOut やりとりするデータの流れについての記述．
サービス間のデータはOUT⇒ INのように流れる．
他サービスとデータのやり取りをする必要がない場合は＊で記述される．
attribute:ServiceType どの種類のサービスを利用するかについての記述．
ServiceTypeが同じならば，アプライアンスを変更することが可能．
attribute:protocol 他のサービスと通信するときに使用するプロトコルを記述．
複数記述することも可能．
attribute:mime 他サービスと通信するデータのMIMEについての記述．
複数記述することも可能．
表 3.3: タスクテンプレートのタグ定義
次ページに具体的な記述例を載せる．
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<rdf:Description rdf:about="urn:input:servise:play_video_service">
<service:uid>urn:input:service:play_video_service</service:uid>
<service:name>play_video_service</service:name>
<service:rfid>hoge</service:rfid>
<service:core rdf:resource="urn:service:play_video_service:attribute:display"/>
<service:core rdf:resource="urn:service:play_video_service:attribute:audio"/>
<service:core rdf:resource="urn:service:play_video_service:attribute:storage"/>
</rdf:Description>
<!--ディスプレイサービスについての記述-->
<rdf:Description rdf:about="urn:service:play_video_service:attribute:display"
<attribute:InOut>IN</attribute:InOut>
<attribute:ServiceType>display</attribute:ServiceType>
<attribute:protocol>
<rdf:Bag>
<rdf:li>http</rdf:li>
</rdf:Bag>
</attribute:protocol>
<attribute:mime>
<rdf:Bag>
<rdf:li>video/mpeg</rdf:li>
</rdf:Bag>
</attribute:mime>
</rdf:Description>
<!--オーディオサービスについての記述-->
<rdf:Description rdf:about="urn:service:play_video_service:attribute:audio">
<attribute:InOut>IN</attribute:InOut>
<attribute:ServiceType>audio</attribute:ServiceType>
<attribute:protocol>
<rdf:Bag>
<rdf:li>rtp</rdf:li>
</rdf:Bag>
</attribute:protocol>
<attribute:mime>
<rdf:Bag>
<rdf:li>audio/mpeg</rdf:li>
</rdf:Bag>
</attribute:mime>
</rdf:Description>
<!--ストレージサービスについての記述-->
<rdf:Description rdf:about="urn:service:play_video_service:attribute:storage">
<attribute:InOut>OUT</attribute:InOut>
<attribute:ServiceType>storage</attribute:ServiceType>
<attribute:protocol>
<rdf:Bag>
<rdf:li>rtp</rdf:li>
<rdf:li>http</rdf:li>
</rdf:Bag>
</attribute:protocol>
<attribute:mime>
<rdf:Bag>
<rdf:li>video/mpeg</rdf:li>
<rdf:li>audio/mpeg</rdf:li>
</rdf:Bag>
</attribute:mime>
</rdf:Description>
図 3.5: ビデオストリーミングタスクを意味するタスクテンプレート
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3.4 システムの全体設計
システムの設計は図 3.6 のようになっている．今回新しく SENCHA に付け加えたの
は，Search Candidate moduleである．このモジュールはTask Input，Search Candidate，
Device Evaluationの３つのコンポーネントで構成されている．これらを SENCHAで提
供されている，PAC内に組み込むことでシステムを実現させる．
Search
Device
Engine
Appliance
Registry
Device
Evaluation
Engine
Preference
History
file
UI 
Constructor
Task
Parser
user input
Task
History
file
Task 
Manager
RFID
Reader
Task Input Manager
Device Evaluation
Search Candidate
Search Candidate Module
From/to
TaskDB
図 3.6: システムの設計図
Task Input Manager
Task Input Managerコンポーネントは，Task Managerを中心に Task History Fileと
RFID Readerの 3つで構成されている．Task Input Managerコンポーネントがサポート
している機能は，ユーザからのタスクの受付である．タスクの入力の方法としては 2種類
サポートしており，ひとつがRFIDタグにエンコードされているタスクからの入力．もう
ひとつは，ユーザは毎回タグを保持しているとは限らない．よって，過去に行ったタスク
の情報を履歴として残しておくことで，履歴からタスクの入力を可能にしている．
Search Candidate
Search Candidateコンポーネントは，Task Parser，Search Device Engineの二つで構
成されている．Task ParserはTask Inputコンポーネントからタスクについての記述を受
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け取る．それを解析し，サービス選択に必要な情報を抜き出す．Search Device Engineで
は，Task Parserからの解析された情報を利用し，Appliance Registryに保持してある情
報の中から必要なサービスを提供しているアプライアンスを抽出する．
Device Evaluation
Device Evaluationコンポーネントは Device Evaluation Engineと Preference History
Fileから構成されている．Search Candidateコンポーネントからタスクに必要なサービス
を提供しているアプライアンスの情報を受け取り，ユーザが評価すべき項目をアプライア
ンス記述から生成する．評価にはMAUTを利用する．ユーザが各項目に行う重み付けの
入力方法は，手動で数値を入力する方法と，Preference History Fileを利用する方法の 2
種類を提供している．
3.4.1 本システムの実行の流れ
この節では，ユーザがタスクの入力を行い，利用可能なアプライアンスの中からタスク
に必要なサービスを提供しているアプライアンスの抽出，およびその評価をユーザインタ
フェースに反映するまでの，システム全体の流れを説明する．
タスクの入力
本研究では，ユーザからのタスクの入力の方法としては，2種類の方法を採用している．
ひとつがRFIDを利用した方法．もうひとつが過去に行ったタスクを履歴として，パーソ
ナルデバイス内に残しておき，その履歴の情報を利用する方法である．履歴は，以下で説
明している方法で，タスクテンプレートを取得し，タスクテンプレートの内容をパーソナ
ルデバイス内に保存しておく．その情報を読み込むことで，履歴の利用を可能としている．
以下で，RFIDを利用した，タスクの入力について説明する．
本研究では，ユーザが保持しているRFIDタグにタスクテンプレートがエンコードされ
てるシナリオを想定している．まず，ユーザがタスクについての情報をシステムに読み込
ませるために，パーソナルデバイスに付属されている RFIDリーダにタグを読み込ませ
る．RFIDリーダには Spider[?]を採用している．Spiderタグには，予め IDをもっている．
Spiderは，予め設定された範囲内にタグを検出するとタグの IDを取得することが出来る．
そして，IDに対応したタスクテンプレートをタスクテンプレートが保存してある，タス
クデータベースから取得する．取得したタスクテンプレートは，履歴としてパーソナルデ
バイス内に保存され，次回に同タスクを実行する際には，タグを利用しなくても実行が可
能となる．
候補アプライアンスの発見アルゴリズム
Task Managerが得たタスクテンプレートを解析する役割を担うのが，Search Candidate
コンポーネント内のTask Parserである．Task Parserでは，タスクテンプレートからサー
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ビスを構成している 4つの要素 (3.3.3節参照)を取得する．図 3.9の例では，表 3.5の情報
を取得出来る．
サービス 1 InOut IN
ServiceType display
protocol http
mime video/mpeg
サービス 2 InOut IN
ServiceType audio
protocol rtp
mime audio/mpeg
サービス 3 InOut OUT
ServiceType storage
protocol http,rtp
mime video/mpeg,audio/mpeg
表 3.4: タスク解析の例
表 3.5のように解析した情報を利用して，Search Candidate Engineでタスク実行に必
要なアプライアンスの候補を検索する．検索手順は以下の通り．
1. Search Device EngineにAppliance Registryに保持されている情報を読み込む
2. Task Parserから解析結果を Search Device Engineに読み込む
3. 解析結果の ServiceTypeを利用し，アプライアンスの記述の ServiceTypeとマッチ
するアプライアンスを抽出
4. ３で抽出されたアプライアンスの中から，protocolの項目について，満たしている
アプライアンスを抽出
5. ４で抽出されたアプライアンスの中から，mimeの項目を満たしているアプライア
ンスを抽出
6. ５で残ったアプライアンスがサービスを実行することが出来るアプライアンスとなる
7. 検索すべきサービスが残っている場合は３に戻って同じことを繰り返す
タスクを実行するのに必要なサービスのうち，どれかを実行できるアプライアンスがない
場合は，そのタスクを実行することができない．
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図 3.7: Search Device Engineの動作
アプライアンスの評価
アプライアンスの評価を行うアルゴリズムはMAUTを用いる．まず，MAUTについて
説明する．
MAUT
アプライアンスをユーザのポリシを利用して評価する手法として，本システムでは
MAUT(Multi-Attribute Utility Theory)[6]を採用する．MAUTでは，評価してもらう
ための項目を設定しておき，あらかじめ評価するアプライアンスの能力 (画面のサイズ，音
質など)を考慮して項目ごとにスコアをつけておく．アプライアンスを評価する人が，そ
の項目ごとに重み付けを行う.そして，それらすべての項目を総合して評価する．MAUT
は以下の理由から採用した.
² 個々の項目が必ず独立し，評価する項目を変更したり，重み付けの値を変更しても，
他の項目に影響がでない
² ユーザ個人の好みをシステマチックなアプローチで評価することができる
² ユーザの好みの度合いを表すために数値を用いるために，ユーザは評価すべき項目
を直接比較することが可能
object dimensionの集合体で，ユーザが評価する対象物．例えば，カメラ，テレビなど．
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dimension objectについて，ユーザが評価すべき項目．例えば，objectがカメラの場
合，カメラを構成する dimensionは画像の質，フラッシュ，ファインダー，操作時間，扱
いやすさ，などが考えられる．これらの項目には objectの能力に応じてスコアが付けられ
ている．
preference ユーザの好みの度合いを表す．dimensionを評価する際に利用する数値．
図 3.8: objectと dimensionの関係図
次に，実際にMAUTを用いた評価方法について説明する．MAUTでは数値を用いて評
価するのだが，以下の計算式によって計算される．
v(x) =
Pn
i=1wivi(x)
viは i番目の dimensionの値を意味し．wiは viに対するユーザの重み付け (好み)の値を
表してる．ただし，wiは
Pn
i=1wi = 1となるように設定しなければならない．
具体的な例を以下にあげてみる．以下はMAUTを利用してカメラを評価する場合である．
Evaluation of Products
Dimension CA CB
Quality of image 7 10
Flash 10 1
View¯nder 5 9
Operation time 10 2
Handling 9 3
表 3.5: カメラの dimensionの値
表 3.5のようにカメラCA，CBに対して各 dimensionの値が決められ，表 3.6のように
ユーザが各 dimensionに対して重み付けをしている．これらの値を利用して，カメラCA，
CBがユーザにとってどちらが好みをみたしているかを計算することが可能となる．例え
ば，ユーザ LPがカメラ CAの評価を行うと以下のように計算できる．
7 ¤ 0:4 + 10 ¤ 0:04 + 5 ¤ 0:1 + 10 ¤ 0:4 + 9 ¤ 0:06 = 8:24
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Dimension Preference(LP) Preference(SP)
Quality of image 0.4 0.8
Flash 0.04 0.00
View¯nder 0.1 0.1
Operation time 0.4 0.05
Handling 0.06 0.05
表 3.6: ユーザの好みの dimensionに対する重み付け
LP SP
CA 8.24 7.05
CB 5.92 9.15
表 3.7: ユーザ LP，SPのカメラ CA，CBに対する評価
と計算することが出来る．すべての結果は以下のとおり．この結果を踏まえると，ユーザ
LPはカメラCAのほうがより希望の機能を満たしているといえる．SPにとっては，カメ
ラ CBのほうが希望を満たしているといえる．
アプライアンス評価の流れ
Search Candidateコンポーネントでタスクを実行する際に必要なサービスを実行できる
アプライアンスの候補を検索した．本研究の目的のひとつである，アプライアンスをユー
ザのポリシを利用して評価することをDevice Evaluationコンポーネントで行う．
ユーザのポリシを入力する方法としては，手動で入力するか過去の履歴を利用する 2種
類を提供している．同種のサービスに関してはユーザが評価するための項目は同じであ
る．ユーザが評価するための項目は，アプライアンス記述に書かれている．例えば，ディ
スプレイを評価する項目としては，サイズ (Size)，デザイン (Design)，操作性 (Handling)，
画質 (Quality)，持ち運びやすさ (Portability)などが考えられる．これらの項目には，ア
プライアンスの能力によって，予めスコアがついている．例えば，Size=40，Design=60，
Handling=70，Quality=50，Portability=90というように点数がつけられている．
次にユーザのポリシを評価するために，これらの項目に対しての重み付けを行う．MAUT
では，項目に対する重み付けの合計は１にしなければならないのだが，ユーザに計算の負
担をかけさせないために，ユーザが入力する数値は自由とし，システム内部で合計が１と
なるように変換する．
項目ごとのアプライアンスの評価点数と，ユーザがつけた項目ごとの重み付けの積をと
り，最後にすべての項目の値を合計した結果がユーザの好みを反映したアプライアンスの
評価結果となる．
例えば，表 3.3のようなアプライアンスのスコアとユーザポリシがあった場合，MAUT
を用いて計算を行うと以下のようになる．
40 ¤ 0:3 + 60 ¤ 0:01 + 70 ¤ 0:1 + 50 ¤ 0:5 + 90 ¤ 0:09 = 52:7
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Evaluation Attribute Device Score User Policy
Size 40 0.3
Design 60 0.01
Handling 70 0.1
Quality 50 0.5
Portability 90 0.09
表 3.8: アプライアンススコアとユーザポリシ
52.7がユーザのポリシと，アプライアンスの能力を考慮した結果となる．このように，
タスクを実行できるすべてのアプライアンスの候補に対して計算を行い，ユーザのポリシ
を利用してアプライアンスの優先度を決定する．その後，ユーザ自身が評価の結果をもと
に，タスク実行に必要なアプライアンスの選択を行う．あくまで，システムはアプライア
ンスの評価を行うだけで，評価の結果が低いアプライアンスを候補からはずすということ
はしない．
Show All
Appliance
Input Task
Search 
Candidate
Set Policy
YES
NO (All Weight=1)
Select
Method
Input
Weight
Select
History File
history
by hand
Score
Appliance
Select
Appliance
図 3.9: システムの流れ
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第4章 実装
この節では，本システムの実装について説明する．本システムはすべて JAVAで実装し
てある．また，本システムはOSGiフレームワーク [4]の実装であるOscar[5]上で動作し
ている．
4.1 OSGi
OSGiとはアプライアンスをネットワークに接続し，パソコンやアプライアンス間で相
互にサービスを提供するための技術仕様のことである．コンポーネント指向，サービス指
向の開発が可能である．動的なアプリケーションの追加ができる他，突然のエラーによる
機能停止の際にそのときのコンポーネントの構成を記憶して再現することができる．
OSGiにおいてソフトウェアコンポーネントはバンドル (Bundle)と呼ばれている．バン
ドルはOSGiフレームワークに配置する物理的なまとまりとして，また内部的にサービス
を表現するときの論理的な概念として捉えることができる．バンドルは以下のようなファ
イルを含む JAR(JAVA Archive)ファイルとして提供される．
マニフェストヘッダ インストールやアクティベートを正しく行うためにフレームワー
クが必要とするパラメータを設定するヘッダを持っている．インストール時には依存関係
に関する記述が，アクティベート時にはアクティベータとして働くクラスを指定する記述
が使われる．
複数の JAVAクラス 0個以上のサービスを実装するためのリソースを含む.
ネイティブコード コンピュータに理解できる言語 (マシン語)で記述されたプログラム．
JAVAのクラスファイル．
その他のリソース ライブラリなどとしてあらかじめ含まれているファイルも存在する．
単に JAVAクラスだけではなくHTMLファイルやアイコンなどの画像ファイルも含める
ことができる．
4.2 RDFデータベース
本システムは，様々な情報をRDFで記述している．本研究ではRDFを扱うためのデー
タベースとして jena[15]を利用している．jenaとは，Hewlett-Packard社HP Labsのセマ
ンティックWeb研究グループが開発した javaで RDFを扱うためのフレームワークであ
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る．RDFデータベースは，RDFデータを最小単位の文に分割して格納する手法を採用し
ている．jenaが提供している機能としては以下のものがある．
² RDF API
² RDF/XML Parser
² パーシステンス（永続記憶）機能
² 推論システム
² オントロジーサブシステム
² RDFのクエリ言語
4.3 各コンポーネントの実装
4.3.1 Task Input Manager
Task Input Managerコンポーネントの Task Managerは，RFIDリーダとの通信とタ
スクテンプレートの取得を実装している．本システムでは，RFIDリーダーに Spiderを採
用している．Spiderとのやり取りを行うには，シリアルポートを利用して通信を行う．シ
リアルポートの通信には Java Communications APIを用いている．
Spiderでは，各タグには７文字のアルファベットからなるユニークな IDを持っている．
タグそのものにタスクテンプレートをエンコードすることは出来ない．よって，タスク
データベース内にタスクテンプレートが記述されたファイルを保持しておく．タスクデー
タベースにも，Appliance Registryと同じく RDFデータベースを採用している．タスク
データベースには，IDとタスクテンプレートが記述してあるファイルの対応について書
かれた情報を保持している．
<rdf:Description rdf:about="TagID">
<file:name>play_video_service<file:name>
</rdf:Description>
図 4.1: Spiderタグの IDとタスクテンプレートの対応
タスクデータベースもRDFデータベースなので，jenaを利用している．IDを利用した
検索方法は以下のように実行される．
StmtIterator iter = model.listStatements(
new SimpleSelector(ID, FILE.name, null));
Statement s = iter.nextStatement();
String filename = s.getObject().toString();
IDには，リーダから取得した Spiderタグの IDが当てはまる．上記のように実行するこ
とによって，Task Managerは IDに対応したタスクテンプレートのファイル名を取得する
ことが出来る．ファイル名を利用して，タスクテンプレートを取得出来る．
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プロトタイプメソッド一覧 　
public interface TaskManager {
public void input_method(String method);
public boolean complete_db();
}
public interface inputpage {
public String getHtml();
}
4.3.2 Search Candidate
Task Parser
Task Parserの機能を提供しているバンドルは，Search.jarである．Task Parserは，タス
クテンプレートから，アプライアンスを抽出するために必要な 4つの要素を取得することが
出来る．setinformationクラスを利用することで実現している．setinformationクラスで提
供しているメソッドである set information from taskメソッドを利用することで，タスク
テンプレートから表 3.7のような情報をパースすることが可能．set information from task
の引数には，予めタスクテンプレートから service:name属性の値取得しておき，その値を
利用する．setinformationクラスにはパースした結果を取得するための関数が用意されて
いる．
Search Device Engine
Search Device Engineの機能を提供しているバンドルは，Task Parserと同じくSearch.jar
である．Search Device Engineは，3.3.5節の「候補アプライアンスの発見」を実装して
いる．具体的には，Search.jarで提供している，SearchDeviceクラスを利用することで，
図 3.11のアルゴリズムを実現している．SearchDeviceクラスのメソッド search startメ
ソッドを実行することで，タスクを実行するためのアプライアンスを抽出することが出来
る．各引数には，searchstartメソッドの引数には，上記に載せた setinformationクラスの
4種類の getメソッドで取得した結果を入れる．また，SearchDeviceクラスで提供してい
る，Return Resultメソッドによって，タスクを実行できるアプライアンスの情報を取得
出来る．
プロトタイプメソッド一覧 　
public interface SearchDeviceEngine {
public void search_start(Vector Type,Vector InOut,Vector[] Protocol,Vector[] Mime);
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public Vector get_Result();
}
public interface TaskParser {
public void set_information_from_task(String TaskName);
public String get_Servicename();
public Vector get_Type();
public Vector get_Mime();
public Vector get_Protocol();
public Vector get_InOut();
}
4.3.3 Device Evaluation
Device Evaluationコンポーネント内の中心である，Device Evaluation Engineの機能
を提供しているバンドルは，maut.jarである．名前の通り，MAUT(3.2.5節参照)を実装
している．maut.jarで提供している，Mautクラスを利用することで，各アプライアンス
をユーザの好みを利用して評価することが出来る．Mautクラスの startメソッドを利用す
ることで，予めユーザが入力 (手動またはポリシ履歴ファイルを選択)した各項目の重み付
けの値と，Search Device Engineで取得した，アプライアンスが持っている各スコアを利
用し，計算を行うことが出来る．計算の結果は，getResultメソッドで各アプライアンス
に対するスコアを取得することが出来る．
プロトタイプメソッド一覧 　
public interface DeviceEvaluationEngine {
public void start(Hashtable friendlyname_type,Hashtable policy_score);
public Hashtable getResult();
}
public interface inputpolicypage {
public String getHtml(Vector Type,String TaskName,String policy_input_method);
public String NotUseServicePage(String TaskName);
}
public interface resultpage {
public void itemize(Hashtable friendlyname_type,Hashtable score);
public void topHtml();
public void endHtml();
public String getHtml();
}
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第5章 考察
本研究ではユビキタスコンピューティング環境における，利用できるサービスの増加に
伴うユーザへの不利益を述べた．その解決手法として，アプライアンス選択を行う際に，
ユーザのポリシを反映させ，アプライアンスを評価する手法の提案，実装を行った．
本章では，サンプルシナリオを述べ，サンプルシナリオに基づいてシステムを利用した
経験を踏まえて考察を行い，さらによいシステムを実現するための課題について述べる．
5.1 サンプルシナリオ
ボブは広告会社で営業の仕事をしている．新しい広告のイメージをお客様にプレゼン
テーションをするためにお客様を訪問し，会議室に通された．その会議室には，プロジェ
クター，フラットディスプレイ，ウーハーを使用しているスピーカー，ステレオシステム
がある．またボブは，スピーカーが組み込まれたノートパソコン，PDA，イヤホンを持っ
てきている．ボブは自分のノートパソコンにある，新しい広告のイメージビデオのデータ
を再生したい．ビデオを流す際にディスプレイは大きいもの，かつ細かな色使いも見てほ
しいので解像度が高いものがよい．また，このビデオは機密事項なので音質をそこなうこ
となく，外部に音がもれにくいスピーカーがよいという希望がある．
しかしボブはこの会議室に来たのは初めてなので，ディスプレイのサイズや解像度など
細かい情報はなにもわからない．プロジェクターを利用すればサイズは一番大きいだろう
が，解像度という点も考慮するとプロジェクターを選択するのが最善かは，わからない．
スピーカーはイヤホンを使えば，外部へもれるという心配は少ないが，音質に問題がある．
会議室のスピーカーやノートパソコンのスピーカーを利用すると音がもれる心配がある．
このような状況ではボブ自身が最適なアプライアンスを選択することが難しい．
ボブが持ってきているノートパソコンには，アプラインスを自分の好みで評価するシス
テムが入っているので，自分でアプライアンスを選択する代わりに，システムにタスクを
入力し，次にボブはアプライアンスに求めるポリシの情報を入力した．今回ボブがディス
プレイに関して一番に重視するのはサイズであり，解像度は二番目だとする．スピーカー
に一番に求めるのはプライバシーで，二番目が音質だと入力．すると，システムはボブの
好みに一番マッチした，ディスプレイはプロジェクター，スピーカーはイヤホンをボブに
提案した．ボブはシステムの提案に従ってプロジェクターとイヤホンを利用した．このよ
うに，ボブがアプライアンスの細かい能力をしらなくても，ボブの希望にあったアプライ
アンスを提案することを可能としている．
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5.1.1 サンプルシナリオの補足
サンプルシナリオの補足として，シナリオ内で述べた以外の利用可能なアプライアンス
について述べる．シナリオ内の会議室には，サンプルシナリオで述べたアプライアンス以
外に，以下の表のアプライアンスがあるものとする．
アプライアンス 数
ライト 4
エアコン 1
マイク 1
コピー機 1
ホワイトボード 1
電話 1
表 5.1: 利用可能なアプライアンス一覧
5.2 使用体験
実際に SENCHA上で利用可能なアプライアンスを，ユーザのポリシを利用してアプラ
イアンスの評価を行った．実際に考えられる状況としては，5.1節で述べたサンプルシナ
リオの状況を想定した．
サンプルシナリオでは，利用できるアプライアンスの種類は，部屋に備え付けてある，
プロジェクター，フラットディスプレイ，ウーハーを使用しているスピーカー，ステレオ
システム．加えて，表 5.1のアプライアンスが利用可能である．また，ユーザ自身が所有す
る，ノートパソコン，PDA，イヤホンの 7種類のアプライアンスが利用可能である．よっ
て，16種類のアプライアンスが利用可能な状態である．図 5.1は SENCHAが元々提供し
ている htmlで記述されたGUIである．SENCHAでは，ユーザのタスクに必要なアプラ
イアンスのみを表示する機能を提供していないので，SENCHAが検出した現在利用可能
なアプライアンスの一覧を表示している．
サンプルシナリオでは，ユーザのタスクとしてビデオストリーミングを行うのだが，必
要となるサービスは，ディスプレイ，スピーカーが必要となる．上記の環境では，ディス
プレイは 4種類，スピーカー 4種類が利用可能である．よって，タスクを実行するには 16
通りの選択の方法がある．今回のタスクを実行する際にユーザがディスプレイはサイズを
重視し，次に画面の質を重視してる．スピーカーに関しては，外部への音の漏れを考慮し，
プライバシーを重視したいというポリシをもっている．本システムでは，ユーザのポリシ
を数値を利用して重み付けを行う手法 (図 5.2)と，過去に利用した好みの情報の履歴を採
用している．
Appliance Registryに蓄えてあるアプライアンスの情報と，ユーザのポリシの情報を利
用することによって，図 5.3のようにタスクを実行する際に必要なアプライアンスの候補に
スコアをつけることを可能としている．スコアが上位になっているアプライアンスがユー
ザのポリシをより満たしているということになる．評価の結果を考慮し，一番の高評価の
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アプライアンスを組み合わせてユーザに提案するということも考えられるのだが，今回は
重要な最終決定はユーザ自身にゆだねる．あえて 16通りの組み合わせの候補を削除する
のではなく，あくまでシステム側からの提案としておき，システムは組み合わせ最終決定
や削除は行わないものとする．
このように，本システムを利用することにより，ユーザのタスクに必要なサービスを
提供しているアプライアンス以外の情報を削減させることができる．今回のシナリオで
は，利用可能なアプライアンスの合計は，16種類である．本システムを利用することに
より，ユーザに表示するアプライアンスをノートパソコン (ディスプレイ，スイーカー)，
PDA(ディスプレイ)，フラットディスプレイ (ディスプレイ)，プロジェクター (ディスプ
レイ)，イヤホン (スピーカー)，ステレオシステム (スピーカー)，ウーハー付きのスピー
カー (スピーカー)の 7種類にまで削減することが出来た．加えて，ユーザのポリシを利用
してアプライアンスを評価することにより，ユーザのアプライアンス選択における負担を
軽減させることにつながるであろう．
また，ユーザ自身がアプライアンスに求めるポリシの情報を手動で入力，または過去の
ポリシの履歴をユーザが自ら選択するアプローチには，システムが自動で過去のポリシの
履歴を利用して，利用するアプライアンスを推論するよりも，より現在のユーザのポリシ
を反映した結果を得ることができると考えられる．同じタスクを実行する場合においても，
その時点でのユーザのポリシや目的が異なる場合には，ユーザの好まないアプライアンス
に高評価を与えてしまう恐れがある．そのため本システムでは，ユーザが積極的に関与し
ていくアプローチを採用している．よって，以上のような問題を極力さけることが可能で
ある．
図 5.1: SENCHAが元々提供しているGUI
32
図 5.2: ユーザがタスク入力後のユーザのポリシ入力GUI
図 5.3: ユーザのタスクを実行可能なアプライアンス一覧．ポリシを評価したスコアを表
示することが可能
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5.3 実行時間
今回作成したシステムを評価するにあたって，システムを実行する際にかかる時間を評
価する．まず，RFIDReaderである Spiderがタグの情報を取得する時間であるが，これ
は Spiderタグの性能に依存する部分が大きいため割愛する (工場出荷時の設定により，0.2
秒から 100秒)．よって，以下の項目にしぼって評価をとることにする．
² タスクの記述から必要な情報を抜き出す際に必要な時間 (Task Parser)
² タスクを実行する際に必要なサービスの検索にかかる時間 (Search Device Engine)
² アプライアンスの評価にかかる時間 (Device Evaluation Engine)
実験環境
実行時間をとるための実験環境は図4.2の通り．図のように，2台のPCをハブを介して通
信させた．一台を SENCHAのPAC(2.2.2節参照)として動作させ，もう一台を SENCHA
の Smart Appliance(2.2.2節参照)として動作させた．Smart Applianceは複数動作させる
必要があるので，Smart Appliance用 PCに複数のプライベイトアドレスを割り振り，一
台の PCで複数の Smart Applianceの動作を実現させている．
100BASE-TX
100BASE-TX
PAC
Smart Appliance
AirStation
WBR-B11
図 5.4: 実験環境
PAC，Smart Applianceの動作環境は以下の通り．
PAC Smart Appliance
OS Red Hat Linux Fedra Core 1
CPU PentiumIII 500 MHz PentiumIII 1 GHz
Memory 320MB 384MB
NIC Intel(R)PRO/100 VE Intel(R)PRO/100 VE
表 5.2: 動作環境一覧
結果
システムを評価する際に利用するタスクは日常生活において通常行われる行動を想定す
る．今回は，ビデオストリーミングを行うという状況を想定する．ビデオストリーミング
に必要なサービスは display,audio,input data(storage)の 3種類である．
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図 5.5: 評価結果グラフ
評価結果のグラフを見てみると，システム実行にかかる時間の大部分はDevice Evaluation
Engineの実行時間であることが分かる．また，Search Device Engine，Device Evaluation
Engineは，総サービス数の増加にほぼ比例していることが分かる．しかし，Task Parser
は，Appliance Registry内の総サービス数に関係なく，ほぼ一定である．
考察
ユビキタスコンピューティング環境においては，周囲に無数のコンピュータが周囲に偏
在するが，ホームコンピューティング環境という範囲においては，利用出来るアプライア
ンスの数は膨大ではないと考えられる．よって，測定結果に大きな問題はない範囲にある
と考えられる．実際に SENCHAで想定しているパーソナルデバイスは，今回の実験環境
よりもオーバーヘッドが大きいであろうが，それを考慮してもある程度実用的な動作が可
能であると考えられる．
システムの実行時間以外のオーバーヘッドについて考えてみる．まず．RFIDシステム
についての問題が考えられる．今回使用した Spiderは，タグから情報を取得するまでに必
要な時間が長いことに加え，ネットワークを介してタスクデータベースにアクセスするた
めに，タスクテンプレートの取得に数秒の時間を必要とする．将来的には，RFIDタグ自
身にタスクテンプレートの書き込みが可能なシステムを利用することで，ある程度の性能
向上を望める．しかし，タスクテンプレートの書き換えを想定する場合，アクティブタグ
を利用しなければならず，消費電力の関係上ある程度のオーバーヘッドを覚悟する必要が
ある．以上の測定結果のほかに，先に述べたRFIDから情報を読み込みタスクテンプレー
トの取得にかかる時間や，GUIの表示にかかる時間，ユーザから必要な情報の入力にか
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かる時間がシステムを実行するには必要となる．そこで，本システムを利用する状況を考
える．本システムを利用する状況は，ユーザがアプライアンスを利用したい場合に限られ
る．今現在のユーザがアプライアンスを利用する状況と，ユビキタスコンピューティング
環境下において，ユーザがアプライアンスを利用する状況について考察してみる．ユビキ
タスコンピューティング環境では，利用出来るサービスやアプライアンスの数は増えるで
あろうが，ユーザがアプライアンスを利用する状況に大きな変化はないものと考える．現
在において，ユーザがアプライアンスを利用する状況において，1分，１秒を争う状況は
特殊な状況を除けば，ないに等しい．よって，本システムを利用する状況としては，1分，
1秒を争うような状況において使用されるとはない．よって，システム全体にかかる時間
としては問題ない範囲であると考える．
5.4 将来課題
ここでは，本研究において今後考慮すべき将来課題について述べる．
アプライアンスの位置情報
ユーザがアプライアンス選択を行う際に考慮しなければならない問題として，アプライ
アンスの位置の問題がある．ユーザ個人の部屋など，タスクを実行する場所が狭い空間に
限られるならば問題はないが，公共の空間や，会議室など広い空間でタスクを実行する際
に，選択したアプライアンスの距離が離れていると問題となる場合がある．
例えば，2.4.2節のシナリオのように会議室でビデオを流す場合を考えてみる．ディスプ
レイとスピーカーが離れすぎていたら，いくらユーザのポリシを満たしていたとしても，
ユーザにとって不便であることは自明である
ユーザがどのアプライアンスがどこにあるのかを把握しているならば，この問題は起き
ることはない．しかし，初めての場所で，すべてのアプライアンスの場所を把握するのは
難しい．したがって，アプライアンス個々がユーザのポリシを満たしているかを評価する
だけでなく，アプライアンスを組み合わせて利用した場合にどれだけ，アプライアンスの
距離 (相性)についても考えなくてはいけない．
アプライアンスの変更
ユーザがタスクを実行中に，他のユーザが利用していたアプライアンスが利用可能に
なったとする．利用可能になったアプライアンスがユーザのポリシを現在使用しているア
プライアンスよりも，さらに満たしている場合に，アプライアンスを自動的に変更してし
まうと，ユーザにとっては不利益をこうむる可能性がある．
確かに，ユーザのポリシを満足させることが出来るアプライアンスを利用できるならば，
ユーザにとっても，変更することによる利点があることは間違いないであろう．そこで，
今後は，ユーザが新しいアプライアンスに変更する際にユーザが被る不利益と，アプライ
アンスを変更することによってユーザが受ける利益の 2点を考慮して，アプライアンス変
更の問題について今後，考えなければならないであろう．
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評価する項目の意味の解釈
本研究では，ユーザが利用したいサービスを提供しているアプライアンスを，ユーザの
ポリシによって評価する手法を採用している．アプライアンスには，あらかじめ評価する
項目ごとにアプライアンスの能力を考慮してスコアがつけられている．ここで問題となっ
てくるのが，ユーザの行いたいタスクによってそのスコアが変化する可能性があることで
ある．
例えば，スピーカーについての評価する項目のひとつである，音質に注目してみる．あ
るスピーカー Aは，クラシック音楽を流すにはとても相性がよく，例えば Aの音質に関
するスコアは 90点となる．しかし，同じスピーカー Aでジャズ音楽を流すとすると，A
とジャズの相性は悪く，スコアはとても 90点をつけることは出来ない．
このように，一概に音質と定義しても，ユーザのタスクによってアプライアンスの評価
であるスコアは，変動してしまう．ユーザのタスクとアプライアンスの能力の評価である
スコアの関係が大きな課題となる．
RFIDタグの誤認識
本論文では，オフィス内で一人のユーザがアプライアンスを操作するシナリオを考えた．
しかし，オフィス内には他にも多数のユーザが存在する．また，家庭内での利用を考えて
みても，家族や，来訪者など多数のユーザが同じ空間に存在する場合が多くなる．
各ユーザがタスクをシステムに通知するRFIDタグは，今回アクティブタグの利用を想
定しており，常に周りのユーザに対しても電波を発信しており，他のユーザのタグを誤認
識してしまう場合も考えられる．他のユーザのタグを謝って読みこんでしまった場合の対
処の仕方を考慮する必要があると考えられる．
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第6章 関連研究
6.1 CAFE
CAFE(Composition of Appliance Functionality in an Ensemble)[8]は，ユビキタスコ
ンピューティング環境において，ユーザの要求 (行動)を行うために必要なデバイスの組
み合わせ (aggregation)をユーザに提案し，ユーザのアプライアンス選択をサポートする
ミドルウェアである．組み合わせを決定する際に，ユーザの好みを利用して組み合わせを
評価し，数値でスコアをつける．より，スコアが高い組み合わせがユーザの好みを満たし
ているといえる．CAFEは，利用可能なアプライアンスの中からユーザの要求を満たすア
プライアンスを探し，組み合わせて提案するという点において，本研究とよく似た研究で
ある．
本研究との違いは，ユーザの要求の入力方法にある．CAFEでは，要求を入力するには，
htmlで記述されたフォームから入力する．入力内容は，ユーザの行動 (play,editなど)と
扱うデータのMIME(mpeg,mp3など)を手動で入力する．これでは，ユーザが予め，デー
タのファイル形式などを理解している必要がある．システムを利用するユーザがファイル
形式を予め，理解していなければならないという問題がある．
二つ目は，ユーザの好みの入力の方法である．CAFEは予め好みを記述したアプライア
ンスの種類に対応した，ポリシファイルを持っている．ユーザはこのポリシファイルを利
用するアプライアンスの種類ごとに選択することで，システムに利用するアプライアンス
に対するユーザの好みの情報を入力している．ユーザの行いたい要求，またはその時の状
況にによって，アプライアンスに求める好みの情報は異なる．よって，あらかじめ用意し
てあるファイルを利用するのでは柔軟性にかけると考える．
6.2 Task Computing
ユビキタスコンピューティング環境では，ユーザの機器を連携，組み合わせて利用す
る世界が求められる．そこで Task Computing[7]の目的は，ユーザの身の回りにある情
報機器を，ユーザがその場で自由に組み合わせて利用することを可能にすることである．
ユーザの要求によって，サービス (アプライアンス，ユーザ個人の端末のファイルやアプリ
ケーションなど)の組み合わせを自由に実現するという点では，本研究と似ている．Task
Computingでは，利用出来るサービスの情報を収集し，ユーザがやりたいこととしての，
タスクの合成を行う．ユーザは，サービスを利用して行えるタスクの一覧をインタフェー
スに表示する．ユーザは行えるタスクの一覧から，タスクを実行する際に利用するサービ
スの選択を行い，タスクを実行する．
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ユビキタスコンピューティング環境では，利用出来るアプライアンスの数は増加する．
つまり，タスクを実行出来るサービスの候補の数も増加すると考えられる．候補のなから，
タスクを実行する際にユーザが求める好みを満たしたサービスがどれなのか判断が難しい
問題がある．Task Computingでは，タスクに合うサービスの選択を行うことは出来るが，
どのサービスがユーザの好みを満たしているか判断出来ない．よって，ユーザにとって不
便な選択をしてしまう可能性がある．
6.3 Omnisphere
ワイヤレスネットワークで接続されたデバイスは，未来のインターネットアプライアン
スとして変化するであろう．そのような環境において，そのようなアプライアンスや，そ
れが提供する機能をシームレスに利用可能にする，コミュニケーション環境が必要となる．
そのような環境を実現するOmnisphere[9]は，周囲のアプライアンスの情報の収集，アプ
ライアンス間の通信を実現している．Omnisphereは以下の３つの要素を利用して，ユー
ザがしたいこと (要求)に利用するアプライアンスを決定する．
² user preference
² Device Capabilities
² Context
本研究において，アプライアンスの決定にユーザの好みを利用している．Omnisphereに
おいては，user preferenceに関する情報は以下のように記述されている．
/video TV-screen, notebook, PDA, phone office
上記の例は，動画をオフィスで見る場合は，TV-screen， notebook，PDAのいずれかを
用いるという意味である．このように，Omnisphereでは，user preferenceの記述に，具
体的に，1)どこの場所で，2)どのような行動を，3)どの種類のアプライアンスを利用す
るのか，に関する情報を利用している．本研究と違い，具体的にアプライアンスに求める
ユーザの好みに関する情報は利用していない．
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第7章 結論
ユビキタスコンピューティング環境において，我々の周囲には利用可能なアプライアン
スや，サービスなどが現在よりも数多く存在するであろう．それらを利用することにより，
ユーザの生活はより便利になり，我々ユーザの生活は大きく変化していくと考えられる．
しかし便利になっていく反面，ユビキタス環境が我々の生活に不利益を与える可能性があ
る．それは，ネットワークを介して利用できるアプライアンスやサービスが増えることに
より，ユーザにとって本当に必要なアプライアンスやサービスを選択すること，またその
アプライアンスやサービスの中からユーザの好みを一番みたしているものを選択すること
が困難になってしまう可能性がある．そこで本研究では，ホームコンピューティング環境
に焦点をしぼり，ユーザがタスクを実行する際にに必要なアプライアンスの選択の支援を
目的としたシステムの提案をした．
本研究では，ユーザが明示的にシステムにタスクを入力する方法としてRFIDを利用し
た方法を採用している．このことにより，ユーザがタスクをシステムに理解させるための
記述をする必要がなくなり，ユーザの負担が軽減出来た．また，ユーザがアプライアンス
に求めるポリシをわかりやすくシステムに入力するために，数値を用いてアプライアンス
の評価を行うことが出来るMAUTの手法を採用した．その結果，アプライアンスを使用
する時点での，ユーザの好みを利用してアプライアンスを評価することを可能とした．
ユビキタス環境下における，アプライアンスやサービスの氾濫を想定し，本システム
を実装することで，ユーザのタスクの実行に必要なアプライアンスやサービスを抽出し，
ユーザから見える情報量を減らすことが出来た．また，RFIDにタスクテンプレートをエ
ンコードすることにより，ユーザがタスクテンプレートを行う負担を回避し，また明示的
にシステムに通知することを可能にした．アプライアンスに求めるユーザのポリシを，同
タスクを行う際に利用した過去のポリシの履歴をシステムが自動に選択するのではなく，
ユーザが自ら入力することで，より現在のユーザのポリシを反映したアプライアンスを
ユーザに提案することを実現した．本システムを利用することで，ユビキタス環境下にお
ける，アプライアンス選択を行う際にかかる，ユーザの負担を軽減させることができると
考えられる．
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