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Abstract: A numerical method based on an infinite lattice of quadrature points truncated at some suitable radius has 
recently been proposed for integrating functions over R”. Here we show how the lattice points required for this 
quadrature method may be found by making use of the lattice’s generator matrix. The method for generating the 
lattice points essentially involves solving sets of Diophantine equations by exhaustive search. Timing results indicate 
that if one was using a lattice method to approximate integrals that arise in practice, then the computation time 
required to generate the lattice points would not be a major overhead compared to function evaluations. 
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1. Introduction 
In a recent paper by Sloan and Osborn [4], a ‘lattice rule’ of the form 
C(f) = DL c f(x), 
XGL 
(1.I) 
where L c 02” is an infinite lattice (see Section 2 for further details) and D, is the determinant of 
the lattice, was proposed as a numerical method to approximate the integral 
For more information about lattices, the reader is referred to [2] and [5]. In [5] are found some 
important lattices and in this paper, we shall show how the generator matrices (see Section 2 for 
further details) for the lattices found there may be used to generate the corresponding lattices. 
We shall see that for a given radius r, we are able to find the lattice points which are at a 
distance G r from the origin. This is what is usually required in practice since the infinite sum in 
(1.1) must be truncated, and this is commonly done by not using any lattice points beyond some 
cut-off radius. The method proposed here for generating the lattice points essentially involves 
solving sets of Diophantine equations by exhaustive search. 
Section 2 contains background material and the method for generating the lattices, while 
Section 3 contains some results giving an indication of the computational efficiency of the 
proposed method. 
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2. Background material and generation of lattices 
We firstly give a formal definition of a lattice. 
Definition 1. L is a lattice in R” if 
(a) L contains n linearly independent points; 
(b) L is an abelian group under addition; 
(c) for every point x E L, there is a sphere centered at x that contains no other points of the 
lattice. 
It is known (see [l]) that every lattice L c R” has a set of generators, that is, a linearly 
independent set { m,, . . . , m, } c L such that every point of L is an integer linear combination of 
the m,, . . . , m,. Let 
T 
ml 
&f= : . I.1 4 
Then any point x E L is given by x = MTz, where z is an n-vector having integer components. 
The matrix A4 is called a generator matrix for the lattice, and D, = ) det( M) 1 is the determinant 
of the lattice. 
To see how the generator matrices found in [5] may be used to generate the corresponding 
lattices, we firstly note that they have been scaled so that if x = MTz, then the square of the 
Euclidean norm of x given by 
takes on only integer values. Thus if we wish to generate the lattice points x E L inside or on a 
sphere of radius r, then we need to find the vectors z having integer components only that satisfy 
zTMMTz =g r2. 
Here we see that we have a quadratic form and we want to find the integer solutions for which 
the quadratic form takes on the non-negative integer values < r2. Thus finding the vector z 
essentially amounts to solving certain sets of Diophantine equations. 
One obvious method that springs to mind for solving these sets of Diophantine equations is 
exhaustive search. Clearly, if exhaustive search is to be a viable method, then we need to cut 
down, as much as possible, the choice of integers that we look at. We note that the generator 
matrices found in [5] are such that they can be transformed into upper triangular matrices (with 
all diagonal elements non-zero) by a permutation of the columns followed by a permutation of 
the rows. Since the ordering of the coordinate axes is not important in a lattice and a 
permutation of the columns is essentially a reordering of the coordinate axes, while a permuta- 
tion of the rows amounts to no more than a relabelling of the generators, we shall, without loss 
of generality, assume that the generator matrix has already been transformed and take M to be 
upper triangular. (In practice, there is no need to transform a generator matrix into an upper 
triangular matrix. However, we make this assumption to simplify the notation and thus make the 
description of how the lattice points inside or on a sphere of radius r are generated much easier 
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to understand.) Since M is upper triangular, this means that each component x,, 1 < i < n, of x 
may be written as 
xi= c mk,rZky 
k=l 
where zk is the k th component of z and mk,, is the (k, i)th component of M with m,,, # 0. Then 
by making use of the requirement that 
i-1 
lxj)2<r2- c (x,)‘, 
k=l 
(the sum is taken to be zero when i = l), we obtain the bounds 
r-l 
2 
cc )] 
I/2 i-l 
xk - Signh,;) c mk,rZk 
k=l k=l 
1 
i-l 
< ___ 
“I ’ 1 m;,, I 
r2 - kg1 (.xkJ2]*” - sign(m,,,) ‘jj m,,;z,i = 24, 
k=l 
for z,. In this way, we are able to successively obtain lower bounds I, and upper bounds u,, 
1 G i G n, on every component of z. To see how we can use these bounds to successively generate 
the components xi, 1 < i G n, of x and find the x E L which satisfy xTx < r2, let [w J denote the 
largest integer < w and let [WI denote the smallest integer > w where w is a real number. Then 
the required lattice points x E L may be found by the following procedure: 
Calculate I,, 24i 
For zr = [Zrl, lull do 
-5 = m1,1=1 
Calculate I,, u2 
For z2 = [&l, lu2] do 
x2 = 9 25 + m2.2z2 
Calculate I,, uj 
For z3 = 11x1, 14 do 
x3 = m1.3z1 + m2,3z2 + m3,3z3 
Calculate I,, u, 
For z, = [lnl, lu,l do 
x, = c mk,nzk 
k=l 
A lattice point is given by x = (x1, x2, x3,. . . , x,,)~. 
Remarks. (1) Obviously, the lattices can be scaled. If M is a generator matrix for the lattice L, 
then the lattice 
L’=cL= {cx, XEL} 
330 S. Joe / Lattice generation in multiple integration 
has the generator matrix M’ = CM. Then x E L satisfying xTx < r2 * x’ E L’ satisfies (x’)~x’ < 
c2r2. In particular, suppose we want to generate a lattice L’ with determinant h”, h > 0. Then 
h”= ]det(M’)] =cn]det(M)] JC= h 
]det(M) )1/n’ 
(2) In practical computations, an adaptive quadrature technique is used with successive 
approximations to an integral obtained by using smaller and smaller values of h. In this 
situation, it would be necessary to generate all the lattice points required for each value of h. Of 
course if a whole set of integrals needed to be approximated (see, for example, [3]), one would 
need to generate the lattice points only once for each value of h. 
(3) For the method described above, it has been assumed that the generator matrix M can be 
transformed into an upper triangular matrix by permutations of the columns and rows. However, 
any matrix A can be represented as A = TO where T is an upper triangular matrix and 0 is an 
orthogonal matrix. It then follows that the proposed method can be used for generation of any 
lattice for numerical multiple integration. 
3. Timing results 
Here for different values of r*, we give the CPU time required to generate the lattice points 
for the 12-dimensional K12 lattice (Table 1) and the 16-dimensional Al6 lattice (Table 2) which 
are at a distance squared of G r2 from the origin. Further details about these two lattices may be 
found in [5]. The computations were done on a CYBER 205 computer with the optimiser option 
on (without the optimiser, the CPU times below would on average have been increased an extra 
35%). The CYBER 205 is a ‘super computer’ and computations on this machine are roughly 70 
times faster than computations on a VAX 11/750. 
Note, in fact that the timing results also include function evaluations at the lattice points of 
exp(- bl*P 6 for the K12 lattice and of exp( - ( x 1 *)/T’ for the Al6 lattice. On average, 
these function evaluations took up about 55% of the CPU time for K12 and 40% of the CPU 
time for 1116. Since the computation time for these two functions is small compared to the 
Table 1 
r2 No. of points < r2 CPU time on CYBER 205 (s) 
0 1 0.126 
1 1 0.133 
2 157 0.183 
3 4789 0.401 
4 25 201 1.227 
5 85 681 3.393 
6 225 541 8.103 
7 552133 18.272 
8 1204 561 37.496 
9 2224657 66.978 
10 4225033 122.334 
Note. The generator matrix for K12 found in [5] is incorrect and needs to be multiplied by fi. 
Table 2 
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r2 No. of points < r2 CPU time on CYBER 205 (s) 
0 1 0.125 
1 1 0.214 
2 4321 0.564 
3 65 761 4.205 
4 588481 27.724 
5 2800321 121.075 
computation time required for more complicated functions that arise from integrals in the ‘real 
world’, this implies that, in practice, the major computational overhead in using a lattice method 
for numerical integration would be function evaluations rather than the generation of the lattice 
points. This is especially true if a whole set of integrals were done at once as suggested in 
Remark 2 above. 
It can be seen for K12 and Al6 that the number of lattice points on each shell increases very 
rapidly as we move further away from the center (in general, the tables in [5] show that this 
situation becomes worst as the dimension n gets large). Thus it may be a sensible idea to 
generate the lattice points inside or on a sphere of radius r as done here, and this is especially so 
if the function that is being integrated is known to decay rapidly at infinity. 
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