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Abstract
This thesis describes a real-time software-defined-radio implementation of the time-
slotted round-trip carrier synchronization protocol in two-source and three-source commu-
nication systems. The techniques developed in this thesis can be used to synchronize the
carriers of two or three single-antenna wireless transmitters with independent local oscilla-
tors so that their band-pass transmissions combine constructively at an intended receiver.
Synchronization is achieved via the time-slotted transmission of (i) an unmodulated pri-
mary beacon from the destination to the sources and (ii) a series of secondary unmodulated
beacons between the sources. Explicit channel state information is not exchanged between
the sources and/or the destination. When synchronized, the single-antenna sources are able
to cooperatively transmit as a distributed beamformer and achieve increased transmission
range, reduced transmission energy, and/or increased security. The experimental results
in this thesis confirm the theoretical predictions and also provide explicit guidelines for
the real-time implementation of a carrier synchronization technique suitable for distributed
transmit beamforming.
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1Chapter 1
Introduction
Transmit beamforming is a wireless transmission technique that can increase the range
and/or reduce the amount of transmission energy required for reliable communication.
These gains are achieved because, unlike a single-antenna transmitter, a transmit beam-
former controls the directivity of the band-pass signals to steer more energy in the desired
directions and less energy in undesired directions. In order to control the directivity, the
band-pass transmissions from each antenna must have a particular phase. By controlling
the phase of the signal at each antenna in the antenna array, a power gain in signal can
be achieved in one or more desired directions and nulls can also be steered to minimize
radiation in undesired directions.
Transmit beamforming generally requires more than one antenna at the transmitter.
Many wireless devices are limited, however, by size or hardware complexity to one antenna
(i.e., cellular telephones). Recently, a new class of methods called “distributed” beamform-
ing has been proposed that enables single-antenna node in a multi-node environment to
share their antennas and generate a virtual multiple-antenna transmitter that allows them
to behave as a conventional beamformer.
Unlike a conventional beamformer where the carrier at each antenna is synthesized from
a single local oscillator, the carriers of the single-antenna transmitters in a distributed
beamformer are each synthesized from independent and imperfect local oscillators. There-
fore, carrier synchronization is necessary to ensure the carriers combine constructively at
2the destination. As discussed in [1], previous work in the field of distributed beamforming
and carrier synchronization can be categorized into two basic approaches: closed-loop phase
synchronization and open-loop phase synchronization. In closed-loop systems, interaction
among the sources can be minimal since the destination coordinates the synchronization
process. In open-loop systems, however, the emphasis is on using local interactions between
the sources to minimize interaction with the distant destination. The closed-loop phase
synchronization approach includes “master-slave” approach described in [2] and one-bit
feedback closed-loop synchronization approach as described in [3] and [4]. The “master-
slave” scheme can also be applied in the open-loop approach as described in [5]. Regardless
of the synchronization approach, the beamforming gains are proved to be quite robust to
the moderate errors in phase alignment in [6] and [5]. For example, 90 percent of an ideal
two-antenna beamforming power gain is attained even with a phase offset of 30◦.
Recently, a new open-loop carrier synchronization approach was proposed in [7] and [8].
This method, called “time-slotted round-trip” carrier synchronization was shown to offer
several advantages with respect to [6] and [2] including not requiring explicit estimation,
exchange, and quantization of channel state information. This approach was also shown to
be able to achieve high rates of source and/or destination mobility.
This thesis describes a real-time software-defined-radio implementation of this newly
developed time-slotted round-trip carrier synchronization protocol. Both two-source and
three-source distributed beamformers have been implemented. These systems have been
tested and the preliminary experimental results suggest that the energy gains obtained
by beamforming largely outweigh the costs of synchronization. The two-source and three-
source distributed beamformers could deliver 2 times and 3 times more power respectively,
than the single antenna transmission (given fixed total input power). Meanwhile, the syn-
chronizations in the two systems take only 3.54% and 7.40% of the total time respectively,
when we have a 98% “normalized power” threshold and a 99% beamforming confidence.
3Chapter 2
Background
This chapter provides the necessary background knowledge for the methodology and
results presented in this thesis, including concepts such as beamforming, phase-locked loops,
real-time digital signal processing. The synchronization technique implemented in this
thesis, i.e., the time-slotted round-trip carrier synchronization protocol, is also discussed in
this chapter.
2.1 Conventional Beamforming
In wireless communications, conventional beamforming as described in [9] refers to a
technique in which an information source transmits a radio frequency signal over two or
more antennas and aligns the phases of the transmissions across the antennas such that,
after propagation, the signals combine constructively at the destination. Figure 2.1 shows
the block diagram of the conventional beamforming.
S o u r c e D e s t i n a t i o n
Figure 2.1: Block diagram of a conventional beamformer.
4Conventional beamforming has many attractive advantages to the single antenna trans-
mission. In general, an ideal n-antenna beamformer will have a power gain of n if the total
input power is held constant, as discussed in [10]. Since the constructive combining of the
carriers is only achieved at a desired destination and the individual antenna transmissions
cause destructive interference in all other directions, the security of the signal is also im-
proved. Also, since the energy efficiency is increased, the transmission range extends if the
total input power is held constant.
2.2 Distributed Beamforming
Distributed beamforming as described in [8] and [9] is based on the same principles
as conventional beamforming. But the transmit antennas are not physically located to-
gether. Hence, sources constrained by size that only contain a single antenna (i.e., cellular
telephones), or sources constrained by energy (i.e., low-powered sensors) could cooperate
together to form a virtual antenna array that enables the same advantages as the con-
ventional beamforming. The same overall energy reduction as conventional beamforming
can be achieved in distributed beamforming as described in [11]. Figure 2.2 shows a block
diagram of a distributed beamformer.
D e s t i n a t i o n
S o u r c e
S o u r c e
S o u r c e
Figure 2.2: Block diagram of a distributed beamformer.
As discussed in [1], the key challenges when using distributed beamforming, however,
5include coordinating the sources for information sharing and timing synchronization and,
most importantly, aligning the phases of the distributed carriers so that the transmissions
combine constructively at a given destination. This thesis is focused on the carrier synchro-
nization for distributed beamforming.
2.2.1 Overview of Carrier Synchronization Techniques
Previous work in the field of carrier synchronization can be categorized into two basic
approaches: closed-loop carrier synchronization and open-loop carrier synchronization. In
closed-loop systems, interaction among the sources can be minimal since the destination
coordinates the synchronization process. In [2], a beacon is transmitted by the destination
to each source node. The source nodes bounce the beacons back to the destination and the
destination estimates and quantizes the phase delay in each channel. These quantized phase
delays are then transmitted to the appropriate source nodes for local phase precompensation
prior to beamforming. A randomized gradient search technique with one-bit feedback for
carrier phase synchronization and distributed beamforming was proposed in [4].
In open-loop systems, however, the emphasis is on using local interactions between the
sources to minimize interaction with the distant destination. A hierarchical technique for
multiuser carrier synchronization and distributed beamforming was recently proposed in [5].
Prior to beamforming, a master source node synchronizes the carriers of the sources using a
technique similar to [2]. After the sources have been synchronized, the destination transmits
a common beacon to the sources to facilitate channel estimation and phase precompensaton
for beamforming. A two-source “round-trip” carrier synchronization protocol was proposed
in [12] and is distinguished from the aforementioned work by not requiring any digital signal-
ing between nodes to establish synchronization; carrier phase and frequency synchronization
is established through three continuously transmitted unmodulated beacons and a pair of
phase-locked loops (PLLs) at each source node. These beacons are transmitted on different
frequencies (also different from the carrier frequency) to avoid simultaneous transmission
and reception on the same frequency.
62.2.2 Time-Slotted Round-Trip Carrier Synchronization Protocol
The time-slotted round-trip carrier synchronization protocol was proposed in [8] and [7],
using the same “round-trip” approach as [12] except that a single frequency is used for all
beacons and carriers. The proposed round-trip synchronization protocol uses time division
duplexing for the beacons and carriers. The benefit of using a single frequency for the
carrier and all beacons is that channel reciprocity is maintained in multipath propagation
scenarios.
Figure 2.3 shows a three-source round-trip system model (round-trip carrier synchro-
nization of more than three source nodes is discussed in [8]), where gi,k(t) = gk,i(t),∀ik are
the reciprocal channels between the nodes and destination. The source node 1 and source
node 3 in Figure 2.3 are defined as the corner nodes while source node 2 is defined as the
middle node.
S o u r c e
N o d e  1
S o u r c e
N o d e  2 D e s t i n a t i o n
S o u r c e
N o d e  3
g0,1(t)
g1,2(t)
g0,2(t)
g2,3(t)
g0,3(t)
Figure 2.3: Three-source round-trip system model.
The synchronization is achieved by unmodulated primary and secondary beacons trans-
mitted in distinct time slots. Figure 2.4 shows the illustrative timing diagram of these
7beacons. There are six time slots for each synchronization iteration, denoted as T0, T1, T2,
D
S 1
S 2
S 3
T i m e  s l o t  0
D
S 1
S 2
S 3
D
S 1
S 2
S 3
D
S 1
S 2
S 3
D
S 1
S 2
S 3
D
S 1
S 2
S 3
P r i m a r y  b e a c o n S e c o n d a r y  b e a c o n B e a m f o r m i n g  c a r r i e r
t i m e0
T i m e  s l o t  1 T i m e  s l o t  2 T i m e  s l o t  3 T i m e  s l o t  4 T i m e  s l o t  5
Figure 2.4: Illustrative timing diagram of the time-slotted round-trip carrier synchronization
protocol in three-source system.
T3, T4, and T5. The activity in each timeslot is summarized here:
• In T0, the destination sends a sinusoidal primary beacon to all of the source nodes.
Each source node generate local estimates of phase and frequency of this primary
beacon, denoted as ω0i and φ0i.
• In T1, source node 1 transmits a sinusoidal secondary beacon to source node 2. This
secondary beacon is transmitted as a periodic extension of the beacon received in T0.
The frequency and phase of this secondary beacon are equal to ω01 and φ01. Source
node 2 generates local phase and frequency estimates from this observation, denoted
as ω12 and φ12.
• In T2, source node 2 transmits a sinusoidal secondary beacon to source node 3. This
secondary beacon is transmitted as a periodic extension of the beacon received in T1.
The frequency and phase of this secondary beacon are equal to ω12 and φ12. Source
node 3 generates local phase and frequency estimates from this observation, denoted
as ω30 and φ30.
• In T3, source node 3 transmits a sinusoidal secondary beacon to source node 2. This
secondary beacon is transmitted as a periodic extension of the beacon received in T0.
The frequency and phase of this secondary beacon are equal to ω03 and φ03. Source
8node 2 generates local phase and frequency estimates from this observation, denoted
as ω32 and φ32.
• In T4, source node 2 transmits a sinusoidal secondary beacon to source node 1. This
secondary beacon is transmitted as a periodic extension of the beacon received in T3.
The frequency and phase of this secondary beacon are equal to ω32 and φ32. Source
node 1 generates local phase and frequency estimates from this observation, denoted
as ω10 and φ10.
• In T5, all of the sources transmit simultaneously to the destination as a distributed
beamformer. The frequency and phase of the carriers are equal to ωi0 and φi0. The
local estimates of the corner nodes, ω10, φ10 and ω30, φ30 are achieved during the
previous time slots. The local estimates of the middle node, ω20 and φ20, however,
are generated as a combination of all of the local estimates generated by the middle
node, that could be expressed as
ω20 = ω12 + ω32 − ω02 (2.1)
φ20 = φ12 + φ32 − φ02 (2.2)
By using the ω20 and φ20 above, the total phase shift in the carrier signal of the middle
node is approximately the same as in the corner nodes. More detailed explanation
about ω20 and φ20 is provided in [8].
After the above process of synchronization, the carriers from each source node are syn-
chronized at the destination. Beamforming is achieved since the destination is essentially
receiving the sum of three beacons, modulated by the common message.
In [8], it is shown that the propagation times of the D → S1 → S2 → S3 → D and
the D → S3 → S2 → S1 → D circuits are identical. Thus the total phase shifts are also
identical. The equivalence of the accumulated phase shifts for all of the round-trip circuits
is the key feature of the round-trip carrier synchronization technique.
The two-source round-trip system is simpler than the three-source round-trip system,
since it only contains the corner nodes. The secondary beacons are transmitted directly to
9each other at appropriate timeslot without bouncing at the middle node. Figure 2.5 shows
a two-source round-trip system model and Figure 2.6 shows the illustrative timing diagram
of the two-source round-trip system. The activity of the source nodes in each timeslot
S o u r c e
N o d e  1
S o u r c e
N o d e  2
D e s t i n a t i o n
g0,1(t)
g1,2(t)
g0,2(t)
Figure 2.5: Two-source round-trip system model.
S 1
S 2
D
S 1
S 2
D
S 1
S 2
D
S 1
S 2
D
T0 T1 T2 T3
Figure 2.6: Illustrative timing diagram of the time-slotted round-trip carrier synchronization
protocol in two-source system.
is approximately the same as the corner nodes (source node 1 and source node 2) in the
three-source system. More discussion about the two-source system is provided in [7].
The discussion on the effect of mobility and noise on the time-slotted round-trip carrier
synchronization protocol is not provided in this thesis but can be found in [8].
In [8], the phase and frequency estimations are performed using maximum likelihood
estimators (MLE) techniques which is computationally infeasible for real-time operation,
hence our approach is to use phase-locked loops (PLLs). As discussed in [8], however, since
each source transmission in the time-slotted round-trip carrier synchronization protocol is
10
intended to be a periodic extension of a beacon received in a previous timeslot, each source
node could realize its phase and frequency estimation functions during the synchronization
timeslots by using PLLs with “holdover” circuits [13].
2.3 Phase-Locked Loop
A phase-locked loop is a circuit synchronizing an output signal (generated by an oscil-
lator) with a reference or input signal in frequency as well as in phase. In the synchronized
(locked) state the phase error between the oscillator’s output signal and reference signal is
zero, or remains constant. The major components of a basic PLL include: a phase detector,
a loop filter, and a voltage controlled oscillator (VCO) as shown in Figure 2.7.
p h a s e
d e t e c t o r
l o o p
f i l ter V C O
U1(t) U3(t) U4(t)
U2(t)
U5(t)
Figure 2.7: Block diagram of a basic PLL.
In order to achieve the synchronization protocol described in [8], however, the PLL in
this thesis contains two extra function units: an in-lock detector and a holdover that are
discussed in the following sections.
2.3.1 Phase Detector
The phase detector performs an operation on the phase difference between the input
signal U1(t) and the feed-back signal U2(t). As discussed in [14], there are four major types
of phase detector: the multiplier phase detector, EXOR gate phase detector, JK-flip-flop
phase detector, and phase-frequency detector (PFD). In this thesis, we chose to use the
multiplier phase detector for the PLLs.
The multiplier phase detector is used exclusively in linear PLLs (LPLLs). In an LPLL,
11
the input signal U1(t) and the feedback signal U2(t) could be expressed as
U1(t) = cos(ω1t+ φ1) (2.3)
U2(t) = cos(ω2t+ φ2) (2.4)
where ω1 and ω2 are their frequencies while φ1 and φ2 are their phases. The output of this
type of phase detector is simply the product of the two input signals. Thus, we get
U3(t) = KdU1(t)U2(t) =
Kd
2
[cos((ω1 + ω2)t+ φ1 + φ2) + cos((ω1 − ω2)t+ φ1 − φ2)] (2.5)
where Kd is the gain of the phase detector in [rad/V]. The PLL is define as in a “locked
state” when ω1 = ω2 and φ1 ≈ φ2 + pi2 , then the output of the phase detector is
U3(t) =
Kd
2
[cos(2ωt + φ1 + φ2) + cos(φ1 − φ2)] ≈ Kd
2
[cos(2ωt + φ1 + φ2) + (φ1 − φ2)](2.6)
because when φ1 − φ2 is very close to pi2 , cos(φ1 − φ2) could be approximated as φ1 − φ2.
The output signal U3(t) is also the input to the loop filter.
2.3.2 Loop Filter
The loop filter of a PLL is typically a low pass filter with a large (ideally infinite) DC
gain. In this thesis, we chose a second order active proportional integral (PI) loop filter of
the form
F (s) =
1 + s(τ2 + τ3)
sτ1(1 + sτ3)
(2.7)
where τ1, τ3 and τ3 are chosen as to achieve a required bandwidth (ω3db) and phase margin.
Since there is a pole at s = 0 for this filter, it performs like an integrator, providing infinite
DC gain in theory. This is necessary because it ensures the phase error between the input
signal and the feedback signal is eliminated by the loop filter.
The higher frequency portion in U3(t) is attenuated by the loop filter. Hence the output
of the loop filter approximately contains only the DC portion in U3(t), expressed as
U4(t) ≈ Kd(φ1 − φ2)
2
(2.8)
that is approximately proportional to the phase offset φ1 − φ2. Therefore, the PLL could
control the VCO to increase or decrease its frequency according to the phase offset φ1−φ2.
The specific design of the loop filter is discussed in Section 3.2.2.
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2.3.3 Voltage Controlled Oscillator (VCO)
A voltage controlled oscillator is an oscillator whose oscillation frequency is controlled by
its input voltage. Its frequency increases/decreases when the input voltage is positive/neg-
ative, in accordance to
ωV CO(t) = ωcenter +K0U4(t) (2.9)
whereK0 is the VCO gain and ωcenter is the center frequency, defined as the VCO’s frequency
when the input voltage is 0.
2.3.4 Phase-Locked Loop with holdover function
The phase-locked loop with holdover function is able to output a signal with fixed
frequency and phase when the holdover function is activated. The fixed frequency and phase
are captured and held when the holdover function is off and the PLL performs normally
tracking the frequency and phase of the input signal. In addition to the components of
a basic PLL, the phase-locked loop with holdover function contains two extra function
units: in-lock detector and holdover. Figure 2.8 shows the functional block diagram of the
phase-locked loop with holdover function.
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Figure 2.8: Block diagram of the phase-locked loop with holdover function.
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In-lock detector
The in-lock detector is able to tell whether the PLL is in locked state or not. It consists
of a phase shifter, a multiplier, an average value low-pass filter, and a Schmitt trigger,
connected as in Figure 2.8. As discussed in Section 2.3.1, when the PLL is in locked state
there is a phase offset of approximately 90◦ between the input U1(t) and the feedback signal
U2(t). The phase shifter then output a signal U
′
1(t), which has approximately the same
phase as U2(t). The output of the multiplier is simply the product of U
′
1(t) and U2(t) as
U6(t) = U
′
1(t)U2(t) ≈ U2(t)2 = cos2(ω2t+ φ2) =
1
2
(1 + cos(2ω2t+ 2φ2)) (2.10)
whose average value is positive when the PLL is locked. If the PLL is not in the locked
state, however, the average value of U6(t) is approximately equal to zero since U
′
1(t) and
U2(t) are uncorrelated. Hence, the output signal of the multiplier U6(t) is a clear indicator
of the locked state. To eliminate the AC components and to avoid false triggering, the U6(t)
is sent to an average value low-pass filter. The filtered signal is employed to the input of
the Schmitt trigger.
The Schmitt trigger is a comparator circuit that incorporates positive feedback. When
the input is higher than a certain chosen threshold, the switch is on; when the input is below
another (lower) chosen threshold, the switch is off; when the input is between the two, the
switch retains current state. Hence, by setting positive thresholds, the Schmitt trigger is
able to detect the locked state of the PLL and represent the judgment in its output. The
specific values of the “on” and “off” triggers is discussed in Section 3.2.4.
Holdover
The holdover is composed of an average value low-pass filter, a holdover buffer, and a
holdover switch as shown in Figure 2.8. The average-value low-pass filter attenuates the
ripples in the output of the loop filter. The conditional holdover buffers only store the
output of this average-value low-pass filter when the PLL is in locked state, based on the
output of the Schmitt trigger. When the holdover switch is on, the value stored in the
holdover buffer is held and used as the input to the VCO. Thus, the VCO outputs a signal
with fixed frequency and phase and the PLL stops tracking the input signal U1(t). When
14
the holdover switch is off, the output of the loop filter is used as the input to the VCO
and the PLL is still tracking U1(t). The threshold for the PLL in this thesis is discussed in
Section 3.2.5.
2.4 Real-Time Digital Signal Processing (DSP)
Digital signal processors (DSPs) are used in a wide range of applications, such as in com-
munications, controls, speech processing, and so on. They are used in cellular phones, digital
cameras, high-definition television (HDTV), radio, modems, and other devices. These types
of devices are constantly receiving, analyzing, and modifying data in real-time to perform
their given task. In this thesis, up to three identical DSPs are used to achieve different tasks
from each other. With the versatility of these DSPs, we can test different designs within
seconds.
2.4.1 TMS320C6713 DSK
The systems in this thesis are achieved by TMS30C6713 Digital Starter Kits (DSKs)
from Spectrum Digital. All synchronization functionality is realized in software running
in real time on the 225 MHz floating point digital signal processor. Each DSK has a
Texas Instrument’s TMS320C6713 DSP, a TLV320AIC codec, 2M x 32 on board SDRAM,
four user-definable LEDs, four DIP switches, also user definable, and four 3.5 mm au-
dio jacks (microphone, line-in, speaker, and line-out). There is more information of the
TMS320C6713 DSK in [15].
2.4.2 Code Composer Studio 3.1
The programming of the TMS320C6713 DSK is developed in the Code Composer Studio
(CCS) Integrated Development Environment (IDE) 3.1. The CCS IDE allows a user to
connect, program in C, and run the TMS320C6713 DSK through a graphical user interface
(GUI). Also, a user is able to view the memory contents of the TMS30C6713 and profile
the execution time for pieces of their code all in real-time. This is the means by which the
system presented in this thesis is implemented in conjunction with the TMS320C6713 DSK.
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Chapter 3
Two-Source Time-Slotted
Round-Trip Carrier
Synchronization System
In this chapter, based on the system model in Figure 2.5, we will discuss a two-source,
one-destination synchronization system utilizing phase-locked loops. A similar system was
discussed in [16]. Instead of the continuously transmitted beacons and carriers with distinct
frequencies in [16], we achieve synchronization here via time-slotted periodic beacons and
carriers with a common frequency. This approach is called the time-slotted round-trip
carrier synchronization technique [8], as discussed in Section 2.2.2.
3.1 Hardware Implementation
The hardware implementation of the two-source time-slotted round-trip carrier syn-
chronization system is achieved by using two TMS320C6713 DSK boards, an HP33120A
function generator, a Tektronix TDS 3014 oscilloscope, various RCA and BNC connectors,
and cables for interconnection between the electronic components’ inputs and outputs. The
system setup is shown in Figure 3.1.
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Figure 3.1: Hardware implementation block diagram where the solid and dotted lines each
represent a different signal wired path.
3.1.1 Channel
Each DSK board is connected to the other DSK board, function generator, and os-
cilloscope by line-level stereo input and output cables. There are two sources of channel
delays: the transmission delay in these line-level stereo cables, and the inherent delay of the
ADC/DAC operations on the DSK boards.
Propagation Delay Through Wires
The signal transmission speed in wires is approximately 3 × 108 m/s, while the total
length of wires through which signals transmit is about 5 meters. Therefore, the propagation
delay through wires is calculated as
tdelay =
length of cables
signal speed
=
5m
3× 108m/s = 0.0167µs (3.1)
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The carrier periods of audio frequencies 20Hz-20kHz range from 50 µs to 50 ms. Hence, the
propagation delay through wires is negligible with respect to these carrier periods.
Propagation Delay of ADC/DAC
To find the inherent delay of the ADC and DAC operations on the DSK boards, we use
the same characterization test setup in [16], also shown in Figure 3.2. An 8 kHz sampling
I n O u t
T M S 3 2 0 C 6 7 1 3  D S KF u n c t i o n  G e n e r a t o r O s c i l l o s c o p e
Figure 3.2: Test setup for inherent delay of DSK board.
frequency is chosen for the DSK boards. The HP 33120A function generator’s “burst”
function was configured to output a 907Hz sine wave with approximately a 1 volt amplitude
and zero starting phase for two cycles. Two separate tests were conducted. First, we tested
the delay between the input and output signals of the DSK board by the oscilloscope’s
“single sequence” function while the code running on the DSK board only read and write
the samples without any processing. After that, the test is repeated, but with a 1500 cycle
loop inserted between the reading and writing of samples to the codec in the code running
on the DSK board. The results of these two tests are shown in Figure 3.3 and Figure 3.4
respectively.
The delays in these two tests are approximately the same. The measured delay is
approximately 3.50ms > tc ≈ 1ms, where tc is the carrier period at 907 Hz. Therefore we
can conclude that the inherent delays are determined almost entirely by the ADC/DAC
operations on DSK boards, rather than the processing between samples. Although the
ADC/DAC delay is not negligible with respect to most audio frequency carrier periods, this
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i n p u t o u t p u t
3 . 5 0  m s
Figure 3.3: Oscilloscope plot to find approximate DSK input/output delay without process-
ing at sampling frequency 8 kHz.
i n p u t o u t p u t
3 . 5 0  m s
Figure 3.4: Oscilloscope plot to find approximate DSK input/output delay with 1500 pro-
cessing cycles between read/write operations at sampling frequency 8 kHz.
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delay is identical in each source node in the system. Hence, the total channel delays of the
two circuits D → S1 → S2 → D and D → S2 → S1 → D are identical. Then it is fair
to say that although the time-slotted carrier synchronization system automatically corrects
phase offsets caused by both the channel and local oscillator, the experimental results of
the system shown in Figure 3.1 are focused not on correcting channel offsets, but oscillator
offsets.
Channel Noise
In this system, signals are conveyed between nodes by wires. Therefore, the channel
noises are primarily caused by the Analog-to-Digital Converter (ADC) and the Digital-to-
Analog Converter (DAC) in the TLV320AIC23B stereo audio codec built in the DSK board,
as shown in Figure 3.5. The ADC sigma-delta modulator in the TLV320AIC23B features
A D C D A C
D S P
c h i p
d ig i ta l
d a t a
d ig i ta l
d a t a
W i r e W i r e
a n a l o g
s i g n a l
a n a l o g
s i g n a l
T L V 3 2 0 A I C 2 3 B  s t e r e o  a u d i o  c o d e c
T M S 3 2 0 C 6 7 1 3  D S K
Figure 3.5: Block diagram of the connection of DAC and ADC.
third-order multi-bit architecture with up to 90 dB signal-to-noise ratio (SNR) at sampling
rates up to 96 kHz, while the DAC sigma-delta modulator features a second-order multi-bit
architecture with up to 100 dB SNR at sampling rates up to 96 kHz [17]. Therefore the
channels in this system can be regarded as essentially noise-free due to signals’ high SNR.
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3.1.2 Source Node
Source nodes are implemented by two TMS320C6713 DSKs. The code running on
the two DSK boards are identical, but the role that each node plays is controlled by DIP
switch 0. When DIP switch 0 is pressed, the DSK board perform as source node 2, otherwise
source node 1. We will discuss detailed software design and implementation of the source
nodes in Section 3.2.
3.1.3 Destination
The destination is implemented by an HP33120A function generator and a Tektronix
TDS 3014 oscilloscope. The primary beacon is sent out by the function generator and the
synchronized carriers are received by the oscilloscope for instantaneous observation. The
oscilloscope is replaced by a Marantz PMD671 solid state recorder when we want to per-
form several recordings and statistically analyze the phase offset between the beamforming
beacons, as we did in Section 3.3.
3.2 Software Implementation of Source Nodes
In [8], the phase and frequency estimations are performed using maximum likelihood
estimators (MLE) techniques, which are too computationally intensive to implement on
the DSP board. As discussed in [8], however, since each source transmission in the time-
slotted round-trip carrier synchronization protocol is intended to be a periodic extension
of a beacon received in a previous timeslot, each source node could realize its phase and
frequency estimation functions during the synchronization timeslots by using phase-locked
loops (PLLs) with holdover circuits [13].
The PLL with holdover function, implemented in each source node, consists of six major
components: (i) a phase detector, (ii) a loop filter, (iii) a voltage controlled oscillator (VCO),
(iv) an in-lock detector, (v) a holdover and (vi) a timer. These components are connected
as in Figure 3.6. The software implementation is achieved by converting this PLL design to
C source code running on the DSK boards. Figure 3.7 shows the order of the major desired
functions from the PLL DSK software. The following sections will give detailed discussion
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Figure 3.6: Functional block diagram of a holdover phase-locked loop.
of these function units.
3.2.1 Phase Detector Implementation
As discussed in Chapter 2, when the PLL is in-lock, there is a 90 ◦ phase offset between
the input to the phase detector and the output of the VCO. The feedback signal is the
cosine of VCO’s output while the output signal of the PLL is the sine of VCO’s output.
Therefore the phase offset is removed in the PLL’s output. The C code for phase detector
implementation is listed as
1 FQout le f t [ n]= f l e f t c h a n n e l [ n ]∗ w2 l e f t [ n ]∗Kd;
2 FQout right [ n]= f r i gh t chann e l [ n ]∗ w2 r ight [ n ]∗Kd;
where n is the current sample index. The channel of the TMS320C6713 DSK that a given
variable is associated with is denoted using left or right for the left and right channels
respectively. The variables w2 left[n] and w2 right[n] store the feedback signals from
the VCO. The codec of the DSK read the input and stores them in fleftchannel[n] and
frightchannel[n] respectively. Lines 1-2 multiply the feedback signals with the input signals
and store the output of the phase detector in FQout left[n] and FQout right[n]. Kd = 1
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Figure 3.7: Order of the major desired functions from the PLL DSK software.
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to implement the unity gain as we discussed in chapter 2. All variables are stored as single
precision floating point values.
3.2.2 Loop Filter Implementation
The loop filter of a PLL is typically a low pass filter with a large (ideally infinite) DC
gain. We choose a second-order low-pass active proportional integral (PI) loop filter with a
transfer function in Laplace domain
F (s) =
1 + s(τ2 + τ3)
sτ1(1 + sτ3)
(3.2)
where τ1, τ3 and τ3 are chosen as to achieve a required bandwidth (f3db). Utilizing bilinear
transform,
F (z) = F (s)|
s=
2(z−1)
T (z+1)
(3.3)
where T = 1/8000, we are able to create our discrete time loop filter from (3.3) as
F (z) =
[1 + 16000(τ2 + τ3)]z
2 + 2z + 1− 16000(τ2 + τ3)
(16000τ1 + 256 × 106τ1τ3)z2 − 512× 106τ1τ3z + 256 × 106τ1τ3 − 16000τ1 (3.4)
We choose a 20Hz bandwidth for the system and accordingly, a 55 ◦ phase margin is chosen
automatically by the PLL design software. The software also returns the parameters in
(3.4) as (τ1, τ2, τ3) = (0.00529, 0.0368, 0.00409). So we could write the transfer function in
Z domain as
F (z) =
0.172669313084048 + 0.000642078427208759z−1 − 0.172027234656839z−2
1− 1.96342656037355z−1 + 0.963426560373551z−2 (3.5)
The numerator and denominator coefficients of the loop filter are stored in numd left,
dend left and numd right, dend right for left and right channel respectively.
The loop filter is implemented using single precision floating point variables as
1 i f (n==0)
2 {
3 LPFout le f t [ n]=numd left [ 0 ] ∗ FQout le f t [0 ]+ numd left [ 1 ] ∗
4 FQout le f t [N−1]+numd left [ 2 ] ∗ FQout le f t [N−2]− d end l e f t [ 1 ] ∗
5 LPFout le f t [N−1]− d end l e f t [ 2 ] ∗ LPFout le f t [N−2] ;
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6 LPFout right [ n]=numd right [ 0 ] ∗ FQout right [0]+ numd right [ 1 ] ∗
7 FQout right [N−1]+numd right [ 2 ] ∗ FQout right [N−2]−dend r igh t [ 1 ] ∗
8 LPFout right [N−1]−dend r igh t [ 2 ] ∗ LPFout right [N−2] ;
9 }
10 i f (n==1)
11 {
12 LPFout le f t [ n]=numd left [ 0 ] ∗ FQout le f t [1 ]+ numd left [ 1 ] ∗
13 FQout le f t [0 ]+ numd left [ 2 ] ∗ FQout le f t [N−1]− d end l e f t [ 1 ] ∗
14 LPFout le f t [0]− d end l e f t [ 2 ] ∗ LPFout le f t [N−1] ;
15 LPFout right [ n]=numd right [ 0 ] ∗ FQout right [1]+ numd right [ 1 ] ∗
16 FQout right [0]+ numd right [ 2 ] ∗ FQout right [N−1]−dend r igh t [ 1 ] ∗
17 LPFout right [0]− dend r igh t [ 2 ] ∗ LPFout right [N−1] ;
18 }
19 i f (n>=2)
20 {
21 LPFout le f t [ n]=numd left [ 0 ] ∗ FQout le f t [ n]+numd left [ 1 ] ∗
22 FQout le f t [ n−1]+numd left [ 2 ] ∗ FQout le f t [ n−2]− d end l e f t [ 1 ] ∗
23 LPFout le f t [ n−1]− d end l e f t [ 2 ] ∗ LPFout le f t [ n−2] ;
24 LPFout right [ n]=numd right [ 0 ] ∗ FQout right [ n]+numd right [ 1 ] ∗
25 FQout right [ n−1]+numd right [ 2 ] ∗ FQout right [ n−2]−dend r igh t [ 1 ] ∗
26 LPFout right [ n−1]−dend r igh t [ 2 ] ∗ LPFout right [ n−2] ;
27 }
where LPFout left[n] and LPFout right[n] are the outputs of the loop filters. Lines 1-18
implement the transfer function (3.5) under two special situations in which the last two
samples’ indexes of the loop filter’s input and output buffers cannot be directly accessed by
subtracting 1 or 2 from the current sampling index. These two samples are actually stored
at the other end of the buffers. Lines 19-27 implement (3.5) under normal situation in
which previous two indexes can be directly accessed by subtracting 1 or 2 from the current
sampling index.
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3.2.3 VCO Implementation
As discussed in Chapter 2, the input to the VCO is the output of the loop filter. The
VCO will increase or decrease its output frequency when the input is positive or negative,
respectively. And when the input is a constant, the VCO will not change its output fre-
quency. This is called the “locked” state of PLL. Its output frequency and phase can be
computed as
fvco(t) = f0 +
K0U4(t)
2pi
(3.6)
φvco = φvco−previous +
2pifvco
fs
(3.7)
where K0 is the VCO gain that is chosen as K0 = 10Hz/(s*V). The quantity U4(t) is the
output signal of the loop filter. The quantity f0 is the center frequency of the VCO when
the input is 0. The center frequency here is 907Hz. The phase of the VCO output during
previous sampling period is denoted by Φvco−previous. VCO is implemented by the following
code
1 f 2 l e f t = f 0 l e f t + (Ko∗ oneovertwopi ) ∗ LPFout le f t [ n ] ;
2 f 2 r i g h t = f 0 r i g h t + (Ko∗ oneovertwopi ) ∗ LPFout right [ n ] ;
3 i f (n+1>N−1)
4 {
5 v c o ph a s e l e f t [ 0 ] = v c o ph a s e l e f t [N−1] + 2∗ p i ∗( f 2 l e f t ∗ i n v f s ) ;
6 v co pha s e r i gh t [ 0 ] = vco pha s e r i gh t [N−1] + 2∗ p i ∗( f 2 r i g h t ∗ i n v f s ) ;
7 while ( v c o ph a s e l e f t [0]>2∗ p i )
8 v c o ph a s e l e f t [ 0 ] += −2∗p i ;
9 while ( v c o ph a s e l e f t [0 ]<0)
10 v c o ph a s e l e f t [ 0 ] += 2∗ p i ;
11 while ( v co pha s e r i gh t [0]>2∗ p i )
12 v co pha s e r i gh t [ 0 ] += −2∗p i ;
13 while ( v co pha s e r i gh t [0]<0)
14 v co pha s e r i gh t [ 0 ] += 2∗ p i ;
15 w2 l e f t [0 ]= s i n f ( v c o ph a s e l e f t [0 ]+ p i h a l f ) ;
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16 w2 r ight [0]= s i n f ( v co pha s e r i gh t [0]+ p i h a l f ) ;
17 w3 l e f t [0]=− s i n f ( v c o ph a s e l e f t [ 0 ] ) ;
18 w3 r ight [0]=− s i n f ( v co pha s e r i gh t [ 0 ] ) ;
19 }
20 else
21 {
22 v c o ph a s e l e f t [ n+1] = v co ph a s e l e f t [ n ] + 2∗ p i ∗( f 2 l e f t ∗ i n v f s ) ;
23 v co pha s e r i gh t [ n+1] = vco pha s e r i gh t [ n ] + 2∗ p i ∗( f 2 r i g h t ∗ i n v f s ) ;
24 while ( v c o ph a s e l e f t [ n+1]>2∗p i )
25 v c o ph a s e l e f t [ n+1] += −2∗p i ;
26 while ( v c o ph a s e l e f t [ n+1]<0)
27 v c o ph a s e l e f t [ n+1] += 2∗ p i ;
28 while ( v co pha s e r i gh t [ n+1]>2∗p i )
29 v co pha s e r i gh t [ n+1] += −2∗p i ;
30 while ( v co pha s e r i gh t [ n+1]<0)
31 v co pha s e r i gh t [ n+1] += 2∗ p i ;
32 w2 l e f t [ n+1]= s i n f ( v c o ph a s e l e f t [ n+1]+ p i h a l f ) ;
33 w2 r ight [ n+1]= s i n f ( v co pha s e r i gh t [ n+1]+ p i h a l f ) ;
34 w3 l e f t [ n+1]=− s i n f ( v c o ph a s e l e f t [ n+1 ] ) ;
35 w3 r ight [ n+1]=− s i n f ( v co pha s e r i gh t [ n+1 ] ) ;
36 }
where w3 left[n] and w3 right[n] are the output signals of the PLL, while w2 left[n] and
w2 right[n] are the feedback signals of the VCO. The center frequencies are denoted as
f0 left and as f0 right. The variables invfs and oneovertwopi are the inverses of the
sampling frequency and the value of 2pi respectively. Lines 1-2 perform the operation seen
in (3.6). Lines 5-6 and 22-23 compute (3.7) while lines 7-14 and 24-31 wrap the phase of
the VCO back into the range [0, 2pi] since the sine function is periodic on that interval. All
variables are stored as single precision floating point values.
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3.2.4 In-Lock Detector Implementation
There are four components in an in-lock detector, a phase shifter, a multiplier, an
average value low pass filter and a Schmitt-trigger [14], as we discussed in section 2.3.4.
The phase shifter shifts the output signal of PLL by 180 ◦. The output signal of the shifter
is multiplied with the input signal to PLL at the multiplier. The average value low pass
filter then eliminates the higher frequency components in the product signal. When the
PLL is in-lock, the output of this average value filter will always be positive, otherwise not,
as discussed in section 2.3.4. Based on this fact, the Schmitt-trigger could judge whether
the PLL is in-lock or not. In this thesis, based on preliminary experimental results, the
“on” trigger and “off” trigger are 0.46 and 0.1 in the source code. The in-lock detector is
implemented as
1 w4 l e f t [ n]=−w3 l e f t [ n ] ;
2 w4 r ight [ n]=−w3 r ight [ n ] ;
3 w5 l e f t [ n]= w4 l e f t [ n ]∗ f l e f t c h a n n e l [ n ] ;
4 w5 r ight [ n]= w4 r ight [ n ]∗ f r i gh t chann e l [ n ] ;
5 i f (n<N−1)
6 {
7 runn ingsum le f t = runn ingsum le f t + w5 l e f t [ n ] − w5 l e f t [ n+1] ;
8 runningsum right = runningsum right + w5 r ight [ n ] − w5 r ight [ n+1] ;
9 }
10 else
11 {
12 runn ingsum le f t = runn ingsum le f t + w5 l e f t [ n ] − w5 l e f t [ 0 ] ;
13 runningsum right = runningsum right + w5 r ight [ n ] − w5 r ight [ 0 ] ;
14 }
15 IDFout l e f t [ n]= runn ingsum le f t / (N−1);
16 IDFout r ight [ n]= runningsum right / (N−1);
17 i f ( ( c==0) & ( IDFout l e f t [ n ]>0.46))
18 {
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19 c=1;
20 }
21 else
22 {
23 i f ( ( c==1) & ( IDFout l e f t [ n ] <0.1))
24 {
25 c=0;
26 }
27 }
28 i f ( ( d==0) & ( IDFout r ight [ n ] >0.46))
29 {
30 d=1;
31 }
32 else
33 {
34 i f ( ( d==1) & ( IDFout r ight [ n ] <0.1))
35 {
36 d=0;
37 }
38 }
Lines 1-2 implement the phase shifter by shifting the output signals w3 left[n] andw3 right[n]
by 180 ◦ and store the shifted signals in w4 left[n] and w4 right[n] because the output
signals of PLL are negated in the VCO. Lines 3-4 implement the multiplier. Lines 5-16 im-
plement the average value low pass filter. While runningsum left and runningsum right
keep updating the sum of these products by simultaneously adding in current products
and subtracting off the oldest products in the buffers, the average values are stored in
IDFout left[n] and IDFout right[n]. Lines 17-38 implement the Schmitt-trigger. The
variables c and d are the current judgments of the in-lock detector for left channel and right
channel respectively.
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3.2.5 Holdover Implementation
There are three components in a holdover, an average-value low-pass filter, conditional
holdover buffers and a holdover switch as shown in Figure 3.2. The average-value low-pass
filter attenuates the ripples in the outputs of the loop filter. The conditional holdover buffers
only store the output values of this average-value low-pass filter when the PLL is in-lock.
The sampling frequency of the board is 8000Hz, while the input frequency is 907Hz. So
there are approximately 9 samples in each cycle of sine wave of the input to the PLL. We
need one cycle to detect the end of the input beacon. We also need to go back one cycle to
ensure the holdover value, to be used as input to the VCO, is calculated before the end of
the beacon. Hence, we set the conditional buffer length as 18. When the holdover switch is
on, the value stored in the first holdover buffer is held and used as the input to the VCO.
When it is off, the output of the loop filter is used as the input to the VCO. The holdover
switches on at the end of each input beacon if the PLL is in-lock, and switches off when the
beamforming carrier with a desired duration has been sent to the destination. The holdover
is implemented as
1 i f (n<N−1)
2 {
3 runn ingsum2 le f t=runn ingsum2 le f t+LPFout le f t [ n]−LPFout le f t [ n+1] ;
4 runningsum2 right=runningsum2 right+LPFout right [ n]−LPFout right [ n+1] ;
5 }
6 else
7 {
8 runn ingsum2 le f t=runn ingsum2 le f t+LPFout le f t [ n]−LPFout le f t [ 0 ] ;
9 runningsum2 right=runningsum2 right+LPFout right [ n]−LPFout right [ 0 ] ;
10 }
11 avgLFout l e f t=runn ingsum2 le f t /(N−1);
12 avgLFout r ight=runningsum2 right /(N−1);
13 i f ( c==1)
14 {
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15 for ( z=0;z<17; z++)
16 {
17 in lockmem le f t [ z ]= in lockmem le f t [ z +1] ;
18 }
19 in lockmem le f t [17]= avgLFout l e f t ;
20 }
21 i f (d==1)
22 {
23 for ( z=0;z<17; z++)
24 {
25 in lockmem right [ z ]= in lockmem right [ z +1] ;
26 }
27 in lockmem right [17]= avgLFout r ight ;
28 }
29 i f ( ( e==1) & (a==0))
30 {
31 o u t l e f t=in lockmem le f t [ 0 ] ;
32 VCOin left [ n]= o u t l e f t ;
33 }
34 else
35 {
36 VCOin left [ n]= LPFout le f t [ n ] ;
37 }
38 i f ( ( b==0) & ( i ==1))
39 {
40 ou t r i gh t=inlockmem right [ 0 ] ;
41 VCOin right [ n]= ou t r i gh t ;
42 }
43 else
31
44 {
45 VCOin right [ n]=LPFout right [ n ] ;
46 }
where LPFout left[n] and LPFout right[n] are the outputs of the loop filter. Lines 1-12
implement the average-value low-pass filter. Variables runningsum2 left and runningsum2 right
keep updating the sum of loop filter’s output buffers by adding in current values and sub-
tracting off the oldest values simultaneously. The variables avgLFout left and avgLFout right
store the average values of these buffers. Lines 13-28 implement the conditional holdover
buffers. The variables c and d are the judgments of the in-lock detectors for the left and right
channels, respectively. The variables inlockmem left[n] and inlockmem right[n] are the
holdover buffers. When PLL is in-locked, the values in the buffers are “pushed” toward the
first holdover buffer and the last buffer is filled with the current output value of the average-
value low-pass filter. The values stored in inlockmem left[0] and inlockmem right[0]
might be used as input to the VCO. Lines 29-37 and Lines 38-46 implement the holdover
switches for left PLL and right PLL, respectively. The held values are stored in out left
and out right. The variables V COin left[n] and V COin right[n] are the inputs to VCO.
Lines 30-33 and 39-42 implement the “on” state. Lines 35-37 and 44-46 implement the “off”
state.
3.2.6 Timer
The function of the timer is sending PLL’s output beacon and carrier to the codec
at appropriate time to create timeslots. Obviously, to achieve the protocol in [8], the
correct time for different channels in different source nodes varies. Table 3.1 and Table 3.2
summarize appropriate activities of each PLL at each time slot for source node 1 and source
node 2 respectively.
The timer is composed of two parts, an input timer and an output timer, as shown in
Figure 3.2. The input timer could detect the beginning and the end of the input beacon to
calculate the beacon duration time. The output timer could send out the output beacon
and carrier with a desired duration and initialize the PLL afterwards. We can control the
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Time Slot 0 Time Slot 1 Time Slot 2 Time Slot 3
Left Channel Tracking; Holdover on; Tracking; Tracking;
“0” output PLL’s output “0” output “0” output
Right Channel Tracking; Tracking; Tracking; Holdover on;
“0” output “0” output “0” output PLL’s output
Table 3.1: Summary of the appropriate activities of each PLL in source node 1.
Time Slot 0 Time Slot 1 Time Slot 2 Time Slot 3
Left Channel Tracking; Holdover on; Holdover on; Tracking;
“0” output “0” output PLL’s output “0” output
Right Channel Tracking; Tracking; Holdover on; Holdover on;
“0” output “0” output “0” output PLL’s output
Table 3.2: Summary of the appropriate activities of each PLL in source node 2.
role that DSK boards play by DIP switch 0. With the help of the in-lock detector, the
input timer and the output timer, we could “translate” the Table 3.1 and Table 3.2 into
Table 3.3 with respect to their parameters.
Source Node 1 Source Node 2
Left Channel e = 1; a = 0 a = 0; b = 0; e = 1; i = 1
Right Channel i = 1; b = 0 b = 0; e = 0; i = 1
Table 3.3: Summary of the appropriate times for each channel to send out their output
with respect to the parameters.
The variables a and b are the judgments of the input status for the left channel and right
channel, respectively. The variables e and i are indicators for left and right channels that
they get in-locked during their input beacons. Based on this table, the timer is implement
as
1 i f ( a==0)
2 {
3 i f ( ( f l e f t c h a n n e l [ n ]>0.2) | ( f l e f t c h a n n e l [ n]<−0.2)) a=1;
4 }
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5 else
6 {
7 l 1++;
8 i f ( ( f l e f t c h a n n e l [ n ]<0.1) & ( f l e f t c h a n n e l [ n]>−0.1))
9 {
10 l 2++;
11 }
12 else
13 {
14 l 2 =0;
15 }
16 i f ( l 2==9)
17 {
18 a=0;
19 l1−=9;
20 l 2 =0;
21 }
22 }
23 i f (b==0)
24 {
25 i f ( ( f r i gh t chann e l [ n ]>0.2) | ( f r i gh t chann e l [ n]<−0.2)) b=1;
26 }
27 else
28 {
29 i f ( ( f r i gh t chann e l [ n ]<0.1) & ( f r i gh t chann e l [ n]>−0.1))
30 {
31 l 4++;
32 }
33 else
34
34 {
35 l 4 =0;
36 }
37 i f ( l 4==9)
38 {
39 b=0;
40 o=1;
41 l 4 =0;
42 }
43 }
44 i f (DSK6713 DIP get (0)==1)
45 {
46 i f ( ( e==1) & ( a==0))
47 {
48 i f ( l1 >0)
49 {
50 data2 . part [ 1 ]=( short ) (MAX∗w3 l e f t [ n ] ∗ 0 . 9 9 ) ;
51 l1−−;
52 }
53 else
54 {
55 data2 . part [ 1 ]=0 . 0 ;
56 runn ingsum le f t = 0 . 0 ;
57 runn ingsum2 le f t = 0 . 0 ;
58 a=0;
59 c=0;
60 e=0;
61 avgLFout l e f t = 0 . 0 ;
62 o u t l e f t =0.0;
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63 l 1 =0;
64 l 2 =0;
65 for ( z=0;z<N; z++)
66 {
67 FQout le f t [ z ] = 0 . 0 ;
68 LPFout le f t [ z ] = 0 . 0 ;
69 f l e f t c h a n n e l [ z ] = 0 . 0 ;
70 VCOin left [ z ]=0 . 0 ;
71 w2 l e f t [ z ] = 0 . 0 ;
72 w3 l e f t [ z ] = 0 . 0 ;
73 v c o ph a s e l e f t [ z ] = 0 . 0 ;
74 IDFout l e f t [ z ]=0 . 0 ;
75 w4 l e f t [ z ]=0 . 0 ;
76 w5 l e f t [ z ]=0 . 0 ;
77 }
78 for ( z=0;z<18; z++)
79 {
80 in lockmem le f t [ z ]=0 . 0 ;
81 }
82 }
83 }
84 else
85 {
86 data2 . part [ 1 ]=0 . 0 ;
87 }
88 i f ( ( i==1) & (b==0))
89 {
90 DSK6713 LED on ( 0 ) ;
91 i f ( l3 >0)
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92 {
93 data2 . part [ 0 ]=( short ) (MAX∗w3 r ight [ n ] ∗ 0 . 9 9 ) ;
94 l3−−;
95 }
96 else
97 {
98 data2 . part [ 0 ]=0 . 0 ;
99 runningsum right = 0 . 0 ;
100 runningsum2 right = 0 . 0 ;
101 b=0;
102 d=0;
103 avgLFout r ight = 0 . 0 ;
104 ou t r i gh t =0.0;
105 i =0;
106 o=0;
107 l 3 =0;
108 l 4 =0;
109 for ( z=0;z<N; z++)
110 {
111 FQout right [ z ] = 0 . 0 ;
112 LPFout right [ z ] = 0 . 0 ;
113 f r i gh t chann e l [ z ] = 0 . 0 ;
114 VCOin right [ z ]=0 . 0 ;
115 w2 r ight [ z ] = 0 . 0 ;
116 w3 r ight [ z ] = 0 . 0 ;
117 v co pha s e r i gh t [ z ] = 0 . 0 ;
118 IDFout r ight [ z ]=0 . 0 ;
119 w4 r ight [ z ]=0 . 0 ;
120 w5 r ight [ z ]=0 . 0 ;
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121 }
122 for ( z=0;z<18; z++)
123 {
124 in lockmem right [ z ]=0 . 0 ;
125 }
126 }
127 }
128 else
129 {
130 data2 . part [ 0 ]=0 . 0 ;
131 }
132 }
133 else
134 {
135 i f ( ( e==1) & ( a==0) & (b==0) & ( i ==1))
136 {
137 i f ( l1 >0)
138 {
139 data2 . part [ 1 ]=( short ) (MAX∗w3 l e f t [ n ] ∗ 0 . 9 9 ) ;
140 l1−−;
141 }
142 else
143 {
144 data2 . part [ 1 ]=0 . 0 ;
145 x=1;
146 runn ingsum le f t = 0 . 0 ;
147 runn ingsum2 le f t = 0 . 0 ;
148 a=0;
149 c=0;
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150 e=0;
151 h=0;
152 avgLFout l e f t = 0 . 0 ;
153 o u t l e f t =0.0;
154 l 1 =0;
155 l 2 =0;
156 for ( z=0;z<N; z++)
157 {
158 FQout le f t [ z ] = 0 . 0 ;
159 LPFout le f t [ z ] = 0 . 0 ;
160 f l e f t c h a n n e l [ z ] = 0 . 0 ;
161 VCOin left [ z ]=0 . 0 ;
162 w2 l e f t [ z ] = 0 . 0 ;
163 w3 l e f t [ z ] = 0 . 0 ;
164 v c o ph a s e l e f t [ z ] = 0 . 0 ;
165 IDFout l e f t [ z ]=0 . 0 ;
166 w4 l e f t [ z ]=0 . 0 ;
167 w5 l e f t [ z ]=0 . 0 ;
168 }
169 for ( z=0;z<18; z++)
170 {
171 in lockmem le f t [ z ]=0 . 0 ;
172 }
173 }
174 }
175 else
176 {
177 data2 . part [ 1 ]=0 . 0 ;
178 }
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179 i f ( ( i==1) & (b==0) & ( e==0))
180 {
181 i f ( l3 >0)
182 {
183 data2 . part [ 0 ]=( short ) (MAX∗w3 r ight [ n ] ∗ 0 . 9 9 ) ;
184 l3−−;
185 }
186 else
187 {
188 data2 . part [ 0 ]=0 . 0 ;
189 runningsum right = 0 . 0 ;
190 runningsum2 right = 0 . 0 ;
191 b=0;
192 d=0;
193 avgLFout r ight = 0 . 0 ;
194 ou t r i gh t =0.0;
195 i =0;
196 o=0;
197 l 3 =0;
198 l 4 =0;
199 x=0;
200 for ( z=0;z<N; z++)
201 {
202 FQout right [ z ] = 0 . 0 ;
203 LPFout right [ z ] = 0 . 0 ;
204 f r i gh t chann e l [ z ] = 0 . 0 ;
205 VCOin right [ z ]=0 . 0 ;
206 w2 r ight [ z ] = 0 . 0 ;
207 w3 r ight [ z ] = 0 . 0 ;
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208 vco pha s e r i gh t [ z ] = 0 . 0 ;
209 IDFout r ight [ z ]=0 . 0 ;
210 w4 r ight [ z ]=0 . 0 ;
211 w5 r ight [ z ]=0 . 0 ;
212 }
213 for ( z=0;z<18; z++)
214 {
215 in lockmem right [ z ]=0 . 0 ;
216 }
217 }
218 }
219 else
220 {
221 data2 . part [ 0 ]=0 . 0 ;
222 }
223 }
Lines 1-22 and 23-43 implement the input timer for left channel and right channel, re-
spectively. The variable l1 stores the length of the input beacon to the left channel. The
variables l2 and l4 are used to detect the end of the input beacon. Lines 44-132 and lines
133-223 implement the output timer for source node 1 and source node 2. When the required
threshold in Table 3.3 is satisfied, the output timer will send w3 left[n] or w3 right[n] to
the codec. If the threshold is not satisfied, zeros will be sent to the codec. After the output
beacon or carrier has been sent out, all of the variables and buffers will be initialized to 0.
Figure 3.8 shows the major desired functions of the output timer.
A complete listing of the software for the source node is provided in Appendix A.
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Figure 3.8: Functional block diagram of the output timer.
3.3 Experimental Results
This section analyzes the performance of the two-source time-slotted round-trip carrier
synchronization system in terms of the carrier phase offset at the destination during the
beamforming timeslot. The goal of this system is to align the phases of the carriers received
at the destination and to maintain this alignment for a period of time much longer than
the amount of time spent synchronizing the nodes.
There are two primary causes of the carrier phase offset at the destination: the different
propagation delays of each channel as well as the phase offset inherent in the independent
and imperfect local oscillators. The time-slotted round-trip carrier synchronization system
corrects both sources of the phase offset. We could also implement the channels between
the nodes and destination by adding DSKs with appropriate delays, but this will not affect
the system performance that is mostly determined by the estimation error of PLLs and
the oscillator error in DSKs. Hence, although we did not have any “special” channels, the
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performance of the two-source time-slotted round-trip carrier synchronization system can
also be considered as the performance of the time-slotted round-trip carrier synchronization
protocol in noise-free scenario. In other words, this system is a proof-of-concept of the
synchronization technique described in [8].
3.3.1 Experiments
We performed 100 tests on the system with the same primary beacon and recorded the
beamforming carriers at the destination. Parameters of the testing primary beacon are
documented in Table 3.4.
Beacon Frequency Beacon Duration Signal Amplitude (Peak-to-Peak)
907Hz 0.537s (487 Cycles) 5.8V
Table 3.4: Summary of the parameters of the testing primary beacon.
We use the same primary beacon frequency 907 Hz as in [16]. If it were acoustically
transmitted, the corresponding wavelength is 37.5 cm, which is equivalent to the wavelength
in an 800 MHz RF system. The amplitude of the primary beacon is chosen as 5.8V (Peak-
to-Peak) to make full use of the dynamic range of the ADC without causing saturation.
The duration of the primary beacon is determined by the settling time [18] of the PLL’s
closed-loop response. We use a primary beacon duration that is longer than 99% of the
PLL’s settling times. Since the designs of the left and right channels’ PLLs are identical, we
use the same secondary beacon duration as the primary beacon. We will discuss the settling
time in more detail in Section 3.3.4. The primary beacon described in Table 3.4 is generated
by the HP 33120A function generator’s “burst” function. At the destination, we replace
the oscilloscope with a Marantz PMD671 solid state recorder to record the beamforming
carriers from source node 1 and source node 2 in the left and right channels respectively.
For each test, there are three steps: (i) first slide the “REC” switch on the recorder to
begin a new recording, (ii) then press the “Single” button on the function generator to send
out the primary beacons to each source node, (iii) at last, after the beamforming carriers
with desired duration have been recorded, press the “STOP” button on top of the recorder
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to finish this recording. We repeated these three steps 100 times and these recordings were
used for subsequent statistical processing.
3.3.2 Statistics of the Phase Offset During Beamforming
After the experiments, the recordings are trimmed in GoldWave or MATLAB to remove
the blank parts in the front and end. Then the trimmed data are processed in MATLAB
by a maximum likelihood phase estimator (MLE) [19] (Appendix B) to calculate the phase
offsets between the two channels at each second in the beamforming timeslot.
Figure 3.9 shows the histograms of the phase offsets of the 100 recordings after 1, 10, 30
and 60 seconds have elapsed in the beamforming timeslot. In addition to these histograms,
we can also calculate the mean and standard deviation of the phase offset at each second,
as shown in Figure 3.10. These results show that the standard deviation is approximately
linear in time and the mean of phase offsets is relatively small with respect to the standard
deviation. As a result, the distribution of the phase offsets at each second in the beam-
forming timeslot could be considered as a zero mean distribution with a standard deviation
linear in time. Based on the slope of the standard deviation plot, the standard deviation
can be expressed as
σφ∆(t) = 0.1437t (3.8)
where t is the time elapsed in the beamforming timeslot.
3.3.3 Gaussian Approximation of Phase Offset
To facilitate analytical predictions of beamforming performance, this section uses the
experimental mean and standard deviation measured in Section 3.3.2 and assumes that the
phase offset is approximately Gaussian distributed as in [8]. Under this approximation, we
can say that φ∆(t) ∼ N(0, σ2φ∆(t)) where φ∆(t) is the phase offset as a function of the time
elapsed in the beamforming timeslot.
The beamforming time above a certain threshold is a random variable because of the
phase and frequency offsets that occur as a consequence of imperfect estimation and the
oscillator phase noise introduced by practical oscillators. So we utilize a measurement of
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Figure 3.9: Histogram of the phase offsets at different times.
99% confidence beamforming duration time for the evaluation of the system performance
[8]. The 99% confidence beamforming duration time Td is defined as the beamforming
carriers’ duration with which the system could beamform with a phase offset less than a
given threshold λ in degrees, with a 99% probability, i.e., Prob[φ∆(Td) < λ] = 0.99.
Based on our zero-mean Gaussian distribution approximation, the probability that the
absolute carrier phase offset is less than threshold λ is given in [8] as
Prob[φ∆(t) < λ] = 1− 2Q
(
λ
σφ∆(t)
)
(3.9)
where Q(x) = (1/
√
2pi)
∫
∞
x
exp(−t2/2)dt. We can plug σφ∆(t) = 0.1437t and the 99%
confidence into (3.9), solve the equation, and get Td = 2.7016λ seconds. Hence, if we allow
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Figure 3.10: Mean and standard deviation of the phase offsets as a function of the time
elapsed in the beamforming timeslot.
a 30◦ phase offset, we have Td = 81.05 seconds.
3.3.4 Overhead Analysis
We define synchronization overhead as the fraction of total time spent synchronizing the
sources ignoring propagation delays, i.e.,
Synchronization Overhead =
T0 + T1 + T2
Td + T0 + T1 + T2
(3.10)
where the beacon durations T0, T1 and T2 are the durations of the primary and secondary
beacons, and they are all configured as 0.537 seconds in this system. Therefore, the synchro-
nization overhead is 1.95% when we have a phase offset tolerance of 30 ◦ and a confidence
of 99%.
With different beamforming confidences or phase offset thresholds, the overhead varies.
Figure 3.11 shows the synchronization overhead as functions of the beamforming confidence.
We could see that the synchronization overhead increases as the confidence increases. When
higher Prob[φ∆(Td) < λ] is required, Td will becomes smaller because Prob[φ∆(Td) < λ] is a
monotonically decreasing function of Td. Hence, the overhead increases as the beamforming
confidence increases.
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Figure 3.11: Synchronization overhead as a function of beamforming confidence.
Figure 3.12 shows the synchronization overhead as functions of the phase offset threshold
λ. We could also see that the synchronization overhead decreases as the tolerance increases.
Since the drifting rate of phase offset is a constant, it is intuitive that larger phase offset
threshold λ allows larger Td for the beamforming carriers. Hence the overhead become
smaller as λ becomes larger.
Therefore, when we want to compare the overheads of different systems, we must use
the same confidence and phase offset threshold λ.
3.3.5 Effect of the Beacon Durations on Overhead
Given a fixed PLL design, the beacon durations also affects the overhead. We performed
eight sets of tests with eight different beacon durations, where the secondary beacon dura-
tions are equal to the primary beacon duration in each test. Applying the same processing
procedure from Section 3.3.2 and Section 3.3.4 to the results of these tests, we can compare
the synchronization overheads with different beacon durations as shown in Figure 3.13, with
a λ of 30◦ and a 99% beamforming confidence. We can see that there is an optimal primary
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Figure 3.12: Synchronization overhead as a function of phase offset tolerance.
beacon duration Topt, with which the system could achieve the smallest synchronization
overhead. We also note that Topt is the primary beacon duration we used in Section 3.3.1
that is equal to the settling time of the PLL.
A transient response is the response of a system to a change from equilibrium. The
settling time is from the time the equilibrium is broke off until the system output reaches its
steady-state response. For the PLL in this two-source synchronization system, the transient
response is caused by the sudden input changes in the loop filter when beacons arrive at each
node. Figure 3.14 shows 20 outputs of the loop filter with transient responses, where we can
see that the transient responses take a great portion of the output at first but approach zero
after a sufficiently long time. We also noted that the settling times are random variables.
We performed 100 tests on the transient responses and got the histogram of the settling
times as shown in Figure 3.15. Based on a Gaussian distribution approximation, the settling
time Ts could be expressed as Ts ∼ N(0.4399, (0.0415)2). Also applying the 99% confidence
threshold, the 99% confidence settling time T99, i.e., Prob[T99 > Ts] = 0.99, is calculated
as 0.537 seconds, which is approximately equal to the optimal primary beacon duration in
Figure 3.13.
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Figure 3.13: Optimization of primary beacon durations to minimize the overhead.
With a primary beacon duration shorter than Topt, although less time is spent in syn-
chronizing the sources, the drifting rate of the phase offset is much larger because the
transient responses still dominate in the loop filters’ output. Higher drifting of the phase
offset rate reduces Td sharply. Therefore, the overhead is much higher than the overhead at
Topt. When the primary beacon duration is longer than Topt, since the transient responses
have approached zero, the drifting rate is approximately the same as the drifting rate at
Topt. So the overhead is just a little higher than the overhead at Topt because we spend
more a little more time in synchronizing.
Through the discussions in Section 3.3.4 and Section 3.3.5, we find that there are many
factors affecting the synchronization overhead defined in (3.10). And the energy gain of
this two-source time-slotted carrier synchronization system largely overweighs the costs of
synchronization.
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Figure 3.14: 20 transient responses of the loop filter’s output.
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Figure 3.15: Histogram of 100 transient response durations and the pdf of a Gaussian
distribution with the same mean and starndard deviation.
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Chapter 4
Three-Source Time-Slotted
Round-Trip Carrier
Synchronization System
In this chapter, we extend the two-source synchronization system in Chapter 3 into the
three-source scenario. The synchronization here is also achieved via the time-slotted round-
trip carrier synchronization technique [8]. The advantage of the three-source beamforming
is that the received power can be nine times larger than single source transmission when
the carriers are perfectly synchronized and the sources have identical channel gains to
the destination. Also this three-source beamforming system is a proof-of-concept for the
beamforming system with more sources, i.e., 4, 5... M sources, because the functionalities of
the middle nodes in the “synchronization chain” are very similar to the functionality of the
source node 2 in the three-source beamforming system. We analyze the system performance
in Section 3.3 with respect to the normalized power, defined as the ratio of received power
at the destination to the power of the combined signal when the beamforming carriers are
perfectly synchronized. Since the Marantz recorder has only two line-level inputs, we can
not record three beamforming carriers simultaneously. Hence, the phase offset between the
beamforming carriers is not analyzed.
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4.1 Hardware Implementation
The equipment used in the three-source time-slotted round-trip carrier synchronization
system is almost the same as in the two-source system. The extra equipment in the three-
source synchronization system includes a Behringer EURORACK UB1202 Mixer, a third
DSK6713, and additional wires and connecters. Figure 4.1 shows the system setup of the
three-source time-slotted round-trip carrier synchronization system where the dotted pink
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Figure 4.1: Block diagram of the hardware implementation of the three-source time-slotted
round-trip carrier synchronization system.
lines represent the primary beacon from the destination and the combined signal of the
beamforming carriers received at the destination. The black lines represent the signals
received at each source node, either the primary beacon or the secondary beacons. The
yellow lines represent the secondary beacons from each source node while the red line, blue
line and green line represent the beamforming carriers.
4.1.1 Channel
Since the Marantz recorder has only two line-level inputs, we do not have the ability
to record all 3 carriers at the same time. Hence, we need to make the system more like a
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real wireless channel. The wireless channel model of the three-source beamformer is shown
in Figure 4.2. The carrier signals x1(t), x2(t) and x3(t) are summed after receiving their
+
x1(t) = cos(ω1t+ φ1)
x2(t) = cos(ω2t+ φ2)
x3(t) = cos(ω3t+ φ3)
g1
g2
g3
g y(t) = g
∑3
i=1 gixi(t)
Figure 4.2: Wireless channel model of the three-source beamformer.
channel gains g1, g2 and g3 respectively. Then this combined carrier signal receives an
overall gain g. Hence, y(t) is the signal received at the destination and also the signal we
want to record.
Here, we achieve the gains and summing with a Behringer EURORACK UB1202 audio
mixer, as shown in Figure 4.1. The Behringer EURORACK UB1202 is a 12-input, 2-bus
mic/line mixer. The channel gains g1, g2 and g3 are implemented by the “LEVEL” controls
of each line-in mono channel and are configured as 0 dB. Then the primary and secondary
beacons are summed in the left bus while the beamforming carriers are combined in the
right bus of the mixer. At last, the overall gain g is implemented by the “MAIN MIX” fader,
configured to attenuate the combined signal to an appropriate level not causing saturation
at the recorder.
By using this audio mixer, the hardware configuration is also a better representation of
wireless channels since the transmissions all share a common channel in the mixer.
Propagation Delay of the Mixer
We use the same delay test in Section 3.1.1, replacing the DSK board with the mixer, to
get the propagation delay between the input and output of the mixer. The test beacon is
also a 2 cycles sine wave beacon at 907 Hz with approximately a 1 volt amplitude. Figure 4.3
shows the test result where we can see that the delay between the input and output of the
mixer is almost 0 with respect to the test beacon period which is equivalent to the carrier
period in the system. Hence, the delay of the mixer can be considered as negligible.
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Figure 4.3: Test result of the delay between the input and output of the mixer.
In Section 3.1.1, we showed that the propagation delay through wires is also negli-
gible. Hence, the only non-negligible delay in this system is the propagation delay of
the ADC/DAC on DSK6713. As a result, the total channel delays of the two circuits
D → S1 → S2 → S3 → D and D → S3 → S2 → S1 → D are identical. Then it is also fair
to say that although the time-slotted carrier synchronization system automatically corrects
phase offset caused by both the channel and local oscillator, the experimental results of
the system shown in Figure 4.1 are focused not on correcting channel offsets, but oscillator
offsets.
Channel Noise
The signal-to-noise ratio of the signals transmitted in the mixer is approximately 110dB
[20]. Therefore, the noise in the mixer is negligible. Meanwhile, the noise in the codec of
the DSK board is also negligible as we discussed in Section 3.1.1. Hence, the channel in the
three-source system is also essentially noise-free.
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4.1.2 Source Node
Source nodes are also implemented by three TMS320C6713 DSKs running identical
code. The role that each node plays is controlled by DIP switch 0 and DIP switch 1.
When DIP switch 0 and DIP switch 1 are both pressed, the DSK board performs as source
node 1. When DIP switch 1 is pressed and DIPswitch 0 is not pressed, the DSK board
performs as source node 2. When DIP switch 0 is pressed and DIP switch 1 is not pressed,
the DSK board performs as source node 3. We will discuss detailed software design and
implementation of the source node in Section 4.2.
4.1.3 Destination
The destination of the three-source synchronization system is the almost the same as
the two-source system. The only difference is that we record the combined signal of the
beamforming carriers in the left channel of recorder instead of recording the beamforming
carriers in different channels.
4.2 Software Implementation of Source Nodes
There are two types of source nodes in the three-source time-slotted round-trip carrier
synchronization system: the corner nodes and the middle node, based on their positions in
the “synchronization chain”. The corner nodes, i.e., source node 1 and source node 3, react
to the primary beacon and only one secondary beacon. The middle node, i.e., source node
2, however, reacts to the primary beacon and two secondary beacons. Hence, there are two
PLLs in the corner nodes and three PLLs in the middle node. The logic in the corner nodes
and the middle node are also slightly different.
Since each source node receives all of the secondary beacons and the primary beacon
due to the usage of the mixer, an input counter is added to count the number of the
input beacons at each source node and tell the PLLs whether to track or ignore the current
input beacon based on the beacon number. The implementations of the phase detector, loop
filter and VCO in the three-source synchronization system are the same as in the two-source
synchronization system except for another set of associated variables for the third PLL in
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Figure 4.4: Functional block diagram of a holdover phase-locked loop in the three-source
time-slotted round-trip carrier synchronization system.
source node 2. We will not discuss these function units in this chapter (the completed source
code is listed in Appendix C). Meanwhile, the other function units have some changes in
logic that is discussed in following sections. Figure 4.4 shows the connection of the function
units in the three-source synchronization system.
4.2.1 Input Counter
The input counter here is integrated with the input timer, so that it can both count the
number of the input beacons in the synchronization iteration as well as control the duration
of secondary beacons. The C code for the input counter implementation is listed as
1 i f (DSK6713 DIP get (0)==1)
2 {
3 low=1;
4 }
5 else
6 {
7 low=0;
8 }
9 i f (DSK6713 DIP get (1)==1)
10 {
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11 high=1;
12 }
13 else
14 {
15 high=0;
16 }
17 s=low+2∗high ;
18 i f ( a==0)
19 {
20 i f ( ( input [ n ]>0.2) | ( input [ n]<−0.2))
21 {
22 a=1;
23 }
24 }
25 else
26 {
27 i f (m==1)
28 {
29 l 4++;
30 }
31 i f (m==3)
32 {
33 l 5++;
34 }
35 i f ( ( input [ n ]<0.1) & ( input [ n]>−0.1))
36 {
37 l 2++;
38 }
39 else
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40 {
41 l 2 =0;
42 }
43 i f ( l 2==9)
44 {
45 a=0;
46 c=0;
47 d=0;
48 b=0;
49 h=1;
50 l 2 =0;
51 DSK6713 LED off ( 2 ) ;
52 DSK6713 LED off ( 1 ) ;
53 i f (m==0)
54 {
55 l 1 =4296;
56 }
57 i f (m==1)
58 {
59 l4−=9;
60 }
61 i f (m==3)
62 {
63 l5−=9;
64 }
65 m++;
66 i f (m>5) m=0;
67 }
68 }
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where lines 1-17 “translate” the configuration of DIP switch 0 and DIP switch 1 into the
parameter s, which represents the identity of each source node in the chain of nodes. The
values of s 0-2 represent the identity of the source node as source nodes 1-3 respectively.
Other function units will perform differently according to the value of s. Lines 18-24 detect
the start of the input beacons and change the status of the input parameter a to 1 when
the beacons start, where the variables input[n] are the input samples. Lines 27-34 track
the duration of the input beacons in l4 and l5 for the middle node and apply them to its
secondary beacons. The duration of the corner nodes’ secondary beacons l1 is determined
as the T99 in Section 3.3.4 in lines 53-56. We will discuss how we choose the durations of
the primary beacon and secondary beacons in Section 4.3.1. Lines 35-52 detect the end
of the input beacons and initialize related variables. Lines 57-64 subtract 9 samples off l4
and l5 at the end of the input beacons because 9 samples are needed to detect the end.
Lines 65-66 control the time slot parameter m. The values of m 0-5 represent time slots
0-5, defined in Section 2.2.2, as the current time slot respectively. Figure 4.5 illustrates the
identity parameter s and the time slot parameter m.
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Figure 4.5: Illustration of the identity parameter s and the time slot parameter m.
4.2.2 In-Lock Detector
Figure 4.6 shows the illustrative timing diagram of the mixer’s left channel output
(z(t)). Since there is a voltage divider built in the codec, the output magnitude of the
DSK is approximately 0.48 times of the input magnitude. Hence, the magnitude of the
secondary beacons generated by DSKs are only approximately 0.48 times of the primary
beacon generated by function generator, as shown in Figure 4.6. As a result, the input
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Figure 4.6: Illustrative timing diagram of the mixer’s left channel.
samples need to be boosted by a gain of 2.08 (1/0.48) when the DSK read secondary
beacons, implemented as
1 #define G 2.08
2 data1 . combo = MCBSP read (DSK6713 AIC23 DATAHANDLE ) ;
3 i f (m==0)
4 {
5 input [ n]= −(( f loat ) data1 . part [ 1 ] ) ∗ invMAX;
6 f l e f t c h a n n e l [ n ] = −(( f loat ) data1 . part [ 1 ] ) ∗ invMAX;
7 f r i gh t chann e l [ n ] = −(( f loat ) data1 . part [ 1 ] ) ∗ invMAX;
8 f channe l [ n]= −(( f loat ) data1 . part [ 1 ] ) ∗ invMAX;
9 }
10 else
11 {
12 input [ n]= −(( f loat ) data1 . part [ 1 ] ) ∗ invMAX∗G;
13 f l e f t c h a n n e l [ n ] = −(( f loat ) data1 . part [ 1 ] ) ∗ invMAX∗G;
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14 f r i gh t chann e l [ n ] = −(( f loat ) data1 . part [ 1 ] ) ∗ invMAX∗G;
15 f channe l [ n]= −(( f loat ) data1 . part [ 1 ] ) ∗ invMAX∗G;
16 }
where data1.combo[1] is the left channel sample read from the ADC. The buffers fleftchannel[n],
frightchannel[n] and fchannel[n] are the input buffers for the left, right and middle PLLs
respectively. The gain G is defined as 2.08. The variable invMAX = 0.000030517578125
is used for scaling.
Besides an extra set of variables for the third PLL in the middle node, the other major
difference between the in-lock detectors in the three-source system and two-source system is
the in-lock detector here only reacts to the associated input beacons based on the identity
of the source node. Table 4.1 summarizes the parameters of the input beacons to which
the in-lock detector in each PLL should react in order to realize the time-slotted round-trip
carrier synchronization protocol.
Left PLL Middle PLL (s = 1) Right PLL
s = 0 m = 0 m = 4
s = 1 m = 1 m = 0 m = 3
s = 2 m = 0 m = 2
Table 4.1: Summary of the parameters of the input beacons to which the in-lock detector
in each PLL should react where m is the time slot parameter defined in Section 4.2.1.
The detection of the in-lock state is implemented in the same way as in the two-source
system. Hence, by applying the conditional constraints in Table 4.1 to the in-lock detectors
in Section 3.2.4, we will achieve the implementation of the conditional in-locked detectors
in each PLL of the three-source system. The source code for the in-lock detector is not
listed here to avoid redundancy, but could be found in Appendix C.
4.2.3 Holdover
The holdover for the three-source system also consists of three parts: average value LPF,
holdover buffers and hold switch. The average value LPF and the holdover buffer are almost
the same as in the two-source system except for the extra set of variables for the third PLL
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in the middle node. The holdover switch has different thresholds for each PLL. Table 4.2
summarizes the holdover statuses of each PLL in different timeslots. Based on Table 4.2,
s = 0 s = 1 s = 2
PLL L R L M R L R
m = 0 off off off off off off off
m = 1 on off off on off on off
m = 2 off off on on off on off
m = 3 off off on on off on on
m = 4 off off on on on off on
m = 5 off on on on on off on
Table 4.2: Summary of the holdover statuses of each PLL in different timeslots.
the holdover switch is implemented as
1 i f ( s==0)
2 {
3 i f (m==0 | m==2 | m==3 | m==4)
4 {
5 VCOin left [ n]=LPFout le f t [ n ] ;
6 VCOin right [ n]=LPFout right [ n ] ;
7 VCOin [ n]=LPFout [ n ] ;
8 }
9 i f (m==1)
10 {
11 i f ( e==1)
12 {
13 o u t l e f t=in lockmem le f t [ 0 ] ;
14 VCOin left [ n]= o u t l e f t ;
15 VCOin right [ n]= LPFout right [ n ] ;
16 VCOin [ n]=LPFout [ n ] ;
17 }
18 else
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19 {
20 VCOin left [ n]=LPFout le f t [ n ] ;
21 VCOin right [ n]=LPFout right [ n ] ;
22 VCOin [ n]=LPFout [ n ] ;
23 }
24 }
25 i f (m==5)
26 {
27 i f ( i==1)
28 {
29 ou t r i gh t=inlockmem right [ 0 ] ;
30 VCOin left [ n]= LPFout le f t [ n ] ;
31 VCOin right [ n]= ou t r i gh t ;
32 VCOin [ n]=LPFout [ n ] ;
33 }
34 else
35 {
36 VCOin left [ n]=LPFout le f t [ n ] ;
37 VCOin right [ n]=LPFout right [ n ] ;
38 VCOin [ n]=LPFout [ n ] ;
39 }
40 }
41 }
42 i f ( s==2)
43 {
44 i f (m==0)
45 {
46 VCOin left [ n]=LPFout le f t [ n ] ;
47 VCOin right [ n]=LPFout right [ n ] ;
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48 VCOin [ n]=LPFout [ n ] ;
49 }
50 i f (m==1)
51 {
52 i f ( e==1)
53 {
54 o u t l e f t=in lockmem le f t [ 0 ] ;
55 VCOin left [ n]= o u t l e f t ;
56 VCOin right [ n]=LPFout right [ n ] ;
57 VCOin [ n]=LPFout [ n ] ;
58 }
59 else
60 {
61 VCOin left [ n]= o u t l e f t ;
62 VCOin right [ n]=LPFout right [ n ] ;
63 VCOin [ n]=LPFout [ n ] ;
64 }
65 }
66 i f (m==2)
67 {
68 VCOin left [ n]= o u t l e f t ;
69 VCOin right [ n]=LPFout right [ n ] ;
70 VCOin [ n]=LPFout [ n ] ;
71 }
72 i f (m==3)
73 {
74 i f ( i==1)
75 {
76 ou t r i gh t=inlockmem right [ 0 ] ;
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77 VCOin left [ n]= o u t l e f t ;
78 VCOin right [ n]= ou t r i gh t ;
79 VCOin [ n]=LPFout [ n ] ;
80 }
81 }
82 i f (m==4)
83 {
84 VCOin left [ n]=LPFout le f t [ n ] ;
85 VCOin right [ n]= ou t r i gh t ;
86 VCOin [ n]=LPFout [ n ] ;
87 }
88 i f (m==5)
89 {
90 i f ( i==1)
91 {
92 ou t r i gh t=inlockmem right [ 0 ] ;
93 VCOin left [ n]= LPFout le f t [ n ] ;
94 VCOin right [ n]= ou t r i gh t ;
95 VCOin [ n]=LPFout [ n ] ;
96 }
97 else
98 {
99 VCOin left [ n]=LPFout le f t [ n ] ;
100 VCOin right [ n]=LPFout right [ n ] ;
101 VCOin [ n]=LPFout [ n ] ;
102 }
103 }
104 }
105 i f ( s==1)
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106 {
107 i f (m==0)
108 {
109 VCOin left [ n]=LPFout le f t [ n ] ;
110 VCOin right [ n]=LPFout right [ n ] ;
111 VCOin [ n]=LPFout [ n ] ;
112 }
113 i f (m==1)
114 {
115 i f ( f==1)
116 {
117 out=inlockmem [ 0 ] ;
118 VCOin left [ n]=LPFout le f t [ n ] ;
119 VCOin right [ n]=LPFout right [ n ] ;
120 VCOin [ n]=out ;
121 }
122 else
123 {
124 VCOin left [ n]=LPFout le f t [ n ] ;
125 VCOin right [ n]=LPFout right [ n ] ;
126 VCOin [ n]=out ;
127 }
128 }
129 i f (m==2)
130 {
131 i f ( e==1)
132 {
133 o u t l e f t=in lockmem le f t [ 0 ] ;
134 VCOin left [ n]= o u t l e f t ;
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135 VCOin right [ n]= LPFout right [ n ] ;
136 VCOin [ n]=out ;
137 }
138 else
139 {
140 VCOin left [ n]= o u t l e f t ;
141 VCOin right [ n]=LPFout right [ n ] ;
142 VCOin [ n]=out ;
143 }
144 }
145 i f (m==3)
146 {
147 VCOin left [ n]= o u t l e f t ;
148 VCOin right [ n]=LPFout right [ n ] ;
149 VCOin [ n]=out ;
150 }
151 i f (m==4)
152 {
153 i f ( i==1)
154 {
155 ou t r i gh t=inlockmem right [ 0 ] ;
156 VCOin left [ n]= o u t l e f t ;
157 VCOin right [ n]= ou t r i gh t ;
158 VCOin [ n]=out ;
159 }
160 else
161 {
162 VCOin left [ n]= o u t l e f t ;
163 VCOin right [ n]= ou t r i gh t ;
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164 VCOin [ n]=out ;
165 }
166 }
167 i f (m==5)
168 {
169 VCOin left [ n]= o u t l e f t ;
170 VCOin right [ n]= ou t r i gh t ;
171 VCOin [ n]=out ;
172 }
173 }
where lines 1-41 implement the holdover switch in source node 1. Lines 42-104 implement
the holdover switch in source node 3. Lines 105-173 implement the holdover switch in source
node 2. When the holdover is on, the value in the first holdover buffer, inlockmem left[0],
inlockmem right[0] or inlockmem[0] is held in out left, out right or out, that is used as the
inputs to the VCO, denoted as V COin left[n], V COin right[n] and V COin[n]. Otherwise,
the outputs of the loop filter, LPFout left[n], LPFout right[n] and LPFout[n] are used
as the inputs to the VCO.
4.2.4 Output Timer
The major function of the output timer in the three-source synchronization system is
the same as in the two-source synchronization system: sending PLL’s output to codec at
appropriate time. Additionally, to facilitate the statistical analysis, the output timers in
each source node are configured to send out a set of carriers in the right channels in the
first time slot. These carriers are ideally synchronized in real-time by the primary beacons.
As will be discussed in Section 4.3.1, this set of carriers is useful when we want to perform
some recordings and calculate the transmitted signal power when the beamforming carriers
are ideally combined.
Table 4.3 summarizes the output signal of each channel at each timeslot. The variables
w3 left[n], w3 right[n] and w3[n] are the output samples of the left PLL, the right PLL
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s = 0 s = 1 s = 2
Channel Left Right Left Right Left Right
m = 0 0 w3 right[n] 0 w3[n] 0 w3 right[n]
m = 1 w3 left[n] 0 0 0 0 0
m = 2 0 0 w3 left[n] 0 0 0
m = 3 0 0 0 0 w3 left[n] 0
m = 4 0 0 w3 right[n] 0 0 0
m = 5 0 w3 right[n] 0 w[n] 0 w3 right[n]
Table 4.3: Summary of the output signal of each channel at each timeslot.
and the middle PLL respectively. As discussed in [8], the carrier signal of the middle node
w[n] is a combination of the received primary beacon and the two secondary beacons, that
is computed as w[n] = −sin(vco phase left[n] + vco phase right[n] − vco phase[n]). The
variables vco phase left[n], vco phase right[n] and vco phase[n] are the phase outputs of
VCOs in the three PLLs. As discussed in [8], by using w[n], the carriers from the middle
nodes are synchronized with the carriers from the corner nodes. We can also avoid the
problem of determining the unknown phase offset that depends on the phase of the local
time reference at source node 2.
Based on Table 4.3, the output timer is implemented as
1 i f ( s==0)
2 {
3 i f (m==0)
4 {
5 data2 . part [ 1 ]=0 . 0 ;
6 i f ( a==1)
7 {
8 data2 . part [ 0 ]=( short ) (MAX∗w3 r ight [ n ] ∗ 0 . 9 9 ) ;
9 }
10 else
11 {
12 data2 . part [ 0 ]=0 . 0 ;
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13 }
14 h=0;
15 }
16 i f (m==1)
17 {
18 data2 . part [ 0 ]=0 . 0 ;
19 i f ( e==1)
20 {
21 DSK6713 LED on ( 3 ) ;
22 i f ( l1 >0)
23 {
24 data2 . part [ 1 ]=( short ) (MAX∗w3 l e f t [ n ] ∗ 0 . 9 9 ) ;
25 l1−−;
26 }
27 else
28 {
29 DSK6713 LED off ( 3 ) ;
30 data2 . part [ 1 ]=0 . 0 ;
31 e=0;
32 h=0;
33 }
34 }
35 else
36 {
37 data2 . part [ 1 ]=0 . 0 ;
38 }
39 }
40 i f (m==2 | m==3 | m==4)
41 {
70
42 data2 . part [ 1 ]=0 . 0 ;
43 data2 . part [ 0 ]=0 . 0 ;
44 h=0;
45 }
46 i f (m==5)
47 {
48 i f ( i==1)
49 {
50 DSK6713 LED on ( 0 ) ;
51 i f ( l3 >0)
52 {
53 data2 . part [ 0 ]=( short ) (MAX∗w3 r ight [ n ] ∗ 0 . 9 9 ) ;
54 l3−−;
55 }
56 else
57 {
58 i n i t i a l i z e a l l v a r i ab l e s , b u f f e r s and LEDs ;
59 }
60 }
61 else
62 {
63 data2 . part [ 0 ]=0 . 0 ;
64 }
65 }
66 }
67 i f ( s==2)
68 {
69 i f (m==0)
70 {
71
71 data2 . part [ 1 ]=0 . 0 ;
72 i f ( a==1)
73 {
74 data2 . part [ 0 ]=( short ) (MAX∗w3 r ight [ n ] ∗ 0 . 9 9 ) ;
75 }
76 else
77 {
78 data2 . part [ 0 ]=0 . 0 ;
79 }
80 }
81 i f (m==1 | m==2 | m==4)
82 {
83 data2 . part [ 1 ]=0 . 0 ;
84 data2 . part [ 0 ]=0 . 0 ;
85 h=0;
86 }
87 i f (m==3)
88 {
89 data2 . part [ 0 ]=0 . 0 ;
90 i f ( e==1)
91 {
92 DSK6713 LED on ( 3 ) ;
93 i f ( l1 >0)
94 {
95 data2 . part [ 1 ]=( short ) (MAX∗w3 l e f t [ n ] ∗ 0 . 9 9 ) ;
96 l1−−;
97 }
98 else
99 {
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100 DSK6713 LED off ( 3 ) ;
101 data2 . part [ 1 ]=0 . 0 ;
102 e=0;
103 h=0;
104 }
105 }
106 else
107 {
108 data2 . part [ 1 ]=0 . 0 ;
109 }
110 }
111 i f (m==5)
112 {
113 i f ( i==1)
114 {
115 DSK6713 LED on ( 0 ) ;
116 i f ( l3 >0)
117 {
118 data2 . part [ 0 ]=( short ) (MAX∗w3 r ight [ n ] ∗ 0 . 9 9 ) ;
119 l3−−;
120 }
121 else
122 {
123 i n i t i a l i z e a l l v a r i ab l e s , b u f f e r s and LEDs ;
124 }
125 }
126 else
127 {
128 data2 . part [ 0 ]=0 . 0 ;
73
129 }
130 }
131 }
132 i f ( s==1)
133 {
134 i f (m==0)
135 {
136 data2 . part [ 1 ]=0 . 0 ;
137 i f ( a==1)
138 {
139 data2 . part [ 0 ]=( short ) (MAX∗w3 [ n ] ∗ 0 . 9 9 ) ;
140 }
141 else
142 {
143 data2 . part [ 0 ]=0 . 0 ;
144 }
145 }
146 i f (m==1 | m==3)
147 {
148 data2 . part [ 1 ]=0 . 0 ;
149 data2 . part [ 0 ]=0 . 0 ;
150 h=0;
151 }
152 i f (m==2)
153 {
154 data2 . part [ 0 ]=0 . 0 ;
155 i f ( e==1)
156 {
157 DSK6713 LED on ( 3 ) ;
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158 i f ( l4 >0)
159 {
160 data2 . part [ 1 ]=( short ) (MAX∗w3 l e f t [ n ] ∗ 0 . 9 9 ) ;
161 l4−−;
162 }
163 else
164 {
165 DSK6713 LED off ( 3 ) ;
166 data2 . part [ 1 ]=0 . 0 ;
167 e=0;
168 h=0;
169 }
170 }
171 else
172 {
173 data2 . part [ 1 ]=0 . 0 ;
174 }
175 }
176 i f (m==4)
177 {
178 data2 . part [ 0 ]=0 . 0 ;
179 i f ( i==1)
180 {
181 DSK6713 LED on ( 3 ) ;
182 i f ( l5 >0)
183 {
184 data2 . part [ 1 ]=( short ) (MAX∗w3 r ight [ n ] ∗ 0 . 9 9 ) ;
185 l5−−;
186 }
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187 else
188 {
189 DSK6713 LED off ( 3 ) ;
190 data2 . part [ 1 ]=0 . 0 ;
191 e=0;
192 h=0;
193 }
194 }
195 else
196 {
197 data2 . part [ 1 ]=0 . 0 ;
198 }
199 }
200 i f (m==5)
201 {
202 i f ( f==1)
203 {
204 DSK6713 LED on ( 0 ) ;
205 i f ( l3 >0)
206 {
207 data2 . part [ 0 ]=( short ) (MAX∗w[ n ] ∗ 0 . 9 9 ) ;
208 l3−−;
209 }
210 else
211 {
212 i n i t i a l i z e a l l v a r i ab l e s , b u f f e r s and LEDs ;
213 }
214 }
215 else
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216 {
217 data2 . part [ 0 ]=0 . 0 ;
218 }
219 }
220 }
where lines 1-41, lines 42-104 and lines 105-173 implement the output timers in source node
1, source node 3 and source node 2 respectively. The initialization code is not listed since
it is identical to the code in Chapter 3.
A complete listing of the C code for the implementation of the source nodes is provided
in Appendix C.
4.3 Experimental Results
In this section, we analyze the performance of the three-source time-slotted round-trip
carrier synchronization system in terms of the normalized power, defined as the ratio of
received power at the destination to the power of the combined signal when the beamforming
carriers are perfectly synchronized. The synchronization overhead defined in Chapter 3 is
also analyzed here as an indicator of the system performance.
4.3.1 Experiments
We performed 50 tests on the three-source system using the Marantz PMD671 solid
state recorder to record the combined output of the mixer. The frequency and amplitude of
the testing primary beacon are the same as the testing primary beacon for the two-source
system. The duration, however, is chosen as 3.537 seconds. The first 0.537 seconds is still
in the transient duration of the PLL. Hence, as discussed in Section 4.2.4, we will get a
combined signal of the beamforming carriers with a duration of approximately 3 seconds at
the start of each recording, that is used for the calculation of the reference power. Figure 4.7
illustrates the timing of the mixer’s right channel.
The advantage of measuring the power of the ideally combined signal in the first time
slot is that we can minimize the environmental effects, i.e., temperature and humidity, on
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Figure 4.7: Illustrative timing diagram of the mixer’s right channel.
the oscillators of the DSK boards, because the interval between this reference signal with
tested signal is only 2.148 seconds (the duration of four time slots). Hence, the initial
normalized power always approximates to 1 for each recording.
The function generator’s “burst” function is configured to output a 907Hz sine wave with
a 5.8 volt peak-to-peak amplitude and zero starting phase for 3208 cycles (3.537 seconds).
The steps of the tests here are the same as the steps in Section 3.3.1.
4.3.2 Statistics of the Normalized Power during Beamforming
The 50 recordings are also trimmed to remove the blank parts in the front and the end of
each recording. After that, the trimmed recordings are processed by an envelope estimator
(Appendix D) to calculate the received magnitude x(t). Figure 4.8 shows the functional
block diagram of the envelope estimator.
S q u a r i n g A p p l y
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r o o t i n gS i g n a l  y ( t ) M a g n i t u d e  x ( t )
Figure 4.8: Functional block diagram of the envelope estimator.
The envelope estimator works by squaring the input signal and sending it through a
low-pass filter and a band-stop filter. Squaring the signal means that half the energy of
the signal is pushed up to higher frequencies and half is shifted towards DC. The envelope
can then be extracted by keeping all the DC low-frequency energy and eliminating the
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Figure 4.9: Normalized power of the 50 recordings as functions of the time elapsed in the
beamforming time slot.
high-frequency energy. A low-pass filter is used to get rid of the high-frequency energy. A
band-stop filter is added to particularly eliminate the signal energy at 1814Hz (two times
of the 907Hz), where the majority of the high-frequency energy locate. The specific design
parameters of the filters can be found in Appendix D. In order to maintain the correct
scale, two more operations are included. The first is to place a gain of 2 on the signal. Since
we are only keeping the lower half of the signal energy, this gain boosts the final energy
to match its original energy. Finally, the square root of the signal is taken to reverse the
scaling distortion from squaring the signal.
Then this received magnitude x(t) is divided by the magnitude of the reference signal,
recorded during the m = 0 time slot and then squared to compute the normalized power
γ(t), i.e.,
γ(t) =
(
x(t)
r
)2
(4.1)
where t is the elapsed time in the beamforming timeslot and r is the average value of the
magnitude of the reference signal over the 3 seconds duration (also calculated by the enve-
lope estimator). The normalized powers of the 50 recordings are shown in Figure 4.9, where
we can see that the normalized powers decrease from 1 as time elapses in the beamforming
timeslot, because the phases of the synchronized carriers are drifting from each other due
to the estimation errors of the PLLs and the local oscillator errors of the DSKs.
79
0 0.2 0.4 0.6 0.8 1 1.2 1.4 1.6 1.8 2
0.9995
0.9996
0.9997
0.9998
0.9999
1
1.0001
1.0002
Time elapsed in the beamforming timeslot (seconds)
N
or
m
al
iz
ed
 p
ow
er
Figure 4.10: Initial normalized powers of the 50 recordings.
The initial normalized power of the 50 recordings is shown in Figure 4.10. The normal-
ized power in the first 0.2 seconds is still dominated by the transient effect of the envelope
estimator. After 0.2 seconds, we can see that the normalized power of each recording has
wiggling as time elapses because of the imperfect filter in the envelope estimator. But all
of the normalized powers are within ±0.01% around 1. Hence, it is precise enough if we
want to apply the λ = 99% and λ = 98% thresholds to the normalized power and calcu-
late the beamforming duration ts when the normalized power reach these thresholds, i.e.,
γ(ts) = 0.99 and γ(ts) = 0.98.
It worth to mention that, because some normalized powers have not reached the 99%
or 98% thresholds at the end of recording, we interpolate each of these normalized powers
as a polynomial approximation, i.e., γp(t) = 1− atb. Then we use the curve fitting tools in
MATLAB to generate the best fits of a and b for each recording. Plugging in a and b and
solving γp(ts) = 0.99 and γp(ts) = 0.98, we can get the interpolated ts for these recordings.
After combining the normal ts with the interpolated ts, we get the distributions of ts
under the 99% and 98% thresholds, as shown respectively in Figure 4.11.
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Figure 4.11: Distributions of the beamforming durations under 99% and 98% normalized
power thresholds and their Generalized Extreme Value approximations.
4.3.3 Generalized Extreme Value Approximation of the Beamforming
Durations
With the help of the distribution fitting tools in MATLAB, the distribution of the
beamforming durations can be approximated as a generalized extreme value distribution.
The generalized extreme value distribution is determined by three parameters: shape
parameter k, scale parameter σ, and location parameter µ. The parameters under the
99% or 98% normalized power thresholds are returned by the distribution fitting tools as
(k99, σ99, µ99) = (0.45135, 21.72, 47.0866) and (k98, σ98, µ98) = (0.442316, 30.9669, 67.9803)
respectively. The generalized extreme value approximations are also plotted in Figure 4.11.
Then, using the inverse cdf function of the generalized extreme value distribution, i.e.,
gevinv, we get the 99% confidence beamforming duration Td, i.e., Prob[Td < ts] = 0.99 or
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Prob[Td > ts] = 0.01, as
Td = gevinv(0.01, k, σ, µ) (4.2)
Plugging in (k99, σ99, µ99) and (k98, σ98, µ98), we get the Td under the 99% and 98% nor-
malized power thresholds as 23.12 and 33.60 seconds respectively.
4.3.4 Overhead Analysis
We use the same synchronization overhead defined in Section 3.3.4 as the indicator of
the system performance. The synchronization overhead for the three-source synchronization
system could be expressed as
Synchronization Overhead =
T0 + T1 + T2 + T3 + T4
Td + T0 + T1 + T2 + T3 + T4
(4.3)
where T0 is the primary beacon duration while T1, T2, T3 and T4 are the secondary beacon
durations. Plugging in the results in Section 4.3.3, the synchronization overheads with
a 99% beamforming confidence under the 99% and 98% normalized power thresholds are
computed as 19.74% and 14.47% respectively. This gives a sense of how often the sources
will require resynchronization to maintain acceptable beamforming quality.
It worth to mention that the above overheads are conservative results since T0 here is
3.537 seconds. It is not necessary to have the last 3 seconds for measuring the reference
power in T0 when we only want the nodes to play beamforming, although it is counted
in the time spent in synchronizing here. The three-source synchronization system is also
achieved by PLLs; hence it will be affected by the transient response as in the two-source
system. Since the transient effect of the PLL is negligible after the settling time, 0.537
seconds, the performance of the system with T0 = 0.537 seconds would be approximately
the same as the performance with T0 = 3.537 seconds. The synchronization overheads with
T0 = 0.537 seconds and 99% beamforming confidence under the 99% and 98% normalized
power thresholds are computed as 10.40% and 7.40%. Meanwhile, although we did not
perform any tests with different primary beacon durations, it is intuitive that the trend of
the synchronization overheads over the primary beacon duration would be similar to the
two-source system, with an optimal primary beacon duration approximately equal to 0.537
seconds, as shown in Figure 3.13.
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Figure 4.12: Synchronization overheads as functions of the beamforming confidence.
As discussed in Section 3.3.4, the beamforming confidence is another factor affecting
the overhead. Figure 4.12 shows the synchronization overheads as functions of the beam-
forming confidence with T0 = 0.537 seconds and T0 = 3.537 seconds. We can see that the
overheads increase as the beamforming confidence increases. Higher beamforming confi-
dence or smaller Prob[Td > ts] will result in a smaller Td in (4.2) because the inverse cdf
function of generalized extreme value distribution is monotonically increasing. Hence, the
synchronization overhead increases.
The normalized power threshold λ also affects the synchronization overhead. We can
see that from Figure 4.12 the overheads with λ = 98% are smaller than the overheads with
λ = 99%. Although we did not calculate the overheads with other λ, it is intuitive that the
synchronization overhead decreases as λ becomes smaller. As shown in Figure 4.9, the nor-
malized power decreases as time elapses. Hence, a smaller λ results in longer beamforming
durations. Since the time for synchronization is not changing, the overhead decreases.
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4.3.5 Experimental Results Comparison with the Two-Source System
Synchronization Overhead Comparison
Since the analysis of the two-source system is focused on the phase offset while the analy-
sis of the three-source system is focused on the normalized power, we can not compare their
synchronization overheads directly. To compare “apples to apples”, we need to transform
the phase offsets into normalized powers. The combined signal of the two carriers could be
expressed as
x(t) = cos(ωt+ φ1) + cos(ωt+ φ2) (4.4)
where φ1 and φ2 are their phases and ω is the radian frequency. After trigonometric trans-
form, we get
x(t) = 2 cos(
φ1 − φ2
2
) cos(ωt+
φ1 + φ2
2
) (4.5)
where 2 cos(φ1−φ22 ) is the magnitude of this combined signal while the ideal magnitude is 2.
Hence, the normalized power of the two-source system could be expressed as
γ(t) =
(
2 cos(φ1−φ22 )
2
)2
= cos2(
φ1 − φ2
2
) (4.6)
where φ1 − φ2 is the phase offset between the two carriers. Hence, by solving (4.6), we
calculate the corresponding phase offsets for the 99% and 98% normalized power thresholds
as λ = 11.48 and λ = 16.26 degrees.
With the phase offset distribution approximation in Chapter 3, i.e., φ∆(t) ∼ N(0, σ2φ∆(t)),
we can compute the 99% confidence beamforming duration Td under the 99% and 98% nor-
malized power thresholds as 31.01 and 43.93 seconds by solving (3.9). Thus the synchro-
nization overheads of the two-source system with respect to the 99% and 98% normalized
power thresholds could be calculated as 4.94% and 3.54%.
Table 4.4 summarizes the differences of the experimental results between the two-source
system in Chapter 3 and the three-source system in Chapter 4, with respect to the same
normalized power thresholds.
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Two-source system Three-source system
Energy gain 4 9
Recorded signal Beamforming carriers Combined signal of
beamforming carriers
Measurement Phase offset Normalized power
Beamforming threshold λ = 0.99 and λ = 0.98 λ = 0.99 and λ = 0.98
Distribution approxiamation Gaussian distribution Generalized Extreme
Value distribution
99% confidence beamforming
duration
Td = 31.01s and Td =
43.93s
Td = 23.12s and Td =
33.60s
Time spent in synchronizing 3T0 = 1.611s 5T0 = 2.685s
Synchronization overhead 4.94% and 3.54% 10.40% and 7.40%
Table 4.4: Summary of the differences between the experimental results of the three-source
system in Chapter 4 and the two-source system in Chapter 3 under the same normalized
power thresholds
Overall Performance Comparison
To compare the performances of different systems, we need to make the amount of input
power the same for the two-source and three-source systems. If we set the total input power
to one, then a two-source system would have each source transmitting with a power of one
half and the three-source system would have each source transmitting with a power of one
third. In this case, the power gain of the ideal two-source beamformer (with respect to the
unit total input power) is 2 and the power gain of the ideal three-source beamformer (with
respect to the unit total input power) is 3. In general, an ideal n-source beamformer will
have a power gain of n if the total input power is held constant, as discussed in [10].
So now, we focus on the normalized power threshold λ, and solve for the n-source beam-
former’s synchronization overhead vn(λ) ∈ (0, 1). The fraction of time spent beamforming
is then 1− vn(λ). We can compute the “discounted” (or time-averaged) power gain as
Pdiscounted(n, λ) = n(1− vn(λ)).
This metric allows for a fair comparison between distributed beamformers with a different
number of sources since it fixes the total input power and “discounts” the received power by
the fraction of time spent beamforming. Hence, we employ Pdiscounted(n, λ) as the indicator
parameter of the overall performance. Table 4.5 summarizes the discounted powers of
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the two-source and three-source systems with different normalized power thresholds and
computes the gain of the three-source system with respect to the two-source system where
λ = 99% λ = 98%
Two-source system Pdiscounted(2, 0.99) = 1.9012 Pdiscounted(2, 0.98) = 1.9292
Three-source system Pdiscounted(3, 0.99) = 2.6880 Pdiscounted(3, 0.98) = 2.7780
Gain of the three-source sys-
tem with respect to the two-
source system
1.41 1.44
Table 4.5: Summary of the discounted powers of the two-source and three-source systems
with different normalized power thresholds.
we can see that, by adding the third node, the three-source system outperforms the two-
source system by a ratio larger than 1.4, which is a significant gain.
In this chapter, we discuss the implementation and experimental results of the three-
source time-slotted round-trip carrier synchronization system. It achieves a remarkable
gain over the two-source system with respect to the discounted power gain. The major
differences of the implementation include the mixer channel and the middle source node.
Since the logic and functionality of the middle nodes are very similar, we can easily extend
the three-source beamformer to a n-source case. With the help of the four DIP switches
on the DSK boards, we can achieve up to 16 node identities for the DSKs. Each assigned
a distinct identity, the DSKs are able to behave as a 16-source distributed beamformer by
running appropriate source code.
Although we did not perform test on n-source system, it is intuitive that the synchro-
nization overhead of the time-slotted round-trip synchronization technique grows with n,
because more secondary beacons are needed and the normalized power at the destination
fades at a faster rate since more carriers are drifting from each other due to the estimation
and oscillator errors, which leads to a shorter beamforming duration. Meanwhile, the nor-
malized power gain of the distributed beamformer grows linearly with n (given fixed total
input power), hence there will be a point at which adding more sources does not improve
the discounted power gain. This would be a good subject for future research.
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Chapter 5
Conclusions
This thesis provides a prototype for the time-slotted round-trip carrier synchronization
protocol and confirms the effectiveness of this prototype through a variety of experimental
tests. This technique can be used to synchronize the carriers of two signal antenna wireless
transmitters that each has independent local oscillator so that their band-pass transmissions
arrive in phase at an intended receiver to create a distributed beamformer. Both the two-
source and three-source beamformers are implemented and tested. The specific design
guidelines and performance analyses are also provided.
The source nodes in the systems were implemented using TMS320C6713 DSK boards.
Each source node contains two or three phase-locked loops with holdover function that are
implemented by the C code in order to achieve the desired processing function. Associated
logic and timer are also implemented in each source node to facilitate the realization of the
time-slotted round-trip carrier synchronization.
The synchronization overhead, defined as the fraction of total time spent synchroniz-
ing the sources, is analyzed as the performance indicator of this protocol. Preliminary
experimental results suggest that the energy gains obtained by beamforming largely out-
weigh the costs of synchronization. The overall performance is also compared between the
beamformers with distinct numbers of sources, in terms of the “discounted” power gain.
There are many future research opportunities following the subjects in this thesis. Since
we did not implement any particular channels or noises, the system performance with vari-
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ous noisy channels is a potential research subject, as well as the effect of mobility. Another
potential research subject is the PLL optimization with respect to shortening the settling
time while retaining an acceptable level of output ripples. This will reduce the synchroniza-
tion overhead. Since the logic of the middle nodes are very similar, we can easily extend
the three-source beamformer to a n-source case. While the normalized power gain of the
distributed beamformer grows linearly with n (given fixed total input power), the overhead
of the time-slotted round-trip synchronization technique also grows with n, hence there will
be a point at which adding more sources does not improve the discounted power gain. This
would also be a good subject for future research.
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Appendix A
Source Code of the Source Node in
the Two-Source System
The following code is used to implement both source nodes in the two-source time-slotted
round-trip carrier synchronization system. When DIP switch 0 is pressed, the DSK board
perform as source node 2, otherwise source node 1.
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1 /∗ ∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗
2 ∗ Two−Source PLL−Based Synchron i za t i on System
3 ∗ Boyang Zhang
4 ∗ Jan . 20 , 2009
5 ∗ DIP0 = up −−> source node 1
6 ∗ DIP0 = down −−> source node 2
7 ∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗
8 #de f i n e CHIP 6713
9 #inc l ude <s t d i o . h>
10 #inc l ude <c6x . h>
11 #inc l ude <c s l . h>
12 #inc l ude <cs l mcbsp . h>
13 #inc l ude <c s l i r q . h>
14 #inc l ude <math . h>
15 #inc l ude ”dsk6713 . h”
16 #inc l ude ” dsk6713 aic23 . h”
17 #inc l ude ” s t d i o . h”
18 #inc l ude ” fastmath67x . h”
19 #de f i n e N 200
20 #de f i n e G 2.0883
21 #de f i n e MAX 32768
22 #de f i n e PI 3.14159265358979323846
23 /∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗
24 ∗ S ta r t o f Declare Var i ab l e s
25 ∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗/
26 // Used f o r codec read/ wr i te
27 union {Uint32 combo ; short part [ 2 ] ; } data1 ;
28 union {Uint32 combo ; short part [ 2 ] ; } data2 ;
29 // Index
30 int n=0;
31 int a=0;
32 int b=0;
33 int c=0;
34 int d=0;
35 int e=0;
36 int h=0;
37 int x=0;
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38 int i =0;
39 int o=0;
40 int z=0;
41 // Beacon l eng th b u f f e r
42 int l 1 =0;
43 int l 2 =0;
44 int l 3 =0;
45 int l 4 =0;
46 // Holdover average va lue LPF
47 f loat avgLFout l e f t = 0 . 0 ;
48 f loat avgLFout r ight = 0 . 0 ;
49 // Source Nodes ’ ou tpu t s ’ beamforming durat ion time [ sec ]
50 f loat BD=62;
51 // Used f o r s c a l i n g
52 f loat invMAX = 0.000030517578125;
53 // Le f t / r i g h t inpu t b u f f e r s
54 f loat f l e f t c h a nn e l [N]={0 .0} ;
55 f loat f r i gh t channe l [N]={0 .0} ;
56 // Le f t / r i g h t PLL center f r e quenc i e s [Hz ]
57 f loat f 0 l e f t = 907 . 0 ;
58 f loat f 0 r i g h t = 907 . 0 ;
59 // Current VCO frequency l e f t / r i g h t [Hz ]
60 f loat f 2 l e f t = 907 . 0 ;
61 f loat f 2 r i g h t = 907 . 0 ;
62 // Holdover va l u e s
63 f loat o u t l e f t =0.0 ;
64 f loat ou t r i gh t =0.0 ;
65 // Pi
66 f loat pi = PI ;
67 // Pi/2
68 f loat p i h a l f = 0 ;
69 // VCO s e n s i t i v i t y [Hz/(V∗ s ) ]
70 f loat Ko = 10 ;
71 // Phase de t e c t o r gain
72 f loat Kd = 1 ;
73 // Feedback s i g n a l l e f t / r i g h t [ rad/ sec ]
74 f loat w2 l e f t [N] = {0 . 0} ;
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75 f loat w2 right [N] = {0 . 0} ;
76 // Output s i g n a l l e f t / r i g h t [ rad/ sec ]
77 f loat w3 l e f t [N] = {0 . 0} ;
78 f loat w3 right [N] = {0 . 0} ;
79 // S i gna l a f t e r phase s h i f t e r
80 f loat w4 l e f t [N] = {0 . 0} ;
81 f loat w4 right [N] = {0 . 0} ;
82 // Input s i g n a l to i n l o c k de t e c t o r LPF
83 f loat w5 l e f t [N] = {0 . 0} ;
84 f loat w5 right [N] = {0 . 0} ;
85 // Sum of ID LPF input samples
86 f loat runn ingsum le f t =0.0 ;
87 f loat runningsum right =0.0 ;
88 // Runningsum of the inpu t to the ho l dover l e f t / r i g h t
89 f loat runn ingsum2 le f t =0.0 ;
90 f loat runningsum2 r ight =0.0 ;
91 // Holdover b u f f e r s l e f t / r i g h t
92 f loat i n lockmem le f t [ 1 8 ]={0 . 0} ;
93 f loat in lockmem right [ 18 ]={0 . 0} ;
94 // Output s i g n a l o f i n l o c k de t e c t o r LPF
95 f loat IDFout l e f t [N]= {0 . 0} ;
96 f loat IDFout r ight [N]= {0 . 0} ;
97 // Input b u f f e r to the VCO
98 f loat VCOin left [N]={0 .0} ;
99 f loat VCOin right [N]={0 .0} ;
100 // VCO phase l e f t / r i g h t [ rad ]
101 f loat v c o ph a s e l e f t [N] = {0 . 0} ;
102 f loat v co pha s e r i gh t [N] = {0 . 0} ;
103 // Sampling f requency
104 f loat Fs = 8000 . 0 ;
105 // Inverse o f sampl ing f requency
106 f loat i n v f s = 0 ;
107 // 1/(2∗ p i )
108 f loat oneovertwopi = 0 ;
109 // Four quadrant phase de t e c t o r output l e f t / r i g h t
110 f loat FQout le ft [N] = {0 . 0} ;
111 f loat FQout right [N] = {0 . 0} ;
92
112 // Low−pass f i l t e r output l e f t / r i g h t
113 f loat LPFout le ft [N] = {0 . 0} ;
114 f loat LPFout right [N] = {0 . 0} ;
115 //PLL wi th bandwidth o f ˜ 5 Hz 55 degrees phase margin
116 f loat numd le ft [ 3 ] = { .172669313084048 , .000642078427208759 ,
− .172027234656839} ;
117 f loat d end l e f t [ 3 ] = {1 . , −1.96342656037355 , .963426560373551} ;
118 f loat numd right [ 3 ] = { .172669313084048 , .000642078427208759 ,
− .172027234656839} ;
119 f loat dend r igh t [ 3 ] = {1 . , −1.96342656037355 , .963426560373551} ;
120 // Codec con f i gu ra t i on wi th d e f a u l t s e t t i n g s
121 DSK6713 AIC23 CodecHandle hCodec ;
122 DSK6713 AIC23 Config c on f i g = DSK6713 AIC23 DEFAULTCONFIG;
123 in t e r rup t void ser ia lPortRcvISR (void ) ;
124 /∗ ∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗
125 ∗ End o f Declare Var i ab l e s
126 ∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗/
127 void main ( )
128 {
129 // i n i t i a l i z e a l l PLL arrays
130 for (n=0;n<N; n++)
131 {
132 FQout le ft [ n ] = 0 . 0 ;
133 FQout right [ n ] = 0 . 0 ;
134 LPFout le ft [ n ] = 0 . 0 ;
135 LPFout right [ n ] = 0 . 0 ;
136 f l e f t c h a nn e l [ n ] = 0 . 0 ;
137 f r i gh t channe l [ n ] = 0 . 0 ;
138 VCOin left [ n ]=0 . 0 ;
139 VCOin right [ n ]=0 . 0 ;
140 w2 l e f t [ n ] = 0 . 0 ;
141 w2 r ight [ n ] = 0 . 0 ;
142 w3 l e f t [ n ] = 0 . 0 ;
143 w3 r ight [ n ] = 0 . 0 ;
144 v c o ph a s e l e f t [ n ] = 0 . 0 ;
145 v co pha s e r i gh t [ n ] = 0 . 0 ;
146 w4 l e f t [ n ] = 0 . 0 ;
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147 w4 r ight [ n ] = 0 . 0 ;
148 w5 l e f t [ n ] = 0 . 0 ;
149 w5 r ight [ n ] = 0 . 0 ;
150 IDFout l e f t [ n ] = 0 . 0 ;
151 IDFout r ight [ n ] = 0 . 0 ;
152 }
153 // i n i t i a l i z e the ho l dover b u f f e r
154 for ( z=0;z <18; z++)
155 {
156 in lockmem le f t [ z ]=0 . 0 ;
157 in lockmem right [ z ]=0 . 0 ;
158 }
159 // i n i t i a l i z e a l l PLL indexes , i n d i c a t o r s and v a r i a b l e s
160 runn ingsum le f t = 0 . 0 ;
161 runningsum right = 0 . 0 ;
162 runn ingsum2 le f t = 0 . 0 ;
163 runningsum2 r ight = 0 . 0 ;
164 a=0;
165 b=0;
166 c=0;
167 x=0;
168 d=0;
169 e=0;
170 h=0;
171 i =0;
172 o=0;
173 z=0;
174 l 1 =0;
175 l 3 =0;
176 l 2 =0;
177 l 4 =0;
178 n=0;
179 avgLFout l e f t = 0 . 0 ;
180 avgLFout r ight = 0 . 0 ;
181 o u t l e f t =0.0 ;
182 ou t r i gh t =0.0 ;
183 i n v f s = 1/( f loat ) 8000;
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184 oneovertwopi = 1/(2∗ pi ) ;
185 p i h a l f = pi /2 ;
186 // I n i t i a l i z e the board support l i b r a r y , must be c a l l e d f i r s t
187 DSK6713 init ( ) ;
188 // open codec and ge t handle
189 hCodec = DSK6713 AIC23 openCodec (0 , &con f i g ) ;
190 // i n i t i a l i z e the DIP sw i t ch e s
191 DSK6713 DIP init ( ) ;
192 // i n i t i a l i z e the LEDs
193 DSK6713 LED init ( ) ;
194 // Conf igure bu f f e r ed s e r i a l por t s f o r 32 b i t opera t i on
195 MCBSP FSETS(SPCR1, RINTM, FRM) ;
196 MCBSP FSETS(SPCR1, XINTM, FRM) ;
197 MCBSP FSETS(RCR1, RWDLEN1, 32BIT) ;
198 MCBSP FSETS(XCR1, XWDLEN1, 32BIT) ;
199 // s e t codec sampl ing f requency
200 DSK6713 AIC23 setFreq ( hCodec , DSK6713 AIC23 FREQ 8KHZ) ;
201 // i n t e r r u p t se tup
202 // G l oba l l y d i s a b l e s i n t e r r u p t s
203 IRQ globalDisab le ( ) ;
204 // Enables the NMI i n t e r r u p t
205 IRQ nmiEnable ( ) ;
206 // Maps an event to a p h y s i c a l i n t e r r u p t
207 IRQ map(IRQ EVT RINT1 ,15 ) ;
208 // Enables the event
209 IRQ enable (IRQ EVT RINT1) ;
210 // G l oba l l y enab l e s i n t e r r u p t s
211 IRQ globalEnable ( ) ;
212 // en ter i n f i n i t e ” wh i l e ” loop and wai t f o r i n t e r r u p t
213 while (1)
214 {
215 // do nothing
216 }
217 }
218 in t e r rup t void ser ia lPortRcvISR ( )
219 {
220 //======================================================
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221 // START: Analog D i g i t a l Convertor (ADC)
222 //======================================================
223 // Read inpu t from l e f t / r i g h t channe l s
224 data1 . combo = MCBSP read(DSK6713 AIC23 DATAHANDLE) ;
225 // Store inpu t to f l o a t , sca l e , and negate f o r i n v e r s i on co r r e c t i on
226 f l e f t c h a nn e l [ n ] = −(( f loat ) data1 . part [ 1 ] ) ∗invMAX;
227 f r i gh t channe l [ n ] = −(( f loat ) data1 . part [ 0 ] ) ∗invMAX∗G;
228 //======================================================
229 // END: Analog D i g i t a l Convertor (ADC)
230 //======================================================
231 //======================================================
232 // START: Four Quadrant Phase Detector
233 //======================================================
234 FQout le ft [ n ] = f l e f t c h a n n e l [ n ] ∗ w2 l e f t [ n ] ∗ Kd;
235 FQout right [ n ] = f r i gh t channe l [ n ] ∗ w2 right [ n ] ∗ Kd;
236 //======================================================
237 // END: Four Quadrant Phase Detector
238 //======================================================
239 //======================================================
240 // START: Loop F i l t e r (LF)
241 //======================================================
242 // compute new loop f i l t e r output
243 i f (n==0)
244 {
245 LPFout le ft [ n ] = numd le ft [ 0 ] ∗ FQout le ft [ 0 ] +
numd le ft [ 1 ] ∗ FQout le ft [N−1] + numd le ft [ 2 ] ∗
246 FQout le ft [N−2] − d end l e f t [ 1 ] ∗ LPFout le ft [N−1] −
d end l e f t [ 2 ] ∗ LPFout le ft [N−2] ;
247 LPFout right [ n ] = numd right [ 0 ] ∗ FQout right [ 0 ] +
numd right [ 1 ] ∗ FQout right [N−1] + numd right [ 2 ] ∗
248 FQout right [N−2] − dend r igh t [ 1 ] ∗ LPFout right [N−1] −
dend r igh t [ 2 ] ∗ LPFout right [N−2] ;
249 }
250 i f (n==1)
251 {
252 LPFout le ft [ n ] = numd le ft [ 0 ] ∗ FQout le ft [ 1 ] +
numd le ft [ 1 ] ∗ FQout le ft [ 0 ] + numd le ft [ 2 ] ∗
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253 FQout le ft [N−1] − d end l e f t [ 1 ] ∗ LPFout le ft [ 0 ] −
d end l e f t [ 2 ] ∗ LPFout le ft [N−1] ;
254 LPFout right [ n ] = numd right [ 0 ] ∗ FQout right [ 1 ] +
numd right [ 1 ] ∗ FQout right [ 0 ] + numd right [ 2 ] ∗
255 FQout right [N−1] − dend r igh t [ 1 ] ∗ LPFout right [ 0 ] −
dend r igh t [ 2 ] ∗ LPFout right [N−1] ;
256 }
257 i f (n>=2)
258 {
259 LPFout le ft [ n ] = numd le ft [ 0 ] ∗ FQout le ft [ n ] +
numd le ft [ 1 ] ∗ FQout le ft [ n−1] + numd le ft [ 2 ] ∗
260 FQout le ft [ n−2] − d end l e f t [ 1 ] ∗ LPFout le ft [ n−1] −
d end l e f t [ 2 ] ∗ LPFout le ft [ n−2] ;
261 LPFout right [ n ] = numd right [ 0 ] ∗ FQout right [ n ] +
numd right [ 1 ] ∗ FQout right [ n−1] +
262 numd right [ 2 ] ∗ FQout right [ n−2] − dend r igh t [ 1 ] ∗
LPFout right [ n−1] − dend r igh t [ 2 ] ∗ LPFout right [ n
−2] ;
263 }
264 //=========================================================
265 // END: Loop F i l t e r (LF)
266 //=========================================================
267 //=========================================================
268 // START: Input Detector
269 //=========================================================
270 // Le f t Channel
271 // Has the inpu t Beacon Star ted ?
272 i f ( a==0)
273 {
274 i f ( ( f l e f t c h a nn e l [ n ] >0.2) | ( f l e f t c h a nn e l [ n]<−0.2) ) a=1;
275 }
276 // Beacon has s t a r t e d
277 else
278 {
279 // S i gan l l en g t h
280 l 1++;
281 // Has the inpu t beacon ended
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282 i f ( ( f l e f t c h a nn e l [ n ] <0.1) & ( f l e f t c h a nn e l [ n]>−0.1) )
283 {
284 l 2++;
285 }
286 else
287 {
288 l 2 =0;
289 }
290 // Beacon ends
291 i f ( l 2==9)
292 {
293 a=0;
294 c=0;
295 h=1;
296 l1 −=9;
297 l 2 =0;
298 DSK6713 LED off (2 ) ;
299 }
300 }
301 // Right channel
302 // Has the inpu t Beacon Star ted ?
303 i f (b==0)
304 {
305 i f ( ( f r i gh t channe l [ n ] >0.2) | ( f r i gh t channe l [ n]<−0.2) ) b=1;
306 }
307 // Beacon has s t a r t e d
308 else
309 {
310 // Has beacon ended ?
311 i f ( ( f r i gh t channe l [ n ] <0.1) & ( f r i gh t channe l [ n]>−0.1) )
312 {
313 l 4++;
314 }
315 else
316 {
317 l 4 =0;
318 }
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319 // Beacon ends
320 i f ( l 4==9)
321 {
322 b=0;
323 d=0;
324 o=1;
325 l 4 =0;
326 DSK6713 LED off (1 ) ;
327 }
328 }
329 //=====================================================
330 // END: Input Detector
331 //=====================================================
332 //=====================================================
333 // START: In−l o c k Detector
334 //=====================================================
335 // Le f t Channel
336 i f ( a==1)
337 {
338 // Mu l t i p l i e r
339 w5 l e f t [ n]= w4 l e f t [ n ]∗ f l e f t c h a n n e l [ n ] ;
340 // Average Value LPF
341 i f (n<N−1)
342 {
343 runn ingsum le f t = runn ingsum le f t + w5 l e f t [ n ] − w5 l e f t [ n+1] ;
344 }
345 else
346 {
347 runn ingsum le f t = runn ingsum le f t + w5 l e f t [ n ] −
w5 l e f t [ 0 ] ;
348 }
349 IDFout l e f t [ n]= runn ingsum le f t / (N−1) ;
350 // Schmitt−t r i g g e r
351 i f ( ( c==0) & ( IDFout l e f t [ n ] >0.46) )
352 {
353 c=1;
354 }
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355 else
356 {
357 i f ( ( c==1) & ( IDFout l e f t [ n ] <0.1) )
358 {
359 c=0;
360 }
361 }
362 // Set up the i nd i ca t o r and the LED l i g h t when PLL i s in−
l o cked
363 i f ( c==1)
364 {
365 e=1;
366 DSK6713 LED on (2) ;
367 }
368 else
369 {
370 DSK6713 LED off (2 ) ;
371 }
372 }
373 // I f PLL f a i l to g e t i n l o c k ed during the beacon , s e t s i g n a l l en g t h to
zero again
374 i f ( ( h==1) & ( e==0))
375 {
376 h=0;
377 l 1 =0;
378 }
379 // Right Channel
380 i f (b==1)
381 {
382 // Mu l t i p l i e r
383 w5 r ight [ n]= w4 r ight [ n ]∗ f r i gh t channe l [ n ] ;
384 // Average Value LPF
385 i f (n<N−1)
386 {
387 runningsum right = runningsum right + w5 r ight [ n ] −
w5 right [ n+1] ;
388 }
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389 else
390 {
391 runningsum right = runningsum right + w5 r ight [ n ] −
w5 right [ 0 ] ;
392 }
393 IDFout r ight [ n]= runningsum right / (N−1) ;
394 // Schmitt−t r i g g e r
395 i f ( ( d==0) & ( IDFout r ight [ n ] >0.46) )
396 {
397 d=1;
398 }
399 else
400 {
401 i f ( ( d==1) & ( IDFout r ight [ n ] <0.1) )
402 {
403 d=0;
404 }
405 }
406 // Set up the i nd i ca t o r and the LED l i g h t when PLL i s in−
l o cked
407 i f (d==1)
408 {
409 i =1;
410 DSK6713 LED on (1) ;
411 // Set up the beacon l eng th o f the r i g h t channel ’ s
output
412 l 3=BD∗Fs ;
413 }
414 else
415 {
416 DSK6713 LED off (1 ) ;
417 }
418 }
419 // I f PLL f a i l to g e t i n l o c k ed during the beacon , s e t s i g n a l l en g t h to
zero again
420 i f ( ( o==1) & ( i==0))
421 {
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422 o=0;
423 l 3 =0;
424 }
425 //=========================================================
426 // END: In−l o c k Detector
427 //=========================================================
428 //=========================================================
429 // START: Holdover
430 //==========================================================
431 //========================================================
432 // START: Average Value LPF in Holdover
433 //=======================================================
434 // update running sum2 and compute average
435 i f (n<N−1)
436 {
437 runn ingsum2 le f t = runn ingsum2 le f t + LPFout le ft [ n ] −
LPFout le ft [ n+1] ;
438 runningsum2 r ight = runningsum2 r ight + LPFout right [ n
] − LPFout right [ n+1] ;
439 }
440 else
441 {
442 runn ingsum2 le f t = runn ingsum2 le f t + LPFout le ft [ n ] −
LPFout le ft [ 0 ] ;
443 runningsum2 r ight = runningsum2 r ight + LPFout right [ n
] − LPFout right [ 0 ] ;
444 }
445 avgLFout l e f t = runn ingsum2 le f t /(N−1) ;
446 avgLFout r ight = runningsum2 r ight /(N−1) ;
447 //=========================================================
448 // END: Average Value LPF in Holdover
449 //=========================================================
450 //=========================================================
451 // START: Holdover Buf f e r s
452 //=========================================================
453 // I f l e f t channel i s i n l o c k ed
454 i f ( c==1)
102
455 {
456 // Set up i n l o c k b u f f e r
457 for ( z=0;z <17; z++)
458 {
459 in lockmem le f t [ z ]= in lockmem le f t [ z +1] ;
460 }
461 in lockmem le f t [17 ]= avgLFout l e f t ;
462 }
463 // I f r i g h t channel i s i n l o c k ed
464 i f (d==1)
465 {
466 // Set up i n l o c k b u f f e r
467 for ( z=0;z <17; z++)
468 {
469 in lockmem right [ z ]= in lockmem right [ z +1] ;
470 }
471 in lockmem right [17 ]= avgLFout r ight ;
472 }
473 //=====================================================
474 // END: Holdover Buf f e r s
475 //=====================================================
476 //=====================================================
477 // START: Holdover Swi tches
478 //=====================================================
479 // Decide which node to perform
480 // Source Node 1
481 i f ( DSK6713 DIP get (0)==1)
482 {
483 // Le f t channel was i n l o c k ed and the beacon has ended
484 i f ( ( e==1) & ( a==0))
485 {
486 // Use the f i r s t va l ue in the i n l o c k b u f f e r s
as the inpu t s i g n a l to VCO
487 o u t l e f t=in lockmem le f t [ 0 ] ;
488 VCOin left [ n]= o u t l e f t ;
489 }
490 // Le f t channel Holdover Off
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491 else
492 {
493 // Use the output s i g n a l o f loop f i l t e r as the
inpu t s i g n a l to VCO
494 VCOin left [ n]= LPFout le ft [ n ] ;
495 }
496
497 // Right channel was i n l o c k ed and the beacon has ended
498 i f ( ( b==0) & ( i==1))
499 {
500 // Use the f i r s t va l ue in the ho l dover b u f f e r s
as the inpu t to VCO
501 ou t r i gh t=in lockmem right [ 0 ] ;
502 VCOin right [ n]= ou t r i gh t ;
503 }
504 // Right channel Holdover Off
505 else
506 {
507 // Use the output s i g n a l o f loop f i l t e r as the
inpu t s i g n a l to VCO
508 VCOin right [ n]=LPFout right [ n ] ;
509 }
510 }
511 //Source Node 2
512 else
513 {
514 // Le f t channel was i n l o c k ed and the inpu t beacon to
the r i g h t channel has ended
515 i f ( ( e==1) & ( a==0))
516 {
517 // Use the f i r s t va l ue in the i n l o c k b u f f e r s
as the inpu t s i g n a l to VCO
518 o u t l e f t=in lockmem le f t [ 0 ] ;
519 VCOin left [ n]= o u t l e f t ;
520 }
521 // Le f t channel Holdover Off
522 else
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523 {
524 // Use the output s i g n a l o f loop f i l t e r as the
inpu t s i g n a l to VCO
525 VCOin left [ n]= LPFout le ft [ n ] ;
526 }
527 // Right channel was i n l o c k ed and the l e f t channel ’ s
output beacon has ended
528 i f ( ( b==0) & ( i==1))
529 {
530 // Use the f i r s t va l ue in the ho l dover b u f f e r s
as the inpu t to VCO
531 ou t r i gh t=in lockmem right [ 0 ] ;
532 VCOin right [ n]= ou t r i gh t ;
533 }
534 // Right channel Holdover Off
535 else
536 {
537 // Use the output s i g n a l o f loop f i l t e r as the
inpu t s i g n a l to VCO
538 VCOin right [ n]=LPFout right [ n ] ;
539 }
540 }
541 //======================================================
542 // END: Holdover Swi tches
543 //======================================================
544 //========================================================
545 // END: Holdover
546 //========================================================
547 //========================================================
548 // START: Vol tage Contro l l ed O s c i l l a t o r (VCO)
549 //========================================================
550 // Ca l cu l a te VCO frequency l e f t / r i g h t
551 f 2 l e f t = f 0 l e f t + (Ko∗ oneovertwopi ) ∗ VCOin left [ n ] ;
552 f 2 r i g h t = f 0 r i g h t + (Ko∗ oneovertwopi ) ∗ VCOin right [ n ] ;
553 // Increment VCO phase ang l e l e f t and handle phase wrap
554 i f (n+1>N−1)
555 {
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556 v c o ph a s e l e f t [ 0 ] = v c o ph a s e l e f t [N−1] + 2∗ pi ∗( f 2 l e f t ∗ i n v f s )
;
557 v co pha s e r i gh t [ 0 ] = v co pha s e r i gh t [N−1] + 2∗ pi ∗( f 2 r i g h t ∗
i n v f s ) ;
558 while ( v c o ph a s e l e f t [0] >2∗ pi )
559 v c o ph a s e l e f t [ 0 ] += −2∗pi ;
560 while ( v c o ph a s e l e f t [0] <0)
561 v c o ph a s e l e f t [ 0 ] += 2∗ pi ;
562 while ( v co pha s e r i gh t [0] >2∗ pi )
563 v co pha s e r i gh t [ 0 ] += −2∗pi ;
564 while ( v co pha s e r i gh t [0] <0)
565 v co pha s e r i gh t [ 0 ] += 2∗ pi ;
566 // Feedback s i g n a l to phase de t e c t o r
567 w2 l e f t [0 ]= s i n f ( v c o ph a s e l e f t [0 ]+ p i h a l f ) ;
568 w2 r ight [0 ]= s i n f ( v co pha s e r i gh t [0 ]+ p i h a l f ) ;
569 // Output s i g n a l l e f t , negate f o r i n v e r s i on co r r e c t i on
570 w3 l e f t [0]=− s i n f ( v c o p h a s e l e f t [ 0 ] ) ;
571 w3 r ight [0]=− s i n f ( v co pha s e r i gh t [ 0 ] ) ;
572 // Phase S h i f t e r
573 w4 l e f t [0 ]= s i n f ( v c o ph a s e l e f t [ 0 ] ) ;
574 w4 r ight [0 ]= s i n f ( v co pha s e r i gh t [ 0 ] ) ;
575 }
576 else
577 {
578 v c o ph a s e l e f t [ n+1] = v c o ph a s e l e f t [ n ] + 2∗ pi ∗( f 2 l e f t ∗ i n v f s )
;
579 v co pha s e r i gh t [ n+1] = vco pha s e r i gh t [ n ] + 2∗ pi ∗( f 2 r i g h t ∗
i n v f s ) ;
580 while ( v c o ph a s e l e f t [ n+1]>2∗pi )
581 v c o ph a s e l e f t [ n+1] += −2∗pi ;
582 while ( v c o ph a s e l e f t [ n+1]<0)
583 v c o ph a s e l e f t [ n+1] += 2∗ pi ;
584 while ( v co pha s e r i gh t [ n+1]>2∗pi )
585 v co pha s e r i gh t [ n+1] += −2∗pi ;
586 while ( v co pha s e r i gh t [ n+1]<0)
587 v co pha s e r i gh t [ n+1] += 2∗ pi ;
588 // Feedback s i g n a l l e f t
106
589 w2 l e f t [ n+1]= s i n f ( v c o ph a s e l e f t [ n+1]+ p i h a l f ) ;
590 w2 r ight [ n+1]= s i n f ( v co pha s e r i gh t [ n+1]+ p i h a l f ) ;
591 // Output s i g n a l l e f t , negate f o r i n v e r s i on co r r e c t i on
592 w3 l e f t [ n+1]=− s i n f ( v c o p h a s e l e f t [ n+1]) ;
593 w3 r ight [ n+1]=− s i n f ( v co pha s e r i gh t [ n+1]) ;
594 // Phase S h i f t e r
595 w4 l e f t [ n+1]= s i n f ( v c o ph a s e l e f t [ n+1]) ;
596 w4 r ight [ n+1]= s i n f ( v co pha s e r i gh t [ n+1]) ;
597 }
598 //======================================================
599 // END: Vol tage Contro l l ed O s c i l l a t o r (VCO)
600 //======================================================
601 //======================================================
602 // START: Output Timer
603 //======================================================
604 // Decide which node to perform as
605 // Perform as Source Node 1
606 i f ( DSK6713 DIP get (0)==1)
607 {
608 // Le f t Channel
609 // Le f t channel g e t i n l o c k ed during beacon and the beacon has
ended
610 i f ( ( e==1) & ( a==0))
611 {
612 // Output l i g h t on
613 DSK6713 LED on (3) ;
614 // Beacon l eng th s t i l l l a r g e r than zero
615 i f ( l1 >0)
616 {
617 data2 . part [1 ]=( short ) (MAX∗w3 l e f t [ n ] ∗ 0 . 9 9 ) ;
618 l1−−;
619 }
620 // Beacon l eng th e qua l s zero
621 else
622 {
623 DSK6713 LED off (3 ) ;
624 // Use zero output
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625 data2 . part [ 1 ]= 0 . 0 ;
626 // I n i t i a l i z i n g
627 runn ingsum le f t = 0 . 0 ;
628 runn ingsum2 le f t = 0 . 0 ;
629 a=0;
630 c=0;
631 e=0;
632 h=0;
633 avgLFout l e f t = 0 . 0 ;
634 o u t l e f t =0.0 ;
635 l 1 =0;
636 l 2 =0;
637 for ( z=0;z<N; z++)
638 {
639 FQout le ft [ z ] = 0 . 0 ;
640 LPFout le ft [ z ] = 0 . 0 ;
641 f l e f t c h a nn e l [ z ] = 0 . 0 ;
642 VCOin left [ z ]=0 . 0 ;
643 w2 l e f t [ z ] = 0 . 0 ;
644 w3 l e f t [ z ] = 0 . 0 ;
645 v c o ph a s e l e f t [ z ] = 0 . 0 ;
646 IDFout l e f t [ z ]=0 . 0 ;
647 w4 l e f t [ z ]=0 . 0 ;
648 w5 l e f t [ z ]=0 . 0 ;
649 }
650 for ( z=0;z <18; z++)
651 {
652 in lockmem le f t [ z ]=0 . 0 ;
653 }
654 }
655 }
656 else
657 {
658 // Use zero output
659 data2 . part [ 1 ]= 0 . 0 ;
660 }
661 //Right Channel
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662 // Right channel g e t i n l o c k ed during beacon and the beacon has
ended
663 i f ( ( i==1) & (b==0))
664 {
665 DSK6713 LED on (0) ;
666 i f ( l3 >0)
667 {
668 data2 . part [0 ]=( short ) (MAX∗w3 right [ n ] ∗ 0 . 9 9 ) ;
669 l3−−;
670 }
671 else
672 {
673 DSK6713 LED off (0 ) ;
674 data2 . part [ 0 ]= 0 . 0 ;
675 runningsum right = 0 . 0 ;
676 runningsum2 r ight = 0 . 0 ;
677 b=0;
678 d=0;
679 avgLFout r ight = 0 . 0 ;
680 ou t r i gh t =0.0 ;
681 i =0;
682 o=0;
683 l 3 =0;
684 l 4 =0;
685 for ( z=0;z<N; z++)
686 {
687 FQout right [ z ] = 0 . 0 ;
688 LPFout right [ z ] = 0 . 0 ;
689 f r i gh t channe l [ z ] = 0 . 0 ;
690 VCOin right [ z ]=0 . 0 ;
691 w2 r ight [ z ] = 0 . 0 ;
692 w3 r ight [ z ] = 0 . 0 ;
693 v co pha s e r i gh t [ z ] = 0 . 0 ;
694 IDFout r ight [ z ]=0 . 0 ;
695 w4 r ight [ z ]=0 . 0 ;
696 w5 r ight [ z ]=0 . 0 ;
697 }
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698 for ( z=0;z <18; z++)
699 {
700 in lockmem right [ z ]=0 . 0 ;
701 }
702 }
703 }
704 else
705 {
706 data2 . part [ 0 ]= 0 . 0 ;
707 }
708 }
709 // Perform as Source Node 2
710 else
711 {
712 // Le f t Channel
713 // Le f t channel was i n l o c k ed and the inpu t beacon to the r i g h t
channel has ended
714 i f ( ( e==1) & ( a==0) & (b==0) & ( i==1))
715 {
716 DSK6713 LED on (3) ;
717 i f ( l1 >0)
718 {
719 data2 . part [1 ]=( short ) (MAX∗w3 l e f t [ n ] ∗ 0 . 9 9 ) ;
720 l1−−;
721 }
722 else
723 {
724 DSK6713 LED off (3 ) ;
725 data2 . part [ 1 ]= 0 . 0 ;
726 // Ind i ca t o r o f the ending o f the l e f t channel
’ s output
727 x=1;
728 runn ingsum le f t = 0 . 0 ;
729 runn ingsum2 le f t = 0 . 0 ;
730 a=0;
731 c=0;
732 e=0;
110
733 h=0;
734 avgLFout l e f t = 0 . 0 ;
735 o u t l e f t =0.0 ;
736 l 1 =0;
737 l 2 =0;
738 for ( z=0;z<N; z++)
739 {
740 FQout le ft [ z ] = 0 . 0 ;
741 LPFout le ft [ z ] = 0 . 0 ;
742 f l e f t c h a nn e l [ z ] = 0 . 0 ;
743 VCOin left [ z ]=0 . 0 ;
744 w2 l e f t [ z ] = 0 . 0 ;
745 w3 l e f t [ z ] = 0 . 0 ;
746 v c o ph a s e l e f t [ z ] = 0 . 0 ;
747 IDFout l e f t [ z ]=0 . 0 ;
748 w4 l e f t [ z ]=0 . 0 ;
749 w5 l e f t [ z ]=0 . 0 ;
750 }
751 for ( z=0;z <18; z++)
752 {
753 in lockmem le f t [ z ]=0 . 0 ;
754 }
755 }
756 }
757 else
758 {
759 data2 . part [ 1 ]= 0 . 0 ;
760 }
761 // Right channel
762 // Right channel was i n l o c k ed and the l e f t channel ’ s output
beacon has ended
763 i f ( ( i==1) & (b==0) & ( e==0))
764 {
765 DSK6713 LED on (0) ;
766 i f ( l3 >0)
767 {
768 data2 . part [0 ]=( short ) (MAX∗w3 right [ n ] ∗ 0 . 9 9 ) ;
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769 l3−−;
770 }
771 else
772 {
773 DSK6713 LED off (0 ) ;
774 data2 . part [ 0 ]= 0 . 0 ;
775 runningsum right = 0 . 0 ;
776 runningsum2 r ight = 0 . 0 ;
777 b=0;
778 d=0;
779 avgLFout r ight = 0 . 0 ;
780 ou t r i gh t =0.0 ;
781 i =0;
782 o=0;
783 l 3 =0;
784 l 4 =0;
785 x=0;
786 for ( z=0;z<N; z++)
787 {
788 FQout right [ z ] = 0 . 0 ;
789 LPFout right [ z ] = 0 . 0 ;
790 f r i gh t channe l [ z ] = 0 . 0 ;
791 VCOin right [ z ]=0 . 0 ;
792 w2 r ight [ z ] = 0 . 0 ;
793 w3 r ight [ z ] = 0 . 0 ;
794 v co pha s e r i gh t [ z ] = 0 . 0 ;
795 IDFout r ight [ z ]=0 . 0 ;
796 w4 r ight [ z ]=0 . 0 ;
797 w5 r ight [ z ]=0 . 0 ;
798 }
799 for ( z=0;z <18; z++)
800 {
801 in lockmem right [ z ]=0 . 0 ;
802 }
803 }
804 }
805 else
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806 {
807 data2 . part [ 0 ]= 0 . 0 ;
808 }
809 }
810 //==========================================================
811 // END: Output Timer
812 //==========================================================
813 //==========================================================
814 // START: D i g i t a l Analog Convertor (DAC)
815 //==========================================================
816 MCBSP write (DSK6713 AIC23 DATAHANDLE, data2 . combo) ;
817 //==========================================================
818 // END: D i g i t a l Analog Convertor (DAC)
819 //==========================================================
820 // increment b u f f e r index and handle wraparound
821 n++;
822 i f (n>=N) n=0;
823 }
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Appendix B
Maximum Likelihood Estimation
The following MATLAB code is used to calculate the MLE estimation of the phase offset
in each recording at each second. The recordings are in the format of *.wav file. And the
.m file for this MATLAB code is placed in the same folder as the 100 recordings.
0.5
1 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
2 % Maximum l i k e l i h o o d es t imat ion (MLE) f o r frequency and phase
3 % Boyang Zhang
4 % Nov . 15 , 2008
5 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
6 c l e a r a l l ;
7 c l c ;
8
9 F=ze r o s (100 ,60) ;
10 M=ze ro s (1 ,60) ;
11 V=ze r o s (1 ,60) ;
12 m=60;
13 f s =44100;
14 f i l e s=d i r ( ’ ∗ . wav ’ ) ;
15
16 f o r i =1:1 : l ength ( f i l e s )
17 %read in a ∗ . wav f i l e
18 f i l e s ( i ) . data=wavread ( f i l e s ( i ) . name) ;
19 m0=f i l e s ( i ) . data ;
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20 a=0;
21 b=0;
22
23 f o r m=0:59
24 a=1+44100∗m;
25 b=44100∗(m+1) ;
26
27 l 0=m0( a : b , 1 ) ;
28 r0=m0( a : b , 2 ) ;
29
30 % est imate l e f t / r i gh t channel f requency
31 f e s t l e f t = 907 ;
32 f e s t r i g h t = 907 ;
33
34 % de f i n e range o f f r e q u en c i e s to check
35 r a n g e l e f t = 0 . 001 ;
36 r ange r i gh t = 0 . 001 ;
37
38 % de f i n e d e s i r ed p r e c i s i o n
39 f r e q u en c y p e r l e f t = 0 .0000005 ;
40 f r equ en cy p e r r i gh t = 0 .0000005 ;
41
42 % setup v e c t o r s
43 N = length ( l 0 ) ;
44 n = 0 :N−1;
45
46 % setup t e s t v e c t o r s
47 f t e s t l e f t = f e s t l e f t ∗(1+(− r a n g e l e f t : f r e q u en c y p e r l e f t : r a n g e l e f t )
) ;
48 %FL = ( f t e s t l e f t ( : ) / f s )∗ ones (1 ,N) ;
49 I l e f t = ze r o s ( s i z e ( f t e s t l e f t ) ) ;
50
51 f t e s t r i g h t = f e s t r i g h t ∗(1+(− r ange r i gh t : f r e qu en cy p e r r i gh t :
r ange r i gh t ) ) ;
52 %FR = ( f t e s t r i g h t ( : ) / f s )∗ ones (1 ,N) ;
53 I r i g h t = ze r o s ( s i z e ( f t e s t r i g h t ) ) ;
54
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55 FL = exp(− j ∗2∗ pi ∗( f t e s t l e f t . ’ / f s ) ∗n) . ’ ;
56 FR = exp(− j ∗2∗ pi ∗( f t e s t r i g h t . ’ / f s ) ∗n) . ’ ;
57
58 % Calcu la t e the d i f f e r e n c e between input ’ s and output ’ s pahse
59 % d i f f e r e n c e
60 x=l0 ’ ;
61 y=r0 ’ ;
62 x=x−mean(x ) ;
63 y=y−mean(y ) ;
64 x=x/ sq r t (sum(x .∗ x) ) ∗ s q r t (sum(y .∗ y ) ) ;
65
66 d isp ( [ ’ Please wait . Now i = ’ , num2str ( i ) , ’ , m= ’ , num2str (m) , ’ . ’ ] ) ;
67 I l e f t = (1/N) ∗ ( ( abs (x∗FL) ) . ˆ2 ) ;
68 I r i g h t = (1/N) ∗ ( ( abs (x∗FR) ) . ˆ2 ) ;
69
70 % f ind index where I i s maximized ( l e f t and r i gh t )
71 [ v a l u e l e f t , i n d e x l e f t ] = max( I l e f t ) ;
72 [ v a lu e r i gh t , i nd ex r i gh t ] = max( I r i g h t ) ;
73
74 % f ind MLE frequency ( l e f t and r i gh t )
75 f r e q u en c y l e f t = f t e s t l e f t ( i n d e x l e f t ) ;
76 f r equ en cy r i gh t = f t e s t r i g h t ( i nd ex r i gh t ) ;
77
78 % f ind MLE phase ( l e f t and r i gh t ) , convert to degree s
79 p h i h a t l e f t = −atan (sum(x .∗ s i n (2∗ pi ∗ f r e q u en c y l e f t / f s ∗n) ) /sum(x .∗
cos (2∗ pi ∗ f r e q u en c y l e f t / f s ∗n) ) ) ;
80 p h i h a t r i g h t = −atan (sum(y .∗ s i n (2∗ pi ∗ f r e qu en cy r i gh t / f s ∗n) ) /sum(y
.∗ cos (2∗ pi ∗ f r e qu en cy r i gh t / f s ∗n) ) ) ;
81 p h a s e e s t ima t e l e f t = p h i h a t l e f t /2/ p i ∗360;
82 pha s e e s t imat e r i gh t = ph i h a t r i g h t /2/ p i ∗360;
83
84 % output the phase d i f f e r e n c e between the two channels to the
command window
85 ph a s e d i f f e r e n c e = phas e e s t imat e l e f t −phas e e s t imat e r i gh t ;
86
87 F( i ,m+1) = pha s e d i f f e r e n c e ;
88 d isp (F( i ,m+1) ) ;
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89 end
90 end
91 %ca l c u l a t e the mean and standard d ev i a t i on
92 M=mean(F) ;
93 V=sq r t ( var (F) ) ;
94 %p lot
95 j =1:60;
96 subplot (2 ,1 ,1 ) , p lo t ( j ,M) ;
97 subplot (2 ,1 ,2 ) , p lo t ( j ,V) ;
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Appendix C
Source Code of the Source Node in
the Three-Source System
The following code is used to implement the source nodes in the three-source time-slotted
round-trip carrier synchronization system. When DIP switch 0 and DIP switch 1 are both
pressed, the DSK board performs as source node 1. When DIP switch 1 is pressed and
DIPswitch 0 is not pressed, the DSK board performs as source node 2. When DIP switch 0
is pressed and DIP switch 1 is not pressed, the DSK board performs as source node 3.
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1 /∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗
2 ∗ Three−Source PLL−Based Synchron izat ion System
3 ∗ Boyang Zhang
4 ∗ Feb . 20 , 2009
5 ∗ DIP0 = down DIP1 = down−−> sou rce node 1
6 ∗ DIP0 = up DIP1 = down−−> sou rce node 2
7 ∗ DIP0 = up DIP1 = up −−> sou rce node 3
8 ∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗
9 #de f i n e CHIP 6713
10 #inc lude <s t d i o . h>
11 #inc lude <c6x . h>
12 #inc lude <c s l . h>
13 #inc lude <cs l mcbsp . h>
14 #inc lude <c s l i r q . h>
15 #inc lude <math . h>
16 #inc lude ”dsk6713 . h”
17 #inc lude ” dsk6713 a i c23 . h”
18 #inc lude ” s td i o . h”
19 #inc lude ” fastmath67x . h”
20 #de f i n e N 200
21 #de f i n e G 2.0883
22 #de f i n e MAX 32768
23 #de f i n e PI 3.14159265358979323846
24 /∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗
25 ∗ Star t o f Dec lare Var iab l e s
26 ∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗
27 // Used f o r codec read / wr i t e
28 union {Uint32 combo ; shor t part [ 2 ] ; } data1 ;
29 union {Uint32 combo ; shor t part [ 2 ] ; } data2 ;
30 // Index
31 in t n=0;
32 in t a=0;
33
34 in t b=0;
35 in t c=0;
36 in t d=0;
37
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38 in t e=0;
39 in t h=0;
40
41 in t i =0;
42
43 in t f =0;
44
45 in t z=0;
46 in t m=0;
47 // Beacon length bu f f e r
48 in t l 1 =0;
49 in t l 2 =0;
50 in t l 3 =0;
51 in t l 4 =0;
52 in t l 5 =0;
53
54 in t low=0;
55 in t high=0;
56 in t s=0;
57 // Holdover average value LPF
58 f l o a t avgLFout l e f t = 0 . 0 ;
59 f l o a t avgLFout r ight = 0 . 0 ;
60 f l o a t avgLFout=0.0 ;
61
62 // Source Nodes ’ outputs ’ beamforming durat ion time [ s ec ]
63 f l o a t BD=122;
64 // Used f o r s c a l i n g
65 f l o a t invMAX = 0.000030517578125;
66
67 // Le f t / r i gh t input b u f f e r s
68 f l o a t input [N]={0 .0} ;
69 f l o a t f l e f t c h a nn e l [N]={0 .0} ;
70 f l o a t f r i gh t channe l [N]={0 .0} ;
71 f l o a t f channe l [N]={0 .0} ;
72
73 // Le f t / r i gh t PLL cente r f r e q u en c i e s [ Hz ]
74 f l o a t f 0 l e f t = 907 . 0 ;
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75 f l o a t f 0 r i g h t = 907 . 0 ;
76 f l o a t f0 =907.0;
77 // Current VCO frequency l e f t / r i gh t [Hz ]
78 f l o a t f 2 l e f t = 907 . 0 ;
79 f l o a t f 2 r i g h t = 907 . 0 ;
80 f l o a t f2 =907.0;
81 // Holdover va lue s
82 f l o a t o u t l e f t =0.0 ;
83 f l o a t ou t r i gh t =0.0 ;
84 f l o a t out =0.0 ;
85
86 // Pi
87 f l o a t p i = PI ;
88
89 // Pi /2
90 f l o a t p i h a l f = 0 ;
91 // VCO s e n s i t i v i t y [Hz/(V∗ s ) ]
92 f l o a t Ko = 10 ;
93
94 // Phase d e t e c t o r gain
95 f l o a t Kd = 1 ;
96
97 f l o a t w[N]={0 .0} ;
98 // Feedback s i g n a l l e f t / r i gh t [ rad/ sec ]
99 f l o a t w2 l e f t [N] = {0 . 0} ;
100 f l o a t w2 r ight [N] = {0 . 0} ;
101 f l o a t w2 [N]={0 .0} ;
102 // Output s i g n a l l e f t / r i gh t [ rad/ sec ]
103 f l o a t w3 l e f t [N] = {0 . 0} ;
104 f l o a t w3 r ight [N] = {0 . 0} ;
105 f l o a t w3 [N]={0 .0} ;
106 // S igna l a f t e r phase s h i f t e r
107 f l o a t w4 l e f t [N] = {0 . 0} ;
108 f l o a t w4 r ight [N] = {0 . 0} ;
109 f l o a t w4 [N]={0 .0} ;
110 // Input s i g n a l to i n l o ck d e t e c t o r LPF
111 f l o a t w5 l e f t [N] = {0 . 0} ;
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112 f l o a t w5 r ight [N] = {0 . 0} ;
113 f l o a t w5 [N]={0 .0} ;
114 // Sum of ID LPF input samples
115 f l o a t runn ingsum le f t =0.0 ;
116 f l o a t runningsum right =0.0 ;
117 f l o a t runningsum=0.0;
118 // Runningsum of the input to the holdover l e f t / r i gh t
119 f l o a t runn ingsum2 le f t =0.0 ;
120 f l o a t runningsum2 r ight =0.0 ;
121 f l o a t runningsum2 =0.0 ;
122 // Holdover b u f f e r s l e f t / r i gh t
123 f l o a t in lockmem le f t [ 1 8 ]={0 . 0} ;
124 f l o a t in lockmem right [ 18 ]={0 . 0} ;
125 f l o a t inlockmem [18 ]={0 . 0} ;
126
127 // Output s i g n a l o f i n l o ck d e t e c t o r LPF
128 f l o a t IDFout l e f t [N]= {0 . 0} ;
129 f l o a t IDFout r ight [N]= {0 . 0} ;
130 f l o a t IDFout [N]={0 .0} ;
131 // Input bu f f e r to the VCO
132 f l o a t VCOin left [N]={0 .0} ;
133 f l o a t VCOin right [N]={0 .0} ;
134 f l o a t VCOin [N]={0 .0} ;
135 // VCO phase l e f t / r i gh t [ rad ]
136 f l o a t v c o ph a s e l e f t [N] = {0 . 0} ;
137 f l o a t v co pha s e r i gh t [N] = {0 . 0} ;
138 f l o a t vco phase [N]={0 .0} ;
139 // Sampling frequency
140 f l o a t Fs = 8000 . 0 ;
141
142 // Inver se o f sampling frequency
143 f l o a t i n v f s = 0 ;
144
145 // 1/(2∗ pi )
146 f l o a t oneovertwopi = 0 ;
147
148 // Four quadrant phase d e t e c t o r output l e f t / r i gh t
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149 f l o a t FQout le ft [N] = {0 . 0} ;
150 f l o a t FQout right [N] = {0 . 0} ;
151 f l o a t FQout [N]={0 .0} ;
152
153 // Low−pass f i l t e r output l e f t / r i gh t
154 f l o a t LPFout le ft [N] = {0 . 0} ;
155 f l o a t LPFout right [N] = {0 . 0} ;
156 f l o a t LPFout [N] = {0 . 0} ;
157
158 //PLL with bandwidth o f ˜ 5 Hz 55 degree s phase margin
159 f l o a t numd le ft [ 3 ] = { .172669313084048 , .000642078427208759 ,
− .172027234656839} ;
160 f l o a t d e n d l e f t [ 3 ] = {1 . , −1.96342656037355 , .963426560373551} ;
161
162 f l o a t numd right [ 3 ] = { .172669313084048 , .000642078427208759 ,
− .172027234656839} ;
163 f l o a t dend r igh t [ 3 ] = {1 . , −1.96342656037355 , .963426560373551} ;
164
165 f l o a t numd [ 3 ] = { .172669313084048 , .000642078427208759 , − .172027234656839} ;
166 f l o a t dend [ 3 ] = {1 . , −1.96342656037355 , .963426560373551} ;
167 // Codec con f i gu r a t i on with d e f au l t s e t t i n g s
168 DSK6713 AIC23 CodecHandle hCodec ;
169 DSK6713 AIC23 Config c on f i g = DSK6713 AIC23 DEFAULTCONFIG;
170 in t e r rup t void ser ia lPortRcvISR ( void ) ;
171 /∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗
172 ∗ End of Dec lare Var iab l e s
173 ∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗
174
175 void main ( )
176 {
177 // i n i t i a l i z e a l l PLL ar ray s
178 f o r (n=0;n<N; n++)
179 {
180 FQout le ft [ n ] = 0 . 0 ;
181 FQout right [ n ] = 0 . 0 ;
182 FQout [ n ] = 0 . 0 ;
183 LPFout le ft [ n ] = 0 . 0 ;
123
184 LPFout right [ n ] = 0 . 0 ;
185 LPFout [ n ] = 0 . 0 ;
186 f l e f t c h a nn e l [ n ] = 0 . 0 ;
187 f r i gh t channe l [ n ] = 0 . 0 ;
188 fchanne l [ n ] = 0 . 0 ;
189 input [ n ]=0 . 0 ;
190 VCOin left [ n ]=0 . 0 ;
191 VCOin right [ n ]=0 . 0 ;
192 VCOin [ n ]=0 . 0 ;
193 w[ n ]=0 . 0 ;
194 w2 l e f t [ n ] = 0 . 0 ;
195 w2 r ight [ n ] = 0 . 0 ;
196 w2 [ n ] = 0 . 0 ;
197 w3 l e f t [ n ] = 0 . 0 ;
198 w3 r ight [ n ] = 0 . 0 ;
199 w3 [ n ] = 0 . 0 ;
200 v c o ph a s e l e f t [ n ] = 0 . 0 ;
201 v co pha s e r i gh t [ n ] = 0 . 0 ;
202 vco phase [ n ]=0 . 0 ;
203 w4 l e f t [ n ] = 0 . 0 ;
204 w4 r ight [ n ] = 0 . 0 ;
205 w4 [ n ]=0 . 0 ;
206 w5 l e f t [ n ] = 0 . 0 ;
207 w5 r ight [ n ] = 0 . 0 ;
208 w5 [ n ]=0 . 0 ;
209 IDFout l e f t [ n ] = 0 . 0 ;
210 IDFout r ight [ n ] = 0 . 0 ;
211 IDFout [ n ]=0 . 0 ;
212 }
213 // i n i t i a l i z e the holdover bu f f e r
214 f o r ( z=0;z <18; z++)
215 {
216 in lockmem le f t [ z ]=0 . 0 ;
217 in lockmem right [ z ]=0 . 0 ;
218 inlockmem [ z ]=0 . 0 ;
219 }
220 // i n i t i a l i z e a l l PLL indexes , i n d i c a t o r s and v a r i a b l e s
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221 runn ingsum le f t = 0 . 0 ;
222 runningsum right = 0 . 0 ;
223 runningsum=0.0;
224 runn ingsum2 le f t = 0 . 0 ;
225 runningsum2 r ight = 0 . 0 ;
226 runningsum2=0.0 ;
227 a=0;
228 b=0;
229 c=0;
230 d=0;
231 e=0;
232 f =0;
233 h=0;
234 i =0;
235 z=0;
236 l 1 =0;
237 l 3 =0;
238 l 2 =0;
239 l 4 =0;
240 l 5 =0;
241 n=0;
242 m=0;
243 low=0;
244 high =0;
245 s=0;
246 avgLFout l e f t = 0 . 0 ;
247 avgLFout r ight = 0 . 0 ;
248 avgLFout=0.0 ;
249 o u t l e f t =0.0 ;
250 ou t r i gh t =0.0 ;
251 out =0.0 ;
252
253 i n v f s = 1/( f l o a t ) 8000;
254 oneovertwopi = 1/(2∗ pi ) ;
255 p i h a l f = pi /2 ;
256
257
125
258 // I n i t i a l i z e the board support l i b r a r y , must be c a l l e d f i r s t
259 DSK6713 init ( ) ;
260 // open codec and get handle
261 hCodec = DSK6713 AIC23 openCodec (0 , &con f i g ) ;
262 // i n i t i a l i z e the DIP swi t ches
263 DSK6713 DIP init ( ) ;
264
265 // i n i t i a l i z e the LEDs
266 DSK6713 LED init ( ) ;
267
268 // Conf igure bu f f e r ed s e r i a l por t s f o r 32 b i t operat ion
269 MCBSP FSETS(SPCR1, RINTM, FRM) ;
270 MCBSP FSETS(SPCR1, XINTM, FRM) ;
271 MCBSP FSETS(RCR1, RWDLEN1, 32BIT) ;
272 MCBSP FSETS(XCR1, XWDLEN1, 32BIT) ;
273 // s e t codec sampling frequency
274 DSK6713 AIC23 setFreq ( hCodec , DSK6713 AIC23 FREQ 8KHZ) ;
275
276 // in t e r rup t setup
277 // Global ly d i s a b l e s i n t e r r u p t s
278 IRQ globalDisab le ( ) ;
279
280 // Enables the NMI in t e r rup t
281 IRQ nmiEnable ( ) ;
282
283 // Maps an event to a phy s i c a l i n t e r rup t
284 IRQ map(IRQ EVT RINT1 ,15 ) ;
285
286 // Enables the event
287 IRQ enable (IRQ EVT RINT1) ;
288
289 // Global ly enab le s i n t e r r u p t s
290 IRQ globalEnable ( ) ;
291 // ente r i n f i n i t e ”whi le ” loop and wait f o r i n t e r rup t
292 whi le (1)
293 {
294 // do nothing
126
295 }
296 }
297
298 in t e r rup t void ser ia lPortRcvISR ( )
299 {
300
301
302 //====================================
303 // START: Read and s t o r e data
304 //====================================
305 // Read input from l e f t / r i gh t channels
306 data1 . combo = MCBSP read(DSK6713 AIC23 DATAHANDLE) ;
307 // Store input to f l o a t , s ca l e , and negate f o r i n v e r s i on c o r r e c t i o n
308 i f (m==0)
309 {
310 input [ n]= −(( f l o a t ) data1 . part [ 1 ] ) ∗invMAX;
311 f l e f t c h a nn e l [ n ] = −(( f l o a t ) data1 . part [ 1 ] ) ∗invMAX;
312 f r i gh t channe l [ n ] = −(( f l o a t ) data1 . part [ 1 ] ) ∗invMAX;
313 fchanne l [ n]= −(( f l o a t ) data1 . part [ 1 ] ) ∗invMAX;
314 }
315
316 e l s e
317 {
318 input [ n]= −(( f l o a t ) data1 . part [ 1 ] ) ∗invMAX∗G;
319 f l e f t c h a nn e l [ n ] = −(( f l o a t ) data1 . part [ 1 ] ) ∗invMAX∗G;
320 f r i gh t channe l [ n ] = −(( f l o a t ) data1 . part [ 1 ] ) ∗invMAX∗G;
321 fchanne l [ n]= −(( f l o a t ) data1 . part [ 1 ] ) ∗invMAX∗G;
322 }
323 //====================================
324 // END: Read and s t o r e data
325 //====================================
326
327 //====================================
328 // START: Nodes ’ order # in the chain
329 //====================================
330 i f ( DSK6713 DIP get (0)==1)
331 {
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332 low=1;
333 }
334 e l s e
335 {
336 low=0;
337 }
338
339 i f ( DSK6713 DIP get (1)==1)
340 {
341 high=1;
342 }
343 e l s e
344 {
345 high=0;
346 }
347
348 s=low+2∗high ;
349 //======================================
350 // END: Nodes ’ order # in the chain
351 //======================================
352
353
354
355 //=====================================
356 // START: Four Quadrant Phase Detector
357 //=====================================
358 FQout le ft [ n ] = f l e f t c h a n n e l [ n ] ∗ w2 l e f t [ n ] ∗ Kd;
359 FQout right [ n ] = f r i gh t channe l [ n ] ∗ w2 right [ n ] ∗ Kd;
360 FQout [ n]= fchanne l [ n ] ∗ w2 [ n ] ∗ Kd;
361 //=====================================
362 // END: Four Quadrant Phase Detector
363 //=====================================
364
365
366
367 //=====================================
368 // START: Loop F i l t e r (LF)
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369 //=====================================
370 // compute new loop f i l t e r output
371 i f (n==0)
372 {
373 LPFout le ft [ n ] = numd le ft [ 0 ] ∗ FQout le ft [ 0 ] +
numd le ft [ 1 ] ∗ FQout le ft [N−1] + numd le ft [ 2 ] ∗
374 FQout le ft [N−2] − d end l e f t [ 1 ] ∗ LPFout le ft [N−1] −
d end l e f t [ 2 ] ∗ LPFout le ft [N−2] ;
375 LPFout right [ n ] = numd right [ 0 ] ∗ FQout right [ 0 ] +
numd right [ 1 ] ∗ FQout right [N−1] + numd right [ 2 ] ∗
376 FQout right [N−2] − dend r igh t [ 1 ] ∗ LPFout right [N−1] −
dend r igh t [ 2 ] ∗ LPFout right [N−2] ;
377 LPFout [ n ] = numd [ 0 ] ∗FQout [ 0 ] + numd [ 1 ] ∗FQout [N−1] +
numd [ 2 ] ∗
378 FQout [N−2] − dend [ 1 ] ∗ LPFout [N−1] − dend [ 2 ] ∗ LPFout [N
−2] ;
379 }
380 i f (n==1)
381 {
382 LPFout le ft [ n ] = numd le ft [ 0 ] ∗ FQout le ft [ 1 ] +
numd le ft [ 1 ] ∗ FQout le ft [ 0 ] + numd le ft [ 2 ] ∗
383 FQout le ft [N−1] − d end l e f t [ 1 ] ∗ LPFout le ft [ 0 ] −
d end l e f t [ 2 ] ∗ LPFout le ft [N−1] ;
384 LPFout right [ n ] = numd right [ 0 ] ∗ FQout right [ 1 ] +
numd right [ 1 ] ∗ FQout right [ 0 ] + numd right [ 2 ] ∗
385 FQout right [N−1] − dend r igh t [ 1 ] ∗ LPFout right [ 0 ] −
dend r igh t [ 2 ] ∗ LPFout right [N−1] ;
386 LPFout [ n ] = numd [ 0 ] ∗FQout [ 1 ] + numd [ 1 ] ∗FQout [ 0 ] + numd
[ 2 ] ∗
387 FQout [N−1] − dend [ 1 ] ∗ LPFout [ 0 ] − dend [ 2 ] ∗ LPFout [N−1] ;
388 }
389 i f (n>=2)
390 {
391 LPFout le ft [ n ] = numd le ft [ 0 ] ∗ FQout le ft [ n ] +
numd le ft [ 1 ] ∗ FQout le ft [ n−1] + numd le ft [ 2 ] ∗
392 FQout le ft [ n−2] − d end l e f t [ 1 ] ∗ LPFout le ft [ n−1] −
d end l e f t [ 2 ] ∗ LPFout le ft [ n−2] ;
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393 LPFout right [ n ] = numd right [ 0 ] ∗ FQout right [ n ] +
numd right [ 1 ] ∗ FQout right [ n−1] +
394 numd right [ 2 ] ∗ FQout right [ n−2] − dend r igh t [ 1 ] ∗
LPFout right [ n−1] − dend r igh t [ 2 ] ∗ LPFout right [ n
−2] ;
395 LPFout [ n ] = numd [ 0 ] ∗FQout [ n ] + numd [ 1 ] ∗ FQout right [ n
−1] +
396 numd [ 2 ] ∗FQout [ n−2] − dend [ 1 ] ∗ LPFout [ n−1] − dend [ 2 ] ∗
LPFout [ n−2] ;
397 }
398 //======================================
399 // END: Loop F i l t e r (LF)
400 //======================================
401 //=======================================
402 // START: Input Counter
403 //=======================================
404 i f ( a==0)
405 {
406 i f ( ( input [ n ] >0.2) | ( input [ n]<−0.2) )
407 {
408 a=1;
409 }
410 }
411 e l s e
412 {
413 i f (m==1)
414 {
415 l 4++;
416 }
417
418 i f (m==3)
419 {
420 l 5++;
421 }
422
423 i f ( ( input [ n ] <0.1) & ( input [ n]>−0.1) )
424 {
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425 l 2++;
426 }
427 e l s e
428 {
429 l 2 =0;
430 }
431
432 i f ( l 2==9)
433 {
434 a=0;
435 c=0;
436 d=0;
437 b=0;
438 h=1;
439 l 2 =0;
440 DSK6713 LED off (2 ) ;
441 DSK6713 LED off (1 ) ;
442 i f (m==0)
443 {
444 l 1 =8000;
445 }
446 i f (m==1)
447 {
448 l4 −=9;
449 }
450
451 i f (m==3)
452 {
453 l5 −=9;
454 }
455
456 m++;
457 i f (m>5) m=0;
458 }
459 }
460 //=================================
461 // END: Input Counter
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462 //=================================
463
464
465 //=================================
466 // START: In−l o ck Detector
467 //=================================
468 // Le f t Channel
469 i f ( a==1)
470 {
471 i f ( s==0)
472 {
473 i f (m==0)
474 {
475 // Mu l t i p l i e r
476 w5 l e f t [ n]= w4 l e f t [ n ]∗ f l e f t c h a n n e l [ n
] ;
477
478 // Average Value LPF
479 i f (n<N−1)
480 {
481 runn ingsum le f t = runn ingsum le f t +
w5 l e f t [ n ] − w5 l e f t [ n+1] ;
482 }
483 e l s e
484 {
485 runn ingsum le f t =
runn ingsum le f t + w5 l e f t [
n ] − w5 l e f t [ 0 ] ;
486 }
487 IDFout l e f t [ n]= runn ingsum le f t / (N
−1) ;
488
489 // Schmitt−t r i g g e r
490 i f ( ( c==0) & ( IDFout l e f t [ n ] >0.44) )
491 {
492 c=1;
493 }
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494 e l s e
495 {
496 i f ( ( c==1) & ( IDFout l e f t [ n
] <0.1) )
497 {
498 c=0;
499 }
500 }
501
502 // Set up the i n d i c a t o r and the LED
l i g h t when PLL i s in−locked
503 i f ( c==1)
504 {
505 e=1;
506 DSK6713 LED on (2) ;
507 }
508 e l s e
509 {
510 DSK6713 LED off (2 ) ;
511 }
512 }
513 i f (m==4)
514 {
515 w5 r ight [ n]= w4 r ight [ n ]∗ f r i gh t channe l
[ n ] ;
516
517 // Average Value LPF
518 i f (n<N−1)
519 {
520 runningsum right =
runningsum right +
w5 r ight [ n ] − w5 right [ n
+1] ;
521 }
522 e l s e
523 {
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524 runningsum right =
runningsum right +
w5 r ight [ n ] − w5 right [ 0 ] ;
525 }
526 IDFout r ight [ n]= runningsum right / (N
−1) ;
527
528 i f ( ( d==0) & ( IDFout r ight [ n ] >0.44) )
529 {
530 d=1;
531 }
532 e l s e
533 {
534 i f ( ( d==1) & ( IDFout r ight [ n
] <0.1) )
535 {
536 d=0;
537 }
538 }
539
540 i f (d==1)
541 {
542 i =1;
543 DSK6713 LED on (1) ;
544 l 3=BD∗Fs ;
545 }
546 e l s e
547 {
548 DSK6713 LED off (1 ) ;
549 }
550 }
551 }
552
553 i f ( s==2)
554 {
555 i f (m==0)
556 {
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557 // Mu l t i p l i e r
558 w5 l e f t [ n]= w4 l e f t [ n ]∗ f l e f t c h a n n e l [ n
] ;
559
560
561 // Average Value LPF
562 i f (n<N−1)
563 {
564 runn ingsum le f t = runn ingsum le f t +
w5 l e f t [ n ] − w5 l e f t [ n+1] ;
565 }
566 e l s e
567 {
568 runn ingsum le f t =
runn ingsum le f t + w5 l e f t [
n ] − w5 l e f t [ 0 ] ;
569 }
570 IDFout l e f t [ n]= runn ingsum le f t / (N
−1) ;
571
572
573 // Schmitt−t r i g g e r
574 i f ( ( c==0) & ( IDFout l e f t [ n ] >0.44) )
575 {
576 c=1;
577 }
578 e l s e
579 {
580 i f ( ( c==1) & ( IDFout l e f t [ n
] <0.1) )
581 {
582 c=0;
583 }
584 }
585
586 // Set up the i n d i c a t o r and the LED
l i g h t when PLL i s in−locked
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587 i f ( c==1)
588 {
589 e=1;
590 DSK6713 LED on (2) ;
591 }
592 e l s e
593 {
594 DSK6713 LED off (2 ) ;
595 }
596 }
597
598 i f (m==2)
599 {
600 // Mu l t i p l i e r
601 w5 r ight [ n]= w4 r ight [ n ]∗ f r i gh t channe l
[ n ] ;
602
603
604 // Average Value LPF
605 i f (n<N−1)
606 {
607 runningsum right =
runningsum right +
w5 r ight [ n ] − w5 right [ n
+1] ;
608 }
609 e l s e
610 {
611 runningsum right =
runningsum right +
w5 r ight [ n ] − w5 right [ 0 ] ;
612 }
613 IDFout r ight [ n]= runningsum right / (N
−1) ;
614
615 i f ( ( d==0) & ( IDFout r ight [ n ] >0.44) )
616 {
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617 d=1;
618 }
619 e l s e
620 {
621 i f ( ( d==1) & ( IDFout r ight [ n
] <0.1) )
622 {
623 d=0;
624 }
625 }
626
627 i f (d==1)
628 {
629 i =1;
630 DSK6713 LED on (1) ;
631 l 3=BD∗Fs ;
632 }
633 e l s e
634 {
635 DSK6713 LED off (1 ) ;
636 }
637 }
638 }
639
640 i f ( s==1)
641 {
642 i f (m==0)
643 {
644 w5 [ n]= w4 [ n ]∗ f channe l [ n ] ;
645
646 i f (n<N−1)
647 {
648 runningsum = runningsum + w5 [ n
] − w5 [ n+1] ;
649 }
650 e l s e
651 {
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652 runningsum = runningsum + w5 [ n
] − w5 [ 0 ] ;
653 }
654 IDFout [ n]= runningsum / (N−1) ;
655
656 i f ( ( b==0) & ( IDFout [ n ] >0.44) )
657 {
658 b=1;
659 }
660 e l s e
661 {
662 i f ( ( b==1) & ( IDFout [ n ] <0.1) )
663 {
664 b=0;
665 }
666 }
667
668 i f (b==1)
669 {
670 f =1;
671 DSK6713 LED on (2) ;
672 DSK6713 LED on (1) ;
673 }
674 e l s e
675 {
676 DSK6713 LED off (2 ) ;
677 DSK6713 LED off (1 ) ;
678 }
679 }
680
681 i f (m==1)
682 {
683 // Mu l t i p l i e r
684 w5 l e f t [ n]= w4 l e f t [ n ]∗ f l e f t c h a n n e l [ n
] ;
685
686 // Average Value LPF
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687 i f (n<N−1)
688 {
689 runn ingsum le f t = runn ingsum le f t +
w5 l e f t [ n ] − w5 l e f t [ n+1] ;
690 }
691 e l s e
692 {
693 runn ingsum le f t =
runn ingsum le f t + w5 l e f t [
n ] − w5 l e f t [ 0 ] ;
694 }
695 IDFout l e f t [ n]= runn ingsum le f t / (N
−1) ;
696
697 // Schmitt−t r i g g e r
698 i f ( ( c==0) & ( IDFout l e f t [ n ] >0.44) )
699 {
700 c=1;
701 }
702 e l s e
703 {
704 i f ( ( c==1) & ( IDFout l e f t [ n
] <0.1) )
705 {
706 c=0;
707 }
708 }
709
710 // Set up the i n d i c a t o r and the LED
l i g h t when PLL i s in−locked
711 i f ( c==1)
712 {
713 e=1;
714 DSK6713 LED on (2) ;
715 }
716 e l s e
717 {
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718 DSK6713 LED off (2 ) ;
719 }
720 }
721
722 i f (m==3)
723 {
724 w5 r ight [ n]= w4 r ight [ n ]∗ f r i gh t channe l
[ n ] ;
725
726 // Average Value LPF
727 i f (n<N−1)
728 {
729 runningsum right =
runningsum right +
w5 r ight [ n ] − w5 right [ n
+1] ;
730 }
731 e l s e
732 {
733 runningsum right =
runningsum right +
w5 r ight [ n ] − w5 right [ 0 ] ;
734 }
735 IDFout r ight [ n]= runningsum right / (N
−1) ;
736
737 i f ( ( d==0) & ( IDFout r ight [ n ] >0.44) )
738 {
739 d=1;
740 }
741 e l s e
742 {
743 i f ( ( d==1) & ( IDFout r ight [ n
] <0.1) )
744 {
745 d=0;
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747 }
748
749 i f (d==1)
750 {
751 i =1;
752 DSK6713 LED on (1) ;
753 l 3=BD∗Fs ;
754 }
755 e l s e
756 {
757 DSK6713 LED off (1 ) ;
758 }
759 }
760 }
761 }
762 //============================================
763 // END: In−l o ck Detector
764 //===========================================
765
766
767
768
769 //===========================================
770 // START: Holdover
771 //===========================================
772 //========================================
773 // START: Average Value LPF in Holdover
774 //========================================
775 // update running sum2 and compute average
776 i f (n<N−1)
777 {
778 runn ingsum2 le f t = runn ingsum2 le f t + LPFout le ft [ n ] −
LPFout le ft [ n+1] ;
779 runningsum2 r ight = runningsum2 r ight + LPFout right [ n
] − LPFout right [ n+1] ;
780 runningsum2 = runningsum2 + LPFout [ n ] − LPFout [ n+1] ;
781 }
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782 e l s e
783 {
784 runn ingsum2 le f t = runn ingsum2 le f t + LPFout le ft [ n ] −
LPFout le ft [ 0 ] ;
785 runningsum2 r ight = runningsum2 r ight + LPFout right [ n
] − LPFout right [ 0 ] ;
786 runningsum2 = runningsum2 + LPFout [ n ] − LPFout [ 0 ] ;
787 }
788
789 avgLFout l e f t = runn ingsum2 le f t /(N−1) ;
790 avgLFout r ight = runningsum2 r ight /(N−1) ;
791 avgLFout = runningsum2 /(N−1) ;
792 //=========================================
793 // END: Average Value LPF in Holdover
794 //=========================================
795
796 //=========================================
797 // START: Holdover Bu f f e r s
798 //=========================================
799 // I f l e f t channel i s in locked
800 i f ( c==1)
801 {
802 // Set up in l o ck bu f f e r
803 f o r ( z=0;z <17; z++)
804 {
805 in lockmem le f t [ z ]= in lockmem le f t [ z +1] ;
806 }
807 in lockmem le f t [17 ]= avgLFout l e f t ;
808 }
809 // I f r i gh t channel i s in locked
810 i f (d==1)
811 {
812 // Set up in l o ck bu f f e r
813 f o r ( z=0;z <17; z++)
814 {
815 in lockmem right [ z ]= in lockmem right [ z +1] ;
816 }
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817 in lockmem right [17 ]= avgLFout r ight ;
818 }
819
820 i f (b==1)
821 {
822 // Set up in l o ck bu f f e r
823 f o r ( z=0;z <17; z++)
824 {
825 inlockmem [ z ]=inlockmem [ z +1] ;
826 }
827 inlockmem [17]= avgLFout ;
828 }
829 //============================================
830 // END: Holdover Bu f f e r s
831 //===========================================
832
833
834
835 //===========================================
836 // START: Holdover Switches
837 //===========================================
838 // Decide which node to perform
839 // Source Node 1
840 i f ( s==0)
841 {
842 i f (m==0)
843 {
844 VCOin left [ n]= LPFout le ft [ n ] ;
845 VCOin right [ n]=LPFout right [ n ] ;
846 VCOin [ n]=LPFout [ n ] ;
847 }
848
849 i f (m==1)
850 {
851 i f ( e==1)
852 {
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853 // Use the f i r s t value in the in l o ck
bu f f e r s as the input s i g n a l to VCO
854 o u t l e f t=in lockmem le f t [ 0 ] ;
855 VCOin left [ n]= o u t l e f t ;
856 VCOin right [ n]= LPFout right [ n ] ;
857 VCOin [ n]=LPFout [ n ] ;
858 }
859 e l s e
860 {
861 VCOin left [ n]=LPFout le ft [ n ] ;
862 VCOin right [ n]=LPFout right [ n ] ;
863 VCOin [ n]=LPFout [ n ] ;
864 }
865 }
866
867 i f (m==2)
868 {
869 VCOin left [ n]= LPFout le ft [ n ] ;
870 VCOin right [ n]=LPFout right [ n ] ;
871 VCOin [ n]=LPFout [ n ] ;
872 }
873
874 i f (m==3)
875 {
876 VCOin left [ n]= LPFout le ft [ n ] ;
877 VCOin right [ n]=LPFout right [ n ] ;
878 VCOin [ n]=LPFout [ n ] ;
879 }
880
881 i f (m==4)
882 {
883 VCOin left [ n]= LPFout le ft [ n ] ;
884 VCOin right [ n]=LPFout right [ n ] ;
885 VCOin [ n]=LPFout [ n ] ;
886 }
887
888 i f (m==5)
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889 {
890 i f ( i==1)
891 {
892 // Use the f i r s t value in the in l o ck
bu f f e r s as the input s i g n a l to VCO
893 ou t r i gh t=in lockmem right [ 0 ] ;
894 VCOin left [ n]= LPFout le ft [ n ] ;
895 VCOin right [ n]= ou t r i gh t ;
896 VCOin [ n]=LPFout [ n ] ;
897 }
898 e l s e
899 {
900 // Use the output s i g n a l o f loop
f i l t e r as the input s i g n a l to VCO
901 VCOin left [ n]=LPFout le ft [ n ] ;
902 VCOin right [ n]=LPFout right [ n ] ;
903 VCOin [ n]=LPFout [ n ] ;
904 }
905 }
906 }
907
908 // Source Node 2
909 i f ( s==2)
910 {
911 i f (m==0)
912 {
913 VCOin left [ n]= LPFout le ft [ n ] ;
914 VCOin right [ n]=LPFout right [ n ] ;
915 VCOin [ n]=LPFout [ n ] ;
916 }
917
918 i f (m==1)
919 {
920
921 i f ( e==1)
922 {
923 o u t l e f t=in lockmem le f t [ 0 ] ;
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924 VCOin left [ n]= o u t l e f t ;
925 VCOin right [ n]=LPFout right [ n ] ;
926 VCOin [ n]=LPFout [ n ] ;
927 }
928 e l s e
929 {
930 VCOin left [ n]= o u t l e f t ;
931 VCOin right [ n]=LPFout right [ n ] ;
932 VCOin [ n]=LPFout [ n ] ;
933 }
934 }
935
936 i f (m==2)
937 {
938 VCOin left [ n]= o u t l e f t ;
939 VCOin right [ n]=LPFout right [ n ] ;
940 VCOin [ n]=LPFout [ n ] ;
941 }
942
943 i f (m==3)
944 {
945 i f ( i==1)
946 {
947 ou t r i gh t=in lockmem right [ 0 ] ;
948 VCOin left [ n]= o u t l e f t ;
949 VCOin right [ n]= ou t r i gh t ;
950 VCOin [ n]=LPFout [ n ] ;
951 }
952 }
953
954 i f (m==4)
955 {
956 VCOin left [ n]= LPFout le ft [ n ] ;
957 VCOin right [ n]= ou t r i gh t ;
958 VCOin [ n]=LPFout [ n ] ;
959 }
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961 i f (m==5)
962 {
963 i f ( i==1)
964 {
965 ou t r i gh t=in lockmem right [ 0 ] ;
966 VCOin left [ n]= LPFout le ft [ n ] ;
967 VCOin right [ n]= ou t r i gh t ;
968 VCOin [ n]=LPFout [ n ] ;
969 }
970 e l s e
971 {
972 VCOin left [ n]=LPFout le ft [ n ] ;
973 VCOin right [ n]=LPFout right [ n ] ;
974 VCOin [ n]=LPFout [ n ] ;
975 }
976 }
977 }
978
979 i f ( s==1)
980 {
981 i f (m==0)
982 {
983 VCOin left [ n]= LPFout le ft [ n ] ;
984 VCOin right [ n]=LPFout right [ n ] ;
985 VCOin [ n]=LPFout [ n ] ;
986 }
987
988 i f (m==1)
989 {
990 i f ( f==1)
991 {
992 out=inlockmem [ 0 ] ;
993 VCOin left [ n]=LPFout le ft [ n ] ;
994 VCOin right [ n]=LPFout right [ n ] ;
995 VCOin [ n]=out ;
996 }
997 e l s e
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998 {
999 VCOin left [ n]=LPFout le ft [ n ] ;
1000 VCOin right [ n]=LPFout right [ n ] ;
1001 VCOin [ n]=out ;
1002 }
1003 }
1004
1005 i f (m==2)
1006 {
1007 i f ( e==1)
1008 {
1009 o u t l e f t=in lockmem le f t [ 0 ] ;
1010 VCOin left [ n]= o u t l e f t ;
1011 VCOin right [ n]= LPFout right [ n ] ;
1012 VCOin [ n]=out ;
1013 }
1014 e l s e
1015 {
1016 VCOin left [ n]= o u t l e f t ;
1017 VCOin right [ n]=LPFout right [ n ] ;
1018 VCOin [ n]=out ;
1019 }
1020 }
1021
1022 i f (m==3)
1023 {
1024 VCOin left [ n]= o u t l e f t ;
1025 VCOin right [ n]=LPFout right [ n ] ;
1026 VCOin [ n]=out ;
1027 }
1028
1029 i f (m==4)
1030 {
1031 i f ( i==1)
1032 {
1033 ou t r i gh t=in lockmem right [ 0 ] ;
1034 VCOin left [ n]= o u t l e f t ;
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1035 VCOin right [ n]= ou t r i gh t ;
1036 VCOin [ n]=out ;
1037 }
1038 e l s e
1039 {
1040 VCOin left [ n]= o u t l e f t ;
1041 VCOin right [ n]= ou t r i gh t ;
1042 VCOin [ n]=out ;
1043 }
1044 }
1045
1046 i f (m==5)
1047 {
1048 VCOin left [ n]= o u t l e f t ;
1049 VCOin right [ n]= ou t r i gh t ;
1050 VCOin [ n]=out ;
1051 }
1052 }
1053 //==========================================
1054 // END: Holdover Switches
1055 //==========================================
1056 //==================================================
1057 // END: Holdover
1058 //==================================================
1059
1060
1061 //==================================================
1062 // START: Voltage Cont ro l l ed O s c i l l a t o r (VCO)
1063 //==================================================
1064 // Calcu la t e VCO frequency l e f t / r i gh t
1065 f 2 l e f t = f 0 l e f t + (Ko∗ oneovertwopi ) ∗ VCOin left [ n ] ;
1066 f 2 r i g h t = f 0 r i g h t + (Ko∗ oneovertwopi ) ∗ VCOin right [ n ] ;
1067 f2 = f0 + (Ko∗ oneovertwopi ) ∗ VCOin [ n ] ;
1068
1069 // Increment VCO phase angle l e f t and handle phase wrap
1070 i f (n+1>N−1)
1071 {
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1072 v c o ph a s e l e f t [ 0 ] = v c o ph a s e l e f t [N−1] + 2∗ pi ∗( f 2 l e f t ∗ i n v f s )
;
1073 v co pha s e r i gh t [ 0 ] = v co pha s e r i gh t [N−1] + 2∗ pi ∗( f 2 r i g h t ∗
i n v f s ) ;
1074 vco phase [ 0 ] = vco phase [N−1] + 2∗ pi ∗( f2 ∗ i n v f s ) ;
1075
1076 whi le ( v c o ph a s e l e f t [0] >2∗ pi )
1077 v c o ph a s e l e f t [ 0 ] += −2∗pi ;
1078 whi le ( v c o ph a s e l e f t [0] <0)
1079 v c o ph a s e l e f t [ 0 ] += 2∗ pi ;
1080 whi le ( v co pha s e r i gh t [0] >2∗ pi )
1081 v co pha s e r i gh t [ 0 ] += −2∗pi ;
1082 whi le ( v co pha s e r i gh t [0] <0)
1083 v co pha s e r i gh t [ 0 ] += 2∗ pi ;
1084 whi le ( vco phase [0] >2∗ pi )
1085 vco phase [ 0 ] += −2∗pi ;
1086 whi le ( vco phase [0] <0)
1087 vco phase [ 0 ] += 2∗ pi ;
1088
1089 // Feedback s i g n a l to phase d e t e c t o r
1090 w2 l e f t [0 ]= s i n f ( v c o ph a s e l e f t [0 ]+ p i h a l f ) ;
1091 w2 r ight [0 ]= s i n f ( v co pha s e r i gh t [0 ]+ p i h a l f ) ;
1092 w2[0 ]= s i n f ( vco phase [0 ]+ p i h a l f ) ;
1093
1094 // Output s i g n a l l e f t , negate f o r i n v e r s i on c o r r e c t i o n
1095 w3 l e f t [0]=− s i n f ( v c o p h a s e l e f t [ 0 ] ) ;
1096 w3 r ight [0]=− s i n f ( v co pha s e r i gh t [ 0 ] ) ;
1097 w3[0]=− s i n f ( vco phase [ 0 ] ) ;
1098 // Phase S h i f t e r
1099 w4 l e f t [0 ]= s i n f ( v c o ph a s e l e f t [ 0 ] ) ;
1100 w4 r ight [0 ]= s i n f ( v co pha s e r i gh t [ 0 ] ) ;
1101 w4[0 ]= s i n f ( vco phase [ 0 ] ) ;
1102
1103 w[0]=− s i n f ( v c o p h a s e l e f t [0 ]+ v co pha s e r i gh t [0]− vco phase [ 0 ] ) ;
1104 }
1105 e l s e
1106 {
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1107 v c o ph a s e l e f t [ n+1] = v c o ph a s e l e f t [ n ] + 2∗ pi ∗( f 2 l e f t ∗ i n v f s )
;
1108 v co pha s e r i gh t [ n+1] = vco pha s e r i gh t [ n ] + 2∗ pi ∗( f 2 r i g h t ∗
i n v f s ) ;
1109 vco phase [ n+1] = vco phase [ n ] + 2∗ pi ∗( f2 ∗ i n v f s ) ;
1110
1111 whi le ( v c o ph a s e l e f t [ n+1]>2∗pi )
1112 v c o ph a s e l e f t [ n+1] += −2∗pi ;
1113 whi le ( v c o ph a s e l e f t [ n+1]<0)
1114 v c o ph a s e l e f t [ n+1] += 2∗ pi ;
1115 whi le ( v co pha s e r i gh t [ n+1]>2∗pi )
1116 v co pha s e r i gh t [ n+1] += −2∗pi ;
1117 whi le ( v co pha s e r i gh t [ n+1]<0)
1118 v co pha s e r i gh t [ n+1] += 2∗ pi ;
1119 whi le ( vco phase [ n+1]>2∗pi )
1120 vco phase [ n+1] += −2∗pi ;
1121 whi le ( vco phase [ n+1]<0)
1122 vco phase [ n+1] += 2∗ pi ;
1123
1124 // Feedback s i g n a l l e f t
1125 w2 l e f t [ n+1]= s i n f ( v c o ph a s e l e f t [ n+1]+ p i h a l f ) ;
1126 w2 r ight [ n+1]= s i n f ( v co pha s e r i gh t [ n+1]+ p i h a l f ) ;
1127 w2 [ n+1]= s i n f ( vco phase [ n+1]+ p i h a l f ) ;
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1129 // Output s i g n a l l e f t , negate f o r i n v e r s i on c o r r e c t i o n
1130 w3 l e f t [ n+1]=− s i n f ( v c o p h a s e l e f t [ n+1]) ;
1131 w3 r ight [ n+1]=− s i n f ( v co pha s e r i gh t [ n+1]) ;
1132 w3 [ n+1]=− s i n f ( vco phase [ n+1]) ;
1133 // Phase S h i f t e r
1134 w4 l e f t [ n+1]= s i n f ( v c o ph a s e l e f t [ n+1]) ;
1135 w4 r ight [ n+1]= s i n f ( v co pha s e r i gh t [ n+1]) ;
1136 w4 [ n+1]= s i n f ( vco phase [ n+1]) ;
1137
1138 // c a r r i e r phase o f the middele node
1139 w[ n+1]=− s i n f ( v c o p h a s e l e f t [ n+1]+vco pha s e r i gh t [ n+1]−
vco phase [ n+1]) ;
1140 }
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1141 //=================================================
1142 // END: Voltage Cont ro l l ed O s c i l l a t o r (VCO)
1143 //=================================================
1144
1145
1146
1147 //=================================================
1148 // START: Output Timer
1149 //================================================
1150 // Decide which node to perform as
1151 // Perform as Source Node 1
1152 i f ( s==0)
1153 {
1154
1155 i f (m==0)
1156 {
1157 data2 . part [ 1 ]= 0 . 0 ;
1158 i f ( a==1)
1159 {
1160 data2 . part [0 ]=( shor t ) (MAX∗w3 right [ n ] ∗ 0 . 9 9 ) ;
1161 }
1162 e l s e
1163 {
1164 data2 . part [ 0 ]= 0 . 0 ;
1165 }
1166 h=0;
1167 }
1168 i f (m==1)
1169 {
1170 data2 . part [ 0 ]= 0 . 0 ;
1171 i f ( e==1)
1172 {
1173 // Output l i g h t on
1174 DSK6713 LED on (3) ;
1175 // Beacon length s t i l l l a r g e r than zero
1176 i f ( l1 >0)
1177 {
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1178 data2 . part [1 ]=( shor t ) (MAX∗w3 l e f t [ n
] ∗ 0 . 9 9 ) ;
1179 l1 −−;
1180 }
1181 // Beacon length equa l s ze ro
1182 e l s e
1183 {
1184 DSK6713 LED off (3 ) ;
1185 // Use ze ro output
1186 data2 . part [ 1 ]= 0 . 0 ;
1187 // I n i t i a l i z i n g
1188 e=0;
1189 h=0;
1190 }
1191 }
1192 e l s e
1193 {
1194 // Use ze ro output
1195 data2 . part [ 1 ]= 0 . 0 ;
1196 }
1197 }
1198 i f (m==2)
1199 {
1200 data2 . part [ 1 ]= 0 . 0 ;
1201 data2 . part [ 0 ]= 0 . 0 ;
1202 h=0;
1203 }
1204 i f (m==3)
1205 {
1206 data2 . part [ 1 ]= 0 . 0 ;
1207 data2 . part [ 0 ]= 0 . 0 ;
1208 h=0;
1209 }
1210 i f (m==4)
1211 {
1212 data2 . part [ 1 ]= 0 . 0 ;
1213 data2 . part [ 0 ]= 0 . 0 ;
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1214 h=0;
1215 }
1216
1217 i f (m==5)
1218 {
1219
1220 i f ( i==1)
1221 {
1222 // Output l i g h t on
1223 DSK6713 LED on (0) ;
1224 // Beacon length s t i l l l a r g e r than zero
1225 i f ( l3 >0)
1226 {
1227 data2 . part [0 ]=( shor t ) (MAX∗w3 right [ n
] ∗ 0 . 9 9 ) ;
1228 l3 −−;
1229 }
1230 // Beacon length equa l s ze ro
1231 e l s e
1232 {
1233 DSK6713 LED off (0 ) ;
1234 // Use ze ro output
1235 data2 . combo=0.0 ;
1236 // I n i t i a l i z i n g
1237 runn ingsum le f t = 0 . 0 ;
1238 runningsum right = 0 . 0 ;
1239 runningsum=0.0;
1240 runn ingsum2 le f t = 0 . 0 ;
1241 runningsum2 r ight = 0 . 0 ;
1242 runningsum2=0.0 ;
1243 a=0;
1244 b=0;
1245 c=0;
1246 d=0;
1247 e=0;
1248 f =0;
1249 m=0;
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1250 i =0;
1251 h=0;
1252 avgLFout l e f t = 0 . 0 ;
1253 avgLFout r ight = 0 . 0 ;
1254 avgLFout = 0 . 0 ;
1255 o u t l e f t =0.0 ;
1256 ou t r i gh t =0.0 ;
1257 out =0.0 ;
1258 l 1 =0;
1259 l 2 =0;
1260 l 3 =0;
1261 l 4 =0;
1262 l 5 =0;
1263 f o r ( z=0;z<N; z++)
1264 {
1265 FQout le ft [ z ] = 0 . 0 ;
1266 FQout right [ z ] = 0 . 0 ;
1267 FQout [ z ] = 0 . 0 ;
1268 LPFout le ft [ z ] = 0 . 0 ;
1269 LPFout right [ z ] = 0 . 0 ;
1270 LPFout [ z ] = 0 . 0 ;
1271 f l e f t c h a nn e l [ z ] = 0 . 0 ;
1272 f r i gh t channe l [ z ] = 0 . 0 ;
1273 fchanne l [ z ] = 0 . 0 ;
1274 VCOin left [ z ]=0 . 0 ;
1275 VCOin right [ z ]=0 . 0 ;
1276 VCOin [ z ]=0 . 0 ;
1277 w[ z ]=0 . 0 ;
1278 w2 [ z ]=0 . 0 ;
1279 w2 l e f t [ z ] = 0 . 0 ;
1280 w2 r ight [ z ] = 0 . 0 ;
1281 w3 l e f t [ z ] = 0 . 0 ;
1282 w3 r ight [ z ] = 0 . 0 ;
1283 w3 [ z ]=0 . 0 ;
1284 v c o ph a s e l e f t [ z ] = 0 . 0 ;
1285 v co pha s e r i gh t [ z ] = 0 . 0 ;
1286 vco phase [ z ] = 0 . 0 ;
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1287 IDFout l e f t [ z ]=0 . 0 ;
1288 IDFout r ight [ z ]=0 . 0 ;
1289 IDFout [ z ]=0 . 0 ;
1290 w4 l e f t [ z ]=0 . 0 ;
1291 w4 r ight [ z ]=0 . 0 ;
1292 w4 [ z ]=0 . 0 ;
1293 w5 l e f t [ z ]=0 . 0 ;
1294 w5 r ight [ z ]=0 . 0 ;
1295 w5 [ z ]=0 . 0 ;
1296 }
1297 f o r ( z=0;z <18; z++)
1298 {
1299 in lockmem le f t [ z ]=0 . 0 ;
1300 in lockmem right [ z ]=0 . 0 ;
1301 inlockmem [ z ]=0 . 0 ;
1302 }
1303 }
1304 }
1305 e l s e
1306 {
1307 // Use ze ro output
1308 data2 . part [ 0 ]= 0 . 0 ;
1309 }
1310 }
1311 }
1312
1313 // Perform as Source Node 2
1314 i f ( s==2)
1315 {
1316 i f (m==0)
1317 {
1318 data2 . part [ 1 ]= 0 . 0 ;
1319 i f ( a==1)
1320 {
1321 data2 . part [0 ]=( shor t ) (MAX∗w3 right [ n ] ∗ 0 . 9 9 ) ;
1322 }
1323 e l s e
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1324 {
1325 data2 . part [ 0 ]= 0 . 0 ;
1326 }
1327 }
1328
1329 i f (m==1)
1330 {
1331 data2 . part [ 1 ]= 0 . 0 ;
1332 data2 . part [ 0 ]= 0 . 0 ;
1333 h=0;
1334 }
1335
1336 i f (m==2)
1337 {
1338 data2 . part [ 1 ]= 0 . 0 ;
1339 data2 . part [ 0 ]= 0 . 0 ;
1340 h=0;
1341 }
1342
1343 i f (m==3)
1344 {
1345 data2 . part [ 0 ]= 0 . 0 ;
1346 i f ( e==1)
1347 {
1348 // Output l i g h t on
1349 DSK6713 LED on (3) ;
1350 // Beacon length s t i l l l a r g e r than zero
1351 i f ( l1 >0)
1352 {
1353 data2 . part [1 ]=( shor t ) (MAX∗w3 l e f t [ n
] ∗ 0 . 9 9 ) ;
1354 l1 −−;
1355 }
1356 // Beacon length equa l s ze ro
1357 e l s e
1358 {
1359 DSK6713 LED off (3 ) ;
157
1360 // Use ze ro output
1361 data2 . part [ 1 ]= 0 . 0 ;
1362 e=0;
1363 h=0;
1364 }
1365 }
1366 e l s e
1367 {
1368 // Use ze ro output
1369 data2 . part [ 1 ]= 0 . 0 ;
1370 }
1371 }
1372
1373 i f (m==4)
1374 {
1375 data2 . part [ 1 ]= 0 . 0 ;
1376 data2 . part [ 0 ]= 0 . 0 ;
1377 h=0;
1378 }
1379
1380 i f (m==5)
1381 {
1382 i f ( i==1)
1383 {
1384 // Output l i g h t on
1385 DSK6713 LED on (0) ;
1386 // Beacon length s t i l l l a r g e r than zero
1387 i f ( l3 >0)
1388 {
1389 data2 . part [0 ]=( shor t ) (MAX∗w3 right [ n
] ∗ 0 . 9 9 ) ;
1390 l3 −−;
1391 }
1392 // Beacon length equa l s ze ro
1393 e l s e
1394 {
1395 DSK6713 LED off (0 ) ;
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1396 // Use ze ro output
1397 data2 . combo=0.0 ;
1398 // I n i t i a l i z i n g
1399 runn ingsum le f t = 0 . 0 ;
1400 runningsum right = 0 . 0 ;
1401 runningsum=0.0;
1402 runn ingsum2 le f t = 0 . 0 ;
1403 runningsum2 r ight = 0 . 0 ;
1404 runningsum2=0.0 ;
1405 a=0;
1406 b=0;
1407 c=0;
1408 d=0;
1409 e=0;
1410 f =0;
1411 m=0;
1412 i =0;
1413 h=0;
1414 avgLFout l e f t = 0 . 0 ;
1415 avgLFout r ight = 0 . 0 ;
1416 avgLFout = 0 . 0 ;
1417 o u t l e f t =0.0 ;
1418 ou t r i gh t =0.0 ;
1419 out =0.0 ;
1420 l 1 =0;
1421 l 2 =0;
1422 l 3 =0;
1423 l 4 =0;
1424 l 5 =0;
1425 f o r ( z=0;z<N; z++)
1426 {
1427 FQout le ft [ z ] = 0 . 0 ;
1428 FQout right [ z ] = 0 . 0 ;
1429 FQout [ z ] = 0 . 0 ;
1430 LPFout le ft [ z ] = 0 . 0 ;
1431 LPFout right [ z ] = 0 . 0 ;
1432 LPFout [ z ] = 0 . 0 ;
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1433 f l e f t c h a nn e l [ z ] = 0 . 0 ;
1434 f r i gh t channe l [ z ] = 0 . 0 ;
1435 fchanne l [ z ] = 0 . 0 ;
1436 VCOin left [ z ]=0 . 0 ;
1437 VCOin right [ z ]=0 . 0 ;
1438 VCOin [ z ]=0 . 0 ;
1439 w[ z ]=0 . 0 ;
1440 w2 [ z ]=0 . 0 ;
1441 w2 l e f t [ z ] = 0 . 0 ;
1442 w2 r ight [ z ] = 0 . 0 ;
1443 w3 l e f t [ z ] = 0 . 0 ;
1444 w3 r ight [ z ] = 0 . 0 ;
1445 w3 [ z ]=0 . 0 ;
1446 v c o ph a s e l e f t [ z ] = 0 . 0 ;
1447 v co pha s e r i gh t [ z ] = 0 . 0 ;
1448 vco phase [ z ] = 0 . 0 ;
1449 IDFout l e f t [ z ]=0 . 0 ;
1450 IDFout r ight [ z ]=0 . 0 ;
1451 IDFout [ z ]=0 . 0 ;
1452 w4 l e f t [ z ]=0 . 0 ;
1453 w4 r ight [ z ]=0 . 0 ;
1454 w4 [ z ]=0 . 0 ;
1455 w5 l e f t [ z ]=0 . 0 ;
1456 w5 r ight [ z ]=0 . 0 ;
1457 w5 [ z ]=0 . 0 ;
1458 }
1459 f o r ( z=0;z <18; z++)
1460 {
1461 in lockmem le f t [ z ]=0 . 0 ;
1462 in lockmem right [ z ]=0 . 0 ;
1463 inlockmem [ z ]=0 . 0 ;
1464 }
1465 }
1466 }
1467 e l s e
1468 {
1469 // Use ze ro output
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1470 data2 . part [ 0 ]= 0 . 0 ;
1471 }
1472 }
1473 }
1474
1475 i f ( s==1)
1476 {
1477 i f (m==0)
1478 {
1479 data2 . part [ 1 ]= 0 . 0 ;
1480 i f ( a==1)
1481 {
1482 data2 . part [0 ]=( shor t ) (MAX∗w3 right [ n ] ∗ 0 . 9 9 ) ;
1483 }
1484 e l s e
1485 {
1486 data2 . part [ 0 ]= 0 . 0 ;
1487 }
1488 }
1489
1490 i f (m==1)
1491 {
1492 data2 . part [ 1 ]= 0 . 0 ;
1493 data2 . part [ 0 ]= 0 . 0 ;
1494 h=0;
1495 }
1496
1497 i f (m==2)
1498 {
1499 data2 . part [ 0 ]= 0 . 0 ;
1500 i f ( e==1)
1501 {
1502 // Output l i g h t on
1503 DSK6713 LED on (3) ;
1504 // Beacon length s t i l l l a r g e r than zero
1505 i f ( l4 >0)
1506 {
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1507 data2 . part [1 ]=( shor t ) (MAX∗w3 l e f t [ n
] ∗ 0 . 9 9 ) ;
1508 l4 −−;
1509 }
1510 // Beacon length equa l s ze ro
1511 e l s e
1512 {
1513 DSK6713 LED off (3 ) ;
1514 // Use ze ro output
1515 data2 . part [ 1 ]= 0 . 0 ;
1516 e=0;
1517 h=0;
1518 }
1519 }
1520 e l s e
1521 {
1522 // Use ze ro output
1523 data2 . part [ 1 ]= 0 . 0 ;
1524 }
1525 }
1526
1527 i f (m==3)
1528 {
1529 data2 . part [ 1 ]= 0 . 0 ;
1530 data2 . part [ 0 ]= 0 . 0 ;
1531 h=0;
1532 }
1533
1534 i f (m==4)
1535 {
1536 data2 . part [ 0 ]= 0 . 0 ;
1537 i f ( i==1)
1538 {
1539 // Output l i g h t on
1540 DSK6713 LED on (3) ;
1541 // Beacon length s t i l l l a r g e r than zero
1542 i f ( l5 >0)
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1543 {
1544 data2 . part [1 ]=( shor t ) (MAX∗w3 right [ n
] ∗ 0 . 9 9 ) ;
1545 l5 −−;
1546 }
1547 // Beacon length equa l s ze ro
1548 e l s e
1549 {
1550 DSK6713 LED off (3 ) ;
1551 // Use ze ro output
1552 data2 . part [ 1 ]= 0 . 0 ;
1553 e=0;
1554 h=0;
1555 }
1556 }
1557 e l s e
1558 {
1559 // Use ze ro output
1560 data2 . part [ 1 ]= 0 . 0 ;
1561 }
1562 }
1563
1564 i f (m==5)
1565 {
1566 i f ( f==1)
1567 {
1568 // Output l i g h t on
1569 DSK6713 LED on (0) ;
1570 // Beacon length s t i l l l a r g e r than zero
1571 i f ( l3 >0)
1572 {
1573 data2 . part [0 ]=( shor t ) (MAX∗w[ n ] ∗ 0 . 9 9 ) ;
1574 l3 −−;
1575 }
1576 // Beacon length equa l s ze ro
1577 e l s e
1578 {
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1579 DSK6713 LED off (0 ) ;
1580 // Use ze ro output
1581 data2 . combo=0.0 ;
1582 // I n i t i a l i z i n g
1583 runn ingsum le f t = 0 . 0 ;
1584 runningsum right = 0 . 0 ;
1585 runningsum=0.0;
1586 runn ingsum2 le f t = 0 . 0 ;
1587 runningsum2 r ight = 0 . 0 ;
1588 runningsum2=0.0 ;
1589 a=0;
1590 b=0;
1591 c=0;
1592 d=0;
1593 e=0;
1594 f =0;
1595 m=0;
1596 i =0;
1597 h=0;
1598 avgLFout l e f t = 0 . 0 ;
1599 avgLFout r ight = 0 . 0 ;
1600 avgLFout = 0 . 0 ;
1601 o u t l e f t =0.0 ;
1602 ou t r i gh t =0.0 ;
1603 out =0.0 ;
1604 l 1 =0;
1605 l 2 =0;
1606 l 3 =0;
1607 l 4 =0;
1608 l 5 =0;
1609 f o r ( z=0;z<N; z++)
1610 {
1611 FQout le ft [ z ] = 0 . 0 ;
1612 FQout right [ z ] = 0 . 0 ;
1613 FQout [ z ] = 0 . 0 ;
1614 LPFout le ft [ z ] = 0 . 0 ;
1615 LPFout right [ z ] = 0 . 0 ;
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1616 LPFout [ z ] = 0 . 0 ;
1617 f l e f t c h a nn e l [ z ] = 0 . 0 ;
1618 f r i gh t channe l [ z ] = 0 . 0 ;
1619 fchanne l [ z ] = 0 . 0 ;
1620 VCOin left [ z ]=0 . 0 ;
1621 VCOin right [ z ]=0 . 0 ;
1622 VCOin [ z ]=0 . 0 ;
1623 w[ z ]=0 . 0 ;
1624 w2 [ z ]=0 . 0 ;
1625 w2 l e f t [ z ] = 0 . 0 ;
1626 w2 r ight [ z ] = 0 . 0 ;
1627 w3 l e f t [ z ] = 0 . 0 ;
1628 w3 r ight [ z ] = 0 . 0 ;
1629 w3 [ z ]=0 . 0 ;
1630 v c o ph a s e l e f t [ z ] = 0 . 0 ;
1631 v co pha s e r i gh t [ z ] = 0 . 0 ;
1632 vco phase [ z ] = 0 . 0 ;
1633 IDFout l e f t [ z ]=0 . 0 ;
1634 IDFout r ight [ z ]=0 . 0 ;
1635 IDFout [ z ]=0 . 0 ;
1636 w4 l e f t [ z ]=0 . 0 ;
1637 w4 r ight [ z ]=0 . 0 ;
1638 w4 [ z ]=0 . 0 ;
1639 w5 l e f t [ z ]=0 . 0 ;
1640 w5 r ight [ z ]=0 . 0 ;
1641 w5 [ z ]=0 . 0 ;
1642 }
1643 f o r ( z=0;z <18; z++)
1644 {
1645 in lockmem le f t [ z ]=0 . 0 ;
1646 in lockmem right [ z ]=0 . 0 ;
1647 inlockmem [ z ]=0 . 0 ;
1648 }
1649 }
1650 }
1651 e l s e
1652 {
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1653 // Use ze ro output
1654 data2 . part [ 0 ]= 0 . 0 ;
1655 }
1656 }
1657 }
1658 //=========================================
1659 // END: Output Timer
1660 //=========================================
1661
1662 //=========================================
1663 // START: D i g i t a l Analog Convertor (DAC)
1664 //=========================================
1665 MCBSP write (DSK6713 AIC23 DATAHANDLE, data2 . combo) ;
1666 //=========================================
1667 // END: D i g i t a l Analog Convertor (DAC)
1668 //=========================================
1669
1670
1671 // increment bu f f e r index and handle wraparound
1672 n++;
1673 i f (n>=N) n=0;
1674 }
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Appendix D
Envelope Estimator
The following MATLAB code is used to estimate the signal’s magnitude and calculate
the normalized power. The recordings are also in the format of *.wav file. And the .m file
for this MATLAB code is placed in the same folder as the 50 recordings.
1 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
2 % Envelope Estimator
3 % Mar 2009 , Boyang ZHang
4 %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
5 c l e a r ;
6 c l c ;
7
8 Fs = 44100; % Sampling Frequency
9
10 Fpass1 = 1000; % F i r s t Passband Frequency
11 Fstop1 = 1500; % F i r s t Stopband Frequency
12 Fstop2 = 2500; % Second Stopband Frequency
13 Fpass2 = 4000; % Second Passband Frequency
14 Apass1 = 0 . 1 ; % F i r s t Passband Ripple (dB)
15 Astop = 80 ; % Stopband Attenuation (dB)
16 Apass2 = 0 . 1 ; % Second Passband Ripple (dB)
17 match = ’ both ’ ; % Band to match exact ly
18
19 % Construct an FDESIGN ob j e c t and c a l l i t s ELLIP method .
20 h = fd e s i gn . bandstop ( Fpass1 , Fstop1 , Fstop2 , Fpass2 , Apass1 , Astop , . . .
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21 Apass2 , Fs ) ;
22 Hd = des ign (h , ’ e l l i p ’ , ’ MatchExactly ’ , match ) ;
23
24 % Design a fourth−order Butterworth low−pass f i l t e r
25 [B,A]= but t e r ( 4 , 0 . 001 ) ;
26 % Downsampling rat e
27 N=10;
28 z=ze r o s (51 ,(44100∗m+1−mod(44100∗m+1,N) ) /N+1) ;
29 g=0;
30
31 % Setup sample index f o r the r e f e r e n c e s i g n a l
32 s=3;
33 p=1;
34 q=44100∗ s ;
35
36 % Setup sample index f o r the t e s t s i g n a l
37 m=120;
38 j =14101+44100∗2+44100∗4;
39 k=j +44100∗m;
40 o=0:1/4410:120 ;
41
42 f i l e s=d i r ( ’ ∗ . wav ’ ) ;
43 f o r n=1:1 : l ength ( f i l e s )
44 % Read a wav f i l e
45 f i l e s (n ) . data=wavread ( f i l e s (n ) . name) ;
46 m0=f i l e s (n) . data ;
47 % Calcu la t e the i d e a l power
48 e i d e a l=2∗ f i l t e r (Hd, f i l t f i l t (B,A, (m0(p : q , 1 ) . ˆ2 ) ) ) ;
49 % Take the mean value
50 g=mean( e i d e a l (20000:44100∗ s ) ) ;
51 % Calcu la t e the normal ized power
52 e=2∗ f i l t e r (Hd, f i l t f i l t (B,A, (m0( j : k , 1 ) . ˆ2 ) ) ) /g ;
53 % Downsampling
54 z (n , : )=downsample ( e ,N) ;
55 end
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