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ABSTRAKT
Tématem bakalářské práce je vytvořit funkční model mobilního robota vybaveného více-
směrovým podvozkem. Robot bude osazen vlastní řídicí jednotkou skládající se z 32 - bito-
vého procesoru a komunikační bezdrátové jednotky, která zajišťuje spojení s nadřazeným
systémem. Tento nadřazený systém slouží jako vizualizační rozhraní robot - operátor a
s jeho pomocí bude možné zadávat údaje pro žádaný pohyb robota. Výpočet pohybu
jednotlivých aktuátorů je zajištěn řídicí jednotkou robota.
KLÍČOVÁ SLOVA
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ABSTRACT
The subject matter of the bachelor thesis is a creation of functional model of mobile robot
equipped with multiple-steer chassis. The robot will have its own control unit consisting
of 32-bit processor and wireless communicatin unit, which enables the contact with
superset system. The superset system serves as visualization interface robot - operator
and enables to enter the data for requested movement of robot. The calculation of
movement of each actuator is ensured by control unit of robot.
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ÚVOD
Konečným cílem práce je návrh řízení pohybové části robota, která se skládá ze čtyř
na sobě nezávislých kol, z nichž každé je otočné kolem své osy o 300 stupňů. Řídicí
jednotka musí ovládat otáčení a natáčení kol tak, aby se při pohybu robota podle
zadaných údajů žádné z kol nedostalo do stavu smyku nebo prokluzu. V předcházející
semestrální práci byly vyřešeny tyto úkoly:
1. Výběr vhodného procesoru pro výpočty v pohyblivé řádové čárce a nastudo-
vání jeho manuálu.
2. Výběr vývojového prostředí a programovacího jazyka.
3. Návrh hardwarového okolí procesoru zahrnující:
a. napájení procesoru a akčních členů.
b. řešení sériového interfejsu mezi procesorem a akčními členy.
4. Vytvoření zkušebního softwaru s knihovnou obsahující funkce na ovládání mo-
torů BIOLOID.
5. Otestování a odladění všech ovládacích funkcí motoru BIOLOID.
Pro zdárné dokončení práce je potřeba dořešit:
1. Matematické zpracování a návrh algoritmu splňující bezsmykové a bezproklu-
zové ovládání mobilního robota.
2. Naprogramování navržených algoritmů s případným ohledem na využití ope-
račního systému.
3. Rozšíření řídicí jednotky o bezdrátový modul pro komunikaci s nadřazeným
systémem.
4. Návrh a zhotovení komunikačního převodníku pro převod sériové linky RS 232
na bezdrátovou komunikaci.
5. Vytvoření vizualizačního rozhraní pomocí aplikace Matlab pro možnost zadá-
vání pohybových dat s následným zobrazením měřených dat z jednotlivých
aktuátorů.
6. Otestování a odladění systému jako celku v praktickém testu.
Písemné zpracování práce bude pro snadnější orientaci děleno v pořadí těchto
bodů tak, jak bude práce postupně pokračovat.
9
1 ŘEŠENÍ STUDENTSKÉ PRÁCE
1.1 Teorie a matematický model vícesměrového
podvozku
1.1.1 Základní poznatky a zjednodušení modelu
Před vlastním odvozením matematického modelu vícesměrového podvozku je po-
třeba nadefinovat základní údaje o tomto systému. Pro lepší orientaci nám pomůže
následující obrázek 1.1.
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Obr. 1.1: Čtyřkolový vícesměrový podvozek
Z obrázku si můžeme udělat představu o počtu a rozmístění jednotlivých kol.
Další důležitou informací je, že všecha kola vyvíjejí pomocí motorů hnací moment na
podložku a mohou se řízeně otáčet kolem své osy. Aby v tomto případě nedocházelo
k prokluzu nebo k smyku některého z kol, je nutné splnit podmínku, že všechny osy
kol se protínají v jednom bodě (ICR - Instantateous center of rotation). 1 Jak je
definovaná osa kola a osa otáčení ukazuje obrázek 1.2.
1ŠOLC, F. Modely kolových robotů. Brno, 2007. 39 s. Kapitola 10, Modely kolových robotů, s. 4.
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Osaotáčení
Osa kola
Obr. 1.2: Kolo robota
Při pohledu na obrázek 1.1 a se zahrnutím podmínky protínání os všech kol v jed-
nom bodě vyvodíme, že libovolný výběr dvou kol určuje natočení zbývajícího počtu
kol. Pouze dva možné stavy natočení kol tento předpoklad nesplňují. Obrázky 1.3
a 1.4 ukazují tyto případy a vysvětlíme si, v čem je jejich problém.
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Obr. 1.3: Splývající osy kol robota
V tomto případě kola C1 a C2 neurčují natočení zbývajících kol. Osy kol jsou
identické a rotační bod ICR se může nacházet na libovolném místě ležícím na splýva-
jících osách. Tento stav je možné ošetřit výběrem takového páru kol systému, jehož
osy kol mají maximálně jeden společný bod.
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Obr. 1.4: Splývající ICR a osa otáčení kola
V druhém případě vidíme na obrázku 1.4 stav, kdy bod ICR je totožný s osou
otáčení kola. Zde kolo C2 může mít libovolný úhel natočení, aniž by to nějak ovliv-
nilo pohyb robota, a proto opět nemůže v kombinaci s dalším kolem jednoznačně
definovat pohyb robota. I tento stav můžeme ošetřit výběrem takových kol, které
mají polohu osy otáčení různou od polohy bodu ICR.
Mezi speciální polohy kol ještě patří stav, ve kterém naše vybraná dvojíce kol má
stejný úhel natočení, a bod ICR se nachází v nekonečnu. Pro tento stav platí pod-
mínka, že všechna další kola mají stejný úhel natočení jako vybraná dvojice kol.
Po nadefinování všech situací, které se musí v matematickém modelu otestovat a
ošetřit uvedenými způsoby, můžeme zjednodušit čtyřkolový podvozek na dvouko-
lový, jak je naznačeno na obrázku 1.5. Pro snažší práci při výpočtech si posuneme
počátek souřadného systému do středu robota a provedeme nadefinování virtuálních
kol, jejichž středy otáčení budou ležet v ose x.
Obě virtuální kola opět vytvářejí hnací moment na podložku a mohou se na sobě
nezávisle otáčet kolem své osy otáčení. Pro tuto situaci využijeme teoretický roz-
bor pro kinematická omezení pohybu standardního kola ze skript „Modely kolových
robotůÿ.2
2ŠOLC, F. Modely kolových robotů. Brno, 2007. 39 s. Kapitola 10.3.1, Kinematická omezení a
modely kolových robotů, s. 13.
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Obr. 1.5: Úprava na dvoukolového robota
1.1.2 Rozbor kinematických omezení pohybu standardního
kola
Před provedením rozboru pohybu kol jsou definovány tyto podmínky:
„Robot se pohybuje v horizontální rovině. Jeho kola mají s touto rovinou
bodový kontakt a nedeformují se. Kola se ideálně valí (neprokluzují ani
se nesmýkají). Rovina každého kola je kolmá na horizontální rovinu a osy
kol jsou s touto rovinou rovnoběžné. Pokud je kolo řízeno, je osa řízení
kolmá na osu kola. Proti otáčení kola okolo osy kolmé k horizontální
rovině a procházející kontaktním bodem nepůsobí žádné tření. Všechna
kola jsou navzájem spojena pevným tělem robota.ÿ3
Na obrázku 1.6 je zakreslena pozice standardního kola vůči tělu robota. Rozbor
situace je převzat ze skript „Modely kolových robotůÿ.4
„Bod P v ose kola se pohybuje unášivou rychlostí se složkami vxr, vyr
v osách souřadného systému pevně spojeného s tělem robota a navíc
rychlostí lΘ˙, která je dána otáčením těla robota kolem počátku Or tohoto
3ŠOLC, F. Modely kolových robotů. Brno, 2007. 39 s. Kapitola 10.3.1, Kinematická omezení a
modely kolových robotů, s. 13.
4ŠOLC, F. Modely kolových robotů. Brno, 2007. 39 s. Kapitola 10.3.1, Kinematická omezení a
modely kolových robotů, s. 13.
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souřadného systému. Tyto rychlosti promítneme do osy kola a do roviny
kola. Je zřejmé, že součet průmětů těchto rychlostí do osy kola musí být
nulový (kolo se nesmí smýkat) a součet průmětů v rovině kola musí být
roven obvodové rychlosti kola (kolo se musí ideálně valit bez prokluzu).ÿ5
x0
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yr
r*ω
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vyr
l*θ
l
δ=90°-α-β
ω
Θ
α
δ
α
β
δ
β
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P
Obr. 1.6: Standardní kolo a jeho poloha vzhledem k tělu robota
Z výše uvedené citace lze sestavit podmínku nulového smyku:
vxr cos(α + β) + vyr sin(α + β) + lθ˙ sin(β) = 0 (1.1)
a podmínku nulového prokluzu
vxr sin(α + β)− vyr cos(α + β)− lθ˙ cos(β) = rω (1.2)
kde r je poloměr kola a ω je jeho úhlová rychlost.
1.1.3 Kinematický model vícesměrového podvozku
Nyní můžeme sestavit rovnice podmínek nulového smyku a nulového prokluzu pro
obě virtuální kola cv1 a cv2. Parametry kol jsou podle obrázku 1.5 αcv1 = 0,
5ŠOLC, F. Modely kolových robotů. Brno, 2007. 39 s. Kapitola 10.3.1, Kinematická omezení a
modely kolových robotů, s. 13.
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alphacv2 = pi, délka od počátku souřadnicového systému k jednotlivým kolům je l.
vxr cos(βcv1) + vyr sin(βcv1) + lθ˙ sin(βcv1) = 0 (1.3)
−vxr cos(βcv2)− vyr sin(βcv2) + lθ˙ sin(βcv2) = 0 (1.4)
vxr sin(βcv1)− vyr cos(βcv1)− lθ˙ cos(βcv1) = vcv1 (1.5)
−vxr sin(βcv2) + vyr cos(βcv2)− lθ˙ cos(βcv2) = vcv2 (1.6)
Z této soustavy rovnic je patrné, že v případě splnění podmínek βcv1 <> kpi a
βcv2 <> kpi, kde k je celé číslo, jsou na sobě rychlosti vcv1 a vcv2 závislé a jednu
z nich můžeme pro další odvození vynechat.Dále rovnice převedeme do maticového
zápisu.
cos(βcv1) sin(βcv1) l · sin(βcv1)
− cos(βcv2) − sin(βcv2) l · sin(βcv2)
sin(βcv1) − cos(βcv1) −l · cos(βcv1)


vxr
vyr
θ˙
 =

0
0
vcv1
 (1.7)
Dále provedeme úpravu rovnice tak, aby se stavové proměnné nacházely samo-
statně na levé straně rovnice.
vxr
vyr
θ˙
 =

cos(βcv1) sin(βcv1) l · sin(βcv1)
− cos(βcv2) − sin(βcv2) l · sin(βcv2)
sin(βcv1) − cos(βcv1) −l · cos(βcv1)

−1 
0
0
vcv1
 (1.8)

vxr
vyr
θ˙
 =

vcv1 sin(βcv1)
−sin(βcv1 + βcv2)vcv1
2sin(βcv2)
sin(βcv1 − βcv2)vcv1
2sin(βcv2)l

(1.9)
Po všech těchto úpravách jsme obdrželi soustavu stavových rovnic, které se vztahují
k soustavě robota. Vstupní veličiny jsou úhly natočení jednotlivých kol a úhlová
rychlost otáčení virtuálního kola Cv1 ωcv1 = vcv1rcv1 , kde rcv1 je poloměr kola Cv1.
Jediný problém nastává pro situaci, kdy úhel βcv2 je roven kpi a k je celé číslo. Situaci
pro tento úhel ukazuje obrázek 1.7.
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Obr. 1.7: Kola robota pro βcv2 = 0
Z obrázku je patrné, že tento stav patří mezi naše případy specifikované v kapi-
tole 1.1.1 „Základní poznatky a zjednodušení modeluÿ a podle úhlu natočení βcv1
se bude jednat o umístění bodu ICR do osy otáčení kola Cv1 v případě βcv1 <> kpi
nebo o souhlasné osy pro βcv1 = kpi, kde k je celé číslo. Tyto stavy modelu jsou
řešeny podle návrhu z kapitoly kapitole 1.1.1 „Základní poznatky a zjednodušení
modeluÿ.
Soustava rovnic 1.9 řeší při známých úhlech natočení kol Cv1, Cvě a známé rych-
losti otáčení kola Cv1 rychlosti pohybu v soustavě spojené s robotem. Převod do
inerciální soustavy provedeme pomocí matice rotace.

vx
vy
θ˙
 =

cos(θ) − sin(θ) 0
sin(θ) cos(θ) 0
0 0 1


vcv1 sin(βcv1)
−sin(βcv1 + βcv2)vcv1
2sin(βcv2)
sin(βcv1 − βcv2)vcv1
2sin(βcv2)l

(1.10)
V našem případě ale potřebujeme při znalosti rychlostí v ose x, y a otáčivé rych-
losti θ vypočítat úhly natočení jednotlivých kol a jejich rychlosti otáčení. Proto
potřebujeme vypočítat pomocí soustavy rovnic 1.9 inverzní úlohu. Postup bude ná-
sledující:
Nejprve vyjádříme vcv1 z rovnice pro vxr
vxr = vcv1 sin(βcv1) ⇒ vcv1 = vxrsin(βcv1) (1.11)
16
Dosadíme za vcv1 do rovnice pro vyr
vyr = −sin(βcv1 + βcv2)vcv12sin(βcv2) = −
sin(βcv1 + βcv2)vxr
2sin(βcv2) sin(βcv1)
(1.12)
Dosadíme za vcv1 do rovnice pro θ˙
θ˙ =
sin(βcv1 − βcv2)vcv1
2sin(βcv2)l
=
sin(βcv1 − βcv2)vxr
2sin(βcv2) sin(βcv1)l
(1.13)
U rovnice pro vyr postupujeme dále v úpravách
−2vyr
vxr
=
sin(βcv1 + βcv2)
sin(βcv2) sin(βcv1)
=
sin(βcv1) cos(βcv2) + cos(βcv1) sin(βcv2)
sin(βcv2) sin(βcv1)
(1.14)
Zkrátíme a převedeme na cotangens
−2vyr
vxr
= cot(βcv2) + cot(βcv1) (1.15)
Rovnici pro θ˙ upravíme podobným způsobem do stavu
2θ˙l
vxr
= cot(βcv2)− cot(βcv1) (1.16)
Po odečtení rovnic 1.15 a 1.16 dostáváme
θ˙l
vxr
+
vyr
vxr
= − cot(βcv1) (1.17)
A jednoduchou úpravou získáme předpis pro βcv1
βcv1 =
pi
2
+ arctan(
θ˙l + vyr
vxr
) (1.18)
Podobným způsobem odvodíme vztah pro βcv2
βcv2 =
pi
2
− arctan( θ˙l − vyr
vxr
) (1.19)
Rychlost posunu osy otáčení vcv1 a úhlovou rychlost ωcv1 virtuálního kola Cv1
vypočítáme
vcv1 =
vxr
sin(βcv1)
(1.20)
ωcv1 =
vcv1
rcv1
(1.21)
kde rcv1 je poloměr virtuálního kola.
Z rovnic 1.18 a 1.19 je vidět zajímavý výsledek, že nastavení úhlů kol dostaneme
pouze pro situace, kdy rychlost vxr bude různá od nuly. Což vylučuje situace, ve
kterých by osy kol splývaly, nebo některá z os kol byla identická s ICR.
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V řídicím algoritmu bude proto stačit pouze kontrolovat situace vstupní rychlosti
vxr blízké nule a při zjištění tohoto stavu přemístit virtuální kola do osy yr. Následný
postup výpočtu bude obdobný jako u virtuálních kol v ose xr.
Poslední situací, která může nastat a bude potřebovat zvláštní ošetření, je situace,
ve které jsou obě rychlosti vxr a vyr rovné nebo blízké nule a pouze otáčivá rychlost
θ˙ je různá od nuly. V té chvíli se bod ICR nachází v počátku souřadného systému
robota a úhly natočení kol jsou tímto bodem dané. Úhlové rychlosti jednotlivých kol
jsou dané vzdáleností osy otáčení kola od bodu ICR a úhlovou rychlostí θ˙.
Podrobnější rozbor bude uveden v části zabývající se návrhem algoritmu pro tento
konkrétní model robota.
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2 VÝSLEDKY STUDENTSKÉ PRÁCE
2.1 Návrh robotického systému
Tuto bakalářskou práci, která navazuje na předchozí seminární práci, jsem rozdělil
do několika úkolů, jak je zmíněno v úvodu. Celkový schématický pohled na robotický
systém je uveden na obrázku 2.1.
Robot
Bezdrátovýmodul Bezdrátový modul
Převodník RS 232
Řídicí jednotka
Obr. 2.1: Blokové schéma systému
Systém se skládá:
• z robota, který je vybaven:
– osmi akčními členy AX-12 ze stavebnice BIOLOID
– řídicí jednotkou osazenou 32-bitovým procesorem AT32UC3B0256 od
firmy ATMEL
– bezdrátovým transceiver modulem AMB8400 od firmy AMBER WIRE-
LESS
– olověným akumulátorem 12V 1.3 Ah
• linkového převodníku vybaveného:
– bezdrátovým transceiver modulem AMB8400 od firmy AMBER WIRE-
LESS
– převodníkem RS232/TTL - integrovaný obvod MAX232N
– 8-bitovým procesorem ATMEGA48 od firmy ATMEL
• řídicí jednotky skládající se:
– ze standardního PC vybaveného komunikačním rozhraním RS232
– ze softwarového vybavení MATLAB pro vizualizaci ovládání robota
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2.1.1 Zpracování algoritmu pro řídicí jednotku robota
Vlastní algoritmus je postaven tak, aby obsloužil tyto funkce:
1. zpracování zadaných dat z řídicí jednotky pomocí matematického modulu
2. nakonfigurování a obsluha osmi akčních členů AX-12
3. nakonfigurování a obsluha bezdrátové jednotky AMB8400
Zpracování zadaných dat z řídicí jednotky pomocí matematického modulu
Jako vstupní data do matematického modelu vstupují rychlosti vxr, vyr a θ˙, které
jsou vztažené k souřadnicovému systému robota. Nejdříve algoritmus otestuje nenu-
lovou podmínku rychlosti vxr a podle výsledku rozhodne jaký matematický model
pro danou situaci použije. Jestliže rychlost vxr je nenulová, provede výpočet podle
odvozeného modelu z kapitoly 1.1.3 „Kinematický model vícesměrového podvozkuÿ,
jehož výstupem jsou požadované úhly natočení βcv1, βcv2 a rychlost vcv1 virtuálních
kol Cv1 a Cv2.
V druhém kroku potřebuje řídicí jednotka z úhlů βcv1 a βcv2 vypočítat polohu bodu
ICR. V případě, že hodnoty obou úhlů jsou stejné, je bod ICR v nekonečnu a úhly
všech reálných kol mají stejnou hodnotu jako kola virtuální.
Když jsou úhly různé jsou vypočteny rovnice přímek
acv1x + bcv1y + ccv1 = 0 (2.1)
acv2x + bcv2y + ccv2 = 0 (2.2)
acv1 = − tan(βcv1) (2.3)
ccv1 = acv1l (2.4)
acv2 = − tan(βcv2) (2.5)
ccv2 = −acv2l (2.6)
Konstanta l představuje vzdálenost od počátku souřadnicového systému robota
v ose x, jak je nakresleno na obrázku 1.5. Rovnice přímek jsou sestaveny v obecném
tvaru z důvodu možnosti zahrnutí i situací s úhlem pi2 . Průsečík ICR se určí podle
vztahu:
xICR =
bcv1ccv2 − bcv2ccv1
acv1bcv2 − acv2bcv1 (2.7)
yICR =
ccv1acv2 − ccv2acv1
acv1bcv2 − acv2bcv1 (2.8)
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Ve třetím kroku určíme úhly jednotlivých kol. Protože kola mají omezenou mož-
nost otáčení pouze v úhlu 〈0, pi〉, je potřeba vyřešit problém, který přibližuje obrá-
zek 2.2.
x
y
ICR1
C1
C2C3
C4
ICR2
Možnýpohyb osy kola
Obr. 2.2: Transformace bodu ICR
V případě možnosti kola rotovat okolo své osy o 360◦ jsou body ICR1 a ICR2
dva různé body, ale pro naše úhlové omezení je potřeba v případě, že souřadnice y
bodu ICR je menší než souřadnice y osy otáčení kola, provést transformaci bodu
ICR do zrcadlového obrazu. Na obrázku je znázorněna tato transformace z bodu
ICR1 do bodu ICR2.
Výpočty úhlů kol jsou provedeny bez transformace bodu ICR podle níže uvedených
vztahů 2.9 až 2.12
βc1 = arctan(
yICR − H2
xICR − L2
) (2.9)
βc2 = arctan
yICR + H2
xICR − L2
(2.10)
βc3 = arctan
yICR + H2
xICR + L2
(2.11)
βc4 = arctan
yICR − H2
xICR + L2
(2.12)
V případě transformace jsou použity vztahy 2.13 až 2.16.
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βc1 = arctan(
H
2 − yICR
L
2 − xICR
) (2.13)
βc2 = arctan(
−H2 − yICR
L
2 − xICR
) (2.14)
βc3 = arctan(
−H2 − yICR
−L2 − xICR
) (2.15)
βc4 = arctan(
H
2 − yICR
−L2 − xICR
) (2.16)
Konstanta H je vzdálenost kol v ose y a konstanta L je vzdálenost kol v ose x
viz. obrázek 1.1.
V posledním kroku určíme rychlosti jednotlivých kol. Zde vystupuje další problém,
který jsme zatím nepotřebovali řešit z důvodu použití virtuálních kol. Problém je
nastíněn na obrázku 2.3.
x
y
C1C4
C3 C2
ICR
d
Obr. 2.3: Fyzické řešení podvozku
Osy otáčení kol nejsou totožné s body dotyku kola s podložkou a při otáčení kola
bod dotyku kola opisuje kružnici. Jinak řečeno pozice kol pro různá úhlová natočení
mění souřadnice v ose x, y.
Toto byl jeden z důvodu zavedení virtuálních kol, protože jinak bychom museli
do řešení zahrnovat ještě změny pozic kol v souřadnicovém systému. Při studiu
obrázku 2.3 vidíme, že body dotyku kol s podložkou jsou v ose prodloužení spojnice
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bodu ICR a osy otáčení kola. Z toho plyne, že úhly natočení v ose otáčení kola a
v bodě dotyku kola s podložkou jsou stejné. Proto další postup výpočtu provede
pouze transformaci rychlosti, která je vypočítaná v místě osy otáčení virtuálního
kola Cv1 na místo dotyku kola s podložkou.
Nejdříve provedeme výpočty závislosti pozice bodů dotyku kol s podložkou na úhlech
natočení kol:
xcp1 = d cos(βc1) +
L
2
(2.17)
ycp1 = d sin(βc1) +
H
2
(2.18)
xcp2 = −d cos(βc2) + L2 (2.19)
ycp2 = −d sin(βc2)− H2 (2.20)
xcp3 = −d cos(βc3)− L2 (2.21)
ycp3 = −d sin(βc3)− H2 (2.22)
xcp4 = d cos(βc4)− L2 (2.23)
ycp4 = d sin(βc4) +
H
2
(2.24)
(2.25)
Konstanta H je vzdálenost kol v ose y a konstanta L je vzdálenost kol v ose
x viz. obrázek 1.1, konstanta d je vzdálenost mezi středem otáčení kola a bodem
dotyku kola s podložkou viz. obrázek 2.3
Vypočteme vzdálenost mezi osou otáčení virtuálního kola Cv1 a bodem ICR
vzdcv1 =
√
(
L
2
− xICR)2 + (0− yICR)2 (2.26)
Pokračujeme výpočtem vzdáleností mezi body dotyku kol s podložkou a bodem
ICR
vzdc1 =
√
(xcp1 − xICR)2 + (ycp1 − yICR)2 (2.27)
vzdc2 =
√
(xcp2 − xICR)2 + (ycp2 − yICR)2 (2.28)
vzdc3 =
√
(xcp3 − xICR)2 + (ycp3 − yICR)2 (2.29)
vzdc4 =
√
(xcp4 − xICR)2 + (ycp4 − yICR)2 (2.30)
Přepočteme rychlost posunu osy otáčení vcv1 virtuálního kola Cv1 do jednotli-
vých bodů dotyků kol s podložkou.
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vc1 =
vcv1 · vzdc1
vzdcv1
(2.31)
vc2 =
vcv1 · vzdc2
vzdcv1
(2.32)
vc3 =
vcv1 · vzdc3
vzdcv1
(2.33)
vc4 =
vcv1 · vzdc4
vzdcv1
(2.34)
Nakonec přepočítáme rychlosti jednotlivých bodů dotyků kol s podložkou a úh-
lovou rychlost otáčení jednotlivých kol a tím část algoritmu zpracovávající matema-
tický model podvozku končí a jejím výstupem jsou úhly natočení jednotlivých kol a
jejich úhlové rychlosti.
ωc1 =
vc1
rc
(2.35)
ωc2 =
vc2
rc
(2.36)
ωc3 =
vc3
rc
(2.37)
ωc4 =
vc4
rc
(2.38)
rc představuje poloměr kol c1 až c4, který je pro všechna kola stejně veliký
Nakonfigurování a obsluha osmi akčních členů AX-12
Tato část úkolu byla vyřešena v rámci zimní semestrální práce.1 Stačí tedy použít
vytvořené funkce pro nastavení nebo vyčítání jednotlivých aktuátorů.
Konfigurace a obsluha bezdrátové jednotky AMBER
Bezdrátová komunikace je v tomto případě zajištěna bezdrátovým modulem AMB8400
od firmy AMBER WIRELESS. Tento modul pouze řeší vysokofrekvenční část sys-
tému, což znamená přizpůsobení vysokofrekvenčního výstupu převodního obvodu
k integrované anténě a filtraci signálu pro splnění norem pro bezdrátový provoz.
Není osazen obvodem pro řízení komunikace a uživatel musí zajistit nejen veškeré
nastavení potřebných parametrů převodního obvodu, ale i kompletní řízení pomocí
vlastního komunikačního protokolu.
Tento způsob je sice náročný, jak z hlediska potřeby velkého množství znalostí v dané
1Krsek, J. Řízení motoru BIOLOID Choceň, 2008. 53 s, poslední aktualizace 2. 1. 2009
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oblasti, tak i z hlediska časového, protože uživatel musí vyvinout kompletní pro-
gramovou podporu. Ale naproti tomu má uživatel širokou možnost volby různých
nastavení a může vytvořit libovolný protokol komunikace podle svých potřeb.
Modul AMB8400 je osazen integrovaným obvodem CC1100, který vyrábí firma
TEXAS INSTRUMENT. V tabulce 2.1 jsou shrnuty základní parametry tohoto
obvodu.
Vysílací frekvence 300-348, 400-464, 800-928 MHz
Rychlost přenosu dat až 500 kBaud
Podporované modulace 2-FSK, GFSK, MSK, OOK, ASK
Vysílací výkon říditelný až do 10 dBm
Citlivost přijímače -111 dBm
Napájecí napětí 1,8 - 3,6 V
Proudový odběr power down mode 400 nA
Proudový odběr v přijímacím režimu 16 mA
Proudový odběr ve vysílacím režimu 27 mA vysílací výkon 10 dBm
Tab. 2.1: Parametry obvodu CC1100
Již z tabulky je vidět velké množství různých kombinací nastavení, které je možné
použít, a to nejsou zdaleka všechny, co tento obvod nabízí.
Základní komunikace s obvodem probíhá pomocí čtyřdrátového rozhraní SPI, které
může používat přenosový kmitočet až 10 MHz. Na obrázku 2.3 je zobrazeno schéma
základního zapojení obvodu CC1100 s analogovou i digitální částí.
Obr. 2.4: Zapojení obvodu CC1100
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Pro zpětná hlášení je obvod vybaven dvěma konfigurovatelnými výstupy, po-
mocí nichž je možné signalizovat námi vybrané události, které v obvodu CC1100
v průběhu komunikace vzniknou. V našem případě bude využit jeden výstup pro
signalizaci korektního příjmu datového paketu. Tento signál je přiveden na vstupní
pin procesoru AT32UC3B0256 s funkcí externího přerušení.
V obvodu CC1100 jsou integrovány dva datové bloky typu FIFO každý s velikostí
64 bytů, které slouží jako vyrovnávací buffery pro vysílané a přijímané datové pa-
kety. Tyto buffery v našem případě využijeme pro ukládání celých datových paketů
a komunikace na straně robota bude probíhat tímto způsobem:
• Inicializace všech potřebných parametrů pro bezdrátovou komunikaci.
• Přechod do stavu příjmu s nastavením konfigurovatelného výstupu obvodu
CC1100 na signalizaci korektního příjmu datového paketu.
• Čekání na přijetí externího přerušení signalizující přítomnost korektního da-
tového paketu v příjmovém bufferu. Ve stejném časovém okamžiku obvod
CC1100 automaticky ukončuje přijímací mód a přechází do IDLE módu.
• Vyčtení datového paketu po SPI rozhraní s následným zpracováním dat v pro-
cesoru.
• Zápis vysílaného paketu do vysílacího bufferu.
• Nastavení obvodu CC1100 do vysílacího módu pomocí procesoru.
• Po vyslání datového paketu obvod CC1100 automaticky přejde do přijímacího
stavu a vyčkává příchodu dalšího datového paketu.
Jak je vidět z předchozího popisu komunikace, způsob předávání dat probíhá sty-
lem master - slave, neboli robot pouze odpovídá na dotazy a nikdy sám neinicializuje
spouštění přenosu dat. Tento způsob předávání dat je na obsluhu nejjednodušší a
umožňuje rychlou výměnu datových paketů bez potřeby stanovení, kdo bude inici-
alizovat start přenosu dat.
Kromě způsobu předávání dat je potřeba specifikovat i formát jednotlivých datových
paketů. Obecný paket se skládá z částí, jak je zobrazeno na obrázku 2.5.
Preamble Sync Len Adr Dataarray CRCCod
Obr. 2.5: Složení datového paketu
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• Preamble - Pravidelně se střídající nulové a jedničkové hodnoty bitů. Slouží
k zasynchronizování přijímače a vysílaná délka je nastavena na šestnáct bitů.
• Sync - Startovací hlavička paketu. Má délku šestnáct bitů a je nastavena na
hexadecimální hodnotu 0xDAAA.
• Len - Informace o délce paketu. Délka osm bitů.
• Adr - Adresa přijímacího zařízení. Délka osm bitů.
• Cod - Specifikace typu datového paketu. Jednotlivé typy budou probrány
následně.
• Data array - Vlastní přenášená data. Délka je proměnná podle potřeby.
• CRC - Kontrolní součet zabezpečující, že přenesená data neobsahují chybu.
Délka šestnáct bitů.
Typy přenášených datových paketů
Kód Význam
0x00 Paket signalizující chybu. Další specifikaci chyby obsahuje položka
Data array
0x01 Paket signalizující OK.
0x02 Paket typu ping. Odpověď je paket OK.
0x03 Paket obsahující žádané jednotlivé rychlosti robota v pořadí vxr, vyr, θ˙
0x04 Paket s žádostí o poslání vypočítaných úhlů a rychlostí jednotlivých kol.
Zpět je poslán paket se stejným kódem + data. Data jsou seřazena za
sebou v tomto pořadí: úhel kolo 1, rychlost kolo 1 až kolo 4
0x05 Paket s žádostí o poslání naměřených úhlů a rychlostí jednotlivých kol.
Zpět je poslán paket se stejným kódem + data. Data jsou seřazena za
sebou v tomto pořadí: úhel kolo 1, rychlost kolo 1 až kolo 4
0x06 Paket s žádostí o poslání naměřených momentů s případným posláním
dalších dat. Zpět je poslán paket se stejným kódem + data.
Tab. 2.2: Typy datových paketů
Ukázka komunikačního schématu je uvedena na obrázku 2.6
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0x02 – Ping
Nadřazenýsystém Robot
0x03 – Žádané úhly
0x01 – OK
0x01 – OK
0x04 – Vypočtené úhly a rychlosti
0x04 – Data
0x05 – Měřené úhly a rychlosti
0x05 – Data
Obr. 2.6: Komunikační schéma
Další potřebné parametry bezdrátového spojení byly v obvodu CC1100 nastaveny
takto:
• Vysílací kmitočet - 869,525 MHz
• Vysílací výkon - 10 dBm
• Druh modulace - frekvenční 2-FSK
• Kmitočtový zdvih - 47,607 kHz
• Přenosová rychlost - 9600 Baud
Pro spojení mezi programovým vybavením Matlab a bezdrátovým modulem
AMB8400 jsem navrhl a vytvořil linkový převodník, který transformuje data přichá-
zející z prostředí Matlab přes komunikační rozhraní RS232 na komunikační rozhraní
SPI a naopak. Jako řídicí obvod je použit 8-bitový procesor ATMEGA48, který
zároveň provede inicializaci obvodu CC1100. Schéma zapojení je uvedeno v první
příloze.
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2.1.2 Ovládání a vizualizace robota
Pro dálkové ovládání robota jsem vytvořil grafické rozhraní na platformě softwa-
rového produktu Matlab. Systém komunikuje s robotem pomocí knihovních funkcí
pro rozhraní RS232, které je propojeno s převodníkem RS232/SPI. Ten následně
bezdrátově komunikuje s ovládaným robotem.
Grafické rozhraní je upraveno tak, že umožňuje zadat rychlosti vxr, vyr a θ˙ ze sou-
řadnicového systému robota. Ty jsou následně přeneseny do robota po stisku potvr-
zovacího tlačítka. Zpětně jsou přenášeny dva typy informací:
• Vypočtené hodnoty úhlů natočení a úhlové rychlosti jednotlivých kol.
• Periodicky měřené hodnoty z aktuátorů.
Všechny vyčtené hodnoty jsou následně zobrazeny ve vizualizaci, kde jsou peri-
odicky obnovovány. Ukázku obrazovky vizualizace je možné najít v první příloze na
obrázku A.3.
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3 ZÁVĚR
Základní požadavky, které byly specifikovány při zadávání práce, se podařilo splnit
a robot je nad rámec zadání vybaven bezdrátovou komunikací a ovládáním z vi-
zualizace postavené na softwarovém produktu Matlab. Z důvodu velkého rozsahu
úkolů, které bylo třeba splnit, je robotický systém v okamžiku odevzdávání baka-
lářské práce ještě ve fázi testování a ladění.
Pohyby robota ještě nejsou zcela plynulé a některé směry pohybu jako například
pohyb se zápornou rychlostí vxr není zatím implementován. Problémy s plynulým
pohybem jsou podle mého názoru způsobeny velkým množstvím odchylek fyzického
modelu od matematického. Všechny úhly a vzdálenosti jsou změřeny s jistou tole-
rancí a součet všech těchto odchylek od ideálu snižuje kvalitu pohybu. Pro zlepšení
je potřeba provést identifikaci míst s odchylkami a upravit konstanty na jiné hod-
noty, nebo konstanty převést na proměnné závislé na úhlu natočení a podobně.
Z hlediska dalšího vývoje systém nabízí nepřeberné množství variant nastavení a
úprav jak z pohledu robotiky, vývoje softwaru nebo bezdrátové komunikace. Velkou
měrou se na tom podílí i použití moderních součástek a modulů.
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SEZNAM SYMBOLŮ, VELIČIN A ZKRATEK
EEPROM elektricky mazatelná paměť – Electronically Erasable Programmable
Read-Only Memory
RAM paměť s libovolným (náhodným) přístupem – Random-Access Memory
SRAM typ paměti RAM – static RAM
USART Universální synchronní a asynchronní seriové rozhraní – Universal
Synchronous Asynchronous Receiver Transmitter
SPI sériové periferní rozhraní – Serial Peripheral Interface
JTAG architektura Boundary-Scan pro testování plošných spojů – Joint Test
Action Group
2-FSK dvoustavová frekvenční modulace
GFSK frekvenční modulace s gaussovskou dolní propustí
MSK frekvenční modulace s minimálním zdvihem
OOK amplitudová modulace s vypínanou nosnou vlnou
ASK amplitudová modulace
dBm jednotka miliwatty vyjádřena v decibelech
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A PRVNÍ PŘÍLOHA
Obr. A.1: Robot s vícesměrovým podvozkem
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Obr. A.2: Převodník RS232/SPI
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Obr. A.3: Vizualizační prostředí z Matlabu
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Obr. A.4: Elektrické zapojení robota
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Obr. A.5: Elektrické zapojení převodníku RS232/SPI
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Obr. A.6: Rozměry robota
39
B DRUHÁ PŘÍLOHA
B.1 Robot.h
/*
* Robot.h
*
* Created on: 18.2.2009
* Author: Jiri Krsek
*/
#ifndef ROBOT_H_
#define ROBOT_H_
//Define I/O port
#define CS_AMBER AVR32_PIN_PB07
//Clock for PBA
#define SET_PBA_DIV 1
#define SET_PBA_SEL 4 //System clock/2^(SET_PBA_SEL+1)
//Set SPI
#define SET_FIX_PERIPH 0 //Set fixed Peripheral
#define SET_DIRECT_CON 0 //Set - The chip selects are directly connected to a peripheral device.
#define DistCircleX 0.175
#define DistCircX_2 DistCircleX/2
#define DistCircleY 0.139
#define DistCircY_2 DistCircleY/2
#define DistRotPoint 0.025
#endif /* ROBOT_H_ */
B.2 Robot.c
/*
* Robot.c
*
* Created on: 18.2.2009
* Author: Jiri Krsek
*/
// Include Files
#include "compiler.h"
#include "gpio.h"
#include "usart.h"
#include "pm.h"
#include "tc.h"
#include "math.h"
#include "spi.h"
#include "eic.h"
#include "intc.h"
#include "AX_12Rut.h"
#include "Robot.h"
#define EXT_INT_NUMBER_LINES 1
#define SPI_NUMBER_DEVICE 1
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//Global variable
static const gpio_map_t USART_GPIO_MAP=
{
{AVR32_USART1_RXD_0_1_PIN,AVR32_USART1_RXD_0_1_FUNCTION},
{AVR32_USART1_TXD_0_1_PIN,AVR32_USART1_TXD_0_1_FUNCTION},
{AVR32_USART1_RTS_0_1_PIN,AVR32_USART1_RTS_0_1_FUNCTION}
};
static const gpio_map_t SPI_GPIO_MAP=
{
{AVR32_SPI_MISO_0_2_PIN,AVR32_SPI_MISO_0_2_FUNCTION},
{AVR32_SPI_MOSI_0_2_PIN,AVR32_SPI_MOSI_0_2_FUNCTION},
{AVR32_SPI_SCK_0_1_PIN,AVR32_SPI_SCK_0_1_FUNCTION},
{AVR32_SPI_NPCS_0_0_PIN,AVR32_SPI_NPCS_0_0_FUNCTION}
};
static const spi_options_t SPI_OPTIONS[SPI_NUMBER_DEVICE]=
{
{
.reg=0,
.baudrate=100000,
.bits=8,
.spck_delay=1,
.trans_delay=1,
.stay_act=1,
.spi_mode=0,
.fdiv=0,
.modfdis=0
}
};
static const eic_options_t EIC_OPTIONS[EXT_INT_NUMBER_LINES]=
{
{
.eic_async=EIC_ASYNCH_MODE,
.eic_edge=EIC_EDGE_RISING_EDGE,
.eic_filter=EIC_FILTER_DISABLED,
.eic_level=EIC_LEVEL_HIGH_LEVEL,
.eic_line=EXT_INT3,
.eic_mode=EIC_MODE_EDGE_TRIGGERED
}
};
static const U8 ID_Actuator[8]={11,12,4,13,18,3,16,1};
volatile unsigned short DataArray_RX [60];
volatile unsigned short Data_OK=0;
volatile double_t BetaC1,BetaC2,BetaC3,BetaC4;
volatile double_t SpeedC1,SpeedC2,SpeedC3,SpeedC4;
//********************************************************************************************
__attribute__((__interrupt__))
static void eic_int_handler(void)
{
unsigned short Counter,ContrSuma;
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eic_clear_interrupt_line(&AVR32_EIC,EXT_INT3);
spi_write(&AVR32_SPI,0xFF);
spi_read(&AVR32_SPI,(unsigned short*)&DataArray_RX[0]);
ContrSuma=DataArray_RX[0];
for (Counter = 0; Counter < (DataArray_RX[0]); ++Counter) {
spi_read(&AVR32_SPI,(unsigned short*)&DataArray_RX[Counter]);
}
for (Counter = 1; Counter < DataArray_RX[0]; ++Counter) {
ContrSuma+=DataArray_RX[Counter];
}
if (DataArray_RX[Counter+1]==ContrSuma) Data_OK=1;
}
//********************************************************************************************
double_t Calculation(float_t Speed_Xr,float_t Speed_Yr,float_t Speed_Or)
{
double_t Beta1,Beta2,SpeedPoint;
double_t CrossPointX,CrossPointY;
double_t a1,a2,b1,b2,c1,c2;
double_t Lenght1,LenghtC1,LenghtC2,LenghtC3,LenghtC4;
double_t rx1,ry1,rx2,ry2,rx3,ry3,rx4,ry4;
U8 DataActuators[32];
U16 Temp;
if (Speed_Xr>0) {
Beta1=M_PI_2-atan(-1*(Speed_Or*DistCircX_2+Speed_Yr)/Speed_Xr);
Beta2=M_PI_2-atan((Speed_Or*DistCircX_2-Speed_Yr)/Speed_Xr);
SpeedPoint=Speed_Xr/sin(Beta1);
if (fabs(Beta1-Beta2)>0.001) {
if ((Beta1<(M_2_PI-0.001))||(Beta1>(M_2_PI+0.001))) {
a1=-tan(Beta1);
b1=1;
c1=DistCircX_2*a1;
} else {
a1=1;
b1=0;
c1=-DistCircX_2;
}
if ((Beta2<(M_2_PI-0.001))||(Beta2>(M_2_PI+0.001))) {
a2=-tan(Beta2);
b2=1;
c2=-DistCircX_2*a2;
} else {
a2=1;
b2=0;
c2=DistCircX_2;
}
CrossPointX=(b1*c2-b2*c1)/(a1*b2-a2*b1);
CrossPointY=(c1*a2-c2*a1)/(a1*b2-a2*b1);
if (CrossPointY<DistCircY_2) {
BetaC1=atan((DistCircY_2-CrossPointY)/(DistCircX_2-CrossPointX));
} else {
BetaC1=atan((CrossPointY-DistCircY_2)/(CrossPointX-DistCircX_2));
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}if (BetaC1<0) {
BetaC1=M_PI+BetaC1;
}
if (CrossPointY<(-DistCircY_2)) {
BetaC2=atan((-DistCircY_2-CrossPointY)/(DistCircX_2-CrossPointX));
} else {
BetaC2=atan((CrossPointY+DistCircY_2)/(CrossPointX-DistCircX_2));
}
if (BetaC2<0) {
BetaC2=M_PI+BetaC2;
}
if (CrossPointY<(-DistCircY_2)) {
BetaC3=atan((-DistCircY_2-CrossPointY)/(-DistCircX_2-CrossPointX));
} else {
BetaC3=atan((CrossPointY+DistCircY_2)/(CrossPointX+DistCircX_2));
}
if (BetaC3<0) {
BetaC3=M_PI+BetaC3;
}
if (CrossPointY<DistCircY_2) {
BetaC4=atan((DistCircY_2-CrossPointY)/(-DistCircX_2-CrossPointX));
} else {
BetaC4=atan((CrossPointY-DistCircY_2)/(CrossPointX+DistCircX_2));
}
if (BetaC4<0) {
BetaC4=M_PI+BetaC4;
}
rx1=DistRotPoint*cos(BetaC1)+DistCircX_2;
ry1=DistRotPoint*sin(BetaC1)+DistCircY_2;
rx2=-DistRotPoint*cos(BetaC2)+DistCircX_2;
ry2=-DistRotPoint*sin(BetaC2)-DistCircY_2;
rx3=-DistRotPoint*cos(BetaC3)-DistCircX_2;
ry3=-DistRotPoint*sin(BetaC3)-DistCircY_2;
rx4=DistRotPoint*cos(BetaC4)-DistCircX_2;
ry4=DistRotPoint*sin(BetaC4)+DistCircY_2;
Lenght1=sqrt(pow(DistCircX_2-CrossPointX,2)+pow(-CrossPointY,2));
LenghtC1=sqrt(pow(rx1-CrossPointX,2)+pow(ry1-CrossPointY,2));
LenghtC2=sqrt(pow(rx2-CrossPointX,2)+pow(ry2-CrossPointY,2));
LenghtC3=sqrt(pow(rx3-CrossPointX,2)+pow(ry3-CrossPointY,2));
LenghtC4=sqrt(pow(rx4-CrossPointX,2)+pow(ry4-CrossPointY,2));
SpeedC1=SpeedPoint*LenghtC1/Lenght1;
SpeedC2=SpeedPoint*LenghtC2/Lenght1;
SpeedC3=SpeedPoint*LenghtC3/Lenght1;
SpeedC4=SpeedPoint*LenghtC4/Lenght1;
} else {
BetaC1=Beta1;
BetaC2=Beta1;
BetaC3=Beta1;
BetaC4=Beta1;
SpeedC1=SpeedPoint;
SpeedC2=SpeedPoint;
SpeedC3=SpeedPoint;
SpeedC4=SpeedPoint;
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}}
Temp=(U16)(195.187*BetaC1+204.4);
DataActuators[0]=(U8)(Temp & 0xFF);
DataActuators[1]=(U8)((Temp>>8) & 0xFF);
DataActuators[2]=0xFF;
DataActuators[3]=0x03;
DataActuators[4]=0;
DataActuators[5]=0;
Temp=(U16)(6286.313*SpeedC1);
DataActuators[6]=(U8)(Temp & 0xFF); //max. speed 0.16273 m/s
DataActuators[7]=(U8)((Temp>>8) & 0xFF);
Temp=(U16)(195.187*BetaC2+204.4);
DataActuators[8]=(U8)(Temp & 0xFF);
DataActuators[9]=(U8)((Temp>>8) & 0xFF);
DataActuators[10]=0xFF;
DataActuators[11]=0x03;
DataActuators[12]=0;
DataActuators[13]=0;
Temp=(U16)(6286.313*SpeedC2);
DataActuators[14]=(U8)(Temp & 0xFF); //max. speed 0.16273 m/s
DataActuators[15]=(U8)((Temp>>8) & 0xFF);
Temp=(U16)(195.187*BetaC3+204.4);
DataActuators[16]=(U8)(Temp & 0xFF);
DataActuators[17]=(U8)((Temp>>8) & 0xFF);
DataActuators[18]=0xFF;
DataActuators[19]=0x03;
DataActuators[20]=0;
DataActuators[21]=0;
Temp=(U16)(6286.313*SpeedC3);
DataActuators[22]=(U8)(Temp & 0xFF); //max. speed 0.16273 m/s
DataActuators[23]=(U8)((Temp>>8) & 0xFF);
Temp=(U16)(195.187*BetaC4+204.4);
DataActuators[24]=(U8)(Temp & 0xFF);
DataActuators[25]=(U8)((Temp>>8) & 0xFF);
DataActuators[26]=0xFF;
DataActuators[27]=0x03;
DataActuators[28]=0;
DataActuators[29]=0;
Temp=(U16)(6286.313*SpeedC4);
DataActuators[30]=(U8)(Temp & 0xFF); //max. speed 0.16273 m/s
DataActuators[31]=(U8)((Temp>>8) & 0xFF);
TX_TelegramBlok((U8*)ID_Actuator,8,0x1E,DataActuators,4);
return 0;
}
void RoutineTelegramTX(unsigned short LocDataArray_TX[])
{
unsigned short Counter,ContrSuma=0;
44
for (Counter = 0; Counter < LocDataArray_TX[0]; ++Counter) {
ContrSuma+=LocDataArray_TX[Counter];
}
LocDataArray_TX[Counter+1]=ContrSuma;
spi_write(&AVR32_SPI,0x7F);
for (Counter = 0; Counter <= (LocDataArray_TX[0]+1); ++Counter) {
spi_write(&AVR32_SPI,LocDataArray_TX[Counter]);
}
gpio_set_gpio_pin(CS_AMBER);
gpio_clr_gpio_pin(CS_AMBER);
spi_write(&AVR32_SPI,0x35);
}
void RoutineTelegram(void)
{
unsigned short DataArray_TX[60];
U16 Temp;
Data_OK=0;
switch (DataArray_RX[1]) {
case 0x02:
DataArray_TX[0]=3;
DataArray_TX[1]=0x01;
RoutineTelegramTX((unsigned short*) DataArray_TX);
break;
case 0x03:
DataArray_TX[0]=3;
DataArray_TX[1]=0x01;
RoutineTelegramTX((unsigned short*) DataArray_TX);
Calculation(DataArray_RX[2]/10,DataArray_RX[3]/10,DataArray_RX[4]/10);
break;
case 0x04:
DataArray_TX[0]=19;
DataArray_TX[1]=0x04;
Temp=(U16)BetaC1*10;
DataArray_TX[2]=(U16)(Temp & 0xFF);
DataArray_TX[3]=(U16)((Temp>>8)& 0xFF);
Temp=(U16)SpeedC1*10;
DataArray_TX[4]=(U16)(Temp & 0xFF);
DataArray_TX[5]=(U16)((Temp>>8)& 0xFF);
Temp=(U16)BetaC2*10;
DataArray_TX[6]=(U16)(Temp & 0xFF);
DataArray_TX[7]=(U16)((Temp>>8)& 0xFF);
Temp=(U16)SpeedC2*10;
DataArray_TX[8]=(U16)(Temp & 0xFF);
DataArray_TX[9]=(U16)((Temp>>8)& 0xFF);
Temp=(U16)BetaC3*10;
DataArray_TX[10]=(U16)(Temp & 0xFF);
DataArray_TX[11]=(U16)((Temp>>8)& 0xFF);
Temp=(U16)SpeedC3*10;
DataArray_TX[12]=(U16)(Temp & 0xFF);
DataArray_TX[13]=(U16)((Temp>>8)& 0xFF);
Temp=(U16)BetaC4*10;
DataArray_TX[14]=(U16)(Temp & 0xFF);
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DataArray_TX[15]=(U16)((Temp>>8)& 0xFF);
Temp=(U16)SpeedC4*10;
DataArray_TX[16]=(U16)(Temp & 0xFF);
DataArray_TX[17]=(U16)((Temp>>8)& 0xFF);
break;
case 0x05:
break;
case 0x06:
break;
default:
break;
}
}
void InitAMB8400(void)
{
spi_write(&AVR32_SPI,0x30); //Reset chip CC1100
spi_write(&AVR32_SPI,0x39); //Enter power down when CSn goes high
spi_write(&AVR32_SPI,0x02);
spi_write(&AVR32_SPI,0x07); //GDO 0 - Asserts when a packet has been received with CRC OK.
//De-asserts when the first byte is read from the RX FIFO.
spi_write(&AVR32_SPI,0x04);
spi_write(&AVR32_SPI,0xDA); //8 MSB of 16-bit sync word
spi_write(&AVR32_SPI,0x05);
spi_write(&AVR32_SPI,0xAA); //8 LSB of 16-bit sync word
spi_write(&AVR32_SPI,0x06);
spi_write(&AVR32_SPI,60); //maximum packet length allowed
spi_write(&AVR32_SPI,0x07);
spi_write(&AVR32_SPI,0x0D); //Packet Automation Control - CRC_AUTOFLUSH,APPEND_STATUS
//Address check, no broadcast 0b00001101
spi_write(&AVR32_SPI,0x09);
spi_write(&AVR32_SPI,0x02); //Device Address
spi_write(&AVR32_SPI,0x4D); //Frekvency control high byte
spi_write(&AVR32_SPI,0x21); //869.525 MHz - SPI burst data
spi_write(&AVR32_SPI,0x71);
spi_write(&AVR32_SPI,0x7A);
spi_write(&AVR32_SPI,0x08); //symbol rate exponent - set 9.600 kbps
spi_write(&AVR32_SPI,0x83); //symbol rate mantissa - set 9.600 kbps
spi_write(&AVR32_SPI,0x02); //2-FSK, manchester disabled, 16/16 synch words
spi_write(&AVR32_SPI,0x22); //FEC-disabled,4 preamble bytes, 200kHz channel spacing - exponent
spi_write(&AVR32_SPI,0xF8); //200kHz channel spacing - mantissa
spi_write(&AVR32_SPI,0x47); //Deviation 47.607 kHz
gpio_set_gpio_pin(CS_AMBER);
gpio_clr_gpio_pin(CS_AMBER);
spi_write(&AVR32_SPI,0x57); //0x17 - Main Radio Control State Machine configuration
spi_write(&AVR32_SPI,0x03); //After finishing packet transmission - Stay in TX go to RX
spi_write(&AVR32_SPI,0x34); //When going from IDLE to TX (or FSTXON) - aut. calibrate every 4th time RX to IDLE
}
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void Init(void)
{
double_t test;
pm_switch_to_osc0(&AVR32_PM, 16000000, 64); // Switch main clock to external oscillator 0 (crystal).
pm_cksel(&AVR32_PM,SET_PBA_DIV,SET_PBA_SEL,0,0,0,0);
gpio_enable_module(USART_GPIO_MAP,sizeof(USART_GPIO_MAP) / sizeof(USART_GPIO_MAP[0]));
gpio_enable_module(SPI_GPIO_MAP,sizeof(SPI_GPIO_MAP) / sizeof(SPI_GPIO_MAP[0]));
gpio_enable_module_pin(AVR32_EIC_EXTINT_3_PIN,AVR32_EIC_EXTINT_3_FUNCTION);
gpio_set_gpio_pin(CS_AMBER);
spi_setupChipReg(&AVR32_SPI,SPI_OPTIONS,500000);
spi_selectionMode(&AVR32_SPI,SET_FIX_PERIPH,SET_DIRECT_CON,0);
spi_initMaster(&AVR32_SPI,SPI_OPTIONS);
spi_enable(&AVR32_SPI);
gpio_clr_gpio_pin(CS_AMBER);
InitAMB8400();
Disable_global_interrupt();
INTC_init_interrupts();
INTC_register_interrupt(&eic_int_handler,AVR32_EIC_IRQ_3,AVR32_INTC_INT0);
eic_init(&AVR32_EIC,EIC_OPTIONS,EXT_INT_NUMBER_LINES);
eic_enable_lines(&AVR32_EIC, (1<<EIC_OPTIONS[0].eic_line));
eic_enable_interrupt_lines(&AVR32_EIC, (1<<EIC_OPTIONS[0].eic_line));
Enable_global_interrupt();
UART_Init();
test=Calculation(2,1,0.25);
}
int main(void) {
Init();
for(;;)
{
Disable_global_interrupt();
if (Data_OK) RoutineTelegram();
Enable_global_interrupt();
}
}
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