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Povzetek
Na trgu je vse vecˇ orodij in knjizˇnic, ki ponujajo razvoj aplikacij za vecˇ plat-
form. To je posledica povecˇanega sˇtevila mobilnih operacijskih sistemov. Cilj
diplomskega dela je spoznati in preizkusiti Kivy, ki ponuja razvoj aplikacij za
namizne in mobilne naprave. Orodje smo primerjali z dvema orodjema, Pho-
neGap in Titanium, ki sta danes na trgu konkurencˇna. Kivy je knjizˇnica za
Python. Do vseh funkcionalnosti naprave dostopa preko knjizˇnic. Pri izde-
lavi mobilne aplikacije sem spoznal tudi jezik KV, s katerim opiˇsemo graficˇni
uporabniˇski vmesnik. Pri razvoju aplikacije smo uporabili tudi modul, ki
omogocˇa transformacije nad objektom, to so operacije premik, rotacija in
povecˇanje/zmanjˇsanje, ter knjizˇnico za nadzor in uporabo senzorjev mobilne
naprave, v nasˇem primeru kamere.
Kljucˇne besede: orodje, Kivy, knjizˇnjica, medplatformski razvoj, mobilna
aplikacija, namizna aplikacija.

Abstract
There are more and more tools and libraries, offering multi-platform appli-
cation development, on the market. This is due increased number of mobile
operating systems in the last couple of years. The goal of this thesis is to
get familiar with Kivy architecture, which provides support for desktop and
mobile application development. We compared the mentioned tool with com-
peting tools called PhoneGap and Titanium. Kivy is a library for Python
programming language. All of the functions of the device are accessed via
libraries. Through development process we learned the KV programming
language, which we used to describe/develop graphical user interface. We
also used a modul, which supports transformations of the objects, that is
translation, rotation and scale, and library which supports access and con-
trol of the mobile device sensors (in our case the camera).
Keywords: works, Kivy, libraries, cross platform developement, mobile ap-
plication, desktop application.

Poglavje 1
Uvod
Mobilni svet se v danasˇnjem cˇasu hitro razvija in temelji na zmogljivejˇsih
telefonih, njihovem dizajnu1, operacijskem sistemu in tudi strojni opremi.
Osnovni funkciji (tj. zvocˇni pogovor), ki je bila zasnovana na zacˇetku izuma
mobilnega telefona leta 1978, so se do danes pridruzˇile sˇe sˇtevilne druge do-
datne storitve. Skupne storitve, kot so npr. posˇiljanje kratkih besedilnih
sporocˇil (SMS-sporocˇila), fotografiranje, predvajanje glasbe, uporaba inter-
neta in spletne posˇte, uporaba navigacije, pospesˇkometra ipd., so danes
zelo priljubljene in zazˇelene.
Mozˇnosti za uporabo mobilnih naprav so tako s cˇasom vse vecˇje. Te naprave
omogocˇajo uporabnikom, da opravijo cˇedalje vecˇ nalog z uporabo pametnih
telefonov ali tablicˇnega racˇunalnika. Tako se podjetja osredotocˇajo tudi na
izdelavo mobilnih aplikacij, ki so enostavne in hitro pripravljene za uporabo
na trgu. Namen teh aplikacij je razlicˇen – nekatere sluzˇijo za prosti cˇas, druge
kot poslovne aplikacije. Na trgu se lahko nudijo brezplacˇno (npr. aplikacije
Facebook, Youtube in Petrol) oziroma se zaracˇunavajo (npr. aplikacije Navi-
gon, MotoGP in Live Experience). Zaradi razsˇirjenosti trga izdelava mobilnih
aplikacij niti ni tako enostavna, saj je hitra in stalna rast mobilne tehnolo-
gije prinesla razvoj mnogih platform. Obstoj razlicˇnih mobilnih operacijskih
1Pametni telefoni so prijetno oblikovani in enostavni za uporabo. Pomembni so velikost
in debelost ohiˇsja, razporeditev itd.
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sistemov z razlicˇnimi programskimi jeziki in razvojnimi orodij je tako pov-
zrocˇil problem pri razvoju aplikacij za vecˇ platform. Programiranje za vsak
operacijski sistem posebej zahteva veliko znanja in cˇasa, razvoj pa je drag
ter zamuden. Veliko aplikacij uporablja iste funkcionalnosti, a na razlicˇnih
mobilnih sistemih. V cˇasu sˇtudija sem opravil kar nekaj razgovorov za delo
prek sˇtudentskega servisa, kjer sem nekajkrat naletel na isto vprasˇanje, in
sicer kako bi pri razvoju aplikacije iste funkcionalnosti definiral samo enkrat,
pri vsaki naslednji aplikaciji pa uporabil zˇe narejeno. Statistika najbolj upo-
rabljenih aplikacij kazˇe, da v sam vrh sodijo sledecˇe aplikacije: Facebook,
Messanger, Instagram, Twitter, Email, Snapchat. Vse te aplikacije so do-
stopne na vseh treh najbolj uporabnih mobilnih sistemih (Android, iOS in
Windows Phone). Skupne lastnosti teh aplikacij so uporaba kamere za zajem
slike, snemanje in urejanje slik ter druge lastnosti. Na podlagi navedenega
smo se tako v svojem delu osredotocˇili na eno izmed orodij, v katerem smo
te funkcionalnosti najprej implementirali, nato pa uporabili v razlicˇnih sis-
temih. Knjizˇnica, ki smo jo pri tem uporabili, se imenuje Kivy. Uporaba
kamere se deli na dva dela. Sliko zajamemo s fotoaparatom ali pa jo izbe-
remo iz galerije. To smo tudi implementirali. Velika prednost te knjizˇnice je
zˇe dodana implementacija za premik slik in obracˇanje oziroma povecˇavo.
Poglavje 2
Razvoj mobilnih aplikacij
Za razvoj mobilne aplikacije lahko uporabimo tri razlicˇne pristope. Ti pri-
stopi so:
• avtohtona (ang. Native) aplikacija, z uporabo ustreznega programskega
jezika
• spletna aplikacija, ki se izvaja preko spletnega brskalnika z uporabo
spletnih tehnologij
• uporaba ogrodja ali knjizˇnice, ki omogocˇa razvoj ene kode in jo potem
ogrodje prilagodi konkretni izvajalni platformi (hibridne aplikacije)
Hitro spreminjanje tehnologij in nove hitro razvijajocˇe se platforme pov-
zrocˇajo tezˇave pri razvoju aplikacij. Razvoj za sistem Android ima vecˇ svo-
bode, kar pomeni manj omejitev. Platforma je bolj fleksibilna in delno od-
prtokodna. Aplikacije za iOS je lazˇje pisati, saj je podana ena platforma.
Aplikacijski vmesnik in programske knjizˇnice so bolj dodelane.
2.1 Avtohtone aplikacije
Mobilni svet ponuja razlicˇne izbire operacijskega sistema. Ta pa zahteva
dolocˇen programski jezik. Zˇe pri najpogostejˇsih treh operacijskih sistemih
3
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po uporabi naletimo na neenakost. Tako je za Android dolocˇen programski
jezik Java, za razvoj aplikacij iOS se uporablja programski jezik Objective-C
in za razvoj Windows Phone aplikacij programski jezik C#. Za vsako plat-
formo so pripravljene knjizˇnice in orodja, ki olajˇsajo delo. Na spletu so tudi
pripravljena razvojna okolja. Eno izmed njih prikazuje slika 2.1, ki kazˇe pri-
mer razvoja v jeziku Java. Aplikacija, ki je spisana v programskem jeziku,
je narejena za dolocˇeno strojno opremo in za njen operacijski sistem. Tej
vrsti aplikacije pravimo avtohtona mobilna aplikacija. Aplikacija je neposre-
dno namesˇcˇena na napravo in jo uporabniki obicˇajno dobijo preko spletne
trgovine.
Slika 2.1: Primer avtohtone aplikacije v Eclipsu.
2.1.1 Prednosti in slabosti
Avtohtone aplikacije nudijo hitro delovanje in visoko stopnjo zanesljivosti.
Omogocˇajo tudi dostop do razlicˇnih naprav telefona, nekatere aplikacije pa
lahko uporabniki uporabljajo brez internetne povezave [1]. Primerne so tudi
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za razvoj video iger. V primeru, da se podjetje odlocˇi za razvoj aplikacije, ki
bi bila zdruzˇljiva z drugimi napravami in operacijskimi sistemi, je to lahko
kar velik strosˇek. Na podlagi zgoraj navedenega se lahko sklepa, da samo
vzdrzˇevanje predstavlja dodaten strosˇek.
2.2 Spletne aplikacije
V zadnjih nekaj letih je internet zelo napredoval. S tem so se pojavile tudi
tehnologije, ki hkrati omogocˇajo videz in uporabnost (npr. spletne strani).
To pa omogocˇajo sledecˇe tehnologije:
• HTML (ang. Hyper Text Markup Language)
• CSS (ang. Cascading Style Sheets)
• JavaScript
• PHP
Z jezikom HTML omogocˇimo prikaz dokumenta v spletnem brskalniku.
Z zaporedjem ukazov povemo, kako naj se dolocˇena stran pokazˇe, CSS upo-
rabimo za oblikovanje spletne strani, JavaScript pomaga pri izdelavi inte-
raktivnih spletnih strani, s programskim jezikom PHP pa je mozˇno razviti
dinamicˇno spletno stran. Slika 2.2 prikazuje kodo HTML. Z dodanim ele-
mentom <link> v kodi HTML povemo brskalniku, da se koda CSS nahaja
v datoteki z imenom ”datoteka.css”. Prav tako se koda JavaScript nahaja
v zunanji datoteki, kar je nakazano z elementom <script>. Aplikacija, raz-
vita s spletnimi tehnologijami, je neodvisna od platforme in enostavna, saj
uporablja interakcijo odjemalec–strezˇnik. JavaScript se izvaja na odjemalcu,
PHP pa na strezˇniku.
2.2.1 Prednosti in slabosti
Spletne aplikacije je lazˇje vzdrzˇevati, saj imajo skupno kodo za vecˇ mobil-
nih sistemov [2]. Uporabnik ne rabi skrbeti za posodobitve. Za namestitev
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Slika 2.2: Primer kode HTML za prikaz spletne aplikacije.
aplikacije ni potreben obisk trgovine z aplikacijami. Za njeno uporabo pa je
potreben internet. Obstaja vecˇ mobilnih brskalnikov, ki razvijalcem predsta-
vljajo vecˇji strosˇek razvijanja in vzdrzˇevanja. Aplikacije so manj privlacˇne
od izvornih, saj niso namesˇcˇene v napravi. Pri uporabi senzorjev smo bolj
omejeni, predvsem pri uporabi strojne (ang. Hardware) podpore. Tako ni
mogocˇ dostop do npr. magnetometra, tlacˇnega senzorja, senzorjev blizˇine,
svetlobe, temperature, vibracij, stanja baterij, obvestil in podobnih [3, 4].
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2.2.2 Kaj izbrati?
Razvoj avtohtone ali spletne aplikacije prinasˇa tako dobre kot tudi slabe
lastnosti. Kot bomo videli v nadaljevanju, so razlike v razvojnem jeziku,
strosˇkih razvoja in vzdrzˇevanja in tudi v nacˇinu dostopa do aplikacije.
Slika 2.3: Videz mobilne aplikacije kot spletna (levo) in avtohtona (desno).
Slika 2.3 prikazuje videz dveh vrst aplikacij. Primer je prikazan na sis-
temu iOS. Prva stvar pri mobilnem razvoju aplikacije je izgled uporabniˇskega
vmesnika. Na prvi pogled je videti, da bistvene razlike ni.
Razvoj avtohtone mobilne aplikacije zahteva svoj razvojni proces. Vsaka
platforma ima svoj avtohtoni programski jezik: Java (Android), Objektni C
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(iOS), Visual C# (Windows Phone) ipd. Razvoj in samo vzdrzˇevanje pov-
zrocˇata relativno visok strosˇek, mobilna spletna aplikacija pa tecˇe v spletnem
brskalniku naprave [5]. Razvoj poteka v sledecˇih jezikih: HTML, CSS in Ja-
vaScript.
Avtohtono mobilno aplikacijo je najprej treba prenesti na mobilno napravo,
da lahko deluje kot samostojna aplikacija. Vse posodobitve mora uporabnik
sam rocˇno prenesti in namestiti. Za posodobitev se lahko odlocˇi ali pa jo
prezre. Spletna mobilna aplikacija je dostopna preko mobilnega brskalnika
naprave. Uporabniki do posodobitev aplikacij pridejo brez posredovanja, saj
so vsi na isti razlicˇici. Aplikacije je tezˇje najti, saj ni drugih spletnih trgovin
za prenos aplikacij, kot tista, ki je ponujena pri avtohtonih mobilnih aplika-
cijah.
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Avtohtona aplikacija Spletna mobilna aplikacija
Jezik Vsaka platforma svoj jezik Spletne tehnologije
Dostop Na mobilni napravi Spletni brskalnik
Posodobitve Rocˇno prenesti in namestiti
Prezreti
Brez posredovanja
Vsi z isto razlicˇico
Prednosti Hitrejˇsi
Lazˇje dostopni in vidni dru-
gim
Zasluzˇek s placˇljivimi vsebi-
nami
Skupna koda
Preurejanje s spletnim obli-
kovanjem
Brez prenosa aplikacije
Brez prenosa posodobitev
Zasluzˇek z oglasi
Slabosti Drazˇji razvoj
Vecˇji strosˇki vzdrzˇevanja
Prenosljivost na druge plat-
forme
Zahteve za spletno trgovino
in omejitve
Omejen dostop do funkcij
naprave
Vecˇ vrst brskalnikov, vecˇji
strosˇki
Tezˇje najti aplikacijo
Vecˇje strokovno znanje raz-
vijalca
Omejenost pri dostopu do
senzorjev
Tabela 2.1: Kratka primerjava avtohtonih in spletnih mobilnih aplikacij.
Razvoj spletne in avtohtone aplikacije je bistveno drugacˇen, kar je prika-
zano v tabeli 2.1. Razvidno je, da razvoj obeh ni ravno poceni. Ker govorimo
o mobilni platformi in ker spletni razvoj ne dopusˇcˇa uporabe nekaterih sen-
zorjev (predvsem strojnih), je za to vrsto razvoja bolj primerna avtohtona
aplikacija.
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2.3 Razvoj platformno neodvisnih aplikacij
Ker ucˇenje dodatnega programskega jezika vzame prevecˇ cˇasa, se v zadnjih
nekaj letih razvija s pomocˇjo orodij, ki omogocˇajo uporabo iste kode na
razlicˇnih mobilnih platformah. Napisano kodo se ustrezno prevede in namesti
na vecˇ razlicˇnih operacijskih sistemov. Navedeno se imenuje orodje za razvoj
platformno neodvisnih aplikacij, kjer je potrebno poznati le razvojni jezik,
ki ga orodje zahteva. Pri nekaterih pa je to tudi orodje za razvoj. Na trgu
je danes veliko ponudnikov orodij, ki se med seboj razlikujejo po razvojnem
jeziku, podpori platforme, ceni itd.
Vedno vecˇji razvoj mobilnih naprav tezˇi k vecˇjemu razvoju razlicˇnih ope-
racijskih sistemov. Tako se v zadnjem cˇasu razvija vse vecˇ orodij, ki omogocˇajo
razvoj aplikacij za vecˇ platform hkrati. Orodja se med seboj razlikujejo. V
nadaljevanju si bomo ogledali tri orodja za platformno neodvisen razvoj, nji-
hove glavne znacˇilnosti in uporabo.
2.3.1 PhoneGap
PhoneGap podpira sedem mobilnih platform (iOS, Android, BlackBerry,
Palm webOS, Windows Mobile, Bada in Symbian). Z njim izdelujemo hibri-
dne mobilne aplikacije. Za razvoj aplikacij uporabljamo spletne tehnologije,
skupek programskih jezikov za razvoj spletnih aplikacij (HTML, CSS in Ja-
vaScript) [6].
Aplikacije, razvite z orodjem PhoneGap, so podobne spletnih aplikacijam,
saj tecˇejo v oknu brskalnika na mobilni napravi. Izbira brskalnika za mobilno
platformo je razlicˇna. Razvoj aplikacije tako ne poteka tako hitro, saj je po-
trebno napisati razlicˇen CSS za vsak brskalnik. PhoneGap omogocˇa dostop
do razlicˇnih senzorjev naprave (npr. kompas, senzor nagiba, lokacija) kot
tudi do drugih funkcionalnosti telefona (npr. imenik, kamera, spomin, avdio
in video vsebine). Zanimiva je tudi izdelava aplikacije za izbrano platformo,
saj moramo uposˇtevati vsa pravila za izdelavo aplikacije na tej platformi in
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izdelati osnovni zacˇetni projekt. Sam PhoneGap ne nudi okolja za razvoj
aplikacije. Za vsako platformo se uporablja ustrezno okolje. To pomeni,
da se za Android uporablja Eclipse, za iOS Xcode, za Windows Phone pa
Visual Studio. Komunikacija in nadzor nad napravo se izvajata v domoro-
dnem jeziku, kot so npr. Java, Objektni C, C# ... Izdelavo mobilnih aplikacij
olajˇsa znanje spletnih tehnologij in uporaba tehnologij in knjizˇnic, kot so npr.
PhoneGap API, UI Framework ... Za dostop do funkcionalnosti naprave se
uporabljajo zˇe napisane knjizˇnice. Obstajajo knjizˇnice za dostop do imenika,
kamere, senzorja nagiba, do omogocˇanja aplikacije za snemanje in predvaja-
nje zvocˇnih in video posnetkov, opozarjanje na nova obvestila (zvok, vibracija
...). Z letom 2012 je PhoneGap izdal storitev PhoneGap Build. Slednja iz-
delano aplikacijo prevede za dolocˇeno platformo. Deluje brez namesˇcˇenega
SDK-ja. Ta storitev je placˇljiva glede na sˇtevilo izdelanih privatnih aplikacij.
Viˇsina zneska je odvisna tudi od velikosti aplikacije. Slabost tega orodja je
tudi, da sta pri prenosu aplikacije na drugo platformo potrebna optimizacija
in testiranje.
Slika 2.4: Prikaz arhitekture orodja PhoneGap [7].
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Kot je razvidno s slike 2.4., so razvijalcu na voljo tehnologije, ki jih lahko
uporablja pri razvoju aplikacije (zgornji del slike). Povezavo med razvijalcˇevo
kodo JavaScript in funkcionalnostmi naprave zagotavljajo vmesniki Phone-
Gap API (ang. Application programming interface) in ogrodje uporabniˇskega
vmesnika, kot je na primer JQueryMobile. V spodnjem delu slike so prika-
zane nekatere funkcionalnosti naprave, do katerih ima ta dostop.
2.3.2 Titanium Appcelerator
Medplatformsko ogrodje Titanium se uporablja za razvoj mobilnih, tablicˇnih
in namiznih aplikacij. Omogocˇen je razvoj za platforme iOS, Android in
BlackBerry s pomocˇjo spletnih tehnologij [8]. Ogrodje obstaja v brezplacˇni
in placˇljivi razlicˇici. Pri uporabi brezplacˇne razlicˇice smo zelo omejeni. Izde-
lamo lahko le osnovno mobilno aplikacijo s pomocˇjo videoposnetkov in pod-
pore skupnosti. Placˇljiva razlicˇica pa omogocˇa naprednejˇsi API ter pomocˇ
razvijalcem, ki jo nudi strokovna ekipa.
Titanium deluje kot povezava med avtohtonim operacijskim sistemom in
kodo razvijalca [8]. Ima svoje okolje za razvoj, ki se imenuje Titanium
Studio, in je podobno okolju Eclipse. Je hitro in enostavno za namestitev.
Omogocˇa upravljanje s projekti, zagon aplikacije na simulatorju ali napravi
in posˇiljanje aplikacije v App Store ali Android Market. S pomocˇjo SDK-ja
prevede napisano kodo v domorodno kodo vsake platforme.
Kot je razvidno s slike 2.5, je na dnu operacijski sistem za odjemalce
(Android, iOS ali mobilna spletna aplikacija). Na vrhu je aplikacija, razvita
z JavaScript. Vmesni del pa predstavljata Titanium SDK in API. Titanium
SDK sprejme zahteve, kot so npr. risanje gumbov, zagon fotoaparata in
drugo. Vse to poda razvijalec v kodi.
Titanium ima zelo dobro podano dokumentacijo in forum. Z registracijo
lahko vsak razvijalec sodeluje v forumu z vprasˇanji in odgovori. Tako si
razvijalec hitreje poiˇscˇe resˇitev za tezˇavo pri razvoju ali pa sam pomaga
resˇevati probleme drugih. Slabsˇa stran tega orodja pa je, da so nekateri
moduli placˇljivi (npr. delo z grafiko). Poleg tega je aplikacijo za iOS mogocˇe
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Slika 2.5: Arhitektura orodja Titanium [9].
razvijati le v Mac OS-u.
2.3.3 Kivy
Kivy je knjizˇnica za izdelavo platformno neodvisnih aplikacij. Za razvoj apli-
kacij uporablja jezik Python. Poleg razvoja mobilnih aplikacij ponuja tudi
razvoj racˇunalniˇskih namiznih aplikacij. Kivy tecˇe na platformah Linux,
Windows, OSx, Android in iOS. Ista koda se lahko zazˇene na vseh podprtih
platformah. Lahko se uporabi vecˇina izvornih vhodov, protokolov in naprav,
vkljucˇno z WM Touch, WM Pen, MAC OS X Trackpad, Magic Mause, Mt-
dev, Linux Kernell HID, TUIO in drugimi [10]. Podprta je tudi uporaba
vecˇdoticˇne tehnologije.
Razvoj aplikacije lahko poteka v belezˇnici, ki nudi podporo programskim jezi-
kom, ali pa se namesti orodje PyScripter oziroma drugo podobno orodje. Do
vseh funkcionalnosti naprave aplikacija dostopa preko knjizˇnic. Pomembne
knjizˇnice so PyGame, PIL, GStream, OpenGl in ostale. Sam zacˇetek je lepo
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opisan na spletni strani www.kivy.org, kjer se nahaja dokumentacija s pri-
meri projektov in vaj. Navedena spletna stran nudi tudi forum s svezˇo in
staro vsebino novic in cˇlankov ter razne vodicˇe. Knjizˇnica Kivy je za upo-
rabo brezplacˇna. Na sliki 2.6 je predstavljena koda Kivy v orodju PyScripter.
Koda predstavlja program ”Hello World”.
Slika 2.6: Koda za program ”Hello World”, napisana v jeziku Kivy.
2.3.4 Primerjava orodij
V tabeli 2.2 so predstavljena tri orodja in kriteriji, po katerih se ta razliku-
jejo med seboj. PhoneGap in Titanium (v primerjavi s Kivy) delujeta na
osnovi spletnih tehnologij. Do senzorjev naprave dostopata preko vmesnika
JavaScript API. Programski del oziroma logika tecˇe znotraj domorodnega
sistema. Kivy za svoj razvojni jezik uporablja Python, ki je preprost za
uporabo. Za dostop do senzorjev pa uporablja knjizˇnice znotraj Pythona.
PhoneGap podpira vecˇ mobilnih platform, Kivy pa poleg teh podpira tudi
razvoj namiznih aplikacij. Izgled Titanium aplikacije je bolj domoroden kot
izgled PhoneGap aplikacije. Appcelerator Titanium edini nudi svoje okolje
za razvoj, PhoneGap aplikacijo pa razvijemo v okolju Eclipse IDE po istih
postopkih kot izvorno aplikacijo.
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Kivy PhoneGap Appcelerator Titanium
Podprte
platforme
Android, iOS,
Windows Phone,
Linux, Windows,
OSx
Android, iOS,
Windows Phone,
BlackBerry, Symbian,
Tizen, Bad
Android, iOS,
Windows Phone,
BlackBerry, Tizen
Razvojni
jezik
Python HTML, CSS, Java-
Script
HTML5, CSS, Java-
Script
Prednosti Enostaven, pod-
pora Python 3.0
Razvoj namiznih
aplikacij
Podpora za Ra-
spberry Pi
Hiter in lahek dostop
do kamere, kontaktov,
GPS-a
Spletne storitve
Svoje okolje za razvoj,
lahka in hitra namesti-
tev, uporaba vmesni-
kov Titanium, aplika-
cije so hitre in odzivne,
dokumentacija in fo-
rum z vprasˇanji in od-
govori
Slabosti V dolocˇenih pri-
merih je Python
pocˇasen, ni pod-
pore za mikrofon,
brez emulatorja
Za vsako platformo
je potrebno uporabiti
ustrezno okolje za ra-
zvoj, testiranje in op-
timiziranje za druge
platforme
Aplikacijo za iOS je
mogocˇe razvijati samo
v Mac OS-u. Placˇljivi
moduli
Izdelava
mobilnih
aplikacij
Enostavno, z upo-
rabo knjizˇnic
Znanje spletnih tehno-
logij, uporaba tehno-
logij
Uporaba modulov,
podani primeri s
kljucˇnimi elementi
Tabela 2.2: Primerjava treh orodij za razvoj.
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Poglavje 3
Kivy
Kivy je odprtokodna Python knjizˇnica za hiter razvoj aplikacij. Omogocˇa
enostavno uporabo sodobnih uporabniˇskih vmesnikov, za sˇirok nabor na-
prav.
Za implementacijo kode ne potrebujemo posebnega razvojnega okolja, zado-
stuje zˇe urejevalnik besedil. Podpira razvoj aplikacij za trenutno aktualne
platforme – zˇe omenjene Linux, Windows, OSx, Android in iOS. Aplikacije
na platformah pa delujejo kot samostojne. V primerjavi z drugimi orodji
za izdelavo platformno neodvisnih aplikacij, ki jih je danes zelo veliko, Kivy
nudi dobro dokumentacijo s primeri. Prav tako nudi tudi forum s svezˇo in
staro vsebino novic in cˇlankov ter vodicˇev. V dolocˇenih primerih pa je tudi
slab (npr. pocˇasen Python). Cˇe bi v razvoju Android aplikacije uporabili
Javo in Android SDK, bi bila ucˇinkovitost izvajanja aplikacije veliko boljˇsa,
vendar bi s tem izgubili mozˇnost prenosljivosti na druge platforme.
Kivy je za uporabo brezplacˇen, in sicer na podlagi licence MIT (za 1.8 in
1.7.2)1 in licence LGPL 32 za starejˇse razlicˇice.
1Licenca MIT je licenca za brezplacˇno programsko opremo, izdana na MIT (ang. Mas-
sachusetts Institute of Technology). Omogocˇa ponovno uporabo lastniˇske programske
opreme, cˇe vse kopije licencˇne programske opreme vkljucˇujejo kopijo licencˇnih pogojev
MIT [11].
2LGPL (ang. Lesser General Public License) je licenca za brezplacˇno programsko
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Kivy je naslednik PyMT3. Sledi preprostemu cilju: enaka koda za vsako
platformo. Uveden je bil na konferenci EuroPython 2011 kot Python fra-
mework, oblikovan za ustvarjanje naravnih uporabniˇskih vmesnikov [12].
Za sam razvoj uporablja Python, enostaven in zelo razsˇirjen jezik. Ker
mobilne naprave podpirajo in ponujajo veliko senzorjev, je uporaba teh s
strani Kivy omogocˇena. Za dostop do teh funkcij se uporablja modul Plyer,
ki poenostavi uporabo. Vecˇ o tem v nadaljevanju.
Kivy je namenjen tudi razvoju aplikacij za namizne racˇunalnike. Za nji-
hov razvoj uporablja knjizˇnice preko Pythona. Ta ima razlicˇne sistemske
knjizˇnice, preko katerih se lahko dostopa do miˇske, ekranov na dotik, igral-
nih konzol ipd. Nekaj pomembnih knjizˇnic:
• PyPy: implementacija Pythona za pospesˇitev izvajanja programa. To
dosezˇe tako, da Python kodo prevede v strojno kodo racˇunalnika.
• PyGame: set Python modulov za razvijanje iger. Vsebuje knjizˇnice za
grafiko in zvok, ki jih lahko poklicˇemo iz kode v Pythonu. Lahko se
uporablja na napravah Android, saj omogocˇa uporabo zvoka, vibracij,
tipkovnice, kot tudi senzorjev nagiba. Zˇal se ga na sistemu iOS ne da
uporabljati.
• PIL (ang. Python Imaging Library): Python knjizˇnica, ki omogocˇa ob-
delavo slik in kot taka podpira veliko formatov. Sem spadajo formati
PPM, PNG, JPEG, GIF, TIFF, BMP in ostali. PIL ponuja vecˇ stan-
dardnih postopkov za obdelavo slik, kot so filtriranje slik, izboljˇsanje
slik z ostrenjem, prilagajanje svetlosti, kontrasta in barv, dodajanje
slik in sˇe vecˇ [13].
opremo, ki jo je objavila FSF (ang. Free Softwere Foundation). Razvijalcem in podjetjem
omogocˇa uporabo in integracijo programske opreme pod licenco LGPL v svojo (tudi la-
stniˇsko) programsko opremo. Razlicˇica 3 je bila objavljena leta 2007, skupaj s seznamom
dodatnih dovoljenj [14].
3PyMT je odprtokodna knjizˇnica za razvoj vecˇdoticˇnih aplikacij. Napisan je v Pythonu
in uporablja sˇtevilne knjizˇnice, kot so PyOpengl, Pygame, PyGST ... Omogocˇa hiter in
enostaven razvoj.
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• GStream: knjizˇnica za predvajanje, snemanje, obdelavo in oddajanje
zvoka ali videa. Namenjen je vsem operacijskim sistemom, ki so grajeni
na jedru Linux. Poleg GStreama se lahko uporablja tudi podobno
knjizˇnico FFmpeg.
• CAIRO: knjizˇnica, ki nudi vektorsko grafiko za razvoj aplikacij. Zasno-
vana je tako, da uporablja strojno pospesˇevanje, kadar je to mogocˇe.
• OpenGL: knjizˇnica za prikazovanje 2D in 3D grafike. Obicˇajno direk-
tno komunicira z graficˇno kartico, s cˇimer dosezˇemo strojno pospesˇeno
prikazovanje grafike. Lahko se uporablja na vseh operacijskih sistemih.
Aplikacijo lahko razvijamo na kateremkoli sistemu. Potrebno je imeti
nalozˇene nastavitve, ki jih zahteva Kivy. Za zagon na drugih sistemih obsta-
jajo postopki priprave aplikacije za zagon, t. i. paket. Postopki so podrobno
razlozˇeni v dokumentaciji. V sistemih Linux, Windows in xOS to ni po-
trebno.
Za uspesˇno razvijanje aplikacije Kivy je dobro vedeti, katere vmesnike API
Kivy ne podpira in kako do njih dostopamo. Prav tako je zazˇeleno poznava-
nje mozˇnosti, ki jih pri testiranju podpira simulator in ali je bolje testiranje
opraviti na sami napravi.
Pri tem moramo poznati, kaj je skupno napravam, za katere razvijamo,
in kako delujejo emulatorji. Dobro je vedeti tudi, kako v razlicˇnih primerih
razvoja dostopati do API-jev.
Plyer
Plyer je implementiran predvsem za razvoj mobilnih aplikacij, kjer se upo-
rablja za dostop do senzorjev naprave in drugih funkcionalnosti. Tabela 3.1
prikazuje strojno opremo naprave, ki jo lahko uporabimo pri razvoju aplika-
cije za dolocˇeno platformo s pomocˇjo Plyerja. Razvidno je, da v veliki vecˇini
podpira strojno opremo mobilnih platform, namizne le v manjˇsem obsegu.
Plyer je neodvisen od platforme. V primeru Android uporablja Pyjnius. To je
modul Python, ki omogocˇa, da dostopamo do Java razredov znotraj Pythona.
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V tem primeru pomeni, da dostopamo do Android SDK-ja in NDK-ja. Za
sistem iOS uporablja Pyobjus, ki je prav tako modul Python. Omogocˇa pa
dostop do razredov Objective-C.
Android iOS Windows OS X Linux
Merilnik pospesˇka X X X X
Kamera X X
GPS X X
Obvestila X X X X
E-posˇta X X X X X
Vibrator X X
SMS (posˇiljanje
sporocˇil)
X
Kompas X X
Giroskop X X
Baterija X X X X X
Snemanje zvoka X
Bliskavica X X
Tabela 3.1: Podpora API-jev na razlicˇnih platformah [15].
Android in simulator iOS
Uporaba simulatorja za testiranje aplikacije iOS se izkazˇe za neprimerno.
Simulator, ki je del razvojnega okolja xCode, ne podpira celotne strojne
opreme. Uporaba kamere, mikrofona, barometra, senzorja blizˇine, senzorja
svetlobe in merilnika pospesˇka ni mozˇna [16]. Prav tako simulator ne ponuja
vseh funkcij, ki so dostopne na napravi, npr. prejemanje in posˇiljanje obve-
stil podjetju Apple, opozorila o zasebnosti za dostop do fotografij, imenika,
koledarja, dostop do zunanje dodatne opreme, do Media Playerja [16] ... V
Android simulatorju (ang. Android virtual device) je testiranje aplikacije bolj
primerno, saj podpira to strojno opremo.
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3.1 Knjizˇnice
Kivy je odprtokodna knjizˇnica za razvoj aplikacij. Zasnovana je tako, da
omogocˇa hiter in enostaven zapis interaktivne aplikacije. Obstajajo visoko-
kakovostne knjizˇnice, ki jih lahko vkljucˇimo v aplikacijo. Hkrati pa zmogljive
kriticˇne dele izvaja v jeziku C. Nekaj pomembnih knjizˇnic:
• kivy.graphic: ponuja, kar potrebujemo za risanje. Osnovni razred je
Canvas, ki predstavlja platno za risanje. Celoten graficˇni paket podpira
OpenGL.
• kivy.modules: so razredi, ki se lahko nalozˇijo ob zagonu aplikacije Kivy.
Aktiviramo jih lahko na tri nacˇine: v datoteki config.ini, v samem
Python programu (primer: from kivy.config import Config ...), ali pri
zagonu ukaza Python. Lahko ustvarimo tudi svoje module.
• kivy.UIX: vsebuje gradnike za graficˇno okolje (tj. gumb, kamera, po-
stavitev, izbor barve, izbira polja).
• kivy.language: definira jezik, ki opisuje uporabniˇski vmesnik in inte-
rakcijo. Ima pravila, ki so podobna CSS (prekrivni slogi).
• kivy.event: vsebuje vse za upravljanje z dogodki. Dogodek se lahko
sprozˇi ali poslusˇa.
• kivy.input: ponuja vse za sprejemanje dogodkov iz razlicˇnih vhodov.
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3.2 Arhitektura Kivy
Slika 3.1: Arhitektura orodja Kivy [17].
Slika 3.1 prikazuje sloje arhitekture Kivy. Delijo se na viˇsji in nizˇji nivo
in so sestavljeni iz vecˇ blokov. V viˇsji nivo spada jezik KV ter gradniki
uporabniˇskega vmesnika in postavitve, v nizˇji nivo pa specificˇni avtohtoni
API-ji operacijskega sistema. Vmesni del, med nizˇjim in viˇsji nivojem, pa
sestavljajo trije vmesniki, ki skrbijo za povezavo med njima. Za povezavo
med specificˇnimi avtohtonimi API-ji operacijskega sistema in arhitekturo
Kivy skrbijo osnovni vmesniki (ang. Core providers). Ti vmesniki opravlja
osnovne naloge (ang. Core task). Cilj arhitekture Kivy je, da so te naloge ab-
straktne in modularne, kar pomeni, da so enostavne za uporabo in razsˇirljive.
Isti princip uporablja vmesnik za vhodne naprave (ang. Input provider). Ta
vmesnik je del kode, ki skrbi za podporo vhodnih naprav, kot so simulator
miˇske, ekran in podobno. Za uporabo nove vhodne naprave napiˇsemo ra-
zred, ki bere vhodne podatke naprave in jih posreduje arhitekturi Kivy. V
vmesnem delu se nahaja tudi grafika, ki je pravzaprav abstrakcija OpenGL,
saj preko nje Kivy uporablja strojno podprte ukaze z uporabo OpenGl-a.
Dostopa do knjizˇnic na nizˇjem nivoju. Omogocˇa uporabo zahtevnih in ma-
tematicˇno kompleksnih funkcij OpenGl na enostaven nacˇin. Tako razvijalcu
ni potrebno podrobno poznati OpenGl-a. Vmesnik je napisan v jeziku C,
kar zagotavlja hitro delovanje. Skrbi za avtomatsko optimizacijo funkcij za
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risanje. Koda je zato bolj ucˇinkovita.
3.3 Razvoj s Kivy
3.3.1 Namestitev
Kivy je knjizˇnica, ki za ustvarjanje aplikacij za mobilne naprave in nami-
zne racˇunalnike omogocˇa uporabo jezika Python. Namestitev poteka za vsak
operacijski sistem razlicˇno. Vsa potrebna navodila so po korakih zapisana v
dokumentaciji. Pri Windows in MAC OS je namestitev podobna in nekom-
plicirana.
Slika 3.2: Nacˇin zagona napisane kode v Pythonu.
Slika 3.2 prikazuje, kako zagnati zˇe napisano datoteko Kivy v okolju Win-
dows. Za zagon je pripravljena skripta, preko katere se program izvede.
Poleg zacˇetne namestitve obstajajo tudi neobvezni programski paketi:
• OpenCu 2.0 za kamero
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• PIL in PyCairo za prikaz slik in teksta na zaslonu
• PyGST za avdio in video predvajanje ter za uporabo kamere
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3.3.2 Postavitev v Kivyju
Razvoj v orodju Kivy je razdeljen na dva dela in locˇuje predstavitev od
logike. V prvem delu z jezikom Kivy opiˇsemo strukturo uporabniˇskega vme-
snika. Lahko je podan v posebni datoteki z istim imenom kot ime razreda
(brez besede App) in s koncˇnico .kv ali pa v isti datoteki pred razredom.
Napisano je v jeziku Kivy in se zazˇene samodejno. Drugi del pa sestavlja
koda aplikacije, zapisana v jeziku Python.
Za razvoj aplikacije ni potrebno namesˇcˇanje orodja, dovolj je zˇe urejeval-
nik. Lahko pa se seveda uporabi orodje za programiranje v jeziku Python,
npr. PyScripter. Na zacˇetku je treba definirati razlicˇico Kivyja, s katerim
bomo delali.
Slika 3.3: Zapisana struktura uporabniˇskega vmesnika v posebni obliki Kivy.
Slika 3.3 prikazuje strukturo uporabniˇskega vmesnika. Posebna koda, ki
je na njej, se imenuje Kivy. Jezik Kivy je preprost in namenjen opisovanju
uporabniˇskega vmesnika. Obstajajo sˇtevilne postavitve in pripomocˇki, ki
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bodo opisani v nadaljevanju. Sama struktura spominja na jezik CSS in na
slog za HTML.
Z uporabo gradnikov graficˇno predstavimo uporabniˇski vmesnik (UV). Na
voljo so osnovni in kompleksni gradniki. Ti gradniki so: oznaka (ang. Label),
gumbi (ang. Button), polja za vnos (ang. Text Field), stikala (ang. Switch),
slika (ang. Picture), video (ang. Video), drsnik (ang. Slider), polja za izbiro
(ang. ListView), seznami (ang. List), video predvajalnik (ang. VideoPla-
yer), tipkovnica (ang. Keyboard), zavihki (ang. Tab), krozˇno polje (ang.
Spinner) itd. Za razporeditev gradnikov po zaslonu uporabimo posebno vr-
sto gradnikov, imenovanih postavitve [18]. Sem spadajo tako imenovane:
• Postavitev v sˇkatle (ang. BoxLayout)
• Mrezˇna postavitev (ang. GridLayout)
• Postavitev v sklad (ang. StackLayout)
• Postavitev s sidrom (ang. AnchorLayout)
• Plavajocˇa postavitev (ang. FloatLayout)
• Relativna postavitev (ang. RelativeLayout)
Prav tako vsebuje tudi graficˇni gradnik platno. Ta nam omogocˇa uporabo
objektov, kot so pravokotnik, krog, elipsa in ostalo [19]. Dostopni so preko
knjizˇnic. Gradnikom lahko dolocˇimo tudi atribute (tekst, velikost teksta,
pozicija, orientacija, poravnava, akcija, barva, id . . . ) [20]. Vse te atri-
bute se dodaja s pomocˇjo knjizˇnice kivy.graphic [21]. V primeru, da imamo
vecˇ gradnikov z istimi lastnostmi, lahko gradnik dolocˇimo kot globalno spre-
menljivko. Ostali gradniki pa podedujejo te lastnosti. Za oblikovanje upo-
rabniˇskih vmesnikov je na voljo tudi orodje Kivy Designer [22, 23]. Z njim
lahko gradnike ustvarimo, prilagodimo in preizkusimo. Zagotavlja ustvarja-
nje vmesnika za namizno aplikacijo, aplikacijo Android in aplikacijo iOS.
Poglavje 4
Testna aplikacija
Danes je kamera nepogresˇljiv del mobilne naprave. Veliko aplikacij zajema
sliko s kamero. Sliko se potem poljubno ureja ali posˇlje drugemu uporabniku.
Iste aplikacije najdemo na mobilnih sistemih Android, iOS in Windows. Za
svojo diplomsko nalogo sem ustvaril aplikacijo, ki zajame sliko s kamere ozi-
roma jo nalozˇi preko galerije. Slika se prikazˇe na zaslonu in jo lahko poljubno
obracˇamo, povecˇujemo, zmanjˇsujemo in premikamo.
4.1 Opis funkcionalnosti mobilne aplikacije
Zacˇetni graficˇni prikaz vsebuje dva gumba v postavitvi v sˇkatle. Dodana sta
na dnu zaslona. Funkciji, ki ju opravljata, sta izbira slike iz galerije in zagon
kamere. Za vsako funkcijo smo potrebovali svoj graficˇni prikaz.
4.1.1 Dodajanje slike na zaslon
Sliko lahko na zaslonu prikazˇemo na dva nacˇina. S prvim nacˇinom izberemo
zˇe shranjeno sliko, ki jo najdemo v pomnilniku naprave. Drugi nacˇin pa
omogocˇa, da sliko zajamemo s kamero in jo prikazˇemo na zaslonu.
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4.1.2 Interakcije nad slikami
Da je vse skupaj bolj zanimivo, dodani sliki omogocˇimo, da jo lahko poljubno
obracˇamo, povecˇujemo in premikamo.
4.2 Prenos aplikacije na mobilno napravo
Android
Aplikacijo, ki je razvita v okolju Kivy, se po posebnih postopkih nalozˇi na
mobilno napravo. Za uvoz na napravo Android obstajata dve opciji. Cˇe
ne razvijamo na sistemu Linux, je priporocˇljiva uporaba zˇe pripravljenega
virtualnega orodja, kot je na primer Buildozer.
Buildozer
Buildozer je orodje, ki iz pripravljene kode ustvari paket. Ta avtomatizira
celoten proces ustvarjanja paketa. Prvo ustvarjanje je dolgo, saj je potrebno
prenesti vse predpogoje, kot so Python-for-Android, Android SDK, NDK in
druga orodja, ki jih potrebuje za sestavo paketa. Nato ustvari datoteko bu-
ildozer.spec, v kateri opiˇse vse zahteve aplikacije, nastavitve, naslov, ikone,
vkljucˇene module itd [24]. V datoteki se definira zahteve mobilnega operacij-
skega sistema, od SDK-ja, NDK-ja, API-jev, do verzije in ostalih dovoljenj.
Trenutno nudi podporo za ustvarjanje paketa za Android ter za sistem iOS.
Za slednjega je potrebno imeti racˇunalnik s sistemom OSx. V prihodnje
orodje Buildozer nacˇrtuje podporo tudi drugim platformam (.exe za Win-
dows, .dmg za OSX ) [24].
Drugi, nekoliko daljˇsi nacˇin pa zahteva, da se celotno ustvarjanje paketa
ustvari postopoma, za kar je potreben paket Python-for-Android. Cˇe je mo-
bilna naprava povezana z racˇunalnikom, se po koncˇanem postopku aplikacija
avtomaticˇno zazˇene na telefonu. V nasprotnem primeru se ustvari ustrezen
paket, npr. za sistem Android paket .apk.
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IOS
Za pripravo paketa na operacijskem sistemu iOS je potreben racˇunalnik s sis-
temom OSx in orodjem XCode. Pomembna je tudi verzija XCoda. Verzija 7
omogocˇa brezplacˇno testiranje aplikacije na sistemu iOS. Do te verzije je po-
trebna registracija Apple ID-ja na Apple Developer in placˇilo letne cˇlanarine.
4.3 Razvoj aplikacije
4.3.1 Graficˇni prikaz uporabniˇskega vmesnika
V prvi fazi razvoja smo izdelali uporabniˇski vmesnik s posebnim jezikom,
ki se imenuje Kivy. V datoteki .kv se na zacˇetku definira razlicˇico Kivyja.
V nadaljevanju se za vsak primerek razreda izdela blok, ki je znotraj <>
predstavljen z imenom razreda. Posameznemu gradniku lahko dodamo tudi
odzivno funkcijo, ki se izvede ob dolocˇenem dogodku.
Slika 4.1: Del implementacije postavitve UV.
Slika 4.1 prikazuje del kode .kv, ki prikazˇe zacˇetno postavitev uporabniˇskega
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vmesnika. S slike je razvidno, da je uporabljena tako imenovana postavitev
v sˇkatle ali BoxLayout. Gumbom je dodana akcija, ki pove, katera metoda
se ob pritisku na gumb izvede. Ker je v kodi Python definiran razred ”Lo-
adDialog”, se v datoteki .kv definira nov blok z istim imenom. Nov razred
je zato, ker se s prikazom dialoga za izbiro datoteke prikazˇe nov zaslon.
4.3.2 Povezava logike in postavitve skupaj
Slika 4.2 prikazuje implementacijo glavnega razreda. S klicem metode Buil-
der.load string(kv) preberemo strukturo, ki smo jo zgradili z jezikom KV, in
sestavimo osnovni uporabniˇski vmesnik (UV). Prav tako je potrebno imple-
mentirati metode, ki so potrebne za delovanje osnovnega uporabniˇskega vme-
snika. V tem primeru sta na razpolago gumba ”Kamera”in ”Izberi sliko”(glej
sliko 4.1), ki ob aktivaciji poklicˇeta metodi prikaziKamero() in show load().
Slika 4.2: Realizacija prikaza kamere in shranjevanje slik na napravo.
V primeru, ki ga prikazuje slika 4.1, se gradnik gumb (Button) odzove na
akcijo pritisni (on press), s klicem funkcije cam.slikaj(). Lastnost nam pove,
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katera metoda se sprozˇi ob pritisku na gumb. S tem povezˇemo predstavitev
in logiko.
4.3.3 Primer uporabe aplikacije
Slika 4.3: Primer prikaza aplikacije na tablicˇnem in mobilnem sistemu An-
droid.
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Slika 4.3 prikazuje delovanje aplikacije na dveh razlicˇnih napravah An-
droid. Ista koda pokazˇe isti rezultat na mobilni napravi in na tablicˇnem
racˇunalniku. Potek namestitve je pri obeh napravah enak, prav tako tudi
sama uporaba. Isto aplikacijo smo zagnali na sistemu iOS in ni delala vecˇjih
tezˇav. Optimizacija ni bila potrebna, temvecˇ smo le ustrezno prilagodili
kodo.
4.3.4 Testiranje
Namestitev aplikacije na obe mobilni platformi je potekala s pomocˇjo prilozˇene
dokumentacije [25, 26]. Namestitev za mobilno platformo iOS je potekala na
namiznem racˇunalniku s sistemom OSx in programom xCode. Z omenjenim
programom smo namestili aplikacijo na mobilno napravo. Aplikacija je na
obeh sistemih delovala enako, tako da optimizacija ni bila potrebna. V sami
razvojni kodi pa je bilo potrebno opraviti manjˇse prilagoditve. Prav tako
smo testirali aplikacijo na tablicˇnem racˇunalniku s sistemom Android. Tudi
tu ni bilo potrebe po optimizaciji.
Poglavje 5
Sklepne ugotovitve
Nit diplomske naloge je tekla o mobilnem medplatformskem razvoju. Ta je
danes kljucˇnega pomena, saj mobilne aplikacije v zadnjih letih prevzemajo
vse vecˇji delezˇ uporabnosti. V nalogi so predstavljene razvojne metode, nji-
hove prednosti in slabosti. Do danes je razvitih kar nekaj orodij za razvoj
platformno neodvisnih aplikacij. Predstavil sem dve bolj poznani orodji in
eno manj, na katerem je temeljil drugi del diplomske naloge. Danes mo-
bilne naprave ponujajo vrsto podobnih funkcionalnosti, zaradi katerih je tudi
medplatformski razvoj smiseln. Namen te naloge je bil spoznavanje orodja s
primeri in opisi razvoja v njem.
Pri razvoju primera je bilo ugotovljenih kar nekaj pomanjkljivosti. Obcˇutek
sem imel, da razvijalci Kivyja niso do potankosti razvili dolocˇenih stvari. Pri
preprostih primerih sem naletel na kar nekaj hrosˇcˇev (ang. Bug), za katere
sem porabil kar nekaj cˇasa, da sem poiskal resˇitev. Cˇe bi nam bila pomembna
ucˇinkovitost izvajanja aplikacije, bi bile avtohtone aplikacije boljˇsa izbira.
Vendar potem izgubimo mozˇnost prenosljivosti na druge platforme. Velika
prednost razvoja s knjizˇnico Kivy je ta, da razvoj poteka v jeziku Python, ki
omogocˇa dostop do javanskih razredov (v primeru aplikacij za Android). Tu
je namrecˇ enostavno locˇiti postavitev uporabniˇskega vmesnika od kode.
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Pri razvoju aplikacije je bilo ugotovljeno, da je Kivy brez dodatnih modu-
lov neuporaben. Del diplomske naloge je bil tudi razvoj operacij nad objek-
tom (v nasˇem primeru nad slikami). Izbira modula kivy.uix.scatter je bila
prava izbira. Velika prednost razvoja z orodjem za medplatformski razvoj je
cˇas razvoja, ki je mnogo krajˇsi, ter cenejˇse in lazˇje vzdrzˇevanje.
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