Abstract: A syllabus is a set of courses, their prerequisites and a set of rules defining the continuance of a student in an academic program. The manual verification of the possible contradictions between prerequisites and the set of rules is a difficult task due to the large number of possible cases. In this article we present the different stages in the verification of a syllabus, its modelling and analysis using Petri nets, and suggested ways in which this may be used by the university administration in the decision making process.
Introduction
In many countries student retention rates are under scrutiny as part of government funding policy of higher education institutions. As such, retention rates are an increasingly important issue for these institutions ( [2]).
It has been found that structural characteristics of higher education institutions, such as enrollment size, selectivity and control, have significant associations with student drop-out (see [5, 15, 16] ). In this regard the consistency of a career syllabus may well play a significant role in student persistence/drop-out.
We may define a syllabus as a set of courses, their sequence, the institutional rules defining the continuance of a student in an academic program (number of credits, number of times a course can be repeated, student progress schedule, etc.).
In particular, student progress schedules, which define minimum requirements for continuance in an academic program, are set up by many institutions of higher education (see for instance [13, 14, 17 , 18]) Petri net modelling can be an important tool to support decision making at different levels and types of organizations (see for example [4, 6, 10] ). In this article we propose a Petri net model of a syllabus, to help the decision making process of the university administrators, students and the course lecturers. The administration may use this model to verify the internal consistency of an existing and/or under development syllabus; to plan the student career progress; to establish the risk level of a student drop-out.
In Section 2 we discuss the main characteristics of Petri nets, its feasibility to represent the prerequisites and the analysis of the resulting model. In Section 3 we demonstrate trough an example the stages in the modelling of a rule added to a Petri net representing the prerequisites; an analysis is made of the model obtained and we discuss some related work. Finally, in Section 4 we conclude, presenting our findings and suggestions for future work.
Modelling Syllabus Rules
In this article we consider the following rules in a career syllabus:
1.-Prerequisites between courses.
2.-Maximum number of times a course can be repeated.
3.-Maximum duration of stay in the academic program.
4.-Minimum number of courses to be taken during each academic period.
A Petri net [7, 8] allows the formal mode description of systems whose dynamics is characterized by Concurrency, Synchronization, Mutual exclusion, Conflicts. Prerequisites present all these characteristics, except mutual exclusion. For instance, in Figure 1 we can find concurrency of courses A, B, C since, as already mentioned, they have to be taken at the beginning of the program. Another situation of concurrency may occur between courses B, D if a student passes courses A, C but fails course B.
Synchronization is present if to take a course it is necessary to pass more than one, as is the case of E since it is necessary to pass B, C.
A conflict does not appear explicitly in a prerequisite graph, nevertheless it is present since a course may or may not be passed. 
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Formally, the prerequisites are represented as an acyclic directed graph where each node represents a course and the arcs represent the dependencies (prerequisites) between courses. For example, Figure 1 may represent five courses A, B, C, D, E where the first three are the courses to be taken at the beginning of the academic program. The arc joining A and D pinpoints that to take course D it is necessary to pass course A and the arcs joining B, E and C, E indicate that to take course E it is necessary to pass courses B and C.
In Petri nets terms a course is represented by a place, whereas a place with a token indicates that the course is being taken. The activities that can be performed while taking a course are pass or fail. This is represented in Figure 2a .
Since a course can be taken at most twice, this may be represented as in Figure 2b . A token in place Course1 pinpoints that a student is taking a course for the first time. Firing the transition Fail1 indicates that the course was failed, having to be taken again (this is represented by a token in Course2). Firing the transition Fail2 indicates that the student failed Course a second time (Figure 2c ), causing its elimination from the program. On the other hand firing transitions Pass1 and Pass2 pinpoint that Course was passed in the first or second instance respectively.
The Petri net representing a complete prerequisites graph is shown in Figure 3 . Place Enrolled denote the fact that a student is registered in the academic program. Places A1, A2, B1, Since failing a course twice results in the elimination of a student from the program, it is necessary to exclude the possibility of a student taking courses. For this we use place Psem, enabling transitions t2, t3, t4, t5, t6, t7, t8, t9, t10, t11, t12, t13, t14, t15, t16, t17, t18, t19, t20 ,t21. Transitions t2, t3, t4, t5, t6, t7, t8, t10, t12, t14, t16, t18, t20 return a token to Psem, but firing transitions t9, t11, t13, t19, t21 represent failing a course a second time, not allowing any further courses to be taken. These failure transitions lead to the state Pfail from which it is not possible to escape.
To verify the properties of boundedness and liveness the transition t22 is fired, putting a token in place Enroled.
Counting the Number of Periods to Conclude a Program
The model discussed on the previous Section allows the direct verification of the conditions of elimination from the program by failing a course a second time. This model satisfies three important properties: boundedness, liveness and absence of deadlock, which are verified by computing P-invariants, T-invariants and generating the reachability graph, respectively. We have carried the automated analysis of the Petri net model with the tool INA [9] .
The number of academic periods necessary to complete the program is taken as a prerequisite for two reasons: to limit the maximum duration of stay in the program and to establish a minimum number of courses to be taken each academic period. Typically, the maximum duration of stay is 1.5 times the duration of the academic program. In our example the duration of the program would be 2 periods and the maximum duration of stay would be 3 periods.
A question to be answered is how to compute the number of academic periods (semesters, years, etc.) required to complete the academic program. To answer this question we must take into account that there are many performance cases. These vary from the optimum case: not failing any course, to the worst case: failing each course once. The model reachability graph contains all these cases, but we must consider that each state represents the firing of a transition not allowing the direct representation of the simultaneous passing/failing of several courses. However relevant information to count the number of periods is given only by states 1, 2, 5 and 7. State 1 (Enrolled + Psem) represents a student enrolling in the program the first time; state 2 (A1 + B1 + C1 + Psem) represents a student sitting for the first time and simultaneously courses A, B, C; state 5 (D1 + 2E1 + Psem) represents a student having passed all courses in the first period and sitting now courses D, E. The two tokens in place E1 represents the fact that course E has two prerequisites B, C. Finally, state 2Pend + Psem represents a student having taken all program courses.
From the previous discussion it may be deduced that, although the reachability graph contains all the states of the model and gives all valid sequences to complete the program (without time limitations) an additional time effort is necessary to recover only the states representing an academic period. In our example the reachability graph contains 96 states, but only 17 of the are relevant for our analysis.
A Feasible Approach to Counting Academic Periods
This problem can be solved by computing the model t-semiflows because, conceptually, they represent the sequence of fired transitions (in our case passing or failing sequences) to comeback to the initial state. If we regard as the initial state the enrollment of a student in the program and the possibility of taking courses, then any t-invariant will be a sequence of passing/failing
T-Semiflow
Number of Failures Failed Courses Number of Periods t1 + t2 + t4 + t6 + t14 + t16 + t22 0 2 t1 + t3 + t4 + t6 + t8 + t14 + t16 + t22 1 A 3 t1 + t2 + t5 + t6 + t10 + t14 + t16 + t22 1 B 3 t1 + t2 + t4 + t7 + t12 + t14 + t16 + t22 1 C 3 t1 + t2 + t4 + t6 + t15 + t16 + t18 + t22 1 D 3 t1 + t2 + t4 + t6 + t14 + t17 + t20 + t22
+ t4 + t7 + t8 + t12 + t14 + t17 + t20 + t22 3 A,C,E 4 t1 + t3 + t4 + t6 + t8 + t15 + t17 + t18 + t20 + t22 3 A,D,E 4 t1 + t2 + t5 + t7 + t10 + t12 + t15 + t17 + t18 + t20 + t22 4 B,C,D,E 4 t1 + t3 + t5 + t7 + t8 + t10 + t12 + t15 + t16 + t18 + t22 4 A,B,C,D 4 t1 + t3 + t5 + t7 + t8 + t10 + t12 + t14 + t17 + t20 + t22 4 A,B,C,E 4 t1 + t3 + t5 + t6 + t8 + t10 + t15 + t17 + t18 + t20 + t22 4 A,B,D,E 4 t1 + t3 + t4 + t7 + t8 + t12 + t15 + t17 + t18 + t20 + t22 4 A,C,D,E 4 t1 + t3 + t5 + t7 + t8 + t10 + t12 + t15 + t17 + t18 + t20 + t22 5 A,B,C,D,E 4 Table 1 : T-semiflows obtained from the net in figure 3 a course such that the last transition fired will be t22 which allows to comeback to the initial state.
The net possess 33 t-semiflows (Table 1) , but only 32 of them are valid for computing the number of academic periods. For instance, the firing sequence necessary to take all the courses in the program failing none is t1 + t2 + t4 + t6 + t14 + t16 + t22. With this information it is possible to determine the periods of time taken. For this it is necessary to take into account the places acting as synchronization points, in other words courses with more than one prerequisite. As shown in Table 1 , from the total of 32 valid sequences to sit courses without failing more than twice, only 15 allow completion of the program without entering in conflict with the maximum time of continuance in the program. Note that there are situations where failing two courses (B,E or C,E or A,D) results in the elimination of the program.
However, in the case of programs of study with many courses, counting the t-semiflows of the corresponding Petri nets is not possible. The reason for this is that the number of t-semiflows is exponential with respect to the number of courses. For example, for a program of study with 16 courses (4 academic periods), the corresponding reachability graph contains 47,935 states and 65,536 valid sequences for sitting the courses failing at most once some of them.
To solve the problem of the maximum number of semiflows that can be computed with a tool to analyze Petri nets, we propose an algorithm (see Fig. 4 ) that allows the generation of valid sequences to fulfill a program with no more than two failures in each course. This algorithm generates a directed graph in which each vertex contains a set of courses that can be taken in each academic period.The initial vertex of this graph contains the set of courses to be taken at the beginning of the program. Then, -taking into account the number of resits and the restrictions asserted by the prerequisite graph-, from each vertex are generated the vertices containing the set of courses to be taken next. The number of trajectories of all paths in the graph coincides with the number of t-semiflows of the Petri net representing the prerequisites graph with the advantage of greater velocity and permitting the analysis of programs with a larger number of courses. Table 3 : Frequency of the number of courses taken for the academic program
Minimum Number of Courses to Be taken During Each Academic Period
To illustrate the analysis of this rule we use the algorithm of Figure 4 , with the first four academic periods of the prerequisite graph of Figure 6 . The reduced graph of this model generates 320 states and 65,536 valid sequences. The minimum number of courses passed per semester is given in Table 2 .
The number of valid courses taken each semester varies from 1 to 6. Table 3 shows the distribution of the 320 valid sequences. Except for the first, second and sixth period, the minimum number of courses passed per semester is 3. From this, two situations must be analyzed: a) less than 3 courses are taken b) more than 4 courses are taken If less than 3 courses are taken and these are from the last part of the syllabus, no problem will arise, since the student will be taking the courses necessary to complete the program. This will not be the case if the courses are taken before the final part of the program.
For a course taken there are 8 possible cases, discarding the 4 cases that represent taking only courses M, N, O, P a second time, there remain four cases to analyze, corresponding to taking courses F, I, J a second time or else P for the first time. Table 4 : Sequences of courses taken enabling to take only one course When it is feasible to take more than 4 courses in each academic period, there are 79 situations with 5 courses (Table 5 ) and 24 with 6 courses (Table 6 ). The analysis of these cases are useful to limit the number of courses a student can take, since there is a larger number of situations where a student takes courses for a second time. The proposed method allows the analysis of the student progress schedule (that is to say the total number of courses passed up to a certain period) with the valid sequences generated. This analysis allows to detect if failing a course, which is prerequisite of others, produces the elimination of a student because it may not be possible to take anymore courses to comply with the student progress schedule. Total  5  3  4  12  3  19  2  21  1  14  0 10 
Courses taken for the first time
Decision Support
Of common interest to university administrators, students and course lecturers is to reduce student drop-out. Our model may help to plan the courses taken by students to achieve this objective.
Valid sequences provided by the previously developed algorithm would help academic administrators, students and lecturers in making decisions. In particular, administrators may use this information to detect which students are at risk of dropping-out and suggest which courses are the most convenient to achieve the objective of completing the academic program.
On the other hand lecturers, once detected students in risks of drop-out, may advice students and administrators to take some corrective actions to reduce this risk.
Practical Evaluation
We now evaluate the algorithm used to generate the valid sequences of the possible courses to take with no more than two repetitions. Using as entry the graph of prerequisites of Figure 6 we have run the algorithm incrementing the number of levels from 4 to 9.
The results obtained are shown in Figure 7 . It can be observed that for the complete syllabus there are 3,838 valid sequences with 93,244,504,769 possible paths. Processing time was almost an hour. The experiments were made with a computer with a 2.8 GHz INTEL processor and 4 Gb RAM.
Another experiment made consisted in counting the number of sequences leading to a situation were the number of courses to take is insufficient, (in our case less than 3). We found 70,207,548,816 cases. We also counted the number of situations were the maximum number of semesters was exceeded. We found 18,475,875,736 of these cases. 
Results and Discussion
The work presented in [3] uses Petri nets to assist curricula development, modelling the sequence of courses to be taken by students in an academic program. [11] describes the application of model checking to the automatic planning and synthesis of student careers under a set of requirements and to the automatic verification of the coherence of syllabi subject to a set of rules. For this it is suggested to provide the students with a sort of electronic advisor of studies. However, it is recognized that the verification of the coherence of syllabi with the set of rules is by far the most difficult problem and out of the reach of standard technology of information systems, because it requires a (double) exhaustive search engine. The basic step is to explore all possible course combinations to find a feasible set of courses which satisfies the given set of rules and prerequisites to qualify for the university degree chosen by the student. The authors propose to encode and solve the problems of the of the synthesis of student careers and of the verification of the syllabi with respect to the set of rules as computational tree logic model checking problems.
Conclusions
We have presented a methodology for the analysis and verification of prerequisites of courses of a syllabus modelled with a Petri net. Also, we have verified that the model is consistent and capable of being generated in automatic mode.
Besides, we have indicated how this model may be used by administrators and lectures to suggest students corrective actions to reduce drop-out caused by a bad selection of course sequences.
The next stage in this research is to enrich the model with the representation of the number credits given to each course. Also an advance table will be included which consists in verifying whether student complies with the minimum number of credits required since he or she enrolled in the program. In a subsequent stage we plan to apply the model to a group of students and produce a quantitative analysis using the stochastic extensions of Petri nets [1]. 
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