We have been developing AirScope, an event-based 
Introduction
AirScope [5] is a microscale air quality monitoring system. The system is motivated by the fact that while environmental monitoring research has focused on large-scale areas, air does not actually flow evenly in urban areas with large buildings, leading to differences in air quality in adjacent areas. Further, most environmental monitoring systems use nonstandard, domain-specific techniques, making them difficult to reuse and extend; we therefore try to use standard, open source technologies.
To enable microscale and real-time environmental monitoring, we need several key technologies: small, inexpensive, and intelligent sensors to generate sensing data; wireless sensor networks to connect sensors and ubiquitous devices and to transport sensor data; computational fluid dynamics (CFD) modeling to interpolate for the areas between sensors; Service Oriented Architecture (SOA) [3] middleware to provide efficient management of a wide range of sensors and to share information among applications; and an event-driven architecture (EDA) engine to detect environmental events in real time and to allow us to provide microscale monitoring for such areas. AirScope already uses all of the above technologies, except for SOA and EDA.
In this paper, we propose the Enterprise Service Bus (ESB) [9] SOA middleware for the AirScope microscale air quality monitoring system. We also incorporate EDA to handle real-time sensor data. ESB establishes bidirectional connections between applications and devices and supports a wide range of devices through multiple protocols, providing an elegant solution to the challenge of integrating and managing heterogeneous devices, software, and services.
The rest of this paper is organized as follows. In section 2, we explain ESB technology, providing a general overview of ESB and describing its open source implementations. In section 3, we discuss the architecture of the current AirScope system. In section 4, we discuss the application of ServiceMix ESB to event-based AirScope and describe the architecture and each component of this model. A webbased management tool for the model is discussed in section 5. Finally, the paper is concluded in section 6.
Enterprise Service Bus
ESB [9] provides fundamental services for the SOA [3] environment. An ESB is a centralized, logical, architectural component that operates in a distributed, heterogeneous environment to facilitate requirements of a highly scalable, fault-tolerant, service-messaging framework. An ESB acts as an open and implementation-independent service messaging and interfacing model that isolates application code from the specifics of routing services and transport protocols, and allows substitution of service implementations as needed. An ESB also secures delivery of messages by authentication, authorization, nonrepudiation, confidentiality, etc.
Open Source ESB Implementations
Open source ESB implementations offer an efficient, low-cost, and practical approach to generating an integration solution. By using open source ESB, we can obtain a high-performance solution that is characterized by community control and standards-based interoperability, and requires no purchase. Moreover, open source ESB implementations have non-restrictive licenses, so we can modify and extend the code as required.
Mule ESB [2] is a lightweight Java-based integration platform that enables a simple and lightweight integration of existing systems regardless of the underlying transport protocol used. Mule ESB provides service creation, service hosting, service mediation, message routing, and data transformation.
Apache Synapse [7] is designed to be a simple, lightweight, and high-performance ESB from Apache. It supports XML and Web services and provides transformation and routing to promote loose coupling between services.
Sun Open ESB [10] is developed by the open source community under the direction of Sun Microsystems. It creates a platform for business integration, enterprise application, and SOA. Sun Open ESB provides message transformation and open standard interoperability with other ESB products.
JBoss ESB [4] was developed by JBoss Enterprise to provide integrated development environment, process orchestration, protocol translation, adapters, quality of service, and management.
In this paper, we focus on the Apache ServiceMix [1] ESB implementation that has been built from ground up based on Java Message Service (JMS) [8] , and other Java technologies (e.g., the Java Business Integration standard) in order to create a standards-based ESB. ServiceMix allows disparate applications, platforms, and business processes to exchange data with each other in a protocol-neutral way. ServiceMix is designed according to the Java Business Integration (JBI) specification that defines a platform for building ESBs using a pluggable, service-based design.
Overview of AirScope
AirScope [5] is a microscale air quality management system designed to meet the public need for air quality information. Existing monitoring and modeling systems are focused on large-scale areas. We provide microscale air quality information to mitigate the limitations of existing systems. Environmental information such as temperature, humidity, and infrared radiation is depicted using realtime 3D visualization. Additionally, Airscope incorporates features for predicting fluid movements using the integrated CFD-based modeling system, and for finding correlations between Airscope's domain and surrounding areas by connecting to the Geographic Information System (GIS) and using Airscope's history data. As illustrated in Figure 1 , AirScope is conceptually divided into four layers. The device layer consists of a sensor network that includes environmental sensors, cameras, sensor nodes, and sensor gateways. Sensor data is collected by sensor nodes and sensor gateways and sent to the Local Airscope layer. The Local Airscope layer receives sensor data from the gateway, stores data, process data, and provides services to the third layer. The third layer is Global Airscope, which manages Local Airscope components and provides a communication channel to the upper layer and authentication management. The last layer is a presentation layer that displays data to users. Users can access the system through either a Web-based portal or a mobile-based portal. Both real-time and historic data are received by the presentation layer.
The Local Airscope includes three components: data storage, data processing, and communication. We use a mySQL database to store CFD modeling data and sensor information data. The data processing component controls and monitors the sensor node/gateway to receive sensor data and sensor information, and stores this data in the database. The communication layer provides connectivity to integrated search services for user applications.
Global AirScope has three functionalities: management of Local Airscopes, providing services for integrated search, and authentication/authorization management. Global AirScope is a skeleton data communication and exchange channel in the AirScope system. It provides a visualization service (chart/graph/3D), a CFD modeling service, and a map service to applications.
In this paper, we propose using ESB as a skeleton data communication and exchange channel in Global AirScope.
AirScope with ServiceMix ESB
In this model, we propose an architecture based on extending the traditional SOA approach with support for complex event processing in order to allow the analysis and processing of a complex event stream in real time as required by the event-based air quality monitoring system. This architecture also facilitates defining event processing rules that can be expressed by event processing languages (EPLs). Figure 2 presents the clarified architecture design of the event-based air quality monitoring system with ServiceMix ESB, which acts as a shared messaging layer for transferring data through the system. This system implements the EDA engine [6] for processing complex events. Event streams are generated from virtual sensors by the Generator component. Sensor event data is read from CFD data files. Event streams are sent to the EDA engine. Event processing rules are defined by the EPL Statement Tool and sensor events that match the rules are saved to a data structure for subscriber management. When the Web-based monitoring system sends a request to the subscriber, the matching sensor events are sent to the Sensor Event Management component.
The following sections describe each component in the system. 
CFD Data Model
Our air quality data model is based on spatial and temporal conditions and uses the standard data and metadata model. By mapping GIS information to offer a monitoring system, AirScope offers effective visualization of information through a 2D or 3D GIS map. This system's data model includes weather data as well as emission data. We use emission data such as the concentrations of PM10, NOx, volatile organic compounds (VOCs), SO 2 , and carbon monoxide (CO), as well as weather data such as precipitation, temperature, wind direction, wind velocity, air viscosity, and humidity. CFD modeling uses emission data so that the measured pollutant concentration data is simply compared with the CFD modeling result and monitoring system. Modeling data of the CFD stored database can be used and searched by the user. The CFD data model used in the Konkuk university campus is explained below.
Figure 3. Testbed Grids
The KUC testbed that resulted from CFD modeling is a grid consisting of 22,485,696 cells and 22,485,696 lines. Each line contains data pertaining to one cell. Each line includes information such as velocity in the x-direction, y-direction, z-direction (height), sensor data, and description. See Figure 3 for details. Figure 4 shows the data structure in the output of the CFD data modeling file.
Figure 4. CFD Modeling Output Data
The Event Generator generates sensor event streams in real time from the CFD data file. There are 664 sensors, so the Generator creates 664 virtual sensors. Each virtual sensor sends an event to the EDA engine at 30-s intervals. The sensor event specification has 6 attributes: name, id, longitude, latitude, height, and sensor data.
ServiceMix ESB is used to transfer sensor events to the EDA engine. Figure 5 describes the Event Generator in more detail.
Ubiquitous
Event Processing Agent
The event-based air quality monitoring system proposes an architecture based on extending the traditional SOA approach (ESB) with support for complex event processing. Event Processing Agent implements an EDA engine for processing complex event streams in real time. The ServiceMix ESB plays an enterprise integration backbone role in the EDA. It provides integration services such as event preprocessing, event channel transport between Generator and Event Processing Agent, Web-based monitoring system, and service invocation.
The Event Processing Agent has to cope with a high volume of events continuously generated by the sensors. Thus, it has been developed to address the requirements that enable the analysis and processing of complex event streams in real time or near real time. We use the open source event stream processing engine Esper, which provides its own continuous query language Event Processing query Language (EPL). The agent was designed to make it easier to be extended and managed from a remote machine. It supports the remote creation and management of EPL queries and allows the user to create and manage an EDA engine at the remote machine. The agent also supports a subscriber function to receive, store, and manage sensor event results for the event monitoring system.
Web-based Monitoring System
A Web-based Monitoring System was developed to monitor sensor events from AirScope. This system also provides functionality to remotely register, remove, and retrieve EPL queries. Figure 6 shows the architecture of the system. The Web-based monitoring system has an EPL Manager module to interact with the EPL interface from the Agent Client in order to implement EPL actions. The MySQL database is used to store and manage EPL query statements. The Subscriber Manager receives sensor events from the Agent Client for map event monitoring and event monitoring. The following sections describe the Web-based monitoring system. 
EPL Query Management Tool
The EPL query management tool helps users to create a new EPL query and submit it to the EDA engine remotely. For example, if the user wants to determine where the temperature is higher than 100°C, he/she can define a suitable EPL statement and submit it to the EDA engine. The EDA engine will detect temperature sensors that have a sensor data value higher than 100 and subscribe them to the event monitoring function.
The EPL Query Management Tool also allows users to remove obsolete EPL queries from the EDA engine remotely. Users can also retrieve a list of EPL queries that have been registered in the EDA engine by using an EPL Statement List function. The Web interface of the EPL Query Management Tool is shown in Figure 7 . 
Event Monitoring Interface
User can monitor the sensors that match the EPL query in near real time. The Event Monitoring component receives a sensor event from the EDA engine through ServiceMix ESB, and the system displays sensor event information such as sensor ID, longitude, latitude, height, and sensor data value. Figure 8 shows the event monitoring interface. 
Conclusion
In this paper, we presented a new paradigm for the AirScope microscale air quality monitoring system. The previous version of AirScope was based on the powerful and widely used Web Services technology. However, one of the major goals of our project is to provide system scalability. In order to fulfill that goal, we replaced the Web services middleware system with Enterprise Service Bus (ESB).
