As the need for advanced, interactive mathematical models has increased, user/programmers are increasingly choosing the MatLab® scripting language over spreadsheets. However, applications developed in these tools have high error risk, and no best practices exist. We recommend that advanced, highly mathematical applications incorporate these tools with spreadsheets into hybrid applications, where developers can apply EuSpRIG best practices. Development of hybrid applications can reduce the potential for errors, shorten development time, and enable higher level operations. We believe that hybrid applications are the future and over the course of this paper, we apply and extend spreadsheet best practices to reduce or prevent risks in hybrid Excel/MatLab® applications.
Introduction
The spreadsheet is an enabling technology. Spreadsheets, based on Dan Bricklin's VisiCalc, enable user/programmers to organize, collect, store, analyze, perform calculations and report data. With spreadsheets, users need not be computer scientists to develop sophisticated algorithms in code, freeing them to focus on their business strategies and quantifiable algorithms.
To keep up with the demand for more and more sophisticated analysis, spreadsheet capability has evolved greatly since the VisiCalc and Lotus 1-2-3 days. As the capability of the spreadsheet has grown, so too have the sizes of spreadsheet applications, the complexities of calculations and, therefore, the probability of errors.
Material errors in spreadsheets arise often because user/programmers are not wellversed in proper programming practices, despite Boehm's findings that good architectural practices can reduce the cost of program implementation by avoiding defects (Boehm, 2001) . Rafftensperger (2001) estimates that 90% of spreadsheets have errors with consequences ranging from mild to severe. Studies by Davies and Ikin (1987) and Cragg and King (1993) found very informal spreadsheet development processes, most of which persist today.
There are several proven techniques that can reduce errors in and shorten development time of spreadsheets. Many of these are best practices documented within the EuSpRIG sphere. For operations beyond the capability of the spreadsheet, users can incorporate VBA code or third-party XLLs. Best programming and testing practices can apply to the coding of VBA macros and function libraries, as well as XLL libraries.
Creating new VBA functions promotes reusability, but VBA is no panacea. Here are two examples. Consider creating a Black-Scholes option pricing model or q-q plot (a quantile-quantile (q-q) plot is a graphical technique for evaluating whether two sets of data come from populations with the same distribution) in VBA code. A Black-Scholes function requires fifteen to twenty lines of code; a q-q plot substantially more. Although VBA has increased the functionality of the spreadsheet, it may not reduce development time, nor does it necessarily reduce the probability of errors. Today's users demand more.
II. MathWorks' MatLab
In more and more industries, the level of quantitative inquiry is passing by the technology that originally enabled it. For example, Excel can only handle matrices up to 52x52 in size. For larger matrix algorithms and greater capability, engineers are increasingly using MathWorks' MatLab software (which incidentally also traces its origins back to VisiCalc) for complex calculations. MatLab is a high-level language and interactive development environment that enables users to perform computationally intensive tasks. These tasks can range from financial modeling, to computational biology, to simulation and optimization, to signal processing and control system design. According to the MathWorks website, MatLab is "used today by more than 500,000 engineers and scientists and by more than 2,000 financial companies worldwide." Interestingly, the website goes on to explain that "professionals rely on MatLab to reduce development time, minimize costs and risks, and integrate new models." The same could be said for spreadsheets. Conspicuous in their absence, however, are any documented best practices or proofs to support MathWorks' claim of risk reduction.
Like the spreadsheet, MatLab is an enabling technology. Like spreadsheets, MatLab applications are also subject to risk of errors and fraud. Like enhancers of spreadsheet capability such asVBA or XLLs, though, MatLab is no panacea. MatLab has risks, including:
• Difficulty in testing • interim calculations and results due to a complex data interface.
• Lack of top to bottom, left to right structure for calculations.
• Ability to build applications interactively by manipulating arrays through a simple command-line structure. This produces code that can ramble as sample code gets copied and pasted into executable code.
• Lack of audited calculations and workflow due to a lack of data structures and documentation outside of the code.
• Absence of best practice development processes (this is very similar to Excel prior to EuSpRIG).
These risks do not (or no longer should) exist in spreadsheets. Which is to point out the following: if MatLab's capabilities could be accessed through a spreadsheet, then EuSpRIG best practices could control these risks. This is now possible.
Through MatLab's new Excel Link users can integrate MatLab's mathematical and graphical capabilities into an Excel spreadsheet. Excel Link is a giant leap forward in facilitating the use of spreadsheets for complex calculations with efficiency, transparency and error reduction. Excel Link allows spreadsheet users to harness the power of MatLab's extensive list of functions for modeling, statistics, and graphing in spreadsheet cells and VBA modules. Excel Link should be an equally large leap forward for MatLab users by providing their applications with a well-defined and easily auditable data interface. Excel Link allows MatLab users to use Excel for the data storage and presentation and MatLab for complex calculations. For example, implementing a BlackScholes option pricing model or a q-q plot requires a single function call in MatLab, much simpler and more error-proof than creating VBA code. Excel Link allows spreadsheet capability to grow exponentially. At the same time, accessing MatLab through Excel also allows for control of MatLab risks through application of EuSpRIG best practices.
Once the prototype is complete, the MatLab code can be compiled into a .dll by using MatLab Builder for Excel. The .dll then ensures a high quality application with secure calculation code. To generalize, incorporating a commercial-off-the-shelf (COTS) component, such as MatLab, expands the complexity of analytical work that can be done in spreadsheets. Through COTS components, users can implement calculations once beyond the ability of the spreadsheet, while controlling risks inherent in the COTS development environment within a EuSpRIG best practices framework.
III. Complex Calculations in Banking
CODA, a financial intelligence firm, reports that 95% of U.S. corporations use spreadsheets in financial reporting. For American financial institutions, the enactment of Sarbanes-Oxley in 2002 in addition to the recommendations of Basel II (Basel II's three pillars promote stability of the international financial system through minimum capital requirements, supervisory review and market discipline) has forced firms to look at how spreadsheets are used in financial reporting systems and to develop methods and procedures to reduce errors and increase security.
The same rules also apply to MatLab applications used in finance, since these applications regularly calculate profit and loss and risk reserves. Fraud or material errors in these spreadsheets can have significant consequences for such firms and their employees, including adverse audit opinions; reductions in stock price; and the possibility of fines and even incarceration.
IV. COTS Components: A Method of Defect Reduction & Prevention
The use of high level mathematics for derivatives pricing and forecasting of market, interest rate and credit risk, is forcing financial engineers to move beyond spreadsheets to more robust, rapid prototyping calculation engines available in COTS software. (COTS applications allow a user to quickly perform complex calculations faster than full development in C++. This is why MatLab is the tool of choice beyond Excel.) Implementing tested, COTS components reduces risk.
Software quality assurance should focus on preventive measures rather than testing. An alternative method to reduce and prevent defect is the use of re-usable software components, which accelerate development and are a big step towards achieving better, faster, cheaper software.
A recent study by Mohagheghi, et al. found that reusable software components have a lower rate of defects given the size of the code than non-reusable components. The same study found that non-reusable components have more errors which are correlated with the amount of the code. COTS components, like MatLab have several advantages over non-reusable VBA components mainly due to the larger pre-built and tested functions (See Table 2 ). These include, but are not limited to, fewer defects, lower development costs, and shortened development time.
V. MatLab and Excel: Similarities & Differences
In Excel, shielding users from analytical complexities, is done through user controlled buttons, spinners and macros. Macros can also be coded in MatLab, which allows for more complex calculations often used in financial applications. The capability of the spreadsheet environment is expanded exponentially through Excel Link to MatLab. The MatLab software suite includes a variety of specialized functions in toolboxes such as financial time series, financial functions, and garch modeling.
Similarities
The amount of re-usable code, i.e. pre-built functions, for math and finance is substantially greater in MatLab than in Excel. This is shown by the number of pre-built functions as listed: 
VI. Incorporating MatLab into a Spreadsheet
Employing MatLab commands in the Excel environment is straightforward since MatLab installs as a toolbar into Excel as shown in Figure 2 . All MatLab functions, commands and programs can be called using the MLEvalString command. Furthermore, once the MatLab code is completed it can be turned into a VBA module or a .dll file, via MatLab Builder for Excel. This ensures that the MatLab calculations can be locked and distributed so that end users cannot modify the algorithms. Figure 3 shows the Excel calls to access MatLab functions. Figure 4 shows two columns of data in an Excel sheet. There are several ways to put this data into MatLab, but the most straightforward way is to use the "matlabsub" function. In cell D6, the following MatLab command is entered: matlabsub("mean","E6",A4:A1003") The first argument to the function is the actual MatLab function that will be executed; the second argument is the starting cell location for the function output; and the third argument gives the cell locations of the input data).
Alternatively, the Excel data can be put into a MatLab matrix by using the MLPutMatrix function, which has two arguments: the MatLab variable name and the Excel cell address or range name. In Figure 5 , the input data in cells A4:B1003 are assigned to a MatLab matrix called data through the named cell range DATA. The command in cell D15 gives the MatLab name "x" to the data in cells A4:A1003. The command in cell D17 calculates the mean of x and the command in D19 writes out the mean of x to cell E19.
Obviously, the power of MatLab commands within the Excel environment comes from the ability to execute the more complex MatLab commands. Figure 6 illustrates an example provided by MatLab with the Excel Link add-in. In this example, the returns over time for three mutual funds is provided in cells B4:D9. In A15, the MLPutMatrix function assigns the column labels from cells F3 through G3 into the array named "Labels." The next MLPutMatrix function call in cell A16 assigns the data in cells B4 through D9 into the matrix named "retseries". The command in cell A19 calculates the expected return and covariance matrix from the return series. The command in cell A20 calculates the mean variance efficient frontier using the vector of expected returns and a specified variance-covariance matrix. The third argument is:
[risk,ror,weights] = portopt (ret,cov,20) The portopt function is the number of portfolios generated along the efficient frontier. The function generates three outputs: portfolio risk ("risk"); portfolio return ("ror"); and the portfolio weights ("weights"). This should be compared to the standard Excel method as described in Financial Modeling by Simon Benninga. Benninga's Excel-based method requires eight matrix multiplications, three matrix inversions, and five mathematical calculations that normally fill an entire Excel sheet. These calculations are complex so errors would be easy to make. Add to this, the limitation of only having 52 stocks, which makes Excel not able to perform this calculation in the real world.
The MLGetMatrix commands in cells A23 through A25 write out the portfolio otimization output starting in cells "F4", "G4", and "H4". The final MatLab command in cell A28 plots the output of the potfolio optimization. The graph appears as Figure 8 . 
VII. Conclusion
Spreadsheets are known to be a great productivity tool for data analysis, model building and reporting for non-programmers. When Excel is used to consolidate financial data, price derivatives or develop financial pro-formas, the use of a proper software design methodology should be employed. There are advantages and disadvantages to using the spreadsheet environment to perform complex calculations. While a spreadsheet is slower than a dedicated software package, a spreadsheet provides the benefit of transparency, allowing for easier verification and validation. But, spreadsheet capability is limited relative to the higher level analytics demanded by users.
For more complex calculations, the robust libraries offered by COTS, such as MatLab, increases spreadsheet capability. Software re-use through COTS components greatly extends the functionality of spreadsheets and at the same time helps achieve better, faster, cheaper spreadsheet development. But, these components lack the intuitive user development environment, transparency, and furthermore, best practices to control risks. By creating hybrid applications, EuSpRIG controls flow through to the MatLab code.
While the focus of this paper has been on incorporating MatLab components into a spreadsheet, we believe that EuSpRIG best practices can be applied to to a variety of hybrid spreadsheet/COTS applications to control risks, including those identified by Sarbanes-Oxley and Basel II, arising from complex calculations that were previously beyond the capability of spreadsheets alone.
Futhermore, we believe that EuSpRIG best practices can and should be extended to stand alone MatLab applications as well, since the cause of errors and the error prevention techniques are similar. The same group of user/programmers are creating complex calculations using higher level tools.
