ABSTRACT Data-aware processes play a crucial role in various IT systems, including requirement elicitation, domain analysis, software design, and system execution. Due to frequent changes in business environments and continual internal adjustments of enterprises, data-aware processes are increasingly evolved into multiple process variants. The detection of differences between variants can be related to process mapping, process integration, or process substitution. A critical step of the procedure is to investigate the data-aware process consistency. Unfortunately, existing studies only provide a simple ''yes'' or ''no'' answer or look for an answer purely from the control flow perspective. The objective of this paper is to propose a systematic solution for effective measurement of consistency between data-aware processes. First, we identify essential activity constraints which reside in data-aware processes. Then, we introduce a novel concept of activity constraint graph (ACG) and propose an algorithm for constructing ACGs. Finally, we use ACGs to measure the data-aware process consistency on a scale from 0 to 1. Our technique has been implemented in a prototype tool, and extensive experiments using both real and synthetic datasets are conducted to evaluate the accuracy, distribution of consistency degrees, and capacity of difference detection of our approach. Results show that our approach is more accurate, generates a finer distribution of consistency degrees, and detects differences more effectively than other state-of-the-art approaches.
I. INTRODUCTION
The popularity of big data and cloud computing has drawn more attention to data-aware processes, which can be directly orchestrated using IT system workflow engines [1] - [5] . A data-aware process, i.e. a process instance, is characterized by its variables. It does not only present the control flow logics of a business process, but also describes the data interaction between business activities. Hence, dataaware processes play a crucial role in various IT systems, including requirement elicitation, domain analysis, software design, and system execution [6] . Due to frequent changes in business environment and continual internal adjustment of enterprises [7] , data-aware processes are increasingly designed and developed to meet these needs. Consequently, an original data-aware process typically evolves into multiple process variants over the time (each variant is derived through adjusting its original data-aware process at the aspects of process structures, activities, and data flows, etc.). To effectively detect the differences in these variants and further integrate these variants into a reference model [8] , exploring data-aware process consistency becomes an important task.
In the software engineering community [25] , the notion of consistency refers to the ''degree of uniformity, standardization, and freedom of contradictions''; consistency is an abstract concept that is not sufficiently specific. Thus, we define the problem of data-aware process consistency as follows.
A. PROBLEM (DATA-AWARE PROCESS CONSISTENCY PROBLEM)
Given a pair of aligned data-aware processes, the data-aware process consistency problem is to calculate the ratio of the number of consistent activity pairs to the number of aligned activity pairs.
Many scholars have assessed business process consistency based on process structures. Examples are the bi-simulation and branching bi-simulation approaches reported on [9] and [10] . However, these approaches are rather strict and only provide ''yes'' or ''no'' answers. They cannot differentiate a slightly inconsistent scenario from a completely different scenario between business processes.
Notably, trace equivalence (a trace is a sequence of activity records produced by one execution of a business process) is commonly considered the lower boundary of a linear timebranching time spectrum [11] , and a multitude of behavioral equivalence criteria is applicable. Trace equivalence may be used to quantify the levels of consistency between data-aware processes. Thus, the consistency degree between data-aware processes can be calculated based on the ratio of traces of one process that can be mirrored in another process. Unfortunately, these results can be compromised by a slight deviation involving the structures of data-aware processes, e.g., exchanging two sequential activities (see Example 1). [12] , [13] showed in Figs. Fig.1 (b) , which are shown in Fig.1(c) ( we only present traces produced over one time iteration in Fig. 1 8 , A 9 , A 11 and A 12 in model (a) are transformed into structures that are iterative and sequential to their corresponding activities B 6 , B 7 , B 10 and B 11 in model (b) , which drastically impact the consistency degree [14] . We can calculate the consistency 
1(a) and(b), where each activity is marked with a unique label. The correspondences between the variants have been identified and provided in

. Note that the solid and dashed edges represent the control flows and data flows,respectively. By investigating the structural information in the data-aware workflow models shown in (a) and (b), we can determine all types of traces in model(a) and some traces in model
(b) because this won't impact the following analysis).Compared to the two trace sets based on correspondence, only traces t 0 and t 4 in the model(a) are completely consistent with traces t 1 and t 4 in the model (b),i.e., the model (a) is inconsistent with its variant model (b). This inconsistency is due to the changes in the process structures (the structures that are parallel to activities A
Due to the iterative structure in model (b), the consistency is not greater than 0.286. Intuitively, the degree of deviation between the models (a) and (b) is heavily exaggerated.
In addition to trace equivalence, Weidlich et al. [14] proposed the concept of behavioral profile, which considers three types of behavioral relationships in control flows occurring in business processes: strict order, exclusiveness, and interleaving. Although the profile approach uses the behavioral profiles to quantify the process consistency that ranges from 0 to 1.0, this approach fails to accurately detect the differences between data-aware processes, such as data dependence differences. In addition, the definitions of interleaving and exclusiveness relationships are rather ambiguous, and two pairs of activities with the same behavioral relationships may be considered completely different process structures. Interleaving and exclusiveness relationships cannot even be distinguished under certain scenarios, such as business processes with nested iterative structures [24] . Hence, this approach may be inappropriate for assessing the data-aware process consistency. As investigated in Example 1 and 2, the two approaches based on trace equivalence and behavioral profiles may fail to address the problem of measuring the data-aware process consistency. Hence, we first use a data-aware workflow model to describe the data-aware process in the form of program segments. Then, we identify essential activity constraints that are embedded in data-aware processes in greater detail to identify the inconsistencies between dataaware processes with nested iterative structures. Furthermore, we introduce the novel concept of ACG to describe these activity constraints, including data dependence [16] , [26] , control dependence [16] , iterative exclusiveness constraints, non-iterative exclusiveness constraints, iterative interleaving constraints, non-iterative interleaving constraints, and independence constraints. Subsequently, we construct data-aware workflow models based on the ACGs to identify both the aligned activity pairs and consistent activity pairs. Finally, we measure the degree of consistency between data-aware processes according to the ratio of the number of consistent activity pairs to the number of aligned activity pairs. We construct extensive experiments to evaluate the accuracy, distribution of consistency degrees, and capacity of difference detection of our approach.
B. CHALLENGES
The first challenge in using our approach is related to explicitly describing both the control flows and data flows in data-aware processes in the form of program segments. The second one is related to the comprehensive description of the essential activity constraints of data-aware processes and using these constraints to identify the deviations between a pair of data-aware processes. The third challenge is in the time-consuming and error-prone nature of consistency measurement in data-aware processes; thus, an automatic technique need be developed. The final challenge is about validating the results generated using our approach, which requires extensive experiments.
C. CONTRIBUTIONS
This paper extends our previous preliminary study [17] and provides the following three new contributions: 1) We proposed a systematic engineering solution to quantitatively measure the consistency between dataaware processes that is grounded in the essential activity constraints in the control flows and data flows rather than the process structures and execution sequences of data-aware processes. 2) We defined the novel concept of ACG to help detect the essential activity constraints embedded in data-aware processes, which provides a foundation for the analyses of data-aware processes consistency. 3) We designed and implemented a prototype that automatically measures the degree of consistency in dataaware processes and performed extensive experiments to evaluate the accuracy, distribution of consistency degrees, and capacity of difference detection of our approach.
The remainder of this paper is structured as follows. Section II reviews related work and Section III introduces data-aware workflow modeling. Afterwards, Section IV proposes the concept of ACG and an algorithm to construct the ACGs. Section V presents our approach and Section VI reports the experimental results. Section VII discusses the implications and limitations of our work. Finally, Section VIII concludes the paper and identifies the next work.
II. RELATED WORK
Previous studies investigating business process consistency can be classified into the following two categories: approaches based on structures and approaches based on behaviors.
A. STRUCTURAL
Most studies fall under the first category. Specifically, the notions of bi-simulation and branching bi-simulation [10] , [11] have been used to assess consistency between business processes. Nevertheless, these studies only focus on the dynamics of processes while neglecting important syntactical structures and behaviors. These approaches have inspired our work. In [37] , an approach to determine the consistency between abstract and executable business processes was proposed based on the simulation relationship, which is defined by communication graphs. Unfortunately, this approach only provided a qualitative conclusion regarding consistency or inconsistency and could not differentiate slight inconsistencies and complete inconsistencies.
B. BEHAVIORAL
Many publications have studied process consistency from the perspective of behaviors. To assess the degrees of process equivalence, a tool was developed to measure process equivalence based on typical behaviors. The metrics of precision and recall in information retrieval systems were employed VOLUME 6, 2018 to assess the differences between business processes (ranging from 0 to 1.0). However, the equivalence criterion is rather strict and uses traces as minimal granularity. Furthermore, this approach cannot easily provide a consistency value [38] . Regarding trace equivalence, an approach to calculate the ratio of the traces in one process to those mirrored in another process has been proposed. Unfortunately, the consistency degrees generated by this approach might be heavily impacted by even a slight difference between business processes. Weidlich et al. [14] defined a new concept, called the behavioral profile, to describe the binary relationship between activities, which is utilized to measure the consistency between process models on a scale of 0 to 1.0. Relative to the above-mentioned approaches, the profile approach does not consider the criterion of process equivalence because the activity projection and reordering cannot disturb the process consistency. Furthermore, this approach only analyzes process consistency from a control flow perspective and may not be suited for measuring consistency between data-aware processes. Recently, the consistency between service processes for dynamic replacement has been analyzed based on interface data to guarantee the correctness of service software evolution [42], which does not consider the control flows of service processes. In addition to the above-mentioned approaches, existing techniques from the field of similarity measurement may also be used to explore the consistency between data-aware processes, such as graph edit distance [39] , [40] and task adjacency relations [41] .
In our previous studies, the feasibility of quantifying the behavioral consistency between BPEL processes was investigated [17] . However, this study is preliminary and does not provide a systematic engineering solution for addressing data-aware process consistency. Hence, in this paper, we refine the notions of the essential activity constraints that reside in the data-aware processes and then construct corresponding ACGs. Based on these ACGs, the consistency degree between data-aware processes is measured on a scale from 0 to 1.0. To verify the accuracy, distribution of consistency results and capacity of difference detection of our approach, we performed extensive experiments.
III. DATA-AWARE PROCESS MODELING
The development of business processes is a knowledgeintensive task because it requires a comprehensive understanding of the various aspects of the business process, such as the business logic and business partners. Thus, the development of a business process requires collaborations between the enterprise's business and technical departments, which typically involves the participation of different stakeholders, e.g., business analysts, systems analysts, and IT developers [6] . Moreover, business processes also need to adapt to frequent changes in user requirements and business environments. To enhance the efficiency of process modeling, the entire development process can be divided into three phases, and each phase results in a certain process, namely, a conceptual process, logical process, and physical process that is also known as the data-aware process [6] . Table 1 lists the frequently used notations in this paper.
In general, the design of a conceptual process can help business analysts simplify the process of business requirement analysis [6] , [37] . A logical process, which serves as a bridge between the conceptual and data-aware processes, is generally constructed based on the business requirements identified through a conceptual process to realize the logical formalization and verification of a particular workflow technology. Once a specific IT system is selected, a data-aware process can be obtained by converting the logical process into a machine-level language (e.g., XML) directly used as input by the chosen IT system. More specifically, a complete dataaware process should involve all workflow artifacts needed to build a software application, including the constraint definitions, data formats, and communication protocols. In summary, the following two concepts should be identified as the scope of a data-aware process [6] : (1) a procedure, which is the component of a program that performs a specific task (activity), and (2) a message, which is the information that is passed from one procedure to another.
Definition 1 (Data-Aware Process): A data-aware process is a representation of software design that considers the facilities and constraints of a given IT system. A data-aware process can be formalized as the tuple (P, M ), where
• P is a finite set of procedures, and • M is a finite set of messages. Undoubtedly, simply assessing the consistency in the program segments between two data-aware processes is naïve and over complicated. Hence, data-aware process modeling is increasingly becoming a necessity. Important modeling languages using in this area include Petri nets [19] , UML Activity Diagrams [20] , BPMN [21] , EPCs [22] , etc. In this paper, we use the UML Activity Diagram to model dataaware processes due to its strengths of simplification and visualization. To represent the data flows of data-aware processes, we associate the inputs and outputs of activities.
Definition 2 (Data-Aware Workflow Model): A data-aware workflow model can be formalized as the tuple W = (T , C, D), where
• T is a finite set of activities;
• C ⊆ T × T is a finite set of directed arcs as control flows;
• D ⊆ T × T is a finite set of directed arcs as data flows.
In the model, the activities can be divided into two categories: basic activities and structured activities. The former refers to activities that involve performing concrete task operations, and the latter refers to activities that involve representing sequential (<sequence>, </sequence>), conditional (<if>, </if>), parallel (<flow>, </flow>), and iterative (<while>, </ while>) routings [23] . Fig. 1 shows the data-aware workflow models depicted by the UML activity diagrams, and the hollow and solid bars represent the basic activities and assisted activities (e.g., AND-join and AND-split), respectively, and the rhombuses denote the control nodes from structured activities (i.e., <if> and <while>) and their end activities (e.g., </if> and </while>). Notably, </ if> and </while> as the end identifiers of <if> and <while> do not have other concrete functions.
After constructing the data-aware workflow models shown in Fig. 1 , the following questions arise: 1) How are deviations between the models detected? 2) How are the degrees of deviations quantified (in turn, how can one quantify the consistency degree)? 3) Can the results generated by our approach be considered consistent? Existing techniques cannot satisfactorily answer the abovementioned questions due to their various limitations. Hence, we attempt to provide a better solution.
IV. ACTIVITY CONSTRAINT GRAPH
To capture all essential activity constraints embedded in dataaware processes, the new concept ACG is introduced. It can help detect the differences between data-aware processes and assess the data-aware process consistency from the perspective of process behavior. As most process modeling languages including Petri nets, BPMN, and EPCs, can be mapped onto UML Activity Diagrams (at least partially), the ACG of dataaware process is represented with the diagram.
A. ESSENTIAL ACTIVITY CONSTRAINTS
The general premise is to trace the behaviors of a data-aware workflow model to characteristic constraints that capture specific behavioral aspects, such as data dependence and control dependence. These essential activity constraints, in turn, yield the ACG. Existing studies have proposed various methods to identify the constraints between activities.
Let n i , n j be a pair of activities derived from W = (T , C, D). The data dependences can be determined by tracing the data flows in a data-aware workflow model [16] . The dependences can be classified into the following three categories: def-use, use-def, and def-def. Because the latter two types can be converted into the first type by variable renaming, data dependences only refer to the def-use dependences in this paper. Informally, a data dependence (→ d ⊆ T × T ) in an activity pair (n i , n j ) implies that n j uses a variable defined by n i , e.g., B 1 → d B 2 and B 1 → d B 3 as shown in Fig. 1(b) . Intuitively, the data dependences are ''inherited'' through a causality relationship, e.g.,
in an activity pair (n i , n j ) indicates whether n j can be executed based on n i [16] , e.g., B 6 → c B 7 and B 6 → c B 8 as shown in Fig. 1(b) . The control dependence exists in the structure due to a conditional or an iterative activity ψ (<if> or <while>). In this paper, we combine the data and control dependences to refer to partial order constraints.
In contrast, the exclusiveness and interleaving constraints have been proposed to be based on a weak order relationship ( ⊆ T ×T ), which can be detected by the traces in the reachability graph of W = (T , C, D) [14] . This relationship refers to a sequential order that is defined for activities that succeed one another, e.g., B 1 B 2 and B 2 B 1 . An interleaving constraint (|| ⊆ T × T ) in an activity pair (n i , n j ) indicates that n i n j and n j n i . Similarly, an exclusiveness constraint (+ ⊆ T × T ) in an activity pair (n i , n j ) indicates that n i n j and n j n i . However, both constraints are rather ambiguous, causing us to mistakenly judge process equivalence [24] , e.g., A 8 ||A 9 in Fig. 1(a) and correspondences B 7 || B 8 in Fig. 1(b) , even though the two pairs of activities are completely inconsistent. Therefore, we propose the following refined definitions of interleaving and exclusiveness constraints.
Definition 3 (Iterative Interleaving Constraint): Let W = (T , C, D) be a data-aware workflow model. An iterative interleaving constraint || ii ⊆ T × T contains all pairs (n i , n j ) with n i n j , n j n i , n i n i , and n j n j .
A pair of activities with an iterative interleaving constraint implies both stays in the same iterative routing, e.g., B 7 || ii B 8 in Fig. 1(b) . As shown in Fig. 2(a) (the data flows are omitted, and the control flows are unaffected), the activities B and C in the parallel structure also produce an iterative interleaving constraint, i.e., B|| ii C. Notably, both activities still occur in an interleaving order as described in Fig. 2(b) . A data-aware workflow model is required to assign the labels onto activities. However, this function is not a formal component of our workflow model, which excludes the scenario in Fig. 2(b) .
Definition 4 (Non-Iterative Interleaving Constraint): Let W = (T , C, D) be a data-aware workflow model. The noniterative interleaving constraint || ni ⊆ T ×T contains all pairs (n i , n j ) with n i n j , n j n i , n i n i , and n j n j . This constraint may result from parallel structures without nesting in an iterative structure, e.g., A 8 || ni A 9 and A 11 || ni A 12 in Fig. 1(a) . Similarly, we can define the iterative and noniterative exclusiveness constraints.
Definition 5 (Iterative Exclusiveness Constraint): Let W = (T , C, D) be a data-aware workflow model and ψ k ∈ be a conditional activity inW. The iterative exclu-
The definition distinguishes between the interleaving constraint and exclusiveness constraint in the activity pairs in the iterative structures, e.g., the activities B and C preceded by a conditional activity <if> hold B + ie C rather than B|| ie C as described in Fig. 2(c) , even though the observable executing sequences contain both activities in any time and order.
Definition 6 (Non-Iterative Exclusiveness Constraint): Let W = (T , C, D) be a data-aware workflow model. The iterative exclusiveness constraint + ne ⊆ T × T contains all pairs (n i , n j ) with n i n j and n j n i .
The constraint refers to a scenario in which a pair of activities is derived from a conditional structure without nesting in an iterative structure, e.g., the activities B 3 and B 4 hold B 3 + ne B 4 in Fig. 1(b) . Compared to the behavioral profile, these refined definitions of interleaving and exclusiveness constraints can accurately identify the differences among data-aware workflow models involving iterative, conditional, and parallel structures. Moreover, another constraint, i.e., the independence constraint, is usually present in some activity pairs.
Definition 7 (Independence Constraint):
More specifically, the independence constraint suggests that a pair of activities independently completes respective tasks without sharing the same parallel or conditional structure, e.g., B 8 and B 9 are independent of each other and do not exhibit data dependence, control dependence, exclusiveness, or interleaving, i.e., B 8 # B 9 . In a special case, an activity is either independent of itself (#) or is data dependent on itself (→ d ). The latter refers to an activity involving a closed loop of data dependence (i.e., the activity uses a variable that it defines). To describe above-mentioned essential activity constraints, the ACG of data-aware process is defined as follows.
Definition 8 (Activity Constraint Graph, ACG): An activity constraint graph is a graph G(N , E, λ), where
• N is a finite activity set that includes basic and control activities from the activity set T and a new Rootnode.
• E = E 1 ∪ E 2 ∪ E 3 ⊆ N × N is a finite set of edges. The directed edge (n i , n j ) ∈ E 1 denotes a partial order constraint; the two-way directed edge (n k , n l ) ∈ E 2 denotes an interleaving constraint; and the undirected edge (n p , n q ) ∈ E 3 denotes an exclusiveness constraint.
• λ : N ← Root ∪ {ψ i } is a labeling function. The graph G(N , E, λ) is a tree using a labeled node <Root> as the root. Nodes with the activity types <Root>, <if> and <while> can serve as control nodes for certain activities and constitute a control node set . Branch and leaf nodes denote structural and basic activities, respectively. Because the end activities of control activities are not in an ACG, the activity set N /Root (except for the Root node) in an ACG is a sub-set of T from W = (T , C, D). To clearly depict the behavior of W , we attach ''Y (yes)'' labels to the control dependence edges between the Root node and the activities controlled by the Root node and ''Y '' or ''N (no)'' labels between the control activity and the activities controlled by the control activity. The type of label used depends on the execution of ''Y '' or ''N.''
B. ALGORITHM FOR CONSTRUCTING AN ACTIVITY CONSTRAINT GRAPH
Exploring consistency between data-aware workflow models requires the processing of all useful knowledge included in the models, which generally involves activities and the constraints between activities. In this paper, because we use data-aware workflow models rather than a set of traces, more explicit knowledge can be used to construct the ACG of a data-aware workflow model,e.g., end nodes </if> and </while>, traces of the reachability graph of a workflow model, etc.
The ACG G(N , E, λ) of W = (T , C, D) can be constructed as described in Algorithm 1. First, the activity set N , constraint edge set E, label set λ, and other necessary sets are initialized in Lines 1 to 7. From Lines 8 to 21, the control activities, e.g., <if> and <while>, recognize the activities among them and build control dependence edges by attaching a ''Y '' or ''N '' label to the control activities and their inner activities. In lines 22 to 23, data dependence edges are added to G (N , E, λ) . 
ControlNode.start(n i ) 13: else 14: n j = ControlNode.end(n i ) 15:
for
ifn k is uncontrolled so far then 17:
if predicate (n i ) = True then 19:
λ := λ ∪ {T (ni, nk) } 20:
if n i is uncontrolled so far then 26:
N := N ∪ {Root} 27:
λ:= λ∪ {ni (ni,nj) } 36: for n k = 1 to | ControlNode| 37:
if (n i n j ) ∩ (n j n i ) then 42:
E := E ∪ {+ ne(ni,nj) } 43:
λ := λ ∪ {ne (ni,nj) } 44:
return ACG (N , E, λ) are added to G(N , E, λ), respectively. Lines 36 to 40 construct iterative exclusiveness constraint edges between the activities with different branches in each conditional structure nested by an iterative structure, and attach a label ''ie'' to these edges. Similarly, from Lines 41 to 43, non-iterative exclusiveness constraint edges (labeled ''ne'') are added to the activities in the conditional structure. Subsequently, the ACG of W = (T , C, D) can be derived from Line 44. The ACG cannot contain strict order constraints between activities (e.g., A 1 is always executed before all other activities shown in Fig. 1(a) ) [14] . In general, the constraint may play an important role in analyzing the structural characteristics of data-aware workflow models. In this paper, we explore the consistency of data-aware processes based on essential activity constraints rather than process structures. Given that +, || and # are universal sets and → is a partial set, we assume that → −1 exists in its reversed activity pair if → exists in an activity pair (n i , n j ). These activities and the essential activity constraints in W = (T , C, D) can then be captured by an ACG. Fig. 3 ,the essential activity constraints and ACGs of data-aware workflow models Fig. 1(a) 11 . Moreover,the data flow differences between the models Fig. 1(a) and (b) can be accurately located,e.g., A 8 → d A 10 , whereas B 7 # B 9 ; and A 9 → d A 10 , whereas B 8 # B 9 .Clearly, the ACGs enable the identification of the essential differences between the models Fig. 1(a) and (b) . 
Example3 (Example 1 Continued):As shown in
C. ACTIVITY CONSTRAINT GRAPH VERSUS STATE-OF-THE-ART NOTIONS OF BEHAVIORAL EQUIVALENCE
In this section, we investigate the relationships among ACGs, trace equivalence, and behavioral profiles to gain a deeper understanding of the data-aware workflow models.
First, the pair W 1 = (T 1 , C 1 , D 1 ) and W 2 = (T 2 , C 2 , D 2 ) with trace equivalence certainly has the same behavioral profile because the behavioral profiles of W 1 and W 2 are derived from an analysis of the trace sets. However, the introduction of data dependence lead to deviations in the ACGs, e.g., B #C in Fig. 4(a) , whereas B → d Cin Fig. 4(b) . 
V. CONSISTENCY MEASUREMENT A. OVERVIEW OF THE APPROACH
Analyzing the behaviors of data-aware processes described by different programming languages remains challenging. The UML Activity Diagram is used to model the data-aware processes due to its simplification and visualization strengths. Because the interleaving and exclusiveness constraints in a behavioral profile cannot explicate the scenarios presented in Section IV-C, we refine both definitions and introduce the concept of ACG. If the deviations between two data-aware workflow models involve control dependence differences and data dependence differences, ACGs can be used to effectively identify the differences. Furthermore, we determine the alignment between two data-aware workflow models that contain both aligned activities and aligned activity pairs according to the correspondence relationship. Subsequently, we base the ACGs on the identified consistent activity pairs from both aligned activity pairs. Finally, the consistency between the data-aware workflow models is determined based on the number of aligned activity pairs over the number of consistent activity pairs. We assess the accuracy, distribution consistency, and capacity of difference detection of our approach.
The technical framework of our approach is presented in Fig. 5 . First, we use the UML Activity Diagram to model a pair of data-aware processes. Second, we analyze the essential activity constraints in the two data-aware workflow models and derive both ACGs. Finally, we quantify the consistency degree of the two workflow models by identifying both the aligned activity pairs and consistent activity pairs. 
B. CONSISTENCY MEASUREMENT BASED ON ACGS
To solve the data-aware process consistency problem, the consistent activity pairs and aligned activity pairs should be defined. We define these pairs in the following section. We first introduce the concept of alignment between a pair of data-aware processes. This concept is captured by a correspondence relationship [15] , [27] , [28] , i.e., two activities are aligned if an activity in the one model is related to an activity in the other model via a correspondence relationship. Hence, correspondence and alignment are defined as follows.
Definition 9 (Correspondence and Alignment): Let G 1 = (N 1 , E 1 , λ 1 ) and G 2 = (N 2 , E 2 , λ 2 ) be the ACGs of data-aware workflow models
aligns both models by relating the corresponding activity to each model and ∼ = Ø. Thus, alignment between W 1 and W 2 is defined as
Correspondence can be structurally classified according to cardinality values. Inspired by the cardinality constraints, we identify the following types of correspondence relationships.
A correspondence relationship ∼ between W 1 and W 2 is considered 1) total from W 1 to W 2 ; if ∃n 1i ∈ N 1 , then ∃n 2i ∈ N 2 such that n 1i ∼ n 2i ; 2) injective from W 1 to W 2 ; if n 1i , n 1j ∈ N 1 and n 2i , n 2j ∈ N 2 , then (n 1i , n 1j ) ∼ (n 2i , n 2j ) holds n 1i = n 2i such that n 1j = n 2j ; 3) bijective if the relationship is total from both W 1 and W 2 and injective from either W 1 or W 2 . An 1:1 correspondence that relates an activity in one model to an activity in another model is certainly injective regardless of the corresponding direction. The n:m correspondences called complexcorrespondences, are defined according to sets of activities. In particular, 1:n correspondences constitute a specific case of complex correspondence [29] . Because our definition of consistency based on ACGs is grounded in the preservation of activity constraints for corresponding activities, consistency does not require the correspondence relationship to be injective. In contrast, consistency allows for 1:n correspondences. The scenario showed in Fig. 1 illustrates that 1:n correspondences can be observed, e.g., B 3 ∼ A 3 and B 3 ∼ A 4 . In this case, the correspondence is total from the model (b) to the model (a). In contrast, the relationship is injective from the model (b) to the model (a).
Alignment measures the quality of business process matches. Only activities that are aligned by the correspondence relationship ∼ are considered. Hence, we define the aligned activity sets and aligned activity pair sets in a pair of data-aware workflow models as follows.
Definition 10 (Aligned Activity Set and Aligned Activity Pair Set): Let Map W 1 ,W 2 (G 1 , G 2 ) be an alignment between data-aware workflow models W 1 and W 2 . The aligned activity set N ∼ 1 inW 1 is defined asN
in W 2 are defined similarly. In this paper, the aligned activity pair sets belong to the totally ordered set, e.g., A 1 → d A 3 in Fig. 1(a) and Fig. 1(a) is A 3 → −1 c A 2 in reverse. To describe the behaviors that are preserved by the alignment of two data-aware workflow models, the sets of aligned activity pairs are defined for each of the aligned models. The two sets contain all pairs of activities that are aligned by a correspondence relationship such that their essential activity constraints are preserved. 
In brief, the consistent activity pairs are activity pairs that are aligned by the consistent activity constraints. In addition, we can infer that the consistent activity pair set is a subset of the aligned activity pair set. Then, the ratio of the activity pairs that are aligned in a consistent manner to all aligned activity pairs can be used as a consistency measure. 
where CN ∼ 1 and CN ∼ 2 refer to the consistent activity pair sets, and N ∼ 1 and N ∼ 2 refer to the aligned activity sets in W 1 and W 2 , respectively.
C. INTERPRETATION OF CONSISTENCY METRICS
Because all essential activity constraints are considered equally important in process consistency, we assume that the weight of each constraint is the same in this paper. Although we consider this aspect to be appropriate in our context, these constraints may be weighted in different settings. For instance, in cases requiring the assessment of the conformance of the data-aware process and process logs [30] , the exclusiveness constraint may be weighted greater than the interleaving constraint because the former disallows the joint occurrence of two activities, whereas the latter does not even enforce any order of occurrence. Apparently, the consistency degree quantifies the quality of the alignment of the activity constraints. Because
Moreover, activity pairs formed by aligned activities and themselves are removed from the aligned activity pair sets in W 1 and W 2 because the interleaving constraint remains embedded in the type of activity pairs; thus, these activity pairs are meaningless in an analysis of the differences between data-aware processes. A degree of 1.0 guarantees that the essential activity constraints are equal among all aligned activity pairs in the two processes. If a result of less than 1.0 is observed, the question of how to locate the source of inconsistency must be addressed. According to our approach, inconsistencies manifest in different constraints between a pair of aligned activities in the two processes.
Algorithm 2 addresses the problem of consistency measurement in data-aware processes. This algorithm uses activity sets N 1 and N 2 in the ACGs G 1 and G 2 of the two dataaware workflow models and the corresponding relationship as the input and the consistency degree between the models as the output. Lines 1 to 7 initialize the consistency degree PA ∼ , aligned activity sets N ∼ 1 and N ∼ 2 , aligned activity pair sets AN ∼ 1 and AN ∼ 2 , and consistent activity pair sets 
Clearly,this result is valid because of the following reasons:
(1) models (a) and (b) are considerably different in terms of control flows and (2) the data flow differences are not considered by the profile approach. Based on the ACGs shown in Fig. 3 , the set of aligned activities is given as N ∼ 2 = {B 1 , B 2 , B 3 , B 4 , B 5 , B 7 , B 8 , B 9 , B 10 
Considering the ACGs shown in Fig. 3 9 . This process, in turn, yields the consistency degree between models (a) and (b)
In summary, our consistency results show deviations mainly involving data dependences and interleaving constraints in the alignment between models(a) and(b).
VI. EVALUATION
In this section, we evaluate the accuracy, consistency distribution, and difference detection capacities of our approach by performing extensive experiments based on both real and synthetic datasets. Although state-of-the-art techniques (such as the trace-equivalence approach and the profile approach) may be inappropriate for measuring the consistency between dataaware processes, we introduced these techniques to address the following research questions:
RQ1. Can our approach measure consistency between data-aware processes more effectively than state-of-the-art approaches?
RQ2. How do the distributions of consistency degrees using our approach compare to the consistency degrees using state-of-the-art approaches?
RQ3. How do the differences between data-aware processes impact the consistency results based on our approach and how do that based on other state-of-the-art approaches?
A. IMPLEMENTATION
To complete the following experiments, we developed a proof-of-concept tool for our approach to automatically calculate the consistency between BPEL processes [31] .
The inputs of this tool are two BPEL processes, and the output is the consistency degree.
The tool works as follows. First, a pair of BPEL processes is parsed to build the workflow models in which each activity is associated with relevant attributes, such as the activity name, activity type, and input and output variables. Then, we analyze the essential activity constraints of the BPEL processes, and we thus construct both ACGs. We identify the aligned and consistent activity pairs in the two processes according to the correspondence relationships. Finally, we calculate the consistency between a pair of BEPL processes. As shown in Fig. 6 , we use matrixes to represent the consistency values and inconsistent activity pairs in the two BPEL processes. Additionally, users can obtain useful by-products, such as ACGs and control flow graphs. We believe that the by-products may play an important role in the development, transformation, and formal verification of BPEL processes. 
B. EXPERIMENTAL SETUP 1) DATASET
To answer RQ1 and RQ2, we employ thirty-four BPEL processes obtained from Oracle BPEL Process Manager Samples as the real data set S. These processes often involve one or several sequential, parallel, conditional, and iterative routings and carry at least three and at most thirty activities with available input and output variables. The processes are then evolved and adjusted to generate the dataset S , which includes sixty pairs of aligned BPEL processes. These variants in S are obtained by changing the data flows and control flows of the processes.
To answer RQ3, we first select twenty processes from S to adjust their data flows, and we derive the dataset S 1, which contains fifteen pairs of processes (before and after the adjustments). Second, we select eight processes with conditional structures nested by iterative structures and seven processes with parallel structures nested by iterative structures from S, and we then transform these processes into parallel and conditional structures nested by the iterative structures. Thus, we derive dataset S 2, which contains fifteen pairs of processes. Third, we select fifteen processes with parallel (or iterative) structures and transform the parallel (or iterative) structures into iterative (or parallel) structures, and thus, we derive dataset S 3 . Finally, we select fifteen processes from S to interchange the locations of activities without data interactions in the same structure, and thus, we derive dataset S 4 .
2) CRITERIA
We evaluate the accuracy of the three approaches using the F-measure of precision and recall, which has been widely used in recent studies [33] , [34] . Let truth be the ground truth of consistent activity pair sets (or consistent traces) discovered manually (i.e., we presented the aligned BPEL processes to business experts and asked them to identify the consistent activity pairs (or consistent traces) from the aligned activity pairs (or trace sets)). Let foundbe the consistent activity pair sets derived from the three approaches:
3) EXPERIMENTAL PROCEDURE
Our experiments were performed in the following steps. First, we employed fifty-three available BPEL processes from the sample and then constructed one or several variants of each original process that met the requirements of our experiments and those of the third experiment in particular. We then used the three approaches to quantify the consistency degree between each pair of BPEL processes. Finally, F-measure formulas were used to evaluate the accuracy of the three approaches.
C. EXPERIMENTAL RESULTS
1) EFFECTIVENESS
We assessed the accuracy of the three approaches using the metrics shown in Fig. 7 . As shown in Fig. 7 (a), our approach outperforms the two approaches with higher values by varying the number of aligned activities. As the number of aligned activities increased, the accuracy of the profile approach decreased. Regarding the trace-equivalence approach, the accuracy level decreased more rapidly from 21 to 30 aligned activities. Fig. 7(b) shows the accuracy of the three approaches by varying the number of pairs of aligned BPEL processes. Again, our approach performed better than the other two approaches. In summary, we draw the following conclusions from Fig. 7 : 1) Our approach is more accurate than the other two approaches. That is, consistent activity pairs found between the two BPEL processes via our approach are more similar to those presented by the business experts.
2) The profile approach is less accurate than our approach because it cannot identify all data flow differences and control flow differences between processes with nested iterative structures. 3) Trace equivalence is a strict criterion, and thus a slight deviation in the control flow may dramatically impact the consistency results.
2) DISTRIBUTION OF CONSISTENCY DEGREES Fig. 8(a) shows the distribution of the consistency degrees based on trace equivalence (equal 0 or 1.0) relative to the consistency degrees based on the ACGs. Fig. 8(b) shows the distribution of the consistency degrees based on the behavioral profiles (equal to 1.0) relative to the consistency degrees based on the ACGs. In summary, we draw the following conclusions from Fig. 8 : 1) Our approach achieves a high level of alignment, and even a complete mapping when the consistency based on trace equivalence equals to zero (i.e., no trace can be mirrored). 2) When each trace in a BPEL process can find correspondence in the other process, this does not suggest that both processes are fully consistent, and our approach derives a broad spectrum of consistency values (ranging from 0.4 to 1.0). 3) Due to the alignment of activity pairs between a process and its variant, the consistency degrees produced by the profile approach generally cannot equal zero. In this case, the behavioral profiles of two BPEL processes are the same, and our approach may identify essential deviations to derive a broad spectrum of consistency degrees.
4) Our approach is a fine-tuned measure of the alignment quality. In particular, the pairs of BPEL processes are classified in a specific manner by our approach whereby the consistency degrees are equal to 0 or 1.0 in a trace-consistent setting, while the consistency degrees are equal to 1.0 in a profile setting.
3) CAPACITY OF DIFFERENCE DETECTION
To illustrate the difference detection capacities of the three approaches, we quantified the consistency degrees between each pair of BPEL processes in the datasets S 1 , S 2 , S 4 , S 4 , and S 5 by varying the number of activities involving changes in different types. Based on Fig. 9 , we draw the following conclusions: 1) Our approach can detect the data flow differences between BPEL processes, whereas the other two techniques cannot (see Fig. 9(a) ). 2) Our approach can identify a scenario of parallel and conditional structures nested by iterative structures while the profile approach cannot (see Fig. 9(b) ). 3) Our approach can identify a scenario of parallel and iterative structures while the profile approach cannot (see Fig. 9(c) ). 4) Our approach may be less sensitive to differences in activity execution sequences whereas the other two approaches may be more sensitive (see Fig. 9(d) ). 5) Because the trace-equivalence approach is sensitive to changes in process structures (even slight changes), FIGURE 9. Capacities to detect different types of differences using the three approaches.
the deviation degrees generated by the approach cannot reflect the real differences between BPEL processes (see Fig. 9 ).
D. THREATS TO VALIDITY
We can discuss the threats to validity of our experiments on three aspects. First, we used a limited number of realworld and synthetic BPEL processes in our experiments. The employed processes might be prone to our approach, and the results might not be generalized to other BPEL processes. However, these processes share common characteristics with other BPEL processes, e.g., different process routings are involved. Notably, the BPEL processes employed have already been frequently used in recent process analysis studies [13] , [35] . Second, the experimental results demonstrate that our approach is promising depending on the real-world and synthetic BPEL processes. One major concern is whether our approach is applicable to data-aware processes involving other script languages, e.g., XPDL (XML Process Definition Language) and BPML (Business Process Management Language). In our approach, the defined ACG is independent to the specific data-aware processes. Hence, we believe that our technique can be applied to qualified dataaware processes described by the different available script languages.
Finally, the low consistency degrees resulted from our approach often appear in settings involving several aligned activities because a single source of inconsistency may dramatically impact the consistency between BPEL processes that are aligned by only a few correspondences. Thus, our experiments should have included additional BPEL processes with more activities.
VII. IMPLICATIONS AND LIMITATIONS
A. IMPLICATIONS
The results of our study have implications for software engineering and data-aware process analysis techniques. In the domain of software engineering, the evolution of data-aware processes is a crucial task for any software engineering project in the business environment. A primary issue in this area concerns inconsistencies originating from the fact that the same real-world phenomena are designed with different requirements and perspectives in an enterprise. On the one hand, the inconsistencies highlight the different perceptions and goals of stakeholders involved in the development process and can be intentionally introduced to reveal aspects of a process that deserve additional information elicitation and further development. On the other hand, inconsistencies can cause development delays, increased costs, and operational and audit failure [36] . Our study identifies and addresses the inconsistencies between data-aware processes, that is an important step in numerous process analysis, such as process substitution, process similarity, and pattern mapping.
Many studies explored the process consistency using manual or semi-automatic methods which are tedious, timeconsuming, and error-prone. In contrast, our approach is auto-automatic and slightly relies on the input of additional information. Our tool can be integrated into public modeling tools, e.g., ProM. Moreover, our auto-automatic technique contributes to effectively and efficiently managing dataaware processes. This is particularly useful when multiple IT developers create data-aware workflow models concurrently.
B. LIMITATIONS
The findings of this paper are subject to certain limitations. First, our study is limited to a popular process modeling language, i.e., UML Activity Diagram, to avoid many extra constraints and thus focus on our study on a small scale. Although most popular modeling languages can be fully or partially mapped into the UML Activity Diagram, certain steps may need to be altered. Second, our technique may require the collection of more information, such as the input and output variables and control activities, than required by the state-of-the-art approaches. Inevitably, our technique requires more time to compute the consistency results. Finally, we cannot consider silent activities in this study. As shown in Fig. 10 , a data-aware workflow model (b) containing silent activity s differs from model (a) in terms of behaviors because the function of s is to skip activity B. Unfortunately, our technique does not consider the impacts of such an activity and considers both models behaviorally equivalent in terms of error.
VIII. CONCLUSION
In this paper, we defined the novel concept of activity constraint graphs, which is grounded in the refined essential activity constraints. We further use the activity constraint graphs to quantitatively measure the data-aware process consistency. Compared to existing studies, our technique can more accurately detect the differences between data-aware processes. Moreover, a software tool was developed to calculate the consistency, which can also be used to evaluate both real and synthetic datasets. The experimental results demonstrated that our approach has a higher accuracy, finer distribution of consistency degrees, and stronger capacity of difference detection than state-of-the-art approaches.
Through our study we assumed that the correspondences between activities have been identified and provided by the IT developers, whereas in the reality it may not be the case. Although two activities can be aligned through their name labels and semantics, this solution is not feasible at most cases because of opaque names of activities. We plan to introduce some notions of process matching to enhance the practicability of our approach in the future work.
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