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Resumen La importancia de las aplicaciones empresariales en las orga-
nizaciones de hoy en día, hace que sea necesario facilitar su mantenimien-
to y evolución a lo largo de su existencia. Este tipo de aplicaciones de
gran complejidad cuentan con diversas funcionalidades y requerimientos
que cortan transversalmente su estructura, para lo cual otros mecanis-
mos de modularización más allá de la orientación a objetos resultarían
convenientes. Dado que muchas de las aplicaciones empresariales se im-
plementan utilizando el framework Spring puede utilizarse el módulo de
AOP que este provee para obtener una mejor separación de los concerns.
Con este objetivo, en este trabajo se presentan dos casos de estudios en
los cuales se refactorizan los crosscutting concerns de dos aplicaciones
empresariales con el propósito de encapsularlos en aspectos. Con el n
de simplicar la tarea de refactorizacion un conjunto de refactorings, ini-
cialmente presentados para AspectJ fueron adaptados para ser utilizados
con Spring/AOP.
1. Introducción
El término aplicación empresarial es el término utilizado para describir las
aplicaciones o software que una organización podría usar para ayudar en la solu-
ción de problemas empresariales [7]. El software de nivel empresarial es software
que ofrece funcionalidad de soporte de lógica de negocios para una empresa,
generalmente en organizaciones comerciales, cuyo objetivo es mejorar la produc-
tividad y la eciencia de la empresa. Los servicios prestados por este tipo de
software suelen ser herramientas orientadas a los negocios tales como compras
en línea y procesamiento de pagos en línea, catálogos de productos interactivos,
sistemas automatizados de facturación, etc.
En el entorno corporativo de hoy, estas aplicaciones son complejas y de mi-
sión crítica. Pueden ser desplegadas en una variedad de plataformas a través de
redes corporativas, intranets o Internet. Diseñar y desarrollar tales aplicaciones
empresariales signica satisfacer cientos de requisitos diferentes. Las decisiones
de desarrollo que se hacen para cumplir cada requisito afectan a muchos otros
requisitos, a menudo en formas que son difíciles de comprender o predecir, y el
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incumplimiento de cualquiera de estos requisitos puede signicar el fracaso de
todo un proyecto [6]. El mantenimiento y la evolución de estos sistemas una vez
desarrollados es aún más complejo.
Para hacer frente a estas sosticadas aplicaciones empresariales que a menudo
requieren servicios tales como soporte de transacciones, seguridad, y computación
distribuida se utiliza frecuentemente Spring [7]. El objetivo de Spring es facili-
tar el desarrollo de aplicaciones empresariales Java y promover código con bajo
acoplamiento. Es un producto de software de alta calidad que se puede utilizar
para construir software de clase empresarial en forma simple y sencilla.
La tendencia de los sistemas de software, y sobre todo los empresariales, es de
un crecimiento rápido en la complejidad. La solución a la complejidad es la mo-
dularización [8]. Cuando se encuentran requisitos de software complejos, es muy
probable que se tienda a dividirlos en varias partes, tales como lógica de nego-
cio, acceso a datos y lógica de presentación. Dichas funcionalidades representan
distintos concerns del sistema [8]. El desarrollo de software orientado a aspectos
(DSOA) tiene por objeto mejorar la modularidad de los sistemas de software,
mediante la captura de aquellas funcionalidades inherentemente transversales al
código de la aplicación [11], denominadas crosscutting concerns, haciendo que la
evolución de dichos sistemas sea más fácil y manejable. Spring/AOP es un mó-
dulo importante del framework Spring que presta servicios esenciales a nivel del
sistema, promueve el bajo acoplamiento y permite que los crosscutting concerns
sean separados de una manera más elegante.
Considerando la complejidad de las aplicaciones empresariales, la necesidad
de su constante evolución, y la dicultad del mantenimiento de los sistemas exis-
tentes, en parte debido a las limitaciones de los mecanismos de modularización
de la orientación a objetos, resulta evidente la necesidad de introducir las ven-
tajas de la programación orientada a aspectos en estos sistemas para facilitar su
evolución.
Si bien existen múltiples soluciones para refactorizar a aspectos, la mayoría
se basan en el lenguaje AspectJ1. El catálogo de refactorings más conocido y
utilizado es el de Monteiro [12] debido a su granularidad propia para una im-
plementación automática. Para poder aprovechar los benecios mencionados de
Spring/AOP, como su rapidez para adoptar AOP en un proyecto existente, es
necesario implementar refactorings propios para este framework. Para ello, en
este trabajo se adaptaron los refactorings propuestos por Monteiro a las carac-
terísticas propias de Spring/AOP, analizando su aplicabilidad, ventajas y limita-
ciones. Para migrar un sistema existente orientado a objetos hacia la orientación
a aspectos, es necesario modularizar en aspectos todos los crosscutting concerns
presentes, aplicando múltiples refactorizaciones sobre el código. Este proceso re-
sulta muy complejo por sí mismo. Con el n de simplicar la adopción de AOP
en un sistema existente, se incorporaron los refactorings implementados dentro
de la herramienta AspectRT [14], que sigue un proceso iterativo y ordenado de
migración donde la entrada es código orientado a objetos con los aspectos can-
didatos identicados y su salida es una refactorización de este código a aspectos.
1 http://www.eclipse.org/aspectj/
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Para poder refactorizar un sistema empresarial a la orientación a aspectos se
siguió el proceso iterativo de migración, realizando primero la minería de aspec-
tos para identicar los crosscutting concerns presentes en el código, y luego, por
medio de la aplicación de los refactorings adaptados para Spring/AOP, modu-
larizar estos concerns en aspectos. Como casos de estudio se tomaron dos sis-
temas empresariales los cuales estaban implementados en Spring y fueron mi-
grados a Spring/AOP analizando los resultados obtenidos.
El trabajo esta organizado de la siguiente manera, la Sección 2 presenta
la adapatación de un conjunto de aspect refactorings, inicialmente presentados
para AspectJ, para ser utilizados en Spring/AOP. En la Sección 3 se detallan
las refactorizaciones realizadas en dos aplicaciones empresariales con el objetivo
de encapsular sus crosscutting concerns en aspectos. Luego, en la Sección 4 se
presentan los trabajos relacionados. Finalmente, en la Sección 5 se exponen las
conclusiones del trabajo.
2. Refactorings para Spring/AOP
En esta sección se describen brevemente cómo los refactorings propuestos
por Monteiro han sido adaptados para generar código Spring/AOP. Debido a
que Spring/AOP carece del poder expresivo de AspectJ existen algunas limita-
ciones en la adaptación de los refactorings de Monteiro. Durante el proceso de
adaptación de los refactorings de AspectJ a Spring/AOP es posible identicar
tres grupos: aquellos refactorings que debieron ser adaptados con mayor o menor
facilidad, aquellos que han podido ser utilizados directamente sin necesidad de
adaptación y un tercer grupo de refactorings que no han podido ser adapta-
dos debido a la carencia de poder expresivo de Spring/AOP. A continuación se
describen brevemente estos tres grupos.
2.1. Refactorings Adaptados
Los refactorings más utilizados en un proceso de migración se han podido
adaptar con algunos cambios mayores debido a las limitaciones de Spring/AOP.
A continuación se describe la adaptación del refactoring Extract Fragment into
Advice de manera tal de demostrar los cambios realizados para poder extraer un
fragmento de código Spring en un advice de Spring/AOP. De manera similar se
pudieron adaptar los refactoring Move Method form Class to Inter-type, Encap-
sulate Implements with Declare Parents, Move Field form Class to Inter-type,
Inline Class with Aspect, y Extract Feature into Aspect.
Extract Fragment into Advice
Extract Fragment into Advice se aplica en la situación en que parte de un
método está relacionado a un concern cuyo código quiere moverse a un aspecto.
Para llevar a cabo este refactoring, se crea un pointcut que capture el joinpoint
apropiado con su contexto, y se mueve el fragmento de código a un advice. A
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diferencia de AspectJ que soporta una gran variedad de joinpoints Spring/AOP
sólo permite joinpoints en la ejecución de métodos, en beans manejados por el
framework [8]. Los casos en que puede llevarse a cabo el refactoring sin incon-
venientes, son cuando las líneas de código pertenecientes al fragmento a extraer
se encuentran al principio o al nal del método, con lo cual puede aplicarse un
before advice, after advice, o around advice. Para facilitar la automatización
de este refactoring, es conveniente convertir la parte que quiere extraerse en
un método propio, usando el refactoring de objetos Extract Method [2] y luego
Move Method from Class to Inter-type. Luego, se crea un advice que invoque al
nuevo método. Teniendo en cuenta estas consideraciones, los pasos que restan
son los siguientes:
Crear un método con lo anotación @Pointcut que capture la ejecución del
método que contiene el fragmento de código a extraer.
Asegurar que el pointcut también capture el contexto requerido por el frag-
mento de código, como parámetros del método, o referencias a this.
Crear un método con la anotación correspondiente al tipo de advice y va-
lor igual al nombre del pointcut creado anteriormente, y mover el código a
extraer del método original en el cuerpo del advice.
Reemplazar en el fragmento las referencias a la variable this por la variable
correspondiente capturada en el pointcut.
Ejemplo Extracción simple de una invocación a un método. Se pretende extraer
la llamada a display() de la clase TangledStack.
public c lass TangledStack{
private int _top = −1;
private Object [ ] _elements ;
public void d i sp l ay ( ) { // . . . }
public void push ( Object element ) {
_elements[++_top ] = element ;
display(); } // . . . }
Primero, la llamada al método display() es borrada del método push(Object).
Luego, se dene el pointcut que captura las llamadas al método push(Object)
usando el annotation @Pointcut en un nuevo aspecto, denominado WindowView.
Utilizando dicho pointcut el contexto del jointpoint es capturado por medio de
la variable stack. Finalmente, debido a que la llamada al método display() se
realiza al nal del método push(Object) un advice es creado con el annotation
@AfterReturning.
@Aspect
public c lass WindowView {
@Pointcut ( " ( execut ion ( pub l i c void TangledStack . push ( Object ) ) ) && th i s (
s tack ) " )
private void stateChanged ( TangledStack stack ) {}
@AfterReturning ( " stateChanged ( s tack ) " )
public void d i sp l ayS ta t e ( TangledStack stack ) {
stack.display(); } }
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2.2. Refactorings utilizados Directamente
Algunos refactorings presentados por Monteiro han sido utilizados para Spring/AOP
sin necesidad de adaptación, debido a que no involucran demasiados conceptos
de la orientación a aspectos. Los refactorings dentro de este grupo son Extract
Inner Class to Standalone, Inline Interface within Aspect, y Change Abstract
Class to Interface.
2.3. Refactorings que no han podido ser Adaptados
El único refactoring que no ha podido ser adaptado es Split Abstract Class
between Aspect and Interface. Este refactoring es utilizado cuando una o más
clases heredan de la misma clase abstracta impidiendo que hereden de otra clase.
Adicionalmente, la clase abstracta no puede convertirse en una interface porque
dene miembros concretos. La solución para AspectJ consiste en mover todos
los miembros concretos de la clase abstracta a un aspecto y luego convertir la
clase abstracta a una interface.
La implementación en Spring/AOP de este refactoring no es posible, prin-
cipalmente por la diferencia en el mecanismo de implementación de inter-type
declarations entre uno y otro. Si bien podría pensarse en utilizar el mecanismo
de introducción de Spring/AOP para poveer aquellos métodos de la clase abs-
tracta a sus subclases, Spring/AOP requiere que se provea la implementación
de la interface con todos sus métodos, y en este caso por tratarse de una clase
abstracta hay métodos que no tienen implementación denida.
Una alternativa consistiría en denir una jerarquía de aspectos, con un as-
pecto deniendo los métodos de la clase abstracta, y un subaspecto por cada
clase concreta conteniendo las implementaciones de métodos concretos y la in-
troducción de la interface en las subclases originales. Pero esto tendría sentido
únicamente si la clase abstracta representara un concern secundario, y el re-
sultado sería la migración de todo el concern en una jerarquía de aspectos. Si
este fuera el caso, podría lograrse mediante la implementación de Encapsulate
Implements with Declare Parents para cada subclase concreta.
3. Casos de Estudio
Se han desarrollado dos casos de estudio para evaluar la propuesta presenta-
da en este trabajo. Se analizaron los sistemas Finance Manager2 y GridGain3.
Debido a la complejidad de los sistemas es necesario aplicar una amplia variedad
y cantidad de refactorings, con lo cual es necesario contar con herramientas que
asistan durante el proceso. Por esta razón, se extendió la herramienta Aspect-
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Para realizar la evaluación de la migración se tuvieron en cuenta los efectos
que las transformaciones aplicadas tuvieron sobre la calidad del sistema en gene-
ral, así como también la facilidad provista para aplicar los sucesivos refactorings.
Para ello se han utilizado un conjunto de métricas para medir por ejemplo el
tamaño de alguna unidad en particular, como paquetes o clases (lineas estimadas
de código ELOC, lineas estimadas de código por módulo ELOC/Modulo). Las
métricas de complejidad se pueden denir como una medida que es directa-
mente proporcional al esfuerzo necesario para entender el código y modicarlo
correctamente. La complejidad se relaciona con la capacidad de prueba y man-
tenimiento del mismo. Dentro de este grupo están la complejidad ciclomática
(CC) y complejidad ciclomática promedio. Adicionalmente, se utilizó la familia
de métricas denida por Chindamber y Kemerer [1] destinadas a la orientación
a objetos pero que pueden ser fácilmente adaptadas a la orientación a aspec-
tos unicando clases y aspectos, así como métodos y advices. En está familia
se encuentran operaciones ponderadas por módulo (WOM), acoplamiento entre
componentes (CBC), respuesta para un módulo (RFM), falta de cohesión en
operaciones (LCOO), etc.
3.1. Sistema Finance Manager
Spring Finance Manager es una herramienta simple de gestión de nanzas
creada para proporcionar una idea de las mejores prácticas para el framework
Spring. Antes de migrar la aplicación se identicaron los crosscutting concerns
presentes en el sistema, realizando un análisis del fan-in [10] del código fuente
con la herramienta FINT. El análisis dio como resultado la presencia de tres
crosscutting concerns: chequeo de valores nulos, validación de restricciones en
operaciones CRUD (crear, obtener, actualizar y borrar) y conversión de strings
a tipos simples y viceversa. A continuación se realiza una breve descripción de
cómo dichos concerns fueron migrados.
public c lass AccountContro l l er {
// . . .
@RequestMapping ( value = "/account " , method = RequestMethod .POST)
public St r ing c r ea t e ( @ModelAttribute ( " account " ) Account account ,
BindingResult r e s u l t ) {
Assert.notNull(account, "Account must be provided.");
for ( Const ra intVio la t i on<Account> con s t r a i n t : v a l i d a t o r . v a l i d a t e (
account ) ) {// . . . } // . . . }}
Figura 1. Concern de chequeo de valores nulos.
Concern Chequeo de Valores Nulos El método de mayor fan-in encontrado
fue el método estático notNull() de la clase Assert, el cual tenia un total de 21
referencias distribuidas en 20 métodos de diferentes clases. El mismo comprueba
que una variable dada no sea nula, y en caso de serlo arroja una excepción en
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Figura 2. Refactorización mediante AspectRT.
tiempo de ejecución con el mensaje indicado. Todas las invocaciones se realizan
como primera sentencia. Un ejemplo es la clase AccountController (Figura 1).
Para poder mover todas las vericaciones de valores nulos a un aspecto para
evitar la repetición de código la herramienta AspectRT sugirió el uso del refactor-
ing Extract Fragment into Advice (Figura 2). Luego, la herramienta asiste al de-
sarrollador durante la aplicación del refactoring generando el código Spring/AOP
correspondiente. De esta manera, se obtiene un aspecto con las comprobaciones
de parámetros nulos, que antes estaban dispersos en el código fuente (Figura 3).
@Aspect
class CheckNulls {
@Pointcut ( " ( execut ion (∗ net . stsmedia . f inancemanager . web .mvc .∗
Cont ro l l e r . ∗ ( . . , Long , . . ) ) ) && args ( id , . . ) " )
public void onControl lerOpId (Long id ) {}
@Before ( " onControl lerOpId ( id ) " )
public void checkNul l (Long id ) {
Assert.notNull(id, "identier must be provided."); }
@Pointcut ( " ( execut ion (∗ net . stsmedia . f inancemanager . web .mvc .∗ Cont ro l l e r
. ∗ ( . . , @Entity ∗ , . . ) ) ) && @args ( ann , . . ) && args ( value , . . ) " )
public void onControl lerOp ( Entity ann , Object value ) {}
@Before ( " onControl lerOp ( arg , param) " )
public void checkNul l ( Entity arg , Object param) {
Assert.notNull(param, arg.name()+"must be provided."); }}
Figura 3. Aspecto para el concern chequeo de valores nulos.
Para poder migrar el concern chequeo de valores nulos se aplicaron 21 refac-
toring Extract Fragment into Advice y luego se necesitó realizar modicaciones
en el aspecto resultante. El concern estaba disperso en 20 métodos de 3 clases y
se pudo migrar completamente.
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Concern Validación de Restricciones en Operaciones CRUD Se detectaron
varios métodos con la misma cantidad de invocaciones y todas desde alguno de
los tres controladores web presentes en el sistema. Los valores altos de fan-in se
encontraban agrupados en métodos create o update y realizaban un conjunto de
validación de restricciones de integridad sobre la entidad a crear o actualizar.
Se detectaron 10 métodos del tipo create o update, distribuidos en 3 clases
implementando dicho concern. Para poder refactorizar el código es necesario
modularizar el concern completo en un aspecto sacando de las clases involucradas
los métodos create y update que realicen la validación de restricciones junto
con una variable de instancia que pertenece al concern. Para esto se utilizó el
refactoring Move Field from Class to Inter-Type (una vez por cada variable de
las 3 clases), el cual creó un aspecto con la variable de instancia repetida en las
3 clases. Luego, se aplicó 10 veces el refactoring Extract Fragment into Advice
creando un advice en el aspecto para representar los métodos involucrados en
el concern. En este caso también se necesitó una reestructuración del aspecto
resultante.
Concern Conversión a String Otro concern encontrado fue en las clases que
heredaban de PropertyEditorSupport las cuales verican que el valor a obtener
o jar no sea nulo, y luego convierten este valor a un objeto. Dos clases im-
plementan dos métodos cada uno relacionado a dicho concern. Para extraer el
concern se aplicó 4 veces el refactoring Extract Method into Advice, para poder
extraer el código de cada uno de los métodos involucrados.
Resultados de la Migración Se calcularon un conjunto de métricas sobre
el sistema original y sobre el sistema resultante luego de migrar los 3 concerns
identicados (Tabla 1). Para el cálculo de las métricas sólo se tuvieron en cuenta
aquellas clases afectadas por la migración.




Número de Paquetes (Afectadosa/Totalb) 2/9 2/9
Número de Módulos (Afectados/Total) 5/31 8/34
Líneas Estimadas de Código (ELOC) (Afectadas/Total) 370/1081 318/1029
Líneas Estimadas de Código por Módulo (Afectadas/Total) 74/34 39/30
Promedio de Complejidad Ciclomática (CC) 1.87 1.41
Promedio de Operaciones Ponderadas por Módulo (WOM) 14.20 9
Promedio de Respuesta para un Módulos (RFM) 8.60 7
Promedio de Falta de Cohesión en Operaciones (LCOO) 2.62 1.27
aAfectados: métrica calculada sobre módulos modicados por refactorings.
bTotal: métrica calculada sobre todo el sistema.
Tabla 1. Comparación de métricas antes y después de migrar los concerns.
Las lineas de código fuente disminuyen considerablemente, al igual que la
complejidad general (Figura 4) (Tabla 1). También se observa una disminución
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importante en el acoplamiento (métrica RFM) y una mejora en la cohesión del
sistema de acuerdo a la disminución de la última métrica (LCOO). El número
de métodos y la complejidad de los métodos involucrados, representado por la
métrica WOM, es un indicador del tiempo y el esfuerzo que se requeriría para
desarrollar y mantener una clase y como puede verse en la comparación se reduce
considerablemente, indicando también una mejora en la complejidad.
Debido a que la aplicación es open source se cuenta con el código fuente
y una suite de casos de test de unidad. De manera tal de corroborar que la
aplicación resultante era equivalente a la original se ejecutaron dichos tests. Esta
validación otorga un mayor grado de validez sobre los refactorings efectuados y
























Figura 4. Gráca de comparación de métricas antes y después de migrar los CCC.
3.2. Sistema GridGain
GridGain es una plataforma Java para el desarrollo de aplicaciones de Cloud
Computing que proporciona a los desarrolladores de tecnologías para desarro-
llar y ejecutar aplicaciones de servicios por internet. El análisis de fan-in sobre
su código fuente dio como resultado un conjunto de concerns que deberían ser
modularizados en aspectos: Logging, Bean Management, Marshalling, Argument
Checks, Before/After Calls y Bean Registration. Para la migración de dichos con-
cerns se utilizó también la extensión de AspectRT. El proceso de refactorización
aplicado fue similar al del caso de estudio descripto anteriormente.
A pesar que todos los concerns identicados requerian ser modularizados con
aspectos, no fue posible en todos los casos, Marshalling y Argument Checks no
pudieron ser migrados a la orientación a aspectos. Marshalling es el proceso por
el cual se convierten los objetos en un formato apto para ser enviado a través
de la red cuando se requiere de comunicación entre los nodos de la misma.
Se identicaron alrededor de 63 invocaciones a métodos relacionados con este
concern distribuidos en diferentes clases. A pesar de la gran cantidad de seeds
involucrados no fue posible de realizar la migración del mismo. Esto se debió
a que las invocaciones se encuentran mezcladas en diversas clases y métodos
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intercaladas con otros concerns, pero sin un orden o comportamiento consistente.
Es decir, no fue posible encontrar un patrón de aplicación del concern, tampoco
se encontró una manera de refactorizar el código orientado a objetos original
como para que permita encontrar dicho patrón.
El concern Argument Check involucra métodos para vericar que los paráme-
tros pasados a un método no son nulos, están dentro de un rango, o no cumplen
alguna condición. A pesar que se identicaron varios métodos e invocaciones a
métodos para implementar dicho concern, tampoco fue posible identicar una
consistencia en cuanto a los lugares o momentos en que se utilizan.
Los cuatro concerns restantes pudieron ser refactorizados con éxito. Para
la implementación de estos 4 concerns había en el código original 131 clases
y 266 métodos involucrados. Se aplicaron en total 208 veces el refactoring Ex-
tract Fragment into Advice, 4 veces el refactoring Move Method form Class to
Inter-type, 2 veces Move Field from Class to Inter-Type y una vez Encapsu-
late Implements with Declare Parents. En la mayoría de los casos fue necesario
realizar una modicación del código del aspecto resultante.
Con respecto a la comparación entre el código orientado a objetos original y
el orientado a aspectos resultante los resultados pueden observarse en la Tabla 2.
Un análisis de estos valores muestra una reducción de 370 líneas de código sobre




Número de Paquetes (Afectadosa/Totalb) 52/119 53/120
Número de Módulos (Afectados/Total) 55/479 58/482
Líneas Estimadas de Código (ELOC) (Afectadas/Total) 18061/4696117691/46591
Líneas Estimadas de Código por Módulo (Afectadas/Total) 328/98 305/96
Promedio de Complejidad Ciclomática (CC) 2.98 2.89
Promedio de Operaciones Ponderadas por Módulo (WOM) 32.18 30.74
Promedio de Respuesta para un Módulos (RFM) 15.22 13.82
Promedio de Falta de Cohesión en Operaciones (LCOO) 78.82 75.92
Tabla 2. Comparación de métricas antes y después de migrar los concerns.
el sistema original y por ende una reducción en la cantidad de líneas por clase.
A la vez que se ven reducidos los valores de complejidad ciclomática promedio
del sistema y WOM, lo que implica la disminución de necesidad de testing y un
aumento de la comprensibilidad en general. También se reduce el acoplamien-
to como indica el valor de RFM, lo que resulta en una mejor reutilización y
una menor sensibilidad a los cambios en otras partes del diseño, mejorando el
mantenimiento.
Por el tipo de modularizaciones realizadas, donde se extrajeron concerns
secundarios de las clases originales, es de esperar una mejora en la cohesión
general. Esto se ve claramente reejado en la disminución del valor de LCOO
que indica una reducción en la falta de cohesión del sistema, es decir una mejora
en la cohesión que implica simplicidad y mayor reusabilidad.
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4. Trabajos Relacionados
La mayoría de los trabajos de migración de sistemas orientados a objetos a
sistemas orientados a aspectos se basan en el lenguaje AspectJ. En esta línea,
[5] propone la refactorizacion de los crosscutting concerns hallados en la imple-
mentación de diversos patrones de diseño [3]. [13] presenta un enfoque para la
refactorización de interfaces aspectizables. De forma similar a nuestro trabajo,
este enfoque utiliza un conjunto de aspect refactorings para realizar las reestruc-
turaciones. [9] propone una estrategia de refactorizacion basada en crosscutting
concerns sorts. En este caso primero se describen los concerns como concerns
sorts para luego refactorizarlos interactuando con el desarrollador. En este grupo
de investigaciones basadas en el lenguaje AspectJ también se han presentado ca-
sos de estudios de la migración de aplicaciones empresariales [10,11].
Finalmente, algunos trabajos describen refactorizaciones orientadas a aspec-
tos utilizando Spring/AOP. [8] describe el uso de la orientación a aspectos medi-
ante Spring/AOP en algunos ejemplos concretos. Sin embargo, no se presentan
estrategias de refactoring que puedan ser aplicadas para migrar aplicaciones
orientadas a objetos a aplicaciones orientadas a aspectos. De forma similar, [4]
presenta la implementación en Spring/AOP de crosscutting concerns como log-
ging, seguridad y transacciones.
5. Conclusiones
La adopción exitosa de cualquier tecnología requiere que se tome un enfoque
progresivo, con el n de evitar un riesgo excesivo, y que tenga un costo ini-
cial mínimo y ofrezca benecios en cada etapa de su adopción. En aplicaciones
empresariales basadas en el Framework Spring, incorporar la programación ori-
entada a aspectos utilizando Spring/AOP es una manera libre de riesgos para
introducir los conceptos de AOP. Pero incorporar estos nuevos conceptos en un
proyecto existente, modularizando manualmente en aspectos aquellos crosscut-
ting concerns presentes, sigue siendo un proceso complejo y propenso a errores.
Mediante el uso de Spring y AOP se puede simplicar este proceso.
Para la implementación de refactorings semi-automáticos en una herramien-
ta, se utilizó como base el catálogo de refactorings propuesto por Monteiro. Dicho
catálogo genera código AspectJ por esta razón se adaptaron para generar código
Spring/AOP. Luego, se incorporaron en un proceso iterativo de migración como
parte de una herramienta para el ambiente de desarrollo Eclipse, con lo cual se
logró la capacidad para migrar, con mayor facilidad, los crosscutting concerns
presentes en sistemas existentes basados en Spring. Esto quedó demostrado con
el desarrollo de los casos de estudio, dónde tanto para un sistema pequeño de
ejemplo como Spring Finance Manager o para un sistema de gran complejidad
como GridGain se lograron migrar mediante las herramientas desarrolladas la
mayoría de aquellos crosscutting concerns encontrados en el código fuente. Con
esta migración se logró mejorar la modularización de ambos sistema y sus atrib-
utos de calidad, lo que quedó demostrado con el cálculo de métricas de calidad
y su posterior comparación antes y después de realizar la migración.
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Las transformaciones a aspectos tienen muchas restricciones con respecto a
la estructura y el patrón del código crosscutting, y sólo se puede aplicar di-
rectamente en determinadas circunstancias. Este requisito de uniformidad rara
vez se puede esperar en un sistema grande, en especial en proyectos que han
evolucionado durante un largo período de tiempo con múltiples programadores
involucrados en su mantención. Sin bien en los sistemas utilizados como casos de
estudio no se presentó en forma notable este problema, es de esperar que en sis-
temas que cumplen con las características descriptas anteriormente, el esfuerzo
de migrar aquellos crosscutting concerns presentes en el código sea mucho mayor,
por no poder detectar claros patrones de código, con lo cual se necesitaría hacer
gran cantidades de refactorings de objetos previos a los refactorings de aspectos.
Mayormente esto se debe a que la solución existente en objetos no es la ideal,
con lo cual resulta difícil aplicar refactorizaciones a aspectos si la solución en
objetos no es correcta.
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