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1. Abstract 
Increased involvement of Data Acquisition in current world research has pushed the 
requirements of data acquisition systems. This is particularly true in Biomedical 
engineering, where portable, light and easily accessible DAQ systems are needed. These 
systems should be light so that they can be wore on the body and should have long battery 
life where it can be powered all day for comprehensive research data. Under my honor 
thesis, we designed a portable DAQ which can record the data on eight channel 
simultaneously for minimum of 6 hours. Comparing to the present market option for 
portable DAQ, this system is cost-effective, has multiple applications and great scope of 
customization. This system also features wireless accessibility on Windows, Mac, iOS, 
Android and Linux which make this system powerful and robust. 
  
2. Introduction 
Present options for portable data acquisition system are costly and outside the budget of a 
college student. Hence, we created a portable bio-signal data logger, which in future can 
be helpful to undergraduate research in the field of biomedical engineering. Comparing to 
one of the market-ready portable DAQ, our system was approximately seven times cheaper 
[1]. In addition, many portable systems are incapable of sampling at higher frequencies. 
This system can run 50kHz on 8 channels simultaneously. Current market options claim to 
have 6 hours’ battery life. Under testing, this system had a battery life of 12 hours. We 
created this system using economical equipment, such as Raspberry Pi, Anker PowerCore 
and a Force Sensitive Resistor sensor. One field where our system is not better than other, 
is the form factor. But better cable management and reorganizing of equipment can 
improve the form factor significantly.  
3. Method and Materials 
To make this system, multiple materials and design considerations were used. Most notable 
were Raspberry Pi, Data Acquisition, Force sensitive resistor and Anker Power bank. 
Anker power bank provides power to the Raspberry Pi which also provides power to DAQ. 
FSR is used to measure the heel strike by the voltage difference.  
3.1 Structure 
This system comprises of two ports, charging port and sensor port, and on/off switch. The 
USB cable has four wires for the on/off switch, and four poles double throw switch. For 
charging, USB B port is used. This system can be expanded by adding extra ports for 
sensors. 
Figure 1: Front, Top and Side view 
3.2 Raspberry Pi 
Raspberry Pi 3 Model B is used running with 
Raspbian. Being cost effective, Raspberry Pi 
(RPi) was best suited for this system. Wi-Fi 
capabilities of RPi, helped in making 
Raspberry pi headless, where a user can 
access the system using VNC and Ad-hoc 
network. Also, DAQ had Linux drivers which were compatible with Raspberry Pi. 
3.3 MCC DAQ 1608FS Plus 
This DAQ can scan eight channels 
simultaneously with 16-bit A/D converter. 
This DAQ has an accuracy to scan to 
0.00015 Volt interval across -5/5 Volts. 
This DAQ also feature a BURISTO mode, 
where data can be recorded at 400kHz 
across one channel. All analog inputs are 
single ended. Due to high accuracy, small form factor and 
high frequency scanning, this DAQ is best suited for the 
system.  
3.4 Force Sensitive Resistor (FSR) 
FSR is a resistor which has high resistance around 100kΩ 
when no force is applied. Resistance drops to 0.2kΩ when 
Figure 3: Actual Picture of DAQ 
Figure 2: Actual picture of Raspberry Pi 
Figure 4: Actual picture of FSR 
force is applied. We installed the FSR in the sole of shoe, and measured the voltage drops 
across FSR while walking.  
3.5 Anker Battery 
We are using Anker PowerCore 10000 to 
provide power to Raspberry Pi and DAQ. 
This battery has a capacity of 10000mAh 
and can provide power at 5V and 2.4 A 
which is very close to the Raspberry Pi’s 
power specification 5V and 2.5 A. 
According to Raspberry Pi official documentation [2], bare board active power 
consumption is around 400mA and maximum USB peripheral current draw is 1.2 A. This 
system only has one USB connected i.e. DAQ. Hence, the total power consumption 
required is near to 1.6 A.  
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By calculation, this battery can supply power to the system for minimum of 6.25 hours.  
Figure 5: Actual Picture of Anker Battery 
Figure 6: Schematic of the system 
3.6 Switch 
Raspberry Pi turns on as soon as it receives power. Hence, we needed a switch to control 
the power. RPi powers through USB cable and it consist of four 
wire: 5 V, Data +, data – and ground. Thus, we needed a four-
pole switch. For this system, we are using a four pole double 
throw switch, with one terminal being open which works as a 
four-pole single throw. The actual picture and schematic is shown 
below.  
3.7 Enclosure 
We ordered the logger’s enclosure from McMaster Carr (7 X 5 X 3 inch). It is waterproof 
and UL certified.   
3.8 Wires 
The wires connecting FSR and DAQ should be soft and flexible. Thus, for this system we 
choose 34-gauge, stranded silver coated copper wire.  
 
 
  
Figure 8: Actual Picture 
Figure 7: Schematic of Switch 
4. Making RPi System Headless  
For better and portable data logging, making Raspberry Pi run without keyboard, mouse 
and display is important. Since, the RPi has Wi-Fi capabilities; an ad-hoc network can be 
created on it. Using Hostapd, a WPA2 secured ad-hoc network is created and the RPi is 
given a static address. For better functioning of the ad-hoc network, the DHCP server is 
also setup on RPi using ‘dnsmasq’. For accessing the RPi, RealVNC is used. RealVNC is 
supported across all platforms (Windows, MacOS, iOS, Android, Linux), making this 
system very accessible. Setup of the headless system is shown in Fig. 9.  
4.1 Assigning Static IP 
For assigning static IP to RPi, we changed the interfaces file by opening the interfaces file 
in nano text editor using terminal.  
sudo nano /etc/network/interfaces  
 
Added these lines under wlan0, which gave RPi the static IP of 192.168.1.1. 
allow-hotplug wlan0   
iface wlan0 inet static   
    address 198.162.1.1 
    netmask 255.255.255.0 
RPi running 
VNC Server 
Static IP: 
192.168.1.1 
Ad-hoc 
Network: 
BioMedProject 
Client Running 
VNC Viewer 
Connected to 
BioMedProject 
Figure 9: Schematic of Headless Setup 
4.2 Setup of Ad-Hoc network 
For setting up ad-hoc network, we installed the hostapd software which provides better 
security options: 
sudo apt-get update 
sudo apt-get install hostapd 
After the installation, created a new configuration file using 
sudo nano /etc/hostapd/hostapd.conf 
 
Added the following lines, which defines the parameters for the ad-hoc network. 
interface=wlan0 
driver=nl80211 
ssid=BioMedProject 
hw_mode=g 
channel=6 
ieee80211n=1 
# Enable WMM 
wmm_enabled=1 
# Enable 40MHz channels with 20ns guard interval 
ht_capab=[HT40][SHORT-GI-20][DSSS_CCK-40] 
macaddr_acl=0 
auth_algs=1 
ignore_broadcast_ssid=0 
wpa=2 
wpa_key_mgmt=WPA-PSK 
wpa_passphrase=******* 
# Use AES, instead of TKIP 
rsn_pairwise=CCMP 
 
To run this configuration file and establish ad-hoc network at the boot, we opened and 
edited the default configuration file using the following commands. 
sudo nano /etc/default/hostapd 
 
Replaced the line #DAEMON_CONF=”” with 
DAEMON_CONF="/etc/hostapd/hostapd.conf" 
4.3 Setup of DHCP server 
Users connecting to the ad-hoc network should be assigned a IP address automatically. To 
enable this, configured DHCP server and installed the dnsmasq software using following 
command: 
sudo apt-get update 
sudo apt-get install dnsmasq 
 
Once installed, opened the configuration file using nano text editor. 
sudo nano /etc/hostapd/hostapd.conf 
 
Pasted the following into the configuration file. 
interface=wlan0      # Use interface wlan0   
dhcp-range=192.168.1.2,192.168.1.254,12h # Assign IP 
addresses between 192.168.1.2 and 192.168.1.254 with a 12 
hour lease time  
 
After performing all these steps, ad-hoc network with DHCP server was setup. Above steps 
also made sure that ad-hoc network starts at bootup.   
5. Running the System: 
This section explains the steps which were required to access the system. 
5.1 Access to RPI using VNC viewer and Ad-hoc network: 
Checked for Wi-fi connection with SSID as “BioMedProject”. Connected to it as shown in 
fig. 10. Once it is connected, opened VNCViewer and typed 192.168.1.1 in the address bar 
and pressed enter. In next step, credentials of RPi were entered which gave the access of 
RPi on the client machine.   
  
5.2 Terminal Commands 
Opened terminal by clicking the icon on the taskbar. Navigated to correct directory and 
executed the program using the commands below: 
cd Downloads/Linux_Drivers-master/USB/Project/ 
make 
./MCC_Test 
Main menu was appeared, shown below in Fig. 11. Entered these options in main menu: 
Figure 10:  Accessing RPi using ad-hoc and VNC 
I -> 0 -> 250 -> 1 
The scan started. At first the program ran for 10 seconds and asked user for validation 
whether the scan was working fine. When pressed ‘y’, the program continued scanning and 
stored the data into a text file. When pressed ‘n’, scan was aborted and returned to main 
menu.  
  
 Figure 11: Main Menu 
6. Testing the System 
The system was tested by recording the heel strike pattern. Since DAQ measures the 
voltage difference between input and ground, we used a voltage divider shown below in 
Fig 12. When force is applied on the FSR, less voltage is dropped across FSR, and when 
no force is applied, the voltage drop is large. FSR resistor was placed in the shoe using 
duct tape as shown in the Fig. 13. The test program was executed, with scan frequency of 
250 Hz. Voltage across FSR was scanned and recorded in 10 min of walking. Fig. 14 shows 
the voltage graph for first 10 seconds. Data points are given in appendix (See A.1). 
 
 
  Figure 13: System Testing using FSR 
Figure 12: FSR Circuit 
 Figure 14: Graph of Test Data 
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7. C Program 
The driver for Linux is provided by Dr. Warren Jasper and can be found on github [3]. The 
driver files are written in C language. These files clarified the working of DAQ system and 
how it communicated to a Linux machine. These codes are shown in the appendix (See 
A.2). To function properly, all the test codes need to ‘include’ these files. 
7.1 Make File 
To compile the test code, makefile is created. Makefile is an efficient way to compile the 
C code. It restricts us to type the compilation command every time, instead ‘make’ 
command in terminal will automatically compile the C code. ‘make’ command only 
follows the rules which are present in ‘makefile’. To compile a new test code, new rule and 
target is needed. ‘makefile’ for this system is shown below:   
#  Current Version of the driver 
VERSION=1.17 
 
SRCS =    pmd.c  nist.c   usb-1608FS-Plus.c 
HEADERS = pmd.h usb-1608FS-Plus.h  
           
OBJS = $(SRCS:.c=.o)   # same list as SRCS with extension 
changed 
CC=gcc 
CFLAGS+= -g -Wall -fPIC -O -I/usr/local/include/libusb-1.0 -
L/usr/local/lib -lusb-1.0 
ifeq ($(shell uname), Darwin) 
 SONAME_FLAGS = -install_name 
 SHARED_EXT = dylib 
else 
 SONAME_FLAGS = -soname 
 SHARED_EXT = so 
endif  
TARGETS=libmccusb.$(SHARED_EXT) libmccusb.a test-usb1608FS-
Plus test_sup MCC_Test\ 
         
###### RULES 
all: $(TARGETS) 
 
%.d: %.c 
 set -e; $(CC) -I. -M $(CPPFLAGS) $< \ 
 | sed 's/\($*\)\.o[ :]*/\1.o $@ : /g' > $@; \ 
 [ -s $@ ] || rm -f $@ 
ifneq ($(MAKECMDGOALS),clean) 
include $(SRCS:.c=.d) 
endif 
 
libmccusb.$(SHARED_EXT): $(OBJS) 
# $(CC) -O -shared -Wall $(OBJS) -o $@ 
 $(CC) -shared -Wl,$(SONAME_FLAGS),$@ -o $@ $(OBJS) -lc 
-lm $(CFLAGS) 
 
libmccusb.a: $(OBJS) 
 ar -r libmccusb.a $(OBJS) 
 ranlib libmccusb.a 
 
# libusb-1.0 
 
test-usb1608FS-Plus: test-usb1608FS-Plus.c usb-1608FS-
Plus.o libmccusb.a  
 $(CC) -g -Wall -I. -o $@ $@.c -L. -lmccusb  -lm -
L/usr/local/lib -lhidapi-libusb -lusb-1.0 
 
test_sup: test_sup.c usb-1608FS-Plus.o libmccusb.a 
 $(CC) -g -Wall -I. -o $@ $@.c -L. -lmccusb  -lm -
L/usr/local/lib -lhidapi-libusb -lusb-1.0 
 
MCC_Test: MCC_Test.c usb-1608FS-Plus.o libmccusb.a 
 $(CC) -g -Wall -I. -o $@ $@.c -L. -lmccusb  -lm -
L/usr/local/lib -lhidapi-libusb -lusb-1.0 
 
As shown above, only three targets are defined. To compile a new C file, a target and a 
rule need to be added. This makefile also creates an executable file for each target, which 
can be executed in terminal using ‘./’ 
7.2 Test Code 
For our testing, we are using MCC_Test.c file. This test code asks user to input multiple 
attributes of the scan, such as type, frequency, range and channel.  In our case, we are using 
type ‘I’ i.e. Analog input scan. The code for Analog Input Scan is shown below: 
case 'I': 1 
 printf("Testing USB-1608FS_Plus Analog Input Scan.\n"); 2 
 char filename[100]; 3 
 sprintf(filename,"/home/pi/Downloads/Linux_Drivers-4 
master/USB/Project/Data/data.txt"); 5 
 FILE *f = fopen(filename, "w"); 6 
  7 
 usbAInScanStop_USB1608FS_Plus(udev); 8 
 9 
scanf("%d", &count);*/ 10 
 count =0; 11 
 printf("Input channel 0-7: "); 12 
scanf("%hhd", &channel); 13 
printf("Enter sampling frequency [Hz]: "); 14 
 scanf("%lf", &frequency); 15 
  printf("Enter Range [0-7]: "); 16 
     scanf("%hhd", &range); 17 
      ranges[channel] = range; 18 
      usbAInScanStop_USB1608FS_Plus(udev); 19 
 usbAInScanClearFIFO_USB1608FS_Plus(udev); 20 
     usbAInScanConfig_USB1608FS_Plus(udev, ranges); 21 
 sleep(1); 22 
      usbAInScanConfigR_USB1608FS_Plus(udev, ranges); 23 
     for (i = 0; i < 8; i++) { 24 
  printf("Channel %d     range %d\n", i, ranges[i]); 25 
  } 26 
  27 
 if (frequency < 100.) { 28 
 options = (IMMEDIATE_TRANSFER_MODE | 29 
INTERNAL_PACER_ON); 30 
 } else { 31 
 options = (BLOCK_TRANSFER_MODE | INTERNAL_PACER_ON); 32 
 } 33 
 int j = 0; 34 
 memset(sdataIn, 0x0, sizeof(sdataIn)); 35 
 usbAInScanStart_USB1608FS_Plus(udev, count, frequency, 36 
(0x1<<channel), options); 37 
 flag = fcntl(fileno(stdin), F_GETFL); 38 
 fcntl(0, F_SETFL, flag | O_NONBLOCK); 39 
 do{ 40 
    41 
  ret = usbAInScanRead_USB1608FS_Plus(udev, 250, 1, 42 
sdataIn, options); 43 
  printf("Number samples read = %d\n", ret/2); 44 
  for (i = 0; i < 250; i++) { 45 
     sdataIn[i] = 46 
rint(sdataIn[i]*table_AIN[range][channel][0] + 47 
table_AIN[range][channel][1]); 48 
     printf("%lf\n", 49 
volts_USB1608FS_Plus(sdataIn[i], range)); 50 
     usleep(390); 51 
  } 52 
  memset(sdataIn, 0x0, sizeof(sdataIn)); 53 
  j++; 54 
 }while (j != 15); 55 
 fcntl(fileno(stdin), F_SETFL, flag); 56 
     usbAInScanStop_USB1608FS_Plus(udev); 57 
    usbAInScanClearFIFO_USB1608FS_Plus(udev); 58 
    59 
test: 60 
     printf("Data logger works good? y/n \n"); 61 
     int ch1; 62 
     ch1 = getchar(); 63 
     if (ch1 == 'n' || ch1 == 'N'){ 64 
  usbReset_USB1608FS_Plus(udev); 65 
  cleanup_USB1608FS_Plus(udev); 66 
  sleep(2); // let things settle down. 67 
  goto start; 68 
 } 69 
 else if(ch1 != 'y' && ch1 != 'Y') 70 
  goto test; 71 
   72 
 memset(sdataIn, 0x0, sizeof(sdataIn)); 73 
 usbAInScanStart_USB1608FS_Plus(udev, count, frequency, 74 
(0x1<<channel), options); 75 
 flag = fcntl(fileno(stdin), F_GETFL); 76 
 fcntl(0, F_SETFL, flag | O_NONBLOCK);  77 
     78 
 do{  79 
  ret = usbAInScanRead_USB1608FS_Plus(udev, 250, 1, 80 
sdataIn, options);   81 
  printf("Number samples read = %d\n", ret/2); 82 
  for (i = 0; i < 250; i++) { 83 
   sdataIn[i] = 84 
rint(sdataIn[i]*table_AIN[range][channel][0] + 85 
table_AIN[range][channel][1]); 86 
   fprintf(f,"%lf\n", 87 
volts_USB1608FS_Plus(sdataIn[i], range)); 88 
       89 
  } 90 
    91 
  memset(sdataIn, 0x0, sizeof(sdataIn)); 92 
  i = 0; 93 
 }while (!isalpha(getchar())); 94 
 fcntl(fileno(stdin), F_SETFL, flag); 95 
     usbAInScanStop_USB1608FS_Plus(udev); 96 
 usbReset_USB1608FS_Plus(udev); 97 
    cleanup_USB1608FS_Plus(udev); 98 
         99 
    sleep(2); // let things settle down. 100 
    goto start; 101 
     break 102 
 
Line 4-7: Instantiate the filename for storing the data. 
Line 10-19: Ask user for the frequency, range and channel. 
Line 20-35: Stops other scans and clears the FIFO. Also, defines the options which are 
required for scanning. 
Line 38: Analog Input scan is started. 
Line 40-58: Runs the scan, and display the voltage output on the screen. 
Line 59 & 60: Scan is stopped 
Line 62-73: Ask user to validate the last 10 sec reading. 
Line 75-95: Scan is restarted but this time voltage readings are stored in the file instead of 
displaying it to the terminal. 
 Line 96: Scan is ended when user press any alphabet followed by an enter. 
Line 97-104: FIFO is cleared and program goes back to main menu. 
 
 
8. Challenges 
8.1 Memory overflow in Higher Frequency 
At very high frequency, memory overflow at FIFO was occurring. This error was common 
when scanning above 50kHz frequency. RPi was not fast enough to acquire data from DAQ 
thus, DAQ FIFO overflowed and throw an error. This can be rectified by using multi-thread 
C program or use of Linked list in the C program. In other words, more optimized code 
can solve this issue. 
8.2 Maintain Small Factor 
Our target was to make this system small enough where it can be wearied on the body. This 
system has a dimension of 7 inch X 5 inch X 3 inch. Finding a suitable enclosure was tough 
and bought the closest sized enclosure which can fit all the components of the system. For 
future, use of 3D printer or custom made box can improve the form factor. This system 
weighs 1.7 lbs. and can be improved by having a lighter enclosure.  
8.3 Making system error Proof 
If not monitored the C code, data logging can throw error such as ‘usb-bulk-transfer 
unavailable” or overflow of the FIFO of the DAQ. Hence, C code need to be optimized as 
per requirement. During initial testing, these errors were common but troubleshoot those 
errors after reading the C program and understanding the working of the DAQ. Also, made 
sure that these errors do not come in future testing.   
9. Future Application 
By changing the option in the C program and upgrading the hardware, this system can be 
used with multiple channel. Right now, this system has been test only on one channel, but 
easy C code will enable this system to run with multiple sensor. Other than FSR sensor, 
new sensor for temperature, pressure or heartbeat can be used with this system. In other 
words, this system can be reformed and restructured per the research needs.   
  
10. Area of Improvement 
 
10.1 Trigger enabled scanning 
The DAQ has a trigger, which can start or stop the scan as per requirement. This trigger 
can be used in the future to control data logging. Due to time restriction and ineffectiveness 
for present requirement, this was not done for current testing. 
10.2 High frequency scanning 
The sample test has been tested at 250 Hz which is less compared to DAQ maximum data 
logging frequency. For future, the sampling frequency can be increased to 25kHz 
depending on the requirement. For sensitive research, sampling frequency can go up to 
100kHz if required. 
10.3 Better alternative to FSR 
Force Gauge could be used in place of FSR. FSR tends to deform after multiple usage and 
often lose their calibration. For accurate force sensing, force gauge can be used. High cost 
of force gauge, made us test our system on FSR. 
10.4 Improving the Form Factor 
To adjust all the component, we ordered a little bigger box online. But the form factor can 
be reduced by custom making the enclosure. With proper cable, the form factor can be 
reduced to 5 inch X 3inch X 3 inch. Due to shortage of time, and lower priority to the 
physical appearance, not much focus was given to the right cable. For example, right angled 
USB cable can greatly reduce the form factor.  
11. Conclusion 
Overall, this project was challenging and involved many combining concepts. In the end, 
came up with powerful and robust system which can impact the research at Ole Miss, 
especially in biomedical engineering. I hope this system help other future student on their 
research and curriculum. Also, this system is customizable, upgradable and can be further 
improved per research needs. 
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Appendix 
A.1: Test Data 
Time(s) Voltage(V) 
0 0.368805 
0.004 0.362244 
0.008 0.363617 
0.012 0.363007 
0.016 0.367889 
0.02 0.368958 
0.024 0.370941 
0.028 0.371857 
0.032 0.373993 
0.036 0.389557 
0.04 0.381775 
0.044 0.386505 
0.048 0.387115 
0.052 0.399323 
0.056 0.396729 
0.06 0.400543 
0.064 0.40741 
0.068 0.409546 
0.072 0.415192 
0.076 0.420074 
0.08 0.427856 
0.084 0.434418 
0.088 0.440216 
0.092 0.447693 
0.096 0.462799 
0.1 0.45166 
0.104 0.474701 
0.108 0.47287 
0.112 0.477905 
0.116 0.479431 
0.12 0.486145 
0.124 0.496826 
0.128 0.50354 
0.132 0.509033 
0.136 0.513916 
0.14 0.518799 
0.144 0.525818 
Time(s) Voltage(V) 
0.148 0.527649 
0.152 0.534515 
0.156 0.53833 
0.16 0.545044 
0.164 0.55191 
0.168 0.55603 
0.172 0.55954 
0.176 0.563202 
0.18 0.564117 
0.184 0.572815 
0.188 0.575867 
0.192 0.580597 
0.196 0.573883 
0.2 0.588379 
0.204 0.581818 
0.208 0.59433 
0.212 0.597687 
0.216 0.59967 
0.22 0.603027 
0.224 0.604858 
0.228 0.625305 
0.232 0.612946 
0.236 0.617981 
0.24 0.621643 
0.244 0.625305 
0.248 0.628052 
0.252 0.632324 
0.256 0.631104 
0.26 0.636749 
0.264 0.639954 
0.268 0.640106 
0.272 0.636444 
0.276 0.635376 
0.28 0.635223 
0.284 0.634155 
0.288 0.634155 
0.292 0.634155 
Time(s) Voltage(V) 
0.296 0.635529 
0.3 0.650787 
0.304 0.635681 
0.308 0.637207 
0.312 0.64209 
0.316 0.643616 
0.32 0.647278 
0.324 0.653687 
0.328 0.657654 
0.332 0.662842 
0.336 0.666504 
0.34 0.672913 
0.344 0.676575 
0.348 0.704346 
0.352 0.69519 
0.356 0.696869 
0.36 0.701599 
0.364 0.707245 
0.368 0.71228 
0.372 0.716858 
0.376 0.727692 
0.38 0.727386 
0.384 0.733337 
0.388 0.732117 
0.392 0.740356 
0.396 0.748596 
0.4 0.73822 
0.404 0.762939 
0.408 0.768738 
0.412 0.773773 
0.416 0.778503 
0.42 0.785065 
0.424 0.795288 
0.428 0.814667 
0.432 0.82428 
0.436 0.848083 
0.44 0.879517 
Time(s) Voltage(V) 
0.444 0.886383 
0.448 0.917969 
0.452 0.921021 
0.456 0.920563 
0.46 0.938873 
0.464 0.968475 
0.468 1.014099 
0.472 1.049347 
0.476 1.070251 
0.48 1.081696 
0.484 1.075592 
0.488 1.141968 
0.492 1.149139 
0.496 1.181335 
0.5 1.178284 
0.504 1.234436 
0.508 1.249542 
0.512 1.265717 
0.516 1.286926 
0.52 1.288757 
0.524 1.318665 
0.528 1.396027 
0.532 1.423492 
0.536 1.497345 
0.54 1.557312 
0.544 1.581116 
0.548 1.693726 
0.552 1.808624 
0.556 1.832886 
0.56 2.0224 
0.564 2.255707 
0.568 2.256317 
0.572 2.462769 
0.576 2.733002 
0.58 2.844086 
0.584 3.132782 
0.588 3.486786 
Time(s) Voltage(V) 
0.592 3.730927 
0.596 3.953857 
0.6 4.359741 
0.604 4.493866 
0.608 4.820709 
0.612 4.809875 
0.616 4.810486 
0.62 4.814301 
0.624 4.806671 
0.628 4.809723 
0.632 4.808044 
0.636 4.80896 
0.64 4.80545 
0.644 4.803009 
0.648 4.80423 
0.652 4.797974 
0.656 4.801941 
0.66 4.803314 
0.664 4.758148 
0.668 4.923096 
0.672 4.802551 
0.676 4.805298 
0.68 4.798737 
0.684 4.80484 
0.688 4.80484 
0.692 4.80423 
0.696 4.804688 
0.7 4.806519 
0.704 4.805298 
0.708 4.725494 
0.712 4.925537 
0.716 4.805603 
0.72 4.808044 
0.724 4.802399 
0.728 4.807587 
0.732 4.807434 
0.736 4.808807 
A.2. Source Code 
#include <stdlib.h> 
#include <stdio.h> 
#include <string.h> 
#include <fcntl.h> 
#include <unistd.h> 
#include <errno.h> 
#include <math.h> 
#include <stdint.h> 
 
#include "pmd.h" 
#include "usb-1608FS-Plus.h" 
 
#define HS_DELAY 2000 
 
static int wMaxPacketSize;  // will be the same for all devices of this 
type so 
                            // no need to be reentrant.  
 
void usbBuildGainTable_USB1608FS_Plus(libusb_device_handle *udev, float 
table[NGAINS_USB1608FS_PLUS][NCHAN_USB1608FS_PLUS][2]) 
{ 
  /* Builds a lookup table of calibration coefficents to translate values 
into voltages: 
     The calibration coefficients are stored in onboard FLASH memory on 
the device in 
     IEEE-754 4-byte floating point values. 
     calibrated code = code * slope + intercept 
  */ 
 
  int i, j, k; 
  uint16_t address = 0x0; 
 
  for (i = 0; i < NGAINS_USB1608FS_PLUS; i++ ) { 
    for (j = 0; j < NCHAN_USB1608FS_PLUS; j++) { 
      for (k = 0; k < 2; k++) { 
 usbReadCalMemory_USB1608FS_Plus(udev, address, 4, (uint8_t *) 
&table[i][j][k]); 
 address += 4; 
      } 
    } 
  } 
 
  wMaxPacketSize = usb_get_max_packet_size(udev, 0); 
} 
 
void usbCalDate_USB1608FS_Plus(libusb_device_handle *udev, struct tm 
*date) 
{ 
  /* This command reads the factory calibration date */ 
 
  calibrationTimeStamp calDate; 
  uint16_t address = 0x200;  // beginning of MFG Calibration date 
  time_t time; 
 
  usbReadCalMemory_USB1608FS_Plus(udev, address, sizeof(calDate), 
(uint8_t *) &calDate); 
  date->tm_year = calDate.year + 100; 
  date->tm_mon = calDate.month - 1; 
  date->tm_mday = calDate.day; 
  date->tm_hour = calDate.hour; 
  date->tm_min = calDate.minute; 
  date->tm_sec = calDate.second; 
  time = mktime(date); 
  date = localtime(&time); 
} 
 
/*********************************************** 
 *            Digital I/O                      * 
 ***********************************************/ 
/* reads tristate port regiser */ 
uint8_t  usbDTristateR_USB1608FS_Plus(libusb_device_handle *udev) 
{ 
  /* 
    This command reads or writes the digital port tristate 
    register.  The tristate register determines if the 
    latch register value is driven onto the port pin.  A 
    '1' in the tristate register makes the corresponding 
    pin an input, a '0' makes it an output. 
  */ 
  uint8_t requesttype = (DEVICE_TO_HOST | VENDOR_TYPE | 
DEVICE_RECIPIENT); 
  uint8_t data = 0x0; 
 
  if (libusb_control_transfer(udev, requesttype, DTRISTATE, 0x0, 0x0, 
(unsigned char *) &data, sizeof(data), HS_DELAY) < 0) { 
    printf("usbDTristateR_USB1608FS_Plus: error in 
libusb_control_transfer().\n"); 
  } 
  return data; 
} 
 
void usbDTristateW_USB1608FS_Plus(libusb_device_handle *udev, uint8_t 
value) 
{ 
  uint8_t requesttype = (HOST_TO_DEVICE | VENDOR_TYPE | 
DEVICE_RECIPIENT); 
 
  if (libusb_control_transfer(udev, requesttype, DTRISTATE, value, 0x0, 
NULL, 0x0, HS_DELAY) < 0) { 
    printf("usbDTristateW_USB1208HS: error in 
libusb_control_transfer().\n"); 
  } 
  return; 
} 
 
/* reads digital port  */ 
uint8_t usbDPort_USB1608FS_Plus(libusb_device_handle *udev) 
{ 
  /* 
    This command reads the current state of the digital port pins 
    or writes to the latch 
   */ 
 
  uint8_t requesttype = (DEVICE_TO_HOST | VENDOR_TYPE | 
DEVICE_RECIPIENT); 
  uint8_t data; 
 
  if (libusb_control_transfer(udev, requesttype, DPORT, 0x0, 0x0, 
(unsigned char *) &data, sizeof(data), HS_DELAY) < 0) { 
    printf("usbDPort_USB1608FS_Plus: error in 
libusb_control_transfer().\n"); 
  } 
  return data; 
} 
 
/* read digital port */ 
uint8_t usbDLatchR_USB1608FS_Plus(libusb_device_handle *udev) 
{ 
  /* 
    This command reads or writes the digital port latch register.  The 
    power on default is all 0. 
  */ 
  uint8_t requesttype = (DEVICE_TO_HOST | VENDOR_TYPE | 
DEVICE_RECIPIENT); 
  uint16_t data = 0x0; 
   
  if (libusb_control_transfer(udev, requesttype, DLATCH, 0x0, 0x0, 
(unsigned char *) &data, sizeof(data), HS_DELAY) < 0) { 
    printf("usbDLatchR_USB1608FS_Plus: error in 
libusb_control_transfer().\n"); 
  } 
  return data; 
} 
 
void usbDLatchW_USB1608FS_Plus(libusb_device_handle *udev, uint8_t 
value) 
{ 
  uint8_t requesttype = (HOST_TO_DEVICE | VENDOR_TYPE | 
DEVICE_RECIPIENT); 
 
  if (libusb_control_transfer(udev, requesttype, DLATCH, value, 0x0, 
NULL, 0x0, HS_DELAY) < 0) { 
    printf("usbDLatchW_USB1608FS_Plus: error in 
libusb_control_transfer().\n"); 
  } 
  return; 
} 
 
/*********************************************** 
 *            Analog Input                     * 
 ***********************************************/ 
uint16_t usbAIn_USB1608FS_Plus(libusb_device_handle *udev, uint8_t 
channel, uint8_t range) 
{ 
  /* 
    This command reads the value of an anlog input channel.  This command 
will result 
    in a bus stall if an AInScan is currently running. 
  */ 
  uint16_t value; 
  uint8_t requesttype = (DEVICE_TO_HOST | VENDOR_TYPE | 
DEVICE_RECIPIENT); 
 
  libusb_control_transfer(udev, requesttype, AIN, channel, range, 
(unsigned char *) &value, sizeof(value), HS_DELAY); 
  return value; 
} 
 
void usbAInScanStart_USB1608FS_Plus(libusb_device_handle *udev, uint32_t 
count, double frequency, uint8_t channels, uint8_t options) 
{ 
  /* 
     The command starts an analog input scan.  The command will result 
     in a bus stall if an AInScan is currently running.  The 
     USB-1608FS-Plus will not generate an internal pacer faster than 
     100 kHz; 
     The ADC is paced such that the pacer controls the ADC 
     conversions.  The internal pacer rate is set by an internal 
     32-bit timer running at a base rate of 40 MHz.  The timer is 
     controlled by pacer_period.  This value is the period of the scan 
     and the ADCs are clocked at this rate.  A pulse will be output at 
     the SYNC pin at every pacer_period interval if SYNC is configred 
     as an output.  The equation for calucating pacer_period is: 
     pacer_period = [40 MHz / (A/D frequency)] - 1 
     If pacer_period is set to 0, the device does not generate an A/D 
     clock.  It uses the SYNC pin as an input and the user must 
     provide the pacer sourece.  The A/Ds acquire data on every rising 
     edge of SYNC; the maximum allowable input frequency is 100 kHz. 
     The data will be returned in packets untilizing a bulk endpoint. 
     The data will be in the format: 
     lowchannel sample 0: lowchannel + 1 sample 0: ... : hichannel sample 
0 
     lowchannel sample 1: lowchannel + 1 sample 1: ... : hichannel sample 
1 
     ... 
     lowchannel sample n: lowchannel + 1 sample n: ... : hichannel sample 
n 
     The scan will not begin until the AInScan Start command is sent 
     and any trigger conditions are met.  Data will be sent until 
     reaching the specified count or an usbAInScanStop_USB1608FS_Plus() 
     command is sent. 
     The external trigger may be used to start the scan.  If enabled, 
     the device will wait until the appropriate trigger condition is 
     detected than begin sampling data at the specified rate.  No 
     packets will be sent until the trigger is detected. 
     In block transfer mode, the data is sent in 64-byte packets as 
     soon as data is available from the A/D.  In immediate transfer 
     mode, the data is sent after each scan, resulting in packets that 
     are 1-8 samples (2-16 bytes) long.  This mode should only be used 
     for low pacer rates, typically under 100 Hz, because overruns 
     will occur if the rate is too high. 
     There is a 32,768 sample FIFO, and scans under 32 kS can be 
     performed at up to 100 kHz*8 channels without overrun. 
     Overruns are indicated by the device stalling the bulk endpoint 
     during the scan.  The host may read the status to verify and ust 
     clear the stall condition before further scan can be performed. 
      
  */ 
  struct AInScan_t { 
    uint32_t count;         // The total number of scans to perform (0 
for continuous scan) 
    uint32_t pacer_period;  // The pacer timer period value. (0 for 
external clock). 
    uint8_t channels;       // bit field that selects the channels in the 
scan; 
    uint8_t options;     /* bit field that controls scan options: 
     bit 0:   0 = block transfer mode, 1 = immediate 
transfer mode 
                          bit 1:   0 = do not output internal pacer 
(ignored whn using external clock for pacing). 
                                   1 = output internal pacer on SYNC 
                   bit 2-4: Trigger setting: 
                                   0: to trigger 
                                   1: Edge / rising 
                                   2: Edge / falling 
                                   3: Level / high 
                                   4: Level / low 
     bit 5:  0 = normal A/D data, 1 = debug mode (data 
returned is incrementing counter) 
     bit 6:  Reserved 
     bit 7:  0 = stall on overrun, 1 = inhibit bulk pipe 
stall 
           */ 
    uint8_t pad[2];         //  align along 12 byte boundary 
  } AInScan; 
 
  uint8_t requesttype = (HOST_TO_DEVICE | VENDOR_TYPE | 
DEVICE_RECIPIENT); 
 
 
  if (frequency > 500000.) frequency = 500000.; 
  if (frequency > 0.) { 
      AInScan.pacer_period = rint((40.E6 / frequency) - 1); 
  } else { 
    AInScan.pacer_period = 0; 
  } 
  AInScan.count = count; 
  AInScan.channels = channels; 
  AInScan.options = options; 
 
  usbAInScanStop_USB1608FS_Plus(udev); 
  usbAInScanClearFIFO_USB1608FS_Plus(udev); 
  /* Pack the data into 10 bytes */ 
  libusb_control_transfer(udev, requesttype, AIN_SCAN_START, 0x0, 0x0, 
(unsigned char *) &AInScan, 10, HS_DELAY); 
} 
 
int usbAInScanRead_USB1608FS_Plus(libusb_device_handle *udev, int nScan, 
int nChan, uint16_t *data, uint8_t options) 
{ 
  int i; 
  int ret = -1; 
  int nbytes = nChan*nScan*2;    // number of bytes to read in 64 bit 
chunks 
  int transferred; 
  uint16_t status = 0; 
  char value[MAX_PACKET_SIZE]; 
 
  if (options & IMMEDIATE_TRANSFER_MODE) { 
    for (i = 0; i < nbytes/2; i++) { 
      ret = libusb_bulk_transfer(udev, LIBUSB_ENDPOINT_IN|1, (unsigned 
char *) &data[i], 2, &transferred, 2000); 
      if (ret < 0) { 
 perror("usbAInScanRead_USB1608FS_Plus: error in 
usb_bulk_transfer."); 
      } 
      if (transferred != 2) { 
 fprintf(stderr, "usbAInScanRead_USB1608_Plus: number of bytes 
transferred = %d, nbytes = %d\n", transferred, nbytes); 
      } 
    } 
  } else {  
    ret = libusb_bulk_transfer(udev, LIBUSB_ENDPOINT_IN|1, (unsigned char 
*) data, nbytes, &transferred, HS_DELAY); 
    if (ret < 0) { 
      perror("usbAInScanRead_USB1608FS_Plus: error in 
usb_bulk_transfer."); 
    } 
    if (transferred != nbytes) { 
      fprintf(stderr, "usbAInScanRead_USB1608_Plus: number of bytes 
transferred = %d, nbytes = %d\n", transferred, nbytes); 
    } 
  } 
 
  status = usbStatus_USB1608FS_Plus(udev); 
  // if nbytes is a multiple of wMaxPacketSize the device will send a 
zero byte packet. 
  if ((nbytes%wMaxPacketSize) == 0 && !(status & AIN_SCAN_RUNNING)) { 
    libusb_bulk_transfer(udev, LIBUSB_ENDPOINT_IN|1, (unsigned char *) 
value, 2, &ret, 100); 
  } 
 
  if ((status & AIN_SCAN_OVERRUN)) { 
    printf("Analog AIn scan overrun.\n"); 
    usbAInScanStop_USB1608FS_Plus(udev); 
    usbAInScanClearFIFO_USB1608FS_Plus(udev); 
  } 
  return nbytes; 
} 
 
void usbAInScanStop_USB1608FS_Plus(libusb_device_handle *udev) 
{ 
  /* 
    This command stops the analog input scan (if running). 
  */ 
  uint8_t requesttype = (HOST_TO_DEVICE | VENDOR_TYPE | 
DEVICE_RECIPIENT); 
  libusb_control_transfer(udev, requesttype, AIN_SCAN_STOP, 0x0, 0x0, 
NULL, 0x0, HS_DELAY); 
} 
 
void usbAInScanConfig_USB1608FS_Plus(libusb_device_handle *udev, uint8_t 
ranges[8]) 
{ 
  /* 
    This command reads or writes the analog input configuration.  This 
    command will result in a bus stall if an AIn scan is currently 
    running. 
  */ 
  int ret = -1; 
  uint8_t requesttype = (HOST_TO_DEVICE | VENDOR_TYPE | 
DEVICE_RECIPIENT); 
 
  ret = libusb_control_transfer(udev, requesttype, AIN_CONFIG, 0x0, 0x0, 
(unsigned char *) &ranges[0], 8, HS_DELAY); 
  if (ret < 0) { 
    perror("usbAinScanConfig_USB1608FS_Plus error in writing 
configuration ranges."); 
  } 
} 
 
void usbAInScanConfigR_USB1608FS_Plus(libusb_device_handle *udev, 
uint8_t *ranges) 
{ 
  uint8_t requesttype = (DEVICE_TO_HOST | VENDOR_TYPE | 
DEVICE_RECIPIENT); 
  int ret = -1; 
  ret = libusb_control_transfer(udev, requesttype, AIN_CONFIG, 0x0, 0x0, 
(unsigned char *) ranges, 0x8, HS_DELAY); 
  if (ret < 0) { 
    perror("usbAInScanConfigR_USB1608FS_Plus: error in reading 
ranges."); 
  } 
} 
 
void usbAInScanClearFIFO_USB1608FS_Plus(libusb_device_handle *udev) 
{ 
  /* 
    This command clears the internal scan endpoint FIFOs. 
  */ 
  uint8_t requesttype = (HOST_TO_DEVICE | VENDOR_TYPE | 
DEVICE_RECIPIENT); 
  libusb_control_transfer(udev, requesttype, AIN_CLR_FIFO, 0x0, 0x0, 
NULL, 0x0, HS_DELAY); 
} 
 
/*********************************************** 
 *            Counter/Timer                    * 
 ***********************************************/ 
void usbCounterInit_USB1608FS_Plus(libusb_device_handle *udev) 
{ 
  /* 
    This command initializes the 32-bit event counter.  On a write, the 
    specified counter (0 or 1) will be reset to zero. 
  */ 
 
  uint8_t requesttype = (HOST_TO_DEVICE | VENDOR_TYPE | 
DEVICE_RECIPIENT); 
 
  libusb_control_transfer(udev, requesttype, COUNTER, 0x0, 0x0, NULL, 
0x0, HS_DELAY); 
  return; 
} 
 
uint32_t usbCounter_USB1608FS_Plus(libusb_device_handle *udev) 
{ 
  /* 
    This command reads the 32-bit event counter.   
  */ 
 
  uint8_t requesttype = (DEVICE_TO_HOST | VENDOR_TYPE | 
DEVICE_RECIPIENT); 
  uint32_t counts = 0x0; 
 
  libusb_control_transfer(udev, requesttype, COUNTER, 0x0, 0x0, (unsigned 
char *) &counts, sizeof(counts), HS_DELAY); 
  return counts; 
} 
 
/*********************************************** 
 *            Memory Commands                  * 
 ***********************************************/ 
void usbReadCalMemory_USB1608FS_Plus(libusb_device_handle *udev, 
uint16_t address, uint16_t count, uint8_t data[]) 
{ 
  /* 
    This command allows for reading and writing the nonvolatile 
     calibration memory.  The cal memory is 768 bytes (address 
     0-0x2FF).  The cal memory is write protected and must be unlocked 
     in order to write the memory.  The unlock procedure is to write 
     the unlock code 0xAA55 to address 0x300.  Writes to the entire 
     memory range is then possible.  Write any other value to address 
     0x300 to lock the memory after writing. 
  */ 
  uint8_t requesttype = (DEVICE_TO_HOST | VENDOR_TYPE | 
DEVICE_RECIPIENT); 
 
  if (count > 768) { 
    printf("usbReadCalMemory_USB1608FS_Plus: max bytes that can be 
written is 768.\n"); 
    return; 
  } 
 
  if (address > 0x2ff) { 
    printf("usbCalMemoryR_USB1608FS_Plus: address must be in the range 0 
- 0x2ff.\n"); 
    return; 
  } 
  libusb_control_transfer(udev, requesttype, CAL_MEMORY, address, 0x0, 
(unsigned char *) data, count, HS_DELAY); 
} 
 
void usbWriteCalMemory_USB1608FS_Plus(libusb_device_handle *udev, 
uint16_t address, uint16_t count, uint8_t data[]) 
{ 
 
  uint16_t unlock_code = 0xaa55; 
  uint8_t requesttype = (HOST_TO_DEVICE | VENDOR_TYPE | 
DEVICE_RECIPIENT); 
 
  if (count > 768) { 
    printf("usbWriteCalMemory_USB1608FS_Plus: max bytes that can be 
written is 768."); 
    return; 
  } 
 
  if (address > 0x2ff) { 
    printf("usbWriteCalMemory_USB1608FS_Plus: address must be in the 
range 0 - 0x2ff."); 
    return; 
  } 
 
  libusb_control_transfer(udev, requesttype, CAL_MEMORY, 0x300, 0x0, 
(unsigned char *) &unlock_code, sizeof(unlock_code), HS_DELAY); // unlock 
memory 
  libusb_control_transfer(udev, requesttype, CAL_MEMORY, address, 0x0, 
(unsigned char *) data, count, HS_DELAY); 
  libusb_control_transfer(udev, requesttype, CAL_MEMORY, 0x300, 0x0, 
(unsigned char *) 0x0, sizeof(uint16_t), HS_DELAY); // lock memory 
} 
 
void usbReadUserMemory_USB1608FS_Plus(libusb_device_handle *udev, 
uint16_t address, uint16_t count, uint8_t data[]) 
{ 
     
  /* 
    These commands allow for reading and writing the nonvolatile user 
     memory. wLength specifies the number of bytes to read or write. 
     The user memory is 256 bytes (address 0-0xff) 
  */ 
 
  uint8_t requesttype = (DEVICE_TO_HOST | VENDOR_TYPE | 
DEVICE_RECIPIENT); 
 
  if (count > 256) { 
    printf("usbReadUserMemory_USB1608FS_Plus: max bytes that can be 
written is 256."); 
    return; 
  } 
 
  if (address > 0xff) { 
    printf("usbReadUserMemory_USB1608FS_Plus: address must be in the 
range 0 - 0xff."); 
    return; 
  } 
  libusb_control_transfer(udev, requesttype, USER_MEMORY, address, 0x0, 
(unsigned char *) data, count, HS_DELAY); 
} 
 
void usbWriteUserMemory_USB1608FS_Plus(libusb_device_handle *udev, 
uint16_t address, uint16_t count, uint8_t data[]) 
{ 
 
  uint8_t requesttype = (HOST_TO_DEVICE | VENDOR_TYPE | 
DEVICE_RECIPIENT); 
 
  if (count > 255) { 
    printf("usbWriteUserMemory_USB1608FS_Plus: max bytes that can be 
written is 768."); 
    return; 
  } 
 
  if (address > 0xff) { 
    printf("usbWriteUserMemory_USB1608FS_Plus: address must be in the 
range 0 - 0x2ff."); 
    return; 
  } 
  libusb_control_transfer(udev, requesttype, USER_MEMORY, address, 0x0, 
(unsigned char *) data, count, HS_DELAY); 
} 
 
void usbReadMBDMemory_USB1608FS_Plus(libusb_device_handle *udev, 
uint16_t address, uint16_t count, uint8_t data[]) 
{ 
  /* 
    These commands allow for reading and writing the nonvolatile MBD 
memory. count must 
    be less than or equal to 1024 (address 0-0x3ff). 
  */ 
  uint8_t requesttype = (DEVICE_TO_HOST | VENDOR_TYPE | 
DEVICE_RECIPIENT); 
 
  if (count > 1024) { 
    printf("usbReadMBDMemory_USB1608FS_Plus: max bytes that can be 
written is 1024."); 
    return; 
  } 
 
  if (address > 0x3ff) { 
    printf("usbReadMBDMemory_USB1608FS_Plus: address must be in the range 
0 - 0x3ff."); 
    return; 
  } 
  libusb_control_transfer(udev, requesttype, MBD_MEMORY, address, 0x0, 
(unsigned char *) data, count, HS_DELAY); 
} 
 
void usbWriteMBDMemory_USB1608FS_Plus(libusb_device_handle *udev, 
uint16_t address, uint16_t count, uint8_t data[]) 
{ 
 
  uint8_t requesttype = (HOST_TO_DEVICE | VENDOR_TYPE | 
DEVICE_RECIPIENT); 
 
  if (count > 1024) { 
    printf("usbWriteMBDMemory_USB1608FS_Plus: max bytes that can be 
written is 1024."); 
    return; 
  } 
 
  if (address > 0x3ff) { 
    printf("usbWriteUserMemory_USB1608FS_Plus: address must be in the 
range 0 - 0x3ff"); 
    return; 
  } 
  libusb_control_transfer(udev, requesttype, USER_MEMORY, address, 0x0, 
(unsigned char *) data, count, HS_DELAY); 
} 
 
/*********************************************** 
 *          Miscellaneous Commands             * 
 ***********************************************/ 
 
void usbBlink_USB1608FS_Plus(libusb_device_handle *udev, uint8_t count) 
{ 
  /* 
    This command will blink the device LED "count" number of times 
  */ 
  uint8_t requesttype = (HOST_TO_DEVICE | VENDOR_TYPE | 
DEVICE_RECIPIENT); 
 
  libusb_control_transfer(udev, requesttype, BLINK_LED, 0x0, 0x0, 
(unsigned char *) &count, sizeof(count), HS_DELAY); 
  return; 
} 
 
void usbReset_USB1608FS_Plus(libusb_device_handle *udev) 
{ 
  /* 
    This command resets the device 
  */ 
 
  uint8_t requesttype = (HOST_TO_DEVICE | VENDOR_TYPE | 
DEVICE_RECIPIENT); 
 
  libusb_control_transfer(udev, requesttype, RESET, 0x0, 0x0, NULL, 0, 
HS_DELAY); 
  return; 
} 
 
uint16_t usbStatus_USB1608FS_Plus(libusb_device_handle *udev) 
{ 
  /* 
    This command retrieves the status of the device.  Writing the command 
will clear 
    the error indicators. 
  */ 
 
  uint8_t requesttype = (DEVICE_TO_HOST | VENDOR_TYPE | 
DEVICE_RECIPIENT); 
  uint16_t status = 0x0; 
 
  libusb_control_transfer(udev, requesttype, STATUS, 0x0, 0x0, (unsigned 
char *) &status, sizeof(status), HS_DELAY); 
  return status; 
} 
 
void usbGetSerialNumber_USB1608FS_Plus(libusb_device_handle *udev, char 
serial[9]) 
{ 
  /* 
    This commands reads the device USB serial number.  The serial 
    number consists of 8 bytes, typically ASCII numeric or hexadecimal 
digits 
    (i.e. "00000001").  
  */ 
  uint8_t requesttype = (DEVICE_TO_HOST | VENDOR_TYPE | 
DEVICE_RECIPIENT); 
 
  libusb_control_transfer(udev, requesttype, SERIAL, 0x0, 0x0, (unsigned 
char *) serial, 8, HS_DELAY); 
  serial[8] = '\0'; 
  return; 
} 
 
void usbDFU_USB1608FS_Plus(libusb_device_handle *udev) 
{ 
  /* 
    This command places the device in firmware upgrade mode by erasing 
    a portion of the program memory.  The next time the device is 
    reset, it will enumerate in the bootloader and is unusable as a 
    DAQ device until new firmware is loaded. 
  */ 
  uint8_t requesttype = (HOST_TO_DEVICE | VENDOR_TYPE | 
DEVICE_RECIPIENT); 
  uint16_t key = 0xadad; 
 
  libusb_control_transfer(udev, requesttype, DFU, key, 0x0, NULL, 0, 
HS_DELAY); 
  return; 
}  
 
void usbMBDCommand_USB1608FS_Plus(libusb_device_handle *udev, uint8_t 
str[]) 
{ 
  /* 
    This command is the interface for text-based MBD commands and 
    responses.  The length of the string must be passed in wLength for an 
    OUT transfer. 
  */ 
 
  uint8_t requesttype = (HOST_TO_DEVICE | VENDOR_TYPE | 
DEVICE_RECIPIENT); 
  libusb_control_transfer(udev, requesttype, MBD_COMMAND, 0x0, 0x0, 
(unsigned char *) str, strlen((char *) str), HS_DELAY); 
 
} 
 
void usbMBDRaw_USB1608FS_Plus(libusb_device_handle *udev, uint8_t cmd[], 
uint16_t size) 
{ 
  /* 
    This command is the interface for binary responses to certain MBD 
commands. 
   */ 
 
  uint8_t requesttype = (DEVICE_TO_HOST | VENDOR_TYPE | 
DEVICE_RECIPIENT); 
  libusb_control_transfer(udev, requesttype, MBD_RAW, 0x0, 0x0, (unsigned 
char *) cmd, size, HS_DELAY); 
} 
 
void cleanup_USB1608FS_Plus(libusb_device_handle *udev) 
{ 
  if (udev) { 
    libusb_clear_halt(udev, LIBUSB_ENDPOINT_IN|1); 
    libusb_release_interface(udev, 0); 
    libusb_close(udev); 
  } 
} 
 
double volts_USB1608FS_Plus(uint16_t value, uint8_t range) 
{ 
  double volt = 0.0; 
  switch(range) { 
    case BP_10V:   volt = (value - 0x8000)*10.0/32768.; break; 
    case BP_5V:    volt = (value - 0x8000)*5.0/32768.; break; 
    case BP_2V:    volt = (value - 0x8000)*2.0/32768.; break; 
    case BP_1V:    volt = (value - 0x8000)*1.0/32768.; break; 
    default: printf("Unknown range.\n"); break; 
  } 
  return volt; 
} 
 
