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Mentor: doc. dr. Peter Gregorčič, univ. dipl. fiz.
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Namen dela je razvoj krmilnika za paralelno robotsko platformo v programskem okolju
Simulink Real-Time za uporabljen več-nivojski krmilni sistem. Izdelali in implementi-
rali smo kinematične modele za inverzno in direktno kinematiko uporabljenega paralel-
nega robota, ki smo jih shranili v obliki programskih knjižnic. To je skupaj z razvojem
podprograma za komunikacijo preko CAN vodila omogočilo izdelavo pozicijskega krmil-
nika robota po zunanjih koordinatah. Z ustrezno nastavitvijo registrov na krmilnikih
je bila dosežena frekvenca 500 Hz za komunikacijo preko CAN vodila. Z uporabo zuna-















The purpose of the thesis is the development of a controller for a parallel robotic plat-
form using Simulink Real-Time. We derived and implemented mathematical models
for the inverse and direct kinematics of the parallel robot which were than saved as pro-
gram libraries. Along with the development of a CAN communication subprogram this
enabled us to make a position controller for the robot in its external coordinates. With
the adequate implementation of controller register mapping we achieved a frequency
of 500 Hz for communication over the CAN bus. Using an external measuring system,
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Slika 2.6: 6 UPS splošna konfiguracija [5]. . . . . . . . . . . . . . . . . . . . . 6
Slika 2.7: Najbolj pogoste konfiguracije 6-UPS robotov [5]. . . . . . . . . . . . 7
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specificira standard CANOpen, povzeto po [25] . . . . . . . 29
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A / točka A
AB / vektor od točke A do točke B
AO / vektor od točke A do točke O
B / točka B
b m vektor točk vpetij na spodnji plošči robota
C / točka C
e0 / napaka stacionarnega stanja
e m vektor napak dolžin nog robota
f Hz frekvenca
G / funkcija inverzne kinematike
H / splošen zapis funkcije vektorskih enačb
h m debelina vrhnje plošče robota
J / jakobijeva matrika
J−1 / inverzna jakobijeva matrika
J−1k / kinematska inverzna jakobijeva matrika
J0 / konstantna jakobijeva matrika
K / Faktor ojačanja
Kr / regulator
l m dolžina noge robota
l m vektor posamezne noge
M dB magnituda odziva
N / število
n / število
n / enotski vektor
O / izhodǐsče koordinatnega sistema
OB / vektor od točke O do točke B
P / prenosna karakteristika
p / število
p m vektor točk vpetij na vrhnji plošči robota
q / notranje koordinate robota (splošno)
q m vektor dolžin nog robota
q̇ m s−1 vektor hitrosti nog robota
R / rotacija
R / rotacijska matrika
T / pomik/translacija
t s čas
t m translacijski vektor
v m s−1 vektor translacijske hitrosti
X / zunanje koordinate robota (splošno)
x m, rad vektor zunanjih koordinat robota
ẋ m s−1, rad s−1 vektor časovnih odvodov zunanjih koordinat robota
xxi
α rad kot zasuka okoli osi x
β rad kot zasuka okoli osi y
γ rad kot zasuka okoli osi z
δ m razlika
ϵ m prag napake
ϕ ◦ fazni zamik
ψ iskana funkcija ψ
Ψ iskana funkcija Ψ




bs skupno število podatkovnih bitov












RPY nagib-naklon-odklon (ang. roll-pitch-yaw)
s sporočilo







ACK potrditev (ang. Acknowledgement)
ang. angleško
CAN komunikacijski protokol (ang. Controller Area Network)
CRC ciklično redundantno preverjanje (ang. Cyclic Redundancy Check)
FCT program za nastavljanje krmilnikov (ang. Festo Configuration Tool)
FIFO prvi noter, prvi ven (ang. First In First Out)
int celo število (ang. integer)
M.M. matrično množenje
MSSM minimalni posplošeni simetrični manipulator (ang. Minimal Simpli-
fied Symetric Manipulator)
NG CAN sporočila za varovanje vozlǐsč (ang. Nodeguarding)
NMT CAN sporočila za upravljanje omrežja (ang. Network Manegment)
obr obrat
OM. omejitev
PCI komunikacijsko vodilo (ang. Peripheral Component Interconnect)
PDO CAN sporočila za obdelovanje podatkovnih objektov (ang. Process
Data Object)
PUS prizmatična, univerzalna, sferična vez
RPDO sprejemni register za PDO sporočila (ang. Recive PDO)
RUS rotacijska, univerzalna, sferična vez
SCARA tip robotske roke (ang. Selective Compliance Assembly Robot Arm)
SDO CAN sporočila za vzdrževanje podatkovnih objektov (ang. Service
Data Object)
SSM posplošeni simetrični manipulator (ang. Simplified Symetric Manipu-
lator)
TPDO oddajni register za PDO sporočila (ang. Transmit PDO)
TSSM trikotni posplošeni simetrični manipulator (ang. Triangular Simplified
Symetric Manipulator)
uint ne predznačeno celo število (ang. unsigned integer)
UPS univerzalna, prizmatična, sferična vez





Človeško telo je izjemen organizem, ki se je skozi dolgotrajne evolucijske procese odlično
prilagodilo izvajanju velikega števila raznovrstnih nalog. Pri tem igrajo glavno vlogo
možgani, ki nam omogočajo izjemno stopnjo prilagajanja na okolje in gibanja v razno-
raznih situacijah. Ravno slednje je zelo zanimivo in v veliki meri še neraziskano, saj
je zaradi kompleksnosti možganov in principov njihovega delovanja težko sistematično
določiti procese, ki v njih potekajo [1]. Eden izmed trenutno najobetavneǰsih načinov
raziskovanja procesov motorične kontrole pri ljudeh je, da jih postavimo v novo okolje,
kjer z robotskimi napravami sistematično motimo njihovo gibanje, medtem pa z raznimi
merilnimi sistemi opazujemo, kako se gibanje prilagaja na novo okolje ali izvajanju nove
naloge [2]. S pomočjo matematičnih modelov delovanja možganov in izmerjenih po-
datkov nato skušamo opisati fiziološke procese v možganih, ki nam nudijo razumevanje
njihovega delovanja.
Enostaven primer tovrstnega eksperimenta je zagotavljanje ravnotežja med mirno stojo,
pri čemer se podlaga pod osebo premika v odvisnosti od premikanja težǐsča telesa
[3]. Tako lahko ali okrepimo ali oslabimo vlogo fizioloških dejavnikov, ki vplivajo
na zagotavljanje ravnotežja in tako posredno dobimo razlago na vrsto pomembnih
vprašanj, ki segajo od teoretičnih principov posturalne kontrole do razumevanja vloge
staranja in vzrokov za padce [4].
Zelo pomembna zahteva pri takšnem eksperimentu je sposobnost krmiljenja robotske
platforme v realnem času, da se lahko natančno in hitro odzovemo na gibanje osebe. Za
doseganje te zahteve in za hkratno zagotovitev ustrezne varnosti, je potrebna uporaba
ustreznih komponent, operacijskega sistema in programske opreme v krmilni verigi.
Skupno ta tematika predstavlja preceǰsnjo mero zahtevnosti, odgovornosti in zanimi-
vosti, kar služi kot velika motivacija za realizacijo te magistrske naloge.
1
1. Uvod
1.2. Namen in cilji
Osnovni namen magistrske naloge je izdelava več nivojske krmilne sheme za vodenje pa-
ralelne robotske platforme v okviru obstoječe razpoložljive opreme. Za to je potrebno
izpeljati matematične modele kinematike paralelnega robota ter jih ustrezno imple-
mentirati. Nujno je zagotoviti robustno komunikacijo po celotnem sistemu v različnih
fazah delovanja. Pomembno je tudi, da se zagotovi fleksibilnost in modularnost izde-
lane programske kode. Še poseben poudarek velja nameniti varnostnim mehanizmom
v času obratovanja sistema.
Za doseganje predstavljenega namena naloge, smo si zastavili sledeče cilje:
• preučiti različne postopke reševanja problemov kinematike paralelnih robotov;
• izpeljati matematične modele za uporabljeno vrsto robota po izbranem postopku;
• preučiti zmožnosti komunikacijskega protokola in vodila ter s tem zagotoviti robustno
in varno komunikacijo po celotnem sistemu;
• implementirati matematične modele kinematike v programsko kodo;
• shraniti izdelane elemente programa v obliki knjižnice;
• izdelati pozicijski krmilnik za vodenje paralelne robotske platforme po zunanjih ko-
ordinatah;
• omogočiti enostavno uporabo programa za končnega uporabnika;
• uporabiti enotno programsko okolje Matlab Simulink ter obenem omogočiti eno-
stavno integracijo programa v različne programske sheme.
Naloga je razdeljena na poglavje o teoretičnih osnovah, kateremu sledi opis celotnega
uporabljenega sistema. Osrednji del naloge predstavlja poglavje o razvoju programske
opreme. V poglavju pred zaključki so zbrani še rezultati osnovnih preizkusov izdelanega
sistema.
2
2. Teoretične osnove in pregled
literature
Mehanski sistemi, ki omogočajo premikanje togega telesa (tukaj imenovano vrh meha-
nizma oz. robota) z ozirom na fiksno podlago, igrajo zelo pomembno vlogo v velikem
številu raznoraznih aplikacij. Togo telo se v splošnem po prostoru lahko poljubno pre-
mika in njegovo gibanje je mogoče popisati s translacijami ter rotacijami, kar hkrati
predstavlja tudi njegove prostostne stopnje. Končno število prostostnih stopenj togega
telesa v prostoru ne more preseči števila 6 (tri translacije v treh medsebojno ortogo-
nalnih smereh in tri rotacijske okoli treh ortogonalnih osi). Pozicija in orientacija vrha
robota je običajno podana z vektorjem v prostoru ter koti, ki definirajo trenutno orien-
tacijo; lahko pa je podana s poljubim naborom parametrov, ki enolično opǐsejo stanje
vrha robota. Takoj, ko je mogoče spreminjati več prostostnih stopenj vrha mehanizma
preko mehanskega sistema, lahko tak sistem imenujemo robot [5].
Roboti s fiksno podlago se v splošnem delijo na serijske in paralelne robote. Serijski
roboti so sestavljeni iz aktuatorjev, členov in povezovalnih elementov povezanih v seriji.
V kolikor vrh robota ni v kontaktu z okolico predstavlja takšna sestava sklepov odprto
kinematično verigo. V to skupino spadajo kartezični, cilindrični, sferični (Slika 2.1),
antropomorfni (robotske roke) in SCARA roboti (Slika 2.2).
Slika 2.1: Sferični robot in njegovo delovno območje [6].
Takšne konfiguracije robotov se uporabljajo v velikem naboru industrijskih aplikacij,
saj omogočajo velika delovna območja ter hitre pomike. Njihova največja težava je
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Slika 2.2: SCARA robot in njegovo delovno območje [6].
običajno nosilnost oziroma razmerje nosilnosti z lastno težo robota. Predvsem za težka
bremena je to razmerje pri serijskih robotih majhno. Za sferične robote znaša manj kot
0.15, za SCARA robote pa manj kot 0.25 [5]. Še ena posledica serijske vezave sklepov je
običajno slaba absolutna natančnost pozicioniranja vrha robota v prostoru. V zameno
za bolj omejeno delovno območje in večjo kompleksnost mehanizma je mogoče ti težavi
zaobiti z uporabo paralelnih robotov (Slika 2.3).
Zaradi bolǰsega pregleda in umestitve so paralelni roboti dodatno razčlenjeni in opisani
v sledečem podpoglavju. Temu sledi podpoglavje o kinematiki paralelnih robotov,
ki v splošnem predstavlja to problematiko. Naprej je bolj podrobno predstavljena
kinematika paralelnega robota, ki je bil uporabljen v tej magistrski nalogi. Poglavje je
zaključeno s kratkim pregledom nekaj osnovnih načinov vodenja robotov.
Slika 2.3: Paralelni robot s tremi prostostnimi stopnjami [5].
2.1. Paralelni roboti
Paralelni roboti, včasih poimenovani tudi heksapodi ali paralelni kinematski stroji, so
zaprto-zančni mehanizmi, ki zaradi svoje mehanske strukture omogočajo bolǰso na-
tančnost gibanja, togost in nosilnost, kot serijski roboti. Za razliko od serijskih imajo
paralelni roboti tudi zelo dobro razmerje med nosilnostjo in maso konstrukcije. Njihova
uporaba sega med drugim v področja industrije, medicine, simulatorjev, mehanskih
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nihanj (vibracijske mize, aktivne vibroizolacije) ter haptičnih vmesnikov [5]. Zelo upo-
rabni so tudi za različne študije na ljudeh, kot na primer: fizioterapija [7], proučevanje
posturalne kontrole [8] ali raziskovanje prilagajanja človekovega gibanja na nova oko-
lja [9].
Obstaja veliko različnih konfiguracij paralelnih robotov in vsaka od teh ponuja določene
prednosti in slabosti. Za ustrezno klasifikacijo paralelnega robota so poleg informacije
o tem ali je mehanizem ravninski ali prostorski potrebni še trije parametri: število
prostostnih stopenj, vrsta uporabljenih sklepov in povezava med nepomično in pomično
ploščo. Vrsta aplikacije oziroma naloge v prvi vrsti pogojuje število prostostnih stopenj,
ki jih robot potrebuje. Tako je lahko dovolj le nekaj prostostnih stopenj v ravnini,
denimo dve translaciji in ena rotacija, kar je mogoče doseči z mehanizmi prikazanimi
na sliki 2.4.
Slika 2.4: Primeri planarnih paralelnih mehanizmov s tremi prostostnimi
stopnjami [5].
Splošen pomislek, da so paralelni roboti večinoma uporabni za večje obremenitve in
počasneǰse gibe vedno ne drži. Dober primer za to so tako imenovani delta roboti
(Slika 2.5). Ti spadajo v kategorijo prostorskih paralelnih robotov s tremi prostostnimi
stopnjami in so lahko izjemno hitri in velikokrat uporabljeni v industrijskih poberi in
odloži (ang. pick and place) aplikacijah. Natančnost in velike hitrosti omogoča ravno
paralelna konstrukcija mehanizma, saj je lahko za dano nosilnost sam robot zelo lahek,
kar pripomore k zelo nizkim vztrajnostnim silam.
Bolj zanimivi in široko uporabljeni prostorski paralelni roboti so tisti, ki omogočajo
šest prostostnih stopenj gibanja vrha robota. V glavnem so sestavljeni iz sledečih vrst
sklepov:
• rotacijskih (ang. Revolute joint)
• prizmatičnih (ang. Prismatic joint)
• sferičnih (ang. Spherical joint)
• univerzalnih (ang. Universal joint)
Iz nabora teh sklepov se lahko sestavijo različni mehanizmi, ki so pretežno tipov UPS,
PUS ali RUS. Zaporedje znakov v tej kratici označuje zaporedje sklepov od nepomične
5
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Slika 2.5: Delta robot [5].
do vrhnje pomične plošče robota. Konfiguracije PUS omogočajo izvedbo mehanizmov
z nizkim lastnim težǐsčem in imajo posledično lahke premikajoče se mase. Imajo tudi
zmanǰsano tveganje za trk med posameznimi premikajočimi se členi. Slabost je, da
takšni mehanizmi niso zelo kompaktni, kot recimo UPS konfiguracije. Arhitektura
tipa UPS (Slika 2.6) je ena izmed najbolj pogosto uporabljenih različic za veliko število
aplikacij. Predvsem pa je to priljubljena konfiguracija za izdelavo prototipov paralelnih
mehanizmov v laboratorijih. Pomembna lastnost takšne konfiguracije je v tem, da je za
razliko od večine serijskih robotov zelo neobčutljiva na vplive velikosti samega sistema.
Izdelati je mogoče zelo majhne mehanizme, ki omogočajo pozicioniranje do natančnosti
30 nanometrov [10], kakor tudi ogromne robote za denimo simulatorje letenja [11].
A
B
Slika 2.6: 6 UPS splošna konfiguracija [5].
UPS konfiguracija se lahko nadalje razlikuje še v tem, kako so razporejeni členki na
osnovni in premikajoči plošči. Slika 2.7 prikazuje različice posplošenega simetričnega
mehanizma SSM (ang. Simplified Symetric Manipulator), trikotnega posplošenega si-
metričnega mehanizma TSSM (ang. Triangular Simplified Symetric Manipulator) ter
minimalnega posplošenega simetričnega mehanizma MSSM (ang. Minimal Simplified
Symetric Manipulator).
To podpoglavje je predstavilo kratek uvod v paralelne mehanizme ter njihovo klasifi-
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Slika 2.7: Najbolj pogoste konfiguracije 6-UPS robotov [5].
Slika 2.8: Shematični prikaz SSM 6 UPS robota.
kacijo in je povzeto po [5]. S tukaj opredeljenimi têrmini lahko sedaj klasificiramo tudi
robota, ki je uporabljen v našem eksperimentalnem sistemu. Slednji spada v skupino
SSM 6 UPS paralelnih robotov. Naredili smo shematični prikaz na sliki 2.8.
2.2. Kinematika paralelnih robotov
Za krmiljenje poljubnega paralelnega robota je potrebno v prvi vrsti poznati njegovo
kinematiko in s tem odgovoriti na sledeči dve pomembni vprašanji.
• Kako na podlagi pozicije in orientacije vrha robota določimo želeni položaj pogonskih
sklepov, kar se v robotiki imenuje problem inverzne kinematike?
• Kako lahko iz podatkov o položaju pogonskih sklepov izračunamo položaj in orien-
tacijo vrha robota, kar predstavlja problem direktne kinematike?
7
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Oba problema na splošno predstavljamo v tem podpoglavju, natančneje pa izpeljave
za uporabljeno konfiguracijo robota predstavljamo v podpoglavju 2.3. Matematični
modeli za uporabljeno vrsto robota.
2.2.1. Inverzna kinematika
Inverzna kinematika je bistvenega pomena za pozicijsko krmiljenje robotov. Na srečo
je za večino primerov paralelnih mehanizmov to trivialen izračun, saj je mogoče po
analitičnem postopku enostavno priti do enolične rešitve problema. Če izpostavimo
vsako posamezno verigo, ki povezuje osnovno in premikajočo ploščo, lahko označimo
s črko A točko oziroma člen, ki je pritrjen na osnovo ter s črko B člen, fiksiran na
premikajoči se del robota (prikazano na sliki 2.9). Vse koordinate A so znane iz podat-
kov o konstrukciji, točke B so definirane glede na pozicijo in orientacijo premikajoče se
plošče. Zaradi tega igra vektor AB zelo pomembno vlogo pri iskanju rešitve problema
inverzne kinematike paralelnih robotov. Če z X splošno označimo zunanje koordinate
premikajoče platforme lahko zapǐsemo funkcijo H1(X) za katero velja:
AB = AO +OB = H1(X). (2.1)
To nam poda pozicijo robnih točk vseh verig, za katere želimo izračunati koordinate
sklepov. Te koordinate sklepov oziroma v splošnem notranje koordinate mehanizma,
ki jih lahko označimo s q, definirajo skupaj z vključitvijo generaliziranih koordinat X
vektor AB tudi na sledeči način:
AB = H2(X, q). (2.2)
Slednje pomeni, da je mogoče izračunati koordinate sklepov z rešitvijo sistema enačb
(2.3). H1 in H2 tukaj predstavljata splošen zapis vektorskih enačb. Te so specifične
glede na tip paralelnega mehanizma.
H1(X) = H2(X, q). (2.3)
Če imamo p verig, ki povezujejo osnovno ploščo z vrhom robota, je število neznank
v sistemu enačb (2.3) 3p za prostorske in 2p za planarne robote. Obenem velja tudi,
če imamo N sklepov od katerih je n pogonskih, da X vsebuje n neznank. V primeru,
da so aktuatorji v stacionarnem stanju, ima n neznank v sistemu enačb (2.3) fiksno
vrednost in ostane samo N pravih neznank. V stacionarnem stanju se vrh robota
ne premika, kar pomeni, da mora sistem enačb (2.3) vsebovati N enačb. Za primere
serijskih robotov so takšni sistemi enačb lahko zelo kompleksni, pri paralelnih robotih,
pa so verige sklepov večinoma zelo enostavne in reševanje takšnega sistema enačb ni
zahtevno. Poleg rešitve o pogonskih sklepih, nam sistem enačb (2.3) omogoča izračun
koordinat pasivnih sklepov.
2.2.2. Direktna kinematika
Določanje pozicije in orientacije vrha robota iz meritev gnanih sklepov je ekvivalentno
reševanju sistema enačb inverzne kinematike. Težave nastopijo, ker v splošnem enolična
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Slika 2.9: Izsek planarnega paralelnega robota. Povzeto po [5].
rešitev opisanega problema ne obstaja, saj je mogoče vrh robota postaviti v številne
različne postavitve, pri danem naboru vrednosti pogonskih sklepov (grafični prikaz:
Slika 2.10). Z drugimi besedami, analitični postopki reševanja direktne kinematike
paralelnih robotov vedno pripeljejo do več možnih rešitev. Zaradi zelo dolgotrajnih
in številnih izračunov so večinoma uporabni samo za klasifikacijo konfiguracij robotov
glede na število teh rešitev [12–14]. Uporabnost takih postopkov je zato pri vodenju
robotov majhna, saj je v takih primerih potrebno reševati problem direktne kinematike
čim hitreje.
Slika 2.10: Grafični prikaz osmih različnih rešitev postavitve vrhnje plošče pri danem
naboru dolžin aktuatorjev robota tipa TSSM 6 UPS (za vsako rešitev so predstavljeni
pogled iz perspektive ter tloris in naris) [5].
Rešitev je lahko uvedba dodatnih senzorjev v konstrukcijo (metoda s tetraedri predsta-
vljena v [15]) ali uporaba numeričnih postopkov reševanja. Uvedba dodatnih senzorjev
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omogoči enolično določevanje postavitve vrha robota, vendar hkrati poveča komple-
ksnost sistema. Za naš dani primer to ni zaželeno, zato smo naprej iskali rešitve v
numeričnih izračunih direktne kinematike paralelnih robotov.
Obstaja veliko različnih numeričnih postopkov, s katerimi lahko pridemo do rešitve
problema direktne kinematike. Pri tem je pomembno izpostaviti dejstvo, da je izvorni
sistem enačb mogoče matematično preurediti, kar lahko pomembno vpliva na hitrost
posameznih numeričnih algoritmov. Za konfiguracijo paralelnega robota SSM 6 UPS
je Jakobovič v svojem magistrskem delu [16] združil in podrobno predstavil sledeče
postopke reševanja:
• Newton-Raphsonovo metoda
• Metodo iskanja po koordinatnih oseh
• Powellov postopek
• Hooke-Jeeves postopek
• Metoda najhitreǰsega spusta
• Fletcher-Powellov postopek
Postopka po Hooke-Jeeves in Fletcher-Powell ter Newton-Raphsonovo metodo so av-
torji izpostavili kot najbolǰse postopke reševanja problema direktne kinematike po kri-
terijih hitrosti in robustnosti. Uporaba Newton-Raphsonove metode je velikokrat ome-
njena tudi v drugih knjigah [5, 17] in člankih [18, 19]. To je ena izmed najbolj znanih
in široko uporabljenih metod reševanja direktne kinematike paralelnih robotov. Za-
radi tega je bila izbrana tudi v tem magistrskem delu in je natančneje predstavljena v
okviru naslednjega podpoglavja 2.3. Matematični modeli za uporabljeno vrsto robota.
2.3. Matematični modeli za uporabljeno
vrsto robota
V tem podpoglavju je predstavljen razvoj matematičnih modelov za uporabljenega
SSM 6 UPS paralelnega robota.
2.3.1. Izpeljava inverzne kinematike
Inverzna kinematika zajema izračun dolžine nog robota glede na prostorsko konfigu-
racijo vrha platforme. Izpeljava v tem podpoglavju velja le za matematični model
robota.
Shema matematičnega modela robota z rahlo zamaknjeno vrhnjo pomično ploščo je
prikazana na sliki 2.11. Slika vsebuje vse glavne vektorje, ki so potrebni za izračun
inverzne kinematike robota. Na podlagi podatkov o postavitvi vrhnje plošče v prostoru
izračunamo dolžino vektorjev li, kjer je i = 1, ..., 6 in predstavlja indeks trenutno
opazovane noge robota. Po sliki 2.11 lahko zapǐsemo vektorsko enačbo (2.4) ki velja za
i-to nogo robota.
li = −bi + t+ pi (2.4)
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Slika 2.11: Shema matematičnega modela uporabljenega robota [5].
Razvidno je, da za rešitev našega problema potrebujemo le informacije o vektorjih bi, t
in pi. Vektor bi je zelo enostavno določiti, saj je v našem primeru vedno konstanten in
je pogojen izključno s konstrukcijo robota. Temu sledi vektor t, ki predstavlja pozicijo
sredǐsča vrhnje pomične plošče v prostoru glede na fiksni koordinatni sistem in ga lahko
zapǐsemo s koordinatami točke C v globalnem koordinatnem sistemu t = [xc, yc, zc].
Nazadnje potrebujemo še vektor pi, katerega dolžina je vedno konstanta, saj je odvisna
le od konstrukcije vrhnje plošče. Spreminja se samo njegova pozicija in orientacija v
prostoru. Translacije vrha popisane z vektorjem t že pogojujejo položaj vektorja zato
tukaj upoštevamo samo še rotacije vrha robota. Obstaja več različnih načinov kako
definirati rotacijo. V tem delu je bila uporabljena konvencija nagib-naklon-odklon (ang.
roll-pitch-yaw) kotov oziroma zasuk okoli osi x za kot α, nato zasuk okoli osi y za kot
β ter nazadnje še zasuk okoli osi z za kot γ. Osi x, y in z so fiksne in v globalnem
koordinatnem sistemu. Iz teh kotov zasuka lahko ustvarimo rotacijsko matriko RRPY,
kar prikazuje enačba (2.5).
RRPY = R(z, γ)R(y, β)R(x, α) =
=
⎡⎣ cos γ − sin γ 0sin γ cos γ 0
0 0 1
⎤⎦⎡⎣ cos β 0 sin β0 1 0
− sin β 0 cos β




⎡⎣ cos β cos γ cos γ sinα sin β − cosα sin γ sinα sin γ + cosα cos γ sin βcos β sin γ cosα cos γ + sinα sin β sin γ cosα sin β sin γ − cos γ sinα
−sinβ cos β sinα cosα cos β
⎤⎦ (2.5)
Z uporabo te rotacijske matrike lahko sedaj preslikamo znani vektor pir iz lokalnih
koordinat vrhnje plošče v globalni koordinatni sistem kakor narekuje enačba (2.6).
pi = Rpir (2.6)
Sedaj lahko enačbo (2.4) zapǐsemo kot:
li = −bi + t+Rpir (2.7)
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Rešitev izvornega problema predstavlja izračun dolžine vektorjev li, kar je enako izračunu
korena skalarnega produkta posameznega vektorja li s samim seboj:
li =
√
li · li. (2.8)
Rešitev iz enačbe (2.8) lahko zapǐsemo še v vektorskem zapisu:
q = [l1, l2, l3, l4, l5, l6]
T . (2.9)
Vektor q združuje podatke o dolžinah vseh nog robota v enotnem zapisu. To hkrati
predstavlja tudi vektor notranjih koordinat položaja robota.
2.3.2. Inverzna Jakobijeva matrika
Za vodenje robotov je zelo koristno, če lahko na kratko izrazimo povezavo med hitrostjo
vrha robota in hitrostjo njegovih gnanih sklepov. To se običajno definira v obliki
Jakobijeve matrike, kar je predstavljeno v tem podpoglavju. Izhajamo iz predhodnih
izračunov o inverzni kinematiki. Enačbo (2.7) lahko razširimo v zapis sistema enačb
na sledeči način [18]:
q = G(xc, yc, zc, α, β, γ). (2.10)
Tukaj G predstavlja funkcijo inverzne kinematike robota, ki je odvisna od položaja
pomične plošče definiranega s koordinatami točke C (xc, yc, zc, ) in rotacijami definira-
nimi s koti α, β, γ. Nadalje lahko definiramo vektor, ki združuje vse osnovne parametre
translacije in rotacije vrha robota
x = (xc, yc, zc, α, β, γ). (2.11)
Enačba (2.10) se tako rahlo poenostavi
q = G(x). (2.12)





Matrika J−1 predstavlja preslikavo spremembe generaliziranih koordinat vrha robota
dx v spremembe dolžin sklepov robota dq. Sprememba vektorja dx opisuje hitrosti
vrha robota ter odvode zaporednih zasukov v prostoru. Zaradi tega je matrika
J−1 poimenovana kot inverzna Jakobijeva matrika sistema. Definirati pa je mogoče
tudi kinematsko inverzno Jakobijevo matriko, ki preslika linearne in kotne hitrosti
vrha robota v hitrosti robotskih sklepov. Izrazimo jo lahko po sledečem postopku.
Najprej je potrebno izraziti hitrost vrhnje pomične točke posamezne noge robota. Za
primer ene noge je na sliki 2.12 ta hitrost označena z vpi .
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Slika 2.12: Vektor hitrosti vrhnje točke.
Hitrost vpi lahko zapǐsemo kot vsoto translacijske hitrosti vrha robota v in vektorskega
produkta vektorja pi (iz slike 2.11) s kotno hitrostjo ω vrha robota:
vpi = v + ω × pi (2.14)
Če želimo pridobiti hitrost robotskega sklepa l̇i, je potrebno vektor vpi skalarno množiti
z normalo ni, ki sovpada z robotskim sklepom li:
l̇i = vpi · ni. (2.15)
V enačbo (2.15) vstavimo (2.14)
l̇i = (v + ω × pi) · ni (2.16)
ter preuredimo
l̇i = v · ni + (ω × pi) · ni = v · ni + ω · (pi × ni). (2.17)
Enačbo (2.17) lahko zapǐsemo v matrični obliki
l̇i =
[





ter jo razširimo za vse noge robota.
l̇i =
⎡⎢⎣ n1 (p1 × n1)... ...





Dobljeni izraz (2.19) nas pripelje do kinematske inverzne Jakobijeve matrike, ki jo
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Razlike med matrikama J−1 in J−1k so zelo majhne a so lahko zelo pomembne če jih
uporabljamo za hitrostno vodenje robota. Težave nastopijo, če je robot v postavitvi,
kjer lahko kateri izmed kotov, ki popisuje oreientacijo vrha, spremeni predznak. To
povzroči napačno interpretacijo kotne hitrosti in posledično napačen preračun hitrosti
sklepov, kar ima lahko katastrofalne posledice. V našem primeru, pa je mogoče upo-
rabiti matriko J−1 brez težav tudi za hitrostno vodenje robota. Mehanske omejitve
sistema namreč ne dovolijo, da bi se vrh našega robota pretirano zasukal.
2.3.3. Izpeljava direktne kinematike
Po ugotovitvah iz podpoglavja 2.2.2. smo izbrali Newton-Raphsonovo metodo za izračun
direktne kinematike uporabljenega robota. Za robote tipa SSM lahko zapǐsemo sistem
šestih enačb na sledeči način [18]:
G(xc, yc, zc, α, β, γ)− lmi = ψi(xc, yc, zc, α, β, γ) = 0, (2.21)
kjer lmi ponazarja i-to izmerjeno dolžino noge (i = 1, ..., 6). G je funkcija inverzne
kinematike, ψi pa je iskana funkcija, ki ima vrednost 0 pri enakih vhodnih parametrih
kot funkcija G. Oznaka m poudarja dejstvo, da so to izmerjene vrednosti dolžin. Dani
nabor pozicije in orientacije lahko ponovno označimo kot
x = (xc, yc, zc, α, β, γ), (2.22)
s čimer naprej definiramo sledečo notacijo:
Ψ[X] = [ψ1(x), ..., ψ6(x)]
T . (2.23)
Newton-Raphsonova metoda za razrešitev sistema enačb iz (2.21) poda iterativno
shemo zapisano z enačbo (2.24). Shemo običajno numerično izvajamo dokler absolutna
vrednost izraza G(xj)− qm ni manǰsa od vnaprej predpisane meje. Ali drugače, ko je
razlika med xj+1 in xj ustrezno majhna je shema konvergirala do končne vrednosti, ki
predstavlja rezultat direktne kinematike.






Opazimo lahko, da je matrika [∂ψ(xj)/∂(x)]
−1 Jakobijeva matrika J . Tako lahko
enačbo (2.24) prepǐsemo kot:
xj+1 = xj − J(G(xj)− qm). (2.25)
Takšna shema je računsko zelo potratna, saj je potrebno v vsaki iteraciji izračunati
inverz matrike J . Za matriko velikosti 6x6 to pomeni veliko število računskih operacij.
Če predvidevamo, da lahko podamo dovolj dober začetni približek in da je matrika J
zvezna v bližini rešitve, lahko uporabimo konstantno Jakobijevo matriko J0.
xj+1 = xj − J0(G(xj)− qm). (2.26)
Na tak način sicer lahko povečamo število iteracij, ki so potrebne, da napako zmanǰsamo
pod predpisano mejo. Zaradi velike obremenitve računanja inverza pa je skupno po-
treben čas za izračun lahko precej skraǰsan.
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Kot večina ostalih numeričnih algoritmov je tudi Newtnova iteracijska shema samo
numerični postopek in temelji na začetni aproksimaciji za izračun končne rešitve. V
kolikor aproksimacija ni v bližini ene izmed možnih rešitev, lahko postopek konvergira
k napačni konfiguraciji robota ali v ekstremnih primerih celo ne konvergira. Za našo
konfiguracijo robota ni težav, da bi shema konvergirala k napačni rešitvi, saj same
mehanske omejitve sistema ne omogočajo dovolj velikih premikov. To velja ob pred-
postavki, da vnesemo začetni približek v iteracijsko shemo, ki je znotraj delovnega
območja robota.
2.3.4. Jakobijeva matrika
Obraten problem, kot v podpoglavju 2.3.2., predstavlja določitev Jakobijeve matrike
J . Analitična izpeljava takšne matrike ni mogoča, zato lahko samo izračunamo inverz
matrike J−1. Toda tudi analitično določevanje inverza matrike J−1 je računsko zelo
potratno in v večini primerov ni uporabno. Zato se poslužujemo numeričnih metod za
izračun inverza J−1, v kolikor potrebujemo Jakobijevo matriko J .
2.4. Vodenje robotov
Za vodenje robotov obstaja precej različnih tehnik, ki se jih lahko poslužujemo. Izbrana
tehnika, kakor tudi način kako je implementirana, lahko močno vpliva na zmogljivosti
robota. V splošnem obstajata dve glavni kontrolni shemi. Prva je kontrolna shema
v prostoru sklepov robota (ang. joint space control scheme) poimenovana tudi kot
krmiljenje po notranjih koordinatah robota [20]. Druga pa kontrolna shema v prostoru
izvajanja (ang. operational space control scheme [6]) oziroma krmiljnje po zunanjih
koordinatah robota. V tem podpoglavju smo uporabili splošno notacijo za zunanje
koordinate X ter q za notranje koordinate. Velja poudariti, da v vsakem primeru
vedno neposredno vplivamo samo na spremembe notranjih koordinat robota, to so
premiki ali zasuki gnanih sklepov. Vrh robota pa lahko krmilimo le posredno preko
kinematskih modelov mehanizma.
2.4.1. Vodenje po notranjih koordinatah
Krmiljenje po notranjih koordinatah sistema (Slika 2.13) lahko razdelimo na dva pod-
problema. Najprej je potrebno preko inverzne kinematike preslikati zahteve o gibanju
Xd iz zunanjih v notranje koordinate qd. Za tem sledi krmilna shema, ki skrbi za to,
da dejansko gibanje robota q sledi zahtevanim vhodom v shemo qd. Takšna rešitev
vodenja robota je predvsem pri paralelnih konfiguracijah lahka za implementirati ima
pa svoje omejitve. Glavna od teh je, da takšna krmilna shema le posredno vpliva na
spremembo zunanjih koordinat Xe. Te spremembe se praktično krmilijo v odprti zanki,
saj se nikjer ne preverja razlika med trenutno X in želeno pozicijo Xd. Posledica tega
je, da imamo zmanǰsane možnosti za vodenje robota.
Ta način vodenja je zato primeren za pozicijsko krmiljenje robota, kjer ni potrebno
nadzorovati poteka trajektorije, ampak nas zanima samo natančno določena končna
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Slika 2.13: Splošna shema za krmiljenje po notranjih koordinatah. Povzeto po [6].
pozicija. To velja, če je inverzna kinematika mehanizma pravilno in natančno zasta-
vljena. Implementacija je zelo enostavna, saj je inverzna kinematika paralelnih robotov
zelo nezahtevna in hitro izračunljiva. Nadaljnje krmiljenje aktuatorjev je odvisno od
njihove vrste ter na splošno celotne strojne opreme.
Če želimo robota voditi po določeni trajektoriji, lahko to izvedemo tudi samo s pozi-
cijskim vodenjem. To storimo tako, da zvezno pošiljamo novo želeno pozicijo v vsaki
iteraciji krmilne sheme. S tem lahko posredno nadzorujemo tudi hitrosti vrha ro-
bota. Vendar v takem primeru nimamo povratne informacije o položaju vrha robota.
Zanašamo se na to, da lahko mehanski sistem sledi zadanim vhodnim krmilnim signa-
lom, kar je mogoče definirati s predhodnimi izračuni in testiranjem omejitev sistema.
Če želimo imeti bolǰsi nadzor nad zunanjimi koordinatami, je smiselno uvesti drugačen
način vodenja robota, kar predstavljamo v naslednjem podpoglavju.
2.4.2. Vodenje po zunanjih koordinatah
Določene prednosti v primerjavi s preǰsnjim načinom vodenja nam ponuja krmilna
shema po zunanjih koordinatah (Slika 2.14). Takšen način vodenja v splošnem potre-
buje bolj zahtevne algoritme in je težji za implementacijo v realnem času. Inverzna






Slika 2.14: Splošna shema za krmiljenje po zunanjih koordinatah. Povzeto po [6].
Prednost, da lahko v takem primeru direktno vplivamo na spremembe po zunanjih
koordinatah, je odvisna od implementacije sheme v programsko kodo. Razlog za to
je, da meritve spremenljivk v zunanjih koordinatah običajno niso neposredno izvedene.
Te se navadno izračunajo iz izmerjenih vrednosti na sklepih preko direktne kinematike
sistema (Slika 2.15), kar lahko vnese dodatne napake v krmilno shemo. V kolikor bi me-
rili položaj in orientacijo vrha robota z zunanjim merilnim sistemom ne bi potrebovali
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izpeljave direktne kinematike predstavljene v podpoglavju 2.3.3.. Zaradi potrebe po








Slika 2.15: Krmilna zanka po zunanjih koordinatah v večini primerov.
Shema na sliki 2.15 nam torej ponuja precej več možnosti za vodenje robota, kot shema
2.13. Prisotnost informacije o položaju in orientacije vrha v vsaki iteraciji sheme
nam omogoča bolǰsi nadzor tudi nad hitrostjo vrha robota v zunanjih koordinatah.
Posledično to pomeni lažjo implementacijo hitrostnega vodenja vrha robota, kjer je cilj
zagotoviti natančno sledenje vhodni referenčni vrednosti za hitrost vrha.
2.4.3. Regulacijske zanke
Za krmiljenje elektromotorjev se običajno uporabljajo krmilniki, ki vsebujejo več regu-
lacijskih zank, saj se s tem izbolǰsajo dinamične karakteristike sistema [6,21]. Notranja
regulacijska zanka skrbi za ustrezen navor na motorju oziroma za potreben električni
tok skozi navitja motorja. Nad to regulacijsko zanko so nato dodane še zanke, ki reguli-
rajo pospeševanje, hitrost ali pozicijo motorja. Seveda je mogoče regulirati vse naštete







Slika 2.16: Več nivojska regulacija.
Takšen krmilnik vsebuje regulatorje za pozicijo (Krp), hitrost (Krv) in pospešek (Kra).
Blok P v tem primeru predstavlja prenosne karakteristike motorja in ima kot izhode
posplošene koordinate sistema: pozicijo q, hitrost q̇ in pospešek q̈. Motnjo v sistem
lahko interpretiramo tudi kot vpliv bremena na motor. Vhod v krmilnik prestavlja
želena referenčna vrednost pozicije motorja qr. V takšnih krmilnih zankah so zunanji
krmilniki običajno samo proporcionalni.
Takšen način regulacije je dober za enostavna pozicijska vodenja, kjer vhodna refe-
renčna vrednost pozicije povzroči dovolj veliko napako, da se sistem hitro odzove.
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Težave se pojavijo pri sledenju trajektorij, predvsem v primerih, kjer so zahtevane ve-
like hitrosti in pospeški. Pri takšnih zahtevah se namreč na vhodu konstantno pojavlja
majhna napaka, na katero krmilnik ne reagira dovolj hitro, da bi zagotovil ustrezno
vodenje. To se odraža v napaki pri sledenju zadane trajektorije. Najbolj enostavna
rešitev tega problema je kompenziranje vodenja z vnaprej pridobljenimi informacijami.
Kraǰse to poimenujemo kot FF kompenzacija (ang. feedforward compensation). Slika







Slika 2.17: FF kompenzacija.
Takšen način vodenja omogoča odpravljanje napake pri sledenju trajektorije z doda-
janjem želene vrednosti hitrosti motorja. To omogoča, da se motor oziroma sistem
primerno odziva, tudi v primeru zelo majhne napake na vhodu pozicijske regulacij-




V tem poglavju smo združili in opisali vso opremo, ki je bila uporabljena v sklopu te
magistrske naloge. Najprej predstavimo sestavo eksperimentalnega sistema s katerim
se izvajajo študije v laboratoriju. Temu sledita podpoglavji o robotski platformi ter
predstavitev uporabljenega operacijskega sistema. V predzadnjem poglavju predsta-
vimo uporabljen komunikacijski protokol. Nazadnje je opisan še zunanji merilni sis-
tem, ki smo ga uporabili za validacijo razvitega krmilnika v podpoglavju 5.3. Validacija
izračunov direktne kinematike z zunanjim merilnim sistemom.
3.1. Eksperimentalni sistem
Postavitev robotske platforme za eksperimentalno delo je prikazana na sliki 3.1. Glavne
komponente sistema so:
1. optični merilni sistem
2. paralelna robotska platforma
3. krmilna omara
4. računalnik za upravljanje
Slika 3.1: Fotografija eksperimentalnega sistema.
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Optični merilni sistem je bil uporabljen le za validacijo izdelanega krmilnika. Para-
lelna robotska platfroma je sestavljena iz robota in dodatne vrhnje plošče. Ostale
komponente ter povezave med njimi pa so zelo pomembne za celoten razvoj krmilnika
paralelne robotske platforme. Za bolǰsi pregled nad celotnim potekom informacij po sis-
temu smo na sliki 3.2 shematično predstavili vse glavne komponente sistema in njihove
medsebojne povezave. Na vrhu se nahaja računalnik z operacijskim sistemom Simulink
Real-Time, ki je označen z oznako xPC. To je računalnik za katerega smo razvijali pro-
gramsko opremo. Na njem smo zagotovili izvajanje vseh potrebnih izračunov za vodenje
robota. Prav tako smo poskrbeli tudi za robustno komunikacijo s krmilniki motorjev.
V ta namen smo uporabili CAN-AC2-PCI kartico, ki omogoča računalniku komuni-
kacijo preko CAN vodila (ang. Controller Area Network). Na skupno CAN vodilo
so priključeni vsi krmilniki motorjev, preko katerih je mogoče upravljati s pogonskimi
enotami robota. Takšnih sklopov krmilnika in aktuatorjev je šest, kar označuje črtkan
pravokotnik in oznaka 6x. Vsi aktuatorji so skupaj povezani v eno samo celoto, ki
predstavlja paralelno robotsko platformo. Posamezne komponente sistema podrobneje











Slika 3.2: Potek toka informacij za celoten sistem.
3.2. Robotska platforma
Slika 3.3 prikazuje paralelnega robota brez dodatne vrhnje plošče.
Vrhnja plošča robota je preko šestih sferičnih vezi, razporejenih v obliki šesterokotnika,
povezana s šestimi linearnimi aktuatorji, ki so sestavljeni iz vijačnih gonil in motorjev
z enkoderji. Na spodnjo ploščo so gonila pritrjena s šestimi univerzalnimi vezmi, prav
tako razporejenimi v obliki šesterokotnika. Takšna konfiguracija paralelnega robota
spada v skupino SSM 6-UPS robotov. To zagotavlja visoko nosilnost in omogoča giba-
nje vrha robota oziroma platforme s šestimi prostostnimi stopnjami. Tako velik robot
potrebuje zmogljiva gonila in motorje. To posledično predstavlja veliko potrebo po ele-
ktrični energiji, ki jo priskrbijo industrijski krmilniki. Seznam treh glavnih komponent
robota s pripadajočimi oznakami proizvajalca je predstavljen v preglednici 3.1.
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Slika 3.3: Fotografija paralelnega robota.
Preglednica 3.1: Glavne komponente robotskega sistema.
Vrsta komponente Podjetje Število Oznaka
Motorji z enkoderjem Festo
3x EMMS-AS-70-S-RSB
3x MTR-AC-70-3S-AB
Gonila Festo 6x DNCE-63-200-BS-”10”P-Q
Krmilniki motorja Festo 6x CMMP-AS-C5-3A
3.2.1. Mehanske komponente in omejitve
Mehanske komponente predstavljajo glavne omejitve za robota in celoten sistem. Naj-
prej so tu omejitve pomikov posameznega linearnega pogona, ki pogojujejo delovno
območje robota. Celoten koristen hod uporabljenih linearnih gonil je 178 mm oziroma
±89 mm iz sredǐsča lege gonila. Naslednja omejitev pogonov je njihova natančnost po-
zicioniranja. Gonila nimajo vgrajenega linearnega zaznavala pomika temveč se pozicija
določa posredno z uporabo rotacijskega enkoderja na motorju. Le-ta je 18 bitni, kar
pomeni, da je njegova ločljivost znaša 3.815 · 10−6 obr. Prestavno razmerje gonila je
10 mm/obr iz česar lahko izračunamo teoretično linearno ločljivost sistema 3.815 ·10−5
mm. Potrebno je dodatno upoštevati še dejstvo, da imajo gonila nekaj zračnosti, ki
po specifikacijah proizvajalca znaša 0.05 mm. To pomeni, de je realna natančnost
pozicioniranja posameznega aktuatorja ±0.02 mm [22].
Ker se enkoderji nahajajo na motorjih in nimajo absolutne reference, je potrebno ob
vsakem zagonu krmilnikov poiskati začetno lego linearnih gonil. To se izvede s funk-
cijo iskanja začetne lege (ang. homing), ki zapelje linearna gonila do končnih stikal in
s tem vzpostavi referenčno vrednost. Zadnja velika omejitev sistema je maksimalna
dopustna hitrost motorjev in gonil. Za motorje je omejitev 6450 obr/min, za gonila
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pa 3000 obr/min. Slednje pomeni, da je potrebno omejiti maksimalno dovoljeno hi-
trost motorjev na 3000 obr/min, kar se izvede pri osnovnem programiranju krmilnikov
motorjev.
3.2.2. Krmilniki motorjev
Skupno število krmilnikov je šest, saj vsak motor potrebuje svoj krmilnik. Vsi krmilniki
se nahajajo znotraj krmilne omare, kar je prikazano na sliki 3.4.
Slika 3.4: Krmilniki v krmilni omari.
Ti visoko zmogljivi industrijski krmilniki Festo CMMP-AS-C5-3A omogočajo veliko
različnih načinov krmiljenja motorjev ter podajanja trajektorij. Krmilnike je mogoče
vnaprej programirati in določiti časovno zaporedje gibov, ki ga potem izvajajo vključno
z odzivanjem na zunanje digitalne ali analogne vhode, kar je lahko primerno za določene
proizvodne linije ali preprosto avtomatizacijo. Mi smo uporabili način krmiljenja v
realnem času preko CAN vodila s protokolom CANOpen, kar na kratko predstavljamo
v poglavju 3.4. Komunikacija s krmilniki motorjev. Takšen način krmiljenja omogoča,
da linearne pogone krmilimo glede na njihovo pozicijo, hitrost ali navor ter poganjamo
funkcijo iskanja začetne lege linearnega pogona.
Za doseganje ciljev magistrske naloge smo premǐsljeno izbrali notranjo krmilno zanko
med krmilniki in motorji. Pozicijsko krmiljenje ne prinaša dovolj nadzora, zato za nas
neuporabno, ne moremo nadzorovati in spreminjati hitrosti motorjev v realnem času,
saj se ta regulirajo znotraj krmilnikov motorjev. Največ nadzora ponuja način krmi-
ljenja motorjev po navoru. Pri tem načinu lahko spreminjamo želeno vrednost navora
na motorju in s tem nadzorujemo tudi hitrost. Težava pri tem je, da ne izkoristimo
hitrih regulacijskih zank, ki jih premorejo ti industrijski krmilniki za nadzor toka in
navora motorjev. Najbolj primerna izbira za doseganje naših ciljev je torej bila upo-
raba hitrostnega načina krmiljenja motorjev. Nad to krmilno zanko med krmilniki in
motorji je potem mogoče implementirati pozicijsko ali hitrostno vodenje našega robota.
Celotna več nivojska regulacija za vodenje robota je prikazana na sliki 3.5. S črtkanim
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okvirčkom so označeni deli regulacije, ki se izvajajo znotraj Festo krmilnikov motorjev.
Zunanja pozicijska zanka pa je tista, ki smo jo implementirali v našem krmilniku. To







Slika 3.5: Več nivojska regulacija sistema v našem sistemu.
Za pravilno delovanje krmilnikov smo nastavili veliko število parametrov. Nekaterih
parametrov ni mogoče spreminjati preko CAN vodila. To so denimo parametri CAN
komunikacije, omejitev delovnega območja pogona, razne nastavitve notranjih regula-
cijskih zank za motorje itd. Vse takšne parametre smo predhodno nastavili s priloženo
programsko opremo krmilnikov FCT (ang. Festo Configuration Tool). Te nastavitve
smo nato shranili v notranje pomnilnike na krmilnikih. Na takšen način imajo krmilniki
nastavljene najnujneǰse parametre za obratovanje tudi po ponovnem zagonu sistema.
Parametre, ki jih je mogoče nastavljati preko CAN vodila smo nastavili kasneje. To
predstavljamo v podpoglavju 4.1. Komunikacija preko CAN vodila.
3.3. Operacijski sistem in programsko okolje
V laboratoriju se uporablja poseben računalnik, ki je namenjen izključno za izvaja-
nje programov potrebnih za eksperimente. Zaradi narave raziskovalnega dela se vedno
spreminjajo potrebe po zajemu podatkov, potrebno je izdelati nove krmilne sheme itd.
Vse takšne probleme se lahko rešuje z uporabo preprostih ločenih programov, ki se jih
po potrebi spremeni ali nadgradi. Težave se pojavijo, ko želimo izvajati programe v
realnem času in zagotoviti, da se celotna aplikacija izvaja s konstantnim časovnim ko-
rakom. To je sicer ročno še vedno izvedljivo, vendar lahko določene spremembe zahtev
eksperimenta pomenijo potrebo po spremembi celotne strukture programa. Rešitev za
ta problem je lahko uporaba sklopa prevajalnika in operacijskega sistema poimenova-
nega s skupnim imenom Simulink Real-Time podjetja MathWorks.
Simulink Real-Time omogoča avtomatsko generacijo aplikacij v realnem času iz pro-
gramskih shem narejenih v programskem okolju Simulink. Pri tem se za programe
(v tem okolju so imenovani tudi kot simulacije) uporablja konstanten časovni korak
simulacij. To pomeni, da lahko spreminjamo programsko shemo po naših potrebah,
prevajalnik pa poskrbi, da je struktura končnega programa ustrezna. S tem lahko zelo
hitro izdelamo prototipe delujočih aplikacij v realnem času.
Simulink je grafično programsko okolje podjetja MathWorks namenjeno predvsem za
modeliranje, simulacijo in analizo dinamičnih sistemov. Vmesnik temelji na izgradnji
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modelov v obliki blokovnih diagramov. Te je mogoče združevati v posamezne pod-
sisteme ter jim definirati poljubno število vhodov in izhodov. Poleg zelo preglednega
načina programiranja in zmogljivih reševalcev (ang. solver) ponuja to programsko oko-
lje tudi prilagodljive knjižnice. Te omogočajo lažjo integracijo zunanjih sistemov, kot
je na primer podpora za CAN komunikacijo.
3.4. Komunikacija s krmilniki motorjev
Festo krmilniki CMMP-AS-C5-3A omogočajo zunanje krmiljenje v realnem času preko
CAN vodila s protokolom CANOpen. Podrobna predstavitev uporabe tega protokola z
omenjenimi krmilniki se nahaja v sklopu dokumentacije krmilnikov Festo CMMP [23].
Iz tega vira so bile črpane glavne informacije za realizacijo komunikacije s krmilniki
motorjev.
3.4.1. CAN
CAN je zanesljiv komunikacijski protokol, ki omogoča povezovanje velikega števila
elektronskih krmilnih enot (imenovanih tudi vozlǐsč) preko enega samega skupnega
serijskega vodila. Vozlǐsča lahko predstavljajo preproste senzorje, aktuatorje ali celotne
računalnike, ki imajo na razpolago vmesnik za komunikacijo po CAN vodilu. V našem
primeru je to šest krmilnikov motorjev ter en računalnik. Princip povezovanja vozlǐsč na
vodilo je shematično prikazan na sliki 3.6. Število vozlǐsč je načeloma lahko poljubno,
vendar je navzgor omejeno s podatkovno obremenitvijo vodila.
Slika 3.6: Princip povezovanja vozlǐsč na CAN vodilo [24].
3.4.2. CANOpen protokol
CANOpen je vǐsje-nivojski protokol, ki opisuje komunikacijo med vozlǐsči na CAN
vodilu. Konkretno nam pri krmilnikih motorjev omogoča enostaven in standardizi-
ran dostop do zelo velikega nabora parametrov. To vključuje denimo informacije o
trenutnem položaju motorja, trenutno hitrostjo, načinu vodenja itd. Vsak dostopen
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parameter ima svoje unikatno število sestavljeno iz indeksa in pod-indeksa. Celoten
nabor teh števil predstavlja slovar CAN objektov.
V splošnem obstajata dve metodi za dostop do teh parametrov. Prva je metoda s
potrjenim dostopom (ang. Confirmed access type), kjer krmilnik ob vsakem sprejetem
sporočilu pošlje povratno informacijo o tem ali je bil ukaz uspešen oziroma ali je prǐslo
do napake. Za to se uporabljajo sporočila za vzdrževanje podatkovnih objektov ali
kraǰse SDO (ang. Service Data Object) sporočila. Uporabnost sporočil je večinoma
samo za enkratne, začetne nastavitve krmilnikov, saj je zaradi čakanja na odgovor pri
vsakem ukazu celotna komunikacija relativno počasna. Pri drugi metodi so v upo-
rabi sporočila za obdelavo podatkovnih objektov, PDO (ang. Process Data Object)
sporočila. Krmilnik v tem primeru ne vrača nobenih povratnih informacij o spreje-
tem ali zavrnjenem ukazu. To razbremeni podatkovni prenos na vodilu, hkrati pa je
za to potrebno vnaprej zagotoviti, da se sporočila pravilno interpretirajo. Ta metoda
je primerna takrat, ko je potrebna visoka hitrost prenosa podatkov pri vnaprej točno
določenih oblikah sporočil. Takšno potrebo imamo pri vodenju aktuatorjev robota, saj
potrebujemo informacijo o njihovi trenutni poziciji, posredovati hočemo želeno hitrost,
vse skupaj pa mora potekati čim hitreje.
Pri začetnih nastavitvah krmilnikov so v uporabi tudi sporočila za upravljanje omrežja,
NMT (ang. Network Manegment) sporočila. Ta imajo največji vpliv in posledično
najvǐsjo prioriteto na vodilu. Ta sporočila so pomembna predvsem za pravilno vzpo-
stavitev celotne mreže vozlǐsč na vodilu. Z njimi lahko tudi ponovno zaženemo celoten
krmilnik motorja.
Poleg teh treh glavnih vrst sporočil, ki so načeloma zadostna za uspešno delovanje
CAN mreže, so za našo aplikacijo pomembna tudi sporočila za varovanje vozlǐsč, to so
NG (ang. Nodeguarding) sporočila. To so sporočila, ki se uporabljajo za preverjanje
komunikacije med nadrejenimi (ang. master) in podrejenimi (ang. slave) vozlǐsči
na vodilu. Nadrejeno vozlǐsče v tem protokolu ciklično sprašuje ostala vozlǐsča na
vodilu o njihovem stanju in preverja veljavnost odgovora. Če odgovora ni, oziroma
je ta neustrezen, lahko nadrejeno vozlǐsče primerno reagira. Obenem tudi vozlǐsča,
ki morajo biti prej ustrezno nastavljena, preverjajo periodičnost poslanih nadrejenih
NG sporočil. V kolikor takega sporočila ni v določenem časovnem intervalu, se javi
napaka, kar v primeru krmilnikov motorjev pomeni zaustavitev celotnega sistema. Več
o uporabi in sami implementaciji teh sporočil v našem sistemu je opisano v poglavju
4. Razvoj programske opreme.
3.4.3. Povezava računalnika na CAN vodilo
Za povezavo računalnika na CAN vodilo se uporablja posebna periferna enota (PCI
kartica) CAN-AC2-PCI podjetja Softing. Ta omogoča branje in pisanje sporočil na vo-
dilo. Knjižnice za uporabo omenjene kartice so na voljo tudi za uporabljeno programsko
okolje Matlab Simulink oz. operacijski sistem Simulink Real-Time.
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3.5. Zunanji merilni sistem
Za izvajanje meritev v podpoglavju 5.3. smo uporabili optični merilni sistem za zajem
gibanja v prostoru 3D Investigator Motion Capture System, Northern Digital Inc.. Sis-
tem je sestavljen iz aktivnih označevalcev ter pozicijskih senzorjev (označeni z oznako
1 na sliki 3.1) za zajem podatkov o postavitvi označevalcev v prostoru. Pred uporabo
se sistem običajno poravna na referenčni koordinatni sistem. Tega definiramo z upo-
rabo referenčne kocke z označevalci, katere dimenzije so sistemu vnaprej že poznane.
Kocko postavimo na želeno izhodǐsče koordinatnega sistema in zaženemo program za
poravnavo. Po tem postopku sistem vedno vrača koordinate uporabljenih označevalcev
v na novo definiranem koordinatnem sistemu. Poleg tega, nam program za izvajanje
poravnave poda tudi napako poravnave. Ta napaka je za naše eksperimente znašala
0.4 mm in predstavlja točnost merilnega sistema. Za eksperimente smo uporabili en




4. Razvoj programske opreme
V tem poglavju predstavljamo razvoj celotne programske opreme, ki smo jo razvili v
sklopu te magistrske naloge. Razdeljeno je na šest podpoglavji glede na posamezne
podsklope oziroma faze razvoja programa. Najprej predstavljamo razvoj podsklopov
za komunikacijo po CAN vodilu. Temu sledita podpoglavji o celotni kontrolni logiki
programa ter o združitvi komunikacije in logike v enotni blok. Šele po teh fazah
razvoja smo lahko implementirali teoretična znanja, predstavljena v podpoglavju 2.3.,
za izdelavo podsklopov za preračun kinematike robota. Po uspešni implementaciji
vseh delov programa smo morali le-te integrirati v skupno celoto, kar predstavljamo
v predzadnjem podpoglavju. Poglavje zaključujemo z opisom izdelave preprostega
uporabnǐskega vmesnika.
4.1. Komunikacija preko CAN vodila
Pri CAN komunikaciji je potrebno, da vsa vozlǐsča komunicirajo pri enaki hitrosti
prenosa podatkov (ang. Bit Rate). Skupna hitrost je lahko poljubna in je odvisna od
potreb aplikacije. CANOpen protokol v ta namen ponuja širok nabor možnih hitrosti,
ki pa so navzgor omejene z dolžino fizičnega vodila, kar je predstavljeno v tabeli 4.1. Za
naše potrebe je bila nujna čim hitreǰsa komunikacija. Ker je v našem primeru dolžina
vodila manj kot 10 m, smo uporabili najvǐsjo možno hitrost prenosa podatkov. Po
priporočilih standarda je to 1 Mb/s.
Preglednica 4.1: Dovoljene hitrosti prenosa glede na dolžino vodila, kot jih specificira
standard CANOpen, povzeto po [25].
Hitrost prenosa Dolžina vodila
1 Mb/s 25 m
800 kb/s 50 m
500 kb/s 100 m
250 kb/s 250 m
125 kb/s 500 m
50 kb/s 1000 m
20 kb/s 2500 m
10 kb/s 5000 m
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V ta namen smo morali pravilno nastaviti hitrost komunikacije tako na krmilnikih
motorjev kot tudi na periferni enoti v računalniku. Pri krmilnikih smo to izvedli s
programom FCT, kjer smo aktivirali CAN komunikacijo ter nastavili izbrano hitrost
komunikacije 1 Mb/s. Nastavitve smo nato shranili v notranje pomnilnike krmilni-
kov. Za CAN kartico v računalniku smo v Simulink programskem okolju uporabili
blok za začetne nastavitve in ustrezno definirali hitrost komunikacije na vodilu. Poleg
samega fizičnega priklopa vodila nam je to omogočilo vzpostavitev komunikacije med
računalnikom in krmilniki motorjev.
4.1.1. Bloki iz knjižnice za CAN komunikacijo
Knjižnice za CAN katrico ponujajo dve vrsti blokov za sprejem in pošiljanje podatkov.
Bloki za enostavno uporabo pošiljanja CAN sporočil ter bloki za pisanje neposredno
na FIFO prenosni medpomnilnik (ang. FIFO transmission buffer) na CAN-AC2-PCI
kartici. Za naše potrebe smo izbrali slednje, saj omogočajo največ nadzora nad sestavo
in zaporedjem prejetih ali poslanih sporočil.
Bloki za pošiljanje CAN sporočil (ang. FIFO write) zahtevajo pet vhodnih parametrov:
• številka priključka na kartici (ang. port number)
• dva podatka o vrsti in številki identifikatorja vozlǐsča za naslavljanje (ang. node
identifier)
• dolžina sporočila
• podatki v sporočilu, ki lahko znašajo od 0 do 8 bajtov
Številka priključka na kartici je pomembna zato, da se CAN sporočila pošiljajo na
priključek kartice, kjer je dejansko priključen kabel za komunikacijo. Oziroma, če sta v
uporabi oba priključka je potrebno paziti, da se sporočila ne pošiljajo na napačno CAN
mrežo. Številka identifikatorja služi za naslavljanje različnih vozlǐsč saj so vsa povezana
na eno skupno vodilo. V našem primeru so vozlǐsča na CAN mreži krmilniki motorjev.
Vsak krmilnik potrebuje svoj nabor identifikatorjev. Na tak način se ločijo sporočila,
ki jih na vodilu določen krmilnik sprejema ali oddaja. Poleg tega se identifikatorji
spreminjajo tudi za različne načine komunikacije (SDO ali PDO). Kot primer krmilnik
z zaporedno številko 1 uporablja identifikatorje 601h za sprejem in 581h za oddajanje
SDO sporočil. Za PDO način komuniciranja ima vsak krmilnik na voljo štiri registre
za sprejem in oddajanje. Mogoče je poljubno nastaviti identifikatorje. Običajno se,
ponovno za primer vozlǐsča številka 1, uporabljajo sledeči identifikatorji:
• 201h, 301h, 401h, 501h za sprejem PDO sporočil
• 181h, 281h, 381h, 481h za oddajanje PDO sporočil
V kolikor je CAN mreža zelo razvejana, je mogoče uporabljati podalǰsane identifikatorje
(ang. extended identifier). Za naš primer to ni bilo potrebno in te funkcije nismo
uporabili. Podatek o dolžini sporočila je pomemben za pravilno interpretacijo sporočil
na sprejemni strani. Vsi do sedaj opisani podatki se uporabljajo za definiranje osnovnih
podatkov o CAN sporočilu. Najbolj pomembna je seveda vsebina samega sporočila, ki
predstavlja peti parameter bloka za pošiljanje sporočil. Vsebina sporočila je lahko od
0 do 8 bajtov. Blok na vhodu to sprejema kot sekvenco 64 bitov v obliki podatkovnega
tipa double.
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Blok za sprejem CAN sporočil (ang. FIFO read) ponuja izhode, ki so ekvivalentni
vhodom prej opisanega bloka. Dodatno ponuja še podatek o številu prebranih sporočil
iz predpomnilnika ter podatek o stanju predpomnilnika. Tretji in zadnji blok iz upora-
bljene knjižnice (ang. FIFO Setup) se uporablja samo za začetne nastavitve parametrov
CAN komunikacije in nima vhodov ali izhodov.
4.1.2. Sestava CAN sporočil
Zapis podatkov v CAN sporočilu je odvisen od načina komunikacije. SDO protokol








Preostali 4 bajti podatkov se uporabljajo za naslavljanje registrov oziroma CAN objek-
tov v krmilnikih. To vrsto sporočil smo uporabili predvsem za začetne nastavitve kr-
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Slika 4.2: Sestava NMT sporočil.
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Sestava NMT sporočil, ki so potrebna za upravljanje s CAN mrežo, je predstavljena
na sliki 4.2. To vrsto sporočil smo uporabili v fazi inicializacije krmilnikov ter za vklop
in izklop PDO načina komunikacije na CAN mreži.
Precej bolj pomembno je poznavanje sestave sporočil, ki so potrebna v fazi obrato-
vanja sistema. To so PDO in NG sporočila. Sestava PDO sporočil je odvisna od
nastavitev registrov na krmilnikih. Mogoče je nameniti od 1 do 8 bajtov podatkov v
enem sporočilu. Za potrebe našega sistema, smo na vsakem krmilniku uporabili dva
sprejemna registra (RPDO (ang. Receive PDO)) ter enega oddajnega (TPDO (ang.
Transmit PDO)). Slika 4.3 prikazuje sestavo teh treh vrst sporočil po bajtih. Neupora-
bljeni bajti pri posamezni vrsti sporočila so označeni kot prazen okvirček. Pri tej vrsti
















Slika 4.3: Sestava PDO sporočil.
Za samo krmiljenje robota potrebujemo le informacijo o trenutni poziciji aktuatorja ter
možnost pošiljanja želene hitrosti na krmilnik. Toda za preverjanje delovanja sistema
potrebujemo tudi informacijo o statusu krmilnikov. Da bi omejili obremenitev podat-
kovnega vodila, smo združili CAN objekta o statusu krmilnikov ter trenutni poziciji
v en oddajni register. Pomen racionalne izbire nastavitev PDO registrov je izposta-
vljen v poglavju 4.1.3. Določevanje hitrosti komunikacije. Za bolj sinhrono aktiviranje
motorjev smo poleg registra za sprejem želene hitrosti nastavili še register za sprejem
nadzorne besede (ang. Controlword) oziroma ukazov preklapljanja stanj krmilnika mo-
torjev. Ta register smo uporabili samo v fazi izvajanja začetnih nastavitev krmilnikov.
Za tem smo ga izključili in med fazo obratovanja ta ni aktiven.
Za implementacijo varnosti v komunikaciji smo uporabili NG protokol. Po začetnih
nastavitvah krmilnikov motorjev je potrebno na krmilnike periodično pošiljati sporočila
z daljinskim bitom (ang. remote bit). Ta sporočila ne vsebujejo podatkov, kar prikazuje
leva stran slike 4.4. Po sprejetju takšnega sporočila krmilnik vrne sporočilo, ki vsebuje
podatek o NMT stanju krmilnika, kar je prikazano na desni strani slike 4.4.
Zaradi različne sestave sporočil ter različnih frekvenc uporabe, smo razvili ločene pod-
sisteme za sestavljanje in pošiljanje podatkov. Na sliki 4.5 je shematično prikazan
podsistem, ki smo ga izdelali za pošiljanje sporočil v fazi nastavljanja krmilnikov. Blok
sprejema pet podatkovnih vhodov s katerimi lahko nastavimo, kakšno sporočilo bomo
poslali. Poleg tega smo uporabili tudi funkcijo vhoda za proženje izvajanja podsistema,
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Daljinski bit Status
Poslano sporočilo Odgovor krmilnika
B1
Slika 4.4: Sestava NG sporočil, levo poslano sporočilo, desno odgovor krmilnika.
kar predstavlja zgornji vhod v podsistem (Sproži) na sliki 4.5. Ta podsistem smo upo-
rabili za pošiljanje SDO in NMT sporočil, ter PDO sporočila za nadzorno besedo (ang.
Controlword). To so vse vrste sporočil, ki smo jih potrebovali v fazi nastavljanja krmil-
nikov. Slika 4.6 shematično prikazuje podsistema oziroma programska bloka, ki smo
ju izdelali za pošiljanje NG in PDO sporočil v fazi obratovanja sistema. Blok za NG
sporočila nima nobenega podatkovnega vhoda, saj ta vrsta sporočil ne vsebujejo podat-
kov, le daljinski bit (kar smo predstavili na sliki 4.4). Blok za pošiljanje PDO sporočil
ima en vhod, ki sprejema podatke v obliki vektorja s šestimi elementi. To so želene
hitrosti aktuatorjev q̇. Vhodi v bloke z zgornje strani so tako imenovani omogoči (ang.
enable) in sproži (ang. trigger) vhodi. Prvi določa kdaj je podsistem aktiven, drugi
pa določa trenutek izvedbe podsistema. S tema dvema vhodoma smo lahko nastavili
pravilno frekvenco pošiljanja sporočil. Vri trije predstavljeni podsistemi vključujejo








Slika 4.5: Podsistem za pošiljanje sporočil v fazi nastavljanja krmilnikov.
SprožiSproži OmogočiOmogoči
q̇ CAN pošlji PDO CAN pošlji NG
Slika 4.6: Podsistema za pošiljanje NG in PDO sporočil.
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4.1.3. Določevanje hitrosti komunikacije
Ena izmed najbolj pomembnih karakteristik pri vodenju robotov je frekvenca izvajanja
krmilne zanke. V našem primeru je ta podrejena lastnostim senzorjev in aktuatorjev,
hitrosti podatkovnega prenosa komunikacijskega vodila ter programske kode za izva-
janje preračunov. Festo krmilniki in motorji z enkoderji so zgrajeni za industrijske
namene in imajo zelo hitre interne krmilne zanke za tokovno, hitrostno in pozicijsko
vodenje, zato tukaj nismo pričakovali ozkega grla tekom vodenja robota. Omejitve
se torej lahko pojavijo pri izvajanju preračunov ali pri prenosu podatkov po vodilu.
Pogledali smo najprej slednje, kar je zahtevalo nekaj osnovnih informacij o vodilu ter
uporabljenih tipov sporočil.
Pasovno širino vodila smo že določili glede na priporočila standarda CANOpen in znaša
1 Mb/s. Vendar ta podatek ne pomeni veliko, če ne poznamo točne količine podat-
kov, ki se prenašajo po vodilu. Za določitev frekvence krmiljenja smo torej morali
najprej natančno določiti število bitov, ki so potrebni za komunikacijo v fazi obrato-
vanja robota. V fazi inicializacije hitrost komunikacije ni pomembna in je tam nismo
optimizirali ali analizirali.
V podpoglavju 4.1.2. smo uporabljena sporočila razčlenili glede na njihovo vsebino.
Vendar to nam še vedno ne poda točne informacije o številu porabljenih bitov za
komunikacijo. CAN sporočila imajo namreč poleg podatkovnih bitov še dodatne bite,
ki so nujni za naslavljanje vozlǐsč in stabilno komunikacijo. Slika 4.7 prikazuje celoten
CAN podatkovni niz, ki skupaj sestavlja eno CAN sporočilo. Velikost polj je izražena
v bitih.
Poravnava Kontrola Podatki CRC ACK
1 12 6 0-64 16 2 7
Podatkovni niz Prostor
med nizi
Začetek niza Konec niza
Slika 4.7: Sestava CAN podatkovnega niza [25].
Na podlagi informacij iz slike 4.7 smo lahko formulirali enačbo za določevanje skupnega
števila bitov za dano sporočilo Nbs:
Nbs = 1 + 12 + 6 +Nbp + 16 + 2 + 7 + 7 = 51 +Nbp. (4.1)
Pri tem oznaka Nbp predstavlja število podatkovnih bitov v sporočilu. Končen izraz
v enačbi (4.1), skupaj s podatki o sestavi PDO in NG sporočil iz slik 4.3 in 4.4, nam
je omogočil izračun celotnega števila bitov za dano CAN sporočilo. Ti podatki, so
združeni v preglednici 4.2.
Zadnji stolpec v tabeli prikazuje število posameznih sporočil Ns. Za krmiljenje robota
je seveda potrebno pošiljanje in sprejemanje na vseh šest krmilnikov v istem časovnem
koraku. Sporočila namenjena varnosti pa so lahko razdeljena, kar smo tudi implemen-
tirali v programski kodi za pošiljanje teh sporočil. Pošiljanje smo razdelili tako, da
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Preglednica 4.2: Sporočila potrebna za vodenje robota ter njihova velikost v bitih.
Vsebina sporočila Nbp Nbs Ns
Hitrost motorja 32 83 6
Pozicija in status motorja 40 91 6
NG 0 51 1
Odgovor NG 8 59 1
smo v danem časovnem koraku programa poslali NG sporočilo samo na en krmilnik.
Tekom več časovnih korakov programa smo izmenjevali naslovljeni krmilnik. S tem
smo dodatno razbremenili podatkovno vodilo, brez izgube funkcionalnosti varnostnih
sporočil.
Z vsemi temi informacijami smo lahko izračunali skupno število bitov, ki se morajo
pretočiti preko CAN vodila v danem ciklu krmiljenja platforme:
6(83 + 91) + 51 + 59 = 1154 b. (4.2)
Na podlagi skupnega potrebnega števila bitov in izbrane hitrosti prenosa podatkov smo
določili teoretično maksimalno frekvenco vodenja robota:
106 b/s
1154 b
= 866.6 Hz (4.3)
Izračunana frekvenca je zelo blizu dejanske maksimalne frekvence, ki bi jo lahko dosegli
za komunikacijo preko vodila. Popolnoma natančen izračun ni mogoč, zaradi tako ime-
novanega bitnega vrivanja (ang. bit stuffing). To je interni protokol, ki je potreben za
sinhronizacijo in robustnost komunikacije. Temelji na vrivanju bitov v signal, če pride
v sporočilu do petih enakih zaporednih bitov. Z upoštevanjem tega pojava ter možnosti
nastanka večjega prostora med sporočili smo določili, da je realna maksimalna možna
frekvenca komunikacije 800 Hz. Eden izmed ciljev tega magistrskega dela je tudi visoka
fleksibilnost programa in zmožnost vključevanja v različne programske sheme. Pri fre-
kvenci komunikacije s platformo z 800 Hz bi morali programi na računalniku z Simulink
Real-Time obratovati pri frekvencah, ki so celoštevilski večkratniki te frekvence, kar
v večini primerov ni izvedljivo. Zaradi tega dejstva ter posledično bolǰse zanesljivost
komunikacije smo se odločili za komunikacijo s frekvenco 500 Hz. Temu smo prilagodili
izvajanje podsistemov v našem programu ter ustrezno nastavili registre na krmilnikih
motorjev.
4.1.4. Razširitev delovanja
V primeru, da se pri določenem eksperimentu potrebuje zajemanje podatkov z visoko
frekvenco 1-10 kHz, je potrebno, da lahko tudi program za uporabo paralelne robotske
platforme deluje pri kratkih simulacijskih časih. To pomeni predvsem, da komunika-
cija s krmilniki motorjev pravilno deluje. Težava nastane, ker zaradi omejitev vodila
komunikacija s krmilniki ne more delovati pri takšnih frekvencah. Zato smo pri snova-
nju programa morali proces komunikacije prilagoditi takšni problematiki. Rešitev za
pisanje sporočil na CAN vodilo smo zagotovili z ustrezno izbiro sprožilnega signala za
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pošiljanje sporočil. Denimo vsakih n ciklov programa. Zaradi načina delovanja bloka
za branje CAN sporočil (FIFO Read), smo potrebovali drugačen pristop. Morali smo
omejiti število prebranih sporočil, ter jih nato združiti tekom več časovnih korakov. To
smo rešili z dinamičnim nastavljanjem parametra ReadFifoDepth glede na simulacij-
ski čas. S tem smo dosegli, da podsistem za sprejem sporočil prebere manǰse število
sporočil iz FIFO medpomnilnika v posameznem časovnem koraku izvajanja programa.
Pridobljene vrednosti se zbirajo v naslednjem podsistemu, kjer se ovrednotijo vsakih
0.002 s. To pomeni, da se krmiljenje robotske platforme lahko izvaja še vedno s fre-
kvenco 500 Hz. Pri tem se lahko celoten zunanji program v okolju Simulink Real-time
izvaja z vǐsjo frekvenco. S tem smo dosegli zahtevano razširljivost našega programa za
krmiljenje paralelne robotske platforme.
4.2. Razvoj kontrolne logike
Logični del programa smo osnovali na principu sekvenčnih avtomatov. Programsko
kodo smo zapisali v okolju Simulink Stateflow. To je okolje za modeliranje in simuliranje
kombinatorične ter sekvenčne logike na osnovi sekvenčnih avtomatov in diagramov
poteka v programskega okolja Simulink. Celoten program smo razdelili na šest glavnih
stanj. Ta stanja in možni prehodi med njimi so prikazani na sliki 4.8. Opis posameznih







Slika 4.8: Glavna stanja sekvenčnega avtomata.
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4.2. Razvoj kontrolne logike
4.2.1. Preverjanje
V prvem korak programa preverjamo povezavo s krmilniki motorjev. Grafični prikaz
poteka prikazujemo na sliki 4.9. Program pošlje preprosto SDO sporočilo za branje
stanja krmilnikov ter nato čaka na odgovor. V tej fazi ni pomembna vrsta odgovora,
temveč je pomembno ali sploh pride do povratne informacije. V primeru da odgovora
krmilnikov ni, se program vrne v začetno stanje in ponovno pošlje isto SDO sporočilo.
Program na tak način čaka, da se vzpostavi povezava s krmilniki motorjev in ne izvaja
nadaljnjih operacij. To je pomembno v primeru, da uporabnik pozabi vklopiti napa-
janje krmilnikov motorjev v krmilni omari. Možen vzrok za obstoj programa v tem
stanju je tudi izključeno CAN vodilo. Ko je povezava uspešno vzpostavljena, program





Slika 4.9: Preverjanje povezave s krmilniki.
V naslednjem koraku programa preverimo, če je potrebna inicializacija krmilnikov in
iskanje začetne lege aktuatorjev (Slika 4.10). Krmilniki takšne informacije ne ponujajo
neposredno. Ta problem smo zaobšli z branjem in pisanjem stanja registra, ki drugače
ni v uporabi. Stanje tega registra se ob ponovnem zagonu krmilnikov motorjev vedno
nastavi za privzeto vrednost. Ko so krmilniki vklopljeni je njegova vrednost konstanta,
razen v primeru, da jo spremenimo preko ukazov na CAN vodilu. To storimo le v
primeru, ko se uspešno izvede podprogram za izvajanje iskanja začetne lege aktuatorjev.
Na takšen način smo omejili uporabo funkcije iskanja začetne lege. Izvede se namreč
samo v primeru, ko je to nujno potrebno. To je ob izklopu in vklopu krmilnikov, ko se
izgubijo podatki o poziciji aktuatorjev. Stanje omenjenega registra torej definira potek
programa v prvem razvejǐsču na sliki 4.8. V kolikor inicializacija in iskanje začetne lege
aktuatorjev ni potrebno, program preide v stanje nastavitev omejitev.
4.2.2. Inicializacija in iskanje začetne lege
Ob vsakem zagonu programa, po tem ko so bili krmilniki motorjev izključeni je po-
trebno izvesti postopek inicializacije. Vseh potrebnih nastavitev namreč ni mogoče
shraniti v notranje pomnilnike na krmilnikih. Izvedba tega dela programa je bila zelo
preprosta, saj moramo le nastaviti določene registre na krmilnikih. To smo dosegli
z uporabo nabora NMT in SDO sporočil. Sporočila, ki jih pošiljamo v tem stanju
programa vključujejo:
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Slika 4.10: Preverjanje registra inicializacije.
• NMT sporočilo, s katerim postavimo krmilnike v stanje pripravljenosti.
• SDO sporočila s katerimi nastavimo RPDO in TPDO registre. Ti so potrebni med
fazo iskanja začetne lege ter pri obratovanju.
• SDO sporočila s katerimi izberemo načina delovanja krmilnikov (Iskanje začetne lege)
Po uspešno poslanih sporočilih program preide v stanje iskanja začetne lege aktua-
torjev. Potek tega stanja je razčlenjen na sliki 4.11. V prvi koraku program zažene
funkcijo iskanja začetne lege na krmilnikih. Krmilniki nato avtomatsko izvedejo is-
kanje. Program nato čaka na ustrezna sporočila krmilnikov, da je postopek iskanja
začetne lege zaključen. Ko program prejme sporočila vseh šestih krmilnikov, se iskanje
zaključi z izklopom motorjev. Temu stanju sledi še nastavitev posebnega registra v
krmilnikih. S tem označimo uspešno zaključeno fazo inicializacije in iskanja začetne







Slika 4.11: Stanja v iskanju začetne lege aktuatorjev.
38
4.2. Razvoj kontrolne logike
4.2.3. Nastavitev omejitev
V četrtem stanju programa nastavimo še nekatere omejitve krmilnikov. Podobno kot
pri stanju inicializacije v tem stanju pošiljamo le vnaprej definirano sekvenco CAN
sporočil. V tej fazi nastavljamo:
• način delovanja krmilnikov (hitrostno vodenje preko CAN vodila)
• notranje enote krmilnika (ang. Factor Group)
• maksimalno dovoljeno hitrost motorjev (glede na specifikacije motorjev)
• vrednost želene hitrosti motorjev na 0
Pri načinu hitrostnega vodenja krmilniki preberejo vrednost želene hitrosti motorja na
temu namenjenem registru. Z nastavljanjem notranjih enot krmilnika smo spremenili
interpretacijo teh vrednosti. Tako smo omogočili pošiljanje želeno hitrost na krmilnike
v naših izbranih enotah. Podobno velja tudi za register, ki posreduje informacijo o tre-
nutnem položaju aktuatorja. Tega smo nastavili tako, da vrača vrednosti z resolucijo
0.01 mm. Pri nastavitvah interpretacije enot je najbolj pomembno, da smo nastavi-
tve krmilnikov uskladili z uporabljenimi enotami v programu. V nasprotnem primeru
bi lahko prǐslo do katastrofalnih posledic. Poleg tega v tem stanju nastavljamo tudi
maksimalno dovoljeno hitrost motorja, ki smo jo definirali v podpoglavju 3.2.1.. To
je pomembno, da se obvaruje mehanske komponente pred poškodbami zaradi preobre-
menitve. V zadnji korak v tem stanju postavimo vrednosti želene hitrosti motorjev na
0. S tem dodatno preprečimo možnosti za nepredviden premik motorjev ob njihovem
vklopu v naslednjih stanjih.
4.2.4. Stanje pripravljenosti in obratovanja
Vsa predhodna stanja programa so vnaprej določena in odvisna samo od stanja krmil-
nikov ter povezave do njih. Zadnji dve stanji, pripravljenost in obratovanje, sta odvisni
tudi od vhodnega parametra, ki ga lahko nastavi uporabnik. S postavitvijo tega vhoda
na vrednost 1 omogočimo uporabniku prehod v stanje obratovanja. Pri vrednosti 0
pa povrnemo program v stanje pripravljenosti. Na sliki 4.12 prikazujemo podrobneǰsi
prikaz teh dveh stanj.
Program v fazi pripravljenosti vrača informacijo, da je v tem stanju ter preverja vre-
dnost spremenljivke na vhodu, ki je potrebna za prehod v stanje obratovanja sistema.
Vmesno stanje je stanje vklopa motorjev, v katerem najprej nastavimo parametre NG
protokola ter nato aktiviramo motorje. Takoj po poslanih aktivacijskih sporočilih, pro-
gram preide v stanje obratovanja, kjer čaka na ukaz za izklop. V kolikor je program
v tem stanju, aktiviramo zunanje podsisteme za prejemanje in pošiljanje PDO in NG
sporočil. S tem omogočimo vodenje paralelne robotske platforme preko CAN vodila.
Pri prenehanju uporabe platforme s programom najprej zaustavimo motorje v stanju
izklop ter nato preidemo nazaj v stanje pripravljenosti.
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Slika 4.12: Prehodi med stanjem pripravljenosti in stanjem obratovanja.
4.3. Združitev podsistemov komunikacije in logike
Programski sklopi predstavljeni v poglavjih 4.1 in 4.2 vsebujejo vse potrebno, za
uspešno komunikacijo s krmilniki motorjev. Zato smo te sklope povezali in združili
v nov podsistem, ki ga shematično in poenostavljeno prikazujemo na sliki 4.13. V tem
podsistemu smo vključili podsistema za sprejem in sortiranje vseh prejetih sporočil. Ta
dva bloka sta v uporabi v vseh fazah delovanja programa in na izhodu podajata vse
informacije, ki prispejo na CAN vodilo. Sledi podsistem kontrolne logike, v katerem
smo vključili programsko kodo predstavljeno v 4.2. ter splošni blok za pošiljanje na
CAN vodilo predstavljen na sliki 4.5. Blok za pošiljanje, ki ga tukaj predstavljamo,
združuje podsistema predstavljena na sliki 4.6. Ta blok je aktiven samo v fazi obra-
tovanja sistema in skrbi za pošiljanje PDO in NG sporočil. Peti in zadnji blok, ki ga
predstavljamo na sliki 4.13 je blok za omejitev hitrosti preden jih pošljemo na CAN
vodilo. Dejansko pa je to pozicijska omejitev. S tem blokom namreč preverjamo trenu-
tne položaje aktuatorjev ter hitrosti, ki jih želimo poslati na krmilnike. Če v tem bloku
zaznamo, da katerikoli od aktuatorjev doseže končno vrednost, omejimo vse hitrosti,










Slika 4.13: Podsistemi za komunikacijo in kontrolno logiko.
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Slika 4.14: Blok za komunikacijo s platformo.
ponovno pošiljanje hitrosti na krmilnike samo v primeru, da vse poslane hitrosti pov-
zročijo premik aktuatorjev v dovoljenem območju. S tem preprečimo nenadzorovane
pomike platforme v primeru, da aktuatorji dosežejo mehanske omejitve. S črtkanim
pravokotnikom smo označili mejo podsistema. Njegov zunanji videz shematično prika-
zujemo na sliki 4.14. V takšni obliki smo ga shranili v Simulink programsko knjižnico.
Ta blok sprejema na vhodu:
• vrednost za vklop ali izklop motorjev (Vklop)
• vektor želenih hitrosti motorjev (q̇)
Kot izhod blok vrača:
• informacijo ali je platforma pripravljena za uporabo (Pripravljenost)
• informacijo ali je platforma v fazi obratovanja (Obratovanje)
• vektor trenutnih pozicij aktuatorjev (q)
4.4. Implementacija kinematike robota
V tem podpoglavju je predstavljeno na kakšen način smo implementirali preračune
inverzne in direktne kinematike robota v Simulink programskem okolju.
4.4.1. Implementacija inverzne kinematike
V podpoglavju 2.3. Matematični modeli za uporabljeno vrsto robota smo predstavili
teoretične izpeljave inverzne in direktne kinematike za matematični model našega ro-
bota. V praksi je pri teh izračunih potrebno upoštevati še debeline plošč ter sklepov.
Tudi zapis vektorja t, kot smo ga definirali na sliki 2.11, ni najbolj praktičen. Razlog
za to je, da je začetna lega robota, ko so vsi aktuatorji na polovici delovnega območja.
V tem primeru vektor t ne bi vseboval samih ničelnih vrednosti. Zato smo uporabili
novi fiksni koordinatni sistem, ki ima izhodǐsče na vrhu zgornje plošče robota, ko je ta
v začetni legi. S tem smo lahko definirali novi vektor za popis pozicije vrhnje plošče
robota tr. Prikaz novo definiranih vektorjev za popis kinematike uporabljenega robota
je predstavljen na sliki 4.15. Zaradi bolj pregledne sheme smo uporabili poenostavljen
shematičen dvodimenzionalni pogled.
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Slika 4.15: Shema robota z novim referenčnim koordinatnim sistemom.
Takšen vektorski zapis položaja sklepov robota sedaj upošteva novi referenčni koor-
dinatni sistem, ter debeline plošč in sklepov robota. Postopek za računanje inverzne
kinematike ostaja takšen kot smo ga predstavili v podpoglavju 2.3.1.. Za zapis enačbe
(2.7) smo morali le preračunati vektor t iz tr in tn. Nova enačba za izračun dolžine
posamezne noge robota ima sedaj obliko:
li = −bi + tr + tn +Rpir . (4.4)
Izračun dolžine vektorja li ter definicija vektorja q ostajata popolnoma enaki kot v
izpeljavi v podpoglavju 2.3.1.. Programsko implementacija teh izračunov inverzne ki-
nematike smo izvedli z uporabo programskega bloka, ki omogoča zapis v obliki Matlab
funkcije. Funkcijo smo zapisalo tako, da zahteva dve vhodni vrednosti in sicer vektor
pozicije vrha x ter debelino vrhnje plošče robota h. Kot izhod funkcija vrača vektor
dolžin nog robota q ter uporabljeno rotacijsko matriko R. Grafičen prikaz podsistema






Slika 4.16: Blok za izračun inverzne kinematike
Za podsistem na sliki 4.16 smo uporabili tudi funkcijo maske bloka. S tem smo
omogočili podajanje parametra debeline vrhnje plošče preko maske in ne kot vhodni
parameter v blok. To nam je omogočilo lažjo integracijo tega podsistema v drugih
sklopih programa.
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Slika 4.17: Blok za izračun inverzne Jakobijeve matrike
Izračun inverzne Jakobijeve matrike J−1 smo izvedli v ločenem podsistemu (Slika 4.17),
kjer smo ponovno izbrali blok za uporabo Matlab funkcije. V samo funkcijo pa smo
zapisali rezultat simboličnega odvajanja izrazov, ki smo jih implementirali pri izdelavi
podsistema za izračun inverzne kinematike. Pri odvajanju smo poleg spremenljivk za
popis translacij in rotacij obdržali še spremenljivko za debelino vrhnje plošče robota.
Rezultat tega je bila matrika velikosti 6x6 s sedmimi neznankami, ki nastopajo v vseh
elementih matrike. To matriko smo prepisali v blok za uporabo Matlab funkcije. Vhodi
v funkcijo so vektor zunanjih koordinat sistema x ter debelina vrhnje plošče platforme
h. Prav tako kot pri izračunu inverzne kinematike, smo uporabili funkcijo maske za
podajanje debeline vrhnje plošče robota, vektor x pa je ostal kot vhodna spremenljivka
v podsistem. Izhod iz funkcije in tudi podsistema je inverzna Jakobijeva matrika robota
J−1.
Bloka oziroma podsistema iz slik 4.16 in 4.17 predstavljata temelj kinematike upora-
bljenega robota. V ta namen smo ju želeli ustrezno vključiti v programsko knjižnico
našega sistema. To smo storili tako, da smo izdelana bloka najprej posamično shranili
v knjižnico. Nato smo sestavili nov blok, ki se sklicuje na bloka te knjižnice. Takšen
način shranjevanja ponuja bolj strukturiran pregled nad programsko kodo shranjeno
v knjižnici ter omogoča, če je potrebno, uporabo samo posameznega osnovnega bloka.
Rezultat je blok, ki vključuje celoten sklop inverzne kinematike robota. Kot vhod
sprejema vektor pozicije vrha platforme x. Izhodne vrednosti so dolžine nog robota
q, uporabljena rotacijska matrika R ter inverzna Jakobijeva matrika J−1 za podani
vhodni položaj vrha robota. V maski novega bloka smo prav tako dodali vnosno polje
za debelino vrhnje plošče robota. Prikaz skupnega bloka inverzne kinematike predsta-







Slika 4.18: Skupen blok za inverzno kinematiko in izračun inverzne Jakobijeve
matrike.
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4. Razvoj programske opreme
4.4.2. Implementacija direktne kinematike
Za izračun direktne kinematike smo prav tako uporabili blok za zapis Matlab funkcije,
ki je bil kasneje zajet v podsistem (Slika 4.20). Uporabili smo tudi funkcijo maske za
vnos debeline vrhnje plošče robota. Programsko implementacijo Newton-Raphsonove





e = G(xj)− q
e < ǫ





Slika 4.19: Shematični prikaz iteracijske zanke.
Funkcija oziroma iteracijska zanka sprejema tri vhodne spremenljivke.
• Začetni približek rešitve xzp
• Konstantno Jakobijevo matriko J0
• Trenutno izmerjeno vrednost dolžin nog robota q
Začetni približek rešitve xzp pred prvo iteracijo zapǐsemo v spremenljivko xj, ki pred-
stavlja trenutni približek rešitve. Nato izračunamo vektor napak e, ki je definiran z
enačbo
e = G(xj)− q. (4.5)
Z G smo tukaj ponovno označili funkcijo inverzne kinematike robota. Sledi primerjava
vektorja napak e z vnaprej definiranim pragom ϵ. Če je napaka za vsako dolžino noge
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4.5. Integracija vseh gradnikov v krmilnik
robota manǰsa od dovoljenega praga, zanko prekinemo in preidemo v zadnje stanje, kjer
trenutni približek rezultata zapǐsemo v spremenljivko x in ga posredujemo na izhod
funkcije. V kolikor je napaka večja ali enaka določenemu pragu ϵ se iteracijska zanka
nadaljuje. V naslednjem stanju izračunamo naslednji približek rešitve xj+1 po enačbi:
xj+1 = xj − J0e. (4.6)
Nato še posodobimo vrednost spremenljivke xj. Za preprečitev neskončne zanke smo po
tem stanju dodali še pogoj, s katerim preverimo, če smo presegli maksimalno dovoljeno
število iteracij jmax. V kolikor tega nismo dosegli zanko ponovno izvedemo. V zadnjem
koraku izračunani približek rešitve xj zapǐsemo v spremenljivko x, ki jo posredujemo
na izhod funkcije.
Za prag ϵ smo določili vrednost 0.02 mm. To je natančnost s katero lahko teoretično
pridobimo dolžino posamezne noge robota. Strožje meje ni smiselno postavljati, saj
sami izmerki dolžin nog niso tako natančni in s tem ne bi izbolǰsali končnega rezultata
iteracijske sheme.
Maksimalno število dovoljenih iteracij jmax smo izbrali na podlagi simulacije vhodnega
signala q, ter spreminjanja začetnega približka xzp. Pri tem smo opazovali potrebno
število iteracij. To ni nikoli preseglo števila 15 za smiselne vnose vhodnih parametrov.




Slika 4.20: Blok za izračun direktne kinematike robota.
Konstantno Jakobijevo matriko J0 smo izračunali z invertiranjem inverzne Jakobijeve
matrike. Matriko smo izračunali za diferencialno majhne pomike v okolici pozicije vrha
robota x = [0, 0, 0, 0, 0, 0], kar predstavlja začetno lego robota. Da bi prihranili proce-
sorski čas, smo ta izračun implementirali v obliki funkcije, ki se izvede pred zagonom
simulacije v okolju Simulink Real-Time.
4.5. Integracija vseh gradnikov v krmilnik
V zadnjem glavnem koraku pri izdelavi programa za vodenje paralelne robotske plat-
forme smo morali integrirati vse izdelane gradnike v skupno celoto. To je krmilnik
paralelne robotske platforme. Glavni gradniki oziroma sestavni bloki, ki so bili pred-
stavljeni v preǰsnjih podpoglavjih so zbrani na sliki 4.21. Na takšen način so dostopni
tudi v programski knjižnici, ki smo jo izdelali. Ti trije bloki predstavljajo glavno iz-
hodǐsče za izdelavo različnih načinov vodenja robota.
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Slika 4.21: Nabor glavnih podsistemov programa kot smo jih tudi shranili v Simulink
knjižnico.
Če se ozremo nazaj na poglavje 2.4. Vodenje robotov, lahko iz slik 2.15, 2.13 in 4.21
opazimo, da imamo sedaj na razpolago vse potrebne gradnike za izdelavo krmilnika
robota po notranjih ali zunanjih koordinatah. Na podlagi zahtev tega magistrskega dela
v podpoglavju 1.2. Namen in cilji tukaj predstavljamo razvoj pozicijskega krmilnika za
krmiljenje paralelne robotske platforme po zunanjih koordinatah. Program krmilnika,














Slika 4.22: Izvedba vodenja v podsistemu krmilnika.
Vhod v krmilnik je želena pozicija vrha platforme v obliki vektorja x, ki jo poda
uporabnik ter trenutni položaj aktuatorjev q. Slednje je preprosto izhod iz bloka za
komunikacijo s krmilniki platforme in povezavo prikazujemo na sliki 4.23. Izhod iz
krmilnika je vektor q̇, ki vsebuje vrednosti hitrosti aktuatorjev robota. To vrednost
posredujemo bloku, ki skrbi za komunikacijo s krmilniki motorjev, kateri zapǐse vredno-
sti na CAN vodilo. Zelo je pomembno, da krmilnik obratuje samo tedaj, ko so motorji
robota aktivirani. V nasprotnem primeru bi bila povratna zanka informacij prekinjena
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in izhodna vrednost krmilnika bi lahko pridobila nesmiselne vrednosti. V ta namen
smo dodali vhod vrste Omogoči v podsistem krmilnika. Iz slike 4.23 je vidno, da smo
na ta vhod vezali izhod iz bloka za komunikacijo s platformo, ki podaja informacijo o
obratovanju sistema.
Izdelan pozicijski krmilnik je v osnovi zelo preprost. Vključuje le izračun napake med
trenutno in želeno vrednostjo zunanjih koordinat robota, ki jo kasneje pomnožimo s
faktorjem Kp. To je proporcionalni krmilnik. Razlog zakaj je tako preprosta izvedba
dovolj za doseganje dobrih rezultatov se nahaja v celotni strukturi sistema. Na sliki
3.5 smo označili, kateri del regulacije zajemajo Festo krmilniki motorjev. To so zanke,
ki skrbijo za regulacijo hitrosti in pospeškov motorjev. Na podlagi teorije takšnih
sistemov, kar smo predstavili v podpoglavju 2.4.3. vemo, da je dovolj izdelava propor-
cionalnega krmilnika na nivoju pozicije za doseganje dobrih lastnosti vodenja. V istem
poglavju teorije smo predstavili tudi, da lahko sledenje zvezno spreminjajočih se signa-
lov izbolǰsamo z uporabo FF kompenzacije. Zaradi načina uporabe paralelne robotske
platforme smo to že takoj vključili v krmilnik brez izvajanja primerjav vodenja z ali
brez FF kompenzacije.
Celoten potek preračunov v krmilniku predstavljenem na sliki 4.22 poteka na sledeč
način. Trenutne pozicije aktuatorjev robota predstavljajo vhod q v krmilnik. Te
preko preračunov direktne kinematike sistema pretvorimo v trenutno pozicijo vrha
robota v zunanjih koordinatah. Te vrednosti nato odštejemo od trenutne želene pozicije
podane na vhodu x. S tem pridobimo napako želene pozicije, katero pomnožimo s
faktorjem proporcionalnega ojačanjaKp. Zaradi varnostnih razlogov ali želj uporabnika
po omejitvi hitrosti smo po tem izračunu postavili blok za omejitev izhodne vrednosti,
kar je v shemi označeno z oznako OM. 1. Tako izračunani in omejeni hitrosti sedaj
prǐstejemo vrednost, ki jo izračunamo iz odvoda podane trajektorije (izhod iz bloka
FF na shemi). Tudi po seštevku teh dveh hitrosti smo postavili blok za omejevanje
hitrosti (OM. 2), ki ga lahko uporabnik poljubno nastavi. Po končnem preračunu želene
hitrosti vrha robota v zunanjih koordinatah ẋ moramo te vrednosti pretvoriti v hitrosti
aktuatorjev robota. To smo izvedli z matričnim množenjem ẋ z inverzno Jakobijevo
matriko J−1, ki jo izračunamo z blokom za inverzno kinematiko glede na trenutno
pozicijo platforme. S tem zaključimo z izračuni v krmilniku in rezultat posredujemo
na izhod iz bloka v obliki vektorja q̇.
Slika 4.23 prikazuje povezavo podsistema krmilnika z blokom za komunikacijo s plat-
formo. To skupaj predstavlja krmilnik paralelne robotske platforme kot celoten samo-
stojen program.
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Slika 4.23: Program krmilnika paralelne robotske platforme.
4.6. Uporabnǐski vmesnik
Razvit krmilnik in blok za komunikacijo s platformo (Slika 4.23) smo združili v enoten
končni blok, da bi poenostavili upravljanje s paralelno robotsko platformo. Ta blok je
shematično prikazan na sliki 4.24. Vhodi omogočajo uporabniku vklop in izklop motor-
jev ter podajanje pozicije in orientacije vrha platforme po posameznih komponentah
vektorja x. Izhodi bloka vračajo informacije o obratovanju platforme. Natančneje, če
se je platforma ustrezno inicializirala in je pripravljena za uporabo (Pripravljenost) ter
če so motorji aktivirani (Obratovanje). Izhodi podsistemov v okolju Simulink so eno-
stavno prilagodljivi in hitro je mogoče dodati denimo izhod, ki vrača trenutno pozicijo












Slika 4.24: Enoten končni blok krmilnika paralelne robotske platforme.
Takšen način združitve programskih sklopov nam je omogočil izdelavo preprostega
uporabnǐskega vmesnika z uporabo funkcije maske podsistema. Slika 4.25 prikazuje
enega izmed zavihkov maske. Vsi parametri, do katerih lahko uporabnik enostavno
dostopa preko izdelane maske sistema so:
• Debelina vrhnje plošče platforme h, ki se upošteva pri vseh preračunih kinematike.
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4.6. Uporabnǐski vmesnik
To omogoča fleksibilnost v premeru spremembe zaradi novih eksperimentalnih po-
treb.
• Frekvenca izvajanja podsistema krmilnika. V primeru, da so vhodni podatki za
želeno pozicijo podani pri nižji frekvenci kot 500 Hz, je potrebno izvajanje preračunov
temu prilagodit.
• Faktor proporcionalnega ojačanja Kp.
• Omejitev izračunanih hitrosti v krmilniku pred in po FF kompenzaciji.
Slika 4.25: Izgled maske bloka.
Ker lahko morebiten napačen vnos ogrozi varnost celotnega sistema, smo v okviru
maske bloka napisali funkcijo, ki preverja vnose in jih primerja z vnaprej določenimi
mejami. V kolikor je vneseni parameter znotraj dovoljenih meja funkcija dovoli spre-
membo parametra. V nasprotnem primeru je parameter spremenjen na privzeto vre-
dnost in uporabniku se pojavi opozorilno okno. Preko uporabe funkcije maske podsis-
tema smo implementirali tudi nastavljanje parametra globine branja FIFO medpomnil-
nika (ang. ReadFifoDepth) za izvedbo razširitve delovanja programa. Sprememba se
izvede avtomatsko, glede na uporabljen časovni korak simulacije, kar zmanǰsa možnosti
za napake. To nam skupaj z enostavnim uporabnǐskim vmesnikom omogoča enostavno
integracijo programa v različne programske sheme, s čimer smo izpolnili še enega izmed
zadanih ciljev magistrske naloge.
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4. Razvoj programske opreme
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5. Rezultati in diskusija
V tem poglavju smo zbrali rezultate osnovnih preizkusov izdelanega programa in kr-
milnika. Najprej je predstavljana hitrost izvajanja programske kode po posameznih
sklopih. Temu sledijo še rezultati preizkusov za določitev karakteristik krmilnega sis-
tema. Nazadnje predstavimo še validacijo izračunov direktne kinematike z uporabo
zunanjega merilnega sistema.
5.1. Hitrost izvajanja programske kode
Za testiranje hitrosti izvajanja programa smo tega priredili tako, da je bilo mogoče po-
polnoma izključiti posamezen podsistem. To smo dosegli z uporabo funkcije vklop/izklop
podsistema (ang. enabled subsystem). Pri tem smo opazovali vrednost sistemske spre-
menljivke TET (ang. task executuion time), ki podaja dejanski čas izvajanja programa
v trenutnem časovnem koraku. Omejili smo se na tri ključne dele programa:
• branje in pisanje sporočil na CAN vodilo
• izvajanje preračunov v krmilniku
• kontrolna logika sistema in ostale periferne enote v programu
V procesu testiranja je sistem normalno obratoval. Pri tem smo hitrost, ki se je pošiljala
na krmilnike motorjev, postavili na vrednost 0. Proces komunikacije in krmilne logike
programa je pri tem ostal enak, spremenil se le čas izvajanja preračunov v krmilnem
podsistemu. To pa predvsem zato, ker je v tem primeru izračun direktne kinematike
trivialen in izmerjeni čas ni relevanten. Zato smo meritve časa izvajanja preračunov
v podsistemu krmilnika izvedli ločeno. Najprej smo ustvarili navidezni spreminjajoči
se signal za pozicijo aktuatorjev robota. Potem smo to kot vhodno vrednost vnesli v
podsistem za preračun direktne kinematike. Ob tem smo merili čas izvajanja programa
z opazovanjem spremenljivke TET. Rezultati teh dveh preizkusov, smo združili in jih
predstavljamo na sliki 5.1.
Skupen čas izvajanja izdelanega programa, v času obratovanja znaša 0.14 ms. Iz grafa
5.1 je razvidna porazdelitev časa, po posameznih delih programa. Branje in pisanje
na CAN vodilo skupno zavzema 136 µs, podsistem krmilnika 5 µs, krmilna logika in
ostale enote programa pa le 2 µs.
Z drugimi besedami, bloki za komunikacijo po CAN vodilu, predstavljajo 95% porablje-
nega časa. Ostalih 5% pa se porabi za vse preračune v krmilniku ter ostale podsklope
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Slika 5.1: Časi izvajanja posameznih delov programa.
programa. Glede na to je bilo zelo pomembno, da smo ustrezno omejili število potrebnih
sporočil za komunikacijo preko CAN vodila. Ravno komunikacija predstavlja najbolj
ozko grlo v celotnem krmilnem sistemu, kar se tiče frekvence izvajanja krmiljenja.
5.2. Karakteristike krmilnega sistema
Pomembno je, da določimo glavne karakteristike izdelanega pozicijskega krmilnika pa-
ralelne robotske platforme. Podrobno preučevanje in optimizacija krmilnega sistema,
zaradi pretirane obsežnosti problema, ni bil zastavljeni cilj te magistrske naloge. Za-
stavili smo kratek nabor preizkusov z namenom, da definiramo ustrezne parametre v
krmilniku ter preverimo odzive na različne vhodne signale. Zaradi varnostnih razlogov,
smo se odločili za izvedbo preizkusov translacije paralelne robotske platforme po Z osi.
Pri tem platforma ni bila dodatno obremenjena z zunanjimi masami.
5.2.1. Koračni odziv
Prvi preizkus, ki smo ga izvedli, je bil odziv krmilnega sistema na koračno motnjo. S
tem smo zajeli:
• iskanje ustreznega faktorja ojačanja Kp v krmilniku
• določitev karakteristik krmilnega sistema na podlagi izbranega faktorja ojačanja
Ker je platforma omejena z zunanjimi ovirami in ker so na splošno v robotiki resonančni
efekti zelo nevarni, smo previdno izbrali način določevanja faktorja ojačanja Kp. V ta
namen smo v naprej definirali želene kriterije odziva:
• prenihaj manǰsi od 10%
• čas dviga manǰsi od 0.5 s
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5.2. Karakteristike krmilnega sistema
Vrednosti faktorja Kp smo nato povečevali do začetka pojavov opaznih prenihajov.
Takrat smo preizkus zaključili. Da bi pridobili nekoliko več informacij o sistemu, smo
naredili dva preizkusa. Prvi z majhno in drugi z večjo koračno motnjo. Ta je v prvem
primeru znašala 10 mm, v drugem pa 50 mm. Takšne amplitude pomikov pokrivajo
običajne potrebe uporabe paralelne robotske platforme v eksperimentih z ljudmi. Na
sliki 5.2 so prikazane meritve obeh poizkusov. Graf a) predstavlja odziv na vhodni
signal z amplitudo 10 mm, graf b) pa odziv na vhodni signal z amplitudo 50 mm. Z
modro barvo je označen vhodni signal, ki smo ga peljali na vhod Tz v blok prikazan na
sliki 4.24. S črtkano rdečo črto je označen odziv sistema, ki smo ga merili s frekvenco







































































Slika 5.2: Odzivi na stopničaste motnje v z osi. a) korak 10 mm, b) korak 50 mm.
Faktorji ojačanja si v obeh primerih sledijo v sledečem zaporedju: 1, 2, 5, 10, 20,
50, kar je tudi označeno na grafu s številkami nad vsakim posameznim odzivom. Pri
koračnem signalu 50 mm smo preizkus ustavili po faktorju ojačanja 20.
Iz nabora faktorjev ojačanja smo izbrali vrednost Kp = 10. Na grafih je ta označen
z zeleno barvo. To je bila vrednost, ki je nudila najkraǰsi čas dviga odziva pri še
sprejemljivem prenihaju. Lahko bi še natančneje določevali optimalni faktor ojačanja,
vendar smo v tej fazi sklenili, da izbrana vrednost zadošča našim kriterijem. Zato z
nadaljnjim optimiziranjem vrednosti Kp nismo nadaljevali.
Na sliki 5.3 so prikazani povečani odseki signala pri izbranem faktorju ojačanja Kp =
10. Iz teh dveh odzivov na koračno funkcijo smo lahko določili nekatere karakteristike
krmilnega sistema, ki so zbrane v preglednici 5.1.
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Slika 5.3: Povečana odseka signala pri Kp = 10. a) korak 10 mm, b) korak 50 mm.
Preglednica 5.1: Karakteristike sistema na podlagi koračnega odziva.
Parameter Oznaka 10 mm 50 mm
čas dviga tdv 0.22 s 0.22 s
čas zakasnitve tza 0.05 s 0.10 s
čas ustalitve tus 0.34 s 0.50 s
prenihanje Ω 0% 6.05%
napaka stacionarnega stanja e0 0.01% 0.01%
Čas zakasnitve tza je definiran kot čas, ko signal odziva doseže 10% končne vredno-
sti. Čas dviga tdv je čas v katerem odziv zraste iz 10% do 90% končne vrednosti.
Čas ustalitve tus je čas v katerem se odstopek od končne vrednosti zmanǰsa na 5%
končne vrednosti. Prenihanje Ω je definirano kot maksimalen prenihaj končne vredno-
sti, izražen v odstotkih končne vrednosti. Napaka stacionarnega stanja je definirana
kot odstopek končne vrednosti od želene končne vrednosti, izraženo v odstotkih končne
vrednosti.
Kljub uporabi samo proporcionalnega člena v krmilniku, napake v stacionarnem sta-
nju ni, ker gre tukaj za več nivojsko krmilni shemo, ki odpravi napako stacionarnega
stanja. Ostale vrednosti parametrov predstavljajo informacije o dinamskih lastnostih
sistema in lahko služijo kot pomembna iztočnica pri snovanju eksperimentov s para-
lelno robotsko platformo. Iz grafov na sliki 5.3 je razvidno, da je za morebitne strožje
kriterije potrebno faktor ojačanja Kp prilagoditi glede na velikost stopničaste motnje.
5.2.2. Frekvenčni odziv
Za običajne eksperimetne s paralelno robotsko platformo je sposobnost dobrega slede-
nja zvezno spreminjajočega se pozicijskega vhodnega signala oziroma zadane trajekto-
rije bolj pomembna od odziva na koračni signal. Kot primer takšne trajektorije smo
izbrali sinusno vzbujanje, kateremu se zvezno in postopoma spreminja frekvenca. To
je tako imenovani sinusni prelet. Takšen signal nam je omogočil določitev frekvenčnih
karakteristik sistema.
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5.2. Karakteristike krmilnega sistema
Signal za sinusni prelet je bil izdelan z uporabo Matlab funkcije chirp. Sinusni prelet
je trajal 120 s pri frekvencah od 0.01 do 5 Hz. Omejen odsek vhodnega signala (modra
črta) ter odziva sistema (črtkana rdeča črta) je prikazan na sliki 5.4. Za zajem odziva
sistema je bil ponovno uporabljen zunanji merilni sistem. Pri tem eksperimentu je
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Slika 5.4: Vhodni signal in odziv sistema.
Že v časovni domeni je vidno, da se pri določeni frekvenci odziv sistema ojača, kasneje
pa začne vpadati. Da bi določili to frekvenco, smo z uporabo Matlab funkcije tfestimate
izdelali Bodejev diagram sistema, ki je prikazan na sliki 5.5.
S pomočjo frekvenčnega odziva sistema, predstavljenega v takšni obliki, je sedaj mogoče
razbrati vrednost resonančne frekvence fr. Ta se pojavi pri preskoku faze in v našem
primeru znaša 1.2 Hz, kar je na sliki 5.5 označeno s pokončno rdečo črto ter oznako fr.
Amplituda odziva pri tej frekvenci ni največja, kar je mogoče posledica nelinearnosti
v sistemu ali prehitrega preleta preko resonance. Zato smo kot približek resonančnega
ojačanja Mr vzeli največjo vrednost v amplitudnem frekvenčnem diagramu, ki znaša
2.25 dB.
Pri uporabi oziroma obratovanju sistema se želimo krepko izogniti njegovi resonančni
frekvenci. Zato je smiselno postaviti mejo na frekvenčnem diagramu, kjer nam odziv
sistema še vedno ustreza. Meja, kjer amplituda ojačanja odziva ne presega 1 dB ter
fazni zamik ne preseže vrednosti 5◦, znaša za naš sistem 0.7 Hz. Na sliki 5.5 je ta
mejna frekvenca označena s črtkano vijolično pokončno črto ter oznako fm. Če želimo
zagotoviti dobro sledenje zadane trajektorije oziroma na splošno vhodnega signala v
sistem, moramo navzgor omejiti frekvenčni spekter vhodnega signala na mejno vrednost
fm = 0.7 Hz. Identificirani parametri iz frekvenčnega odziva so zbrani v preglednici
5.2.
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Slika 5.5: Bodejev diagram na podlagi vhodnega signala in odziva sistema.
Preglednica 5.2: Karakteristike sistema na podlagi koračnega odziva.
Parameter Oznaka Vrednost
resonančno ojačanje Mr 2.25 dB
resonančna frekvenca fr 1.2 Hz
mejna frekvenca fm 0.7 Hz
5.3. Validacija izračunov direktne kinematike z
zunanjim merilnim sistemom
V podpoglavjih 5.2.1. in 5.2.2. smo uporabili podatke o odzivu sistema iz zunanjega
merilnega sistema. Podatke o poziciji vrha robota pa lahko pridobimo tudi iz izračunov
direktne kinematike robota. Smiselno je, da te izračune validiramo in določimo njihovo
natančnost in točnost.
V ta namen smo zastavili sledeči eksperiment. Platformo smo periodično premikali iz
10 na 20 ali 60 mm in nazaj na 10 mm, kakor prikazuje graf na sliki 5.6. Prikazan
je le omejen del signala, saj smo izvedli 10 ponovitev korakov iz 10 na 20 mm in iz
10 na 60 mm. Pri tem smo shranjevali vrednosti izračunane iz podprograma direktne
kinematike robota ter vrednosti meritev zunanjega merilnega sistema. Razlika med
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5.3. Validacija izračunov direktne kinematike z zunanjim merilnim sistemom
signaloma je zelo majhna, zato je le-ta prikazana v povečanem odseku grafa. Z modro
barvo so označene vrednosti pridobljene iz zunanjega merilnega sistema, z oranžno































Slika 5.6: Vrednosti pozicije vrha platforme med eksperimentom. Modra barva:
podatki iz merilnika, oranžna barva: podatki iz izračunov.
Ker smo izvedli več ponovitev pozicioniranja sistema na isto pozicijo, smo lahko določili
natančnost izračunov direktne kinematike. Slika 5.7 prikazuje izbiro podatkov, ki smo
jih uporabili za določevanje natančnosti. Izbrali smo vrednosti v stacionarnih stanjih
pri 10 (zelena in črna oznaka), 20 (rdeča oznaka) in 60 mm (modra oznaka). Pri tem
smo ločili vrednosti pri 10 mm glede na to ali je bila predhodna pozicija 20 ali 60 mm.
Z zeleno barvo so označene točke pri 10 mm ob predhodni poziciji 20 mm, z črno barvo
pa vrednosti pri 10 mm ob predhodni poziciji 60 mm.
Vse vrednosti smo združili v štiri skupine glede na barve oznak na grafu (rdeča, zelena,
modra in črna). Iz teh smo nato izračunali povprečje in standardno deviacijo. Rezultate
predstavljamo na sliki 5.8. Raztros podatkov na vseh grafih je majhen, kar nakazuje
zelo dobro natančnost sistema. Razlik med naborom zelenih in črnih točk ni zaznati.
To pomeni, da natančnost ni odvisna od predhodnega položaja, v kolikor je smer
prihoda na dano pozicijo enaka. Največji raztros vrednosti je pri naboru modrih točk,
to je pri poziciji Tz = 60 mm. To hkrati predstavlja natančnost izračunov pozicije na
testiranem območju (od 10 do 60 mm po z osi) in znaša ±0.002 mm.
Sledilo je še določevanje točnosti izračunov pozicije. Za to smo potrebovali primerjavo
z referenčnimi vrednostmi iz zunanjega merilnega sistema. Slika 5.9 prikazuje razliko
med signalom iz zunanjega merilnega sistema ter izračunano pozicijo. Barvne označbe
na sliki 5.9 so ekvivalentne označbam na sliki 5.8 in označujejo različna stacionarna sta-
nja. Odstopanja med vrednostmi izračunov in vrednostmi merilnika so v teh časovnih
intervalih majhna. Do večjih odstopkov pride, ko se platforma giblje z visoko hitrostjo,
kar je najverjetneje posledica vibracij v sistemu. Ta območja so na sliki 5.9 vidna kot
ostri vrhovi z vrednostmi do ±1 mm.
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Slika 5.8: Povprečja in standardne deviacije izračunane pozicije. a) zelene točke pri
Tz = 10 mm, b) črne točke pri Tz = 10 mm, c) rdeče točke pri Tz = 20 mm, d) modre
točke pri Tz = 60 mm.
Na enak način kot pri preverjanju natančnosti smo za določitev točnosti združili po-
datke glede na posamezna podobmočja. Iz teh vrednosti smo ponovni izračunali pov-
prečje in standardno deviacijo. Za nas je pomembna povprečna vrednost razlike signa-
lov, saj to predstavlja točnost našega sistema. Te vrednosti so v vseh primerih znotraj
intervala ±0.02 mm. Pri interpretaciji rezultatov pa moramo biti pozorni na točnost
samega merilnega sistema, ki v našem primeru znaša ±0.4 mm.
Za eksperimente premikov platforme v z osi od 10 do 60 mm lahko torej podamo sledeče
rezultate:
• Natančnost izračunov pozicije vrha robota znaša ±0.002 mm.
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Slika 5.9: Razlika med signalom iz merilnika ter izračuni direktne kinematike.


















Slika 5.10: Povprečja in standardne deviacije razlike signalov. a) razlika pri Tz = 10
mm (zelene točke), b) razlika pri Tz = 10 mm (črne točke), c) razlika pri Tz = 20 mm
(rdeče točke), d) razlika pri Tz = 60 mm (modre točke).
Na podlagi rezultatov v tem poglavju smo ugotovili, da za ugotavljanje pozicije plat-
forme v z osi ne potrebujemo zunanjega merilnega sistema, temveč se lahko zanašamo
na izračune v našem izdelanem programu. Glede na dobro točnost izračunov za pomike
v z osi je verjetno, da bi do dobrih rezultatov prǐsli tudi pri analizi drugih koordinat
sistema. To so pomiki v x in y osi ter vse tri rotacije (Rx, Ry, Rz) vrha platforme.
Predstavljeni rezultati torej ponujajo obetavne iztočnice za nadaljnje delo.
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5. Rezultati in diskusija
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6. Zaključki
V sklopu tega magistrskega dela smo razvili krmilnik paralelne robotske platforme za
pozicijsko vodenje po zunanjih koordinatah sistema, ki se lahko enostavno spremeni
v krmilnik za hitrostno vodenje vrha robota. Gradnike programa smo sistematično
shranili v obliki programske knjižnice in s tem omogočili veliko mero fleksibilnosti
izdelane programske kode.
Na razvitem sistemu smo preverili hitrost izvajanja programske kode, ovrednotili ka-
rakteristike krmilnika pri vodenju po z osi ter validirali izračune direktne kinematike.
Pri tem smo prǐsli do sledečih ugotovitev:
• Ozko grlo pri krmiljenju predstavlja komunikacija s krmilniki motorjev. Ta potre-
buje za izvajanje en velikostni red več časa kot vsi ostali podsistemi programa. Za
izbolǰsavo frekvence krmiljenja bi morali poiskati hitreǰse, alternativne metode za
komunikacijo s krmilniki motorjev.
• Določili smo resonančno frekvenco sistema fr = 1.2 Hz ter mejno frekvenco fm =
0.7 Hz do katere je potrebno omejiti vhodne signale, da se zagotovi dobro sledenje
platforme.
• Določili smo natančnost izračunov pozicije platforme na z osi, ki znaša ±0.002 mm.
Z uporabo zunanjega merilnega sistema smo potrdili točnost izračunov pozicije plat-
forme na z osi, ki znaša ±0.4 mm.
Celotno magistrsko delo je doprineslo številne pomembne ugotovitve glede uporablje-
nega sistema. Te bodo poleg vseh razvitih gradnikov programske opreme olaǰsale razvoj
novih eksperimentov ali morebitnih nadgradenj sistema.
Predlogi za nadaljnje delo
Za nadaljnje delo na tem sistemu predlagamo:
• izvedbo dodatnih preizkusov in bolj temeljite ter razširjene optimizacije parametrov
vodenja robota
• razvoj dinamičnih modelov paralelne robotske platforme, kar bi skupaj z uporabo
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during Continuous Postural Perturbations-Immediate and Transitionary Effects
on Whole Body Posture. Frontiers in human neuroscience 10(2016) str. 486.
[4] T. Mergner: A neurological view on reactive human stance control. Annual Reviews
in Control 34:2 (2010) str. 177–198.
[5] J.-P. Merlet: Parallel Robots. zvezek 128 od Solid Mechanics and Its Applications
Springer-Verlag, 2006.
[6] B. Siciliano, L. Sciavicco, L. Villani, G. Oriolo: Robotics. Advanced Textbooks in
Control and Signal Processing Springer London, London, 2009.
[7] M. Girone, G. Burdea, M. Bouzit, V. Popescu, J. Deutsch: A Stewart Platform-
Based System for Ankle Telerehabilitation. Autonomous Robots 10:2 (2001) str.
203–212.
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