ABSTRACT
InTROduCTIOn
The rapid evolution of Internet in general and of the WWW in particular has promoted in recent years intensive research in the field of conceptual modeling of Web applications. This fact has induced a new research trend within Software Engineering known as Web Engineering. In this context, different methods, languages, tools and design patterns for Web modeling have been proposed. Some of the most relevant studied so far are HDM (Garzotto & Paolini, 1993) , WebML (Ceri, Fraternali, & Bongio, 2000) , OOHDM (Schwabe, Rossi, & Barbosa 1996) , UWE (Koch & Kraus, 2002) , ADM (Atzeni, Mecca, & Merialdo, 1998) , and OO-H (Gómez, Cachero, & Pastor, 2001) . These methods are centered mainly in the definition of navigational and presentational aspects relative to the semantic of models to capture relevant properties of Web environments. However, few are the proposals that have tried to apply their methods to solve complex real cases to verify the effectiveness of their modeling approach. Much lesser have been the at- (2003), a CASE tool for the design and automatic production of Web applications based on the OO-H method developed at the University of Alicante. The underlying idea behind VisualWADE consists of an appropriate combination of simple concepts (modeling elements) that allow the designer to model and automatically generate any type of Web-based system, from a Web portal or company intranet to a secure Web site for electronic commerce. VisualWADE follows a model-driven approach with emphasis on the requirements analysis, highlevel design, and rapid prototyping. In this way, an application softly evolves from the first prototype to the final product. As new requirements (or changes in current requirements) appear, the designer only have to revise the conceptual model, establish the changes and finally, regenerate the implementation. VisualWADE exploits a group of very well-known concepts to capture the complexity of real Web applications. The underlying method, OO-H (object oriented hypermedia), provides specific modeling elements to represent navigation maps based on a notation compatible with UML. The captured specification is compiled making use of model-based code generation techniques, and as a result, it produces a Web application with a default user interface. This user interface can be refined within the environment to obtain the final appearance of the Web application with the consequent increment of development productivity.
The article is organized as follows: The second section provides a brief introduction to the OO-H method to familiarize the reader with the modeling notation. The third section describes the basic aspects of modeling organized according to three different perspectives through which a Web application is modeled with VisualWADE (structure, navigation, and presentation). A running example (Web-based mail system) is used to describe the tool support. The fourth section presents advanced aspects of modeling, describing how the consistency between models is supported and giving a brief description of the model compilers that produce the final software artifacts. The fifth section describes the lessons learned by the development team that has created VisualWADE. These lessons are the result of the application of VisualWADE in the development of real Web engineering projects on various application domains (tax management, Internet banking, digital signatures). Finally, the article ends with some conclusions, based on our experience, about the evolution and the future of Web engineering methods, techniques and tools.
A BRIEf InTROduCTIOn TO ThE OO-h METhOd
The OO-H method (object-oriented hypermedia) is a generic method based on the object-oriented paradigm that provides a specific notation and semantics for the development of Web-based applications. OO-H defines a set of diagrams, techniques, and tools that altogether comprise a complete approach for the modeling of Web application. The method includes: a design process, a navigational access diagram (NAD), an abstract presentation diagram (APD), and, finally, a CASE tool that supports and automates the development process. With OO-H, a traditional business application can be "converted" to a Web-compliant application by adding two new views (diagrams) that complement the structure (class diagram) and behavior views (interaction and state transition diagrams). The first of them, the NAD, is used to specify a navigation view. The second, the APD, captures concepts related to the final-interface presentation details. The NAD enriches a domain model with navigation and interaction characteristics. It also defines constraints about navigation and information, which should be showed to the Web user. For this purpose, OO-H uses the object constraint language OCL (Warmer & Kleppe, 1998) . In this way, a precise navigation diagram can be obtained. On the other hand, the APD contains the definition of abstract pages (pages that are not attached to any specific Web language) based on a set of XML templates that capture the relevant presentational properties of the Web interface under construction. OO-H is a well-recognized Web design method in the field of Web Engineering, and several publications [5, 6] provide detailed information about it. Due to fact that the focus of this article is to describe the OO-H tool (called VisualWADE), interested readers are redirected to the references commented above. In the next section, we describe the basic aspects to model a Web application with VisualWADE. A running example focused on a Web-based mail system is used to introduce the relevant concepts about the method.
vISuALWAdE: BASIC ASPECTS domain modeling
The starting point to approach the design of a Web application is the domain model represented with a class diagram (see Figure 1) .
The notation of this diagram is based on UML which makes it quite intuitive for a designer familiarized with object oriented analysis and design. The application helps the designer throughout the whole edition process by means of a simple, but yet powerful and intuitive graphical interface. The creation of classes, attributes and relationships is carried out with simple mouse actions. The availability within the environment of zoom buttons and global views help the organization and management of complex diagrams comprised of several classes.
In Figure 1 , a class diagram corresponding to the Web-based mail system can be observed. In this case, the user class and the message class are specified and between them two associations to capture the information corresponding to the messages sent and received by the user. Derived attributes can also be specified within the class diagram. Attributes stereotyped as "derived" has an associated OCL formula that specifies how the value of the attribute is obtained. This is the case of the attribute receivedMsgs of the user class, whose value is obtained by navigating through the user2message1 role and calculating the number of instances of the message class (size() function). Obviously, we have implemented within the environment an OCL compiler that allows the syntactic and semantic validation of the OCL formulas.
navigation Modeling A navigation view shows the way in which attributes and services provided by the classes defined in the domain model are accessed. In Figure 2 a partial view of the NAD diagram for a Web user is shown.
The entry point is the main abstract page, which represents the navigation starting node. From main the Web user can navigate to the navigational class user through the authenticate link. Traversing the authenticate link requires the evaluation of filter (expressed as an OCL formula). In this case, the user must provide the login information (dst.login) and a password (dst.password) to check whether he/she is a valid user for the system. Depending on the success of this validation process the preconditions associated to links LI2 and LI3 will determine which of these links will be activated and therefore the destination abstract page (menu or error) to continue the navigation process. The notEmpty() and isEmpty() OCL functions provide the necessary information to know if a user is or not registered in the system. Continuing with the description of this navigation diagram, from the main abstract page and through the LI4 link the newUser service of the navigational class user is accessed. This modeling situation allow a Web user to activate the service newUser to register new users into the system.. Finally, from the menu abstract page the navigation continues to the navigational target message management while with the error abstract page it returns to the main starting page.
In Figure 2 , the toolbar on the left contains the modeling elements that can be inserted in a NAD. By mouse selections, the internal properties of each element can be edited. For example, a link connects an origin element with a destination element. Link properties allow to specify whether the information of the origin element must be shown in the same page that the information of the destination element or not. The visual environment also includes
Figure 1. A class diagram in VisualWADE
very useful functions such as copy/paste, do/undo, zoom-in/zoom-out, quick element search and finally rules to check the model's consistency (model checking) and the corresponding warning messages. This last feature will be discussed later on.
Presentation Modeling
Once the designer has specified a navigation diagram (completed or partially completed), this diagram can be compiled. As a result a set of XML (1999) pages that fulfills the navigation specifications are generated. The XML pages constitute the Web application and contains a preliminary Web user interface. One of the most powerful properties of the environment is the fact that this preliminary Web user interface can be refined within the environment to render the final look and feel of the Web application. The aspects that can be refined are those corresponding to the properties of styles, location, colors, inclusion of final components (images, presentations, Flash,…), just as it could be done with any authoring tool like Frontpage or Dreamweaver, but with the possibility of maintaining the consistency with the previous views (class and navigation diagrams). In this way, the incremental development of the Web application is achieved. Figure 3 shows the abstract presentation diagram, result of compiling the NAD of Figure 2 . Several zones can be observed: on the left side the page viewer can be observed. It contains the abstract pages that have been generated, alphabetically ordered (error, messages, menu, main, user, user1) . On the right side can be seen the editing area where the content of the abstract pages is visualized. The information of the main page is showed in this case. As a result of the compilation process from NAD to APD, a form has been generated with the fields login and password and the corresponding button to execute the action (OK). Also shown is the link user1 which This preliminary Web user interface can be animated (within the environment) with the purpose of checking that indeed the appropriate solution is being designed. This can be done by means of the animation tool .
When the animation tool is active, the links and buttons of the interface become sensitive to mouse selections, allowing the corresponding navigation jumps. While a model is being animated, it is still possible to select the edition tool to modify any property of the elements of the interface. Figure 4 is the result of having activated the animation tool, having selected with the mouse the link user1 of Figure 3 , and finally having used the edition tool to modify the look of the page. It can be observed that within these refinements, a help text has been included and the position, size, and color of the users' creation form have been changed.
Once we have introduced the basic features of the VisualWADE environment, we continue describing advances features to support the creation of Web applications.
vISuALWAdE: AdvAnCEd fEATuRES Automatic Model Checking
VisualWADE includes a powerful automatic model validation function. In this way, the captured specification is early verified with the consequent time saving in the code generation process.
The verification process takes place at three levels:
• Model checking: this function validates the construction of the structure and navigation views and presents any
Figure 3. Presentation diagram in VisualWADE
detected consistency problems as well as the necessary steps to fix them.
• Data-mapping checking: this function checks whether the elements of class diagrams are correctly represented in the generated database. Possible errors may be due to changes in the conceptual specification or class attribute renaming.
• Presentation checking: This process checks whether the representation of the abstract pages corresponds to the specification captured in the navigation diagram, providing the corresponding warnings to correct the error. Figure 5 shows an environment warning of the model verification process. Concretely, it informs that the default APD cannot be generated because an error in the OCL formula associated to the "authenticate" link of the NAD view has been found. A further look will reveal that the formula refers to attributes that have not been declared in the class diagram.
Model Compilers
A model compiler compiles the conceptual model and produces as an output the source code for a concrete implementation technology. VisualWADE integrates three compilers: user interface, navigation engine and database compilers. The structure of VisualWADE compilers follows a three-tiered architecture composed by user interface, navigation logic, and data layers respectively. Each compiler can be invoked independently to regenerate any desired layer leaving the rest unaltered. The structure of a project generated with VisualWADE is as follows:
User Interface
It is comprised of a set of pages that communicate with the navigation engine by means of an object (Object Mediator) to which each page makes its own programmed requests, such as services invocation, data request, or ask about the fulfillment of certain conditions. The interface pages can be based on templates, therefore they will contain a small logic to fill the contents of the templates and to visualize the result 
Navigation Engine
It is comprised of the Object Mediator class and different function modules that will be invoked by the later at each interface request. Among the generated modules we can highlight:
• Query files: Contains all the database queries and the corresponding logic to fill some proprietary data structures that the interface layer will know how to interpret to show the results. 
Database
The tool also includes a database generator that generates output for different relational database engines. The choice of database engine will make queries and services to be generated with the corresponding syntax (sometimes even optimized for the target engine), this being transparent to the rest of layers.
With all these functionalities we believe that VisualWADE constitutes a serious proposal of advanced tool for the design and automatic generation of Web application. VisualWADE and its underlying notation (OO-H) have been the result of four years of intense research in the field of Web Engineering at the University of Alicante. Next, we describe some of the relevant projects were we have applied the tool and interesting lessons learned.
vISuALWAdE: LESSOnS LEARnEd
Application Scope VisualWADE has been used in such different environments as: the Autonomous Organization of Tax Administration of the Province of Alicante (SUMA, 2003) , the Mediterranean Savings Bank (CAM, 2003) , the Association of Industrial Technical Engineers of the Province of Alicante (COITI) (PROVE, 2003) , as well as to create VisualWADE's own Web site (VisualWADE, 2003) . In this section we will present some of the characteristics of the systems that have been designed with VisualWADE within these companies.
In SUMA Tax Administration, several Web applications have been developed, most of which are data-oriented. Among them, we highlight in chronological order: an inventory management system, SUMA's intranet and its Internet portal. The inventory management system is an application to manage the computer material inventory, which is distributed along its 250 offices in the province of Alicante. Actually, inventory management can be seen as a traditional desktop application with a Web user interface. This was the first application that we completely designed using VisualWADE and also the one where more design errors were made. The reason was that we were strongly influenced by the type of user interfaces that the company was accustomed to use, and we were forced to carry out an "unnatural" design for a Web environment. Few Web visualization patterns were used so that the navigation was not intuitive and it was directed by the set of services offered from the interface (the same as in their traditional applications). Inventory management had more than 150 available services in the application. The experience of this development made both the SUMA team and the VisualWADE team to mature very much in a parallel way, and to realize that doing design like this prevented us from taking advantage of all the benefits of Web environments. The second project carried out at SUMA was its intranet. Basically, the intranet provides the necessary functionality to manage the group of news, events, tools and internal documents of the company through an intuitive and user-friendly Web interface. It is the first application that was designed for several user profiles, among them the administrator whose fundamental role is to supervise the information entered to the system from the different departments. Currently, the intranet of SUMA provides services to more than 400 users, and by the third month of operation it had increased its visits by more than 300% compared to the same period of the previous year. The last project carried out was the portal of SUMA. With a navigation design similar to that of the intranet, this application offers new and interesting services to citizens and city councils. In its design, some of the advanced characteristics provided by VisualWADE have been used, like multilanguage support and template-based interface generation. In fact, the graphic design was developed by a subcontracted external company. Later, this graphic design was adapted to the generated navigation model.
Regarding the Mediterranean Savings Bank (CAM, 2003) , the use of VisualWADE was more limited there, mainly for reasons of security, which are described in the next section. Coordinated with the team of the CAM-directo service, whose responsibility is to maintain the group of applications to provide bank service through Internet, we used VisualWADE only to design the user interface navigation of the CAM-directo system itself. In this case, none of the capabilities of VisualWADE to generate predefined services was used, since the functionality already existed and had to be simply invoked from the navigation environment. To do so, we used the VisualWADE Web services integration modules (not described in this article) that "encapsulated" the calls to the different necessary operations through a WSDL specification. The most difficult part was to adapt the return of parameters from the services to the navigation engine for later presentation on the Web interface. Regrettably, this task of integration with Web services still has to be made by hand. The experience was very positive, but we also realized that much of the potential use of VisualWADE is lost, since only a few of the characteristics of the environment like the interface generator were used. The need for privacy and security demanded by bank environments forced us to modify the Web design environments so that these security requirements are treated as first level elements. In this sense, we have created a workgroup with the CAM-directo team to identify and propose a set of modeling primitives that should be incorporated to a security model of Web applications.
The PROVE (proyecto visados electronicos) project developed in the COITI (industrial engineer association of the province of Alicante) has been another system where VisualWADE has been applied successfully. The aim of this project is to provide a Web-based application to manage electronic documents following the digital signature standards. PROVE makes an intensive use of Web services to offer digital signature services provided by the public key infrastructure (PKI) of the Generalitat Valenciana (PKI, 2004) . PROVE, is the first system developed with VisualWADE that connects three different information systems; the PKI Web server, the CAM-directo system and the COITI system. Conceptually, an industrial engineer can send through the PROVE system a digitally signed electronic document (pdf file that contains the description of a project), pay the corresponding administrative rates through the CAM-directo system, and submit it automatically to the department of COITI for registration. Just like the case of SUMA, the integration with Web services had to be carried out by hand. This is therefore a pending area for improvement in future versions of the tool. PROVE currently serves more than 1,350 members, processing more than 15,000 projects per year.
Finally, the conceptual design and generation of the VisualWADE Web site itself has been carried out using the tool. The VisualWADE portal is also based on templates and provides a set of very interesting navigation functionalities. All these functionalities have been fully generated using the properties of VisualWADE. For instance, the possibility to register at the Web site to access the free download of the tool, or to participate in discussion forums, or even to execute a project's task-management application example. Contrary to the systems that have been presented previously, in the VisualWADE portal there is no use of any functionality from third-party developers. In this sense, we could have used any free software for forum management available in Internet, but we preferred to build it from scratch to demonstrate the power and ease of use of the environment. The VisualWADE portal is open since November 2004. Currently it manages a transfer rate of more than 15 Gb per month, and more than 600 downloads of the tool from all over the world have already taken place.
Although all these systems that have been briefly presented here constitute a real fact about the usability of advanced Web development environments, our current purpose is to make VisualWADE available to the highest number of possible interested users with the objective of exploring new uses and development experiences. We are sure that this new phase will highlight interesting experiences yet to discover. Next we present some of our experiences acquired during the development of the Web information systems described.
Experiences in the development of Real Applications
In this subsection, we intend to provide some of the experiences of the VisualWADE team in the application of the tool for the resolution of real cases. As common denominator, all these cases required Web-based solutions for their information systems. Most of these solutions (85%, approximately) did not require new developments, but adaptations of existent information systems to the new Web environment, while only the remaining (15%, approximately) could be considered as new developments, although in fact they were small extensions of functionalities not available until then.
As mentioned before, VisualWADE provides, on one hand, predefined operations to support the design of date-intensive Web applications. This type of operations has demonstrated to be enough to provide basic business logic in applications like the inventory management or the intranet of SUMA. In fact, a great number of the Web applications demanded by companies are data-oriented. Therefore, it is particularly important to provide CRUD services for the great majority of Web environments that companies require, particularly companies that possess organizational information systems.
On the other hand, the ability to specify and to use Web services in VisualWADE has facilitated the integration of functions that, in the form of legacy software, were needed in the new environment. For reasons dealing with security, privacy and complexity among others, these inherited functions could not be rewritten again but rather they had to be integrated into the new solutions. Consider that many of these companies have invested heavily in the past so that their information systems could reach the maturity and reliability desired. Therefore, what these companies need are not tools for the construction of Web software from scratch, but tools that facilitate the migration of their systems to the new environment, preserving the highly reliable existent functionality.
Regarding the primitives and navigation patterns, our experience shows the necessity of an intensive use of structures like index, show-all and guided-tours in the designed and generated applications. Also, the great volume of information managed by them often requires information to be presented by pieces. Therefore, it became indispensable to offer constructors to paginate the results. In VisualWADE such constructors are an implicit part of the navigation primitives, allowing the designer to enable or disable the pagination property as well as the number of objects per page.
We have also identified some lacks related to navigation primitives of particular usefulness that unfortunately VisualWADE does not support at this time, among them, the nested indexes and the multiple attribute selection. It has been detected that with these two navigation primitives some pending modeling situations, which were not possible to specify or had to be specified in another less efficient way, could have been covered in a satisfactory way.
The animation capabilities provided within the presentation diagram proves to be highly productive in several senses. On one hand, it helps to reduce the learning curve of the tool by 25%, approximately, especially on navigation diagram concepts, since from the animation environment the effect of a modeling specification on the end-user interface can be seen at a glance. On the other hand, the development speed is increased by a factor of 10 by providing specific model compilers that faithfully reproduce the appearance and the behavior of the animated interface.
In all the companies where Visual-WADE has been applied we had to carry out periods of computer personnel's training. Our experience in this sense shows that an important update is required by most of the personnel, especially regarding object oriented analysis and design techniques, which we found quite surprising. The computer personnel of these companies possess an adequate knowledge of data modeling, and therefore to understand or to specify a class diagram was not a problem for them. However, we had to struggle to explain the navigation diagram and particularly its most advanced concepts such as the use of OCL to specify filters and preconditions on links and services. In the case of the CAM project, this situation did not happen and the transfer of knowledge was much more agile due to the personnel's high training.
Another thing that we have learned is that it is very important that the navigation models take into account temporal data about the navigated information. Unfortunately, the great majority of the existent Web design methods and tools do not keep in mind this dimension when specifying a navigation space. When modeling the SUMA intranet project, we needed to support navigational requirements to maintain the expiration period of news and events that were generated within the intranet itself and we realized that we needed some means to deal with time in the navigation model of VisualWADE. In this case, we opted for a solution based on extending the OCL language of VisualWADE by adding time primitives. This allowed us to consider operations between dates and so on within the environment.
The experience of working with VisualWADE in the CAM-directo team has been very productive. Especially, to learn both restrictions of the environment and situations that would have been impossible to realize without this experience. For example, the CAM team did not like that VisualWADE's model compilers produce a fixed generation skeleton (architecture). They said that anyone who knew how the different artifacts generated communicate to each other had a very valuable information to attempt against the security of the generated code. For this reason, our efforts to improve model compilers are directed to provide mechanisms based on MDD/MDA to produce different generation skeletons based on a set of architecture templates.
COnCLuSIOn
Web developers should improve the productivity and quality to satisfy market needs and reduce delivery times and costs. Regrettably, the methods and standard techniques that are used for Web development still present several deficiencies:
• Models and tools for analysis and design lack appropriate concepts to capture the development properties in this type of environments. As a consequence most of the application code is written by hand and difficult to reuse. • Documentation is scarce and of low quality, especially for user interfaces.
• Costs and development time are difficult to predict and quickly get out of control during the maintenance and evolution phases of the application.
Web development tools still limit their scope to the implementation phase, or they are centered in concrete vertical solutions (often based on components), which are difficult to personalize and integrate.
From our experience, the use of CAWE techniques (Computer-Aided Web Engineering) in the design or implementation of Web applications provides the following benefits:
• Higher productivity: up to 80% due to the powerful model compilers that generate the code in an automatic way from the conceptual specification.
• Rapid Prototyping: from 1 to 3 days are enough to produce a high-quality prototype. In this way, the time to market is improved considerably. • Customer satisfaction: the exchange of information with the customer is much more agile and the response to demanded changes can be shown quickly, thanks to rapid prototyping. In this way, it is possible to gain the customer's trust.
• Reduced learning curve: in 5 days, a designer can produce complete highquality Web applications without the need for programming skills.
• Effort distributed along the life cycle: the possibility of devoting more time to the user is causes an increment in the quality of the application regarding system requirements.
As a consequence of these considerations and of our experience during the last four years, we believe that in a near future there will be development tools that will simultaneously offer:
• The possibility of visually modeling a Web application using high-level modeling constructors, together with model compilers that facilitate the automatic generation of portable and efficient code from the captured conceptual specification.
• Support of the whole life cycle of the application, including analysis, prototyping, design, deployment, and maintenance.
• Integration of preexistent logical modules (legacy software) in an optimized development process.
VisualWADE, in its current state, solves some of these demands, and at present, is being used for the resolution of complex real cases in institutions like SUMA Tax Administration (Alicante), Mediterranean Savings Bank (CAM, 2003) Council (2002 Council ( -2006 and of the Executive Committee of the ALLC (2004 ALLC ( -2008 .
