Interoperability testing is an important technique to ensure the quality of implementations of network communication software, and real-time protocol interoperability testing is an important issue in this area. TIMEDTTCN-3 is a real-time extension of test specification language TTCN-3. In this paper, test notations for real-time interoperability testing are studied. Test behavior trees are constructed from specifications of system under test and then transformed to TIMEDTTCN-3 test cases. We also investigate real-time TTCN and analyze the insufficiency of its capabilities in specifying time constraints. Possible extensions for real-time TTCN are given to specify real-time interoperability test cases. From the comparisons between the two real-time test notations, it can be concluded that TIMEDTTCN-3 is more powerful and flexible than real-time TTCN and can be suitable for real-time interoperability testing.
Introduction
In order to ensure the quality of communication software, protocol test techniques are widely used. Conformance testing is the basic method of protocol testing, which can be used to test whether an implementation conforms to its protocol specification. As the complement of conformance testing, interoperability testing is often used to test whether two or more protocol implementations can communicate with each other correctly and inter-operate as a whole system to perform functions specified in protocol specifications. Interoperability testing is necessary because (1) It is difficult to perform exhaustive conformance testing, that is, a conformance test suite can hardly ensure 100% test coverage; (2) Many optional features may be contained in network protocols, and moreover vendors perhaps have their own extensions, so if two implementations implement different options, problems on interoperability will happen. Interoperability testing is also being performed by IETF and ETSI in the process of protocol design ( [KD03] ). Interoperability testing events have been organized by these organizations.
In the area of interoperability testing, [Hao97] proposed a TTCN-2 based framework for interoperability testing, [VBT01] presented a formal framework for interoperability testing and several interoperability relations were defined to guide test generation. Interoperability test generation is an important issue in this field. In most works of test generation, the basic idea is to model the interoperability system under test as a system of communicating finite state machines and generate test sequences for the composition of these machines ( [RC90] ). Based on this idea, a series of test generation techniques have been proposed ([KSK00, SKKJ03, TKS03, SKCK04, ETSY04]). Different from the above literatures, [HLSG04] proposed an efficient method only considering the specification of one protocol entity. By this method, there is no need to generate the composition machine and the state space explosion can be alleviated.
But in most real-life network protocols, not only the behaviors of input and output, but also their time of occurrence should be considered, that is, such protocols can be modeled by real-time systems. In order to test real-time systems, we should check if the I/O behaviors act under the specified time constraints. In the field of real-time testing, many methods of conformance testing have been proposed. In most of these works, Timed Automaton [AD94] or its variants have been used to specify real-time system. [SVD01, EDK02] converted timed automaton to grid automaton, and applied existing test generation methods for finite state machine (FSM) to it. But this method suffers from the state space explosion problem. [HNTC99] presented a test generation method of executability decision. [KJM03, KT04, LMN04, BB04] defined timed conformance relations, and proposed associated test generation methods. As far as we know, [WWY04] is the first work to study interoperability testing of real-time systems. An interoperability test generation method of time dependent protocols was presented in [WWY04] .
In this paper, we focus on the problems of test notations suitable for interoperability testing of real-time communication systems, i.e., how to specify test cases. The testing and test control notation version 3 (TTCN- [NDG04] used TIMEDTTCN-3 in specifying real-time communication patterns. In this paper, we intend to use TIMEDTTCN-3 in real-time interoperability testing. Following the test generation method presented in [WWY06] , a parameterized test behavior tree will be generated from the formal model of system under test (SUT). Parameters in the test behavior tree are relative time intervals between IO events. In this paper, firstly the test behavior tree will be converted from the view of SUT to the view of test system, which is an intermediate notation of test cases. Then we give transformation rules to transform such a test behavior tree to a TIMEDTTCN-3 test case.
We also investigate the real-time extension of TTCN -real-time TTCN ([WG99] ) and intend to use real-time TTCN to specify test cases. But unfortunately, we find that real-time TTCN has no enough capabilities to specify timed interoperability test cases. We also give possible extensions of real-time TTCN on the syntactical and semantic levels to specify test cases. Based on the transformation results to TIMEDTTCN-3 and extended real-time TTCN test cases, we compare the two test notations mainly on the capabilities of specifying hard real-time requirements.
The rest of the paper is structured as follows. Section 2 gives the formal model Communicating Multi-port TIOA (CMpTIOA) to specify interoperability system under test; and as a working example, a simple real-time communication protocol system is specified by using this model. In Section 3, test architecture is given and test behavior trees will be generated. In Section 4, we give transformation rules from test behavior trees to TIMEDTTCN-3 test cases. In Section 5, we investigate real-time TTCN and draw a comparisons between TIMEDTTCN-3 and real-time TTCN. Conclusion and future work are given in Section 6.
Preliminaries

Multi-port TIOA
Timed Automaton ( [AD94] ) is a widely-used model of real-time system. TIOA (Timed Input Output Automata [EDK02] ) is a variant of Timed Automaton, which distinguishes whether an action is an input or output. To specify an entity interacting with more than one other entities, we extend TIOA to Multi-port TIOA as follows.
Definition 1. Multi-port Timed Input Output Automaton (MpTIOA)
A Timed Input Output Automaton with n ports (for short, np-TIOA) is a 6-tuple (L, I,  O, l  0 , C, T) , where,
• L is a finite set of locations;
• It has n ports communicating with environment, which are denoted as P 1 , P 2 , …, P n respectively; • I is an n-tuple: I=(I 1 , I 2 , …, I n ), where I k (k=1,2,…,n) is the set of input action symbols of port P k ;
is the set of input action symbols; An input action symbol occurring in port P k can be denoted as P k ?a (a∈I k );
• O is an n-tuple: O=(O 1 , O 2 , …O n ), where O k (k=1,2,…,n) is the set of output action symbols of port P k ;
is the set of output action symbols.
An output action symbol occurring in port P k can be denoted as 
Communicating Multi-port TIOA
To specify an interoperability system under test including two or more entities, we introduce a formal model Communicating MpTIOA (CMpTIOA). In the model, MpTIOA can model each single entity, and all these entities in the system can communicate with each others via channels between different MpTIOAs.
Definition 2. Communicating Multi-port Timed Input Output Automata (CMpTIOA)
A Communicating MpTIOA is composed of a set of MpTIOAs M and a set of channels Ch, where,
In the definition of CMpTIOA, channels behave like FIFO queues. Intuitively, the semantic of channels is that outputs of MpTIOA M i can be transferred via channel C ij to be inputs of M j . In this paper, we assume that transfer time of actions in communicating channels can be neglected, that is, the channels are lossless and non-delayed. 
, which means that the port P i of M k is connected to the port P h of M j via the channel C kj ; 2) P i -> env, which means that the port P i of M k is connected to the external environment of the system. □ According to the above definitions, we can get the abstract topology of the system under test. We furthermore denote the ports communicating with the external environment as "external ports"; and others as "internal ports". Inputs/outputs on external/internal ports are "external/internal inputs/outputs".
A Simple Real-Time Communication Protocol
We specify a simple real-time communication protocol by using MpTIOA. Fig. 1 (a) shows the specification of such a protocol, which is a 2p-TIOA with two ports (U and l) and two clocks {t 1 , t 2 }. I U ={A}, O U ={B,C}, I l =O l ={a,b,c}. The initial location is '0'. The protocol can be specified informally as follows:
(1) Initiate a connection to a remote entity actively If an input 'A' is received from port U in the initial location 0, the protocol entity should initiate a connection to a remote entity actively; In this transition (0,U?A,true,{t 1 ,t 2 },1), the two local clocks t 1 and t 2 should be reset to 0. Within 2 time units, an output 'a' should be sent from port l to remote entity, and the clock t 1 should be reset to 0 (transition (1,l!a,[t 1 <2],{t 1 },2)). After that, three cases should be considered: To test interoperability, we make an assumption that both specifications and implementations are input-complete, that is, they can accept any inputs at any locations. To make a specification input-complete, some self-loop transitions can be added to it, which indicates that a specification ignores the unspecified input actions. Fig. 1(b) shows an input-complete specification after adding self-loops to Fig. 1(a) . Fig. 2 shows an example of a system under test specified by CMpTIOA, which is a real-time communication system containing two real-time protocol entities. To test interoperability of protocol system, test architecture should be defined firstly. Fig. 3 shows test architecture that can be used to test SUT in Fig. 2 . In the test architecture, there are two types of access points to SUT in the test system: PCO (Point of 
Generating Test Behavior Tree
In [WWY06] , based on timed interoperability relations, a test generation method was presented. This method starts from the formal model of SUT, and as a result, a parameterized test behavior tree can be generated. Such a test behavior tree is just an intermediate notation.
In this paper, we do not intend to introduce this method in detail. Fig. 4 is a part of resulting parameterized test behavior tree. Leaf nodes of a test behavior tree are the verdict "pass" or "fail". For "fail" verdict, it is also necessary to indicate which implementation the fault is located in. The other internal nodes represent the tester's knowledge of the SUT's current global states, denoted as (s There are two types of parameters: controllable parameters are time intervals between an external input event and its last IO event in the tree, and their values should be set in test cases in advance, so such parameters are controllable for test system, e.g., d 0 in Fig. 4 ; uncontrollable parameters are time intervals between an internal or external output event and its last IO event, and their values are dependent on SUT and only can be retrieved on the process of test execution and cannot be set in advance, so such parameters are uncontrollable for test system, e.g., Fig. 4 .
Parameterized test behavior tree in Fig. 4 is described from the view of SUT. To generate executable test case, at first, it should be converted to the test behavior tree which is described from the view of test system. The basic idea is to convert edges of the original tree to nodes of the resulting tree, and associate each IO event with one access point of test system; e.g., for test architecture of Fig. 3 , IO events on the port U 1 of M 1 are associated with PCO1, events on U 2 of M 2 are associated with PCO2 and events on the two internal ports l 1 and l 2 are all associated with PO. On PCO1 and PCO2, input/output actions of SUT should be converted to sending/receiving test events of test system. On PO, all actions should be converted to receiving test events of test system. Fig. 5 shows the resulting test behavior tree described from the view of test system: the root node represents the start point of the test; other internal nodes are labeled as test events and their time constraints; black leaf nodes represent pass verdicts, and gray leaf nodes represent fail verdicts. In the timing axis on the right of the tree, the global time for the same level of test events occurring are denoted as T i (i=0,1,2,…), so relative time intervals between two consecutive events are d i =T i+1 -T i (i=0,1,2,…). 
TIMEDTTCN-3 ([DGN02]) is a real-time extension of TTCN-3([TTCN3]
). In TIMEDTTCN-3, the concept of absolute time is introduced, so TIMEDTTCN-3 provides a capability of testing hard real-time requirements. (1) introduces a new verdict conf to indicate functional pass but no-functional fail; (2) introduces the concept of absolute time and provides mechanisms of retrieving the current local time and delaying the execution of a test component; (3) extends the TTCN-3 logging mechanism; (4) supports both online and offline evaluation.
Transformation to TIMEDTTCN-3 Test Cases
Now we consider how to convert a test behavior tree to a TIMEDTTCN-3 test case. In this paper, for the sake of simplicity, only test architecture with one single main test component is considered. Firstly, not considering time constraints, a test behavior tree can be converted to a TTCN-3 test case easily: Pre-order traversing method can be used to covert a test behavior tree to dynamic behaviors of a TTCN-3 test case. In a test behavior tree, each node of sending event corresponds to a TTCN-3 statement of send operation, and each node of receiving event corresponds to a TTCN-3 statement of receive operation. The nodes of the same level in a test behavior tree can be represented by using alt statements of TTCN-3, which are called a set of alternatives.
When reaching a leaf node of the test behavior tree, a verdict should be set by using a setverdict statement, and the test case will be stopped. Now we consider time constraints in test behavior trees and give transformation rules from test behavior trees to TIMEDTTCN-3 test cases.
(1) Get global time values of nodes in the test behavior tree
In TIMEDTTCN-3, the concept of absolute time is introduced. To get global time values of nodes, e.g., T 0 , T 1 , T 2 … in Fig. 5, now operations in TIMEDTTCN-3 can be used. The now statements should be placed directly after the associated statements of receive operations that correspond to nodes of receiving events. For example, in Table 1 , for the receive operation of line 9 corresponding to node (b) or (c) in Fig. 5 , a now statement is placed directly in line 10 to get the global time and store it in a float variable T2.
(2) Get the real values of uncontrollable parameters
In the test behavior tree, uncontrollable parameters are time intervals between an internal or external output event and its last IO event, which can be calculated only in (3) Implementation of controllable parameters In the test behavior tree, controllable parameters are time intervals between an external input event and its last IO event, which should be set in advance. To implement such parameters, resume statements can be used. For example, we set the controllable parameter d 0 in Fig. 5 to 1 time unit, so this parameter can be implemented by line 4~7 in Table 1 , which means that after waiting 1 time unit from the time point T 0 , PCO1 will send A1 to SUT. (1) is reached by using the condition 1<d2<3 and d1+d2<2.
When verdict nodes of the test behavior tree are reached, verdicts should be set by using setverdict statements. Besides pass or fail verdicts, if functional requirements are satisfied, i.e., received messages are correct, but non-functional requirements are violated, i.e., time constraints are not satisfied, a conf verdict should be set. In the example of Table 1 , setverdict statement in line 23 set a pass verdict for node (7) in Fig. 5 ; and setverdict statement in line 25 set a conf verdict for node (8) in Fig. 5 .
According to above transformation rules, the test behavior tree in Fig. 5 can be converted to the TIMEDTTCN-3 test case with about 85 lines codes shown in Table 1 .
Comparisons with Real-Time TTCN
Real-Time TTCN
Real-time TTCN ([WG99]
) is a real-time extension of TTCN-2, which is a previous version of TTCN-3. Table 2 is an example of real-time TTCN behavior description. Real-time TTCN extends TTCN-2 both on the level of syntax and semantics. In realtime TTCN, an assumption is made that execution of each statement is instantaneous. On the syntactical level, real-time TTCN adds two columns in dynamic behavior description table: Time and Time options column. Time columns are used to define the earliest and latest execution times (EET and LET) to constrain relative time interval between the associated test event statement and a previous or earlier test event. In real-time TTCN, two types of methods for specifying EET and LET are defined: (1) Define the two values by using time expressions directly, which indicate relative time interval between the execution time of the associated statement and its previous statement (just the parent node in the test behavior tree). In the example of Table 2, line 1 is defined by two constants directly, and line 3 is defined by using a time name, which should be defined in Time Declaration table and be evaluated by an assignment statement before use (line 2). (2) Define the two values by using Labels, which indicate relative time interval between the execution time of the associated statement and its earlier statement that labeled as this Label. For example, in Table 2, line 5 
Problems in Transformation from Test Behavior Tree to Real-Time TTCN
We consider how to transform a test behavior tree to a real-time TTCN test case. Not considering time constraints, the method of transformation is similar to the one for TTCN-3. Now consider time constraints of each node in the test behavior tree of Table 4 , line 1 represents the node (a) in the test behavior tree, so its EET and LET are both 1 time unit. Table 3 . Real-time TTCN representation of Node (7) Proof. According to Lemma 1, on the time point T k , time constraints of the test event nodes can be represented by a conjunction over a set of linear inequalities on d i (i=0,1,…,k-1). So on the time point T k+1 (k=0,1,2…), time constraints of d k can be reduced to the two following formats: (1) ) (
, here, ) (
; thus EET and LET of the statement corresponding to this node can be represented as max{ ) ( 1,2,…) , so EET and LET also can be represented as max{ ) (
respectively, and they are all linear expressions on T 0 , T 1 ,…, T k . If a label is attached to the corresponding statement, T i (i=0,1,2,…) can be get by function T( ). Thus EET and LET of the statement can be specified by using function T( ), max( ) and min( ). □
On the semantics level, we can also refine operational semantics for the syntactical extensions. Before evaluating a set of alternatives, the values of EET and LET for each alternative should be evaluated at first. If the value of EET for one statement is greater than LET, the corresponding statement should be ignored in the process of evaluation, and test execution should not be stopped. By using these extensions of real-time TTCN, the test behavior tree shown in Fig. 5 can be converted to a real-time TTCN test case in Table 4 .
Comparisons Between TIMEDTTCN-3 and Real-Time TTCN
Since TIMEDTTCN-3 is a real-time extension of TTCN-3, it has also the characteristics of . In this section, we compare TIMEDTTCN-3 with real-time TTCN only from the aspect of the capability of real-time testing. From the discussions in Section 4 and 5, we can see that (1) TIMEDTTCN-3 is powerful enough to specify time constraints in real-time interoperability testing; even more complicated time constraints can be evaluated easily by retrieving current absolute time, storing its value in a variable and passing it to expression statements. In real-time TTCN, no concept of absolute time is introduced; only Time and Time Options columns are added to Dynamic Behavior table to specify the earliest and latest execution times, which are constraints of time intervals relative to a fixed time point. So real-time TTCN cannot specify some complicated real-time requirements; one example of such situations has been analyzed in Case 3 of Section 5.2. To remedy this gap, real-time TTCN should be extended both on the syntactical and semantic levels. (2) TIMEDTTCN-3 is more flexible than real-time TTCN for its style like common programming languages in specifying real-time requirements. However, the style of real-time TTCN is more compact and formal. (3) The semantics of TIMEDTTCN-3 is straightforward and simple, just like a common programming language. However, the semantics of real-time TTCN is a little more complicated, especially the two time options are fussy and impenetrable. (4) TIMEDTTCN-3 supports both online and offline evaluations, so it has the capabilities of evaluating both hard and soft real-time requirements and it can be used not only real-time testing but performance testing. However, real-time TTCN has only capabilities of evaluating hard real-time requirements.
Conclusion
TIMEDTTCN-3 is a real-time extension of TTCN-3. In this paper, we use TIMEDTTCN-3 in real-time interoperability testing. From system specifications, test behavior trees can be generated. Then transformation rules from such intermediate notations to test cases are given. We also investigate a real-time extension of TTCN -real-time TTCN. Since this notation has not enough capabilities of specifying time constraints in real-time interoperability testing, we extend real-time TTCN to fill in such a gap and transform test behavior trees to extended real-time TTCN test cases. From the comparisons between the two real-time test notations, it can be concluded that TIMEDTTCN-3 is more powerful and flexible than real-time TTCN and can be more suitable for real-time interoperability testing. We have implemented initial prototypes of test execution for both real-time TTCN and TIMEDTTCN-3. In our future work, we plan to study real-time interoperability testing under distributed test architecture and use the TIMEDTTCN-3 based test system in real-life timed interoperability testing.
