The use of distributed component based environments and architectures in the software development lifecycle has increased significantly over recent years particularly with the adoption of service orientation in the form of Service-Oriented Architectures and Web Services. As more applications are based on the component paradigm, Quality of Service (QoS) issues have grown to become imperative since it is essential to achieve the desired QoS on resources assembled dynamically from enterprise, service provider, and customer systems. In this work some of the many of aspects of QoS for component based development are investigated and the metrics and measurement approaches that can be used are considered. Although they are generic it is relatively straightforward to drill down from a generic quality attributes, such as performance or reliability, until measurable and controllable quality attributes are identified.
INTRODUCTION
Component based software development aims to offer a radically new approach to the design, construction, implementation and evolution of software applications. It involves the definition, implementation and integration of loosely coupled independent components into software systems (Sommerville 2006) . Component based software applications are assembled from components from a variety of sources; the components themselves may be written in several different programming languages and run on several different platforms. The component methodology allows quick development of reliable software systems by reusing existing software component with the aim of increasing the quality of the systems developed.
The general acceptance of this technology has been slow for a number of reasons, including the wide differences of the available wiring standards and architectures, which mean that there is no unifying software/hardware environment. It is also widely accepted that software/hardware development can be ad hoc and evolutionary. As a result, engineering environments may start off with poor quality. As the software development evolves so quality should improve and new quality models are adopted.
There are a number of requirements that need to be met by a quality model, in order for confidence to be gained that the model correctly captures quality requirements, and correctly reflects how well those requirements have been met. A quality model links together and defines the various software metrics and measurement techniques that an organisation uses. The model answers the question "What is Quality?" and the management of the processes surrounding its use forms a Quality Assurance Process Management Programme, which is defined by the system of policies, procedures and guidelines established by an organization to achieve and maintain quality (Khaddaj,2005) .
In this work factors we consider the impact of component based development on software quality. We start by an overview of component based systems, and then we identify the metrics and measurement approaches that can be used. A major example will be the lack of suitable reusability metrics, which affect many quality factors such as the cost/benefit factor. Reusability metrics for component software are tied to the target architecture, and there are as many of these as there are component architectures (Puder, 2005) . Portability is another major problem; changing the architecture usually might require the rewriting of programs or readapting to a particular architecture and to a particular software environment.
COMPONENT BASED SOFTWARE SYSTEMS
Component based methodology aims to maximize reusability by trying to achieve in software what the hardware industry has achieved. It aims to match the way hardware components are designed, used and reused to build computer and other systems for example the same memory chips are used inside a computer or inside a washing machine. The programming process is based on the development of software components or using ready made ones to build complex software systems.
Components are binary units of independent production, acquisition and deployment that interact to form a functioning system (Szyperski 2002). They can be written (most likely) using object oriented methodology or other methodologies such as procedural methodology. In fact component-based software development is an evolution of object oriented software but components are rather closer to module (modular languages). While object orientation is an implementation methodology the component approach is interface methodology since only the interface, the specification, and the service provided by a component is required (Wang 2005) .
The component approach maximizes reusability, by offering individual ready made software components for integration with individually written components to form complex systems. The approach is used for large scale software projects particularly these that require the integration of various technologies and legacy applications into one large system. It is used in enterprise computing, telecommunications etc. It also offers middle way between in house software and standard software. In house software allows optimal adaptation and possible advantage of in-house proprietary knowledge but it can be very expensive undertaking with costly maintenance and interoperability requirements can be hard. In standard software maintenance, evolution, interoperability is left to the vendor but may necessitate greater or lesser re-organisation.
The mechanisms by which components interact are called wiring standards, which acts in the same way as hardware wiring say within a motherboard connecting individual components, and it is one of the most important specifications of a component environment. There are currently three major component environments: the Object Management Group's (OMG) CORBA, Microsoft's .NET, and Sun's Enterprise JavaBeans.
CORBA is an interface standard for distributed objects which may be implemented in different languages and running on different platforms. An object is defined with an Interface Description Language (IDL) with Language and platform specific bindings must be created by CORBA vendors.
Microsoft's .NET is based on Common language runtime (CLR) which a large number of frameworks partially interfaced, partially class based, COM+ interoperation and windows platform access services. COM+ is an objectoriented version of COM which is the most common Microsoft binary standard that defines interfaces between components. COM grew out of Microsoft's Visual Basic controls. A COM component can be implemented in any language but most often are created in Visual Basic or C++, C#, since Microsoft provides wide range of tools for those languages. COM is supported for MS Windows, and by third parties for other platforms.
Enterprise JavaBeans is a set of conventions for Java to support component based development. The support for these conventions is embedded in the Java language and supporting class libraries. It is a Java-only component framework. However, by using the Java Native Interface, Java classes can wrap components built in other languages, and can become COM or CORBA components. It is based on object serialisation service and Remote method invocation (RMI) With Fully distributed garbage collection .
SOFTWARE QUALITY FACTORS
Quality factors have been used in literature since the early hierarchical quality models (Boehm et al, 1978) . The popularity of theses is reflected in the fact that the International Standard ISO 9126 is based on them. The standard recommends a number of factors such Reliability, usability, maintainability etc (Kitchenham, and Plfleeger, 1996) . However, people tend to resist plans which evaluate many quality factors, due to limited resources or tight schedules. Based on previous research (Miyoshi and Azuma, 1993 ) the number of key factors should be kept between three and eight. In this work a total, eight Quality Factors are defined. These are Maintenance, Reusability, Performance, Extensibility, Cost/Benefit, Portability, Correctness, and Reliability. Many quality factors would be applied in similar way for traditional and component based systems, as mentioned earlier we are mainly concerned with those more specifics to component based systems. Thus, many other factors will not be included such as usability, robustness etc. The Quality Factors set were chosen for their obvious importance for the particular environment. However, it is accepted that only empirical validation across a large number of projects can determine the completeness of this set.
Maintainability is the ease with which changes can be made to satisfy new requirements or to correct deficiencies. It accounts for nearly 70% of the cost of the software life cycle. Well designed software should be flexible enough to accommodate future changes (Horgan, 2000) .
Reusability is the ease with which software can be reused in developing other software. Reusing existing software, allow the creation of complex software in a shorter amount of time. Reuse is already a common technique employed in computer hardware. For example, when a computer is built, mother boards, and other components are purchased preassembled. Unless a special functionality is needed, computer manufacturers use common hardware components. In much the same way, software can be designed to accommodate reuse in many situations Efficiency is the degree with which software fulfils its purpose without waste of resources. Efficiency is a multifaceted quality factor and must be assessed with respect to a particular resource such as execution time or storage space. One measure of efficiency is the speed of a program's execution. Another measure is the amount of storage space the program requires for execution. Often these two measures are inversely related, that is, increasing the execution efficiency causes a decrease in the space efficiency (space-time tradeoff).
Extensibility is a design principle where the implementation takes into consideration future growth. It is a systemic measure of the ability to extend a system and the level of effort required to implement the extension. Extensions can be through the addition of new functionality or through modification of existing functionality. The central theme is to provide for change while minimizing impact to existing system functions Cost / Benefit is defined as the ability of a product to satisfy its cost/benefit specification. The Costs and Benefits involved in a product's creation should be a major consideration (Turnball, 1991) . If the costs are high, and the benefits of its development are low, then there is little point in developing the product.
Portability is the ease with which software can be used on computer configurations other than its current one. Porting software to other computer configurations is important. Good software products can have a life of 15 years or more, whereas hardware is frequently changed at least every 4 or 5 years. Thus good software can be implemented, over its lifetime, on three or more different hardware configurations. In fact porting software to a new computer configuration may be less expensive than developing analogous software from scratch (Khaddaj, 2004) .
Correctness is defined as the ability of a product to meet and support its functional objectives. Other models also include this factor (Fenton, 1991) . If software doesn't meet its objectives, then it may be reliable and it may be delivered on time, but no one will use it. Reliability is defined as the ability of a product to reproduce its function over a period of time, and is also included in other approaches (Kitchenham, 1987) .
COMPONENT SOFTWARE QUALITY ASSURANCE
A quality model links together and defines the various software metrics and measurement techniques that an organisation uses which when measured, the approach taken must be sufficiently general for generic software systems.
Relationship Chart
The first step of quality modelling is implemented by using a Relationship Chart (Gillies, 1992) . The chart displays graphically the relationships between quality criteria as a first stage towards measuring the criteria, and provides the basis for constraints on what can be achieved. In the Relationship Chart, each criterion is listed horizontally and vertically. Where one criterion crosses another, the relationship between those criteria is specified (Horgan, 1999) .
The relationships for the Quality Factors are fixed. Figure 1 shows the Relationship Chart for the discussed earlier Quality Factors.
By considering these relationships, checks can be made as to the feasibility of requirements. For example, users may state that a reliable product is required, that is both reusable and portable. The relationships between Reliability and Portability are set to Neutral. Therefore, it is acceptable to state a requirement for a reliable product that is also portable. Similarly, the relationship between Portability and Reusability is set to Direct so it is also acceptable to state that a product be portable and reusable. As a result, it is an acceptable requirement for a product to be reliable, reusable and portable. Note that the Relationship Chart is only a tool and it is still necessary to check the detail of what is being asked.
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Polarity Profile
The second step in producing a consensus view of quality is to set the required goals for each criterion, based on the relationships identified in the Relationship Chart. In other approaches, a pie chart is used to represent quality goals (Pfleeger, 1993) . There is a need to ensure that anyone can understand the graphical format chosen quickly and easily, particularly when it is considered that some essential views may belong to individuals with little technical background. There is also a need to illustrate over-engineered criteria (i.e., criteria that has exceeded its requirements), since further improvements in these areas will have little effect on the overall quality of the product. Such criteria cannot be shown easily using existing pie chart techniques. The solution chosen, therefore, is to use a Polarity Profile (Gillies, 1992) . For each criterion, a range of values exists. The Required Quality of a criterion is defined as a single value on a horizontal line. The Actual Quality achieved is also defined as a single value on the same line. The values associated to each metric are subjective and have been decided based on domain knowledge and literature review. The advantage of using a Polarity Profile is that its format can be easily understood by anyone. Further, it is easy to determine whether or not a criterion has been over-engineered, since its Actual Quality value will be further advanced along the line than its Required Quality value. Figure 3 shows an example Polarity Profile. As can be seen, portability has been overengineered, since their Actual Quality values exceed their Required Quality values. The criteria listed in the Polarity Profile are the same criteria as listed in the Relationship Chart.
Each organisation will use different metrics and metric approaches to measure different quality attributes. These metrics may be similar, identical or entirely different to those used by other organisations. In order to identify the Required Quality for each criterion in the Polarity Profile, the expected properties of that criterion need to be expressed using metrics. The same metrics should be used to identify the Actual Quality for that criterion. There is a need, therefore, for Conversion Mechanisms, which convert the results of metrics used to measure the quality of a criterion. However, for each criterion, the Conversion Mechanism will probably be unique to each metric used. Since different organisations may use different metrics, no single Conversion Mechanism will be suitable in all cases. The Conversion Mechanisms used, therefore, should be agreed between the Essential Views.
CONCLUSION
The approach presented in this paper allows the specification of benchmarks against which achieved quality levels can be evaluated, and provides guidance for building quality into software for component based systems. The feasibility of quality goals is controlled by the use of a Relationship Chart and a Polarity Profile. Since one cannot apply the constraint of having to define upfront the final requirements of a system the approach is not static; if project personnel changes occur, or project requirements change, the Relationship Charts and Polarity Profiles can be updated to reflect these changes. 
