CREATING SIMULATIONS USING EPC-SIMULATOR
The EPC Simulator is a plugin of the EPC modelling toolbox bflow* (Kern et al. 2010) . As shown in Figure 1 the first step to create a simulation model is the specification of a model document and several process documents in bflow*. The model document contains information about the model infrastructure (simulation time, available resources, inter-arrival times of entities, etc.). The process documents contain the process descriptions in EPC notation. Based on these documents, the EPC-Simulator can generate a simulation model. This is a Java Application that uses the DESMO-J Framework, whereby DESMO-J provides the basic functionality of a simulation. (Page and Kreutzer 2005) Figure 1: EPC-Simulator and its environment
The Java source code generated by EPC-Simulator contains marked areas where the source code can be extended manually by individual functionalities in functions or decision rules. In this way it is possible to integrate CMPL easily by a code extension through using its Java API.
IMPLEMENTING A ROAD NETWORK SIMULATION IN EPC-SIMULATOR
As described before, to create the road network simulation it is necessary to specify model and process documents. The model document in Figure 2 describes a series of vehicles with the specific inter-arrival times. Each vehicle has to process the vehicle process document. On the basis of this document the EPCSimulator generates several Java classes on the basis of this model document that can be extended by individual Java code. A class is Information_Network_Data (shown in Listing 1) for that a NetworkData object is created automatically by EPC-Simulator. This class is used to specify the road network that can be described as an undirected network G =(V,A) where V is a set of nodes and A is a set of arcs joining pairs of nodes. The time a vehicle needs to drive from a node i to a node j is a function which consists of a fixed term f ij , which is proportional to the distance between the nodes i and j, and a variable term which is defined by the product of a time factor vt ij and the amount of vehicles q ij on the arc i→j.
(1) Assuming that each arc is only used by one vehicle and the variable time factor is equal to 1, the lines 05 and 06 of Listing 1 describe the fixed and variable factors that are necessary to calculate the needed driving time in line 14. Additional data are the amount of vehicles of the arcs (line 08), the definition of the standard deviation in line 17 and a vector meanDist in line 07, which is assigned the current distances of all arcs calculated for each arc by method getRandomDist. Another class is Information_Vehicle_Data shown in Listing 2 which is used to generate an individual object for each vehicle. This class is intended to specify vehicle specific data (e.g. the current location and the target node). Because for each vehicle a number of shortest path problems are to be solved it is also necessary to provide a vector of Boolean elements to store the solution of an optimization run (line 05). Additionally, a method for solving the shortest path problem is specified which contains the CMPL language bindings (line 13). The vehicle process document describes the navigation process of the vehicle. As shown in Figure 4 a vehicle starts at its start position and drives to the next node on the determined shortest path. If the vehicle does not reach the target node a new shortest path depending on the current traffic situation in the network is determined by solving a shortest path problem. Based on the solution the next arc is chosen. 
Formulation of the shortest path problem in CMPL
Consider an undirected network G =(V,A) where V is a set of nodes and A is a set of arcs joining pairs of nodes. The decision is to find the shortest path from a starting node s to a target node t. This problem can be formulated as an LP as follows (Hillier and Liebermann 2010, p. 383f.) :
The decision variables are with x ij =1 if the arc i→j is used. The parameters usually define the distance between the nodes i and j, but as formulated in Expression (1) in this work these parameters are interpreted as the time a vehicle takes to drive from node i to node j.
To describe the formulation of the shortest path problem in CMPL the simple example shown in Figure 2 is used. Because parameters, variables, objectives and constraints are to be defined for each optimization model, a CMPL model usually consists of a parameter section, an objective section, a variable section and a constraint section. The set of the arcs A is specified in the lines 02-05 in Listing 3 in the form of a 2-tuple set. The set V of the nodes is a set of single indexing integers (line 07). The parameters s and t are scalar parameters (lines 08 and 09) and c is an array that is defined over the set A (line 11). (3, 2, 8, 3, 3, 2, 3, 3, 3) ;
objectives:
Listing 3: The shortest path problem in CMPL The vector of the right hand sides b has been defined in the lines 13-15 by using a loop over the set V and a switch clause depending on the value of a current i and the values of s and t as in Expression (3) 
CMPL API and CMPLServer
The CMPL API is intended to integrate CMPL in other software and is available for Python and Java since version 1.9.0. The main idea of this API is to define sets and parameters within the user application, to start and control the solving process and to read the solution(s) into the application if the problem is feasible. All variables, objective functions and constraints are defined in CMPL. These functionalities can be used with a local CMPL installation or a CMPLServer, but this paper describes only the use of a CMPLServer. The CMPL API contains three major classes: CmplSet, CmplParameter and Cmpl. The classes CmplSet and CmplParameter are intended to define sets and parameters that can be used with several Cmpl objects. With the Cmpl class it is possible to define a CMPL model, to commit sets and parameters to this model, to start and control the solving process and to read the CMPL and solver messages and to have access to the solution(s). Cmpl also provides the functionality to communicate with a CMPLServer that is implemented as an XML-RPC-based web service. XML-RPC provides XML based procedures for Remote Procedure Calls (RPC), which are transmitted between a client and a server via HTTP. (Laurent et al. 2001 , p. 1.) Such client-server architecture is reasonable for a combined simulation and optimization of business processes because the capacities of the client can be used for the simulation procedures while the optimization problems can be solved remotely on the CMPLServer. CMPL provides three XML-based file formats for the communication between a CMPLServer and its clients. A CmplInstance file contains an optimization problem formulated in CMPL, the corresponding sets and parameters in CmplData file format and all CMPL and solver options that belong to the CMPL model. If the model is feasible and the solution process is finished a CmplSolutions file contains the solution(s) and the status of the invoked solver. If the model is not feasible then only the solver's status and the solver messages are given in the solution file. The CmplMessages file is intended to provide the CMPL status and (if existing) the CMPL messages. As shown in figure 5 the first step to communicate with a CMPLServer is the Cmpl.connect method that returns (if connected) a jobId. After connecting, a problem can be solved synchronously or asynchronously.
Figure 5: CMPL API and CMPLServer
The Cmpl.solve method sends a CmplInstance to the connected CMPLServer and waits for the returned CmplSolutions and the CmplMessages. After this synchronous process a user can access the solution(s) if the problem is feasible or if not one can analyse whether the CMPL formulations or the solver is the cause of the problem. To execute the solving process asynchronously the CMPL methods Cmpl.send, Cmpl.knock and Cmpl.retrieve have to be used. Cmpl.send sends a CmplInstance to the CMPLServer and starts the solving process remotely. Cmpl.knock asks for a CMPL model with a given jobId whether the solving process is finished or not. If the problem is finished the CmplSolutions and the CmplMessages can be read into the user application with Cmpl.retrieve.
INTEGRATING CMPL INTO THE ROAD NETWORK SIMULATION IN EPC-SIMULATOR
One of the advantages of EPC-Simulator is the opportunity for programmers to develop their own simulation models. Therefore it is possible to integrate optimization routines into simulation models through using the CMPL Java API. The following steps have to be implemented for all of the simulation nodes. To optimize the shortest path of each vehicle in the simulation nodes it is necessary to specify the network structure and the current traffic situation. The structure of the undirected network G =(V,A) is given by the set of nodes V and the set A of arcs joining pairs of nodes. The current situation is given by the parameters , which define the time a vehicle takes to drive from node i to node j. The current location of a vehicle describes the starting node s while t is the target node. These sets and parameters are the input of a CMPL model that is similar to the CMPL model in listing 3. But the difference is that this model does not contain static data. The sets and parameters have to be read into the model by using the %data entry (Listing 4 -line 1). This CMPL header entry is intended to read data from a CmplData file or from an application that uses the CMPL API. The implementation of a CMPL model in Java is described in Listing 5 which is the completion of solveShortestPath in Listing 2. It starts with the definition of a Cmpl object (Listing 5 -line 09) with the filename of the model as an argument for the constructor. To define the sets A and V one has to create CmplSet objects (lines 10 and 12). The arguments of the constructor are the name of the set that has to be the same as specified in the CMPL model and the rank of the set if it is greater than one. The set A of the arcs is a set of 2-tuples and has therefore the rank 2 while V is a set of single indexing integers with the rank 1. Both sets are assigned data by using the method CmplSet.values where for the enumeration set arcs (A) a Java array is used as an argument (line 11) 01  02  03  04  05  06  07  08  09  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39 For the definition of a CMPL parameter a user has to create a CmplParameter object where the first argument of the constructor is the name of the parameter. If the parameter is an array it is also necessary to specify the set or sets trough which the parameter array is defined. Therefore it is necessary to commit the CmplSet arcs (beside the name "c") to create the CmplParameter array c (line 14) while for the definition of the CmplParameter sNode and tNode only the name of the parameters have been specified (lines 16 and 18 If the problem is feasible and a solution is found it is possible to read the names, the types, the activities, the lower and upper bounds and the marginal values of the variables and the constraints into the Java application. For the combined simulation and optimization of the shortest path problem now it is possible to get in each node s of the simulation the traffic for the next simulation step by analysing the activities of the variables line 31.
SUMMARY
The aim of this paper was to develop an approach to combine a simulation and an optimization of business processes exemplarily described on the basis of the network traffic simulation problem. It was shown how a network traffic simulation can be created with particular model and process documents in EPC notation, with which the EPC-Simulator (a bflow* plugin) can generate Java source code that uses the DESMO-J Framework. This Java source code contains marked areas for individual extensions which are used in this work to specify the specific data of the road network and the vehicles. These marked areas for individual extensions were also used to describe how CMPL can be integrated by using the CMPL Java API. This API is indented to define sets and parameters within a Java application, to commit it to a CMPL object, to start and control the solving process and to analyse the solution(s) in Java. The CMPL Java API can be used with a local CMPL installation or a CMPLServer which is an XML-RPCbased web service for CMPL. Client-server architecture for a combined simulation and optimization business process is reasonable because the capacities of the client can be used for the simulation procedures while the optimization problems can be solved remotely on the CMPLServer.
