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Resum
Aquest projecte, és el meu últim pas en el grau de enginyeria informàtica a la FIB. La seva finalitat
dons, és reflectir tots els coneixements apresos durant el transcurs del grau.
El projecte tracta de desenvolupar un videojoc de supervivència anomenat GENLAND. Aquest
està caracteritzat per disposar d’un món infinit generat de forma procedural on els seus integrants,
evolucionen mitjançant algorismes genètics. El videojoc està programat en C++ amb l’ajut de la
llibreria multimèdia SFML.
En aquesta memòria, primer veurem una descripció de les funcionalitats del videojoc seguida
d’una explicació detallada de la implementació, avaluant quan sigui rellevant, el cost dels algo-
rismes utilitzats.
Resumen
Este proyecto, es mi ultimo paso en el grado de ingeniería informática en la FIB. Su finalidad pues,
es reflejar todos los conocimientos aprendidos durante el grado.
El proyecto trata sobre el desarrollo de un videojuego de supervivencia (GENLAND). Este
esta caracterizado por disponer de un mundo infinito generado de forma procedural donde sus
integrantes, evolucionan mediante algoritmos genéticos. El videojuego está programado en C++
con la ayuda de la librería multimedia SFML.
En este documento, primero veremos una descripción de las funcionalidades del videojuego
seguida de una explicación detallada de su implementación, evaluando cuando sea relevante, el
coste de los algoritmos empleados.
Abstract
This project is my last step in the computer engineering degree at the FIB. Its purpose is to reflect
all the knowledge learned during this period.
The project is about the development of a survival video game named GENLAND. This is char-
acterized by having an infinite world generated procedurally where its members evolve through ge-
netic algorithms. The game is programmed in C ++ with the help of the multimedia library SFML.
In this document, first we will see a description of the videogame’s functionalities followed by
a detailed explanation of its implementation, evaluating when relevant, the cost of the algorithms
used.
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1 Introducció
Des de la primera màquina recreativa fins la darrera consola d’última generació, la indústria dels
videojocs sempre ha anat lligada al desenvolupament tecnològic en l’àmbit de la computació, una
indústria què creix progressivament i necessita estar al dia per satisfer un públic molt exigent.
Aquest projecte tracta del desenvolupament d’un videojoc el qual he anomenat GENLAND i
l’objectiu, en dur-lo a terme, és què aprofiti al màxim cadascuna de les matèries què he tractat en
l’especialitat de computació. Dit d’una altra manera, prendre els coneixements apresos en cada
assignatura i adaptar-los de tal forma què tinguin un paper en concret en el videojoc. És per
això què introduiré des de l’ús de shaders, què hem tractat en l’assignatura Gràfics, fins l’ús
d’organismes amb intel·ligència artificial a partir de algorismes apresos en l’assignatura IA, pas-
sant per la resolució de problemes d’eficiència tractats en Algorismia.
En aquest cas, l’únic beneficiat d’aquest projecte sóc jo mateix perquè em permet consolidar
i ampliar tot el què he après en l’especialitat i, a més, em dirigeix de cara al futur, tant a nivell
personal com professional, al mateix temps que faig una activitat què m’agrada, com és el cas del
desenvolupament de videojocs.
Convé ressaltar què, en cap moment, la meva prioritat és què el videojoc resultant sigui "divertit"
ni "addictiu". Aquest projecte no tracta de dissenyar un producte encarat a un públic; més aviat,
el que jo pretenc, és treballar amb un seguit de mecàniques i coneixements apresos durant el grau i
unir-los en forma de videojoc, seguint les bases d’escalabilitat, re-usabilitat i eficiència. Si volgués
encarar el projecte a realitzar un producte factible, necessitaria més temps o hauria de centrar-me
en una única mecànica havent de renunciar a la resta perquè no hi ha prou temps per introduir-les
o no son útils de cara el producte.
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1.1 Vocabulari
D’ara endavant, en aquest document es faran servir freqüentment paraules i expressions força es-
pecifiques de l’àmbit del desenvolupament de videojocs. És per això que, abans d’entrar en matèria,
exposaré una breu definició d’aquestes paraules a fi que la memòria es pugui entendre sense prob-
lemes.
• Gràfics
– Textura: És una imatge del tipus bitmap utilitzada per cobrir la superfície d’un objecte
virtual, en el nostre cas, sempre es tractarà d’un objecte bidimensional. La seva unitat
serien els texels, els quals s’assimilen a un conjunt de píxels amb alguna propietat.
En aquest projecte, farem servir textures a l’hora de definir el component gràfic del
personatge, l’entorn i les entitats del videojoc.
– Shader: És una tecnologia destinada a proporcionar al programador una interacció amb
la unitat de processament gràfic (GPU). Són utilitzats per realitzar transformacions
i crear efectes especials com ara il·luminació, foc, boira, etc. Els shaders utilitzen
llenguatges de programació d’alt nivell.
Perquè la GPU ens generi la imatge desitjada, nosaltres haurem de donar informació al
nostre shader com ara textures, coordenades, primitives o vertexs.
En el nostre cas, ocasionalment parlarem també de vertex array objects (VBOs) què
són un conjunt de coordenades de punts en l’espai juntament amb coordenades de la
textura. Els VBOs per tant, ens associa per cada punt de la geometria enviada a la
GPU el texel que li correspon.
– Render: És un terme usat en la computació gràfica per referir-se al procés de generar
una imatge des d’un model.
En el nostre cas, parlarem de render quan ens referim a la imatge resultant de ser
processada per la nostra GPU.
• Desenvolupament de videojocs
– IDE: Un entorn integrat de desenvolupament o IDE es tracta d’una eina informàtica
per al desenvolupament de programari de manera còmoda i ràpida agrupant diferents
funcions en un sol programa, habitualment, un editor de codi, compilador i depurador.
– Bug i debugging: Un bug, és un error de programari, és a dir, el resultat d’una
fallada durant el procés de creació del software. En aquesta memòria parlarem també
de debugging o depuració referint-nos al procés de detecció de bugs en el nostre codi.
– Gameloop: En l’argot del desenvolupament de videojocs, el gameloop és un patró
de disseny que consisteix en un bucle que s’executa contínuament durant l’execució
del videojoc i en cada iteració realitza tres tasques: processar els senyals d’entrada,
actualitzar l’estat del joc i generar un render.
També parlarem freqüentment del Delta time què es tracta del temps què ha passat
entre dues iteracions del gameloop. [10]
– FPS: Parlarem d’un frame quan ens referim a la imatge generada després d’una iteració
del nostre gameloop. D’aquesta manera, els fotogrames per segon (FPS) ens indiquen la
velocitat de refresc o freqüència del nostre videojoc.
– Sprite: És tracta d’un element gràfic què es desplaça sobre la pantalla, què sovint és
parcialment transparent, per deixar veure el color del fons. L’sprite es generarà a partir
d’una àrea rectangular d’una imatge.
Quan una imatge està composada per un conjunt de sprites direm que es tracta d’un
spritesheet què sovint es tractarà d’una seqüencia ordenada de fragments què generen
una animació. D’aquesta manera, direm que el personatge, en tot moment, té un sprite
associat i també el tindran la resta d’organismes, fins i tot, els blocs del terreny.
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– Tile: Alguns videojocs, per fer la representació visual, separen l’escena en petits blocs,
habitualment quadrats, què anomenarem tiles.
Cadascun d’aquests blocs, té associada una posició i un sprite i el conjunt de tots els tiles
de l’escena formarà una graella que anomenarem tilemap. Sovint, utilitzarem també la
paraula chunk per referir-nos a un subconjunt de tiles del nostre tilemap.
Els principals objectius a l’hora de fer servir un motor basat en tiles són: estalviar
memòria, reutilitzar gràfics i generar contingut dinàmic.
– SFML: Es una llibreria multimèdia per C++ que farem servir en el desenvolupament
del Videojoc. Ens aportara eines molt útils per poder treballar amb gràfics, sons i
shaders de manera ràpida i fàcil.[3]
• Algorísmia
– BFS: L’algorisme de cerca en amplada o BFS expandeix i examina, de forma sis-
temàtica, tots els nodes d’un arbre per buscar una solució. Es parteix d’un node arrel en
el qual explorarem cadascun dels seus veïns d’aquest node. A continuació, per cadascun
dels veïns, explorarem els respectius veïns adjacents i així fins que recorrem tot l’arbre.
Com podem veure, per tal de passar al següent nivell de l’arbre, serà necessari haver
explorat tots els nivells anteriors.
En el cas d’aquest projecte, serà habitual l’ús de modificacions de l’algorisme de BFS.
– Procedural: en computació, la generació per procediments és el mètode de generació
de dades mitjançant algorismes en comptes de fer-ho de forma manual.
Si ho encarem més a aquest projecte, normalment ens referirem a la generació de con-
tingut com ara la geometria del terreny o les característiques dels organismes.
– Algorismes Genètics: Es tracta d’una tècnica utilitzada en la informàtica per trobar
solucions aproximades a problemes d’optimització i recerca. Utilitzen tècniques inspi-
rades per l’evolució biològica com l’herència, la mutació, la selecció i l’encreuament o
recombinació genètica.
En aquest projecte, implementarem algorismes genètics per tal de simular poblacions
d’organismes que evolucionen al llarg del temps cap a millors solucions.
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1.2 Context
1.2.1 Descripció general del videojoc
Sovint, la forma més fàcil de descriure un videojoc en poques paraules és classificar-lo segons les
seves categories, per tant, el que veurem ara és una breu descripció del videojoc argumentant
cadascuna de les seves categories.
Videojoc 2D
El joc funciona en un sistema de físiques de dues dimensions i s’utilitza la perspectiva frontal on
la càmera està sempre centrada en el jugador. Tot i que es fan servir algunes tècniques per donar
sensació de profunditat, tots els elements gràfics presents en el videojoc també es representen amb
imatges bidimensionals.
Supervivència
La meta del jugador és sobreviure tants dies com sigui possible, per fer-ho, haurà d’explorar el seu
entorn, recol·lectar recursos i enfrontar-se a altres organismes hostils. Quan el jugador es mor
s’acaba la partida.
Sandbox
Els videojocs sandbox donen a l’usuari l’oportunitat d’expressar la seva creativitat. En aquest cas,
el jugador té la capacitat d’explorar un món obert infinit i, mitjançant els recursos què recull, pot
modificar aquest entorn i, fins i tot, construir edificacions al seu gust.
A més a més, el jugador no està sol perquè en aquest món hi haurà altres organismes i l’usuari
podrà intervenir, en el seu curs natural, fent canvis considerables al seu futur.
Plataformes
Tenint en compte que l’usuari controla un personatge sotmès a la força de la gravetat i amb la capac-
itat de saltar en un món en dues dimensions, podem dir que es tracta d’un videojoc de plataformes.
Videojoc indie
Es tracta d’un videojoc sense cap tipus de suport econòmic. L’equip està format per una sola per-
sona què realitza totes les tasques, no es disposa de cap artista que pugui aportar un disseny gràfic
de qualitat, l’experiència de joc és senzilla i, el contingut, força limitat. Per aquesta raó, lluny de
ser un producte empresarial de gran abast, el meu treball es podria considerar una producció Indie.
Un jugador en local
L’experiència del joc està totalment orientada a un sol jugador en una mateixa màquina. No
requereix connexió a internet ni a qualsevol altre dispositiu i tampoc disposa de cap tipus de con-
tingut online.
Plataforma: ordinador personal
L’única plataforma del videojoc és un ordinador què tant pot ser de sobretaula com un portàtil amb
sistema operatiu de LINUX. Es requerirà únicament: l’ús del teclat, el ratolí i una pantalla. Es
recomana l’ús d’una targeta gràfica de qualitat perquè es treballa amb una quantitat considerable
de polígons i efectes d’il·luminació.
1.2.2 Influències i videojocs similars
A l’hora de realitzar el seu producte, tot desenvolupador es veu condicionat per la seva experiència
prèvia en el tema.
En el meu cas, mostraré tot un seguit de videojocs què m’han servit de font d’inspiració juntament
amb altres què possiblement no coneixia però què, després de fer una anàlisi de mercat, m’he
adonat que compartien algunes característiques:
Minecraft [8]
És un joc de món obert en 3D què no té objectius específics per complir, atorgant als jugadors,
molta llibertat a l’hora d’escollir com jugar (sandbox). El món està compost per cubs 3D què es
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poden eliminar i col·locar, permetent diferents tipus de construccions. Aquest món es genera de
forma procedural i és infinit; pot formar des d’esplanades fins a boscos i muntanyes.
El videojoc què jo he desenvolupat comparteix moltes de les característiques què podem veure en
Minecraft perqué també es tracta d’un món sandbox infinit de generació procedural.
Fig. 1: Captura de Minecraft
Terraria [11]
També es tracta d’un videojoc de món obert de generació procedural però, a diferencia deMinecraft,
aquesta vegada és en 2 dimensions.
En aquesta ocasió em veig inspirat pel seu acabat artístic.
Fig. 2: Captura de Terraria
No man’s sky [2]
Es tracta d’un videojoc d’aventures, acció i supervivència. Els jugadors són lliures d’explorar un
univers generat proceduralment i té algunes funcions online tot i que l’experiència de joc és indi-
vidual. Cadascun dels planetes generats disposa del seu propi clima i ecosistema així com també,
d’organismes generats proceduralment.
El fet de tenir ecosistemes amb organismes i diferent climatologia és una característica què també
he adoptat a l’hora de desenvolupar el meu videojoc.
Fig. 3: Captura de No man’s sky
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Spore [4]
És un videojoc de simulació de vida i d’estratègia el qual simula l’evolució d’una espècie des de les
etapes més primitives fins la colonització de la galàxia.
Dels videojocs que he mencionat, aquest, és l’únic què tracta el tema de l’evolució i la genètica la
qual és un dels pilars fonamentals del meu projecte.
Fig. 4: Captura de Spore
Dwarf Fortress [12]
Es tracta d’un videojoc no tan conegut què també treballa amb un món de supervivència procedural
infinit. És en 3 dimensions però la perspectiva és aèria i veurem únicament la capa actual. El fa
peculiar la seva forma de representar gràficament el món generat perquè no utilitza ni textures ni
sprites, requereix tan sols de caràcters ASCII.
Fig. 5: Dwarf Fortress
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1.2.3 Abast del projecte
Tal com hem dit anteriorment, el projecte tracta de fer un videojoc de supervivència amb un alt
factor de sandbox què permet a l’usuari ser creatiu.
Més concretament pretenem assolir tres objectius clau integrats al videojoc:
• Un món bidimensional infinit generat proceduralment.
• Organismes de generació procedural què interactuen els uns amb els altres i evolucionen
mitjançant algorismes genètics.
• Un personatge controlat per l’usuari què interacciona amb els organismes i l’entorn.
Pel què fa al primer punt, es tractarà d’un món bidimensional (vista frontal) què s’estendrà infini-
tament en la coordenada x. Aquest món, es generarà de forma procedural mitjançant algorismes
què s’explicaran més endavant.
El món estarà dividit en petits blocs què donaran forma al terreny. Hi haurà blocs de diferents
tipus i vindran determinats per la generació del món. En aquest espai, també hi seran presents els
factors climatològics de temperatura i humitat.
El punt següent és el dels organismes què creixeran, interaccionaran, es reproduiran i moriran
en aquest món bidimensional. Cada organisme tindrà les seves pròpies característiques genètiques
què condicionaran el seu comportament així com també el seu factor visual, mitjançant algorismes
genètics. En el transcurs de múltiples generacions es podran veure canvis en el comportament de
les diferents especies per tal d’adaptar-se les unes amb les altres, amb les condicions de l’entorn i
/ o també per les accions de l’usuari.
Hi haurà dos tipus d’organismes: la vegetació (estàtica) i els animals (mòbils).
Pel què fa al tercer punt, l’usuari disposarà d’un personatge què podrà controlar pel món. Aquest
es veurà afectat pels elements del seu medi i el seu objectiu serà sobreviure tant de temps com sigui
possible. El personatge podrà modificar el seu entorn recollint o afegint blocs, també podrà atacar
o ser atacat pels organismes que l’habiten i, finalment, podrà crear nous blocs o eines a partir dels
recursos que reculli pels voltants.
1.2.4 Abast de la memòria
Aquesta memòria pretén recollir la presa de decisions i el procediment seguit durant el transcurs
del projecte. S’explicaran els algorismes utilitzats juntament amb les seves alternatives, les difer-
ents modificacions què es poden fer per millorar el rendiment i, quan sigui significatiu, s’avaluarà
el cost asimptòtic.
Degut a la magnitud del projecte, entraré en profunditat, únicament, en els aspectes que jo con-
sidero rellevants o què, a l’hora de realitzar-se, han tingut una complexitat elevada perquè, d’altra
manera, el document acabaria sent massa extens i feixuc pel lector.
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1.3 Estructura del document
Aquest document, pretén explicar el treball realitzat. Per començar, veurem una descripció del
videojoc resultant, a continuació, aprofundirem en com s’ha fet la implementació i, finalment,
veurem quina metodologia de treball s’ha seguit, la gestió econòmica i la sostenibilitat del projecte.
A continuació, es mostren els capítols i seccions què segueix el document:
• Descripció del videojoc: En aquest capítol es descriu de què tracta i com funciona el
videojoc resultant després de passar tot el procés de desenvolupament.
– Interfície: La secció descriu tot el sistema de menús i interfície què permet, a l’usuari,
crear i eliminar partides.
– Jugador: Es detalla el funcionament del personatge, s’expliquen totes les accions què
pot realitzar i el seu paper en l’entorn.
– Entorn: Es descriuen les característiques visuals de l’entorn en el qual interactua el
jugador i la resta d’entitats del videojoc.
– Ecosistemes: És la secció què agrupa els organismes del videojoc. S’explica quin és
el seu comportament, el seu paper en el videojoc i de quina manera aquests organismes
interactuen entre ells i amb el jugador.
• Programació del videojoc: És el capítol què aprofundeix en la implementació de cadas-
cuna de les seccions de l’apartat anterior. S’expliquen els algorismes utilitzats juntament
amb les seves alternatives i millores al llarg del desenvolupament del projecte.
– Base: S’explica la implementació de la base que fa de nexe entre tots els components
del videojoc (interfícies, entorn, organismes, jugador, etc).
– Entorn: Es detallen els algorismes utilitzats per a la generació del terreny. També
aprofundeix en els càlculs d’il·luminació, propietats físiques i climatològiques (gravetat,
precipitacions, temperatura, humitat, etc).
– Sistema d’ecosistemes: Aquesta secció explica, en detall, l’ús i l’adaptació dels al-
gorismes genètics en els diferents organismes dels ecosistemes. Es diferencia entre els
organismes estàtics (vegetació) i els mòbils (animals).
– Programació del personatge: És la secció què mostra la implementació del per-
sonatge i l’inventari. També s’hi explica com s’han programat les animacions i les
interaccions amb els organismes i l’entorn.
– Debugger: Ens explica com s’ha programat l’eina de debug què ens assegura el bon
funcionament del videojoc i es mostren totes les eines implementades i la seva utilitat.
– Recursos multimèdia: Aquesta secció fa un repàs de tots els recursos de so i textures
presents en el videojoc. Es detalla com s’han generat i introduït en el videojoc.
– Persistència de dades: És una secció dedicada a parlar breument de com es guarda
la informació de cada sessió de tal manera que l’usuari pugui reprendre la partida sense
perdre dades.
• Gestió del projecte: Aquest capítol està enfocat a argumentar la metodologia que s’ha
seguit a l’hora de realitzar el projecte juntament amb la respectiva planificació de tasques.
També es fa una anàlisi del cost econòmic i la sostenibilitat del projecte.
• Conclusions: Finalment, es fa una avaluació del treball realitzat, analitzant-ne el resultat
final i les diferents ampliacions interessants què es podrien realitzar de cara a un futur.
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DESCRIPCIÓ
DEL
VIDEOJOC

2 Descripció del videojoc
Aquest capítol, en la seva totalitat, pretén explicar quines són les característiques, funcionalitat i
altres aspectes referents al contingut del videojoc. Per fer-ho, parlarem de la interfície, el jugador,
l’entorn i els ecosistemes.
2.1 Interfície
En aquest apartat, parlarem de la interfície entre l’usuari i el videojoc. Primer veurem els menús
què ens permeten començar a jugar o gestionar les nostres partides, després, explicarem tot el que
fa referencia a la interfície present dins la partida.
2.1.1 Menús
Una vegada iniciat el videojoc, l’usuari disposa d’un menú amb tres opcions:
• NEW GAME (Crear una nova partida)
• LOAD (Gestionar partides anteriors)
• HELP (Instruccions del videojoc)
• ABOUT (Informació sobre l’autor)
• EXIT (Sortir)
Amb el ratolí triarem l’opció desitjada. Si escollim NEW GAME, ens apareixerà un altre menú
on se’ns demanarà quin nom li volem donar i quina seed volem utilitzar. A partir d’aquí podem
començar la partida o tornar enrere.
Si escollim LOAD, ens apareix un nou menú amb una llista de totes les partides creades anteri-
orment i podem seleccionar les diferents partides amb el ratolí o les fletxes del teclat. Una vegada
seleccionada la partida, la podem carregar o bé la podem esborrar. També podem tornar al menú
anterior. Si entrem en aquest menú tenint una partida oberta i triem carregar una nova partida,
els canvis realitzats en la partida anterior es guardaran automàticament.
Si escollim l’opció EXIT, el videojoc s’apagarà. En el cas què hi hagués una partida començada,
es guardaran els canvis automàticament.
Fig. 6: Menú principal
15
Fig. 7: Menú per crear una nova partida (NEW GAME)
Fig. 8: Menú per carregar partides anteriors (LOAD)
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Fig. 9: Una de les finestres de instruccions (HELP)
Fig. 10: Finestra que mostra l’autor del videojoc (ABOUT)
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2.1.2 Dins del videojoc
Una vegada dins la partida, podem pausar-la amb la tecla ESC a fi de tornar al menú principal.
Un cop pausada, podem continuar la partida prement la mateixa tecla.
A més, dins del joc es mostra una barra inferior on es representen els objectes de l’inventari què
el jugador tindrà més a mà i, a continuació, dos requadres més què corresponen a l’eina actual del
jugador i l’armadura. Prement la tecla Q, a la banda esquerra de la pantalla, se’ns desplegarà la
resta de l’inventari amb un menú d’objectes què podem crear a partir dels recursos què ofereix.
Per tal de moure els objectes d’un lloc a un altre de l’inventari es fa servir el ratolí.
Tot seguit, a la part superior de la pantalla hi trobem dues barres del personatge què ens mostren
la quantitat de vida i de reserva energètica.
Per acabar, es completa amb un rellotge a la cantonada superior dreta què ens dóna informa-
ció de l’entorn.
Fig. 11: Captura de l’inventari i del rellotge
2.2 Jugador
L’usuari controla un personatge humanoide què pot interactuar amb l’entorn i els organismes.
Aquest personatge es controla mitjançant les següents tecles:
• W,S: pujar i baixar escales.
• A, D, SPACE: desplaçament horitzontal i saltar.
• MOUSE LEFT: Realitzar l’acció de l’eina actual a la primera capa de blocs o atacar.
• MOUSE RIGHT: Realitzar l’acció de l’eina actual a la segona capa de blocs o atacar.
• CTRL: Recollir objectes del terra.
• Q: Obrir l’inventari.
• E: Realitzar l’acció de l’objecte seleccionat.
18
El personatge a més a més tindrà diferents atributs:
• Vida.
• Reserva energètica.
• Defensa.
• Resistència al fred.
• Resistència a la calor.
Els dos primers atributs els podem veure en els indicadors situats a la part superior de la pantalla.
L’indicador de vida es va recuperant de mica en mica al llarg del temps però, si en algun moment
aquest indicador arriba a 0, el personatge es mor i s’acaba la partida.
Si l’indicador de reserva energètica arriba a 0, l’usuari començarà a perdre vida. Aquest indicador
disminuirà al llarg del temps però es podrà recuperar menjant algun tipus d’aliment.
Pel què fa als altres tres atributs, l’usuari no els pot veure però, afecten la jugabilitat:
• Si la temperatura és inferior a la resistència què el personatge té al fred, l’usuari començarà
a perdre vida.
• Si la temperatura és superior a la resistència del personatge a la calor, l’usuari començarà
a perdre vida.
• Si l’usuari pren mal a causa del al combat amb altres entitats, el nivell de defensa influencia
en la quantitat de vida que perdrà.
Aquestes tres ultimes característiques poden ser alterades segons l’armadura què el jugador tingui
equipada.
Per tal de donar feedback a l’usuari, el personatge disposarà d’una animació diferent per cadascuna
de les accions que realitza: caminar, saltar, excavar, atacar i pujar escales.
2.2.1 Inventari
Els objectes de l’entorn què recull l’usuari, van automàticament a l’inventari. Aquest consta de
dues parts:
• Una barra inferior de fàcil accés.
• Una graella què apareix al prémer la tecla Q.
Les dues compleixen la tasca d’emmagatzemar objectes. A més a més, la barra inferior té un
objecte seleccionat el qual es farà servir en cas què s’efectuï una acció, com ara, col·locar un bloc.
L’objecte seleccionat es pot canviar mitjançant els números del teclat o la rodeta del ratolí.
Quan tenim més d’un objecte del mateix tipus, tots ells es poden agrupar en un mateix espai
de l’inventari. A la cantonada inferior dreta de cada espai de l’inventari podem veure la quantitat
d’unitats de cada objecte. El nombre màxim d’unitats què es poden agrupar en un mateix espai
variarà en funció de l’objecte en qüestió. L’usuari també pot deixar anar un objecte al terra fent
clic a l’objecte de l’inventari i, a continuació fent clic a l’entorn.
Si tenim l’inventari obert (tecla Q), a la dreta hi trobarem un llistat d’objectes què podem crear
mitjançant matèries primeres què tinguem a l’inventari. El requadre gran correspon a l’objecte
resultant i hi ha un nombre al costat què indica la quantitat d’unitats generades. Els requadres
següents indiquen els objectes necessaris per a la fabricació i la seva quantitat.
Al costat de la barra inferior també hi ha un espai per l’eina equipada i un altre per l’armadura.
Per ajudar l’usuari, disposem d’un seguit de shortcuts per moure objectes fàcilment a través de
l’inventari; mitjançant la tecla "SHIFT" i, a continuació, fent clic esquerra del ratolí sobre un ob-
jecte, aquest es mourà de l’inventari cap a la barra inferior i viceversa. Tanmateix, si fem clic dret
del ratolí sobre un objecte, només prendrem la meitat de les seves unitats. Tot això ho podem
veure millor en la figura 11 vista anteriorment.
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2.2.2 Objectes
Eines:
Són objectes què es poden equipar en la primera ranura inferior a la dreta i què apliquen una
modificació; ja sigui a la velocitat de trencar blocs (pic de fusta o de ferro) o bé el dany que
fem durant el combat (espasa). El cas del martell ens serveix per construir blocs però també per
col·locar objectes a l’entorn.
Fig. 12: Espasa de fusta Fig. 13: Martell
Fig. 14: Pic de fusta Fig. 15: Pic de ferro
Roba:
Són objectes què es poden equipar en la segona ranura inferior a la dreta i què apliquen una
modificació cap a les temperatures màximes i mínimes suportables i també en la defensa contra
atacs hostils.
Fig. 16: Armadura Fig. 17: Roba d’estiu Fig. 18: Roba d’hivern
Fig. 19: Armadures equipades
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Il·luminació:
Són objectes què podem col·locar a l’entorn i què funcionen com a font de llum. Cadascuna
d’aquestes tindrà les seves característiques pròpies pel que fa al diàmetre de la llum, el color i la
textura.
Fig. 20: Torxa Fig. 21: Foc de camp Fig. 22: Llar de foc
Fig. 23: (objectes col·locats)
Utilitat:
Les escales són objectes què es poden col·locar en l’escenari i ens serveixen per desplaçar-nos
verticalment pels llocs on estan disposades.
Fig. 24: Escales
Fig. 25: Escales col·locades
Decoració:
Són objectes què es poden posar a l’entorn i la seva funció es únicament decorativa. Tenim dos
mobles de formes i mides diferents i també disposem de quatre models diferents de quadres. Quan
es col·loca un d’aquests objectes, el model es decideix de forma aleatòria.
Fig. 26: Moble Fig. 27: Quadro
Fig. 28: (Mobles col·locats)
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2.3 Entorn
El videojoc està basat en un món bidimensional des d’una perspectiva frontal i ambientat en
un planeta similar al nostre; amb boscos, muntanyes, animals i plantes. No hi ha cap tipus de
civilització, per tant, no trobarem ciutats ni edificacions més enllà de les que pugui construir
l’usuari.
Fig. 29: Captura 1
Fig. 30: Captura 2
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Fig. 31: Captura 3
Fig. 32: Captura 4
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2.3.1 Característiques climatològiques
El pas del temps tanmateix provoca canvis en el nostre entorn. Tenim un rellotge què ens dóna
informació sobre el dia i l’hora. En aquest món els dies també tenen 24 hores, els mesos 30-31
dies i els anys 365 dies. Podrem diferenciar també les quatre estacions de l’any (primavera, estiu,
tardor i hivern) i, finalment, tenim característiques climatològiques com ara la temperatura i la
humitat.
L’hora tindrà una influència notable en la il·luminació de l’entorn perquè tenim les fases de
matinada, migdia, tarda i nit què s’alternen de forma gradual. Cadascuna d’aquestes etapes afecta
directament pel què fa a la temperatura general i a la il·luminació.
La durada de les fases variarà dependent de l’estació de l’any. L’alçada i els fenòmens meteo-
rològics com ara la pluja i la neu, amb diferents graus d’intensitat, també tindran influència sobre
la temperatura i la humitat.
A l’hora d’ajustar totes aquestes característiques, m’he basat en el clima mediterrani.
Fig. 33: Entorn amb neu
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Fig. 34: Entorn amb pluja
2.3.2 Biomes
La temperatura i la humitat globals, no es distribueixen de manera uniforme en el món, això ens
permetrà que, en un mateix instant de temps, en dos llocs diferents de mateixa altitud hi pugui
haver temperatura i humitat diferents. Aquesta característica ens permet tenir diferents biomes,
fent què l’entorn sigui visualment diferent segons el bioma en el què estiguem.
Muntanya Muntanya nevada Jungla Desert Bosc Esplanada
Temperatura > 0◦ < 0◦ > 30◦ > 30◦ 6 30◦ 6 30◦
Humitat - - > 70% < 40% > 70% < 40%
Zona muntanyosa Si Si No No No No
Fig. 35: Diferents biomes en el minimapa (1)
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Fig. 36: Diferents biomes en el minimapa (2)
2.3.3 Estructura
Per tal de representar aquest món, utilitzarem una graella de dues capes de blocs quadrats que
donaran forma a l’entorn. Cadascun d’aquests blocs tindrà un seguit de propietats què permetran
poder-hi jugar i un component visual (sprite) distint, per tal de poder-los diferenciar. El fet de
trobar un bloc o bé un altre vindrà determinat pels algorismes de generació de l’entorn així com
per les característiques esmentades anteriorment: climatologia, biomes, alçada, etc.
La primera capa de blocs la poden travessar el jugador i altres organismes, per contra, la segona
capa actuarà com un obstacle i només hi podrem veure l’sprite dels blocs més exteriors.
Tant els blocs de la primera capa com els de la segona poden ser eliminats o modificats i hem
de tenir present què són afectats per les lleis físiques. Si eliminem un bloc que en suporta un altre
i aquest no té suficient adherència, caurà. El criteri què determina si un bloc o una estructura ha
de caure s’explicarà més endavant en l’apartat d’implementació.
Per tal de diferenciar els blocs d’una capa amb els de l’altra s’utilitzen colors diferents i ombres
que ajuden a donar profunditat.
2.3.4 Tipus de blocs
Terreny:
Són tots aquells blocs què ens trobem en el món i què s’ha generat, es poden recol·lectar, emma-
gatzemar a l’inventari i tornar a col·locar en l’entorn. També serveixen de matèries primeres per
construir alguns objectes.
Fig. 37: Terra Fig. 38: Terra (jungla) Fig. 39: Neu
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Fig. 40: Sorra Fig. 41: Pedra (jungla) Fig. 42: Pedra glaçada
Minerals:
Els minerals, de la mateixa manera que els blocs de terreny, es poden trobar en el món generat
però amb més dificultat. També es poden emmagatzemar i serveixen per construir alguns objectes.
Fig. 43: Coure Fig. 44: Or Fig. 45: Ferro
Fig. 46: Carbó Fig. 47: Diamant
Biològics:
Són els blocs què formen part de la vegetació.
Fig. 48: Tronc de fusta Fig. 49: Branques
Fig. 50: Fulles (1)
Fig. 51: Fulles (2)
Fig. 52: Fulles (3)
27
Artificials:
Són blocs què no es troben a la natura i, s’han elaborat mitjançant altres materials. Es poden
col·locar a l’entorn i tenen una funció únicament decorativa.
Fig. 53: Fusta Fig. 54: Blocs de pedra Fig. 55: Maons
2.4 Ecosistemes
A l’entorn hi podem trobar dos tipus d’organismes: els estàtics (vegetació) i els mòbils (animals).
En ambdós casos, els organismes tenen característiques genètiques úniques què permeten que es
produeixin canvis evolutius a l’entorn al llarg del temps.
Com què és impossible simular la interacció de tots els organismes d’un sistema infinit, sepa-
rarem el món en ecosistemes independents. Els organismes d’un ecosistema no poden interactuar
amb els d’un altre i per separar els ecosistemes, utilitzarem els deserts tal i com es mostra en la
següent imatge:
Fig. 56: Separador d’ecosistemes
2.4.1 Vegetació
La vegetació només pot créixer a la superfície de l’entorn i el seu bloc base ha de ser de terra,
terra amb plantes i / o neu. Els arbres tenen una edat màxima permesa així què, quan un arbre
arriba a aquesta edat, mor i s’elimina del sistema. Factors com la temperatura, la humitat o les
plantes veïnes poden influenciar en la velocitat d’envelliment. Al llarg del temps, la planta es pot
reproduir transmetent les seves característiques i / o afegint-hi algun canvi (mutació) per tal què
es produeixin canvis evolutius.
Els arbres tenen diferents paràmetres què els diferencien visualment: alçada, amplada, gruix del
tronc, tipus de fulla, color, densitat, etc. Aquestes característiques vindran donades segons la seva
genètica.
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2.4.2 Animals
Els animals es comporten, en part, de forma semblant a les plantes: tenen una edat màxima a la
què poden arribar i també es veuen afectats per la temperatura i la humitat. De forma addicional,
cada animal tindrà una durada de vida i una quantitat de reserva energètica determinades. Aque-
sts dos atributs funcionen de la mateixa manera que la vida i la reserva energètica de l’usuari.
A diferència de les plantes, els animals es poden moure per l’entorn desplaçant-se horitzontal-
ment i saltant. Tot animal neix en un lloc concret i disposa d’una distància màxima de la què es
pot allunyar d’aquesta posició inicial. Al mateix temps, l’organisme només podrà interactuar amb
altres organismes què estiguin dins d’aquest radi d’acció.
A més a més, l’animal pertany a una raça (n’hi ha 15 de diferents) i la raça s’hereta. Cada animal
classifica les 15 races en quatre relacions diferents: amistat, enemistat, alimentació i neutral i el
funcionament és el següent:
• Quan entra un organisme en el radi d’acció i està classificat com a enemistat, l’animal es
mostrarà hostil cap aquest organisme.
• Si és el cas què entra en el radi d’acció classificat com a alimentació, l’animal es mostrarà
hostil en el cas què les seves necessitats d’alimentar-se siguin superiors a un cert llindar.
• Pel què fa als organismes catalogats com a amistat, quan l’animal s’alimenta compartirà el
menjar amb aquests organismes i, en el cas dels neutrals, l’animal es mostrarà indiferent vers
els altres.
• Per reproduir-se l’animal busca un altre organisme catalogat amb la raça d’amistat dins d’un
radi de reproducció, més reduït què el de desplaçament i, les característiques genètiques de
l’individu resultant correspondran a una mescla de les dels seus progenitors, tenint en compte
la força del gen de cada organisme.
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PROGRAMACIÓ
DEL
VIDEOJOC

3 Programació del videojoc
En aquest capítol es pretén explicar el procés d’implementació del videojoc donant especial èmfasi
a les parts més significatives del desenvolupament o de complexitat elevada.
Farem un repàs des de les primeres implementacions, sovint més bàsiques i ineficients, fins a les
definitives i ja optimitzades de, les quals en farem una anàlisi del seu cost asimptòtic si és rellevant.
3.1 Base
A l’hora d’estructurar la base en la qual es programarà el videojoc, utilitzarem un patró de disseny
anomenat Game Loop. Aquest consisteix en fer us d’un bucle què s’executa mentre el videojoc està
en funcionament i, en cada volta del bucle, es processen les inputs del teclat i del ratolí, s’actualitza
l’estat del joc (update) i, es fa el render a la pantalla.
Fig. 57: Game loop simplificat
El temps què passa, entre un loop i un altre, l’anomenarem delta time i, l’utilitzarem en les crides
update a fi de calcular el desplaçament de les entitats del videojoc, també per fer tots els càlculs
què varien en funció del temps.
Fig. 58: Game loop detallat
Dins d’aquest sistema passarem per tot un seguit de classes on cadascuna s’encarrega de controlar
una part especifica del videojoc. En l’annex podrem veure un diagrama complet de com les classes
es relacionen entre elles. No obstant això, ara per ara ens limitarem a parlar de les més significatives:
3.1.1 Class Game
Està en el nivell més superior del game loop i és el responsable de separar l’execució del videojoc
en diferents estats:
• Visualitzant el menú principal
• Jugar
• Acabar l’execució
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El Game s’encarrega de saber en quin estat estem i ens permet passar d’un estat a un altre
segons la interacció de l’usuari. Quan un d’aquests estats s’està utilitzant, els altres passen a estar
completament aturats fins que no es canviï d’estat. Es a dir, només farem el update i el render de
l’estat actual.
Fig. 59: Timeline de la class Game
3.1.2 Class Scene
Una vegada dins l’estat de Jugar, en el nivell més alt hi ha la classe scene. Aquesta reuneix tots els
elements del videojoc i s’encarrega de gestionar-los i comunicar-los entre ells. Els més importants
són:
• Player (jugador)
• Map (terreny)
• Ecosystem (organismes)
Fig. 60: Timeline de la class Scene
3.1.3 Class Player
Aquesta classe, com el seu nom indica, és la responsable de gestionar tot el què té a veure amb
el jugador; ja sigui la interacció amb l’usuari, amb l’entorn (moviment, col·lisions i accions de
l’usuari), la gestió dels objectes i la gestió de l’inventari.
3.1.4 Class Map
La classe Map, es fa càrrec de gestionar tot allò relacionat amb el terreny i per aquest motiu,
necessitarà informació de tots els blocs que s’han de veure en tot moment, a la pantalla. Per tant,
serà responsable de la generació procedural de terreny nou i de carregar/guardar a la memòria el
què ja havia estat generat.
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3.1.5 Class Ecosystem
És la què s’encarrega de gestionar totes les altres entitats què, de la mateixa manera que el jugador,
conviuen a l’entorn, és el cas de la vegetació i dels animals. Aquesta classe gestiona el comportament
d’aquests individus, els relaciona mútuament i també decideix quan es reprodueixen o moren.
Dit això, l’esquema simplificat de l’organització de les classes seria el següent:
Fig. 61: Diagrama de classes simplificat
3.1.6 Altres classes
Drawer
És la classe responsable del procés de renderitzat i és la què gestiona els shaders i les textures a
pintar. Tindrà accés als elements de l’escena ja que el Drawer decideix en quin ordre i de quina
manera es pintarà cada element.
Clock
La seva funció és gestionar el temps que transcorre en el nostre entorn i, també, indicar el dia,
l’hora, la il·luminació i els factors climatològics.
TextureManager
És l’encarregat de emmagatzemar textures i proporcionar eines a les altres classes del videojoc per
treballar amb elles. Ens permet modificar les seves característiques i crear sprites a partir de les
textures.
SoundManager
Compleix la mateixa tasca que la classe anterior però, aquesta vegada, amb els fitxers de so. Po-
drem ajustar el volum de cadascun dels sons i decidir com i quan s’han de reproduir.
InputManager
És la classe què es fa càrrec de detectar els senyals d’entrada provinents del teclat i del ratolí. Les
altres classes prendran les seves decisions a partir dels valors què llegeixin de l’InputManager.
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Debugger
L’única tasca del debugger és proporcionar al programador les eines què faciliten el procés de pro-
gramació i test així com, també, la detecció i correcció d’errors.
3.2 Entorn
Tal i com hem vist en la descripció del videojoc, el món està format per una matriu de blocs
què s’estén infinitament. En la component vertical hi ha un nombre fix de blocs mentre que, en
l’horitzontal, es pot estendre infinitament tant en coordenades positives com negatives.
3.2.1 Chunks
Per tal d’implementar aquest sistema, he creat una estructura de dades que anomenarem Chunk.
Un chunk és una matriu de 100x300x2 Tiles (blocs).
300 és el nombre de blocs en vertical què, al mateix temps, correspon a l’alçada màxima en blocs
del món. El nombre 100 té a veure amb el nombre de blocs en horitzontal del chunk. Finalment,
els 2 restants fan referència a la profunditat que, en aquest cas, és de 2 blocs perquè tenim les
capes frontal i posterior.
Fig. 62: Timeline de la class Scene
Com és d’esperar, no podem generar ni guardar a la memòria un nombre infinit de chunks. És
per això que definirem un vector de 3 chunks, al qual nomenarem Map, on hi tindrem desats
únicament el chunk on hi ha el jugador i els dos chunks veïns.
D’on surten aquests chunks i on van a parar quan no els estem utilitzant?
El sistema funciona de la següent forma:
En començar la partida es generarà el chunk 0 (on apareix el jugador) amb els algorismes de gen-
eració què es detallaran més endavant. A continuació generem els dos chunks adjacents (-1,1), de
tal manera que en el nostre Map tenim la següent estructura [-1,0,1]. A partir d’aquest punt, si el
jugador situat al chunk 0 es desplacés al chunk 1, l’estructura passaria a ser [0,1,2], això implica
eliminar el chunk -1 per donar espai al 2. Abans d’eliminar-lo guardarem totes les dades del chunk
-1 en un fitxer anomenat -1.txt. Una vegada fet això, en la nostra estructura de dades desplacem
els chunks 0 i 1 cap a l’esquerra i generem el chunk 2. Si ara ens tornéssim a moure en direcció al
chunk -1, hauríem de repetir el procés anterior pel chunk 2 i, aquesta vegada, com que el chunk
-1 ja existeix prèviament en un fitxer, no serà necessari generar-lo de zero, només caldrà llegir de
disc. L’estructura resultant tornaria a ser de [-1,0,1] i al disc hi tindríem els fitxers -1,2. En el
cas que tanquéssim la partida, actualitzaríem a disc els tres chunks del Map, quedant en total els
fitxers - 1,0,1,2.
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Perquè són necessaris 3 chunks i no 1 o 2?
Amb un sol chunk al Map, el sistema no funcionaria perquè, quan el jugador està en un marge
del chunk, per força necessitem visualitzar aquest chunk i el seu veí simultàniament. És per això
que és imprescindible guardar un mínim de dos chunks en tot moment. No obstant això, podem
observar que aquesta opció ens presenta un nou problema: la mida màxima de Tiles què es veuen
horitzontalment en pantalla és de gairebé 100 (prop de la mida d’un chunk)
Això significa que, quan el jugador arriba a la meitat d’un chunk, ha de carregar el següent. Si en
aquest punt, el jugador es comença a moure de esquerra a dreta, provocarà una gran quantitat de
canvis en el Map i, com a conseqüència, múltiples accessos a disc que són operacions costoses. En
aquest tipus de videojoc és més habitual moure’s en ziga zaga per una mateixa zona que no pas
desplaçar-se grans distancies en poc temps. Es per això que convé fer canvis en el Map si realment
és imprescindible. Per evitar aquest problema, el millor què podem fer és guardar un chunk més i
cridar a l’operació de canvi de chunk quan ens aproximem a la frontera dels chunks més allunyats
del Map. D’aquesta forma, per tal de tornar a fer un accés a un chunk nou, el jugador haurà
d’avançar o retrocedir una distància considerable.
Què són els elements què emmagatzemen els chunks?
Ja hem explicat que un chunk és una matriu de blocs i que cadascun d’aquests blocs s’anomena
Tiles. Aquests, no només guarden el sprite del bloc, també seran necessàries tot un seguit de car-
acterístiques i d’informació; com ara el tipus de bloc, la seva resistència a l’hora de ser destruït pel
jugador, la temperatura i la humitat entre altres característiques que anirem veient més endavant.
3.2.2 Generació del terreny
Per tal de generar cadascun dels chunks, la forma més adequada què he trobat és la d’utilitzar
una funció que generi sorolls a partir d’una seed. Per fer-ho, he estudiat diferents algorismes. Els
més destacables són els de Perlin noise [15] i Simplex noise [16] què produeixen resultats molt
similars.
Tots dos generen soroll en n dimensions (en el nostre cas només necessitem sorolls de 1 i 2 dimen-
sions). Per tal de generar el soroll es crea una matriu de vectors gradients aleatoris i, a continuació,
es computa el producte escalar entre la distancia d’aquests vectors i es fa una interpolació entre
aquests valors.
Fig. 63: Representació dels sorolls en 1, 2 i 3 dimensions
Després d’estudiar els dos algorismes em vaig decantar pel de Simplex perquè dóna uns resultats
similars als de Perlin però amb un cost computacional menor. Com que volem que cada partida
tingui un món únic farem servir una seed què vindrà donada per l’usuari en crear la partida i cada
seed generarà un soroll diferent.
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Com a partir del Simplex noise generem la superfície del nostre món?
A fi de generar el terreny, el primer pas es decidir on acaba el cel i on comença la superfície.
Per tant, necessitarem un soroll d’una dimensió. El soroll, per cada posició x, ens generarà un
nombre real entre 0 i 1. Aquest valor és el què podem utilitzar per la nostra coordenada marcant
d’aquesta manera la superfície:
Fig. 64: Superfície generada pel simplex noise
Com es pot comprovar, no acaba de ser el resultat què voldríem. En primer lloc, la superfície va
des de la coordenada 0 fins la 300 i seria desitjable que aquesta no arribés ni als valors més alts ni
als valors més baixos del chunk. Arreglar aquest inconvenient és fàcil perquè la implementació de
l’algorisme de Simplex ens permet modificar els valors mínims i màxims així com l’amplitud del
soroll. Per tant, és suficient posar que el soroll estigui comprès, per exemple, entre 0.2 i 0.8 i els
resultats serien els següents:
Fig. 65: Superfície després d’ajustar els valors màxims i mínims del noise
Es veu força acceptable, no obstant això, estem molt lluny de tenir una superfície "realista" amb
les seves muntanyes, esplanades, boscos, etc. Tocant l’amplitud i l’interval del soroll no n’hi ha
prou per fer la superfície què volem, tanmateix, tenim un recurs què encara no hem utilitzat. Què
passaria si al nostre soroll actual li sumem un altre soroll amb una amplitud molt petita i amb un
interval molt reduït?
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Fig. 66: Superfície generada anteriorment amb una amplitud més gran
Fig. 67: Soroll de petites pertorbacions
Fig. 68: Superfície generada al sumar els dos sorolls anteriors
El resultat és la nostra ona d’abans però amb petites perfectivacions què fan que la superfície ja
no s’assembli a les dunes d’un desert. La superfície final, per tant, és el producte d’experimentar
amb diferents sorolls fins aconseguir el món desitjat.
Introducció de muntanyes
Ara mateix el resultat ja està força bé, però seria interessant el fet de tenir zones muntanyoses.
Per aconseguir aquest efecte vaig començar intentant crear un nou soroll amb una amplitud rel-
ativament petita què, sumat al soroll anterior, donés lloc a zones molt altes i zones molt baixes.
Tanmateix, el resultat no acabava de ser del tot convincent perquè, amb amplituds baixes, les
muntanyes eren correctes però apareixien amb massa freqüència, per contra, amb amplituds grans,
les muntanyes apareixien en la freqüència correcta però eren massa suavitzades i d’una mida massa
gran.
Fig. 69: Superfície generada a l’introduir muntanyes
Per tal d’evitar aquest problema, he creat un soroll que actuï com a factor (similar al cas de
la pertorbació) però, en aquest cas, l’interval es farà entre -1.2 a 1 i ignorarem els valors negatius
que en resultin. El soroll generat seria més o menys el següent:
Fig. 70: Soroll què utilitzarem per determinar els llocs on hi ha muntanyes i la seva magnitud
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Amb aquest soroll estem decidint on volem que hi hagin muntanyes i com d’abruptes volem que
siguin. Combinant-ho amb el soroll de muntanyes què abans no funcionava, acabarem generant
la superfície que volíem, a més a més, també aprofitarem el valor del factor per intensificar el
soroll de pertorbació fet anteriorment per tal de generar serralades i pics abruptes i així donar-li
més realisme. Després de jugar amb els valors d’aquests sorolls, finalment, hem aconseguit una
superfície força correcta:
Fig. 71: Resultat de la mescla en introduir muntanyes segons el factor anterior.
Introducció d’altres tipus de blocs
Tot i això, un món, per moltes muntanyes i esplanades procedurals què tingui, no és massa atractiu
si la base és tota del mateix material i, més encara, tenint present què un dels objectius de cara
a l’edició del terreny és la generació de coves procedurals. En referència al tema dels materials,
podríem dir que la superfície actual, ara mateix, és tota terra i, per començar a marcar la diferèn-
cia, ens agradaria que, a partir de certa profunditat, tot comenci a ser pedra. El primer pas què
vaig fer va ser crear, crear un desplaçament del soroll original de tal manera que, en excavar uns
10-20 blocs, acabaves trobant pedra. Tanmateix, com podem esperar, el resultat serà força avorrit
perquè sempre ens trobaríem la pedra a la mateixa profunditat.
La solució a aquest problema es limita a fer allò què ja hem fet moltes vegades: afegir un soroll
capaç de crear una variabilitat d’aquesta profunditat. Amb tot, però, ens trobarem amb un altre
problema perquè ens agradaria, que en zones altament muntanyoses, la capa més externa sigui
pedra, doncs no té cap sentit que una muntanya alta i abrupta estigui totalment coberta de terra.
Com a conseqüència, combinarem el soroll anterior amb un nou soroll què genera una pertorbació la
qual s’accentua quan el soroll què ens indica quan hi ha muntanyes té valors elevats. A continuació,
podem veure les diferents fases:
Fig. 72: Terreny amb terra uniforme
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Fig. 73: Terreny amb terra aplicant una reducció en cas què sigui muntanya
Fig. 74: Terreny amb terra aplicant un soroll què elimini la uniformitat
Un altre dels objectius del terreny és que tingui diferents minerals per tal que el jugador els pugui
recol·lectar a fi de fabricar-se eines. Aquesta vegada el soroll què necessitarem serà de dues di-
mensions i els valors a generar seran entre 0 i 1.
Per decidir si un Tile ha de ser de mineral prendrem només les puntes del soroll, per exemple,
els valors entre 0.9 i 1. Com més gran fem aquest interval més densitat de mineral tindrem. És per
això que cada mineral en qüestió tindrà sorolls diferents i utilitzarem amplituds i intervals difer-
ents per tal de determinar la seva raresa i densitat. A més a més, per tal de donar-li més interès,
he afegit altres restriccions com, per exemple, que la probabilitat de generar diamants augmenta
segons la profunditat o que, en les zones muntanyoses, la densitat de d’or és més elevada.
Fig. 75: Superfície generada a l’introduir minerals
Per finalitzar el nostre terreny hi afegirem coves. Per poder-ho fer, també utilitzarem un soroll 2D
com hem fet amb els minerals, l’únic inconvenient és què, si l’apliquem directament, la freqüència,
forma i mida de les coves acaba sent massa homogènia. Per poder alterar això, aplicarem un soroll
de pertorbació com hem fet anteriorment, d’aquesta manera, podem trobar zones amb moltes coves
o molt grans així com, també, zones molt sòlides.
Fig. 76: Superfície generada l’introduir coves
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Quin cost té tot això?
Cada vegada què creem un chunk nou per primera vegada, hem de calcular cadascun dels blocs
què s’han de crear. El cost de l’algorisme de simplex és de O(d2) on d és el nombre de dimensions
del soroll. En el nostre cas, només utilitzem una o dues dimensions. Més concretament, per cada
bloc, fem 19 crides a la funció de simplex on, 6 de les quals, són de dues dimensions. Per tant, el
cost total de l’algorisme és de: θ(37n) on n es el nombre de blocs a calcular. En el nostre cas n val
30.000, per tant, estaríem parlant de 1.110.000 d’operacions cada vegada que creem un chunk nou.
3.2.3 Sistema de físiques
Nosaltres volem què el terreny què acabem de generar es pugui modificar al gust de l’usuari i hem
de decidir què és allò què passa quan eliminem o afegim blocs. Més exactament, què passa quan
traiem un bloc i aquest té blocs a sobre.
Alguns videojocs opten per no fer res, aquesta opció és la més senzilla tot i que va en contra
de les lleis físiques i ens treu realisme, no obstant això, ens permet fer illes flotants al cel. Altres
videojocs opten, simplement, per fer caure o eliminar tots els blocs què hi havia sobre el bloc que
hem eliminat. D’aquesta manera sí que estem tenint en compte la gravetat, encara què tampoc
sigui del tot realista.
El què jo he volgut fer, és un sistema què decideixi si un conjunt de blocs ha de caure en funció
del pes total i de la tensió amb els blocs que aguanten aquesta estructura. D’aquesta forma, per
exemple, podem erosionar una paret sense que allò què tenim a sobre col·lapsi. Tanmateix, si
seguim erosionant, arribarà un punt en què el pes què han de suportar les estructures en contacte
amb el terra serà massa alt i la paret col·lapsarà.
Per tal d’implementar aquest sistema, necessitarem dos paràmetres nous a cadascun dels nostres
Tiles. Un serà el pes del bloc i l’altre serà la tensió màxima què pot suportar als seus extrems.
Pel fet què tenim diferents Tiles, aquests paràmetres ens permeten associar diferents valors segons
el material. Per exemple, la pedra pesarà molt però, no obstant això, suportarà molta més tensió
què la que suporta un bloc de terra. El següent exemple ens ajudarà a veure millor com funciona:
Fig. 77: Exemple de situació on hi ha una estructura que no col·lapsa i una que sí que col·lapsa.
En teoria, aquest sistema, es veu coherent però no sembla què hagi de ser fàcil d’implementar
perquè el nostre món és infinit i no podem fer infinits càlculs de pesos i tensions què es van propa-
gant indefinidament.
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Per tal de fer-ho, m’he basat en un algorisme de cerca BFS en origen al bloc modificat. Aquest
mirarà els seus veïns, comprovarà si aquests han de caure i si el cas és afirmatiu, ja hem acabat.
En cas què sigui negatiu, posarem cadascun d’aquests veïns en una cua i repetirem el procés per
cadascun d’ells. Aquesta explicació, però, no ajuda gaire perquè, en un primer moment, ens farem
les següents preguntes: "Fins on hem de propagar aquest BFS?" o "Com es decideix si el bloc ha
de caure si encara no es disposa de tota la informació necessària?".
Per respondre la primera pregunta hem de tenir clar que la nostra prioritat és mirar el mínim
nombre de blocs, per això que quan volem mirar la integritat d’una estructura diferenciarem els
blocs en dues categories: els blocs forts i els blocs febles. Anomenarem blocs forts aquells què, de
bon començament, sabem què no arribaran a caure. Aquests blocs compleixen la condició següent:
per tot bloc tal que la seva coordenada x és igual a la seva i la coordenada y és inferior, aquest no
és buit, és a dir, no ens permet veure el cel.
També seran blocs forts els de la capa més inferior, al nivell de la coordenada y perquè aque-
sts formen la base de tot el món. La resta de blocs què no compleixin aquestes condicions seran
blocs febles. Les següents imatges mostren en verd els blocs forts i en vermell els blocs febles:
Fig. 78: Representació de blocs febles i blocs forts
En conseqüència, ara podem respondre la pregunta anterior dient què, en qualsevol cas, l’algorisme
es propagarà fins que tant per la dreta com per l’esquerra es trobi amb una columna de blocs forts
o bé detecti que l’estructura ha de col·lapsar.
Tanmateix, només manca aclarir com ho fem per decidir si l’estructura actual ha de col·lapsar o
no. Primer de tot, veurem què cada iteració del nostre algorisme es resumeix en tres fases:
• Fase d’ampliació
• Fase de cerca
• Fase de càlcul
D’entrada, per entendre la fase d’ampliació, cal explicar què el nostre algorisme treballarà amb un
marc rectangular d’actuació, en altres paraules, només treballarà amb els blocs que estiguin dins
d’aquest marc. El marc, al principi, és un quadrat de dimensions 1x1 localitzat en el bloc què hem
modificat.
Per tant, la fase d’ampliació consistirà en eixamplar el límit d’aquest marc. No obstant això,
per cada fase d’ampliació només eixamplarem un dels costats del rectangle. La primera vegada
serà el costat esquerre, la segona, el dret, la tercera, el superior, la quarta tornaria a ser l’esquerra
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i així successivament. Pel que fa al costat inferior, no serà necessari ampliar-lo perquè considerem
què està completament propagada des de l’inici. Si el marc arriba a una columna de blocs forts,
ja no es propagarà més en aquesta direcció.
En segon lloc, la fase de cerca consistirà en recollir tots aquells nous blocs que han aparegut
gràcies a l’ampliació del marc.
Finalment, la fase de càlcul és la què decideix si l’estructura ha de col·lapsar o no. Per com-
prendre com es fa aquest càlcul, hem de considerar tot el marc actual com si fos un únic bloc: amb
el seu pes i la seva tensió màxima suportable. El pes serà la suma del pes de cadascun dels blocs
què hi ha a l’interior del nostre marc. Altrament, la tensió serà la suma de les tensions dels blocs
què fan frontera amb el marc de treball. També cal tenir en compte un petit detall: si tenim dos
blocs connectats i ambdós són de materials diferents, la tensió màxima, la qual tindrem en compte
a la frontera entre aquests dos blocs, serà la més restrictiva, en altres paraules, la del material que
suporti menys tensió.
En conclusió, per decidir si l’estructura ha de col·lapsar o no, s’ha de comprovar si el pes és supe-
rior o no a la tensió màxima suportable. En el cas què no ho sigui, tornarem a la fase d’ampliació
i repetirem el procés fins que no es pugui ampliar més o bé l’estructura col·lapsi.
Veient com funciona l’algorisme, ens podem arribar a fer la pregunta següent: es podria donar
el cas què, si s’elimina un bloc, col·lapsi una regió què impliqui que altres regions col·lapsin?
La resposta es sí. Per tenir en compte aquesta possibilitat, a cada bloc què feia frontera amb
el marc que col·lapsa, li aplicarem també el mateix algorisme. Dit així sembla molt ineficient
però, en realitat, aquest còmput no es farà per cada bloc; en calcular de nou la integritat d’un
d’aquests blocs, el sistema acabarà englobant els altres blocs pendents, sempre i quan existeixi un
camí per arribar d’un bloc a un altre, en aquest cas, com que ja s’ha computat el bloc, es treu
de la cua de blocs pendents. En conclusió, l’algorisme es repetirà únicament una vegada per cada
component connex què faci frontera amb el marc de treball. Les següents imatges ajudaran a veure
com funciona pas a pas cada iteració de l’algorisme:
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Fig. 79: Representació del procés que segueix l’algorisme.45
Cost de l’algorisme
En aquest cas, com que només passem una vegada per cada bloc, el cost total serà de O(n) on n
és el nombre de blocs que hi ha entre dues estructures de blocs forts.
3.2.4 Sistema de backgrounds
Per tal de donar més profunditat a l’espai, he considerat adequat que l’entorn tingui una imatge de
fons que representi la llunyania. Per tal d’aconseguir-ho, he passat per diferents fases d’implementació:
1ª implementació, amb fons estàtic:
És una implementació senzilla en la què tenim un fons constant Ens dóna una petita idea de pro-
funditat mes enllà del Tilemap, no obstant això, acaba essent molt simplista.
2ª implementació, amb fons dinàmic:
Necessitem un fons repetible, és a dir, posant un mateix fons de costat no s’ha de notar el tall entre
les dues imatges; així, farem que aquest segueixi el Tilemap i, quan arribem al final de la imatge,
es torni a repetir creant la il·lusió què, el fons és una sola imatge infinita de fons. A més a més,
si fem que el fons segueixi el Tilemap a una velocitat inferior a la del jugador, donem la sensació
què, aquest, està situat en un pla diferent i, per tant, més allunyat.
3ª implementació, amb fons de parallax:
Aquesta és la definitiva. L’efecte de parallax consisteix en superposar diferents capes de fons i fer
que, aquestes, es moguin a velocitats diferents. D’aquesta manera, cada fons representa que està
en un pla diferent i això li dóna una gran sensació de profunditat i dinamisme. En el meu cas,
he optat per posar, a la capa més propera, tres capes de muntanyes amb boscos; a mesura que
retrocedim en les altres dues capes, els arbres es veuen força grans i els canvis d’altitud són més
accentuats, els arbres queden més concentrats i les alçades són més homogènies.
Fig. 80: Sistema de backgrounds
3.2.5 Clima, meteorologia i estacions
Per fer el terreny hem utilitzat abundantment el Simplex noise, què també ens anirà bé per decidir
la humitat i la temperatura. A fi de generar la humitat, crearem un soroll què pot anar des de
0 fins a 100 i l’aplicarem sense cap modificació addicional. Pel que fa a la temperatura, no és
tant senzill perquè sí que volem que la temperatura sigui variable al llarg de l’entorn però, també
volem tenir en compte l’altitud. És per això que, combinarem un soroll què pot anar entre -20 i
30 i l’associarem amb l’alçada a fi de tenir una distribució de temperatura variada però, al mateix
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temps, coherent. L’entorn està controlat per un rellotge en forma de comptador el qual, pel ju-
gador, s’acaba traduint com un seguit de minuts, hores, dies i estacions de l’any. D’una banda,
volem que l’hora del dia influeixi tant en la temperatura com en el grau d’il·luminació i del color.
Per gestionar totes aquestes combinacions generarem un seguit d’intervals entre les següents fases
del dia: matinada, migdia, tarda i nit. Tenint de referència aquests intervals, n’extraurem un
factor que va de 0 a 1. Per exemple, si definim que la matinada va des de les 5 h fins a les 10 h
(hora en què començaria el migdia), a les 5 h, el valor del factor entre la matinada i el migdia seria
de 0, a les 10 h seria de 1 i a les 7:30 h, per contra, seria de 0.5.
A continuació, definim tot un seguit de temperatures a cadascuna de les fases del dia, és a dir, els
graus a afegir a la temperatura global calculada anteriorment. Posem, per exemple que, de mati-
nada, la temperatura serà de −3◦ i, al migdia, de +1◦; per calcular la temperatura a les 7am només
farem una interpolació mitjançant el factor calculat anteriorment i, com a resultat obtindríem una
temperatura de −1◦. Pel cas de les estacions, els intervals funcionen de la mateixa manera i la
taula següent resumeix els intervals segons les estacions i les fases del dia: [7] [6]
Hivern Primavera Estiu Tardor
Matinada 7h 5h 4h 6h
Migdia 13h 13h 13h 12h
Tarda 17h 18h 20h 18h
Vespre 19h 21h 22h 19h
Nit 22h 24h 24h 23h
Hivern Primavera Estiu Tardor
Dia d’inici 21 Desembre 20 Mars 21 Juny 21 Setembre
Hivern Primavera Estiu Tardor
Increment temperatura −5◦ 0◦ +10◦ 0◦
En altres paraules, si som al dia 22 de desembre tindrem un decrement de 2◦ i, a més a més,
durant el dia, també tindrem una variació de temperatura de fins a 10◦, segons la posició del sol,
en conseqüència, a les 9 de la matinada haurem de restar uns 3◦ addicionals. A aquest nombre li
hem de sumar la temperatura global calculada amb la funció de símplex, la qual podria ser, per
exemple, de 20◦. Tanmateix, per posar-ho més interessant, suposem que som dalt d’una muntanya
i que, per tant, li restem 10◦ més, la temperatura resultant seria de 5◦.
Pel que fa a les precipitacions, una vegada més aprofitarem un Simplex noise de 1 dimensió.
En aquest cas, el component horitzontal representa el llarg del temps i el component vertical la
quantitat de pluja i a partir de certa alçada decidim que comença a ploure. Així com el so es
propaga en forma d’ones, les precipitacions sempre seran graduals, tenint un o més pics de màxima
intensitat. La durada d’aquestes precipitacions, a més, serà variable. Tenim dos tipus de precip-
itacions: la neu i la pluja. En l’apartat d’il·luminació es mostra com es pot fer la neu; de forma
que, com més freda sigui la zona, la pluja, de forma gradual, es converteixi en neu.
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3.2.6 Il·luminació i shaders
Tal i com hem descrit el sistema fins aquest moment, el què tenim, de cara a la visualització, és
un seguit de Tiles amb una textura cadascuna. En la imatge què es mostra a continuació es pot
apreciar com es veuria el nostre món amb la implementació més bàsica de totes, limitant-nos a
pintar per pantalla les nostres Tiles:
Fig. 81: Visualització simple del tilemap
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Podem veure què funciona. Disposem de diferents blocs amb textures ben diferenciades i hem
posat una textura més fosca pels blocs què suposadament són a un nivell més profund. Tanmateix,
no s’acaba de diferenciar, sense que el jugador hi passi per davant, quin està davant de l’altre. Per
tal de donar aquest efecte de profunditat, afegirem una petita ombra als blocs de darrera que fan
frontera amb els blocs frontals:
Fig. 82: Resultat després d’afegir ombres
Ara podem veure clarament, encara que la visualització sigui senzilla, els dos nivells de profunditat.
Queda clar, en tot moment, quins blocs són al davant i quins al darrere. Tot i així, ens agradaria
que el resultat no fos tan "quadriculat". Podríem fer que els blocs que fan cantonada siguin lleuger-
ament arrodonits per donar la impressió què el terreny té una certa erosió i així guanyar una mica
de realisme.
Per tal d’aconseguir aquest efecte modificarem el nostre fitxer de textura i hi afegirem per cada
sprite, la seva versió arrodonida. A l’hora de pintar el tile, comprovarem si aquest fa cantonada i,
si és el cas, subdividirem el bloc en quatre sub-blocs i, a cadascun, li pintarem la textura necessària.
En el cas què tinguéssim un sistema amb molts tipus de blocs diferents, s’hauria de mirar una
forma què no obligués a replicar tantes vegades els sprites en el nostre fitxer de textura. Com que
nosaltres no en fem servir gaires, ens podem permetre aquesta implementació.
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Fig. 83: Resultat després d’arrodonir les vores.
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Ho farem també per les cantonades interiors entre dos blocs:
Fig. 84: Resultat després d’arrodonir les vores
Fets aquests canvis, l’aspecte del nostre món ha millorat considerablement però encara hi podem fer
millores per donar-li una mica més de vida. Afegirem al nostre fitxer de textura un nou sprite que
simbolitzi gespa. Una vegada el mapa està pintat, sobre cadascun dels blocs què siguin catalogats
com a "terra" i estiguin en contacte amb la superfície, els pintarem aquest sprite:
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Fig. 85: Resultat després d’afegir l’herba
Ara mateix, l’entorn què veiem és pràcticament el desitjat. No obstant això, seria més interessant el
fet de no poder veure els blocs interiors de forma què estiguis obligat a excavar túnels per descobrir
quins recursos s’amaguen. Per tal d’implementar això, serà suficient que, cada vegada que pintem
un bloc de la capa frontal, mirem els seus veïns i, si estan tots plens, vol dir què està tapat i no
s’ha de visualitzar (el pintarem de negre):
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Fig. 86: Resultat després d’ocultar els blocs inaccessibles
Efectivament els blocs ara queden tapats. Tot i així, el pas a negre és un canvi molt brusc i caldrà
afegir una ombra similar a la que hem fet servir per diferenciar les dues capes de blocs en passos
anteriors.
53
Fig. 87: Resultat després d’aplicar les ombres
Abans de passar al càlcul d’il·luminació falta un petit pas: acoblar el terreny amb el fons i les
precipitacions. Per fer-ho, partirem de la textura del fons i de la del terreny generat anteriorment.
Mitjançant un shader ajuntarem les dues parts aprofitant que la textura del terreny te àrees
transparents.
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Fig. 88: Procés per acoblar el fons amb el terreny
Una vegada fet el terreny, ens hem d’encarregar de la il·luminació per poder representar la llum
del sol, les torxes, el color del cel i del terra segons l’hora del dia, etc. Per aquest pas serà necessari
aplicar múltiples shaders a l’escena. El primer què farem, serà simular una llum del sol constant.
En altres paraules, només estaran il·luminats els blocs de la superfície i, les coves, romandran
ocultes. Per fer-ho, enviarem al shader un quad per cada parell de Tiles què hi ha en una posició
(x,y) què pertanyin al cel (no tenen cap bloc assignat), també crearem un quad pels Tiles què fan
frontera amb aquests passant-els-hi una textura de degradat. Aquest degradat és el què fa que
visualitzem els blocs de la superfície i, a mesura que ens endinsem cap a l’interior de la superfície,
hi veiem cada vegada menys. Aquests quads ens generaran una textura què farem servir més
endavant com a mascara. Aquesta mascara ens marca amb color blau, allò què hem d’aprofitar en
la imatge original i, amb color verd, allò que ha de quedar ocult.
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Fig. 89: Procés per calcular il·luminació del sol fent servir una mascara
Ara tenim dues textures, una és una mascara i l’altra és la textura del terreny. A continuació
hem de fer que la il·luminació depengui de l’hora i la fase del dia. Per tal de generar diferents
il·luminacions, l’únic que necessitem és un altre shader que ens barregi la textura del terreny amb
un color concret. A l’hora de combinar la textura amb un color, necessitem donar-li un factor
(entre 0 i 1) què ens indica el pes de cada textura. Per exemple, amb un factor de 0.5 el color i
el terreny tenen el mateix pes, en canvi amb un factor de 0.1 el terreny tindrà molt pes i el color
molt poc, gairebé no es notarà que hi hem barrejat el color. Si, d’altra banda, aquest color és el
negre, per controlar el dia-nit a mesura que passen les hores, el factor augmenta i, per tant, el pes
del color també. Com a resultat, amb un factor de 1, tindríem una imatge negre o, en el nostre
cas, completament de nit.
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Fig. 90: Matí Fig. 91: Tarda
Fig. 92: Vespre Fig. 93: Nit
En el nostre cas, no ens limitarem a posar el color negre perquè, tal i com hem comentat en
l’apartat del clima i de la meteorologia, tenim diferents fases del dia. A cada fase li assignarem
un color diferent i realitzarem transicions d’un color a un altre per cada fase i, a més, una transi-
ció del grau d’il·luminació global segons si ha de ser més fosc perquè s’apropa la nit, o si ha ser
més il·luminat perquè està sortint el sol. La taula següent mostra els colors assignats per cada fase.
Matinada Migdia Tarda Nit
Color origen Negre Vermell/Verd Groc Blau
Color destí Vermell/Verd Groc Blau Negre
Ara mateix, pel què necessitem, el resultat ja és satisfactori. No obstant això, no hem d’oblidar que
el sol no és la única font de llum. El jugador té la capacitat de fabricar torxes què pot col·locar al
seu gust a l’entorn. Aquestes generaran una circumferència de llum d’un color determinat amb un
degradat en els extrems. El què farem, per tant, és generar una nova textura mitjançant un nou
shader què, d’una banda, pren la textura original del terreny, sense emmascarar ni il·luminar i,
de l’altra, captura també la informació de la torxa amb el seu color, intensitat, radi i posició.
A partir d’aquesta informació generem una nova textura que conté únicament la zona il·luminada
per la torxa. A continuació, combinem aquesta textura amb la textura generada anteriorment (la
que conté la il·luminació del sol) fent us d’un altre shader. A causa d’una limitació de la llibreria
de SFML, no podem passar al shader totes les llums a la vegada, per aquesta raó, haurem de
combinar cada font de llum una a una a fi d’obtenir la imatge definitiva.
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Fig. 94: Procés d’aplicar una sola font de llum
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Fig. 95: Resultat final després d’aplicar totes les fonts de llum
Només falta un darrer pas per acabar, ens manca aplicar la pluja/neu en cas que n’hi hagi. El shader
responsable d’aquest pas funciona de la següent manera: ell, a partir d’una sèrie de paràmetres,
generarà un seguit de "gotes" aleatòries què es desplacen verticalment segons el temps. Aquests
paràmetres són:
• Velocitat
• Color de la gota
• Densitat
• Llargada de la gota
Com hem explicat anteriorment, tenim dos tipus de factors meteorològics: la pluja i la neu. Per
generar-los, en tenim suficient amb el mateix shader, fent servir paràmetres diferents. En el cas
de la pluja, la velocitat de la gota serà elevada, el color serà blavós i la llargada de la gota també
serà gran per tal de donar efecte de pluja.
En el cas de la neu, per contra, el color serà més pròxim al blanc, la llargada serà petita i la
velocitat molt lenta. Com que no volem canvis dràstics d’una zona en la que està plovent i hagi
de passar a nevar, els paràmetres finals seran el resultat d’una interpolació entre els dos estats en
funció de la temperatura de l’ambient.
Pel que fa al paràmetre de la densitat, aquest ve donat a partir del factor d’intensitat què ens
generava el Simplex noise.
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Fig. 96: Pluja poc intensa Fig. 97: Pluja intensa
Fig. 98: Neu poc intensa Fig. 99: Neu intensa
Fig. 100: Barreja de pluja amb neu
Quin cost té computar un renderitzat?
Durant el transcurs del desenvolupament del videojoc, el renderitzat ha passat per diferents imple-
mentacions segons la necessitat d’eficiència. Hem de tenir en compte que, malgrat que la targeta
gràfica què utilitzo és de una gamma força alta, més del 80% del temps d’execució de cada game
loop s’inverteix en el renderitzat. És per això que, fer una millora en aquesta part, pot comportar
una gran diferència de cara al rendiment.
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Desafortunadament no és fàcil calcular amb exactitud el cost de les draw call de SFML, perquè en
moltes ocasions la llibreria i la targeta gràfica optimitzen automàticament certs processos què són
fora del meu abast. Tanmateix, analitzarem les implementacions següents basant-nos en el nombre
de crides a la targeta gràfica i als FPS resultants.
Primera implementació: una draw call per Tile
En la implementació més bàsica, per cadascun dels blocs què volem pintar, farem una crida draw
a la targeta gràfica què pinta un únic sprite a la textura de l’entorn. Per tal de reduir els costos
d’aquest procés, només farem crides draw dels blocs què sabem que han de sortir per pantalla.
Siguin X el nombre de blocs visibles en horitzontal i Y el nombre de blocs visibles en verti-
cal, en la pantalla apareixeran X*Y blocs. No obstant això, hem de recordar que, al mateix
temps, cadascun d’aquests blocs es pot subdividir en 4 blocs dependentment de si feia canton-
ada o no. Per tant, el nombre de blocs a renderitzar, en el pitjor dels casos, és de 4*X*Y. A
més a més, hem d’afegir el cost de pintar les ombres, què serà, per cadascuna de elles, una crida
extra. En el pitjor dels casos serien X*Y ombres fent un total de 5*X*Y crides a la targeta gràfica.
En el nostre cas, X i Y equivalen a 100 i 100 respectivament, per això sabem que, en el pitjor dels
casos, es podrien arribar a fer 50.000 draw calls per fotograma!
Resultat: 30-60 FPS
Segona implementació: Generació de vertex arrays
Encara que 60 FPS puguin semblar molts, en el meu cas eren uns resultats que coartaven molt
les capacitats del videojoc perquè, en aquest punt de la implementació, encara no s’havien fet els
càlculs d’il·luminació dels quals jo era conscient què també tindrien un pes considerable.
Per tal de millorar la nostra implementació aprofitarem el fet què SFML ens permet treballar
amb Vertex Array Objecs (VAO). Els VAOs, ens permeten passar tota la geometria en una sola
crida a la targeta gràfica. Evidentment no podem dir que el cost d’aquesta crida és equivalent al
cost d’una crida de les anteriors perquè generar el VAO és costós.
Per tant, el cost de fer el renderitzat d’abans és de:
1 draw + 1 VAO(5*X*Y)
Resultat: 200-300 FPS
SPEEDUP = 30060 = 5
Veient la millora substancial en FPS utilitzant aquesta implementació a continuació procedirem a
introduir la il·luminació.
Per tal de fer el renderitzat complet, serà necessari un VAO addicional corresponent al de la gen-
eració de la mascara. El nombre de polígons d’aquest pot variar entre 0 i X*Y, depenent de quanta
porció del cel es veu en pantalla. Una vegada generat aquest VAO, ens quedarien les següents crides
a la gràfica:
• Generació de la textura del terreny a partir del VAO
• Generació del background (1 crida per bakground, és a dir 3)
• Generació de la mascara (llum del sol) a partir del VAO’
• Càlcul d’il·luminació en el background
• Càlcul d’il·luminació en el terreny
• Càlcul d’il·luminació de les torxes (1 crida per torxa)
• Fusió del terreny amb el background
• Càlcul dels factors meteorològics
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Sigui n el nombre de torxes què apareixen en pantalla, el cost total seria d’un total de 9 + n crides
+ VAO(5*X*Y) + VAO’(X*Y)
(on X i Y són 100 i 100 respectivament)
Resultat: 100-160 FPS
Tercera implementació: Generació de vertex arrays (al realitzar modificacions)
Els resultats anteriors són acceptables, no obstant això, tenint en compte què arribats en aquest
punt, encara manca implementar els algorismes d’intel·ligència artificial dels animals i la veg-
etació, hauríem d’aconseguir una diferència més significativa per tal d’anar amb seguretat.
El què cal fer ara, a fi d’aconseguir una millora de rendiment, és aprofitar que els VAOs gen-
erats, acostumen a no tenir variacions d’un frame a un altre, per això, ara només els generarem
quan hi hagi una modificació en el nostre Map. Tot i així, si ens hi fixem, aquest sistema ens
obliga a carregar els 3 chunks sencers als VAOs. Si només tinguéssim en compte els polígons que
surten a la pantalla, al mínim moviment, s’haurien de generar els VAOs una altra vegada i no hi
guanyaríem res.
Per tant, el cost total seria de 9 + n crides + VAO(5*X’*Y’) + VAO’(’X*Y’)
(On X i Y son 300 i 300 respectivament)
Podem veure que aquesta vegada tenim un VAO de 450.000 polígons i un altre de 90.000 quan en
la implementació anterior eren solament de 50.000 i 10.000 respectivament. Tenint en compte la
diferència ens hauríem de fer la pregunta de si realment aquest canvi pot sortir a compte. Anem
a veure els resultats:
Resultat: 600-700 FPS
SPEEDUP = 700120 = 5.8
Surt absolutament a compte, si bé és cert que, en el moment on hi ha una modificació, hi haurà un
fotograma força costós aquest no s’arriba a percebre i, en el cas què això fos un problema, sempre
es podria executar la generació dels VAOs en un thread a part.
3.3 Sistema d’ecosistemes
Una vegada creat el nostre entorn, és el moment de donar-li una mica de vida. L’objectiu és generar
organismes amb característiques úniques i que les accions dels uns tinguin influència en les dels
altres.
Problema de la simulació infinita
Això què volem fer presenta un petit problema: és impossible calcular correctament, en un in-
stant de temps qualsevol, quin serà l’estat del món. Nosaltres sabem que l’estat d’un organisme o
d’una civilització sencera vindrà condicionada pel del seus veïns i, a la vegada, ells tindran els seus
propis veïns què també els condicionaran. Aquest fenomen es va propagant i, com que el món és
infinit, no acabaríem mai d’englobar tots els elements què condicionen un sol organisme del nostre
entorn.
Per exemple: Fem el supòsit què acabem d’iniciar el nostre món. En aquest punt, només hem
generat els Chunks què requereix el nostre Map i suposem què, en aquest petit entorn què hem
creat, tenim un arbre; més enllà d’aquests 3 Chunks no sabem què hi ha perquè no ho hem generat
mai però, si en algun moment decidim avançar i carregar un nou chunk, haurem de generar el
terreny tal i com hem vist anteriorment i, al mateix temps, haurem de calcular tot el què ha passat
en aquell chunk des de que hem iniciat el nostre món.
Quina informació tenim? Doncs la de l’instant 0 perquè depèn de la nostra seed i de l’algorisme
de generació de terreny. Quan avancem en el temps, cap algorisme ens permetrà tenir el control
del que ha passat, degut a que, d’una banda, el jugador pot haver interactuat amb l’entorn i, de
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l’altra, tenim la resta d’organismes. Suposem doncs que, en generar aquest quart chunk, veiem què
en l’instant 0 hi havia un arbre i, no només això, amb tot el temps què ha passat fins ara, aquest
arbre s’hauria d’haver reproduït i els seus fills, precisament, haurien d’haver nascut en un dels
nostres chunks que sí que teníem en memòria. El què ha passat és que, fins que no hem generat
aquest chunk, no hem descobert l’existència d’aquest arbre i per tant, que hi havia un error en el
nostre entorn. L’única solució és tenir a la memòria tot l’entorn infinit i, com ens podem imaginar,
això es impossible.
Aleshores, què podem fer? Està clar que, si volem fer simulacions coherents, necessitarem un
entorn finit i no massa gran, independent de qualsevol element extern. És en aquest punt on
començarem a emprar el terme ecosistema. Per nosaltres, un ecosistema serà una fracció finita
del nostre entorn infinit on els seus elements interactuen entre ells però mai poden afectar a altres
ecosistemes. D’aquesta manera estem fent creure a l’usuari que realment estem fent una simulació
infinita.
A continuació, mostraré com ho portem a la pràctica. En un primer moment, vaig fer una im-
plementació que separava l’entorn en ecosistemes d’una dimensió arbitraria. Quin és el resultat?
El sistema funciona, no obstant això, si anem a la frontera entre un ecosistema i un altre sempre
veurem un canvi dràstic perquè l’un no afecta a l’altre i això fa que, l’evolució al llarg del temps,
els porti a resultats molt diferents.
Que fan altres videojocs en aquests casos?
Tenim, per exemple, No Man’s Sky. Ells també van fer separar el món en ecosistemes i, en el
seu cas, eren planetes, D’aquesta forma, el canvi entre un ecosistema i un altre no suposava un
problema perquè aquests tenien un separador natural què era l’espai. És per aquest motiu que
nosaltres també necessitarem el nostre propi separador natural. Si en el nostre entorn hi hagués
aigua, podríem separar els ecosistemes en illes, tanmateix, aquesta mecànica és massa avariciosa
pel temps limitat del projecte. Per aquest motiu, he decidit que el separador natural entre ecosis-
temes seran els deserts. A causa què en els deserts no hi pot créixer vegetació, la diferència entre
un ecosistema i un altre no és tan radical com abans.
Fig. 101: Separació de dos ecosistemes
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Com calculem l’estat d’un ecosistema que fa molt de temps que no s’actualitza?
En moltes ocasions el jugador pot estar jugant durant una quantitat considerable de temps en
un ecosistema concret. La seva simulació es va construint a mesura que passa el temps i, tot i
així, hi ha infinits ecosistemes que no estem actualitzant. Si, de sobte, el jugador vol visitar un
ecosistema què feia 50 dies què no visitava, haurem de calcular tot el què ha passat "mentre el
jugador no mirava".
L’únic què farem serà controlar el comportament d’aquest ecosistema tal com fèiem fins ara però,
aquesta vegada, les quantitats de temps entre control i control, per comptes de ser de mil·lisegons,
seran de segons/minuts. Tot i que això accelera força les coses, el videojoc es queda travat durant
uns pocs segons. Per tal de solucionar-ho farem el càlcul en un thread a part, d’aquesta manera, el
jugador pot seguir jugant i quan ha arribat a la part visible del nou ecosistema, els organismes i les
entitats ja s’han actualitzat. També cal dir que tant la vegetació com els animals tenen uns límits
superiors i inferiors de població, en funció de la mida de l’ecosistema, per tal de no col·lapsar el
sistema. Si la població està per sobre del límit inferior, els organismes no es reproduiran fins que la
població no estigui per sota d’aquest límit, altrament, si la població està per sota del límit inferior,
l’ecosistema es repoblarà amb organismes aleatoris.
Després de veure com funciona un ecosistema, anem a conèixer quins són els seus integrants.
3.3.1 Vegetació
Anteriorment, hem definit quins són els diferents paràmetres que defineixen un arbre però no hem
explicat com s’assignen. Definirem doncs dos tipus de paràmetres: els dependents i els indepen-
dents.
Dels independents, per una banda tenim:
n paràmetres en què el seu valor pot anar de 0 fins a 100, on es compleixi la següent igual-
tat:
n∑
i=1
value[i] = 100 ∗ n2
Els paràmetres en qüestió són els següents:
• Resistència a temperatures baixes
• Resistència a temperatures altes
• Resistència a la humitat
• Esperança de vida
• Freqüència de reproducció
• Força del gen
Essent n = 6, cada arbre haurà de repartir exactament 600 punts entre cadascun dels seus paràme-
tres. Com més elevat sigui el nombre en un paràmetre en concret, més positiu serà el seu efecte.
Per exemple, en el cas de la resistència a temperatures baixes, com més alt sigui el seu valor, menys
l’afectaran les temperatures per sota de zero, creant una predisposició a poder viure en climes freds
com seria el cas de les muntanyes nevades. Pel cas de la freqüència de reproducció, un valor alt
implica que el temps què ha de passar perquè l’arbre es reprodueixi sigui menor.
A part d’aquests, tenim també 6 paràmetres més en què el seu valor va del 0.0 al 1.0 o del 1
al 3:
• Curvatura del tronc (1-3)
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• Densitat de les branques (0-1)
• Curvatura de les branques (0-1)
• Gruix de les branques (0-1)
• Tipus de fulla (1-3)
• Quantitat de fulles (1-3)
Aquests últims només afecten al factor visual o estètic de l’arbre i no proporcionen cap millora que
pugui influir en l’adaptació a l’entorn. A més a més, a diferència dels anteriors, el seu valor no
influeix en els dels altres.
Finalment, tindrem 3 paràmetres dependents què s’assignen en funció dels valors que han pres
els paràmetres independents:
• Alçada del tronc (1-3)
• Gruix del tronc (1-3)
• Densitat de les fulles (1-3)
A continuació veurem tres exemples de tres arbres amb diferent parametrització:
Arbre (1) Arbre (2) Arbre (3)
Tipus de fulla (1) 1 1 1
Quantitat de fulles (2) 2 2 3
Alçada (3) 3 3 2
Gruix de les branques (4) 0.2 0.8 0.3
Gruix del tronc (5) 3 2 2
Densitat de branques (6) 0.7 0.5 0.6
Curvatura de tronc (7) 2 1 2
Curvatura de branca (8) 0.7 0.4 0.2
Veiem quin seria l’impacte visual dels paràmetres:
Fig. 102: Tres exemples d’arbres amb característiques diferents
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En crear un nou arbre, quins valors prendrà?
Quan l’ecosistema es crea per primera vegada o la població d’arbres és inferior a 0.5 arbres per
chunk, l’ecosistema generarà arbres on els seus valors seran completament aleatoris. A partir
d’aquí, tots els arbres nous que es creïn, heretaran les característiques dels seus progenitors.
Un arbre es reprodueix cada cert temps especificat anteriorment. Quan decideix que és moment de
reproduir-se, en primer lloc mira els seus dos costats i escollirà el què tingui un espai més ample.
A continuació, col·locarà el nou arbre en una posició aleatòria situada entre l’arbre més pròxim i
ell mateix i, pel que fa a les característiques genètiques, heretarà les mateixes però generant una
petita mutació.
Les mutacions funcionen de la següent forma: per els paràmetres els quals els seus valors que
van del 0 al 100, s’escollirà una quantitat aleatòria entre 0 i 50, i es modificaran dos dels 6 paràme-
tres amb aquesta quantitat per tal que torni a quedar equilibrat. Pels quins són entre 0 i 1, s’escull
un dels paràmetres i se li suma/resta una quantitat aleatòria entre 0 i 0.5. Pels què són entre 1 i
3, es tria un dels paràmetres i se li suma/resta 1.
Com envelleixen els arbres?
Tot arbre té un paràmetre d’esperança de vida què defineix un comptador de temps de vida
què li queda. Aquest comptador es redueix al llarg del temps, en funció d’un conjunt de factors
què fan que un arbre envelleixi més o menys ràpid. En un primer moment, creia que era suficient
tenint en compte els factors climatològics (temperatura i humitat) i les resistències genètiques de
l’arbre.
Quin va ser el resultat en fer una simulació de 100 dies a l’entorn?
Un gran bosc completament saturat d’arbres d’una alçada entre 2 i 4 blocs on l’espai què hi
havia entre un arbre i un altre era inferior a 3 blocs.
Fig. 103: Bosc després de passar 50 dies
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Perquè passava això?
En un primer moment, els arbres no tenien cap problema per reproduir-se, no obstant això, quan
el nombre d’arbres de l’ecosistema augmentava, l’espai on podia néixer un arbre era més reduït i,
com a conseqüència, els arbres prims eren els quins podien cabre a qualsevol lloc. A llarg termini,
la genètica que acabarà predominant serà la d’arbres molt petits, provocant l’extinció dels arbres
alts i gruixuts perquè no tenen espai per créixer. He d’aclarir que aquest no és un resultat incor-
recte, aquesta és la qualitat d’aquest tipus d’algorismes, doncs els resultats que tu esperes no tenen
perquè ser els més eficients "genèticament". Certament, els arbres què han acabat predominant són
els què millor s’adapten a les restriccions de l’entorn. El problema és en que aquestes restriccions
no ens donen l’aspecte visual què voldríem i això és difícil de controlar.
Per tal d’arreglar aquesta situació, vaig introduir un seguit de penalitzacions:
1. Els arbres més prims, envelleixen més ràpidament.
2. Quan arbres són a prop, l’arbre més baix envelleix més ràpidament perquè representa que
l’arbre alt està acaparant els recursos de l’arbre petit. Tampoc li deixa rebre, de forma
adequada, la llum del sol. Com més a prop són, més elevat és l’efecte en qüestió.
Amb aquests canvis, l’ecosistema resultant és l’actual: un bosc equilibrat i variat, la quantitat
d’arbres es regula automàticament, no arriba mai al límit superior establert i no és necessari
repoblar l’ecosistema amb arbres generats aleatòriament. El sistema segurament es podria millorar
en alguns aspectes però funciona adequadament.
Fig. 104: Bosc després de passats 100 dies, (arreglant l’error anterior)
Quina informació necessitem per mantenir aquest sistema?
Fins ara només ens guardàvem simultàniament 3 chunks a la memòria però, ara que hem de
simular tot l’ecosistema sencer, necessitarem més informació. No ens cal guardar/generar tot el
tilemap de cada chunck, això seria molt costós. Per controlar el cicle de vida i reproducció de la
vegetació, únicament necessitem guardar a memòria les posicions on poden néixer plantes, és a
dir, el perfil de la superfície. Si un ecosistema té 30 chunks i cada chunk és de 100x300 tiles, en
memòria guardarem 100x300x3x2 tiles (map) + 100x27 (superfície restant).
67
3.3.2 Animals
Els animals funcionen de manera molt similar a la vegetació i tenen un seguit de paràmetres què
poden prendre valors del 0 al 100 tals que:
n∑
i=1
value[i] = 100 ∗ n2
On aquesta vegada, n = 14 :
• Resistència al fred
• Resistència a la calor
• Resistència a la humitat
• Vida
• Esperança de vida
• Freqüència de reproducció
• Força del gen
• Radi de reproducció
• Radi de desplaçament
• Força
• Salt
• Velocitat
• Velocitat d’atac
• Mida de l’estómac
També tindrem un paràmetre extra: la mida global de l’organisme què dependrà del valor del
paràmetre de força. Com més fort, més gran serà i la mida de l’organisme també vindrà lligada
per la seva edat, essent molt petit en néixer i molt gran quan ja és vell.
Per representar les relacions de l’animal amb els altres organismes tindrem un paràmetre de raça
que prendrà un nombre entre 1 i 15.
A mes a mes, disposarà de quatre llistes per indicar com es relaciona amb les altres:
• Hostilitat
• Amistat
• Neutral
• Aliment
Les 15 races diferents es distribuiran entre aquestes quatre llistes. Els seus valors poden ser modi-
ficats durant el transcurs de la vida de l’organisme i seran transmeses a les següents generacions.
Com funciona la reproducció?
Quan l’organisme decideix que s’ha de reproduir (ho determinarà la freqüència de reproducció)
busca si, dins del seu radi de reproducció, hi ha un altre organisme què sigui considerat d’una
raça aliada. En cas que no existeixi, el mateix organisme s’autoreproduirà. A continuació, dins
d’aquesta àrea, es genera un nou organisme en una posició vàlida aleatòria. Els valors què prendrà
seran una combinació dels paràmetres dels dos organismes, usant el paràmetre de força del gen per
determinar quin dels dos pares té més influència a l’hora d’escollir els valors i amb quina mesura.
Pel que fa a les races (aliades, neutrals, enemigues i alimentació) les què coincideixen es conserven
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i, les que no, es decideixen també segons la força del gen dels pares. Passarà el mateix amb la raça
del nou organisme.
Les mutacions funcionaran, exactament igual que en el cas de la vegetació, en relació als 14 paràme-
tres què poden anar del 0 al 100 i, pel que fa les races, quan hi ha una mutació, una raça d’una
categoria passa, senzillament, a estar en una altra. Les mutacions també poden fer canviar que
l’organisme sigui, o no, hostil amb el jugador.
Com es moren els animals?
En el cas de les plantes teníem un paràmetre què ens donava un comptador de temps restant
de vida de l’organisme. En el cas dels animals també el tenim i, així mateix, es veu afectat pels
factors climatològics i les resistències de l’organisme. En aquest darrer cas, però, també decre-
mentarem el comptador mitjançant un nou factor què anomenarem reductor de comunitat.
Aquest factor creix a mesura que tenim més organismes d’una mateixa raça a l’ecosistema.
Com afecta aquest factor a l’ecosistema?
En un primer moment, abans de introduir el reductor de comunitat, només es reduïa el temps
de vida per causa dels factors climatològics tot i què, els animals, també podien morir per en-
frontaments amb altres races. Després de fer múltiples simulacions, el resultat què vaig aconseguir
va ser que, al final, totes les races s’acabaven extingint deixant una sola raça que monopolitzava
tot l’ecosistema i aquesta, a més a més, es concentrava en un mateix punt, deixant la resta de
l’ecosistema desèrtic. El motiu no era què aquesta raça fos "superior" a les altres sinó el límit de
població preestablert; quan s’arribava a aquest límit, cap raca es podia reproduir fins que es moria
algun organisme. Quan això passava, la raça amb més organismes era la que tenia més possibilitats
d’omplir el forat provocant que, de mica en mica, les altres s’extingissin.
Afegint el reductor de comunitat, penalitzem les races amb molts organismes. Així, hem acon-
seguit un ecosistema amb diferents races distribuïdes al llarg de tot el terreny on, a la llarga,
formen petites comunitats: algunes aïllades, altres què comparteixen una mateixa zona amb races
aliades i, unes altres més, on dues o més races estan enfrontades i, a la frontera, es veu clarament
un conflicte constant.
Fig. 105: Exemple d’un ecosistema a l’inici de la partida. Els punts de colors són les diferents
races i els punts negres representen la vegetació.
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Fig. 106: Exemple de l’ecosistema anterior passats 50 dies.
Fig. 107: Exemple de l’ecosistema anterior passats 500 dies.
Com funciona la IA dels animals?
En una primera implementació, la IA dels animals era molt senzilla. Pel que fa al moviment,
donat un instant de temps qualsevol, es podien prendre una de les següents decisions:
• Seguir fent el que estava fent anteriorment
• Quedar-se quiet
• Avançar en una direcció (dreta o esquerra)
En el cas què van en una direcció i troben un obstacle què pot provocar una col·lisió, intentaran
saltar per esquivar-lo. Hi ha factors què poden fer canviar aquesta presa de decisions com el cas
què l’animal tingui un objectiu: ja sigui el jugador, l’aliment o un altre animal. En aquest cas, es
dirigirà cap a l’objectiu.
Com s’escollien els objectius?
• Jugador: si aquest es considera hostil i entra dins l’àrea de desplaçament de l’animal.
• Jugador: si aquest l’ataca, tant si abans era considerat hostil com no.
• Aliment: si el comptador de reserva energètica de l’organisme traspassa un cert llindar i hi
ha fonts d’alimentació dins l’àrea de moviment.
• Animal: si troba un animal considerat hostil dins la seva àrea de desplaçament.
• Animal: si troba un animal considerat aliment dins la seva àrea de desplaçament quan el
comptador de reserva energètica de l’organisme traspassa un cert llindar.
• Animal: si un animal l’ataca tant si abans era considerat hostil com no.
Cal afegir, també, que un organisme no pot sortir mai de la seva àrea de desplaçament.
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Fig. 108: Debugger què ens mostra les àrees i objectius de l’organisme.
No obstant això, aquesta implementació presenta molts problemes. Per una banda, en varies oca-
sions, l’animal escollia objectius als quals mai podia arribar degut a la geografia del terreny. Quan
això passava, l’animal es quedava bloquejat en alguna paret que el separa de l’objectiu.
A vegades també era habitual que l’organisme volgués atrapar objectius que han sortit de la seva
àrea d’acció.
Per fer-ho mes realista necessitarem una implementació mes complexa. El primer que necessitem
es escollir únicament objectius els quals existeix un camí possible per el nostre organisme i, de tots
els objectius, escollir el que el seu camí és més curt. Per fer-ho implementarem un BFS adaptat
al nostre cas. El principal problema però, es que com que cada organisme te unes proporcions
diferents, calcular els blocs per on pot passar no és una tasca fàcil.
El primer que farem es crear una estructura de dades que contingui el terreny que pertany a
la regió dins del radi d’acció de l’organisme. Aquesta estructura serà una matriu de booleans on
el valor de cada element determina si es un bloc travessable o no, es a dir, totes les posicions
ocupades per blocs que existien en la capa frontal del terreny valdran 1 (col·lisiona), i la resta 0
(no col·lisiona). Paral·lelament, per cada posició també ens guardarem si hi ha alguna entitat
candidata de ser objectiu.
Aquesta operació tindrà un cost de O(n) on n es el nombre de blocs que continguts dins del
radi de l’organisme.
Un cop feta la matriu del terreny, volem eliminar tots aquells blocs (reassignar el seu valor a
0) què degut a la mida de l’organisme no poden ser explorats. Per fer-ho, calcularem les dimen-
sions de l’organisme en blocs en les components x,y, i passarem per totes les posicions de la matriu
i per cada element amb valor 0, mirarem si col·lisiona amb algun dels blocs que conté l’organisme,
en cas afirmatiu reassignarem el valor a 1.
Aquesta operació tindrà un cost de O(n ∗ m) on n es el nombre d’elements de la matriu i m
el nombre de blocs que ocupa l’organisme.
Un cop preparada la matriu, només cal fer la cerca amb l’estratègia de BFS en la nostre ma-
triu de booleans, el cost de l’ultima operació es de O(n) on n és el nombre d’elements de la matriu.
Dit això el cost asimptòtic de la cerca d’objectius per un animal es de O(n ∗m) on n es el nombre
d’elements de la matriu i m el nombre de blocs que ocupa l’organisme.
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Es costosa aquesta operació?
Tenint en compte que en un ecosistema actualitzem al voltant de 300 animals, es podria dir que
es una operació que pot tenir un impacte gran en el nostre rendiment. Per tal de intentar millorar
aquesta situació només aplicarem la cerca mitjançant BFS als organismes que estiguin dins dels
tres chunks que tenim carregats a memòria, els altres organismes degut a que estan fora de la
visió del jugador, ignoraran qualsevol tipus d’obstacle i arribaran al seu objectiu sense realitzar
cap càlcul.
A mes a mes, per tal de millorar en gran mesura el rendiment, introduirem una limitació que
obliga a l’organisme esperar-se un cert temps abans de tornar a explorar els objectius.
Alimentació
A diferència de les plantes, els animals necessiten alimentar-se constantment per tal de subsistir.
La reserva energètica, per tant, serà un comptador què funciona de la mateixa manera que el de
l’edat: la reserva va disminuint a mesura que passa el temps i es recupera una vegada l’organisme
s’ha alimentat. Si el comptador de reserva energètica està per sota de 0, l’organisme començarà
a perdre vida al llarg del temps fins que el comptador no es restableixi. És per això que, si el
comptador està per sota de cert llindar, l’animal començarà a buscar fonts d’aliment, ja sigui
una entitat d’aliment en el terreny o bé un altre animal catalogat amb la raça de "alimentació" o
"hostil". Quan l’organisme s’alimenta, reparteix una quantitat igual de reserva energètica del seu
comptador al de tots els altres organismes considerats aliats què siguin dins l’àrea de desplaçament
de l’organisme afavorint d’aquesta manera, la proliferació de comunitats.
Factor visual dels animals
Per tal de diferenciar visualment els organismes, he creat un sistema de visualització per mòduls.
Un animal, tindrà un mòdul de cap i un o més mòduls de cos. A més, pot tenir mòduls de braços,
de complements i de cames. Per cada mòdul, per tenir-ne varietat, tenim diferents textures per
escollir.
Quan neix un organisme es determina si és humanoide, quadrúpede o sense cames (amb forma
de serp). Aquesta característica també s’hereta a l’hora de reproduir-se però només es té en
compte en l’aspecte visual de l’animal.
• En el cas què sigui humanoide tindrà: un cap, dues mans, dues cames i pot tenir algun
complement.
• En el cas què sigui quadrúpede tindrà: un cap, un mòdul de cos, quatre cames, pot tenir
mans i pot tenir algun complement més.
• En l’ultim cas, l’animal no tindrà cames, tindrà un cap, tindrà un o mes mòduls de cos, i pot
tenir algun complement.
Els mòduls de complement poden ser banyes o bé orelles.
Quan l’ésser es reprodueix, el nou organisme heretarà els mòduls dels pares i pot tenir alguna
mutació pel que fa a la textura. Si els dos pares tenen mòduls diferents, es buscarà un terme mig
tal com hem fet amb la resta de característiques genètiques. També poden canviar per mutació Es
per això que, inclús dins d’una mateixa raça, de vegades podem trobar sub-comunitats diferenci-
ades per algun mòdul diferent, de tota manera, es continuen assemblant molt perquè els orígens
són pròxims.
Quina informació necessitem per mantenir aquest sistema?
Pel cas de la vegetació, hem hagut d’afegir la informació dels blocs de la superfície del terreny
de tot l’ecosistema i, en el cas dels animals, aquests també poden néixer sota terra, dins les coves.
Per això, haurem de guardar tots els blocs que formin part de la superfície d’una cova. El valor
mitjà per chunk del nombre de blocs d’aquestes característiques és de 5 x 100, (on el 100 representa
el nombre de columnes del chunk). Per tant, si un ecosistema disposa de 30 chunks i cada chunk
és de 100 x 300 tiles, en memòria guardarem 100 x 300 x 3 x 2 tiles (map) + 500 x 27 (superfície
i coves restants).
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3.3.3 Observacions ecosistemes
En crear un nou món, tots els organismes què habiten l’ecosistema són de generació aleatòria. No
obstant això, allò què és interessant és observar què passa després de transcórrer una quantitat
considerable de temps.
Pel que fa a la vegetació, veiem que, en el transcurs de les generacions, les resistències dels arbres
s’adapten al clima què predomina a cada zona. A les grans muntanyes, veiem arbres amb una gran
resistència al fred i acostumen a ser alts i de tronc gruixut, mentre que, a les zones més àrides,
la resistència què predomina és a les altes temperatures i els arbres solen ser més petits. També
és habitual trobar zones més poblades que d’altres a causa de les millors condicions per créixer
o, senzillament, perquè la genètica d’aquella zona ha tendit a una freqüència de reproducció molt
alta, creant, d’aquesta manera, zones boscoses i zones més inhòspites.
A mesura que passen les estacions, també podem veure diferències significatives de cara a les
característiques genètiques perquè en una mateixa zona hi pot haver mes de 20º de diferència
segons l’època de l’any.
En referència als animals, també podem veure comportaments interessants. De bon comença-
ment, podem veure gran quantitat d’espècies diferents amb poblacions de 1 o 2 organismes què, a
mesura que passa el temps, s’agrupen formant comunitats i descartant els organismes ineficients.
A més a més, veiem clarament que aquestes comunitats estableixen les seves pròpies fronteres. En
ocasions, petits grups d’una mateixa raça se separen de la comunitat principal i, quan succeeix
aquest fenomen, hem pogut detectar tres tipus de comportaments.
En la majoria dels casos, el petit grup s’acaba extingint a causa de la poca quantitat d’organismes
per sustentar-se, per contra, altres vegades, aquest grup acaba agafant més influència fent que el
grup principal s’acabi desplaçant cap el secundari. En ultima instància, tenim aquells grups que se
separen i, en algun moment, les mutacions permeten un canvi de raça que prospera. En aquest cas,
l’espècie s’acaba separant en dues races independents què, en la majoria dels casos, es mantenen
aliades degut a una gran quantitat de similituds. Tot i això, si avancem més en el temps, aquesta
situació pot arribar a canviar radicalment.
També és interessant veure com interactuen les races entre elles. Algunes vegades podem ar-
ribar a trobar dues races que conviuen en el mateix espai, això pot passar entre races què són
mútuament neutrals o bé són aliades i, com què es poden reproduir entre elles, acaben convergint
en una sola raça. Pel que fa a les races enemigues, podem apreciar que sovint prenen distancia les
unes de les altres, generant una frontera on, de vegades, es veu algun conflicte. De tant en tant, si
una de les races és suficientment gran i es desplaça cap a la raça enemiga, pot arribar a crear un
conflicte que extingeixi completament l’altra raça. Tot depèn de les característiques genètiques de
cadascuna.
També podem veure races completament aïllades que subsisteixen soles. Quan me’n vaig adonar,
jo no entenia aquest comportament perquè, al meu parer, una raça havia de tendir a l’extinció si no
tenia cap font d’alimentació. Tanmateix, sovint la genètica tendeix a una solució eficient en la qual,
amb una esperança de vida alta, una freqüència de reproducció elevada i la predisposició a que
les altres races siguin enemigues, crearan una situació interessant. Es generaran grans quantitats
d’individus, alguns d’ells, per mutació, esdevindran cap a una altra raça què, per alta probabilitat,
serà enemiga i, la resta de la comunitat l’atacarà, d’aquesta manera la raça pot subsistir sola ja
que s’alimenta dels seus mateixos fills. En resum, de forma no intencionada, el nostre sistema
també contempla el canibalisme què, malgrat no era un comportament desitjat tampoc el podem
considerar erroni.
També cal considerar la possibilitat d’un mateix, com a jugador, d’intervenir en el procés d’evolució
creant àrees segures per a una raça en concret: alimentant-les, escollint els individus què interessa
que sobrevisquin i permetre, per aquest fet, que l’evolució tendeixi cap a l’espècie desitjada.
73
3.4 Programació del personatge
En aquest apartat mostrarem com s’ha dut a terme la programació de tot allò què està relacionat
amb el personatge que controla l’usuari.
3.4.1 Detecció de col·lisions
En tot moment, hem de tenir el control de la possibilitat que el personatge col·lisioni amb el
terreny, una entitat o bé un organisme. Respecte de la detecció del terreny, no només és suficient
detectar si col·lisiona, en el cas que es produeixi la col·lisió, també hem de fer una correcció de
la posició.
Partirem sempre d’una posició inicial en la qual el personatge no col·lisiona amb el terreny i,
d’una posició final, què representa l’espai que s’ha desplaçat durant la iteració del game loop. És
habitual, en aquest tipus de videojocs, generar un segment què va des de la posició inicial fins la
posició final i, en els punts d’aquest segment, fer tot un seguit de comprovacions per tal de detectar
en quin punt del recorregut comença a col·lisionar:
Fig. 109: Diagrama d’estats de l’algorisme bàsic
El cost asimptòtic d’aquest algorisme es de O(logn) on n és la totalitat dels punts del segment.
És una bona solució encara que tingui els seus inconvenients. Per exemple, si anéssim a una veloc-
itat suficientment gran podríem arribar a travessar obstacles sense que el sistema se n’adonés ja
que no estem comprovant la totalitat del segment que tindria en un principi un cost de O(n).
El cost, en realitat, no és realment alt si tenim en compte que només es comprova una vegada
per game loop. No obstant això, la cosa canvia si volem aprofitar el mateix algorisme per compro-
var les col·lisions de tots els organismes mòbils de tot el videojoc. En conseqüència, he buscat una
solució més eficient: en primer lloc comprovarem si col·lideix amb el terreny i, en cas afirmatiu,
com que tenim informació sobre la mida i la posició dels blocs, calcularem la distancia i la direcció
en què s’ha de desplaçar el jugador per tal què no col·lisioni, utilitzant el mínim nombre d’accessos
al nostre Map.
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El primer pas és obtenir tots els blocs què entren dins la caixa de col·lisió del personatge i
comprovar, per cadascun d’ells, si col·lisiona o no:
Fig. 110: Selecció dels blocs a tractar
A continuació, mitjançant la informació del jugador i dels blocs, comprovarem en quina direcció
col·lisiona el jugador contra cada bloc i la distancia necessària per tal d’evitar la col·lisió. Farem
aquest càlcul amb cadascun dels blocs i, les distancies en x i y, les prendrem més restrictives per
tal de fer el desplaçament:
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Fig. 111: Càlcul del desplaçament
Aquesta implementació té un cost de O (1) a diferencia de les anteriors. No obstant això, hem de
tenir en compte que, en referència a travessar blocs a altes velocitats, no evitem el problema que
hem mencionat anteriorment.
Per solucionar aquest problema, mirarem si la distancia en què s’ha de desplaçar és superior a
la de la mida d’un bloc. En cas afirmatiu, realitzarem t comprovacions, una per cada bloc de
distància en el nostre segment, és a dir, t = nsizebloc , on n és la longitud del vector de desplaça-
ment. Fent servir un processador mínimament decent, t serà 1 en la majoria dels casos, arribant
a 3 o 4 en algun pic excepcional. El cost final de l’algorisme és de O(t ∗ i) on i és el nombre
de blocs què engloba la caixa de col·lisió. Ens adonem, també, que aquest paràmetre hi estava
present implícitament en les implementacions anomenades anteriorment fent uns costs de O(i logn)
i O(i ∗ n).
3.4.2 Paràmetres del jugador
El jugador té un seguit de paràmetres què es tenen en compte a l’hora d’interactuar amb l’entorn.
Per començar, tenim dos comptadors, un referent a la vida i un altre en relació a la reserva
energètica, ambdós es veuen clarament representats en les barres superiors de la pantalla.
El seu funcionament és senzill: el de la vida minva cada vegada que el jugador és atacat per
un organisme. La quantitat què s’ha de reduir es calcula a partir de la força de l’organisme contra
la defensa del jugador. Aquest darrer paràmetre, és variable segons l’armadura què porti equipada
el jugador. Si el jugador no té equipada cap armadura, aquest paràmetre valdrà 1. Cada armadura
tindrà, per tant, el seu valor de defensa assignat.
La temperatura també és un factor què pot fer disminuir la vida del jugador. Aquest té dos
valors variables assignats: temperatura màxima suportable i temperatura mínima suportable. Si
la temperatura sobrepassa algun d’aquests valors, la vida del jugador es reduirà constantment al
llarg del temps. De la mateixa manera què passava en el cas de la defensa, les diferents armadures
poden variar aquests valors.
Pel que fa a les eines, aquestes també actuen com a modificadors de paràmetres: l’espasa modifica
el paràmetre de força de l’usuari i, per contra, el pic modifica la velocitat d’excavació.
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3.4.3 Animacions
El jugador té un seguit d’animacions què es faran servir segons la situació. Per representar-les,
crearem un paràmetre què simbolitzarà l’estat del jugador.
Els estats del jugador són els següents:
• Aturat
• Caminant
• Saltant
• Realitzant acció (atacar o minar)
• Escalar
En la imatge següent podem veure les animacions corresponents al jugador sense armadura:
Fig. 112: Animacions bàsiques del personatge
Per tal de representar la direcció del jugador, tenim un nou paràmetre d’estat, independent de
l’anterior, què pot valer dreta o esquerra. Segons en quin estat estiguí, decidirà si s’ha d’invertir
la textura vista anteriorment.
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3.5 Programació del debugger
Per tal de desenvolupar un projecte d’aquestes característiques, vaig trobar més que necessari
dedicar part del temps únicament al desenvolupament d’eines que servissin solament per realitzar
tests i analitzar l’estat de l’entorn/jugador/organismes. El debugger s’obre fent servir la tecla TAB.
Una vegada obert el debugger, podem veure un seguit de línies d’informació com, per exemple:
• FPS
• Posició del jugador
• Temperatura/humitat globals i locals
• Hora exacta de la partida
• Informació sobre l’ecosistema actual.
Fig. 113: Informació del debugger
Si passem el ratolí per sobre d’un organisme, amb el debugger obert, ens donarà informació sobre
el mateix:
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Fig. 114: Debugger amb vegetació
En el cas que aquest organisme sigui un animal, també ens dibuixarà a la pantalla la seva caixa de
col·lisió i la seva àrea de desplaçament/reproducció. En el cas què l’organisme tingui un objectiu,
ens dibuixarà una fletxa des d’aquest fins el seu objectiu.
Fig. 115: Debugger amb animals
3.5.1 Terminal
Amb el debugger obert, fent servir la tecla F1, ens apareixerà un terminal que ens permetrà
executar diferents instruccions per donar recursos al jugador de manera automàtica, per avançar
en el temps, per realitzar simulacions o per veure característiques de l’entorn. Les instruccions què
es poden realitzar son les següents:
• show_chunk_lines: mostra unes línies blanques què indiquen on comença un nou chunk.
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• show_tension: mostra el grau de resistència què suporta cada bloc, en el qual, més intensitat
de vermell simbolitza més tensió.
• show_reach_floor: mostra, de color verd, els blocs què estan recolzats per la base del terreny
i, de color vermell, els quins pateixen algun tipus de tensió.
• show_humidity: pinta el mapa d’un color segons la humitat. El color blau mostra molta
humitat i el vermell molta sequedat.
• show_temperature: pinta el mapa d’un color dependent de la temperatura. El color blau
mostra un ambient molt fred i, el vermell, molt calent.
• show_id_tiles: mostra les posicions dels blocs.
• disable_all_metrics: desactiva totes les ajudes del debugger activades
• set_day dia: col·loca el sistema en un dia concret
Fig. 116: show_humidity Fig. 117: show_temperature
Fig. 118: show_chunk_lines Fig. 119: show_id_tiles
Fig. 120: show_reach_floor Fig. 121: show_tension
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3.6 Recursos multimèdia
Quan es vol realitzar un videojoc és necessari disposar d’una o més persones responsables de la part
artística del projecte. En aquest cas, com que l’únic integrant del projecte sóc jo, es pot apreciar
que la qualitat d’aquest apartat és mínima perquè jo no soc cap artista i he hagut de partir amb
els pocs coneixements que tinc en aquest camp.
Pel que fa a les textures, ja siguin dels blocs o de les animacions del jugador i altres sprites,
les he fet jo mateix fent servir l’eina GIMP 2.0 [9] i, en algun cas, basant-me en alguna imatge, ja
existent, com a font d’inspiració. En referència al so, tots els sons han estat descarregats d’internet
o realitzats per terceres persones. Una pàgina web la qual ha resultat realment útil ha sigut la de
Freesound.org [13]
3.7 Persistència de dades
Aquest videojoc té la capacitat de guardar el procés que ha realitzat l’usuari en cada sessió, per
això serà necessari mantenir certes dades al disc.
Per cadascuna de les partides generarem una carpeta i, en tres fitxers, hi guardarem la informació
referent a la partida:
• fitxer de jugador : guarda les dades del jugador: la seva posició, el seu estatus de vida i
reserva energètica i tots els seus objectes indicant la posició que ocupen en l’inventari.
• fitxer d’ecosistemes: conté una llista ordenada dels identificadors de tots els ecosistemes
generats fins el moment, també indica els chunks què delimiten cada ecosistema.
• fitxer de dades: Conté les dades de la partida com el nom, la seed o l’hora.
A més a més, disposarem de dues carpetes addicionals: una per guardar el terreny generat i ac-
tualitzat i l’altra per guardar les entitats. Tant l’una com l’altra tenen tants fitxers com chunks
s’han generat.
A la primera carpeta, per cada fitxer tenim una llista de tots els blocs del chunk. Cada bloc
estarà representat pel seu identificador què, a fi que l’emmagatzematge sigui òptim, correspondrà
a un únic caràcter.
A la segona carpeta, per cada fitxer, tindrem emmagatzemades les característiques de cada entitat:
posició, estat, dades genètiques, etc. També és necessari guardar totes les posicions en què poden
néixer els animals o les plantes. D’aquesta manera, podem realitzar simulacions a l’ecosistema
sense que sigui necessari haver generat els chunks de terreny dels què parlàvem en la primera
carpeta.

GESTIÓ
DEL
PROJECTE

4 Gestió del projecte
4.1 Metodologia
Per tal d’organitzar el projecte, primer de tot era necessari separar tot el procés en parts inde-
pendents, avaluant la seva complexitat, dependències, temps esperat per completar-les i possibles
problemes. Cadascuna d’aquestes parts es tractarà de manera independent seguint la següent
rutina de treball:
4.1.1 Rutina de treball
Primer de tot, plantegem l’objectiu què volem aconseguir (explicat anteriorment en el plantejament
del projecte), definint clarament com han de ser els resultats mínims què volem obtenir per tal de
considerar que l’objectiu s’ha complert. Anem a posar com a exemple el disseny i la programació
del terreny 2D.
Les característiques a les què em comprometo són:
• Que el món es generi proceduralment
• Que el món sigui infinit
• Que tingui diferents tipus de blocs
• Factors climatològics
Aquestes són les característiques què considero mínimes per aquesta secció en concret. Cada etapa
del projecte té assignada una quantitat de temps suficient per realitzar les seves característiques
mínimes sense problemes i amb un marge suficient per superar qualsevol imprevist. Una vegada
finalitzades les característiques imprescindibles, entrarem en una segona fase què anomenarem fase
d’optimització. En aquesta fase, buscarem alternatives, implementacions i mètodes per fer el què
ja hem fet però de manera més eficient. També aprofitarem aquesta fase per reestructurar el codi,
de tal manera, què sigui més còmode a l’hora d’ampliar-lo o de realitzar canvis futurs.
Tot el temps que sobri, dins del marc de desenvolupament de la part en concret, estarà enfo-
cat a realitzar millores addicionals. Una vegada acabat el temps, passarem a la següent part del
projecte.
Fig. 122: Gestió del temps en la primera etapa
4.1.2 Gestió de les dificultats i imprevistos
Tal com hem vist en el sistema anterior, la forma que tinc de superar els imprevistos és invertint
més temps en la tasca. En principi, aquest sistema no ha de donar problemes perquè la quantitat
de temps assignada a cada part essencial del projecte és de l’ordre del triple de la quantitat de
temps esperada. Si bé és cert que la part del desenvolupament dels ecosistemes m’ha ocupat més
temps del previst, aquest estava dins del seu marc esperat i l’únic en què m’ha perjudicat és en
què no he pogut afegir tantes característiques addicionals com hauria volgut.
85
4.1.3 Validació dels resultats
Per tal de ser rigorosos amb els resultats què obtenim i, tot seguit, facilitar la resolució de bugs
i altres problemes durant el desenvolupament del videojoc, s’ha anat desenvolupant una eina que
anomenarem debugger. La seva única tasca és proporcionar eines de monitorització del videojoc i
subministrar informació útil de tot el què s’està treballant. Aquesta eina, per tant, ens ajudarà a
detectar errors i a assegurar-nos que el comportament dels organismes és el quin esperàvem, més
enllà del que nosaltres, com a usuaris, podem veure per pantalla. Més endavant veurem tot el què
aquest debugger pot arribar a fer.
Fig. 123: Videojoc amb el debugger activat
4.1.4 Tecnologia i eines
El videojoc estarà programat completament en C++ i utilitzaré la llibreria SFML [3] que serà el
meu marc de treball i em serà útil per treballar amb gràfics i àudio amb facilitat. Utilitzaré l’IDE
CLion [5] ja que ofereix un gran ventall d’eines i debuggers a l’hora de programar en C++. Pel que
fa al seguiment del projecte utilitzaré el gestor de repositoris GitHub [1] què em permetrà allotjar
el meu projecte, tenir un control de versions del meu codi així com també tenir un seguiment del
progrés del projecte.
4.2 Planificació
Disposem de 450 hores dedicades al projecte què s’han de repartir en un període de temps de quatre
mesos. En el meu cas, he decidit separar la planificació en quatre grans etapes independents,
cadascuna amb les seves tasques. A continuació veurem com s’estructuren aquestes etapes, també
mostrarem una taula amb totes les tasques i un diagrama de Gantt.
4.2.1 Primera etapa: Creació de l’estructura bàsica del videojoc
La primera etapa es basa en fer un recull d’eines i d’idees que em puguin facilitar a l’hora de
programar: ja sigui investigant diferents patrons de disseny què pugui aprofitar, algorismes útils
encarats al meu projecte o software què puc utilitzar. També prepararem l’entorn, és a dir, in-
stal·lar el software necessari i comprovar que tot funciona correctament.
En aquesta etapa, també programarem l’estructura sobre la qual treballarem juntament amb la
programació de la generació del terreny i de l’entorn del videojoc perquè és l’element on interactuen
la resta d’entitats del videojoc, ja siguin els organismes o bé el jugador. Per tot això, aquesta serà
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la primera tasca en la fase de programació.
Tenint en compte que no és el primer videojoc que faig, alguns dels elements anteriors, refer-
ents a estructures bàsiques de videojocs, ja les tinc preparades o de fàcil accés. Per exemple, per la
programació del projecte bàsic puc emprar alguna base anterior on disposo d’un personatge i d’un
entorn senzill on es pot desplaçar. En conseqüència, algunes de les tasques seran menys complexes
del què podien semblar.
Fig. 124: Gantt primera fase
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4.2.2 Segona etapa: Programació de la vegetació
La vegetació és tot aquell organisme estàtic què creix en el nostre entorn, aquest, però, té carac-
terístiques genètiques i la capacitat de reproduir-se i mutar. Tot seguit també creem l’estructura
de separació d’ecosistemes què aprofitarem en l’etapa dels organismes mòbils. Aquesta etapa, ne-
cessita doncs la creació de noves estructures, així com, també, experimentar amb els algorismes
genètics. Atès que aquesta part és propensa a generar imprevistos, considero adequada l’assignació
d’un mes per treballar-hi.
Fig. 125: Gantt segona fase
4.2.3 Tercera etapa: Programació dels organismes mòbils
Els organismes mòbils compartiran moltes característiques amb la vegetació perquè tenen un com-
portament biològic similar. Afortunadament aprofitarem l’estructura d’ecosistemes què hem gen-
erat en l’etapa anterior, però, tanmateix, aquests organismes tenen la capacitat de desplaçar-se per
l’entorn i això afegeix gran complexitat a l’etapa. Tenint en compte tot això, també li assignarem
un mes del projecte.
Fig. 126: Gantt tercera fase
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4.2.4 Quarta etapa: Programació del personatge i retocs finals
El personatge és una part clau del videojoc, no obstant això, la seva complexitat és inferior en
comparació a tot el què hem fet fins ara. Així és que aquesta etapa també comprèn tot allò
relacionat a millorar la cohesió i el comportament dels organismes de les dues etapes anteriors, així
com polir detalls secundaris i arreglar possibles errors.
Fig. 127: Gantt quarta fase
En l’annex, podrem veure el diagrama de Gantt complet.
4.2.5 Altres tasques implícites en el transcurs de tot el projecte
Debugger
El debugger intern em servirà per tenir un control de tot el què passa i l’aniré ampliant a mesura
que, en el videojoc, hi apareguin funcionalitats noves. Així és que s’estarà modificant durant tot
el projecte.
La memòria
En tot el procés no pot faltar la redacció de la memòria què s’anirà dissenyant a mesura que es
finalitzen tasques vitals del projecte.
4.3 Cost del projecte
En aquest apartat veurem tots els costos involucrats en el projecte, des dels recursos humans fins
el hardware emprat.
4.3.1 Costos fixes
L’únic cost fix del projecte seria el meu temps, per tant, econòmicament equivaldria al meu sou per
treballar-hi. En el meu cas, ningú m’està pagant per realitzar-lo, tanmateix, si féssim la simulació
del cas que estigués treballant en una empresa a 20 hores setmanals, dirigides únicament a aquesta
tasca i amb el supòsit que em paguessin 1000 € mensuals durant els 4 mesos que dura el projecte,
el total seria de 4000 € de costos fixes.
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4.3.2 Costos directes
En aquest cas, per desenvolupar el projecte, no he hagut de comprar material addicional. Les
llicències de CLion i de GitHub són gratuïtes per ser estudiant, la llibreria de SFML també es
completament gratuïta i tots els components necessaris ja els tenia prèviament (PC sobretaula).
Per tant, només considerarem el cost de les amortitzacions.
4.3.3 Costos indirectes
Per fer el projecte treballo des de casa, així és que, durant tot aquest període, els únics costos
que intervindran seran els del lloguer del habitatge i el preu de la llum. En total sumen 300 €
mensuals. Un cost total de 1200 € pels 4 mesos de treball.
4.3.4 Amortitzacions
A la hora de programar el videojoc, faig servir un PC sobretaula què, en el seu dia, em va costar
1000 €. Si comptem que té una esperança de vida útil de 10 anys, el seu cost, per amortització,
durant quatre mesos és de 33 €.
4.3.5 Desviacions
Donades les característiques del meu projecte, no hi ha cap tipus de desviació pel que fa als costos
atès el cost de l’habitatge s’ha mantingut constant i la resta de costos ja sabíem des d’un inici que
no canviarien. Tampoc hi ha hagut cap imprevist com ara que s’avariés el PC què faig servir, per
tant, en aquest cas, podem dir que el cost real és el mateix que el cost estimat.
4.3.6 Resum de costos
Setembre Octubre Novembre Desembre Total: 5233 €
Costos fixes 1000 € 1000 € 1000 € 1000 € 4000 €
Costos directes 0 € 0 € 0 € 0 € 0 €
Costos indirectes 300 € 300 € 300 € 300 € 1200 €
Amortitzacions 8 € 8 € 8 € 8 € 33 €
4.4 Sostenibilitat
4.4.1 Dimensió econòmica
A causa que l’únic objectiu del projecte és consolidar els meus coneixements apresos durant el grau;
no hi ha cap objectiu comercial i econòmicament no genera beneficis, tampoc col·labora en cap
altre projecte previ o futur ni està vinculat a cap empresa. Tanmateix, considero que el pressupost
emprat, és pràcticament el mínim i difícilment es podria reproduir el projecte fent servir menys
recursos. Una forma de poder-lo fer més ràpid seria contractant, a més, un programador però,
això, afectaria dràsticament el seu cost. D’altra banda, com podem veure, els beneficis què aporta
no seran econòmics.
4.4.2 Dimensió social
Tal com he dit en el punt anterior, aquest projecte no tracta de fer un producte, l’únic afectat
en l’aspecte social sóc jo mateix i em beneficia de cara a la meva formació. Ningú més es veurà
afectat per aquest projecte, per tant, no considero que algú altre en pugui sortir ni beneficiat ni
perjudicat.
4.4.3 Dimensió ambiental
Quan hem parlat dels costos econòmics hem explicat que l’únic que es fa servir és el meu PC
sobretaula, així és que l’únic cost ambiental seria el de les primeres matèries emprades en la seva
fabricació i això és difícil de calcular. Amb tot, aquests costos són els mínims per un projecte
d’aquestes característiques. En conclusió, no perjudica mediambientalment però tampoc el bene-
ficia, per això el projecte es mostra neutral en referència a aquest aspecte.
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4.4.4 Matriu de la sostenibilitat
PPP Vida Útil (2) Riscs ambientals
Ambiental 10 10 0
Econòmic 10 20 0
Social 10 0 0
Rang sostenibilitat 61
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5 Conclusions
En general, puc dir que estic satisfet amb els resultats del projecte tot i que hi he hagut de dedicar
moltes hores. Els imprevistos han sigut mínims, les tasques s’han realitzat tal com es va especificar
en la planificació, el videojoc resultant té totes les funcionalitats què havia posat com a objectiu i
funcionen tal i com s’havia previst, fins i tot les què presentaven més dubtes com les relacionades
amb els algorismes genètics.
De cara a l’eficiència, també estic content amb els resultats, els algorismes implementats s’han
anat millorant a mida que era necessari, la majoria dels quals, al final han acabat esdevenint òp-
tims fent que el videojoc funcioni a un bon framerate.
Com a punt negatiu, podríem dir que, deixant de banda l’avantatge de l’auto formació, si aquest
videojoc es tractés d’un producte per comercialitzar no seria viable. Les propietats genètiques dels
organismes són molt interessants però, dins del videojoc, no s’arriben a explotar en profunditat.
Tenint en compte el jugador, a ell pràcticament li seria igual si no hi fossin i probablement podria
no adonar-se què existeixen si no se li explica prèviament. Dit d’una altra manera, invertint el
mateix esforç i plantejant el videojoc d’una altra manera, s’hauria pogut fer un producte agradable
per un possible jugador.
Per aquest fet sempre he volgut deixar clar que l’objectiu d’aquest projecte no era realitzar un
"producte" sinó implementar tot un seguit de mecàniques apreses durant el grau què m’han sem-
blat interessants i agrupar-les totes en un format de videojoc. Un altre aspecte interessant d’aquest
projecte és que és altament ampliable tant en les mecàniques genètiques com sobretot en referència
a contingut.
5.1 Possibles ampliacions
En el projecte tractem els algorismes genètics força per sobre a causa del poc temps que hi hem
pogut dedicar però, aprofitant aquesta base, es podrien arribar a fer sistemes d’ecosistemes real-
ment interessants. Una idea, per exemple, era afegir fonts d’alimentació estàtiques i renovables per
tot l’ecosistema, de tal manera que els diferents organismes haguessin de lluitar per zones especi-
fiques del mapa. També seria interessant millorar la IA dels animals, així que poguessin modificar
l’entorn, tal com ho fa l’usuari, i idear estratègies dissenyades prèviament o fins i tot generades a
base de l’evolució genètica.
De fet, en un cas ideal, crear un sistema què es basi en la teoria Emergence [14], el qual parla
de que sistemes senzills combinats acaben formant un conjunt complex. En el nostre cas, idear
els organismes de tal manera què formin societats on cada individu realitzi una tasca especifica i
senzilla i que, la unió de tots els individus, culmini en un sistema complex i auto-regulat com seria
el cas d’una civilització.
Pel que fa al contingut general del videojoc, ampliar els recursos en l’entorn o els objectes/blocs
construïbles a partir d’aquests mitjans, és realment fàcil atès que, una vegada acabada la base,
l’únic coll d’ampolla que m’he trobat a l’hora d’afegir contingut, ha sigut el fet que havia de dis-
senyar artísticament cadascuna de les noves entitats.
Finalment, com a últim aspecte què crec que seria interessant afegir, seria els líquids, és a dir,
permetre la formació de rius i oceans en el nostre entorn. Aquesta característica era massa ambi-
ciosa de cara al projecte i és per això que la vaig descartar des d’un bon començament però, si ara
mateix hagués de continuar el projecte, segurament seria la primera millora que hi afegiria tenint
en compte que visualment el videojoc guanyaria molt.
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6 Annexos
6.1 Contingut audiovisual
El següent canal de youtube conté tota una serie de vídeos que mostren el videojoc en funcionament:
https://www.youtube.com/channel/UC2ihB5VaFRX-XiEcCJZdmBg
6.2 Diagrama de classes i Gantt
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August 2017
30 31 01
FASE1:  Base
Tasques obligatories
Recolecta d'informació 5 4
Instalar software 2 1
Programació de la base del projecte 2 3
Sistema de menús, crear partida, borrar, carregar 5 6
FASE1:  Entorn i terreny
Tasques obligatories
Generació procedural del tilemap (simplex) 15 20
Multiples tipus de blocs del tilemap 4 4
Factors de temperatura i humitat 3 3
Sistema per guardar i carregar partides 4 4
Tasques complementaries
Dues capes de blocs en comptes d'una 2 2
Introducció  dia/nit i il·luminació 10 20
Temperatura i humitat procedurals (segons l'hora) 2 2
Factors meteorològics 5 5
Generació de coves 5 2
Tasques opcionals
Diferents biomes 2 3
Lleis fisiques als blocs del tilemap 20 15
Introducció de diferents estacions de l'any 2 3
Il·luminació auxiliar (torxes i fogueres) 2 6
Millores gàfiques als blocs (ombres, arrodoniments, etc) 10 10
Backgrounds amb parallax 2 2
Millores d'eficiencia 5 5
FASE2:  Ecosistemes
Tasques obligatories
Separació per deserts 10 15
Noves estructures per guardar informació al disc 10 15
Sistema per carregar i guardar ecosistema 3 5
Simulació ecosistema en funció del temps 10 5
Tasques complementaries
Càrrega i guardat dels ecosistemes en paralel (threadin… 10 5
FASE2:  Vegetació
Tasques obligatories
Generació procedural de cada planta 10 10
Característiques genètiques 10 10
Cicle de vida, reproducció i mort 5 10
Mutacions genètiques 5 10
Tasques opcionals
Diferents tipus de fulles 3 2
Característiques genètiques visuals 4 3
Millores d'eficiencia 20 20
FASE3:  Animals
Tasques obligatories
Generació procedural de l'organisme 10 10
Característiques genetiques 10 10
Cicle de vida, reproducció i mort 5 10
Mutacions genètiques 5 10
Sistema de colisions 5 2
IA 5 10
Simulació ecosistema en funció del temps 10 4
Project stages duració esperada (h) duració real (h)
Tasques complementaries
Animació de moviment de l'organisme 5 7
Sistema basic d'alimentació 3 3
Sistema de objectius de l'organisme 3 3
Tasques opcionals
Classificació de l'organisme per raça 3 5
Races: hostil, aliat, neutral o aliment 3 5
Feedback a l'usuaria mitjançant animacions i sons 5 10
Visualització de l'organisme per moduls 5 10
Moduls en funció de la genètica 3 1
Millores d'eficiencia 10 10
FASE4:  Usuari
Tasques obligatories
Moviement bàsic 2 2
Colisions 3 6
Inventari 5 5
Creació d'objectes 7 3
Eines i armadures 3 3
Interacció amb entitats 3 4
Objectes bàsics 3 3
Tasques complementaries
Objectes addicionals 7 7
Propietats i resitències al clima 5 5
Animacions bàsiques 5 5
Tasques opcionals
Animacions segons l'armadura equipada 3 7
Feedback a l'usuari 5 5
Minimapa 5 5
FASE4:  Organismes
Tasques obligatories
Límits superiors i inferiors de població 5 3
Tasques complementaries
Sistema d'autoregulació d'ecosistema 10 15
Garantització de coherencia en l'ecosistema 15 15
FASE4:  Altres
Tasques complementaries
Efectes de so 7 7
Tasques opcionals
Millores gràfiques generals 3 7
Millores d'eficiencia 5 5
Millores d'organització i estructura del codi 5 5
September 2017 October 2017
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