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Re´sume´
Les sujets concernant le climat n’ont jamais e´te´ aussi pre´sents
qu’aujourd’hui et la nume´risation a sa part a` jouer dans ce domaine.
Chaque action, bien que minime, allant vers une re´duction de l’impact
e´cologique est a` conside´rer. Ce me´moire a pour objectif de fournir une
vue ge´ne´rale de l’influence que peut avoir le code source d’un logiciel
mal conc¸u et de mauvaise qualite´. Cette influence peut concerner des
e´tapes du cycle de vie du logiciel telle que la maintenance mais peut
e´galement avoir un impact direct sur l’environnement. Pour remplir
cet objectif, nous avons de´fini ce qui pouvait appauvrir la qualite´ d’un
code source et nous en avons de´termine´ son impact sur base d’e´tudes
existantes. Pour contrer cette influence ne´gative sur l’environnement,
il existe des techniques dites de refactoring qui permettent de rendre le
code plus performant et de meilleure qualite´. Sur base de cette matie`re,
nous avons pu construire un mode`le repre´sentant cette influence pou-
vant servir de base the´orique a` la conception d’un logiciel capable d’es-
timer l’impact environnemental d’un code source.
Mots-Cle´s : Green IT, Impact environnemental du code, Code
Smells, Refactoring
Abstract
Climate issues have never been more present than today, and digiti-
zation has its part to play in this area. Each action, although minimal,
going towards a reduction of the ecological impact is to be considered.
The purpose of this thesis is to provide an overview of the influence
that source code can have on poorly designed software. This influence
may concern stages of the software life cycle such as maintenance but
may also have a direct impact on the environment. To fulfill this ob-
jective, we defined what could impoverish the quality of a source code
and we determined its impact based on existing studies. To counter
this negative influence on the environment, there are so-called refac-
toring techniques that make the code more efficient and better. Based
on this material, we have been able to build a model representing this
influence that can serve as a theoretical basis for the design of a soft-
ware capable of estimating the environmental impact of a source code.
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Depuis quelques anne´es, la question du climat est de plus en plus pre´sente
et prise au se´rieux. Le nume´rique est un domaine qui e´volue, s’accroˆıt conti-
nuellement et est de plus en plus accessible dans le monde entier. Ce do-
maine a donc un impact de plus en plus conse´quent sur l’environnement.
Premie`rement parce que la production de tous ces appareils ne´cessite l’ex-
traction de ressources, polluant et e´puisant les ressources finies que posse`de
la plane`te. Et deuxie`mement parce que ces appareils, une fois produits, sont
alimente´s en e´lectricite´ pour pouvoir fonctionner et faire exe´cuter les logi-
ciels.
Le cycle de vie d’un logiciel est compose´ de plusieurs phases par lesquelles
il est impe´ratif de passer. Ces phases sont les suivantes :
— La phase d’inge´nierie des exigences qui consiste a` de´finir et com-
prendre les besoins des futurs utilisateurs du logiciel.
— La phase de conception qui consiste a` de´crire plus formellement le
fonctionnement du syste`me afin de faciliter sa re´alisation.
— La phase de de´veloppement qui consiste a` imple´menter et mettre en
place le syste`me sur base des besoins.
— La phase d’utilisation qui correspond a` la phase ou` les utilisateurs
utilisent le logiciel une fois de´ploye´.
— La phase de maintenance qui consiste a` maintenir et a` faire e´voluer
le logiciel.
Chacune de ces phases engendre diffe´rents impacts environnementaux
mais peuvent aussi impacter les phases suivantes. Par exemple, J. Taina
[55] a identifie´ qu’une phase d’inge´nierie des exigences aura un impact en-
vironnemental lie´ essentiellement a` l’e´lectricite´ et au chauffage ne´cessaire
au baˆtiment dans lequel le processus se de´roule. Cependant, plus la phase
sera comple`te et rigoureuse, plus l’impact de la phase de conception et de
de´veloppement sera moindre. La phase de conception est importante et joue
un grand roˆle sur de futurs e´ventuels impacts e´nerge´tiques du logiciel. C’est
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durant cette phase que des de´cisions sont prises sur la manie`re dont le logiciel
sera imple´mente´. De mauvais choix concernant un algorithme, des structures
de donne´es utilise´es ou des choix sur l’interface graphique auront un impact
plus ou moins important. Cet impact peut concerner la phase de mainte-
nance dans le cas ou` les de´veloppeurs se rendent compte des mauvais choix
lors de la phase de conception mais aura e´galement un impact direct sur les
ressources utilise´es par la machine. La phase de de´veloppement, tout comme
les deux phases pre´ce´dentes, posse`de elle aussi sa propre empreinte carbonne.
Notamment en prenant en compte toutes les activite´s ne´cessaires de l’e´quipe
de de´veloppement (les de´placements, les re´unions, l’utilisation du chauffage,
de l’e´lectricite´ du baˆtiment, . . .) qui sont responsables d’e´missions de CO2.
Cette phase est e´galement susceptible d’impacter la phase de maintenance.
Un mauvais de´veloppement va ne´cessiter une phase de maintenance plus
longue et plus complexe. Sachant que la phase de de´veloppement est base´e
sur la phase de conception, il est important que cette dernie`re ait bien e´te´
re´alise´e. Les deux dernie`res phases reposent toutes les deux sur les phases
qui pre´ce`dent. La phase d’utilisation peut avoir un impact conside´rable sur
la consommation e´nerge´tique de la machine dans le cas ou` le logiciel a mal
e´te´ conc¸u. Un logiciel peu performant va solliciter davantage la machine en
terme de ressources. Finalement, la phase de maintenance peut eˆtre plus
ou moins conse´quente en fonction de la re´alisation de toutes les phases
pre´ce´dentes. Cette dernie`re phase aura des impacts similaires a` la phase
de de´veloppement puisqu’il s’agit de de´veloppement supple´mentaire.
Ce me´moire traite principalement de l’impact environnemental du code
source des programmes. C’est-a`-dire que les phases concernant les exigences
et la conception du logiciel ne seront pas prises en compte. Bien que cet
impact du code source ait moins d’impact que la production et le recyclage
des appareils (Ordinateurs, appareils mobiles, . . .), il n’existe encore que tre`s
peu d’e´tudes sur le sujet. L’objectif est de comprendre la raison pour laquelle
le code source d’un programme peut demander davantage de ressources a`
la machine lors de son exe´cution. Ces ressources peuvent eˆtre du temps de
calcul ou de l’espace me´moire. Par exemple, plus un processeur sera sollicite´,
plus il consommera de l’e´nergie.
L’objectif de ce me´moire est donc dans un premier temps d’apporter
une analyse des sources existantes concernant les mauvaises pratiques logi-
cielles et le lien que celles-ci peuvent avoir avec l’impact environnemental
du logiciel. Dans un second temps, ce me´moire vise a` fournir un mode`le
d’influence synthe´tisant la connaissance obtenue sur les mauvaises pratiques
et leur influence sur l’impact environnemental. Pour remplir cet objectif, les
questions de recherches suivantes ont e´te´ pose´es :
— Quelles sont les mauvaises pratiques de programmation recense´es
dans la litte´rature ?
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— Quel lien existe-t-il entre ces mauvaises pratiques et l’impact environ-
nemental du logiciel dans les phase d’utilisation et de maintenance ?
— Comment de´tecter et corriger les mauvaises pratiques logicielles ?
— A` quel point peut-on conside´rer la correction des mauvaises pratiques
dans le but d’avoir un gain sur l’impact environnemental du logiciel ?
Le me´moire est structure´ de la fac¸on suivante : le chapitre 2 introduit
de manie`re globale l’impact du nume´rique et l’impact meˆme du code source
d’un programme.
Nous verrons ensuite au chapitre 3 qu’il existe de nombreuses mauvaises
pratiques (que l’on nommera code smells) qui influencent la qualite´ du code
et nous diffe´rencierons les programmes execute´s par des ordinateurs de bu-
reau (ordinateurs fixes et ordinateurs portables) de ceux exe´cute´s par des
appareils mobiles (smartphones, tablettes, . . .). Ce meˆme chapitre pre´sente
diffe´rents outils existants qui permettent de de´tecter ces mauvaises pratiques
ainsi que la comparaison de ces outils.
Nous verrons ensuite, au chapitre 4, l’impact environnemental que peuvent
avoir les codes sources de moins bonne qualite´ provenant d’une part, des ap-
plications de bureau et de l’autre, des applications mobiles.
Le chapitre 5 propose de`s lors des techniques de refactoring permettant
de corriger les erreurs de conception et les mauvaises pratiques qui causent
un impact environnemental plus important et qui ont donc pour objectif
d’augmenter la qualite´ du code de fac¸on a` limiter cet impact.
Pour finir, le chapitre 6 propose une synthe`se ge´ne´rale faisant le lien entre
les code smells, leur impact et les techniques de refactoring associe´es. Dont
un mode`le permettra d’obtenir une meilleure visualisation et pourra servir
de base the´orique a` la conception d’un outil d’analyse de code permettant





2.1 L’impact environnental global du nume´rique
Aujourd’hui c’est bien connu, le nume´rique est de plus en plus pre´sent,
de plus en plus accessible et ne cesse de s’e´tendre. Le rapport Clicking Clean,
publie´ par GreenPeace en 2017 [1] indique que la consommation mondiale
d’e´lectricite´ du nume´rique est estime´e a` 7%. Tandis que le nombre d’in-
ternautes s’e´levait de´ja` approximativement a` 4 millards en 2017, celui-ci
pourrait atteindre les 5 millards d’ici 2020. Ce qui sous-entend une crois-
sance conside´rable en terme d’utilisation d’appareils connecte´s et donc une
augmentation ine´vitable de la consommation d’e´lectricite´ dans ce domaine.
L’impact environnemental du nume´rique repre´sente aujourd’hui et au
niveau mondial pre`s de 4% des e´missions de gaz a` effet de serre [2]. Et la
consommation e´nerge´tique n’est pas la seule responsable. La production des
appareils nume´riques ne´cessite des matie`res premie`res (mate´riaux rares, eau
douce, ressources fossiles, . . .) qui s’e´puisent d’anne´es en anne´es et dont le re-
cyclage est difficile et engendre des de´chets pouvant impacter la biodiversite´
[3]. Ces appareils et machines connecte´s sont utilise´s pour acce´der a` l’in-
formation, utiliser un service, travailler, se divertir ou bien d’autres choses
encore. . .Tout cela requiert l’existence de programmes, d’applications ou de
sites web.
Dans ce me´moire, pour rappel, l’aspect e´cologique du nume´rique sera
essentiellement focalise´ sur le code source et l’utilisation de ces programmes
dans le contexte des applications standards d’entreprise et des applica-
tions mobiles. La section suivante introduit ce que le code source d’un tel
programme peut avoir comme impact sur l’environnement et c’est sur cet
aspect-la` uniquement que les chapitres suivants s’appuieront.
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2.2 L’impact environnemental du code source d’un
programme
Le code source d’un programme 1 est globablement de´finit par l’ensemble
des fichiers textes pouvant eˆtre e´crits dans divers langages de programmation
et contenant donc toutes les instructions ne´cessaires a` son exe´cution. Les
langages de programmation sont humainement lisibles et compre´hensibles.
Cependant, ce programme va devoir eˆtre compile´ de fac¸on a` ce qu’il puisse
eˆtre interpre´te´ par le processeur 2 de la machine sur lequel le programme
s’exe´cute.
Bien que l’e´criture de lignes de code n’a que tre`s peu d’impact en tant
que tel sur l’environnement [5], le de´veloppeur doit ne´anmoins bien re´fle´chir
et prendre du recul concernant la conception de son programmme. Des
fonctionnalite´s inutilise´es, l’utilisation excessive de frameworks, un mauvais
choix d’algorithmes, et toutes mauvaises pratiques diminuant la qualite´ du
code sont des e´le´ments qui contribueront a` une demande plus e´leve´e en puis-
sance de calcul, en me´moire etc. pour la machine. Ce qui, comme nous le
verrons dans un chapitre ulte´rieur, a naturellement un impact plus e´leve´ sur
l’environnement.
Par exemple, entre 2010 et 2015, le poids des pages web a e´te´ multi-
plie´ par 3 alors que les sites web offrent toujours le meˆme service [5]. Les
de´veloppeurs se servent des nombreux frameworks existants, rendant les
pages web bien plus lourdes qu’auparavant. L’emploi d’un framework n’est
pas une mauvaise pratique en soi, mais bien souvent, ceux-ci sont importe´s
dans leur inte´gralite´ alors que l’on ne se sert uniquement que d’une partie.
De meˆme que pour le choix des algorithmes qui impacte directement la puis-
sance de calcul ne´cessaire. Un exemple tre`s inte´ressant est celui donne´ par
Fre´de´ric Bordage, le fondateur du site GreenIT.fr expliquant que la socie´te´
IBM 3 a divise´ par 100 son nombre de serveurs a` Zurich simplement en mo-
difiant leur algorithme d’ordonnancement des taˆches [5].
Le fait est donc ici, que plus le code source d’un programme est lourd,
complexe et demandeur de ressources, plus celui-ci demande une puissance
de calcul e´leve´e ou un espace me´moire plus important et donc une consom-
mation e´nerge´tique plus importante.
Il est e´galement important de noter que comme l’indique la section
pre´ce´dente, l’acce`s aux applications est de plus en plus grandissant. Une aug-
mentation de l’efficacite´ e´nerge´tique de ces dernie`res, a` l’e´chelle mondiale,
1. Un programme est ici conside´re´ comme e´tant un programme classique, une applica-
tion standard, mobile ou web.
2. Il s’agit de l’unite´ centrale de calcul de la machine. Ce composant permet d’exe´cuter
les instructions machine.
3. International Business Machines Corporation, connue sous le sigle IBM, est une
socie´te´ multinationale ame´ricaine pre´sente dans les domaines du mate´riel informatique,
du logiciel et des services informatiques [6].
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pourrait alors entraˆıner des changements majeurs et positifs sur la consom-
mation e´nerge´tique dans le domaine du nume´rique [40]. Si l’on conside`re
une application qui est utilise´e par des millions d’utilisateurs, il faut garder
a` l’esprit qu’une me´thode qui a un temps d’exe´cution de quelques millise-
condes (ms) et qui est exe´cute´e une fois pour chaque utilisateur, ce temps
d’exe´cution est au final syste´matiquement additionne´. Par exemple, une
me´thode avec un temps d’exe´cution de 10 ms qui est exe´cute´e un million
de fois, repre´sente 10 millions de ms soit 166,67 secondes repre´sentant 2,78
heures d’exe´cution par la machine. C’est pourquoi de simples optimisations
sur les algorithmes et de manie`re plus globale, sur la conception de l’appli-
cation peut conside´rablement re´duire le temps d’exe´cution total des appli-
cations et ainsi re´duire la consommation d’e´nergie lie´e a` cette exe´cution.
Un autre point pertinent concernant le code source des programmes mais
qui ne sera pas traite´ dans ce travail est le choix du langage de program-
mation. Globalement, il est possible de re´aliser la meˆme chose avec la ma-
jorite´ des langages de programmation existants mais ne sont cependant pas
tous aussi performants les uns des autres et ne se valent pas sur le plan
e´nerge´tique. En effet, une e´tude portugaise [50] a classe´ les diffe´rents lan-
gages selon leur rapidite´ d’exe´cution, leur consommation e´nerge´tique et leur
utilisation de la me´moire. Montrant ainsi que des langages comme le C,
C++ et le Rust sont des langages tre`s peu e´nergivores tandis que des lan-
gages comme Ruby, Python et Perl le sont fortement comme indique´ dans le
tableau 2.1 ou` l’on constate que le langage Python est 75 fois plus e´nergivore















Table 2.1 – Langages et leur consommation d’e´nergie [50]
source ou` une liste exhaustive des mauvaises pratiques pouvant avoir un
impact sur la consommation e´nerge´tique de la machine est re´pertorie´e.
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Chapitre 3
Code Smells : mauvaises
pratiques logicielles
Dans la section 3.1 dans ce chapitre, nous verrons toutes les mauvaises
pratiques logicielles qui peuvent avoir un lien avec l’impact environnemen-
tal du logiciel. Dans la section 3.2, nous verrons les mesures logicielles qui
peuvent conside´rablement impacter la qualite´ du code et son exe´cution. Et
la section 3.3 cloˆturera le chapitre en pre´sentant les diffe´rents outils d’ana-
lyse permettant de de´tecter les code smells.
Le chapitre 4 expliquera l’impact environnemental que peut engendrer un
code mal conc¸u avec la pre´sence de ces code smells.
3.1 Code Smells
Les “Code Smells” (ou mauvaises odeurs de code en franc¸ais) [7] sont les
mauvaises pratiques de conception logicielle que l’on peut retrouver dans le
code source d’un programme. Il en existe sous diffe´rentes cate´gories que nous
allons parcourir dans cette section. Nous diffe´rencierons les code smells des
applications standards (de bureau), que l’on appelle e´galement code smells
de Fowler des code smells spe´cifiques aux applications mobiles et plus par-
ticulie`rement a` Android. Les sous-sections 3.1.1 a` 3.1.6 font re´fe´rences aux
code smells de Fowler et la sous-section 3.1.7 fait re´fe´rence aux code smells
spe´cifiques a` Android.
3.1.1 Les bloaters
Les bloaters, ou ballonements / gonflements en franc¸ais sont une cate´gorie
de Code Smells qui repre´sente du code, des me´thodes ou des classes qui, du-
rant leur e´volution, leur taille est devenue tellement imposante, qu’il est
devenu complexe de les maintenir efficacement [8, 10].
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Me´thodes longues / Long Methods
Une mauvaise pratique pour les de´veloppeurs est de rendre les me´thodes
bien trop longues et trop complexes. Les avis concernant la taille ade´quate
d’une me´thode peuvent le´ge`rement diffe´rer bien qu’en moyenne, il resort
qu’une bonne me´thode contient entre 4 et 20 lignes de code. Au dela`, il
devient pre´fe´rable de la de´composer [7, 9]. Fowler Martin et Beck Kent [11]
expliquent dans leur description pour ce “smell” qu’il y a plusieurs bonnes
raisons d’avoir des me´thodes courtes. La raison principale est de partager la
logique. En de´composant une longue me´thode, il est souvent aise´ de partager
sa logique en plusieurs petites me´thodes posse`dant chacune sa propre res-
ponsabilite´, avec un nom approprie´. D’autant plus qu’une longue me´thode
peut tre`s bien contenir du code duplique´. Les auteurs pre´ce´demment cite´s
de´crivent e´galement pourquoi le code d’une petite me´thode est bien plus fa-
cile a` comprendre. De´composer une longue me´thode en plus petites me´thodes
permet donc une meilleure compre´hension du code original, ne ne´cessite plus
ou peu de commentaires puisque celles-ci se suffisent a` elles-meˆmes et pour
finir, le syste`me entier est alors lui-meˆme plus compre´hensible, plus facile a`
maintenir et contient moins de duplication [13].
La raison de ce proble`me est que les de´veloppeurs ont tendance a` ajouter
des instructions dans une me´thode sans jamais en retirer.
Et c’est compre´hensible dans le sens ou` mentalement, il est plus complique´
de cre´er une nouvelle me´thode que d’ajouter quelques instructions dans une
me´thode de´ja` existante [8] :
“Ce n’est que deux lignes, il n’y a pas besoin de cre´er toute une nouvelle
me´thode pour cela...”
Ce qui signifie au final qu’une ligne de code est ajoute´e a` chaque fois jusqu’a`
ce que l’on se retrouve avec un code dans une me´thode qui est difficile a`
lire et a` comprendre. . .Le proble`me peut e´galement eˆtre duˆ a` un trop grand
nombre de parame`tres internes, de boucles, de conditions ou de valeurs de
retour au sein de la me´thode.
Classes larges / Large Class et God Class
Dans le meˆme genre que les me´thodes longues, les classes larges est une
pratique qui de´crit des classes contenant beaucoup d’attributs, de me´thodes
et de lignes de code [8] indiquant bien souvent qu’elle posse`de plus de res-
ponsabilite´s qu’elle ne devrait en avoir [11, 13]. La raison du proble`me, tout
comme pour les me´thodes longues, est qu’une classe commence toujours
en e´tant petite et au fur et a` mesure ou` le programme e´volue, les classes
deviennent de plus en plus grosses. A` nouveau, les de´veloppeurs pensent
que c’est moins taxant d’ajouter une nouvelle fonctionnalite´ dans une classe
existante plutoˆt que d’en cre´er une nouvelle de´die´e a` cette fonctionnalite´ [8].
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Une bonne pratique est de conserver le principe de responsabilite´ unique
pour chaque classe. Si une phrase ne suffit pas a` de´crire ce qu’elle fait, c’est
qu’il y a de fortes chances qu’elle ait plusieurs responsabilite´s et qu’elle en
fait beaucoup trop.
Un code smell similaire aux classes larges est la God Class qui correspond
a` une classe qui connait ou fait beaucoup trop de choses. Le proble`me est
similaire aux classes larges puisque les God Class sont e´normes en terme de
ligne de code avec un couplage bien trop important.
Obsession des primitives / Primitive Obsession
L’“obsession des primitives” n’est pas un gonflement de code (bloater)
en soi mais est une mauvaise pratique qui en est la cause. Les primitives sont
des types de donne´es ge´ne´riques et de base que l’on retrouve dans la plupart
des langages de programmation. Il s’agit notamment des types tels que les
entiers, les chaˆınes de caracte`res, les de´cimaux (float/double), les tableaux,
etc. Tandis que les classes sont des types de donne´es bien plus spe´cifiques
en fonction de ce dont on a besoin [13].
Cette mauvaise pratique apparaˆıt lorsque l’on commence a` utiliser des
types primitifs un peu partout dans le code. En utilisant par exemple des
entiers pour repre´senter un nume´ro de te´le´phone ou des chaˆınes de caracte`res
pour repre´senter le symbole d’une monnaie.
Si un type de donne´es est suffisamment complexe, il est pre´fe´rable de
cre´er une classe pour le repre´senter. De plus, les classes permettent une
repre´sentation des choses plus simple et plus e´le´gante que les types primi-
tifs. Voici un exemple tre`s simple de classe contenant une “obsession des
primitives” :
Figure 3.1 – Classe repre´sentant le smell Obsession des primitives.
La classe User repre´sente´e a` la Figure 3.1 peut ainsi contenir une longue
se´rie d’attributs. Ces attributs sont utilise´s dans les diffe´rentes me´thodes et
peuvent engendrer de la duplication de code et de manie`re ge´ne´rale, une
complexite´ plus importante a` la classe, la rendant moins compre´hensible.
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La raison qui provoque ce proble`me est similaire aux deux pre´ce´dents, il
est aise´ d’ajouter un simple attribut pour repre´senter une nouvelle donne´e
sans penser au fait qu’avec le temps, la classe en question va devenir de
moins en moins maintenable [8]. Le chapitre 5 introduit des moyens et des
me´thodes de refactoring pour corriger et modifier ces mauvaises pratiques
mais brie`vement, dans ce cas-ci, ce´er une classe Address permettrait de
repre´senter l’adresse de l’utilisateur en y regroupant les attributs approprie´s.
Longues listes de parame`tres / Long Parameter List
Comme son nom l’indique, avoir des fonctions ou me´thodes avec un
nombre important de parame`tres est souvent signe que la conception de
celle-ci n’est pas bonne. Cela empeˆche une bonne lisibilite´ et compre´hension
de la me´thode et complique e´galement l’utilisation et la refactorisation de
celle-ci [11].
Il est courant de voir la liste des parame`tres d’une me´thode grandir
lorsque celle-ci ne´cessite de nouvelles donne´es. Le de´veloppeur faisant appel
a` cette me´thode se verra prendre du temps a` renseigner tous les parame`tres
et le code re´sultant ne sera pas force´ment tre`s e´le´gant. Il est tout a` fait
possible de passer en parame`tre directement un objet de classe plutoˆt que
d’y renseigner une multitude de variables/attributs.
Agre´gats de donne´es / Data Clumps
Les agre´gats de donne´es sont des groupes de variables, souvent de type
primitif, qui sont manipule´s ensemble dans le programme [11]. Un exemple
pour illustrer ce proble`me serait par exemple l’utilisation de trois variables
de type float pour repre´senter une position dans un environnement 3D :
float x ; float y ; float z ;
Un bon moyen pour un de´veloppeur de se rendre compte si ce groupe de
donne´es est un “agre´gat de donne´es” est de simplement supprimer l’une des
variables et de´terminer si les variables restantes ont du sens ou pas. Dans
notre exemple, si l’on retire l’une des variables, la position que l’on souhaite
repre´senter n’a plus de sens puisque pour que ce soit le cas, nous avons
besoin de trois donne´es pour chacun des axes de l’environnement 3D. Il est
donc dans ce cas, pre´fe´rable de modifier cela en regroupant les variables dans
une classe a` part entie`re.
Position maPosition = new Position(x, y, z) ;
3.1.2 Les abuseurs oriente´s objet
Ce type de mauvaises pratiques repre´sente le cas ou` un programme ou
un code n’exploite pas entie`rement les possibilite´s des principes de la pro-
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grammation oriente´e-objet. Les code smells qui suivent ne sont a` conside´rer
uniquement qu’en cas de programmation oriente´e-objet.
Ope´rateur Switch / Switch Statements
L’instruction ou l’ope´rateur Switch est une bonne pratique dans la pro-
grammation proce´durale 1 mais doit parfois eˆtre e´vite´e dans la programma-
tion oriente´e objet. Notamment duˆ a` ces trois faits :
— La violation du principe ouvert/ferme´, puisqu’a` chaque fois
que l’on voudra ajouter un nouveau case, il faudra modifier du code
existant.
— La difficulte´ a` maintenir le code puisqu’un Switch case est tou-
jours contenu dans une seule fonction, ce qui peut la faire grandir a`
chaque nouveau besoin ce qui rend la maintenance de plus en plus
complique´e.
— Peut engendrer une duplication de code comme le montre
l’image ci-dessous.
Figure 3.2 – Code redondant dans un switch case.
L’ope´rateur switch peut eˆtre remplace´ en utilisant le polymorphisme. A`
noter donc que switcher sur un type d’objet n’est pas une bonne pratique
mais switcher sur une valeur peut tout a` fait eˆtre correct.
Champs temporaires / Temporary Field
Les champs temporaires sont les attributs d’une classe qui sont, par
exemple, utilise´s uniquement dans une seule me´thode de la classe. Ce qui
signifie que la plupart du temps, ces attributs sont vides ou contiennent des
valeurs non pertinentes. Selon Ma¨ntyla¨, M. V. et Lassenius, C. [10], cette
mauvaise pratique va a` l’encontre du principe d’encapsulation puisqu’au
1. Base´e sur le concept d’appel proce´durale, de fonctions.
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final, ces attributs devraient eˆtre uniquement au sein de la me´thode qui les
utilise. La figure 3.3 est un exemple qui illustre ce code smell. On remarque
bien que seule la me´thode method2() utilise les attributs self.amount et
self.coef. Il est de`s lors recommende´ de de´placer ces deux attributs au sein
la me´thode en question.
Figure 3.3 – Repre´sentation du code smell “Champs temporaires”.
De plus, ces attributs devront eˆtre stocke´s en me´moire durant toute la
dure´e de vie de l’objet instancie´. Ce qui aura force´ment un impact, comme
nous le verrons au chapitre suivant.
Legs refuse´s / Refused Bequest
Le “leg refuse´” est le fait d’avoir une classe qui he´rite d’une autre classe
mais ou` celle-ci n’utilise jamais voir que tre`s peu les attributs et me´thodes
de la classe me`re. Dans ce cas-la`, l’he´ritage n’a pas lieu d’eˆtre et ame`ne a`
avoir un code de´routant et peu e´le´gant [11].
Classes alternatives avec diffe´rentes interfaces / Alternative Classes
with Different Interfaces
Des classes alternatives avec diffe´rentes interfaces sont tout simplement
l’utilisation de deux classes ou fonctions ayant des noms diffe´rents mais qui
sont ne´anmoins similaires au point d’avoir la meˆme fonction/responsabilite´
au sein du programme.
Cette mauvaise pratique peut arriver lorsque le de´veloppeur qui cre´e
cette classe n’a pas connaissance de l’existence de la classe ou fonction si-
milaire de´ja` existante. Cela ajoute du code redondant qui ne´cessite de la
maintenance supple´mentaire et inutile.
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3.1.3 Les modifications pre´ventives
Les modifications pre´ventives sont une cate´gorie de mauvaises pratiques
ou`, lorsqu’une modification doit eˆtre effectue´e, cela engendre des modifica-
tions ailleurs dans le code source. Selon une re`gle sugge´re´e par M. Fowler et
Beck [11], il doit y avoir une relation “One-to-One” entre une classe et une
modification e´ventuelle. Par exemple, si une modification est effectue´e dans
la base de donne´es, cela ne doit affecter qu’une seule classe.
Changement divergent / Divergent Change
Le cas d’un “changement divergent” survient lorsque le de´veloppeur se
retrouve a` effectuer des modifications dans diffe´rentes me´thodes de la meˆme
classe et n’ayant aucun lien direct entre-elles alors qu’une seule modification
doit eˆtre apporte´e. Par exemple, si en ajoutant un nouveau type de produit
dans le programme, il est ne´cessaire de modifier les me´thodes concernant la
recherche, l’affichage ainsi que le tri des produits [8], cela signifie qu’on se
trouve dans un cas de changement divergent et qu’un proble`me de conception
est bien pre´sent au sein de la classe en question.
Chirurgie au fusil a` pompe / Shotgun Surgery
Cette mauvaise pratique est le parfait inverse du smell pre´ce´dent “chan-
gement divergent”. Alors que ce dernier consiste a` effectuer plusieurs mo-
difications au sein de la meˆme classe pour un seul changement initialement
pre´vu, le Shotgun Surgery consiste a` effectuer un seul changement mais dans
diffe´rentes classes simultane´ment [8]. Cela est provoque´ lorsque la responsa-
bilite´ d’une fonctionnalite´ a e´te´ divise´e et inte´gre´e dans plusieurs classes.
Hie´rarchies d’he´ritage paralle`les / Parallel Inheritance Hierarchies
Une hie´rarchie d’he´ritage parralle`le est un cas particulier du “Shotgun
Surgery” smell qui consiste qu’a` chaque fois qu’une sous-classe est cre´e´e
pour une classe, une autre sous-classe doit eˆtre cre´e´e pour une autre classe.
Cela est repre´sente´ a` la Figure 3.4. Cette pratique va fatalement mener a`
de la duplication de code et a` une organisation de code de moins en moins
convenable.
3.1.4 Les dispensables
Un “dispensable” est un code ou une classe qui n’est tout simplement
pas ne´cessaire. Sa pre´sence peut rendre le code source moins propre, moins
efficace et moins facile a` comprendre. Cette section re´pertorie six mauvaises
pratiques illustrant cette cate´gorie.
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Figure 3.4 – Repre´sentation du smell hie´rarchie d’he´ritage paralle`le.
Commentaires / Comments
Commenter son code source part d’une bonne intention. En revanche, un
code largement commente´ peut e´galement faire re´fe´rence a` un code pas si
e´vident ni intuitif. Ce smell est parfois appele´ de´odorant parce qu’il masque
“l’odeur” d’un code qui peut ame´liore´. “Le meilleur des commentaires est
un bon nom de me´thode ou de classe” [8].
Mohamed Aladdin [9] confirme e´galement qu’une mauvaise utilisation
des commentaires est belle et bien une mauvaise pratique et donne pour
conseils de :
— retirer les commentaires inutiles.
— si le code est e´vident, il n’est pas ne´cessaire de le commenter.
— Ne pas laisser du code ancien commente´ dans le code source.
M. Fowler [11] quant a` lui, conseille aux de´veloppeurs qu’avant de commen-
ter son code, il faut d’abord essayer de le refactorer de fac¸on a` ce que le
commentaire devienne superflu et n’est alors plus ne´cessaire.
Code duplique´ / Duplicated Code
La duplication de code est une mauvaise pratique classique qui consiste
a` copier-coller du code a` diffe´rents endroits du programme. Il s’agit de`s
lors d’une duplication de code explicite puisque les deux portions de code
sont identiques. A` l’inverse, une duplication de code subtile repre´sente deux
portions de code non-identiques mais re´alisant finalement la meˆme chose.
La duplication de code, de manie`re ge´ne´rale, me`ne a` une maintenance
de code de plus en plus longue et complexe.
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Classe paresseuse / Lazy Class
Une classe paresseuse ou “Lazy Class” en anglais, est une classe pre´sente
dans le projet mais qui est trop petite par rapport a` ce qu’elle fait et ce qu’elle
couˆte en terme de maintenance. A` savoir que l’ajout d’une classe dans un
projet ajoute de la complexite´ a` celui-ci. Soit la responsabilite´ de la classe
doit augmenter, soit la classe tout entie`re doit disparaˆıtre.
Dans la cate´gorie des Bloaters (cf. Section 3.1.1), nous avons vu que
certaines solutions pre´conisent de cre´er une nouvelle classe lorsqu’un ajout
est ne´cessaire. En revanche, cette cre´ation doit eˆtre justifie´e et utile afin
d’e´viter que la correction d’un code smell n’engendre l’apparition d’autres
code smells. Comme par exemple, l’apparition d’une petite classe qui ne fait
pratiquement rien (Lazy Class) et qui a e´te´ cre´e´e pour corriger un le´ger
agre´gats de donne´es. De ce fait, la maintenabilite´ du programme peut avoir
e´te´ ame´liore´e tandis que sa complexite´ a augmente´.
Classe de donne´es / Data Class
Les classes de donne´es quant a` elles, sont des classes qui contiennent uni-
quement des attributs et des me´thodes pour acce´der a` ces attributs (getters
et setters). Ce type de classes ne contient rien d’autre et sert de conteneur
de donne´es pour les autres classes. Ce “smell” rejoint l’ide´e des “Lazy class”
ou` leur responsabilite´ doit eˆtre augmente´e ou bien l’entie`rete´ de la classe
doit eˆtre supprime´e.
Une classe doit donc contenir des donne´es ainsi que des me´thodes qui
ope`rent sur ces meˆmes donne´es [11].
Code mort / Dead Code
Un code mort est toute variable, parame`tre, attribut, me´thode ou classe
qui ne sont plus utilise´s dans le programme. Cette mauvaise pratique sur-
vient lorsque les besoins ont change´ ou qu’une correction a e´te´ faite dans
le code et que personne n’a pris le temps de nettoyer celui-ci. Il s’agit donc
de code qui n’est jamais exe´cute´ ni exploite´ par le programme. D’une part,
cela rajoute de la complexite´ au programme et d’autre part, la maintenance
de celui-ci est rendue plus difficile. Premie`rement parce qu’un de´veloppeur
peut prendre du temps a` comprendre ce que fait le code pour finalement se
rendre compte que ce code n’est pas utilise´ et puis cela peut soulever des
questions ; est-ce que ce code est en cours d’imple´mentation et est ne´cessaire
pour une future fonctionnalite´ ? Est-ce qu’un bloc de code commente´ est un
code qui est bugge´ et doit eˆtre corrige´, ou est-il lent ? . . .
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Ge´ne´ralite´ spe´culative / Speculative Generality
La ge´ne´ralite´ spe´culative est le´ge`rement similaire au code mort dans le
sens ou` cette pratique consiste a` anticiper un comportement futur dans le
programme. Il s’agit donc de classes, de me´thodes, d’attributs ou meˆme de
parame`tres qui ne sont pas utilise´s mais qui sont ne´anmoins pre´sents de
fac¸on a` re´pondre a` un besoin futur. Le proble`me e´tant que ce besoin futur
peut ne jamais eˆtre imple´mente´ et le de´veloppeur se retrouve avec un code
qui devient de plus en plus complique´ a` comprendre et a` maintenir.
Figure 3.5 – Repre´sentation du smell “Ge´ne´ralite´ spe´culative” [8].
3.1.5 Les coupleurs
La cate´gorie des coupleurs regroupe les mauvaises pratiques qui mettent
en oeuvre un couplage excessif entre les classes.
Fonctionnalite´ jalouse / Feature Envy
Une fonctionnalite´ jalouse (Feature Envy) est une me´thode qui acce`de
plus aux donne´es d’une autre classe qu’a` ses propres donne´es. Dans ce cas,
cette me´thode est probablement dans la mauvaise classe. Ce proble`me ar-
rive ge´ne´ralement lorsque des attributs sont de´place´s dans une classe de
donne´es. . .[8]
Intimite´ inapproprie´e / Inappropriate Intimacy
L’intimite´ inapproprie´e (Inappropriate Intimacy) signifie que deux classes
sont tre`s lie´es entre-elles et passent beaucoup trop de temps a` “fouiller” l’une
dans l’autre. A` l’inverse, il est de bonne pratique de faire en sorte que les
classes se connaissent le moins possible afin de faciliter l’utilisation et la
re´utilisation de celles-ci.
22
Chaˆıne de messages / Message Chains
Une chaˆıne de message est une mauvaise pratique qui consiste a` faire
appel a` une classe qui elle-meˆme fait appel a` une autre classe etc. Ce qui
rend la classe de de´part de´pendante de la relation entre plusieurs classes qui
n’ont pas force´ment de liaison entre-elles [11].
Homme du milieu / Middle Man
L’homme du milieu (Middle Man) repre´sente une classe qui ne fait qu’une
seule action, qui est de de´le´guer du travail aux autres classes et ne contribue
donc en rien au programme. La de´le´gation en soi n’est pas une mauvaise pra-
tique puisqu’il s’agit d’une fonctionnalite´ fondamentale en oriente´-objet [11]
mais dans ce cas-ci, la classe n’apporte aucune valeur supple´mentaire, elle
ne fait que passer le message aux autres classes. Le proble`me peut survenir
lorsque la classe en question a e´te´ progressivement de´place´e dans d’autres
classes en ne lui laissant plus qu’une carapace vide ne faisant rien d’autre
que de´le´guer [8].
3.1.6 Autres Smells
D’autres “smells” n’appartenant pas aux diffe´rentes cate´gories sont re´pertorie´s
dans cette sous-section.
Classe de librairie incomple`te / Incomplete Library Class
Lorsqu’une librairie est importe´e et utilise´e dans le proramme, il se peut
que celle-ci ne re´ponde pas entie`rement aux besoins du de´veloppeur. Par
exemple, si une me´thode d’une classe provenant de la librairie est inexistante
ou non-imple´mente´e mais est ne´cessaire pour le programme, on se retrouve
dans un cas de classe de librairie incomple`te. Et le fait est que la classe
de la librairie n’est pas ou difficilement modifiable et donc la me´thode en
question va devoir eˆtre imple´mente´e dans le programme alors qu’elle devrait
se retrouver dans la librairie.
E´talement de solutions / Solution Sprawl
L’e´talement de solutions (Solution Sprawl) est le fait d’imple´menter plu-
sieurs classes afin d’obtenir un re´sultat utile pour le programme. De meˆme
que pour du code qui re´alise une action mais qui s’e´tale dans de nombreuses
classes, cela est de l’e´talement de solutions. Cela peut venir du fait qu’une
fonctionnalite´ est rapidement ajoute´e au programme sans avoir pris le temps
de simplifier et de consolider sa conception [11].
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3.1.7 Code smells spe´cifiques a` Android
Dans le cadre du de´veloppement oriente´ vers des appareils mobiles, une
e´tude [22] a indentifie´ quatre code smells qui ont directement un impact
sur la consommation e´nerge´tique et sont donc essentiels a` conside´rer dans
le cadre de ce travail. Onze autres code smells [23], toujours spe´cifiques a`
Android et caracte´risant un proble`me dans le code source sont e´galement
pre´sente´s dans cette sous-section.
Setter interne / Internal Setter
Dans le de´veloppement Android, l’utilisation de me´thodes virtuelles telles
que les getters et les setters sont assez couˆteux et il est donc recommande´
d’acce´der directement aux attributs internes [23]. Bien que les compilateurs,
depuis la version 2.3 d’Android optimisent automatiquement les getters ne
retournant que l’attribut, ce n’est pas le cas pour les setters. Cela me`ne
a` des appels de fonctions additionnels, rendant l’application mobile moins
performante, ce qui a un impact sur l’efficacite´ e´nerge´tique de celle-ci. Il est
donc pre´fe´rable d’utiliser
myAttribute = ‘itsValue’ ;
plutoˆt que
setMyAttribute(‘itsValue’) ;
Thread qui fuit / Leaking Thread
Dans le de´veloppement Android, un Thread est une racine de Garbage
Collector (GC). Le GC ne collectant pas les objets racines, si un Thread n’est
pas correctement arreˆte´, celui-ci restera en me´moire durant toute l’exe´cution
de l’application, causant de`s lors une utilisation abusive de la me´moire.
Me´thode ignorant les membres / Member Ignoring Method
Les me´thodes ignorant les membres (Member Ignoring Method) (sous-
entendu les attributs et autres me´thodes de la classe) sont des me´thodes non-
statiques qui n’acce`dent ou n’utilisent aucun membre interne de la classe. Ces
me´thodes devraient donc eˆtre renseigne´es comme statiques afin d’augmenter
leur efficacite´.
Boucle lente / Slow Loop
Les boucles lentes (Slow loop) sont des utilisations de l’ope´rateur for qui
s’ave`re eˆtre plus lent que l’ope´rateur for-each. L’utilisation de ce dernier, a` la
place du simple for permet d’augmenter l’efficacite´ de l’application. Il peut
aussi eˆtre recommande´ d’optimiser les boucles lorsque cela est possible. Par
exemple en l’interrompant a` l’aide du mot-clef break si l’e´le´ment de recherche
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est trouve´ ou que l’ope´ration a` effectuer au sein de la boucle est termine´e et
qu’il reste des ite´rations.
Transmissions de donne´es sans compression / Data Transmission
Without Compression
Les donne´es transmises sans compression est un code smell qui se produit
lorsqu’un fichier est envoye´ sur une infrastructure re´seau sans que celui-ci
ne soit compresse´. Pouvant alors causer une surcharge de communication.
Release de´bogable / Debuggable Release
Une release 2 de´bogable signifie que la valeur de l’attribut android :de-
buggable provenant du fichier AndroidManifest vaut true alors que l’appli-
cation a e´te´ mise en production. Cela repre´sente un risque majeur au niveau
de la se´curite´ puisque toutes les applications externes peuvent acce´der au
code source. En revanche, bien que ce code smell refle`te un proble`me de
se´curite´, celui-ci n’a aucun impact quel qu’il soit sur la maintenabilite´ ou
l’environnement. Il n’est de`s lors aucunement pertinent pour ce travail.
Wakelock durable / Durable Wakelock
Un Wakelock est un me´canisme permettant a` une application de gar-
der l’appareil allume´ de fac¸on a` pouvoir exe´cuter ses taˆches. Une fois les
taˆches comple´te´es, le verrou peut eˆtre relaˆche´ afin de diminuer la consom-
mation de la batterie. Dans le cas ou` une me´thode acquiert le verrou depuis
une instance de la classe PowerManager.WakeLock d’Android sans jamais
le relaˆcher, on peut conside´rer le code smell Durable Wakelock (DW). Ce
proble`me cause ine´vitablement une consommation e´nerge´tique plus impor-
tante.
Format de donne´es et Parseur inefficace / Inefficient Data Format
and Parser
L’utilisation du TreeParser dans Android pour analyser des fichiers XML
ou JSON est un exemple de format de donne´es qui n’est pas suffisamment
efficace et ralenti l’application. Utiliser des formats de donne´es et des par-
seurs efficaces permettent une meilleure performance et rend l’application
plus rapide et moins consommatrice de ressources.
Structure de donne´es inefficace / Inefficient Data Structure
L’utilisation de structures de donne´es inefficaces peuvent elles aussi ra-
lentir l’application. Par exemple, le mappage d’un entier avec un objet graˆce
2. Signifie une version de l’application mise en production.
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aux HashMap : HashMap<Integer, Object> est une ope´ration lente. Un choix
de structure donne´es plus efficace permet d’e´viter de ralentir l’application.
Requeˆte SQL inefficace / Inefficient SQL Query
Dans Android, l’utilisation de requeˆtes SQL est de´conseille´e car elle in-
troduit une surcharge. Ce code smell est donc de´tecte´ lorsqu’une connexion
JDBC est de´finie et que des requeˆtes SQL sont envoye´es a` un serveur distant.
Bien e´videmment, il existe d’autres solutions, qui seront pre´sente´es dans le
chapitre sur le refactoring des code smells.
Fuite de classe interne / Leaking Inner Class
Une classe interne est une classe qui est de´finie dans une autre classe.
Les fuites de classes internes (LIC) est un code smell de´finit par Reimann et
al [32] comme e´tant une classe interne non statique contenant une re´fe´rence
a` la classe externe. Ce qui peut avoir comme conse´quence d’engendrer des
fuites de me´moire. Cette pratique est souvent utilise´e par les de´veloppeurs
Android afin de gagner du temps sans porter attention a` l’effet que cela peut
avoir sur les performances de la me´moire.
Le code repre´sente´ par la Figure 3.6 est un exemple de Leaking Inner
Class ou` une simple AsyncTask est cre´e´e et exe´cute´e lorsque l’Activity est
de´marre´e. Comme la classe interne doit avoir acce`s a` la classe externe, des
fuites de me´moire se produisent chaque fois que l’activite´ est de´truite alors
que l’AsyncTask est toujours en cours d’exe´cution.
Aucun re´solveur de me´moire faible / No Low Memory Resolver
Il est tout a` fait possible, pour un de´veloppeur Android de de´finir le
comportement que peut avoir une application lorsque celle-ci s’exe´cute en
arrie`re plan en utilisant la me´thode Activity.onLowMemory. Cette me´thode
doit eˆtre utilise´e pour nettoyer les caches et les ressources inutiles et sans
elle, l’application peut mener a` une utilisation de la me´moire anormale.
Donne´es publiques / Public Data
Le code smell des donne´es publiques survient lorsque des donne´es prive´es
sont stocke´es dans un store (telles que les pre´fe´rences partage´es ou les sto-
ckages internes) qui est publiquement accessible par les autres applications.
C’est une mauvaise pratique peu inte´ressante dans le cadre de ce travail
puisque l’impact ne touche que la se´curite´ de l’application et non sa perfor-
mance ou son impact e´nerge´tique.
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Figure 3.6 – Classe interne non-statique pouvant provoquer une fuite de
me´moire. (Source : [33])
Gestionnaire d’alarme rigide / Rigid Alarm Manager
Android permet de ge´rer un syste`me de gestion d’alarme a` l’aide de la
classe AlarmManager et qui permet d’exe´cuter des ope´rations a` des moments
spe´cifiques qui, une fois de´clenche´e, re´veille l’appareil. Cela peut impacter
l’efficacite´ e´nerge´tique et l’efficacite´ de la me´moire de l’application. On ap-
pelle le code smell gestionnaire d’alarme rigide pour les applications qui
contiennent une instance de la classe AlarmManager pour laquelle l’alarme
est re´gle´e pre´cise´ment a` l’aide de la me´thode setRepeating(). Ce qui peut
eˆtre tre`s drainant pour la batterie.
Fermable non ferme´ / Unclosed Closable
Selon la documentation officielle d’Android [34], une interface Closeable
est une source ou une destination de donne´es qui peut eˆtre ferme´e. La
me´thode close est donc appele´e pour relaˆcher les resources que l’objet de´tient
(tels que des fichiers ouverts par exemple). Un Closeable non ferme´ (Un-
closed Closable) est l’imple´mentation d’une telle interface (java.io.Closeable)
au sein d’une classe qui ne fait jamais appel a` la me´thode close. Ce qui refle`te
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un impact sur la me´moire dues aux ressources non-relaˆche´es.
3.2 Me´triques logicielles
Dans cette section, nous verrons ce que sont les me´triques logicielles,
quelles sont leurs inte´reˆts et ensuite nous e´tablirons une liste des me´triques
pertinentes dans le cadre de ce travail. C’est-a`-dire des me´triques qui ont un
lien avec la section 3.1 - Code Smells ainsi qu’aux mesures pouvant avoir
un lien direct ou indirect avec l’impact environnemental.
3.2.1 De´finition
Une me´trique logicielle est une mesure faite sur une proprie´te´ d’un logi-
ciel ou de ses spe´cifications. Me´trique et mesure sont deux termes souvent
utilise´s comme synonymes bien que les me´triques sont les “fonctions” alors
que les mesures sont des quantite´s (nombres) obtenus en appliquant les
me´triques [14].
Par exemple, une me´trique peut eˆtre le nombre de lignes de code du
programme. Si celui-ci contient 10 000 lignes de code, ce nombre correspond
a` la mesure de la me´trique.
3.2.2 L’inte´reˆt des me´triques logicielles
Le but des me´triques concernant le de´veloppement logiciel de manie`re
ge´ne´rale va eˆtre de mesurer la qualite´ du logiciel sur base de diffe´rents
crite`res. Ces crite`res peuvent concerner la se´curite´, la portabilite´, la com-
plexite´, la performance du logiciel, etc. Dans le cadre de ce me´moire, les
me´triques qui nous inte´ressent sont celles qui ont un lien avec le code source
et c’est la raison pour laquelle la section suivante ne pre´sente que le me´triques
touchant les crite`res suivants : l’efficacite´, la complexite´, la compre´hension,
la re´utilisation et la maintenabilie´ du code source du logiciel. En d’autres
termes, ces me´triques fournissent un moyen d’obtenir une meilleure concep-
tion pour du code oriente´-objet afin d’avoir un code plus facilement re´utilisable
et maintenable. Elles servent e´galement a` identifier d’e´ventuelles anomalies
et mettent en avant les parties du programme qui ne´cessitent une modifica-
tion et une re´-imple´mentation [17].
Comme le pre´sente la section 3.1 - Code Smells, les mauvaises pratiques
vont impacter la qualite´ du code source et nous verrons, dans la section 3.2.3,
ces me´triques et mesures qui peuvent elles aussi avoir un impact ne´gatif sur
la qualite´ du code.
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3.2.3 Me´triques concernant la qualite´ du code source
Complexite´ Cyclomatique
La complexite´ cyclomatique (CC) introduite par Thomas McCabe en
1976, est utilise´e pour e´valuer la complexite´ d’un algorithme dans une me´thode
et est de´finie par le nombre de chemins line´airement inde´pendants qu’il est
possible d’emprunter dans celle-ci [15, 16]. Ide´alement, une valeur de com-
plexite´ cyclomatique doit eˆtre infe´rieure a` 10. Au-dela` d’une valeur de 20
(CC), du refactoring est recommande´ [18].
La taille - Nombre de lignes de code
Le nombre de lignes de code d’une me´thode permet d’e´valuer la facilite´
a` comprendre le code par les de´veloppeurs et les personnes en charge de
la maintenance. Cette me´trique peut s’appliquer autant pour une me´thode,
qu’une classe ainsi qu’au projet dans son entie`rete´. Si l’on conside`re les
me´thodes, cette me´trique rejoint le code smell “me´thodes longues” ou` l’on
conside`re que la taille d’une bonne me´thode doit se situer entre 4 et 20 lignes
de code afin d’assurer une compre´hension et une maintenance plus aise´e.
Pourcentage de commentaires
Une fois que la me´trique pre´ce´dente (taille du code) a e´te´ calcule´e, on
peut l’e´tendre pour inclure le nombre de commentaires. Le pourcentage de
commentaires pre´sent est alors calcule´ en divisant le nombre de commen-
taires par le nombre de lignes de code totales ou` l’on a soustrait le nombre
de lignes vides [15].
Me´thodes ponde´re´es par classe
Les me´thodes ponde´re´es (Weighted Methods per Class (WMC)) per-
mettent de mesurer la complexite´ d’une classe. Il existe deux fac¸ons pour la
mesurer :
— compter le nombre de me´thodes de la classe.
— sommer les complexite´s cyclomatiques des me´thodes.
Plus la valeur WMC obtenue est e´leve´e, plus la classe en question est com-
plexe. Cette valeur peut eˆtre utilise´e pour pre´dire le temps et l’effort requis
pour de´velopper et maintenir la classe [15]. Pour rappel, plus un code est
complexe, plus celui-ci sera difficile a` comprendre et a` maintenir.
Re´ponse pour une classe
La me´trique Re´ponse pour une classe est le nombre total de me´thodes
qui peuvent potentiellement eˆtre exe´cute´es en re´ponse a` un message rec¸u
par un objet d’une classe. Il s’agit donc du nombre de me´thodes de la classe
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additionne´ de toutes les me´thodes distinctes qui sont appele´es depuis les
me´thodes de la classe ainsi que les me´thodes he´rite´es. Plus ce nombre aug-
mente, plus l’effort requis pour les tests augmente puisque la se´quence de
tests s’e´largit [17].
Manque de cohe´sion des me´thodes
Le manque de cohe´sion des me´thodes (Lack of Cohesion of Methods
(LCOM)) mesure le degre´ de similarite´ des me´thodes graˆce aux variables et
attributs de la classe. Plus simplement, LCOM permet de de´tecter si dans
une meˆme classe, il n’y a pas plusieurs ensembles de me´thodes et variables
qui ont des vies entie`rement se´pare´es, ce qui permet d’identifier les de´fauts
dans la conception des classes [15]. Voici un exemple parlant d’un manque
de cohe´sion dans les me´thodes d’une classe :
Figure 3.7 – Source : Cohesion metrics [19].
Soient A, B, C, D, E des me´thodes et x, y des attributs d’une classe. On
remarque bien dans l’image de gauche que d’un coˆte´, la me´thode A appelle
la me´thode B qui fait un traitement sur l’attribut x et de l’autre coˆte´, la
me´thode C et D qui utilisent l’attribut y dans leur traitement et la me´thode
E qui est appele´e par D. On a donc sur la premie`re image de la Figure 3.7
deux ensembles de me´thodes et variables qui ont des vies se´pare´es, la valeur
du LCOM est donc de 2. La seconde image en revanche, ne forme qu’un
ensemble avec une bonne cohe´sion ou` LCOM vaut 1.
Une bonne cohe´sion indique une bonne subdivision de classes et a` l’in-
verse, un manque de cohe´sion augmente la complexite´ de la classe [15].
Couplage entre classes d’objets
Le couplage entre classes d’objets (Coupling Between Object Classes
(CBO)) correspond au nombre de classes qui sont couple´es a` une certaine
classe. Une classe est couple´e a` une autre si des me´thodes d’une des classes
utilisent les me´thodes ou attributs de l’autre classe. Une mesure de couplage
e´leve´e complique la re´utilisation de la classe et indique une complexite´ plus
importante, rendant sa maintenance plus complique´ [15, 17].
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Profondeur de l’arbre d’he´ritage
La me´trique de profondeur de l’arbre d’he´ritage (Depth of Inheritance
Tree (DIT)) mesure la longueur du chemin le plus long depuis un noeud
jusqu’a` la racine de l’arbre. Cette me´trique calcule donc a` quel point une
classe est de´clare´e dans la hie´rarchie d’he´ritage. Plus une classe est profonde
dans la hie´rarchie, plus celle-ci he´rite d’un nombre de me´thodes e´leve´, ce qui
rend le comportement et la conception de la classe plus complexe. Cela induit
une moins bonne facilite´ a` comprendre, maintenir et re´utiliser la classe [15,
17]. On conside`re qu’il ne faut pas de´passer une valeur de DIT e´gale a` 5. Sous
cette valeur, le principe d’he´ritage de la programmation est ge´neralement
correctement exploite´e [20].
Nombre d’enfants
Cette me´trique mesure tout simplement le nombre de sous-classes qui
he´rite de la classe parent. Cette valeur est un bon indicateur sur la re´utilisabilite´,
base´e sur le principe meˆme de l’he´ritage. D’un autre coˆte´, ce nombre est
e´galement une indication possible du niveau de testing ne´cessaire [21].
3.3 Outils d’analyse statique
L’analyse statique 3 de code permet d’obtenir des informations concer-
nant la qualite´ du code et du comportement que celui-ci peut avoir lors de son
exe´cution. Cette section pre´sente diffe´rents outils permettant la de´tection des
code smells pre´sente´s dans ce chapitre. La section 3.3.1 offre une comparaison
de tous ces outils de´taillant les types de code smell de´tecte´s par chaque outil.
JDeodorant est un outil sous forme de Plug-in Eclipse qui permet de
de´tecter automatiquement les code smells Feature Envy, God Class, Long
Method et Switch Statement dans un environnement Java.
InFusion est un outil sous forme d’application autonome supportant les
langages C, C++ et java qui permet d’analyser aussi bien la structure que
le code d’un syste`me. L’outil est capable de de´tecter plus de 20 de´fauts de
conception et code smells.
PMD est un outil pouvant se trouver sous forme de Plug-in Eclipse mais
e´galement sous forme d’application autonome qui scanne essentiellement du
code source Java permettant de de´tecter du code mort, des variables locales
inutilise´es, de la duplication de code ainsi que les code smells Large Class,
Long Method et Long Parameter List.
3. Qui ne ne´cessite pas l’exe´cution du programme.
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iPlasma est une plateforme inte´gre´e permettant d’e´valuer la qualite´ des
syste`mes oriente´s-objet dont les langages supporte´s sont le C++ et le Java.
Cet outil permet de de´tecter les code smells suivant : Data Class, Feature
Envy, Large Class, Shotgun Surgery, Refused Bequest, Long Method, Long
Parameter List et Speculative Generality.
Stench Blossom est un de´tecteur de code smells qui donne un bon
aperc¸u des code smells pre´sents dans le code mais sans offrir un moyen de
faire de la re´tro-inge´nierie de code. Cet outil, qui se trouve sous forme de
Plug-in Eclipse permet donc aux de´veloppeurs de de´tecter et de comprendre
la source des proble`mes dans du code Java. L’outil permet de de´tecter les
code smells Data Clumps, Feature Envy, Long Method, Large Class, Mes-
sage Chains et Switch Statement. Deux autres code smells InstanceOf et
Typecast peuvent e´galement eˆtre de´tecte´ par l’outil mais ceux-ci ne sont pas
conside´re´s comme tel dans ce travail puisqu’ils n’ont aucun impact sur la
maintenabilite´, la compre´hension du code ou sur l’environnement.
JSpIRIT (Java Smart Identication of Refactoring opportunITies) [25]
est un outil flexible qui permet aux de´veloppeurs de configurer et d’e´tendre
l’outil en fournissant diffe´rentes strate´gies pour identifier et classer les code
smells. En d’autres termes, des re`gles et des crite`res permettent de de´tecter
les code smells avec une certaine priorite´ en fonction des objectifs des de´veloppeurs.
Les code smells de´tectables par JSpIRIT et qui nous inte´ressent dans ce
travail sont Long Method, Long Class, Data Class, Feature Envy, Intensive
Coupling, Refused Bequest et Shotgun Surgery.
BSDT (Bad Smell Detecting Tool) [26] est un Plug-in Eclipse capable
de de´tecter une se´rie de code smells en utilisant des seuils pre´de´finis pour les
me´triques logicielles. Voici un tableau qui montre les seuils et les me´triques
utilise´s pour chaque code smell que l’outil est capable de de´tecter [26] :
Code Smell Level Metrics & treshold
Large Class Class NOM > 20 || NOF > 9 || LOC > 750
Long Method Method MLOC > 50
Long Parameter List Method PAR > 5
Switch Statement Method VG > 10
Parallel Inheritance Class DIT > 3 || NSC > 4
Data Class Class WMC > 50 || LCOM > 0.8
Lazy Class Class (NOM < 5&&NOF < 5) || DIT < 2
DECOR (DEtection et CORrection) est e´galement un outil permettant
la de´tection et la correction automatique des code smells qui se base sur
un ensemble de re`gles qu’il est ne´cessaire de renseigner au pre´alable [27].
L’outil est capable de de´tecter les code smells Large Class, Lazy Class, Long
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Method, Long Parameter List, Refused Bequest et Speculative Generality.
HIST (Historical Information for Smell deTection) [28, 29] est un outil
de de´tection de code smells qui, en plus de l’analyse statique de code, se
base sur l’historique d’un gestionnaire de versions. Plus spe´cifiquement, il
analyse les co-changements ayant lieu entre les diffe´rents artefacts de code
source. L’outil est capable de de´tecter les 5 code smells suivants : Divergent
Change, Shotgun Surgery, Parallel Inheritance, God Class et Feature Envy.
L’outil a e´te´ e´value´ sur les changements historiques de 8 projets Java tels
que Apache Ant, Tomcat, jEdit et 5 autres projets d’API Android. L’e´tude
de´die´e a` cette e´valuation indique une pre´cision allant de 61% a` 80% et un
rappel se situant entre 61% et 100%. Compare´ a` des approches alternatives,
il a e´te´ observe´ [29] que l’outil HIST tend a` fournir de meilleures perfor-
mances et particulie`rement au niveau du recall, qui est capable d’identifier
des code smells que les autres approches omettent. Cela est duˆ au fait que
ces autres approches ne conside`re pas les informations historiques.
CheckStyle est un outil de de´veloppement permettant de´crire du code
Java selon une certaine norme de codage. L’outil est hautement configurable,
prenant en charge presque toutes les normes de codage. Ce qui permet de
ve´rifier un grand nombre d’aspects dans le code source. Ce qui permet par
exemple d’identifier des proble`mes de conception de classe et des proble`mes
de conception de me´thodes [31]. L’outil peut se pre´senter sous la forme d’un
Plug-in Eclipse ou une application autonome et permet la de´tection des code
smells suivants : Duplicated code, Large Class, Long Method et Long Para-
meter List [30].
aDoctor (AnDrOid Code smell detecTOR) est un outil qui a e´te´ de´veloppe´
par dessus l’outil de de´veloppement Java d’Eclipse (JDT 4) et permet l’iden-
tification de 15 code smells spe´cifiques a` Android. Ces code smells sont
pre´sente´s dans la section 3.1.7 - Code smells spe´cifiques a` Android. L’outil
a e´te´ e´value´ en utilisant 18 applications [35] et a montre´ une pre´cision de
98% et un recall de 98% e´galement.
3.3.1 Synthe`se des outils d’analyse
Cette section re´pertorie les diffe´rents outils d’analyse sous forme de ta-
bleau ou` chaque outil est associe´ a` un contexte qui repre´sente la forme dans
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Impact e´cologique des Code
Smells
Dans ce chapitre, nous verrons l’impact e´cologique que peut avoir un code
inefficace ou tout simplement mal conc¸u. Dans la section 4.1, nous verrons
l’impact des code smells de Fowler suivi par la section 4.2 qui pre´sente
l’impact des code smells spe´cifiques aux applications mobiles dont la nature
peut eˆtre diffe´rente des code smells de Fowler. Dans la section 4.3 nous
verrons un autre impact qui concerne le re´seau pour finir avec la section 4.4
qui synthe´tise ce chapitre.
4.1 Impact des code smells de Fowler
Pour rappel, les code smells de Fowler sont des mauvaises pratiques
que l’on retrouve essentiellement dans des applications de bureau et aux-
quelles on reproche principalement le fait de rendre le code plus difficile
a` comprendre et a` maintenir. Bien qu’il n’existe a` ce jour aucune preuve
que ce type de code smells a un e´ventuel impact sur la consommation
e´nerge´tique de la machine, ceux-ci ont ne´anmoins un impact certain sur
la qualite´ du code source. Cet impact, comme annonce´ pre´ce´demment va
rendre le code difficilement maintenable. Lorsqu’un programme doit chan-
ger ou tout simplement e´voluer, un code difficilement maintenable va rendre
l’e´volution de ce programme bien plus longue et plus difficile. C’est donc
incontestablement du temps de travail supple´mentaire qui sera ne´cessaire
pour effectuer ce changement. E´tant donne´ que ce me´moire traite de l’impact
e´cologique que peut avoir le code source d’un programme dans sa globalite´,
il est tout a` fait inte´ressant de prendre en compte le fait qu’un programme
mal conc¸u, avec la pre´sence de code smells de Fowler par exemple, va fina-
lement demander du temps de travail supple´mentaire. Ce travail de mainte-
nance s’effectue sur un ordinateur de bureau ou un ordinateur portable qui
consomme ine´vitablement de l’e´nergie.
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Il est assez difficile d’estimer et d’e´valuer l’effort demande´ pour main-
tenir et faire e´voluer un code source puisque plusieurs crite`res rentrent en
compte. Par exemple, si la personne en charge de la maintenance n’est pas
la meˆme personne qui s’est charge´e d’imple´menter le syste`me, que le niveau
de compe´tence du de´veloppeur n’est pas suffisant ou tout simplement en
fonction du nombre de code smells pre´sents dans le code, l’effort a` fournir
pour maintenir le code peut conside´rablement eˆtre diffe´rent en fonction de
ces crite`res.
Une revue syste´matique [37] de 2011, n’avait de´ja` trouve´ que cinq e´tudes
traitant de l’impact des code smells sur la maintenance de code. Pour la plu-
part des e´tudes identifie´es dans cette revue, celles-ci se concentrent principa-
lement sur des outils et des me´thodes utilise´s pour de´tecter automatiquement
les code smells. De plus, les re´sultats de ces e´tudes sont peu concluants en
vue du manque de preuves sur les mesures qui ont e´te´ prises. [36].
C’est la raison pour laquelle une e´tude [36] a e´te´ plus loin dans cette
recherche en menant une e´tude controˆle´e pour quantifier la relation entre
les code smells et l’effort de maintenance a` fournir dans un environnement
industriel avec des de´veloppeurs professionnels. Bien que l’effort de mainte-
nance en soi n’est pas re´ellement pertinent dans le cadre de ce travail, il est
inte´ressant de faire le lien entre cet effort et la consommation e´nerge´tique
que cela engendre. Cette e´tude s’est donc concentre´e sur l’impact que peut
avoir 12 code smells (Data Class, Data Clump, Duplication de code, Fea-
ture Envy, Large Class, Long Method, Refused Bequest, Shotgun Surgery,
Temporary Field, . . .) sur l’effort de la maintenance. Pour ce faire, quatre
syste`mes ont e´te´ de´veloppe´s et mis en place. Chaque syste`me dispose d’un
nombre de fichiers et d’un nombre de lignes de code diffe´rents ainsi qu’une
densite´ de code smells diffe´rente, comme le montre la Figure 4.1.
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Figure 4.1 – Source : [36].
Les quatre syste`mes sont des syste`mes Java de´veloppe´s de fac¸on a` ce
qu’ils soient fonctionnellement e´quivalents mais inde´pendants. Ainsi, six
de´veloppeurs professionnels ont e´te´ engage´s pour effectuer des taˆches de
maintenance sur les diffe´rents syste`mes. Le temps passe´ sur chacun des fi-
chiers Java e´tait enregistre´ automatiquement et chaque action effectue´e sur
les fichiers (modification, cre´ation de nouveaux fichiers, . . .) e´tait e´galement
observe´e.
Les re´sultats de cette e´tude sont inte´ressants et confirment le fait qu’esti-
mer l’impact des code smells sur la maintenance est complique´. Par exemple
sur la Figure 4.2, ils ont pu remarquer que pour un meˆme syste`me (A) et
pour un meˆme Round (1), le de´veloppeur 1 a ne´cessite´ presque le double
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d’effort (26,3 heures) que le de´veloppeur 6 (14,6 heures) pour effectuer la
meˆme taˆche. Ce parame`tre suffit a` lui seul pour appuyer le fait que le temps
ne´cessaire pour maintenir du code peut diffe´rer du simple au double.
Figure 4.2 – Source : [36].
Ils ont finalement constate´ que les fichiers avec la pre´sence des code
smells Feature Envy, God Class, Temporary Field, Shotgun Surgery et des
imple´mentations a` la place d’interface e´taient associe´s a` un effort plus im-
portant que des fichiers ne pre´sentant pas ces code smells. De plus, ils ont
constate´ que la pre´sence du code smell Refused Bequest e´tait associe´ a` une
le´ge`re re´duction sur le temps de maintenance.
38
De manie`re the´orique, si l’on conside`re qu’un ordinateur fixe complet
consomme en moyenne 200 wattheure (Wh), ce qui repre´sente une consom-
mation e´nerge´tique de 200 watts pour une heure d’utilisation, on peut es-
timer l’impact e´nerge´tique d’un travail de maintenance. En se basant sur
la Figure 4.2, un total de 189,4 heures a e´te´ ne´cessaire pour effectuer le
travail demande´ pour l’ensemble des de´veloppeurs. A` titre d’exemple, cela
repre´sente une consommation e´nerge´tique de 37 880 W (200 x 189,4), soit
37,88 kW. E´tant donne´ que la production d’e´lectricite´ [38] dans la filie`re
du nucle´aire e´met 6 grammes de CO2 pour produire 1 kWh, on peut en
conclure qu’un travail de 189,4 heures sur une machine consommant 200
Wh consomme 37,88 kW et e´met donc 227,28 g de CO2.
Une autre e´tude [39] a quant a` elle investigue´ des classes afin de voir
si la pre´sence de code smells dans celles-ci fait qu’elles sont plus sujettes
aux changements que les classes sans pre´sence de code smells. Les auteurs
de cette e´tude ont, pour ce faire, de´tecte´ 29 code smells a` l’aide de l’outil
DECOR dans respectivement 9 et 13 versions des logiciels Azureus 1 (main-
tenant connu sous le nom de “Vuze”) et Eclipse 2. Ils ont ensuite e´tudie´ la
relation qu’il pouvait y avoir entre les classes en pre´sence de code smells et
les classes sujettes aux changements. Ils montrent ainsi que dans pratique-
ment toutes les versions d’Azureus et Eclipse, les classes pre´sentant des code
smells sont plus sujettes aux changements que les autres classes. Les code
smells ont donc bien un impact ne´gatif sur les classes et celui-ci augmente
lorsque le nombre de smells augmente au sein de la classe.
Ils ont e´galement constate´ que pour chaque logiciel, certains types de
code smells spe´cifiques e´taient davantage la cause d’un changement. Pour
l’outil d’Azureus, il s’agit notamment des code smells NotAbstract (qui est
la raison d’un changement dans 7 des 9 versions), AbstractClass et Large
Class (qui sont tous deux responsables d’un changement dans 5 des 9 ver-
sions). Pour Eclipse, il s’agit des code smells HasChildren 3, Message Chains
(cf. Section 3.1.5) et Not Complex 4. Cette e´tude soutient donc finalement
que les code smells peuvent avoir un impact ne´gatif sur l’e´volution d’un
logiciel. Pour rappel, ce type d’impact ne´gatif va influencer le temps et l’ef-
fort de maintenance qui, comme nous l’avons vu pre´ce´demment demande
des ressources supple´mentaires. Ces ressources ont indirectement un impact
e´cologique puisque le temps supple´mentaire a` travailler sur l’e´volution du




3. De´crit des classes avec beaucoup d’enfants
4. Pre´sence de plein de petites classes sans complexite´ et re´alisant chacune une res-
ponsabilite´ atomique
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Pour finir cette section sur l’impact e´cologique des code smells de Fowler,
une troisie`me e´tude [40] a e´value´ de manie`re empirique l’impact e´nerge´tique
du refactoring des code smells. Jusqu’a` pre´sent, il e´tait pre´conise´ de corri-
ger les code smells afin de re´duire l’effort de maintenance et de faciliter
l’e´volution du logiciel. Dans cette nouvelle et plus re´cente e´tude, la question
de recherche s’est porte´e sur l’impact positif ou ne´gatif du refactoring des
code smells bien connus que l’on peut retrouver dans les applications stan-
dards de´veloppe´es en Java. Selon cette e´tude [40], plusieurs autres e´tudes
mettent en avant que le refactoring des code smells a un impact positif sur
la maintenabilite´ du logiciel [43, 44] sans re´ellement traiter le sujet de l’ef-
ficacite´ e´nerge´tique. Et c’est sur ce sujet ainsi que sur la performance des
applications, que l’e´tude en question [40] s’est penche´e. Les trois questions
de recherches 5 pose´es sont les suivantes :
— Quel est l’impact du refactoring des code smells sur la consommation
d’e´nergie des applications Open Source Java ?
— Quel est l’impact du refactoring des code smells sur les performances
des applications Open Source Java ?”
— Quelles me´triques logicielles oriente´es objet peuvent eˆtre de bons indi-
cateurs d’impact sur les performances ou la consommation d’e´nergie
des code smells dans les applications Open Source Java ?
Pour ce faire, les auteurs ont se´lectionne´ cinq diffe´rents code smells (Fea-
ture Envy, Switch Statement, Long Method, God Class et Duplicated Code)
qu’ils ont de´tecte´ automatiquement et corrige´ (refactoring) dans trois appli-
cations Java Open-Source ; Jtrac qui est une application d’environ 14000
lignes de code tandis que les deux autres applications (CashManager et Pet-
Clinic) ont chacune environ 2000 lignes de code. Le refactoring s’est fait
de deux fac¸ons diffe´rentes. La premie`re consistant a` effectuer le refactoring
des code smells de manie`re individuelle, c’est-a`-dire en corrigeant qu’un seul
type de code smell sur l’application a` la fois et d’analyser son impact. Et
la seconde consistant a` effectuer le refactoring de tous les code smells en
meˆme temps et ce, dans des ordres diffe´rents a` chaque fois. La Figure 4.3
repre´sente le nombre de code smells corrige´s dans les diffe´rentes applications
et ou` les abre´viations repre´sentent les noms des code smells (FE = Feature
Envy, TC = Switch Statement, LM = Long Method, GC = God Class et
DC = Duplicated Code). La premie`re ligne du tableau montre le nombre de
fois que chaque code smell a e´te´ corrige´ en ayant applique´ le refactoring du
code sur un seul code smell a` la fois tandis que les lignes suivantes montrent
le nombre de code smells ayant e´te´ corrige´s en appliquant le refactoring com-
bine´ des code smells et ou` chaque ligne correspond a` un ordre diffe´rent dans
5. Les questions de recherche ont e´te´ traduites en franc¸ais.
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lequel les code smells ont e´te´ corrige´s. Par exemple, pour le premier tableau,
la seconde ligne signifie que le refactoring a eu lieu en corrigeant les code
smells dans l’ordre suivant : le code smell Feature Envy a e´te´ corrige´ (il n’y
en avait qu’une occurrence), ensuite le Switch Statement, le Duplicated code
et God Class ont e´te´ corrige´s dans cet ordre avec la meˆme occurrence que
pour le refactoring simple. Et pour finir, le code smell Long Method devait
eˆtre corrige´ mais aucune occurrence n’a e´te´ corrige´ puisque le refactoring
des code smells pre´ce´dents ont permis sa correction.
Figure 4.3 – Source : [40].
Les re´sultats obtenus pour la re´ponse a` la premie`re question ont montre´
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que pour l’application JTrac, la consommation e´nerge´tique est approxima-
tivement deux fois moindre lorsque les code smells Feature Envy et Long
Method sont corrige´s. (Voir Figure 4.4) ou` l’abre´viation Or correspond a`
l’application originelle. En revanche, pour les deux autres applications, le re-
factoring de ces code smells n’apporte pas de gain significatif sur la consom-
mation e´nerge´tique.
Figure 4.4 – Comparaison de la consommation e´nerge´tique de l’application
avant et apre`s refactoring. Source : [40].
Concernant la performance observe´e des applications, la seule diffe´rence
significative a eu lieu avec l’application JTrac ou` le refactoring individuel des
code smells Feature Envy et Long Method a montre´ une re´duction du temps
d’exe´cution de l’application par deux. En revanche, le refactoring des autres
code smells ont un le´ger impact ne´gatif sur la performance de l’application
(voir Figure 4.5)
Figure 4.5 – Comparaison de la performance de l’application avant et apre`s
refactoring. Source : [40].
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Finalement, l’e´tude souligne ne´anmoins que les mesures sont prises avec
des outils logiciels et que des mesures physiques sont ne´cessaires pour e´valuer
de fac¸on fiable ce genre d’impacts (a` l’aide d’un ampe`reme`tre par exemple)
car aucun indicateur fiable sur l’impact de la consommation e´nerge´tique et
la performance du refactoring des code smells ne peut eˆtre identifie´. En-
suite, ils ont montre´ que dans les applications d’une ampleur similaire a`
JTrac (14000 lignes de code), le refactoring des code smells tels que Feature
Envy et Long Method a un impact positif et significatif sur la consommation
e´nerge´tique de l’application. Une autre chose tre`s importante est que l’im-
pact du refactoring des code smells peut eˆtre diffe´rent selon les code smells.
Certains peuvent montrer des ame´liorations sur les performances, d’autres
sur une re´duction de la consommation e´nerge´tique alors que le refactoring
combine´ de plusieurs code smells peut empeˆcher ces ame´liorations.
Pour conclure cette section, on peut affirmer que la pre´sence de code
smells affecte sans aucun doute la maintenabilite´ du code source comme
on vient de le voir a` travers ces diffe´rentes e´tudes. Cet appauvrissement
de la maintenabilite´ me`ne a` un impact environnemental plus important. Et
ce, pour les raisons suivantes : principalement parce qu’un code difficile-
ment maintenable implique du travail et du de´veloppement plus long, ce
qui implique de prendre en compte les activite´s des de´veloppeurs pour me-
ner a` bien cette maintenance (leurs de´placements, le chauffage et l’e´lectricite´
consomme´s au sein du lieu de travail, tous les appels et vide´os confe´rences et
tout simplement la consommation e´nerge´tique des machines des de´veloppeurs,
. . .). Ainsi, au plus le code source est de qualite´ et bien conc¸u, au moins la
phase de maintenance aura un impact environnemental important. Pour ce
faire, les de´veloppeurs se doivent de connaˆıtre les mauvaises pratiques de
programmation et de bien concevoir les logiciels de`s le de´but du processus
afin de limiter cet impact.
4.2 Impact des code smells spe´cifiques a` Android
Dans cette section, nous traitons le cadre des applications mobiles sous
Android. Ces applications sont exe´cute´es sur des appareils alimente´s par
des batteries dont la dure´e de vie fait partie des pre´occupations importantes
dans ce domaine. C’est la raison pour laquelle il est important d’avoir un
code performant et bien conc¸u. Par exemple, S. Hasan et al. [45] ont e´tudie´
l’impact des collections Java et ont de´couvert qu’utiliser un type de struc-
ture de donne´es incorrect peut re´duire l’efficacite´ e´nerge´tique de 300%.
Tout comme pour les code smells de Fowler, la connaissance que l’on dis-
pose concernant l’influence des code smells sur la consommation e´nerge´tique
des applications mobiles est encore assez faible. Une e´tude tre`s re´cente, pu-
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blie´e en janvier 2019 [22] est a` la connaissance des auteurs, la plus grosse
e´tude sur le sujet actuellement. Elle cite notamment le travail de A. Ca-
rette et al [46] qui ont e´tudie´ la relation entre les code smells et l’efficacite´
e´nerge´tique. Mais a` nouveau, l’analyse s’est seulement base´e sur trois types
de code smells en concluant que la correction de ces code smells avait un
impact limite´ sur l’efficacite´ e´nerge´tique ou` l’on parle d’une ame´lioration
de 4% sur la consommation globale d’e´nergie. Cette nouvelle e´tude a donc
e´te´ mene´e a` grande e´chelle et s’est porte´e sur l’influence que peuvent avoir 9
diffe´rents code smells spe´cifiques a` Android sur la consommation e´nerge´tique
de 60 applications Android et ce, de manie`re bien plus approfondie que les
autres e´tudes traitant ce sujet. Les 60 applications repre´sentent un total de
19504 me´thodes analyse´es. Le choix des code smells s’est naturellement porte´
sur ceux ayant the´oriquement un lien avec les performances et la consom-
mation e´nerge´tique des applications.
Pour mener leurs analyses, les auteurs se sont base´s sur deux outils.
L’outil aDoctor qui a e´te´ pre´sente´ a` la section 3.3 et qui permet de de´tecter
les code smells spe´cifiques a` Android et le second, PETrA (Power Estimation
Tool for Android) permet d’estimer le profil e´nerge´tique des applications
mobiles.
Les trois questions de recherches qu’ils se sont pose´es sont les suivantes :
— Dans quelle mesure les code smells conside´re´s sont diffuse´s dans les
me´thodes des applications analyse´es ?
— Est-ce que les me´thodes affecte´es par les code smells ont une consom-
mation e´nerge´tique importante ?
— Est-ce que le refactoring des code smells a un impact positif sur la
consommation e´nerge´tique des applications mobiles ?
Les re´sultats obtenus pour la premie`re question de recherche ont montre´
que l’outil aDoctor a de´tecte´ 6155 occurences de code smells parmi les 19504
me´thodes. Le code smell Member Ignoring method a e´te´ de´tecte´ 3104 fois,
Slow Loop a e´te´ de´tecte´ 1288 fois, Leaking Thread a e´te´ de´tecte´ 828 fois
et la transmission de donne´es sans compression a e´te´ de´tecte´ 564 fois. Les
code smells Inefficient Data Format and Parser et Inefficient SQL Query
ont respectivement e´te´ de´tecte´ 3 et 0 fois. C’est la raison pour laquelle ce
dernier code smell a e´te´ exclu de l’analyse. Cependant et malgre´ le peu
d’occurrences du code smell Inefficient Data Format and Parser, celui-ci a
ne´anmoins e´te´ pris en compte dans l’analyse car il peut the´oriquement avoir
un gros impact sur l’efficacite´ e´nerge´tique. Pour rappel Hasan et al. [45] ont
montre´ dans leur e´tude qu’un mauvais format de donne´es pouvait re´duire
l’efficacite´ e´nerge´tique de 300%.
Il y a bien e´videmment d’autres code smells Android mais ceux-ci n’ont
aucun lien avec la performance ou la consommation e´nerge´tique du code
source. Comme par exemple les Public Data qui posent un proble`me au
niveau de la se´curite´ mais n’est cependant pas pertinent pour ce travail.
Concernant les re´sultats obtenus pour la seconde question, qui pour rap-
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pel, se demande si les me´thodes affecte´es par les code smells consomment
beaucoup de´nergie, les auteurs ont d’abord ordonne´ toutes les me´thodes en
fonction de ce qu’elles consomment en e´nergie. Ils ont ensuite observe´ que
parmi les 50% des me´thodes (9752) qui consomment le plus, 32% (3120)
contenaient un ou plusieurs code smells. Et parmi ces me´thodes malodo-
rantes,
— 2773 me´thodes faisaient parties des 30% les plus consommatrices.
— 1835 me´thodes faisaient parties des 10% les plus consommatrices. Ce
qui signifie que parmi les 10% des me´thodes qui consomment le plus
(soit 1950 me´thodes), 1835 (soit 94%) avaient une pre´sence de code
smells.
Figure 4.6 – Pourcentage des me´thodes les plus consommatrices affecte´es
par un ou plusieurs code smells. Source : [22]
Ce re´sultat laisse supposer qu’une relation existe entre les code smells
et la consommation d’e´nergie. Visuellement, les re´sultats de´taille´s de l’ana-
lyse sont pre´sente´s a` la figure 4.6 montrant tre`s clairement que plus l’on
se rapproche des me´thodes les plus consommatrices en e´nergie, au plus il
y a pre´sence de code smells. Par exemple, la courbe du haut repre´sente la
pre´sence du code smell Member Ignoring Method et montre qu’en prenant
les me´thodes dans le top 10 des plus consommatrices en e´nergie, on trouve
pre`s de 90% des occurrences de ce code smell et ainsi de suite pour chaque
code smell. Quatre code smells se de´marquent particulie`rement en e´tant
fre´quemment observe´s dans les me´thodes les plus consommatrices. Il s’agit
de Member ignoring method, Slow loop, Leaking Thread et Internal Set-
ter. D’un autre coˆte´, quatre autre code smells ; Data Transmission Without
Compression, Durable Wakelock, Inefficient Data Structure et Inefficient
Data Format and Parser n’apparaissent que tre`s peu mais la majorite´ des
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occurences de ces code smells sont de´tecte´s parmi les 10% des me´thodes les
plus consommatrices. Ce qui peut eˆtre un indicateur concernant un e´ventuel
impact sur la consommation d’e´nergie.
Cette seconde question de recherche a donc montre´ que la plupart des
code smells analyse´s avait en quelque sorte une relation avec la consomma-
tion e´nerge´tique des me´thodes affecte´es par ces code smells. Ce qui nous
inte´resse maintenant, c’est de pouvoir e´valuer cet impact re´el que cause les
code smells. C’est ce dont traite la troisie`me et dernie`re question de re-
cherche. Et pour ce faire, les auteurs ont e´value´ la mesure dans laquelle le
refactoring des code smells avait un effet sur la re´duction de la consommation
e´nerge´tique des me´thodes en question. Le refactoring s’est fait manuellement
pour 2354 me´thodes affecte´es par un seul code smell conside´re´, repre´sentant
un travail de 450 heures-homme.
Figure 4.7 – E´nergie consomme´e (en Joule) par les me´thodes avant et apre`s
le refactoring. Le pre´fixe “R” signifie que la me´thode a e´te´ refactorise´e.
Source : [22]
La Figure 4.7 montre les statistiques re´sultants concernant la consom-
mation d’e´nergie des me´thodes affecte´es par les code smells suivant : Data
Transmission Without Compression (DTWC), Durable Wakelock (DWL),
Inefficient Data Structure (IDS) et Inefficient Data Format and Parser (ID-
FAP) avant et apre`s le refactoring. On peut observer que le refactoring n’a
eu aucun effet sur la consommation d’e´nergie de ces me´thodes contenant l’un
des code smells pre´ce´demment cite´s, mais les auteurs soulignent ne´anmoins
que leur e´tude a e´te´ mene´e au niveau des me´thodes et que l’impact ne´gatif
de certains types de code smells peut tre`s bien se produire a` un niveau
de granularite´ supe´rieur (par exemple, au niveau des classes voire au ni-
veau du projet tout entier). Ensuite, comme annonce´, les 2354 me´thodes
qui ont e´te´ corrige´es manuellement comportaient uniquement un code smell
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alors que l’e´tude a montre´ que les me´thodes affecte´es simultane´ment par
deux code smells apparaissaient plus fre´quemment parmi les me´thodes les
plus consommatrices comme le montre la Figure 4.8. Le refactoring de ces
me´thodes aurait demande´ du travail supple´mentaire mais aurait permis de
voir si un effet be´ne´fique peut avoir lieu lorsqu’une me´thode est affecte´e par
plus d’un code smell.
Figure 4.8 – Pourcentage des me´thodes les plus consommatrices affecte´es
par un ou plusieurs code smells. Source : [22]
L’e´tude montre donc que le refactoring au niveau des me´thodes affecte´es
par un seul code smell ne permet pas d’obtenir une ame´lioration au niveau
de la consommation d’e´nergie du programme (Ici, il s’agit toujours unique-
ment des quatre code smells suivants : DTWC, DWL, IDS et IDFAP). En
revanche, au niveau de granularite´ suprieur, tel qu’au niveau des classes et
du projet tout entier, le refactoring des code smells permet bel et bien de
re´duire la consommation e´nerge´tique. Tout comme le montre Hasan et al.
[45] qui, dans une e´tude mene´e dans le cadre d’applications plus vastes et
complexes telles que des bibliothe`ques Java, la pre´sence de structures de
donne´es inefficaces comme par exemple un Hashmap < Integer,Object >
consomment e´norme´ment d’e´nergie et ce, jusqu’a` 3 fois plus que d’autres
structures de donne´es plus efficaces.
D’une autre part, les code smells du type Durable Wakelock ou Data
Transmission Without Compression ont un impact e´vident sur la consom-
mation e´nerge´tique mais qui ne se mesurent pas au niveau de la me´thode.
Par exemple, une me´thode acque´rant un wakelock (me´canisme indiquant a`
l’application qu’elle doit rester allume´e, ce qui empeˆche au mobile de “s’en-
dormir” [48]) sans jamais le relaˆcher, va fatalement avoir un effet ne´gatif sur
la consommation e´nerge´tique de l’application puisque celle-ci empeˆchera a`
l’appareil mobile de se mettre en veille et de passer dans un e´tat permet-
tant d’e´conomiser la consommation et ce, tant que l’application est en cours
d’exe´cution. Et bien entendu, cela ne peut pas se mesurer directement de-
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puis la me´thode en question, c’est au niveau de l’application que cet impact
doit eˆtre mesure´. Une explication similaire peut s’appliquer au code smell
concernant la compression des donne´es avant de les transmettre, l’impact
e´nerge´tique de cette mauvaise pratique ne peut pas eˆtre mesure´ au niveau
meˆme de la me´thode.
Le meˆme travail a e´te´ re´alise´ concernant les quatre code smells les plus
fre´quemment observe´s au sein des me´thodes. Il s’agit des code smells Member
Ignoring Method (MIM), Slow Loop (SL), Leaking Thread (LT) et Internal
Setter (IS). Les re´sultats sont repre´sente´s a` la Figure 4.9.
Figure 4.9 – E´nergie consomme´e (en Joule) par les me´thodes avant et apre`s
le refactoring. Le pre´fixe “R” signifie que la me´thode a e´te´ refactorise´e.
Source : [22]
Les re´sultats obtenus sont tre`s inte´ressants puisque l’on peut remarquer
une re´elle ame´lioration de l’efficacite´ e´nerge´tique apre`s avoir corrige´ les code
smells des me´thodes. Par exemple, pour le code smell Internal Setter, si l’on
conside`re la moyenne (Mean), on observe une consommation d’e´nergie de
0.083 Joules. Apre`s le refactoring, on observe une consommation de 0.016
Joules, soit une consommation 5 fois plus faible. L’effet be´ne´fique du refac-
toring est encore plus important concernant le code smell Leaking Thread
(LT) ou` l’on peut observer une consommation d’e´nergie 8 fois infe´rieure.
La refactorisation des deux autres smells permettent tous deux e´galement
d’avoir un gain sur la consommation.
Pour conclure cette section, cette e´tude prouve qu’il y a un re´el impact
de la pre´sence de code smells dans un code source sur la consommation
e´nerge´tique des applications Android. Sur les 9 code smells e´tudie´s, un seul
n’a jamais e´te´ observe´ et n’a donc pas e´te´ conside´re´ (Inefficient SQL Query),
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quatre code smells n’ont pas montre´ d’impact ne´gatif direct sur la consom-
mation au sein uniquement des me´thodes mais ou` d’autres e´tudes apportent
des re´sultats concrets sur l’impact de ces code smells a` un niveau de gra-
nularite´ supe´rieur. Et pour finir, les quatre derniers code smells ont quant
a` eux, un re´el impact ne´gatif et direct sur la consommation des me´thodes
affecte´es. Le refactoring des code smells permet ainsi d’ame´liorer l’efficacite´
e´nerge´tique des applications. Les auteurs de cette e´tude stipulent que dans
leurs futures recherches, ils e´tudieront l’impact des code smells a` un niveau
de granularite´ supe´rieur et souhaitent se concentrer sur un outil de nouvelle
ge´ne´ration de refactoring et de verification de la qualite´ du code.
4.3 Impact environnemental du re´seau
Dans les deux sections pre´ce´dentes, nous avons vu deux types ge´ne´raux
d’impacts : l’impact sur la maintenabilite´ du programme et l’impact sur
la performance du programme (impactant la consommation e´nerge´tique de
l’appareil). Un troisie`me impact pertinent dans le cadre de ce travail serait
de conside´rer l’impact qu’un code source peut avoir sur le re´seau. C’est-a`-
dire qu’il est assez fre´quent, notamment pour des projets OpenSource 6 de
travailler en collaboration sur un meˆme code source. Ce dernier est donc
centralise´ sur une plateforme telle que GitHub 7 par exemple et le rend
accessible par plusieurs personnes. Le proble`me e´tant que ce code source
va transiter syste´matiquement entre les machines des de´veloppeurs et le
serveur d’he´bergement de la plateforme en question. D’une part, un code
source plus volumineux va solliciter davantage le re´seau et ce pour chaque
transmission (envoi ou re´cupe´ration du code source depuis la plateforme).
A` savoir qu’un re´seau informatique est e´quipe´ d’e´quipements informatiques
(routeurs, commutateurs, . . .) ayant e´galement une certaine consommation
e´nerge´tique et une empreine carbonne. Donc la pre´sence de code mort ou de
la duplication inutile de code par exemple va augmenter la taille du code,
ce qui va impacter chaque transmission du code sur ce re´seau, augmentant
son empreinte carbonne.
Comme nous avons pu le constater dans la section 4.1 sur l’impact des
code smells de Fowler, un code source en pre´sence de code smell sera plus
sujet au changement et ne´cessitera davantage de maintenance. Dans le cas ou`
ce code source est partage´ entre plusieurs de´veloppeurs via une plateforme
telle que GitHub, bien plus de transmissions seront effectue´es sur le re´seau
de fac¸on a` ce que le code reste a` jour pour chaque personne qui travaille sur
le code. En d’autres mots, chaque de´veloppeur doit re´cupe´rer le code depuis
le serveur, effectuer les modifications sur ce code et ensuite transmettre a`
nouveau ce code sur le serveur pour que les autres aient les modifications.
6. Dont le code source est “ouvert” et libre d’acce`s.
7. https ://github.com/
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Donc plus il y a de la maintenance a` effectuer sur un code source partage´ et
plus le nombre de transmissions est multiplie´.
En re´sume´, un code de mauvaise qualite´ et en pre´sence de code smell
peut avoir un impact sur sa maintenabilite´, sa performance mais e´galement
sur le re´seau comme nous venons de le voir dans cette section.
4.4 Synthe`se
Dans cette section, nous faisons le point sur l’impact e´cologique des code
smells. La section 4.1, base´e sur trois e´tudes diffe´rentes aura permis d’ap-
prendre plusieurs choses sur l’impact des code smells de Fowler.
Premie`rement, qu’il n’existe pas de source scientifique avec des re´sultats
fiables sur un e´ventuel impact e´nerge´tique de ceux-ci.
Deuxie`mement, nous avons identifie´ un appauvrissement de la qualite´
du code en pre´sence de code smells qui impacte l’effort de maintenance. Cet
effort est difficilement estimable sur le plan environnemental pour les raisons
explicite´es dans la section. Pour rappel, la maintenance et l’e´volution d’un
logiciel ne´cessite du travail et celui-ci sera ge´ne´ralement plus long et com-
plexe en pre´sence de code smells. Ainsi, les code smells Feature Envy, God
Class, Temporary Field, Shotgun Surgery et des imple´mentations
mises en place sans interface ont e´te´ associe´s a` un effort de maintenance
plus important. Qui par extension, ont un impact sur l’empreinte e´cologique
duˆ au travail supple´mentaire. En revanche, la pre´sence du code smell Re-
fused Bequest a montre´ une le´ge`re re´duction sur l’effort de maintenance.
Troisie`mement, nous avons pu constater que la pre´sence de code smells au
sein des classes avait tendance a` rendre ces classes plus sujettes aux change-
ments. Une classe sujette a` un changement signifie donc qu’une maintenance
va plus rapidement devoir eˆtre effectue´e rejoignant ainsi le point pre´ce´dent
concernant l’empreinte e´cologique du code en pre´sence de code smells. Les
code smells NotAbstract, AbstractClass, Large Class, HasChildren,
Message Chains et Not Complex ont e´te´ identifie´s comme rendant par-
ticulie`rement les classes plus sujettes aux changements.
Pour finir avec l’impact des code smells de Fowler, nous avons appris que
le refactoring des code smells Feature Envy et Long Method sur une ap-
plication d’une envergure d’approximativement 14 000 lignes de code, per-
mettait de re´duire la consommation e´nerge´tique du programme quasiment
par deux. Tandis que le refactoring des code smells Switch Statement,
God Class et Duplicated Code ont montre´ une petite diminution de la
performance de l’application. Cette diminution de la performance peut donc
potentiellement augmenter la consommation e´nerge´tique de la machine.
Ensuite, concernant la section 4.2 qui se base sur l’e´tude la plus grande
et la plus re´cente de l’impact e´nerge´tique des code smells spe´cifiques a` An-
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droid, nous avons pu constater que les code smells Member Ignoring Me-
thod, Slow Loop, Leaking Thread et Internal Setter pre´sents dans une
me´thode ont tous les quatre un impact direct et significatif sur sa consomma-
tion e´nerge´tique. Contrairement aux code smells DataTransmission Wi-
thout Compression, Durable Wakelock, Inefficient Data Structure
et Inefficient Data Format and Parser qui n’ont pas montre´ d’impact
direct sur la me´thode et des mesures supple´mentaires doivent eˆtre re´alise´es
a` un niveau de granularite´ supe´rieur (Par exemple, au niveau de la classe
ou du projet dans son entie`rete´) afin de voir si oui ou non, ces code smells
ont un impact ou pas.
Ge´ne´ralisation des code smells
Depuis le de´but, les code smells de Fowler et les code smells Android
ont e´te´ diffe´rencie´s tant par leur description que par leur impact. Cepen-
dant, certains d’entre eux, sont parfaitement ge´ne´ralisables qu’importe la
plateforme. Par exemple, cela n’a pas encore e´te´ mentionne´ jusqu’a` pre´sent
mais la majorite´ des code smells de Fowler s’appliquent e´galement dans un
environnement Android et ce, pour la raison que ce type de code smells
aura tendance a` diminuer la qualite´ d’un code source et a` le rendre moins
maintenable. Si ceux-ci influent sur la maintenabilite´ d’un code Java stan-
dard, ils influent e´galement sur la maintenabilite´ d’un code Android. En
revanche, tous les code smells spe´cifiques a` Android ne sont pas applicables
aux programmes plus standards. Parmi les 15 code smells Android de´finis,
nous pouvons ne´anmoins en identifier 5 qui sont ge´ne´ralisables aux applica-
tions standards. Ces code smells sont Leaking Thread, Slow Loop, Data
Transmission Without Compression, Inefficient Data Structure et
Inefficient Data Format and Parser.
— Des fuites au niveau des threads (Leaking Thread) au sein d’une ap-
plication standard aura bel et bien un impact puisque cela va occuper
du CPU. Sachant que plus le CPU sera sollicite´, plus la machine de-
vra de´livrer de la puissance et aura ine´vitablement un impact sur la
consommation e´nerge´tique.
— Des boucles non-optimise´es (Slow Loop), que ce soit pour des appli-
cations mobiles ou des applications standards, augmenteront le temps
d’exe´cution du programme en le ralentissant.
— L’envoi de donne´es non compresse´es (Data Transmission Without
Compression) sur un re´seau aura un impact similaire et ce, qu’im-
porte la plateforme puisque cela ne concerne plus vraiment la consom-
mation e´nerge´tique qu’engendre le programme mais plutoˆt l’impact
que cela va produire en sollicitant davantage le re´seau.
— Et pour finir, des formats ou des structures de donne´es inefficaces,
bien qu’elles puissent eˆtre diffe´rentes en fonction des langages de pro-
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grammation, peuvent e´galement impacter le temps d’exe´cution ou la
me´moire du programme. Cela peut eˆtre des types de listes non opti-
mise´es, une mauvaise utilisation de format de dates etc.
Les 10 autres code smells de´finis comme e´tant spe´cifiques a` Android le
sont bel et bien et ne sont pas ge´ne´ralisable aux programmes standards.
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Chapitre 5
Refactoring du code source
Ce chapitre se de´compose en deux sections ; dans la section 5.1, nous
verrons une liste de techniques de refactoring des code smells et dans la
section 5.2 nous verrons des outils de refactoring.
5.1 Correction des Code Smells
Bien qu’il existe des outils de refactoring automatiques pour corriger les
code smells (cf. Section 5.2), cette section propose les solutions a` mettre en
place pour e´viter la pre´sence des code smells et peut donc servir tant de
re´fe´rence pour l’imple´mentation du programme que pour sa correction.
Cette section est re´partie en diffe´rentes cate´gories repre´sentant des tech-
niques de refactoring diffe´rentes pour les diffe´rents code smells de Fowler. Des
techniques de refactoring [49] sont propose´es pour corriger les code smells de
Fowler et la dernie`re cate´gorie propose des techniques de refactoring pour
les code smells spe´cifiques a` Android.
5.1.1 Arranger les me´thodes
Les techniques de refactoring pre´sente´es dans cette cate´gorie permettent
de rationaliser les me´thodes, de supprimer la duplication de code et de
pre´parer les e´volutions futures.
Extract Method
La technique d’extraction des me´thodes consiste a` de´placer des mor-
ceaux de code d’une me´thode et de les placer dans d’autres me´thodes plus
approrie´es. Cela permet d’obtenir un code plus lisible. Il est cependant im-
portant de donner un nom de me´thode pertinent et qui de´crit l’objectif / le
roˆle de la nouvelle me´thode. Ensuite cela permet d’e´viter la duplication de
code puisque la nouvelle me´thode peut eˆtre appele´e ailleurs dans le code et
ne ne´cessite plus de re´-e´crire du code de´ja` existant.
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Code smell corrige´ : Comments, duplicated code, Feature Envy, Long
Method, Message Chains.
Impact be´ne´fique : Maintenance
Inline Method
Cette technique de refactoring consiste simplement a` retirer la de´le´guation
qu’une me´thode peut avoir envers une autre me´thode. Lorsque le contenu
d’une me´thode est plus e´vident que la me´thode en elle-meˆme, l’appel de la
me´thode peut eˆtre remplace´e par son contenu. Cela permet ainsi de minimi-
ser le nombre de me´thodes qui ne sont pas ne´cessaires et rend le code plus
simple. Un exemple est montre´ par la Figure 5.1.
Figure 5.1 – Inline Method, Problem - Solution. Source : [49]
Code smell corrige´ : Middle Man
Impact be´ne´fique : En the´orie 1, la consommation e´nerge´tique puisque
plus il y a d’appels de me´thodes, plus la complexite´ du programme augmente
et plus cela demande de ressources.
Extract Variable
La technique d’extraction de variables consiste a` rendre une expression
complexe plus compre´hensible. La Figure 5.2 illustre cette technique de re-
factoring. Il est important de donner des noms de variables corrects qui
annoncent clairement ce qu’elles repre´sentent. Cela permet d’avoir un code
plus lisible et moins de commentaires interminables.
1. Puisqu’il n’y a a` ce jour, aucune ve´ritable preuve scientifique fiable a` ce sujet.
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Figure 5.2 – Extract variable, Problem - Solution. Source : [49]
Cette technique de refactoring introduit plus de variables dans le pro-
gramme mais cela est contre-balance´ par la facilite´ a` lire le code et a` re´duire
la duplication de code.
Code smell corrige´ : Duplicated code, comments.
Impact be´ne´fique : Maintenance
Inline Temp
Inline Temp consiste a` remplacer une variable temporaire par son ex-
pression directement.
Figure 5.3 – Inline Temp, Problem - Solution. Source : [49]
Cette technique est pratiquement toujours mis en place lors de la tech-
nique de refactoring qui suit (Replace Temp with Query).
Replace Temp with Query
Remplacer une variable temporaire par une me´thode qui consiste a` placer
l’expression mise dans cette variable directement dans une me´thode et en-
suite de l’appeler. Cela permet de rendre le code plus lisible et compre´hensible.
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En revanche, cela va impacter la performance du programme puisque des
appels des me´thodes supple´mentaires auront lieu. Bien qu’aucune e´tude
ne prouve concre`tement aujourd’hui que cela a un impact notable sur la
consommation e´nerge´tique, nous savons au moins que la pre´sence de code
smell impact la phase de maintenance et d’e´volution qui elle va avoir un
impact sur le temps de travail ne´cessaire pour faire e´voluer le programme.
Code smell corrige´ : Long Method
Impact be´ne´fique : Maintenance
Impact ne´gatif : Performance et donc en the´orie sur la consommation
e´nerge´tique.
Replace Method with Method Object
Lorsqu’une me´thode est trop longue et que l’on ne peut la se´parer a`
cause de variables locales qui sont difficiles a` isoler l’une de l’autre, on peut
transformer cette me´thode en une nouvelle classe se´pare´e. Cela permet de
corriger les me´thodes trop longues, ce qui rend le code plus facilement main-
tenable mais l’ajout de classes va impacter la complexite´ de tout le syste`me,
ce qui the´oriquement devrait re´duire les performances et augmenter la
consommation e´nerge´tique.
Code smell corrige´ : Long Method
Impact be´ne´fique : Maintenance
Impact ne´gatif : Performance et donc en the´orie sur la consommation
e´nerge´tique.
Substitute Algorithm
La substitution d’algorithme au sein d’une me´thode consiste simplement
a` remplacer le corps de cette me´thode par l’imple´mentation d’un nouvel
algorithme plus clair et plus performant.
Code smell corrige´ : Duplicated Code
Impact positif : Performance et donc impact positif sur la consomma-
tion e´nerge´tique.
5.1.2 De´placer des fonctionnalite´s entre les classes
Les techniques de refactoring de cette cate´gorie montrent comment de´placer
des fonctionnalite´s entre des classes, cre´er de nouvelles classes et de masquer
des de´tails d’imple´mentation des acce`s publics.
Move Method
Lorsqu’une me´thode est plus utilise´e dans une autre classe que la sienne,
il est bon de cre´er une nouvelle me´thode dans cette autre classe et d’y
de´placer le code de l’ancienne me´thode.
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Code smells corrige´s : Alternative Classes with Different Interfaces,
Data Class, Feature Envy, Inappropriate Intimacy, Message Chains, Parallel
Inheritance Hierarchies et Shotgun Surgery. [13]
Impact be´ne´fique : Maintenance
Move Field
De manie`re similaire a` la technique pre´ce´dente, lorsqu’un attribut est
plus utilise´ dans une autre classe que sa propre classe, il est judicieux de
cre´er cet attribut dans la classe qui l’utilise le plus et de le supprimer de
la classe initiale. E´videmment, sans oublier de remplacer les re´fe´rences de
l’attribut avec des appels approprie´s.
Code smells corrige´s : Feature Envy, Inappropriate Intimacy, Parallel
Inheritance Hierarchies et Shotgun Surgery. [13]
Impact be´ne´fique : Maintenance
Extract Class
L’extraction de classes consiste a` corriger le fait qu’une classe fait le
travail de deux voire de plusieurs classes. Pour ce faire, il suffit de cre´er
une ou plusieurs nouvelles classes et d’y placer les attributs et me´thodes
de´die´s au roˆle de la classe. L’introduction du code smell Obsession des
primitives (cf. 3.1.1) montre un exemple de classe qui contient et manipule
des donne´es qui peuvent eˆtre propre a` plusieurs classes. La Figure 5.4 montre
comment cela peut eˆtre corrige´.
Cette technique permet de faciliter la maintenance et l’e´volution du pro-
gramme et de respecter le principe d’une seule responsabilite´ par classe.
Attention a` ne pas rendre les classes trop petite non plus afin de ne pas se
retrouver avec des classes qui n’en font pas assez, ce qui est e´galement une
autre mauvaise pratique.
Code smells corrige´s : Data Clumps, Divergent Change, Duplicated
Code, Inappropriate Intimacy, Large Class, Primitive Obsession et Tempo-
rary Field. [13]
Impact be´ne´fique : Maintenance
Inline Class
A` l’inverse de la pre´ce´dente technique, lorsqu’une classe n’en fait pas
assez, qu’elle n’a pas de roˆle concret, il est pre´fe´rable de regrouper les fonc-
tionnalite´s de cette classe dans une autre classe. Ce qui permet finalement
de supprimer des classes dont on a pas force´ment besoin, libe´rant ainsi de
la me´moire et re´duisant la complexite´ ge´ne´rale du programme.
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Figure 5.4 – Refactoring du code smell Obsession de primitives.
Code smells corrige´s : Lazy Class, Shotgun Surgery et Speculative
Generality [13]
Impact be´ne´fique : En the´orie, la consommation e´nerge´tique graˆce au
gain en complexite´ et en me´moire.
Hide Delegate
Lorsqu’une classe acce`de a` une classe en passant par une classe in-
terme´diaire pour effectuer une action (Exemple : MyClass.getA().getB().doSomething()),
la de´le´gation cache´e peut eˆtre utilise´e pour que la classe initiale (MyClass)
n’aie plus connaissance ou ne de´pende plus de la classe B). Pour ce faire, il
suffit d’imple´menter une me´thode dans la classe A qui se chargera elle-meˆme
de de´le´guer le travail a` la classe B.
Cela permet d’avoir une meilleure inde´pendance entre les classes. Cepen-
dant, ce refactoring peut mener au code smell Middle Man, qui pour rappel,
signifique que l’on se retrouve avec une classe ayant trop de me´thodes dont
le seul roˆle est de de´le´guer. . .
Code smells corrige´s : Inappropriate Intimacy et Message Chains
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Remove Middle Man
Pour corriger le code smell Middle Man, qui signifie qu’une classe posse`de
trop de me´thodes dont l’objectif est de de´le´guer, il suffit simplement de
supprimer ces me´thodes et de faire en sorte que la classe appelante, appelle
directement la me´thode finale (ayant un roˆle autre que la de´le´guation).
Cela permet d’e´liminer le code smell Middle Man mais me`me a` avoir
la pre´sence d’autres smells tels que Inappropriate Intimacy et Message
Chains.
Code smell corrige´ : Middle Man
Introduce Foreign Method & Local Extension
Ces deux techniques de refactoring consistent simplement a` ajouter une
me´thode (Foreign Method) ou de cre´er une nouvelle classe (Local Exten-
sion) dans le syste`me afin de re´soudre le proble`me de la classe de librairie
incomple`te. Ces deux techniques ne sont pas pertinente dans le cadre de
ce travail puisque celles-ci ne font que rajouter de la complexite´ au pro-
gramme et ne contribuent donc en rien a` une ame´lioration de la consomma-
tion e´nerge´tique du programme.
Code smell corrige´ : Incomplete Library Class
5.1.3 Organiser les donne´es
Les techniques de refactoring de cette cate´gorie permet de mieux ge´rer
les donne´es du programmes et ainsi de rendre les classes plus facilement
re´utilisables et portables.
Replace Data Value with Object
Cette technique de refactoring est un cas particulier de l’Extract Class
qui dans ce cas consistait a` se´parer les multiples responsibilite´s pre´sentes.
Dans le cas du remplacement des valeurs de donne´es par un objet, il s’agit de
remplacer un attribut de type primitif (int, string, . . .) devenu trop complexe
de part son utilisation par une nouvelle classe. De plus, ce genre d’attributs
(voir Figure 5.5) peut facilement se retrouver dans plusieurs classes, ce qui
engendre de la duplication de code.
Dans le cas ou` le type de la variable est un tableau contenant une se´rie
de donne´es et que l’utilisation de ce tableau sert de stockage de donne´es
ou que son utilisation est fre´quent et plus complexe qu’un simple tableau,
l’utilisation d’une classe ou` les e´le´ments du tableau deviennent des attributs
permet une meilleure compre´hension et utilisation du code.
Code smells corrige´s : Large Class, Primitive Obsession [13] et possi-
blement le smell Duplicated Code [49].
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Figure 5.5 – Refactoring du code smell Replace Data Value with Object
[49]
Impact be´ne´fique : Maintenance
Change Bidirectional Association to Unidirectinal
Lorsque deux classes ont une relation bidirectionnelle entre-elles mais
qu’une des deux classes n’utilise pas les fonctionnalite´s de l’autre classe,
alors il est pre´fe´rable de retirer cette relation bidirectionnelle et ne laisser
qu’une relation unidirectionnelle. Cela permet de simplifier la classe qui n’a
pas besoin de cette relation, ce qui permet d’avoir moins de code et ainsi
moins de code a` maintenir.
Code smell corrige´ : Inappropriate Intimacy
Impact be´ne´fique : Maintenance
Encapsulate Field & Collection
L’encapsulation des attributs consiste a` rendre les attributs publics en
prive´s et de cre´er des me´thodes (Getter et Setter) permettant d’avoir un
controˆle sur la re´cupe´ration et le changement des valeurs de ces attributs.
Concernant les collections, telles que les listes, il n’est pas recommande´ de
cre´er de simples assesseurs (Get et Set) mais plutoˆt de cre´er une me´thode
permettant d’ajouter un e´le´ment dans la collection, une autre permettant
d’en retirer un et pour finir, une me´thode qui retourne une copie de la
collection de fac¸on a` ce qu’elle ne soit pas modifiable. Cette technique
d’encapsulation permet d’avoir les attributs et les me´thodes comportemen-
tales au sein de la meˆme classe, ce qui facilite notamment la maintenance
du code mais il n’est pas sans savoir que l’ajout des me´thodes augmente
le´ge`rement la complexite´ globale du programme pouvant the´oriquement
augmenter sa consommation e´nerge´tique duˆ a` une augmentation d’appels
de me´thode. Cependant, l’importance est d’avoir un code de qualite´, res-
pectant les principes de la programmation oriente´e-objet permettant une
meilleure maintenance et e´volution du programme sur le long terme. D’au-
tant plus qu’aucune e´tude a` ce jour n’apporte de preuves concre`tes sur la
consommation e´nerge´tique que peuvent engendrer de tels code smells. De
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ce point de vue, il est inte´ressant d’en convenir que quelques appels de
me´thodes supple´mentaires dans un programme sont ne´gligeables par rap-
port aux heures de maintenance et d’e´volution supple´mentaires qui peuvent
eˆtre ne´cessaires lorsque le programme n’est pas bien conc¸u.
Code smell corrige´ : Data Class
Impact be´ne´fique : Maintenance
Impact ne´gatif : En the´orie, la consommation e´nerge´tique
Replace Type Code with Class
Lorsqu’une classe contient un ensemble d’attributs de type primimtif uti-
lise´ sous forme de Type Code (ce qui signifique que ces attributs repre´sentent
finalement un meˆme concept mais contiennent des valeurs diffe´rentes - Voir
Figure 5.6), il est recommande´ de cre´er une classe pour repre´senter ce
concept et de cre´er une relation entre la nouvelle classe et l’ancienne.
Figure 5.6 – Refactoring du code smell Replace Type Code with Class [49]
Cela permet un meilleur controˆle des valeurs que peuvent avoir, dans ce
cas-ci (Figure 5.6), le groupe sanguin d’une personne. Autrement, en mani-
pulant des entiers pour repre´senter le groupe sanguin, des erreurs peuvent
rapidement se pre´senter si l’on se trompe de valeur pour un groupe en par-
ticulier. Toute valeur entie`re est the´oriquement accepte´e alors qu’avec une
nouvelle classe, seul une valeur de groupe sanguin est accepte´e.
Code smell corrige´ : Primitive Obsession
Impact be´ne´fique : Maintenance
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Replace Type Code with Subclasses
De la meˆme manie`re que la technique pre´ce´dente, lorsque des attributs
sont utilise´s pour caracte´riser davantage la classe, il est pre´fe´rable de cre´er
des sous-classes a` cette dernie`re (Figure 5.7). Ce qui ame´liore le principe
de responsabilite´ unique des classes et rend le programme plus lisible. En
revanche, l’ajout de classes augmente la complexite´ du programme mais a`
l’avantage que si l’on de´sire e´voluer le programme en ajoutant un nouveau
type, il suffit simplement de cre´er une nouvelle classe sans toucher au reste
du code. De plus, le polymorphisme peut eˆtre utilise´, e´vitant le code smell
Switch Statement.
Figure 5.7 – Refactoring du code smell Replace Type Code with Subclasses
[49]
Code smells corrige´s : Primitive Obsession et Switch Statement
Impact be´ne´fique : Maintenance
Replace Type Code with State/Strategy
S’il n’est pas possible d’utiliser l’he´ritage comme dans la technique de
refactoring pre´ce´dente, une solution est de remplacer les attributs (Type
Code), par un objet state (Figure 5.8). Cela est notamment utile lorsque
la valeur du Type Code change au cours du temps (Une personne est sta-
giaire puis devient vendeuse etc.). De meˆme, si une nouvelle valeur doit eˆtre
ajoute´e, il suffit d’ajouter une nouvelle sous-classe a` notre e´tat sans modi-
fier le code de´ja` existant, ce qui est une bonne chose lors de l’e´volution d’un
programme.
Code smells corrige´s : Primitive Obsession et Switch Statement
Impact be´ne´fique : Maintenance
5.1.4 Simplifier les expressions conditionnelles
Les techniques de refactoring de cette cate´gorie proposent des solutions
pour rendre les expressions conditionnelles moins complexes et donc plus
lisibles.
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Figure 5.8 – Refactoring du code smell Replace Type Code with
State/Strategy [49]
Decompose Conditional
La de´composition conditionnelle permet de de´composer une condition
complexe a` l’aide de me´thodes. Plus un code est long et complexe, plus il
sera difficile a` comprendre et donc plus complique´ a` faire e´voluer. En plac¸ant
les instructions et les expressions dans des me´thodes avec un nom explicite,
cela offre une meilleure compre´hension du code et permet, sur le long terme,
de revenir sur celui-ci sans devoir le de´cortiquer pour comprendre ce qu’il
fait re´ellement.
Figure 5.9 – Technique de refactoring Decompose Conditional [49]
Comme le montre la Figure 5.9, avant le refactoring, il faut comprendre
l’expression conditionnelle et puis il faut comprende ce que font chacune des
instructions exe´cute´e dans les deux cas de la condition. En remplac¸ant ces
instructions par des me´thodes, il est plus facile de comprendre que si nous
sommes en e´te´, il suffit d’appliquer les charges applicables en e´te´, sinon il
suffit d’appliquer les charges d’hiver. L’ide´e est de simplifier au maximum
la me´thode et le code en ge´ne´ral, ce qui permet une maintenance de code
bien plus facile. Cependant, l’ajout d’appels de me´thodes va augmenter la
complexite´ du programme.
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Code smell corrige´ : Long Method
Impact be´ne´fique : Maintenance
Impact ne´gatif : En the´orie, sur la consommation e´nerge´tique duˆ a`
l’augmentation d’appels de me´thodes.
Replace Conditional with Polymorphism
Dans le cas d’une me´thode qui posse`de une se´rie de if-elseif-else ou de
switch case exe´cute´e sur un type d’objet qui se preˆte a` l’oriente´-objet, il
est recommande´ de cre´er des sous-classes et d’utiliser le polymorphisme a`
la place. L’avantage a` cela est que lorsque l’on souhaite ajouter une nou-
velle variante d’exe´cution, il suffit d’ajouter une nouvelle sous-classe avec la
me´thode que chacune des classes exe´cute graˆce au polymorphisme et donc le
code existant ne doit pas eˆtre modifie´. Cela e´vite de devoir trouver chaque
conditions e´quivalentes dans le code pour ajouter la nouvelle variante.
cette technique de refactoring permet une maintenance plus aise´e mais
augmente la complexite´ ge´ne´rale du programme suite a` l’augmentation du
nombre de classes.
Code smell corrige´ : Switch Statement
Impact be´ne´fique : Maintenance
5.1.5 Simplifier les appels de me´thodes
Les techniques de refactoring de cette cate´gorie proposent des solutions
permettant de rendre les appels de me´thodes plus simples et plus faciles a`
comprendre.
Rename Method
Une technique tre`s simple, il s’agit de renommer les me´thodes n’ayant
pas de nom explicite. Un nom de me´thode qui explique ce que fait celle-ci,
permet de rendre le code plus lisible.
Code smells corrige´s : Comments, Speculative Generality et Alterna-
tive Classes with Different Interfaces
Impact be´ne´fique : Maintenance
Remove Parameter
La technique de supprimer des parame`tres consiste simplement a` retirer
tous les parame`tres que peuvent prendre les me´thodes et qui ne sont pas
utilise´s dans le corps de la me´thode. Meˆme si cela est pour anticiper un
futur besoin, ce n’est pas ne´cessaire de laisser des parame`tres inutiles. Cela
64
rajoute inutilement de le complexite´ dans le programme et complexifie la
maintenance du code.
Code smell corrige´ : Speculative Generality, Dead Code
Impact be´ne´fique : Maintenance
Replace Parameter with Explicit Methods
Lorsque le contenu d’une me´thode est partitionne´ en fonction de ses pa-
rame`tres, ce qui s’apparente a` un Switch Statement, il est pre´fe´rable d’ex-
traire chaque partie de la me´thode et d’en faire une nouvelle me´thode que
l’on appellera. (Voir Figure 5.10)
Figure 5.10 – Technique de refactoring Replace Parameter with Explicit
Methods [49]
Cela permet d’ame´liorer la lisibilite´ du code.
Code smell corrige´ : Switch Statement
Impact be´ne´fique : Maintenance
Preserve Whole Object
La pre´servation de l’objet en entier consiste a` passer un objet en pa-
rame`tre a` une me´thode et non a` y passer ses attributs. Par exemple, sup-
posons que l’on ait un objet Square qui a deux attributs height et width.
Au lieu de re´cupe´rer les valeurs des attributs et puis de les passer a` une
me´thode pour effectuer une ope´ration, il suffit d’y passer l’objet tout entier.
Par exemple, si la me´thode en question ne´cessite plus de donne´es a` un mo-
ment, il ne faudra pas chercher et modifier tous les emplacements dans le
code ou` l’on passe ces parame`tres a` la me´thode, tout se passera toujours a`
un seul endroit, la me´thode elle-meˆme. Ce qui facilite grandement la main-
tenance du programme.
Code smells corrige´s : Data Clumps, Long Method et Long Parameter
List
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Impact be´ne´fique : Maintenance
Introduce Parameter Object
L’introduction de parame`tres sous forme d’objet consiste a` remplacer
des groupes d’attributs similaires par une classe. Par exemple, l’utilisation
des variables Date de de´but, Date de fin et Dure´e peuvent eˆtre uti-
lise´ au sein d’une classe DateRange qui se chargera de repre´senter ces
variables. Cela permet d’avoir un code plus lisible et e´viter la manipulation
d’un groupe de donne´es. La compre´hension du code est par ce fait ame´liore´e.
Code smells corrige´s : Data Clumps, Long Method, Long Parameter
List et Primitive Obsession
Impact be´ne´fique : Maintenance
5.1.6 Utiliser l’he´ritage
Les techniques de refactoring de cette cate´gorie proposent des solutions
permettant d’utiliser au mieux le principe d’he´ritage afin d’e´viter certaines
mauvaises pratiques.
Pull Up Field & Method
Lorsque plusieurs classes posse`dent le meˆme attribut ou la meˆme me´thode,
il suffit simplement de le ou la remonter dans une classe me`re (a` cre´er si celle-
ci n’exsite pas). Ce qui permet de nettoyer la duplication de code.
Code smell corrige´ : Duplicated Code
Push Down Field & Method
A` l’inverse du Pull Up, le Push Down consiste a` redescendre un attribut
ou une me´thode qui n’est utilise´e que par une seule sous-classe. Cela per-
met d’ame´liorer la cohe´rence des classes et de retrouver les attributs et les
me´thodes la` ou` elles sont suppose´es eˆtre.
Code smell corrige´ : Refused Bequest
Collapse Hierarchy
La technique de re´duction de la hie´rarchie consiste a` fusionner une classe
et sa sous-classe lorsque celles-ci sont pratiquement identiques. Cela permet
de re´duire la complexite´ du programme.
Code smells corrige´s : Speculative Generality et Lazy Class
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Replace Delegation with Inheritance
Lorsqu’une classe contient de nombreuses me´thodes simples qui de´le`guent
a` toutes les me´thodes d’une autre classe, la solution est de rentre la classe
qui de´le`gue, une sous-classe de l’autre classe rendant la de´le´guation inutile.
La Figure 5.11 illustre clairement la situation.
Figure 5.11 – Technique de refactoring Replace Delegation with Inheritance
[49]
Code smell corrige´ : Middle Man
67
5.2 Outils de refactoring
Parmi les outils de de´tection de code smells pre´sente´s a` la section 3.3,
l’outil JDeodorant permet e´galement le refactoring automatique des code
smells Feature Envy, God Class, Long Method et Switch Statement. Pour
rappel, cet outil est disponible sous forme de Plug-in Eclipse.
JRefactory [51] est un outil gratuit disponible via plusieurs environ-
nement de de´veloppement tels que jEdit, Netbeans, JBuilder X, Ant et est
e´galement disponible sous forme d’application stand-alone. L’outil permet
d’effectuer les techniques de refactoring suivantes : Move Class, Rename
Class, Add Abstract parent class, Add child class, Remove empty class, Ex-
tract interface, Push up field, Push down field, Rename field, Push up me-
thod, Push up abstract method, Push down method, Move method, Extract
method et Rename Parameter.
FaultBuster [52] est un ensemble d’outils capable de supporter le re-
factoring automatique de code smells. L’outil est disponible sous forme de
plug-in pour les IDEs Eclipse, Netbeans et IntelliJ IDEA. L’outil dispose
d’une quarantaine d’algorithmes de refactoring diffe´rents [52], il a e´te´ teste´
sur des syste`mes de plus de 5 millions de lignes de code au total et a per-
mis de fixer plus de 11 000 proble`mes de codage offrant ainsi des solutions
complexes et comple`tes pour ame´liorer conside´rablement leur qualite´.
IntelliJ IDEA [53] est un environnement de de´veloppement java et
commercial qui supporte les techniques de refactoring suivantes : Rename
and Move Class/Method/Field, Change method signature, Extract Method,
Inline Method, Introduce variable/field, Inline local variable, Extract inter-
face, Extract superclass, Encapsulate fields, Pull up members, Push down
members et Replace inheritance with delegation.
RefactorIt est un logiciel commercial qui supporte le refactoring auto-
matique des techniques suivantes : Rename and Move Class/Method, Encap-
sulate field, Create Factory Method, Extract Method, Extact superclass/interface,
Pull up/Push down members.
Eclipse [54] est un environnement de de´veloppement facilement pa-
rame´trable et offrant un large ensemble de possibilite´s de refactoring. L’IDE
permet par exemple d’extraire automatiquement des variables locales, des
me´thodes, des classes ou de de´placer des e´le´ments. Sans oublier que de nom-
breux plug-in sont disponibles et offrent e´galement cette possibilite´ d’effec-
tuer du refactoring de code smells (cf. JDeodorant).
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Chapitre 6
Synthe`se et mode`le des
impacts e´cologiques des code
smells et de leur refactoring
Ce chapitre a pour but de synthe´tiser les trois pre´ce´dents chapitres en
faisant, pour chaque code smell, le lien entre le code smell lui-meˆme, son
impact et les techniques de refactoring associe´es (cf. section 6.1). La section
6.2 propose un mode`le visuel repre´sentant les influences des diffe´rents types
de code smells sur l’environnement qui se base sur la section 6.1. Nous
verrons quel est l’objectif et l’utilite´ d’un tel mode`le et comment celui-ci a
e´te´ construit et peut eˆtre utilise´.
6.1 Synthe`se
Cette section va donc reprendre chacun des code smells que nous avons
de´fini et nous ferons le lien avec le proble`me qu’il engendre et la ou les tech-
niques de refactoring associe´es. Les proble`mes engendre´s par les code smells
seront soit un proble`me de maintenance, soit un proble`me de performance,
soit un proble`me qui impacte le re´seau ou pour finir, un proble`me impactant
directement la consommation e´nerge´tique de l’appareil comme nous avons
pu le voir avec les code smells Android. Sachant que comme nous avons pu le
constater dans le chapitre 4, la maintenance, un proble`me impactant les per-
formances ou le re´seau impacte indirectement la consommation e´nerge´tique.
Long Methods
Les me´thodes longues sont des me´thodes disposant de bien trop de lignes
de code et de complexite´ qu’elles ne devraient.
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Proble`me : Cela impacte la maintenabilite´ de ces me´thodes duˆ a` une
lisibilite´ moindre et un temps de compre´hension plus important. Plus la
me´thode sera longue et complexe, plus la maintenance le sera.
Solution : Les techniques de refactoring associe´es a` ce code smell sont
Extract Method qui consiste simplement a` de´placer le code de la me´thode
dans d’autres me´thodes ou dans de nouvelles me´thodes plus approprie´es. Ce
qui permet de rendre le code plus lisible et d’augmenter la maintenabi-
lite´ de la me´thode. Replace Temp with query qui consiste a` remplacer
une variable temporaire par une nouvelle me´thode qui renvoie l’expression
contenue dans cette variable. Cela permet de rendre le code plus lisible et
compre´hensif mais a le de´savantage de re´duire la performance du programme
cause´ par un nombre d’appels de me´thodes plus important. Replace Me-
thod with Method Object qui consiste a` remplacer une me´thode trop
longue et indissociable par une classe, ce qui offre une meilleure mainte-
nabilite´ mais augmente aussi la complexite´ du programme, ce qui diminue
sa performance. Decompose Conditional qui consiste a` de´composer une
condition complexe a` l’aide de me´thodes ayant des noms parlant permettant
de rendre le code plus facilement compre´hensif, ame´liorant la maintenabi-
lite´ mais dont l’augmentation d’appels de me´thodes aura un impact sur la
performance du programme. Preserve Whole Object qui consiste simple-
ment a` passer un objet en parame`tre d’une me´thode et non pas ses attributs.
Ce qui permet une meilleure maintenabilite´ pour l’e´volution du programme.
Et Introduce Parameter Object qui consiste a` remplacer un groupe d’at-
tributs lie´s par une nouvelle classe. Permettant une meilleure manipulation
des donne´es et une meilleure compre´hension du code. Favorisant ainsi une
meilleure maintenabilite´.
Donc, les me´thodes longues ont un impact ne´gatif sur la maintenabilite´
du code mais un impact positif sur sa performance. Le refactoring de ce
code smell, aura donc un impact positif sur la maintenabilite´ mais un impact
ne´gatif sur la performance et donc sur la consommation e´nerge´tique dans
certains cas.
Large Class
Les classes larges sont des classes contenant beaucoup trop d’attributs,
de me´thodes et de lignes de code en ge´ne´ral.
Proble`me : Ces classes disposent bien souvent trop de responsabilite´s im-
pactant la maintenabilite´ des classes de la meˆme manie`re que les me´thodes
longues. Et donc plus les classes sont longues, complexes et disposent de
responsabilite´s, au plus l’impact sera important.
Solution : Les techniques de refactoring associe´es a` ce code smell sont
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Extract class et Replace Data Value with Object qui consistent a`
remplacer des attributs et des me´thodes par la cre´ation d’une nouvelle classe
qui est plus pertinente et permet de conserver une responsabilite´ unique pour
chaque classe. Il faut que le cre´ation d’une nouvelle classe soit justifie´e et
que celle-ci ne devienne pas le code smell Lazy Class ou Data Class par
exemple.
Primitive Obsession
L’obsession des primitives est l’utilisation excessive des variables de type
primitive a` travers l’ensemble du programme pour ge´rer et repre´senter un
ensemble des donne´es.
Proble`me : Cette pratique impacte la manipulation des donne´es et la
compre´hension ge´ne´rale du programme.
Solution : Les techniques de refactoring associe´es a` ce code smell sont
Extract Class et Replace Data Value with Object que nous l’avons
vu pour le code smell Large Class qui permet de corriger l’obsession des pri-
mitives au sein d’une classe en y cre´ant une nouvelle classe. Replace Type
Code with Class/Subclass/State qui est sont des cas particuliers du
code smell Replace Data Value with Object finalement et qui sont tous les
trois des fac¸ons diffe´rentes de conception en cre´ant de nouvelles classes. In-
troduce Parameter Object consistant a` remplacer les groupes d’attributs
par une classe.
Long Parameter List
Les longues listes de parame`tres sont des me´thodes prenant un nombre
important de parame`tres.
Proble`me : Cela rend moins lisible, moins compre´hensible et complique
l’utilisation et la refactorisation de la me´thode. Impactant donc la main-
tenabilite´ de celle-ci.
Solution : Les techniques de refactoring associe´es a` ce code smell sont
Preserve Whole Object qui consiste a` passer un objet en parame`tre a`
la place de ses attributs et Introduce Parameter Object qui consiste a`
cre´er une classe qui contiendrait comme attributs, les diffe´rents parame`tres
de la me´thode. Pour peu que ce soit cohe´rent bien entendu. Une fois la




Les agre´gats de donne´es sont des groupes de variables primitives mani-
pule´s ensemble a` la place de manipuler un seul objet.
Proble`me : Cela impacte la maintenabilite´ du code et complique son
e´volution.
Solution : Les techniques de refactoring associe´es a` ce code smell sont
Preserve Whole Object et Introduce Parameter Object exactement
de la meˆme fac¸on que le code smell Long Parameter List, sauf que dans ce
cas-ci, ce ne sont pas des parame`tres a` une me´thode mais directement des
groupements de variables au sein du code.
Switch Statement
L’ope´rateur Switch ou la se´rie de if-then-else est un code smell qui,
comme son nom l’indique, repre´sente un Switch Case ou une longue se´rie
de if-else if et dont l’utilisation de cet ope´rateur n’est pas ide´al a` la situation.
Proble`me : Ce code smell viole le principe du Ouvert / Ferme´, peut en-
gendrer de la duplication de code et rend le code plus difficile a` maintenir.
Solution : Les techniques de refactoring associe´es a` ce code smell sont
Replace Type Code with Subclasses, Replace Type Code with
State/Strategy, Replace Conditional with Polymorphism et Re-
place Parameter with Explicit Methods qui sont toutes des techniques
qui consistent a` ge´rer les diffe´rents cas que peut avoir un Switch case a` l’aide
du principe d’he´ritage et de polymorphisme.
Temporary Field
Des champs temporaires sont les attributs d’une classe qui ne sont uti-
lise´s que dans une voire dans quelques me´thodes de la classe. Les valeurs de
ces attributs sont pour la plupart du temps vides ou non pertinentes. Ces
attributs devraient uniquement se retrouver sous forme de variable au sein
de la me´thode qui les utilise.
Proble`me : Cela impacte la maintenabilite´ du code duˆ notamment a` la
compre´hension plus complique´e du code.
Solution : La technique de refactoring associe´e a` ce code smell est Ex-
tract Class dans le cas ou` l’attribut temporaire n’a finalement pas sa place
au sein de la classe. Dans le cas contraire, il est ne´cessaire de remplacer
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cet attribut par une variable se retrouvant uniquement dans la me´thode qui
l’utilise.
Refused Bequest
Le leg refuse´ est une classe qui he´rite d’une autre classe sans utiliser
voire tre`s peu les membres de celle-ci.
Proble`me : Cela peut introduire de la confusion lors de l’e´volution du
code et rend le code peu e´le´gant, ce qui impacte la maintenabilite´ du code.
Solution : La technique de refactoring associe´e a` ce code smell est Push
Down Field & Method qui consiste a` descendre un membre de la classe
me`re dans la ou les quelques sous-classes e´tant les seules a` l’utiliser.
Alternative Classes with different Interfaces
Les classes alternatives avec diffe´rentes interfaces sont l’utilisation de
deux voire meˆme de plusieurs classes ou fonctions ayant des noms diffe´rents
mais qui sont similaires et disposent d’une meˆme responsabilite´.
Proble`me : Cela a pour impact d’introduire de la redondance de code
et augmente donc l’effort de maintenance.
Solution : Les techniques de refactoring associe´es a` ce code smell sont
Move Method et Rename Method. L’ide´e e´tant de de´placer la ou les
me´thodes similaires au sein d’une et une seule me´thode. De meˆme pour les
classes similaires ou` le but est de ne garder qu’une seule classe et de retirer
la redondance afin de faciliter a` nouveau la maintenance.
Divergent Change
Un changement divergent est un code smell qui repre´sente un change-
ment qui ne´cessite plusieurs changements dans plusieurs me´thodes d’une
meˆme classe.
Proble`me : Il s’agit d’un proble`me de conception impactant la mainte-
nabilite´ du code.




Le Shotgun Surgery est quant a` lui un code smell qui repre´sente un chan-
gement qui ne´cessite plusieurs changements mais cette fois-ci dans plusieurs
classes simultane´ment.
Proble`me : Cela impacte la maintenabilite´ du code
Solution : Les techniques de refactoring associe´es a` ce code smell sont
Move Method, Move Field et Inline Class qui sont trois techniques
consistant a` de´placer certains membres (me´thodes, attributs) dans une classe
plus pertinente pour eux.
Parallel Inheritance Hierarchies
Les hie´rarchies d’he´ritage paralle`le est un code smell qui implique qu’a`
chaque fois qu’une sous-classe est ajoute´e a` une classe, une autre sous-classe
doit syste´matiquement eˆtre ajoute´e a` une autre classe. Introduisant de la
duplication de code et une organisation de plus en plus lourde.
Proble`me : La pre´sence de ce code smell va impacter la maintenabilite´
du code cause´ par la pre´sence d’un nombre bien plus important de classes.
Solution : Les techniques de refactoring associe´es a` ce code smell sont
Move Method et Move Field.
Comments
Concernant le code smell des commentaires que nous avons dfini, celui-ci
n’a pas plus d’impact en tant que tel. Comme explique´, Il peut camoufler
du mauvais code mais en tant que tel, celui-ci n’a pas d’impact sur la main-
tenance ou la consommation e´nerge´tique du code.
Solution : Les techniques de refactoring associe´es a` ce code smell sont
Extract Method et Extract Variable qui permettent toutes les deux de
refactoriser le code de fac¸on a` le rendre plus compre´hensible afin de rendre
les commentaires obsole`tes et Rename Method qui permet de de rendre
le nom d’une me´thode suffisamment clair pour comprendre ce qu’elle fait.
Duplicated Code
La duplication de code est un code smell relativement fre´quent et comme
son nom l’indique, repre´sente du code qui a e´te´ copie´-colle´ a` diffe´rents en-
droits du programme. La duplication de code peut e´galement eˆtre conside´re´e
74
lorsque des morceaux de code sont tre`s similaires.
Proble`me : Cela impacte la maintenabilite´ du code et alourdit inutile-
ment la taille du code source ce qui aura un impact supple´mentaire sur le
re´seau en cas de transmission du code sur une plateforme, . . .
Solution : Les techniques de refactoring associe´es a` ce code smell sont
Extract Class, Extract Method, Extract Variable, Substitute Al-
gorithm et Pull Up Field & Method
Lazy Class
Une classe paresseuse est une classe ayant une trop petite responsabilite´
pour ce qu’elle couˆte. Ce genre de classe peut apparaˆıtre lorsque le code
smell agre´gats de donne´es est corrige´ dans le but d’ame´liorer la maintenabi-
lite´ mais l’apparition de cette classe va inutilement augmenter la complexite´
du programme.
Proble`me : Le proble`me n’est ici pas la maintenabilite´ mais la complexite´
du programme. Dans des programmes conse´quents avec de nombreuses lignes
de code (> 10 000), cette complexite´ va significativement diminuer les per-
formances du logiciel, impactant sa consommation e´nerge´tique.
Solution : Les techniques de refactoring associe´es a` ce code smell sont
Inline Class qui permet de supprimer les classes inutiles en de´plac¸ant leur
contenu dans d’autres classes plus approprie´es et Collapse Hierarchy qui
permet de fusionner des classes presque identiques.
Data Class
Les classes de donne´es sont des conteneurs de donne´es qui ne contiennent
donc que des attributs et des me´thodes ne servant qu’a` acce´der a` ces attri-
buts.
Proble`me : L’impact est similaire au code smell Lazy Class, bien qu’ici,
les ope´rations sur les donne´es de la classe ne se font pas directement au sein
de la classe, ce qui engendre une maintenance plus difficile.
Solution : Les techniques de refactoring associe´es a` ce code smell sont
Move Method qui consiste a` placer la me´thode ope´rante sur les donne´es a`
l’endroit ou` se trouvent les donne´es et Encapsulate Field & Collection




Un code mort est la pre´sence d’attributs, de classes, de fonction ou tout
simplement des bouts de code qui ne sont tout simplement jamais utilise´s
au sein du programme.
Proble`me : Cela ne fait que perturber la maintenance du code. De plus,
ce surplus de code augmente la taille du projet, ce qui peut alourdir la trans-
mission de donne´es sur le re´seau lorsque le code du projet doit par exemple
eˆtre te´le´charge´ sur des plateformes, servers,. . .
Solution : Les techniques de refactoring associe´es a` ce code smell sont In-
line Class ou Collapse Hierarchy dans le cas ou` nous sommes confronte´s a`
une classe inutilise´e et Remove Parameter pour supprimer les parame`tres
non ne´cessaires par exemple. Pour le reste, il suffit simplement de supprimer
le code et les fichiers qui ne sont pas utilise´s.
Speculative Generality
La ge´ne´ralite´ spe´culative est parfaitement similaire au Code mort, il
s’agit de code non utilise´ mais volontairement imple´mente´ afin de re´pondre
a` un e´ventuel besoin futur.
Proble`me : L’impact est identique au code smell Dead Code.
Solution : Les techniques de refactoring sont donc identiques au code
smell Dead Code.
Feature Envy
Le code smell Feature Envy repre´sente une me´thode acce´dant plus aux
membres d’une autre classe que de sa propre classe, ce qui signifie peut-eˆtre
que cette me´thode n’est pas au bon endroit.
Proble`me : Ce code smell impacte la maintenabilite´ du code.
Solution : Les techniques de refactoring associe´es a` ce code smell sont
Extract Method, Move Method et Move Field qui, comment nous pou-
vons le constater, sont trois techniques qui consistent a` de´placer du code a`
un endroit plus approprie´ et permettant de`s lors d’empeˆcher qu’une me´thode




L’intimite´ inapproprie´e correspond a` des classes qui se connaissent beau-
coup trop entre-elles.
Proble`me : Les classes ont un couplage trop important, ce qui complique
leur utilisation et leur re´utilisation, ce qui impacte notamment l’e´volution
du programme.
Solution : Les techniques de refactoring associe´es a` ce code smell sont
Move Method, Move Field, Extract Class qui permettent de de´placer
des attributs et des me´thodes dans les classes approprie´es, Hide Delegate,
Remove Middle Man et Change Bidirectional Association to Uni-
directinal
Message Chains
Les chaˆınes de messages sont des code smells qui repre´sente des appels
de me´thodes chaˆıne´s parmi plusieurs classes, ce qui les rend de´pendantes
l’une des autres.
Proble`me : Le fait que des classes soient de´pendantes va impacter
l’e´volutivite´ du programme ainsi que la re´utilisation de ces classes.
Solution : Les techniques de refactoring associe´es a` ce code smell sont
Extract Method, Move Method, Hide Delegate et Remove Middle
Man sont toutes les quatre des techniques offrant la possibilite´ de supprimer
l’enchaˆınement d’appels qui forme cette chaˆıne de messages. Ou` il s’agit de
de´placer du code ou de faire en sorte que la me´thode appelante appelle
directement la dernie`re me´thode de la chaˆıne.
Middle Man
L’homme du milieu est un code smell qui repre´sente une classe qui ne
fait que de´le´guer une action a` une autre classe.
Proble`me : Ce type de classe n’a aucune autre responsabilite´ et rajoute
tant de la complexite´ au sein du programme que de la maintenance. Puisque
l’on se retrouve avec des appels de me´thodes supple´mentaires.
Solution : Les techniques de refactoring associe´es a` ce code smell sont
Remove Middle Man et Replace Delegation with Inheritance qui




Dans un environnement Android, le code smell Internal Setter est l’uti-
lisation des setters au sein meˆme de la classe. Cette ope´ration est assez
couˆteuse et a un impact direct sur la consommation e´nerge´tique de l’ap-
plication.
Solution : La seule technique ici est simplement de remplacer l’appel de
me´thode par une assignation directe.
Leaking Thread
Qu’importe l’environnement dans lequel on se trouve, des Threads qui
ne s’arreˆteront pas avant la fin de l’exe´cution du programme vont impacter
la me´moire mais peuvent tre`s bien solliciter le CPU e´galement.
Solution : La technique est donc de s’assurer syste´matiquement que
chaque Thread lance´ s’arreˆtera au bout d’un moment.
Member ignoring Method
Une me´thode ignorant les membres de sa classe est un code smell repre´santant,
comme son nom l’indique, une me´thode qui n’utilise jamais les attributs et
les autres me´thodes de la classe. tant donne´ que le fait de rendre cette classe
statique augmente son efficacite´, on peut dire que la pre´sence de ce code
smell impacte l’efficacite´ de la classe.
Solution : La technique de refactoring est de rendre ce type de me´thodes
statiques.
Slow Loop
Les boucles lentes sont des ope´rations permettant de faire des boucles
dans un programme mais qui ne sont pas aussi efficaces que d’autres ope´rateurs.
De manie`re plus ge´ne´rale, des boucles non-optimise´es vont impacter si-
gnificativement les performances du programme et donc sa consommation
e´nerge´tique.
Solution :Les techniques sont dans un premier temps d’utiliser les ope´rateurs
les plus efficaces, selon les langages. Comme par exemple l’utilisation d’un
foreach a` la place d’un simple for lorsqu’il est possible est bien plus efficace.
D’autre part, le contenu de la boucle se doit e´galement d’eˆtre optimise´ afin
de ne pas boucler davantage que ce qui est ne´cessaire.
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Data Transmission without Compression
La transmission de donne´es sans compression est comme son nom l’in-
dique, l’envoi de donn’ees sur un re´seau sans que celles-ci soit compresse´es.
Cela impacte fatalement le re´seau en le sollicitant davantage.
Solution :La technique de refactoring est de s’assurer que les donne´es
soient compresse´es avant une transmission.
Durable Wakelock
Le wakelock d’une application mobile est important et permet notam-
ment de mettre l’appareil en “veille” de fac¸on a` limiter sa consommation
e´nerge´tique. Le code smell Wakelock Durable signifie que le verrou du wa-
kelock n’est jamais relaˆche´ a` la fin de l’exe´cution des taˆches du programme,
ce qui va donc impacter la consommation e´nerge´tique de la batterie.
Solution : La technique est donc de s’assurer que chaque me´thode prenant
le controˆle du verrou le relaˆche bien a` la fin de son exe´cution.
Inefficient Data Structure / Format and Parser
Dans la meˆme ide´e que pour les boucles lentes, l’utilisation de formats
ou structures de donne´es inefficaces va impacter la performance du pro-
gramme.
Solution : La technique est donc d’utiliser les formats et structures de
donne´es pertinentes a` chaque situation et d’utiliser bien entendu les plus
optimise´s.
Leaking Inner Class
Ce code smell ne concerne que les applications Android et repre´sente
une classe interne a` une autre. Cette classe interne est utilise´e sous forme de
taˆche asynchrone a` la classe externe et le proble`me est que cette ope´ration
peut cre´er des fuites de me´moire dans le cas o l’activite´ de la classe externe
est de´truite alors qu’une taˆche asynchrone est toujours en cours d’exe´cution.
Cela va donc impacter la me´moire vive et peut impacter les performances
e´galement dans le cas ou` la taˆche asynchrone exe´cute continuellement des
instructions.
Solution : La technique est de`s lors de s’assurer qu’une taˆche asynchrone
soit arreˆte´e lorsque l’activite´ en question est de´truite.
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No Low Memory Resolver
Ce code smell concerne e´galement les applications Android et signifie
que le comportement d’une application s’exe´cutant en arrie`re plan ne dis-
pose pas de la me´thode Activity.onLowMemory permettant de nettoyer les
caches et les ressources inutiles de l’application. Ce qui peut donc impacter
la me´moire. Sachant que l’alourdissement de l’application peut engendrer un
impact sur la consommation e´nerge´tique de celui-ci puisqu’elle sera en de-
mande de plus de ressources.
Solution : La technique est donc de s’assurer que l’activite´ principale
de l’application mobile dispose de la me´thode cite´e plus haut de fac¸on a`
optimiser l’utilisation du cache et des ressources.
Rigid Alarm Manager
A` nouveau typique a` Android, le code smell du Gestionnaire d’alarme
rigide signifie qu’une application contient une instance de la classe Alarm-
Manager avec un re´glable pre´cis sur le setRepeating() ce qui est tre`s drainant
pour la batterie. Il est donc recommande´ d’utiliser cette me´thode lorsqu’une
pre´cision sur le temps du rappel est re´ellement ne´cessaire.
Solution : La technique de refactoring associe´e a` ce code smell est simple-
ment l’utilisation d’une autre me´thode moins pre´cise a` cet effet telle que se-
tInexactRepeating() qui permet a` Android de synchroniser plusieurs alarmes
re´pe´table de fac¸on inexacte et les appelle toutes au meˆme moment. L’uti-
lisation de cette me´thode, comme on vient de le citer, doit eˆtre utiliser
uniquement lorsque cela est ne´cessaire.
6.2 Mode`le des impacts e´cologiques des code smells
et de leur refactoring
Cette section pre´sente le mode`le qui a e´te´ re´alise´ sur base de tout ce qui
a e´te´ vu dans les chapitres pre´ce´dents et montre l’influence du code source
sur l’environnement en fonction de diffe´rents crite`res (Code smells, impacts,
. . .). Ce mode`le s’apparente donc a` un diagramme d’influence.
6.2.1 Objectif et utilite´ du mode`le
Le mode`le, qui est pre´sente´ a` la section 6.2.2 a plusieurs objectifs. En
premier lieu, il permet de montrer l’influence que peut avoir le refactoring
sur les code smells et l’influence que peuvent avoir la complexite´ et la taille
du code sur les divers impacts que nous avons identifie´s dans le chapitre 4. Et
deuxie`ment, ce mode`le a pour utilite´ de servir comme base the´orique pour de
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futurs travaux concernant le de´veloppement d’un outil logiciel permettant
d’identifier automatiquement l’impact environnemental d’un code source et
de proposer des solutions pour corriger ou re´duire cet impact.
Dans le cadre de ce me´moire, le mode`le se veut volontairement abstrait,
simple et intuitif. Celui-ci peut finalement servir de pre´misse pour de futurs
travaux et se doit d’eˆtre suffisamment simple et abstrait pour que la connais-
sance de l’e´tat de l’art de ce me´moire soit bien comprise et interpre´te´e. Il
peut e´galement servir a` d’autres chercheurs pour entreprendre et e´laborer
des recherches plus avance´es sur ce sujet.
6.2.2 Le mode`le d’influence
De´finition : un mode`le d’influence ou diagramme d’influence est une
repre´sentation graphique d’un proble`me de de´cision. Il de´crit les e´le´ments
cle´s telle que la situation actuelle, les de´cisions qui peuvent eˆtre prises, les
incertitudes et les objectifs repre´sente´s par des noeufs de formes et de cou-
leurs diffe´rentes. Des fle`ches repre´sentent les influences entre ces noeufs. [56].
Pour des raisons de lisibilite´ et afin de permettre d’apporter une pre´cision
supple´mentaire, deux mode`les sont propose´s. Le second mode`le ne fait que
reprendre une partie du premier mode`le en y ajoutant une pre´cision. Dans le
premier mode`le (Figure - 6.1), on retrouve quatre types de noeufs diffe´rents ;
le noeuf bleu fonce´ qui repre´sente la situation actuelle, le noeuf vert qui
repre´sente une de´cision a` prendre, les noeufs bleus clairs qui correspondent
aux re´sultats de la de´cision (que l’on appelle aussi des variables chances ou
incertitudes) et les noeufs rouges correspondent aux diffe´rents objectifs.
Explication du mode`le : la situation actuelle est le fait d’avoir un code
de mauvaise qualite´ avec pre´sence de code smells. Ce noeud est lie´ a` une
de´cision qui dans notre cas correspond au fait d’effectuer le refactoring des
code smells. Cette de´cision aura une influence sur la pre´sence ou non des
diffe´rents code smells. Et pour finir, la pre´sence ou non des code smells aura
une influence sur les objectifs que l’on vise, c’est-a`-dire un plus petit impact
sur la maintenabilite´, la performance, le re´seau et plus globablement, sur
l’impact environnemental du logiciel. Le mode`le est donc tre`s simple a` com-
prendre, on part du postula que nous avons un code de mauvaise qualite´, si
l’on de´cide d’effectuer un refactoring sur ce code, cela va permettre de jouer
sur la pre´sence des code smells dans ce code et ainsi be´ne´ficier d’un impact
moindre. Dans ce mode`le, tous les code smells sont relie´s a` tous les impacts
potentiels et c’est la raison pour laquelle un deuxie`me mode`le a e´te´ produit
pour ajouter une pre´cision sur l’impact re´el des code smells. On peut remar-
quer e´galement sur les deux mode`les que les impacts de la maintenabilite´, la
performance et le re´seau, ont un lien vers l’impact environnemental puisque
comme nous l’avons vu a` travers ce me´moire, une faible maintenabilite´, une
faible performance du logiciel et une sollicitation accrue du re´seau vont tous
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les trois avoir un impact environnemental.
Pour ce faire, le mode`le a` la Figure 6.2 regroupe diffe´remment les code
smells de fac¸on a` visualiser leur(s) impact(s) respectif(s). En dehors des code
smells, la taille et la complexite´ d’un code source ont e´te´ ajoute´ au meˆme
titre que les code smells.
On voit de`s lors que la taille d’un code source a une influence sur la
maintenabilite´ du code et sur le re´seau (plus la taille sera importante, moins
le code sera maintenable et plus le re´seau sera sollicite´ en cas de transmis-
sions). Les code smells de Fowler ont tous un impact sur la maintenabilite´
du code. Les code smells Duplicated Code, Dead Code, Speculative Gene-
rality, Data Transmission Without Compression ont tous un impact sur le
re´seau (en plus de la maintenabilite´ puisque ces code smells sont des code
smells de Fowler). Les code smells Lazy Class, Slow Loop, Data Class, Mes-
sage Chains, Middle Man, Alternative Classes with Different Interfaces et
Inefficient Data Structure / Format ont quant a` eux un impact sur la per-
formance du code (en plus de la maintenabilite´), les code smells Android
ont un impact sur la consommation e´nerge´tique de l’appareil et pour finir,
la complexite´ du code joue un roˆle sur la performance et la consommation
e´nerge´tique du logiciel. Ce qui re´sume finalement, de manie`re visuelle, la
connaissance tire´e des e´tudes que nous avons vu au chapitre 4.
82
Figure 6.1 – Mode`le d’influence ge´ne´rique
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L’objectif premier de ce me´moire consistait a` identifier l’impact envi-
ronnemental que peuvent avoir les mauvaises pratiques logicielles sur base
des sources existantes dans la litte´rature. Nous avons ainsi pu identifier une
se´rie de mauvaises pratiques que l’on nommera Code Smells et dont plu-
sieurs impacts peuvent y eˆtre associe´s. Malgre´ le peu d’e´tudes sur le sujet,
il a e´te´ montre´ que les code smells ont bel et bien un impact. Une premie`re
e´tude montre bien que la pre´sence de certains code smells de Fowler dans
un code source augmentait l’effort de maintenance de ce dernier. D’autres
code smells plus spe´cifiques comme les boucles lentes ou une mauvaise uti-
lisation des structures de donne´es re´duisent quant a` eux la performance du
programme. Une seconde e´tude a montre´ que plus un code source conte-
nait de code smells de Fowler et plus celui-ci e´tait sujet au changement.
La troisie`me e´tude que nous avons traite´e montre a` son tour que pour les
code source volumineux, le refactoring des code smells de Fowler apporte
un gain significatif sur le temps d’exe´cution et donc sur la consommation
e´nerge´tique du programme. Nous avons e´galement e´te´ plus loin en montrant
qu’un impact sur la maintenabilite´ et la performance du code source a aussi
un impact sur l’environnement. Concernant les code smells spe´cifiques a` An-
droid, une seule et grande e´tude a e´te´ analyse´e et montre que la pre´sence
de code smells a un impact significatif sur la consommation e´nerge´tique de
l’appareil.
Le second objectif du me´moire e´tait de synthe´tiser la connaissance ob-
tenue de l’e´tat de l’art et d’y apporter un mode`le permettant de visualiser
plus clairement les enjeux des code smells au sein d’un code source. Ce qui
permet de voir plus clairement, chaque impact sur chaque famille de code
smells.
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7.1 Point de vue critique
Dans cette section, un point de vue critique est pose´ sur ce me´moire
afin de voir quelles sont ses forces et ses faibles et comment pourrait-il eˆtre
ame´liore´.
Objectivement, la force de ce me´moire re´side dans le fait qu’il est re-
lativement simple a` comprendre, et ce, meˆme pour des personnes qui ne
maˆıtrisent pas le domaine du logiciel. Il est assez aise´ de comprendre a` tra-
vers ce me´moire qu’il existe des mauvaises pratiques logicielles pouvant eˆtre
applique´es par les de´veloppeurs, ayant des re´percutions sur l’utilisation ou
la maintenabilite´ et l’e´volution du code. De cette fac¸on, le me´moire peut
autant servir a` des de´veloppeurs de toutes cate´gories (de´butants comme ex-
perts) afin d’optimiser la qualite´ de leur code source, tout comme il peut
servir a` des chercheurs pour poursuivre des recherches dans ce domaine.
Au contraire, sa simplicite´ et l’abstraction utilise´e pour le mode`le font
sa faiblesse. Dans le sens ou` le mode`le peut servir de premie`re base pour
l’imple´mentation d’un outil capable de de´tecter automatiquement la pre´sence
de code smells (tout comme d’autres outils sont de´ja` capables de le faire)
mais sachant apporter une estimation de l’impact que causent les code smells
de´tecte´s. Au stade actuel, le mode`le ne dispose pas assez de pre´cision pour
pouvoir directement se lancer dans un tel projet et me´riterait d’eˆtre ame´liore´
(cf. Section 7.2).
7.2 Perspectives futures
Pour aller plus loin dans la de´marche concernant l’impact e´cologique
des code smells, il serait particulie`rement inte´ressant de mettre en place un
moyen permettant de mesurer, a` l’aide d’outils physiques, la consommation
e´nerge´tique d’un code source. Plus concre`tement, de futurs travaux pour-
raient mettre en place un ou plusieurs syste`mes plus ou moins conse´quents en
terme de taille (comme a pu le faire, l’une des e´tudes que nous avons analyse´)
et d’effectuer des mesures physiques de manie`res a` analyser la consommation
e´nerge´tique d’une me´thode particulie`re, d’une classe particulie`re ainsi que
du projet dans son entie`rete´ et ce, avant et apre`s la phase de refactoring.
Ce travail permettrait d’apporter des mesures fiables permettant d’identifier
de manie`re plus pre´cise, l’impact e´nerge´tique direct que pourraient avoir les
code smells et plus particulie`rement, les code smells de Fowler spe´cifiques
aux applications de bureau.
Ensuite, le mode`le propose´ au chapitre 6 pourrait servir de base the´orique
a` la conception d’un outil capable d’estimer ou simplement d’informer les
de´veloppeurs des erreurs de conceptions et de de´veloppement introduites
dans le code source. Informant ainsi les de´veloppeurs des proble`mes dans le
code source pouvant impacter le programme d’un point de vue e´cologique.
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Cependant, comme mentionne´ dans la section 7.1, ce mode`le n’est a` ce jour
pas suffisamment pre´cis et ne´cessiterait des ame´liorations. Notamment, il
serait inte´ressant d’incorporer les diffe´rentes techniques de refactoring dans
le mode`le et d’y faire apparaitre les code smells individuellement. Cette
ame´lioration, offrirait une aisance pour l’imple´mentation d’un futur logiciel
afin d’inte´grer dans celui-ci, les code smells l’un apre`s l’autre en fonction
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