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HTML Hyper Text Markup Language jezik za oznacˇevanje hiper be-
sedila
CSS Cascading style sheets Kaskadne stilske predloge
DOM Document object model Dokumentni objektni model




CLI Command-line interface Vmesnik ukazne vrstice
JSON JavaScript Object Notation objektna notacija JavaScript
HTTP HyperText Transfer Protocol protokol za prenos hiperteksta
XML Extensible Markup Language razsˇirljiv oznacˇevalni jezik

Povzetek
Naslov: Izdelava spletnih aplikacij z ogrodjem Angular
Avtor: Vid Stoschitzky
Diplomska naloga je sestavljena iz predstavitve ogrodja Angular, njego-
vih kljucˇnih funkcionalnosti in predstavitve ogrodja na konkretnem izdelku
- spletni aplikaciji SportPlayer. V sklopu diplomske naloge bomo prav tako
spoznali dve drugi orodji za razvoj spletnih aplikacij. Prvo je ogrodje An-
gularJS, drugo pa knjizˇnica React. Angular je ogrodje za razvoj spletnih
aplikacij in ga uporabimo za razvoj prednjega dela (ang. Front end) neke
spletne resˇitve. Prvicˇ ga je predstavilo podjetje Google v letu 2009. Obstaja
sicer vecˇ razlicˇic in imen tega ogrodja, a vendar je zdaj ime poenoteno v An-
gular. Je eno najpogosteje uporabljenih ogrodij za izdelavo spletnih aplikacij,
saj se ponasˇa s hitrim delovanjem izdelanih aplikacij, mozˇnostjo delovanja na
vecˇ platformah in z velikim sˇtevilom uporabnikov. Vse te lastnosti so pred-
stavljene na izdelani spletni aplikaciji SportPlayer.




Title: Development of web applications with Angular framework
Author: Vid Stoschitzky
The thesis consists of describing the framework Angular, its key functionali-
ties, and a demonstration of its usage on a concrete example - a web appli-
cation SportPlayer. Furthermore the thesis also includes the description of
two other options for web application development. The first option being
the framework called AngularJS, and the other one a library called React.
Angular is a framework for developing web applications, more specifically for
the front end of web solutions. It was first announced in 2009 by Google.
There are many different versions known by different names, however they
all fall under the umbrella term Angular. This framework is one of the most
used when it comes to web application development. Its main advantages
are: Speed of the finished product, the possibility of deploying the final so-
lution to multiple platforms and a large user community. All these features
are showcased later on in the application SportPlayer.




Ko govorimo o novodobnih spletnih aplikacijah, imamo v mislih vecˇ karekte-
ristik, ki jih mora po nasˇem mnenju vsebovati tovrstna aplikacija. Le-ta mora
biti zelo hitra, saj danasˇnji zˇivljenjski slog prakticˇno ne dopusˇcˇa izgubljenega
cˇasa, zato pocˇasne aplikacije niso konkurencˇne. Ena od glavnih lastnosti pa je
prav gotovo tudi odzivnost (ang. Responsive) spletne aplikacije. Novodobni
uporabniki za dostop do spleta v veliki vecˇini raje uporabljajo svoje mobilne
naprave kot pa namizne ali prenosne racˇunalnike. S staliˇscˇ narocˇnika, raz-
vijalca ali koncˇnega uporabnika torej zahtevamo, da cˇe zˇelimo dostopati do
neke spletne storitve iz mobilne naprave, se nam le-ta pokazˇe enako uporabno
in pregledno, kot cˇe bi do nje dostopali iz svojega prenosnega racˇunalnika.
Vse te navedene lastnosti najbolje zajamemo z ogrodjem Angular, katerega
glavne prednosti so hitrost, odzivnost, pregledna koda, ponovna uporabnost
kode in mozˇnost razvoja za vecˇ platform naenkrat. Prav tako pa ima to
ogrodje veliko uporabnikov in je razvoj sˇe toliko lazˇji.
Seveda pa ogrodje Angular ni edino primerno za razvoj novodobnih sple-
tnih aplikacij. V nadaljevanju diplomskega dela bomo spoznali sˇe ogrodje
React, ki ga je razvilo podjetje Facebook. Prav tako bo predstavljeno tudi
ogrodje AngularJS, ki je sicer prvotna razlicˇica ogrodja Angular, vendar pa
se od zdajˇsnje razlicˇice zelo razlikuje. Prakticˇno je podjetje Google novejˇse
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ogrodje razvilo na novo. Obstaja ogromno spletnih aplikacij, ki so razvite
z ogrodjem AngularJS in tudi sˇtevilo uporabnikov je bistveno vecˇje kot pri
drugih omenjenih. Vendar, kot bomo lahko spoznali kasneje, tudi obe ostali
ogrodji zelo hitro pridobivata na popularnosti ter sˇtevilu novih uporabnikov.
Poglavje 2
Ogrodja za razvoj spletnih
aplikacij
V poglavju, ki sledi, bom predstavil pogled narocˇnika in uporabnika na po-
ljubno spletno aplikacijo. Bodisi zˇe obstojecˇo, bodisi aplikacijo, ki je sˇe v
fazi nacˇrtovanja. Spoznali bomo 2 ogrodji za izdelavo tovrstnih aplikacij ter
eno knjizˇnico. Malce bolj podroben je opis ogrodja Angular, saj so njegovi
sestavni deli zelo pomembni za kasnjesˇo predstavitev nasˇe spletne aplikacije
SportPlayer.
2.1 Lastnosti spletnih aplikacij
Cˇe se postavimo v vlogo narocˇnika neke spletne aplikacije, imamo v mislih
kar nekaj razlicˇnih kriterijev, ki jih zˇelimo implementirati v nasˇo koncˇno
resˇitev. Ena od njih je prav gotovo cˇas izdelave. Kot narocˇnik seveda zˇelimo
nasˇ izdelek cˇimprej videti na trgu in za njega porabiti cˇim manj denarja. Za
izpolnitev taksˇnih pogojev bomo potrebovali najboljˇso mozˇno tehnologijo,
ki jo bomo implementirali v nasˇ izdelek. Vsa napisana koda pa mora biti
seveda lahko berljiva, kar pomeni, da ljudje, ki razvijajo ta produkt, z lah-
koto dodajajo nove funkcionalnosti k nasˇi spletni aplikaciji in da pri tem ne
izgubljajo predragocenega cˇasa. Zˇelimo tudi, da je nasˇa izbrana tehnologija
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zasnovana na nacˇin, da je pripravljena na hitre spremembe, ki se dogajajo
pri razvoju spletnih aplikacij. Pomembno pa je, da tehnologija, ki smo jo
izbrali, ni zastarela zˇe po nekaj letih. Kot velika prednost izbranega ogrodja
ali tehnologije se lahko izkazˇe tudi velika baza zˇe obstojecˇih uporabnikov.
Seveda kot razvojniki velikokrat naletimo na tezˇavo, ki na prvi pogled ni
preprosta za odpravo ali celo sami ne najdemo resˇitve. V taksˇnih primerih
se izkazˇe veliko sˇtevilo uporabnikov zelo prirocˇno, saj lahko hitro najdemo
problem in resˇitev na za to namenjenih portalih. Komentarjev na teh porta-
lih se posluzˇujejo tudi razvojniki samega ogrodja, kar odgovor naredi sˇe bolj
kakovosten.
Seveda pa je pomemben vidik nasˇe koncˇne resˇitve tudi pogled s strani
samih uporabnikov. Novodobni uporabniki za dostopanje do spleta zˇe dolgo
vecˇ ne uporabljajo le svojih namiznih ali prenosnih racˇunalnikov. Velika
vecˇina dostopanja do spleta se dogaja preko mobilnih telefonov ali tablicˇnih
racˇunalnikov, zato je zelo pomembno, da lahko uporabniku ponudimo nasˇo
resˇitev na katerikoli platformi in pri tem ne izgubimo prepoznavnega izgleda
ali delovanja resˇitve. Cˇe pa izberemo taksˇno tehnologijo, ki omogocˇa uporabo
iste kode za razvoj aplikacije na razlicˇnih platformah, pa smo nasˇim razvoj-
nikom prihranili ogromno cˇasa, sebi pa denarja. Naslednja kljucˇna lastnost
koncˇne spletne aplikacije mora biti tudi hitrost. Uporabniki navadno nimajo
cˇasa cˇakati, da se stran odzove. Pocˇasnost aplikacije tudi zelo poslabsˇa upo-
rabniˇsko izkusˇnjo. Veliko sˇtudij [15, 16, 17] dokazuje, da se velika vecˇina
uporabnikov ne odlocˇa za izbiro in kasnejˇse placˇilo spletne aplikacije, ki ni
performancˇno na zelo visokem nivoju, cˇeprav je primarni namen te aplikacije
zelo dobro pokrit.
2.2 Angular
Angular je ogrodje, s katerim razvijamo prednji del (ang. Front-end) spletne
apliakcije. Slika 2.1 prikazuje logotip tega ogrodja. Cˇe razvijamo aplikacijo s
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pomocˇjo ogrodja Angular, potem pri svojem delu uporabljamo skriptni jezik
JavaScript. Ko govorimo o ogrodju Angular, za delo uporabljamo Type-
Script, ki se na koncu prevede v JavaScript. TypeScript je odprtokodni
programski jezik. Razvilo ga je podjetje Microsoft leta 2012. Pri program-
skem jeziku TypeScript gre za nadgradnjo programskega jezika JavaScript.
Nekaj kljucˇnih prednosti TypeScripta je uporaba razredov (ang. Classes),
vmesnikov (ang. Interface), modulov (ang. Modules), enumov... Uporaba
nasˇtetih orodij nam je v skriptnem jeziku JavaScript onemogocˇena. Sˇe ena
pomembna prednost uporabe TypeScript-a je zagotovo preverjanje vredno-
sti staticˇnih tipov. Cˇe imamo neko spremenljivko, za katero zahtevamo, da
je tipa sˇtevilka(ang. Number), le-tej pri uporabi TypeScript-a ne moremo
dodeliti npr. niza (ang. String). V tem primeru bi nam TypeScript javil
napako in se ne bi prevedel. Vse te lastnosti nam zelo pomagajo in olajˇsajo
samo programiranje koncˇne aplikacije.
Slika 2.1: Logotip ogrodja Angular
Ogrodje Angular je sestavljeno iz vecˇ knjizˇnic, veliko od njih je kljucˇnih
za delovanje, nekaj od njih pa je opcijskih. Angular aplikacija ima vecˇ sestav-
nih delov, ki jih imenujemo moduli. Modul kasneje implementira sˇe nekaj
pomembnih delov Angular aplikacije. Prvi je HTML datoteka, ki vsebuje
znacˇilne Angular oznacˇbe. Za ”logiko”teh HTML datotek pa skrbi kom-
ponentni razred. Ta razred definiramo v modulu pod lastnostjo declarati-
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ons. Posamezna komponenta iz pogleda pridobiva podatke in jih uporabi
na zamiˇsljen nacˇin. Komunikacija pa seveda deluje tudi v obratni smeri.
Komponente ponavadi za klice na API - spletni vmesnik uporabljajo storitve
(Services). Angular aplikacijo zazˇenemo tako, da zazˇenemo prvi modul(ang.
Root module). V Datoteki main.ts nastavimo vse potrebno za opisan zagon
Angular aplikacije.
Slika 2.2: Arhitektura ogrodja Angular
Slika 2.2 prikazuje arhitekturo ogrodja Angular. Glavna dela sta seveda
komponenta in njena predloga, ki vsebuje HTML kodo. Komponento lahko s
pomocˇjo metapodatkov nastavimo tako, da ustreza nasˇim zahtevam. Vecˇina
komponent uporablja vsaj eno storitev. Storitev razsˇiri funkcionalnost te
komponente in skrbi za kompleksnejˇse dele kode. Vsaka HTML predloga
lahko vkljucˇuje poljubno sˇtevilo direktiv. Tudi direktivo lahko nastavljamo
po svoji zˇelji s pomocˇjo metapodatkov. Vsaka komponenta pripada enemu
modulu, ki jo deklarira, ko jo potrebuje. Podrobno razlago vsakega od ome-
njenih pojmov bomo spoznali v nadaljevanju.
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2.2.1 Modul
Vsaka Angular aplikacija ima vsaj en modularni razred. Modularni razred
predstavlja posamezen modul. Za manj zahtevne ali manjˇse aplikacije pona-
vadi zadostuje le en modul, ki nalozˇi vse komponenete, ki jih uporablja ta
aplikacija. Glavnemu modulu recˇemo korenski modul (Root module). Cˇe pa
govorimo o vecˇji bolj zahtevni aplikaciji, potem imamo navadno modulov vecˇ.
Vsak modularni razred oznacˇimo z dekoratorjem @NgModule. NgModule je
dekorator (decorator), ki kot parameter sprejme en objekt, ki ima vecˇ mozˇnih
lastnosti, s katerimi nakazˇemo, kako se bo modul obnasˇal. Glavni modul An-
gular aplikacije po privzetih nastavitvah vsebuje 4 lastnosti: declarations,
imports, providers, bootstrap.
2.2.2 Komponenta
Komponenta je eden od kljucˇnih delov Angular aplikacij. Komponenta ko-
municira s pogledom (HTML datoteka). Zadolzˇena je za posˇiljanje podatkov
na pogled, prav tako pa pridobi podatke s pogleda. Podatke lahko inicializira
sama ali pa jih dobi iz raznovrstnih virov (najvecˇkrat jih pridobi iz storitve).
Komponento prepoznamo po dekoratorju @Component. Ta objekt vsebuje
kar nekaj lastnosti. Eni kljucˇnih sta lastnosti templateUrl in styleUrls, ki
vsebujeta pot do HTML datoteke in pot ali vecˇ poti do datotek CSS, ki so
namenjena stiliranju pogleda komponente. Zanimiva je tudi lastnost provi-
ders, ki komponenti pove, katere storitve (ang. Services) oziroma ponudniki
(ang. Providers) so ji na voljo. Na spodnji sliki (slika 2.3) lahko vidimo
primer preproste komponente s privzetimi nastavitvami.
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Slika 2.3: Primer preproste komponente
2.2.3 Metapodatki
S pomocˇjo metapodatkov Angular pridobi informacijo o obnasˇanju dolocˇenega
razreda. Sluzˇijo kot konfiguracijski podatki. Metapodatke lahko najdemo pri
inicializaciji komponent, modulov, storitev...
2.2.4 Storitve
Storitve so najpogosteje razredi z dobro definiranim namenom. Uporabljamo
jih kot razsˇiritev delovanja komponent. Ogrodju Angular s tem povemo, da
gre za storitev, ko le-tega oznacˇimo z dekoratorjem @Injectable. Ponavadi
uporabimo storitev, ko zˇelimo neki komponenti priskrbeti dolocˇene podatke
iz strezˇnika ali pa ko preverjamo vnos uporabnika. Lahko ga uporabimo
prakticˇno za vsako kompleksnejˇso funckionalnost in na tak nacˇin razbreme-
nimo komponente. Omenimo sˇe, da lahko eno storitev uporabi vecˇ kompo-
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nent in njegova uporaba ni omejena le na eno. Na spodnji sliki (slika 2.4)
lahko vidimo primer storitve z dvema javnima metodama.
Slika 2.4: Primer storitve
2.2.5 Predloga
Vsaka komponenta ima svoj pogled, ki ga upravlja. Pogled sestavlja HTML
datoteka. To ni cˇisto navadna HTML koda, saj elementi vsebujejo sintakticˇne
ukaze, ki so znacˇilni le za Angular. Ti ukazi pomagajo komponenti, da se
odzove na dolocˇene situacije, ki jih sprozˇi uporabnik. Tu govorimo predvsem
o dogodkih kot sta klik ali sprememba neke vrednosti. Cˇe zˇelimo na nek
gumb dodati poslusˇalca klika in s tem kasneje klicati dolocˇeno metodo v
komponenti, dodamo na element sintakticˇni ukaz (click), ki mu sledi ime
zˇelene metode. Spodnja slika (slika 2.5) prikazuje del HTML kode, ki vsebuje
angularjev znacˇilen sintakticˇni ukaz.
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Slika 2.5: Primer Angular sintakticˇnega ukaza (click)
2.3 AngularJS
AngularJS je prva razlicˇica zˇe prej omenjenega ogrodja Angular. Na sliki
spodaj (slika 2.6) lahko vidimo njegov prepoznavni logotip. Prvicˇ je bil pred-
stavljen leta 2010 in je do danasˇnjega dne postal eden najbolj uporabljenih
ogrodij za razvoj spletnih aplikacij. Cˇe primerjamo prvotno razlicˇico Angu-
larJS ogrodja in zˇe prej omenjenega ogrodja Angular, so razlike zelo ocˇitne. S
kasnejˇsim razvojem ogrodja AngularJS pa so se razvijalci zelo priblizˇali struk-
turi trenutne razlicˇice Angularja in s tem omogocˇili morebitni lazˇji prehod
na novejˇso platformo. Tudi pri ogrodju AngularJS preko znacˇilnih Angular
oznak posˇiljamo in prejemamo podatke iz pogleda, vendar nacˇeloma ne go-
vorimo o komponentah, temvecˇ o kontrolerjih in direktivah. AngularJS je
poznan po vpeljavi dvosmernega prenosa podatkov (ang. Two-way data bin-
ding). Cˇe neko spremenljivko z dolocˇeno vrednostjo prikazujemo na pogledu
in se med izvajanjem aplikacije ta vrednost spremeni s strani kontrolerja ali
direktive, se bo ta vrednost samodejno osvezˇila in uporabnik bo lahko na
zaslonu videl novo vrednost. Prav tako pa ta funkcionalnost deluje v obra-
tni smeri, torej cˇe bo to spremenljivko spremenil uporabnik, se bo vrednost
spremenila v kontrolerju ali direktivi. Vse spremenljivke ali funkcije, ki jih
uporablja pogled, so shranjene v spremenljivki scope($scope). Do lastno-
sti v omenjeni spremenljivki imajo dostop vse metode, ki se uporabljaljo v
dolocˇenem kontrolerju.
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Slika 2.6: Logotip ogrodja AngularJS
2.4 React
React (velikokrat ReactJS ) je odprtokodna JavaScript knjizˇnica za izdelavo
prednjega dela (ang. Front end) spletne aplikacije. React je bil razvit s
strani razvijalcev podjetja Facebook leta 2013. Zanj je znacˇilno, da so koncˇne
resˇitve hitre, do dolocˇene mere preproste in razsˇirljive. React knjizˇnico lahko
dodamo tudi k zˇe obstojecˇemu projektu, ki je napisan v drugacˇni obliki ali z
drugacˇnim orodjem. Tako kot smo zˇe prej omenili za ogrodje Angular, tudi
React uporablja ti. komponentni stil pisanja kode. React se v vecˇini ukvarja
le s samimi pogledi. Slika 2.7 nam prikazuje logotip omenjene knjizˇnice.
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Slika 2.7: Logotip knjizˇnice React
2.4.1 JSX
JSX (JavaScript XML) je sintakticˇna razsˇiritev JavaScripta. JSX-ov koncˇni
produkt so elementi, ki niso ne nizi ne deli HTML kode, ampak nekaksˇna
kombinacija obojega. Primer omenjenega elementa lahko vidimo v sliki spo-
daj (slika 2.8). Torej neki poljubni spremenljivki lahko pripiˇsemo vrednost,
ki vsebuje HTML elemente. Potem pa React poskrbi, da se te spremen-
ljivke ali deli kode preslikajo v DOM. Torej z uporabo jezika JSX dodamo
jaziku JavaScript znacˇilno XML sintakso. Za razvoj aplikacije s knjizˇnico
React lahko uporabimo tudi druge jezike kot JSX, vendar uporaba slednjega
koncˇno kodo naredi lepsˇo in elegantnejˇso.
Slika 2.8: Primer dekleracije spremenljivke v jeziku JSX
2.4.2 React Native
React Native je knjizˇnica, ki uporablja React arhitekturo, vendar sluzˇi za ra-
zvoj domorodnih Android, iOS in Windows Phone mobilnih aplikacij. Pogoj
za razvoj mobilnih aplikacij s knjizˇnico React Native je dobro poznavanje
React arhitekture, sˇe posebaj tu pride do izraza poznavanje komponent.
Poglavje 3
Razvoj spletne aplikacije
Poglavje, ki sledi, opisuje izdelavo spletne aplikacije SportPlayer. Predstavi-
tev izdelave aplikacije je razdeljena na opis vsakega pogleda. Pri tem bomo
izpostavili dele kode, ki so za to stran kljucˇne. Poleg opisa izdelave aplikacije
bo poglavje vkljucˇevalo opis povezave z zaledjem (ang. Back end). Poglavje
bomo zakljucˇili s predstavitvijo ene od dodatnih knjizˇnic, ki ni prvotno del
ogrodja Angular, ampak jo dodamo po potrebi.
3.1 Opis aplikacije
Spletna aplikacija SportPlayer je aplikacija, ki je v prvi vrsti namenjena
rekreativnim sˇportnikom. SportPlayer uporabnikom sluzˇi kot orodje za do-
govor o lokaciji in cˇasu, kjer se bo odvijala dolocˇena sˇportna aktivnost. Po
vpisu v aplikacijo si uporabnik izbere zˇeleni sˇport. Seveda so vsi sˇporti, ki
so na voljo, timski, saj drugacˇe uporabnik ne bi potreboval aplikacije. Ome-
nimo sˇe, da je dodajanje novih sˇportov omogocˇeno le razvijalcem, ki imajo
dostop do podatkovne baze in lahko nad njo izvajajo SQL stavke. Po iz-
branem sˇportu se glede na uporabnikovo trenutno lokacijo in izbrani radij
(prvotna nastavitev je 40km) prikazˇejo vse sˇportne povrsˇine, ki so na razpo-
lago. Aplikacija iˇscˇe sˇportne povrsˇine, ki po zracˇni razdalji do uporabnika ne
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presegajo izbranega radija. Uporabnik lahko radij iskanja spreminja in tako
dobi zˇelene sˇportne povrsˇine znotraj nastavljene zracˇne razdalje. Prav tako si
lahko pomaga z iskalnikom, ki filtrira sˇportne povrsˇine glede na uporabnikov
vnesˇen tekstovni niz. Poleg imena sˇportne povrsˇine pa posamezen rezultat
vsebuje sˇe informacijo o cˇasu in razdalji od lokacije uporabnika do lokacije
sˇportne povrsˇine, cˇe kot prevozno sredstvo izberemo avto. Vsak uporabnik
lahko doda poljubno sˇtevilo sˇportnih povrsˇin v radiju najvecˇ 90 kilometrov od
svoje trenutne lokacije. Aplikacija bo zavrnila vse vnose, ki so preblizu druge
sˇportne povrsˇine, saj bi lahko v tem primeru sˇlo za duplikat. Ta razdalja je
trenutno nastavljena na 1 kilometer. Ko uporabnik izbere zˇeleno igriˇscˇe, se
mu prikazˇe zemljevid z narisano potjo ter vsi urniki, ki so na voljo za iz-
bran dan. Urnik vsebuje informacijo o zacˇetnem in koncˇnem cˇasu izvajanja,
sˇtevilu prijavljenih uporabnikov, mocˇi igralcev ter o morebitnem dodatnem
komentarju uporabnika, ki je urnik ustvaril. Mocˇ igralcev se izracˇuna za
vsak urnik sproti, in sicer je koncˇna vrednost povprecˇje vseh ocen prisotnih
uporabnikov. Vsak uporabnik dobi oceno 5/10 ob kreaciji svojega racˇuna.
Dodajanje urnika je omogocˇeno za poljuben dan v roku enega tedna, vendar
se ta ne sme cˇasovno prekrivati z urnikom, ki zˇe obstaja.
Vsak prijavljen uporabnik lahko svoje nastavitve spreminja na pogledu profil,
kjer lahko prav tako vidimo zadnjih 5 urnikov, na katerih smo bili prisotni.
Tudi ti urniki vsebujejo imena in oceno vseh ostalih uporabnikov, ki so se
udelezˇili tega urnika. Na tem pogledu nam je omogocˇeno ocenjevanje teh
igralcev. Ocenimo jih lahko z oceno od 1 do 10. Ob kliku na izbrano oceno se
shrani novo povprecˇje ocen. Ocenjevanje samega sebe je onemogocˇeno. Vsak
uporabnik ima na voljo tri blizˇnjice do priljubljenega sˇporta. Te blizˇnjice




Kot vecˇina aplikacij se tudi aplikacija SportPlayer zacˇne na prijavnem oknu.
Na zacˇetku torej uporabnik navigira na stran, kjer se mu pojavita dve vnosni
polji - eno za vnos uporabniˇskega imena, drugo pa za geslo. Aplikacija mora
podpirati tudi kreiranje novega uporabniˇskega racˇuna, ta funkcinalnost mora
biti lahko dostopna in dobro vidna. Ko uporabnik svoj uporabniˇski racˇun
ima, lahko vstopi na prvo stran glavnega dela aplikacije. Prva stran aplikacije
je zelo pomemben del celotne spletne aplikacije, saj zˇelimo ustvariti zelo dober
prvi vtis na uporabnika, ker tako izboljˇsamo celotno uporabniˇsko izkusˇnjo.
Prav tako mora biti omenjena prva stran aplikacije na pogled preprosta in
stilsko dovrsˇena. Vsebinsko mora prva stran aplikacije vsebovati mozˇnost
izbire sˇporta. Torej uporabnik si mora za nadaljevanje izbrati sˇport, s kate-
rim se zˇeli ukvarjati v tistem trenutku. Ko je izbira zakljucˇena, se prikazˇe
stran z izbiro sˇportne povrsˇine. Zˇelimo, da ima stran mozˇnost iskanja po
imenih sˇportnih povrsˇin in da so le-te razvrsˇcˇene po razdalji od najmanjˇse
do najvecˇje. Prav tako mora ta stran vsebovati funkcionalnost, s katero
uporabnik lahko nastavi radij, v katerem so prikazani vsi rezultati. Uporab-
niku zˇelimo na tem pogledu prikazati cˇim vecˇ informacij, da bi bila izbira
sˇportne povrsˇine za njegovo trenutno lokacijo cˇim bolj optimalna. Lokacije
vseh sˇportnih povrsˇin mora aplikacija dobiti s strani uporabnikov. Torej apli-
kacija SportPlayer potrebuje stran, kjer uporabniki lahko na preprost nacˇin
dodajo novo lokacijo sˇportne povrsˇine. Ta stran bo dostopna s prej omenjene
strani, kjer uporabniki lahko vidijo vse sˇportne povrsˇine. Ko uporabnik iz-
bere najbolj optimalno sˇportno povrsˇino, se mu odpre nova stran, kjer lahko
vidi vse urnike za cˇasovni razpon enega tedna. Vsak uporabnik mora imeti
pravice za dodajanje svojih urnikov, kjer si lahko nastavi maksimalno sˇtevilo
prostih mest. Uporabniku moramo prav tako omogocˇiti vnos komentarja, ki
bo viden vsem uporabnikom, ki bodo pregledovali urnik. Omogocˇiti moramo,
da ko uporabnik dodaja nov urnik, le-tega v primeru cˇasovnega prekrivanja
ne more dodati. Ko pride do taksˇne situacije, uporabnika o tem obvestimo.
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Na koncu moramo poskrbeti sˇe za profilno stran, kjer lahko uporab-
nik spreminja svoje prvotne nastavitve in kjer mu je omogocˇena nastavitev
blizˇnjic do priljubljenih sˇportov. Ta pogled naj prav tako vkljucˇuje pregled
urnikov, ki so zˇe zakljucˇeni.
3.3 Nacˇrtovanje aplikacije
Zelo pomemben del nacˇrtovanja je ocena koncˇne skupine ljudi, ki bodo to
aplikacijo dejansko uporabljali. Pri aplikaciji SportPlayer gre za vse ljudi,
ki se rekreativno ukvarjajo s sˇporti. To je skupina ljudi, stara med 10 in
50 let. Aplikacija je primerna tudi za ljudi, ki so se s sˇportom sˇele zacˇeli
ukvarjati in se na dolocˇenem sˇportnem podrocˇju zˇelijo le izboljˇsati. Taksˇena
oseba lahko za svojo igro izbira le taksˇne nasprotnike, ki so primerni njegovi
ravni znanja. Prav tako lahko zelo dobri posamezniki najdejo sebi primerne
nasprotnike, ker s slabsˇimi posamezniki svoje igre ne morejo izboljˇsati. Cˇe
malce pogledamo v prihodnost, lahko k omenjenemu krogu ljudi priˇstejemo
sˇe profesionalne sˇportnike, ki imajo morda klubski premor ali pocˇitnice. Tudi
ti svoj nivo vzdrzˇujejo s rekreativnimi dejavnostmi in bi jim uporaba aplika-
cije SportPlayer olajˇsala iskanje primernih posameznikov.
Torej, da bomo lahko v aplikaciji ustregli zgornjim zahtevam, bomo v
prvi vrsti potrebovali sistem ocenjevanja igralcev. Ocenjevanje more biti
razdelejno na posamezen sˇport, saj lahko en uporabnik aplikacije SportPla-
yer uporablja vecˇ sˇportov. Ocenjevanje uporabnika je tako omogocˇeno na
nivoju posameznega sˇporta, vsak uporabnik pa lahko dobi podatek o skupni
povprecˇni oceni za vsak sˇport, ki je na voljo. Posameznega uporabnika lahko
ocenjujejo le tisti uporabniki, ki so z njim tekmovali. To bomo na dokaj
preprost nacˇin lahko dosegli z urniki. Posamezen urnik nam tocˇno opredeli
prisotne igralce. In cˇe predpostavljamo, da je bil urnik zˇe zakljucˇen, hitro
dobimo primerno mesto, kjer bi se lahko izvedlo ocenjevanje. Uporabnika se-
veda ocenimo glede na njegovo spretnost pri izvajanju sˇporta, ta informacija
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pa je prisotna na posameznem urniku. Vsakemu uporabniku bo omogocˇeno
dodajanje novih urnikov. Poleg prikaza vseh urnikov za dolocˇeno sˇportno
povrsˇino zˇelimo na tem istem pogledu implementirati tudi prikaz uporabni-
kove trenutne lokacije in razdalje do izbrane lokacije sˇportne povrsˇine. Za
to bomo potrebovali nekaksˇen zemljevid. Zemljevid nam nudi spletni vme-
snik Google Maps. Ta zemljevid lahko uporabimo na zelo veliko nacˇinov. V
omenjeni situaciji bomo uporabili nacˇin za prikaz razdalje. Zemljevid Goo-
gle Maps spletnega vmesnika bomo uporabili sˇe pri funkcionalnosti dodajanja
nove sˇportne povrsˇine. Tu bomo omenjeni zemljevid nastavili malce drugacˇe.
Dodali mu bomo krog z radijem 90 kilometrov, znotraj njega pa bo vsak klik
dodal novo sˇportno povrsˇino.
Slika 3.1: Diagram primera uporabe v aplikaciji SportPlayer
Slika 3.1 nam prikazuje posamezne funkcionalnosti v aplikaciji SportPla-
yer. Kot lahko razberemo, locˇimo dve vrsti uporabnikov. Tiste, ki racˇun
zˇe imajo in tiste, ki ga sˇe nimajo. Uporabnikom, ki racˇun zˇe imajo, je
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omogocˇena prijava v aplikacijo. Uporabniki, ki pa racˇuna sˇe nimajo to sto-
rijo z registracijo. Uporaba vseh nadaljnjih funkcionalnosti pa je obema
vrstama uporabnikom skupna. V aplikaciji SportPlayer lahko definiramo en
zunanji sistem, to je Google Maps API.
3.4 Podatkovni model
Tako kot vse druge spletne aplikacije, tudi aplikacija SportPlayer podatke
shranjuje in prejema iz podatkovne baze. Podatkovna baza vsebuje vecˇ ta-
bel, ki so med seboj v dolocˇeni relaciji. Dve tabeli med seboj povezˇemo s
pomocˇjo tujih kljucˇev (ang. Foreign key). V primeru podatkovne strukture
aplikacije SportPlayer gre v vseh primerih za unikatni vrednosti iz obeh pove-
zanih tabel. Podatkovna baza, ki jo uporablja aplikacija SportPlayer, vsebuje
6 tabel. Tabela, ki shranjuje vse podatke o uporabnikih, se imenuje Users.
Ta ob registraciji novega uporabnika shrani vse podane parametre. Prav tako
tabela Users vsebuje podatke o nastavljenih blizˇnjicah uporabnika. Tabela
Sports vsebuje vse podatke o sˇportih, ki so na voljo. Nove sˇporte uporab-
niki zaenkrat ne morejo dodajati sami, zato za dodajanje novega sˇporta nad
to tabelo izvrsˇimo ustrezen ukaz, ki vsebuje vse potrebne podatke o novem
sˇportu. Za potrebe ocenjevanja uporabnika na osnovi posameznega sˇporta,
smo dodali novo tabelo SportPlayer, ki vsebuje podatke o sˇportu in posame-
znemu uporabniku. Ta tabela prav tako vsebuje podatke, o trenutni oceni
uporabnika. Podatke o vseh sˇportnih povrsˇinah vsebuje tabela Playgrounds.
Kot smo zˇe omenili, vsaki sˇportni povrsˇini pripadajo urniki. Ti urniki so
shranjeni v tabeli Schedules, ki med drugim vsebujejo tudi podatek o sˇportni
povrsˇini, ki ji urnik pripada. Zadnja tabela se imenuje SchedulePlayer. Ta
tabela vsebuje vse potrebne podatke o posameznem igralcu, ki se je pridruzˇil
dolocˇenemu urniku. Slika v nadaljevanju prikazuje logicˇni podatkovni model
podatkovne baze (slika 3.2).
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Slika 3.2: Logicˇni podatkovni model v aplikaciji SportPlayer
3.5 Angular CLI
Preden zacˇnemo z Angular projektom, moramo na svoj racˇunalnik name-
stiti eno zadnjih razlicˇic orodij Node.js ter upravljalnika paketov - npm. Ko
imamo omenjeni orodji namesˇcˇeni, lahko namestimo Angular CLI. Angular
CLI je orodje, ki ima zelo pomembno vlogo pri razvoju Angular aplikacij.
Angular CLI je vmesnik ukazne vrstice, ki preko preprostih ukazov skrbi za
kreiranje novih projektov, gradnjo (ang. build) kode, konfiguracijo angular
ogrodja, kreiranje komponent in ostalih sestavnih delov Angular ogrodja. An-
gular CLI namestimo z ukazom npm install -g @angular/cli. Opcija -g nam
Angular CLI namesti globalno, kar pomeni, da lahko do njega dostopamo
iz vsake lokacije nasˇega racˇunalnika. Ko s pomocˇjo orodja npm namestimo
Angualr CLI, lahko pricˇnemo s kreiranjem projekta. Spodnja slika (slika
3.3) prikazuje, kako ustvarimo nov projekt in ga poimenujemo. Novo krei-
ran projekt vsebuje vse privzete nastavitve, prav tako pa lahko opazimo zˇe
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namesˇcˇene knjizˇnice, ki jih Angular potrebuje za svoje delo. Nastalo aplika-
cijo zˇe lahko pozˇenemo v brskalniku z ukazom ng serve.
Slika 3.3: Kreiranje novega angular projekta
3.6 Implementacija spletne aplikacije
Preden zacˇnemo z implementacijo vseh zaslonskih mask in njihovih kompo-
nent, moramo poskrbeti za glavni modul ter za usmerjanje aplikacije (angl.
routing). Zˇelimo, da se strani nalagajo v skladu z URL naslovom. Tovrstno
usmerjanje smo nastavili v modulu z imenom app-routing.module.ts. V tej
datoteki torej za vsak URL naslov nastavimo komponento, ki se bo v tistem
trenutku nalozˇila. Prav tako pa lahko pokrijemo vse tiste situacije, kjer URL
naslov ne ustreza nobenemu zapisu. V tem primeru se nalozˇi poljubna kom-
ponenta. V glavnem modulu aplikacije potem ta usmerjevalni modul klicˇemo
tako, da je le ta dostopen skozi celotno aplikacijo in je odziven na spremembe
URL naslova.
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Slika 3.4: Glavni modul aplikacije
Slika 3.4 prikazuje glavni modul aplikacije SportPlayer. Kot vidimo pod
lastnostjo bootstrap, se celotna aplikacija zazˇene z nalaganjem komponente
AppComponent.
3.6.1 Pocˇasno nalaganje
Kot smo zˇe omenili, Angular aplikacijo sestavlja eden ali vecˇ modulov. Mo-
duli kasneje deklarirajo eno ali vecˇ komponent. Pri razvoju lahko upora-
bimo dve vrsti nalaganja posameznih komponent. Prva mozˇnost je, da za
uporabo pripravimo vse komponenete ob zagonu aplikacije in jih potem po-
ljubno uporabimo. V tem primeru nasˇa aplikacija potrebuje le en modul.
Druga mozˇnost pa je zmozˇnost deklariranja posameznih komponent sˇele ta-
krat, ko jih potrebujemo. Temu z anglesˇko besedo recˇemo lazy-loading. Cˇe
zˇelimo uporabiti pocˇasno nalaganje, moramo vsaki komponeneti priskrbeti
svoj modul, ki nalozˇi to komponento. Implementacija pocˇasnega nalaganja
zelo pospesˇi zagon same aplikacije, saj nalaganje vseh komponent ni po-
trebno. Lahko pa uporabimo tudi kombinacijo obeh mozˇnosti.
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Slika 3.5: Modul, ki je namenjen za usmerjanje aplikacije
Slika 3.5 prikazuje usmerjanje aplikacije. Implementiran je nacˇin pocˇasnega
nalaganja, to dosezˇemo z lastnostjo loadChildren, kjer podamo pot in na
koncu poti ime zˇelenega modula. Kot lahko vidimo pri enem od zadnjih ele-
mentov v seznamu appRoutes, lahko nastavimo komponento za URL naslov,
ki se ne ujema z nobenim od zapisov ali pa za URL, ki je prazen.
3.6.2 Prijavna stran
Uporabniki najprej navigirajo na prijavno stran. Uporabniki navadno na isti
strani pricˇakujejo sˇe mozˇnost nove registracije. Obe zahtevi sta realizirani v
komponenti login-componenet.ts. HTML predloga vsebuje dve skupini, ki se
izmenicˇno prikazujeta glede na vrednost spremenljivke za prikaz. Prva sku-
pina je HTML koda, ki vsebuje prijavna vnosa polja, druga pa vsebuje vnosa
polja za registracijo novega uporabnika. Kot recˇeno, uporabnik s klikom
spremninja trenutni prikaz skupine. Ko se uporabnik prijavi ali registrira in
prijavi, se izvrsˇi klic na API spletni vmesnik, kjer v odgovoru dobimo potrdi-
tev, cˇe je uporabnik vnesel pravilno uporabniˇsko ime in geslo. Cˇe je prijava
uspesˇna, potem se uporabnikov ID shrani v lokalno shrambo, saj ga bomo
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kasneje potrebovali za ostale klice na API spletni vmesnik.
Slika 3.6: Del kode, kjer shranimo uporabnikov ID v lokalno shrambo
Slika zgoraj (slika 3.6) prikazuje del kode, kjer ob uspesˇni prijavi shra-
nimo uporabnikovo unikatno sˇtevilko - ID v lokalno shrambo. Uporabnikovo
unikatno sˇtevilko bomo pogosto potrebovali v nadaljevanju delovanja nasˇe
aplikacije. Lokalna shramba se nanasˇa na shrambo, ki jo ponuja internetni
brskalnik. To vsebino lahko uporabnik dolocˇenega brskalnika zbriˇse v vsakem
trenutku.
3.6.3 Izbira sˇportne povrsˇine
Ko uporabnik izbere zˇeleni sˇport, ga aplikacija preusmeri na stran, kjer so
prikazane vse sˇportne povrsˇine. Vso funkcionalnost te strani prevzame kom-
ponenta sport.component.ts. Ob inicializaciji te komponente se najprej izvede
metoda pridobitve trenutne uporabnikove zemljepisne dolzˇine in sˇirine. Ko
dobimo te podatke, lahko izvedemo klic na API spletni vmesnik, kjer poleg
zemljepisne sˇirine in dolzˇine podamo sˇe en parameter, in sicer izbrani radij
v kilometrih. API potem vrne razultat z vsemi sˇportnimi povrsˇinami zno-
traj podanega radija. Te podatke potem prikazˇemo na pogledu s pomocˇjo
Angular sintakticˇnega ukaza *ngFor ,ki iterira cˇez podan seznam in ustvari
za vsak element svoj del HTML kode. Uporabniku je omogocˇena tudi funk-
cionalnost iskanja sˇportnih povrsˇin po imenu. Tu sem uporabil JavaScript
metodo .filter, s katero vrnem vse razultate, ki v imenu vsebujejo dani niz.
Ime in iskani niz pretvorim v male cˇrke, saj s tem uporabniku ni potrebno
paziti na morebitne velike zacˇetnice v imenu dolocˇene sˇportne povrsˇine.
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Slika 3.7: Del kode, s katero dobimo trenutni zemljepisni polozˇaj uporabnika
Na sliki 3.7 lahko vidimo klic metode getPlaygrounds, ki jo implementira
storitev playgroundService. Preden izvedemo klic omenjene metode, pa smo
uspesˇno pridobili podatke o lokaciji uporabnika.
3.6.4 Dodajanje nove sˇportne povrsˇine
Vse lokacije sˇportnih povrsˇin dobimo z vnosom uporabnikov. Na strani,
kjer izbiramo sˇportne povrsˇine, smo dodali gumb, ki nas preusmeri na stran
za dodajanje novih. Za ta pogled smo dodali novo komponento z imenom
NewPlaygroundComponent. Ob inicializaciji te komponente zopet pridobimo
uporabnikovo zemljepisno sˇirino in dolzˇino. Ko dobimo te podatke, s pomocˇjo
spletnega vmesnika Google Maps JavaScript API na pogledu izriˇsemo zemlje-
vid, ki je centriran na prej pridobljeno zemljepisno lokacijo. Poleg izrisa in
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centriranja dodamo sˇe rdecˇi krog z radijem 90 kilometrov, ki sluzˇi kot graficˇno
opozorilo uporabniku, do kam mu je omogocˇen klik in posledicˇno dodajanje
nove sˇportne povrsˇine.
Slika 3.8: Del kode, ki zazna klik uporabnika na zemljevidu
Ko uporabnik klikne na poljubno lokacijo v srediˇscˇu rdecˇega kroga, zˇelimo,
da se izvede metoda, ki kot parameter dobi zemlejepisno sˇirino in dolzˇino iz-
brane lokacije. To storimo tako, da krogu z radijem 90 kilometrov dodamo
poslusˇalca (ang. event listener), ki zazna vsak klik in izvede zˇeleno metodo
ali del kode (slika 3.8). Ko uporabnik klikne na poljubno povrsˇino znotraj
kroga, dodamo pridobljene podatke v seznam, ki ga zopet prikazˇemo na po-
gledu, saj moramo od uporabnika dobiti sˇe poljubno ime te sˇportne povrsˇine.
Ko uporabnik izbere sˇe ime, se izvrsˇi klic na API spletni vmesnik. Dodana
sˇportna povrsˇina pa je lahko s strani API-ja tudi zavrnjena, saj je lahko du-
plikat ali pa je preblizu zˇe obstojecˇi sˇportni povrsˇini. V tem primeru ali pa
v primeru uspesˇne dodaje, pa uporabnika obvestimo s graficˇnim prikazom
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(ang. Toast).
3.6.5 Stran za prikaz sˇportne povrsˇine
Ko uporabnik izbere zˇeleno sˇportno povrsˇino, ga aplikacija preusmeri na stran
s HTML predlogo, ki jo upravlja komponenta sport-detail.component.ts. Ob
inicializaciji te komponente zopet pridobimo trenutno uporabnikovo lokacijo
na enak nacˇin, kot smo jo zˇe v prejˇsnjih dveh komponenetah. Uporabnikovo
lokacijo potrebujemo, saj zˇelimo na zemljevidu prikazati pot od uporabnikove
lokacije do lokacije izbrane povrsˇine. Zopet si pri tem pomagamo z Google
Maps zemljevidom, natancˇneje s directionServicom, ki lahko kot parame-
ter prejme zemljepisne podatke zacˇetne tocˇke izrisa ter podatke o lokaciji
koncˇne tocˇke. Podamo pa mu lahko tudi nacˇin poti. V primeru aplikacije
SportPlayer, je to nacˇin vozˇnje. Kot zanimivost lahko omenimo, da kot nacˇin
poti lahko nastavimo tudi hojo, kolesarjenje in prevoz z javnimi prevoznimi
sredstvi. Med pridobivanjem lokacije pa izvedemo sˇe en klic na API sple-
tni vmesnik, ki nam vrne vse urnike (slika 3.9), ki obstajajo za trenutno
sˇportno povrsˇino in za trenutno izbrani dan. Te podatke potem prikazˇemo
na zaslonu. Uporabnik lahko spreminja izbran dan, omogocˇen mu je izbor
do najvecˇ 7 dni vnaprej. Hkrati mu je dovoljeno dodajanje novega urnika,
pri katerem pa lahko specificira, koliko je najvecˇje sˇtevilo dovoljenih igralcev,
minimalno sˇtevilo pa je privzeto na vsaj 2 igralca. Pri dodajanju urnika od
uporabnika zahtevamo zacˇetni in koncˇni cˇas. Za izbiro datuma in cˇasa smo
vzeli komponento iz knjizˇnice PrimeNG, kateri lahko podamo parameter, za
katere dneve zˇelimo izbor onemogocˇiti.
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Slika 3.9: Klic na API spletni vmesnik, ki vrne vse urnike
3.6.6 Profilna stran
Kot vsaka danasˇnja spletna ali mobilna aplikacija, ima tudi apliakcija Spor-
tPlayer svojo profilno stran, do katere lahko pride vsak uporabnik, ki je
uspesˇno vpisan. Uspesˇno vpisanemu uporabniku se nato pojavi gumb v na-
vigacijski vrstici, ki ga lahko klikne na poljubnem pogledu cˇez celotno apli-
kacijo. Ob kliku na omenjeni gumb se izvrsˇijo trije klici na strezˇnik. Prvi
klic vrne vse podatke o vpisanem uporabniku, saj jih bomo potrebovali v
primeru, cˇe jih uporabnik zˇeli spremeniti. Drugi klic vrne vse sˇporte, ki jih
bomo uporabili pri nastavitvah uporabnikovih blizˇnjic, ki so dostopne iz na-
vigacijske vrstice. Zadnji klic pa vrne zadnjih 5 zˇe zakljucˇenih urnikov, na
katerih je bil prisoten trenutno vpisan uporabnik. Ta funkcionalnost je name-
njena predvsem ocenjevanju ostalih pristonih igralcev na prikazanih urnikih.
Ko uporabnik klikne na sˇtevilko, ki jo bo podal kot oceno za posamezenega
igralca, se izvrsˇi klic na strezˇnik, ta izracˇuna povprecˇje ocen in ga zaokrozˇi
na celo sˇtevilo. Dobljeno vrednost potem zapiˇse v podatkovno bazo.
3.6.7 Povezava z zaledjem
Da bi aplikacija SportPlayer delovala optimalno, mora prejemati podatke
iz podatkovne baze in shranjevati podatke v podatkovno bazo. To smo
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omogocˇili z implementacijo spletnega vmesnika - API. Spletni vmesnik vse-
buje 4 koncˇne tocˇke, ki jih bomo potrebovali za klice iz spletne aplikacije
in uporablja arhitekturni stil REST. Cˇe zˇelimo izvesti klic na REST spletni
vmesnik(lahko tudi RESTful spletni vmesnik), moramo pri klicu uporabiti
eno od HTTP metod GET, POST, PUT, DELETE, PATCH... Vsaka od
omenjenih koncˇnih tocˇk v spletnem vmesniku ima vecˇje sˇtevilo javnih me-
tod, vsaka od njih uporablja eno od HTTP metod. Vsaka javna metoda
dolocˇene koncˇne tocˇke spletnega vmesnika se povezuje s podatkovno bazo, v
njo zapisuje ali bere, kot odgovor pa poda HTTP statusno kodo in morebitne
dodatne parametre, ki se kasneje pretvorijo v JSON obliko.
Slika 3.10: Storitev ki skrbi za urnike
V spletni aplikaciji smo implementirali storitve za prejem vseh podatkov.
Vsaki koncˇni tocˇki spletnega vmesnika pripada ena storitev s svojo lastnostjo,
katere vrednost je naslov do koncˇne tocˇke spletnega vmesnika. Cˇe se zˇelimo
povezati z zaledjem, pa bomo potrebovali knjizˇnico HTTP, ki nam jo ponuja
Angular. Ta knjizˇnica podpira vse prej omenjene HTTP metode, ki jih za
komunikacijo uporablja REST.
V zgornjem primeru (slika 3.10) lahko vidimo del storitve PlaygroundSer-
vice, ki skrbi za celotno funkcionalnost, ki se dotika sˇportnih povrsˇin. Metoda
Diplomska naloga 29
getPlaygrounds prejme en parameter, ki smo ga poimenovali data. Ta prejeti
objekt zˇelimo poslati spletnemu vmesniku, saj bomo glede na te vrednosti
lahko vrnili ustrezen odgovor. Uporabili smo metodo POST, objekt z ime-
nom data pa smo pretvorili v JSON obliko, saj ga drugacˇe HTTP knjizˇnica
ne bo poslala spletnemu vmesniku. Z metodo .then povemo, kaj naj se zgodi,
ko dobimo odgovor s strezˇnika. V nasˇem primeru zˇelimo vrnjeno vrednost
pretvoriti iz JSON oblike v objektno obliko. Pretvorjeni objekt potem vr-
nemo.
Slika 3.11: Klic metode getPlaygrounds v komponenti
Vse metode, ki so napisane v storitvah, potem klicˇemo iz posameznih
komponent. Za dostop do njih moramo najprej uvoziti storitev, ki jo potre-
bujemo. Ko to storimo, lahko klicˇemo vse javne metode te storitve, kot je
pokazano na primeru zgoraj (slika 3.9). Metoda getPlaygrounds (in vse ostale
javne metode storitev) vrne obljubo (ang. Promise). Obljube sluzˇijo kot zelo
dobro orodje za asinhrono delovanje spletne aplikacije. Potem, ko izvedemo
klic na spletni vmesnik, ne vemo, koliko cˇasa bo trajalo procesiranje te zah-
teve. Ko je odgovor poslan s strani strezˇnika, si pomagamo z metodo .then,
ki vrne in izvrsˇi naslednji del kode, ko je odgovor prejet. V primeru nastale
napake pri vracˇanju odgovora ali pa cˇe je HTTP statusna koda odgovora
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taksˇna, da nakazuje napako, se izvrsˇi del kode, ki v konzulo brskalnika izpiˇse
poljubno besedilo. Morebitno napako v kodi storitve ujamemo z metodo
.catch.
3.7 Uporaba zbirke PrimeNG
V sklopu izdelave spletne aplikacije smo uporabili nekaj dodatnih knjizˇnic.
Ena od njih je zbirka PrimeNG, katere znacˇilen logotip lahko vidimo na sliki
spodaj (slika 3.12). PrimeNG je zbirka, ki vsebuje vecˇ kot 70 komponent,
ki sluzˇijo za oblikovanje izgleda aplikacije. Za potrebe aplikacije SportPlayer
smo uporabili komponento Rating, ki sluzˇi za vnos vrednosti, izbrane s kli-
kom na poljubno sˇtevilo zvezdic. Komponento uporabljamo za prikaz ocene
posamezenega uporabnika in prav tako tudi za vnos ocene, to funkcionalnost
najdemo na profilni strani nasˇe aplikacije.
Slika 3.12: Logotip zbrike PrimeNG
Poleg komponente za ocenjevanje pa smo v nasˇi aplikaciji uporabili sˇe
komponento Tooltip (slika 3.13). Tooltip nam omogocˇa, da v primeru, cˇe
uporabnik miˇsko pozicionira na zˇeleni HTML element, prikazˇemo dolocˇeno
tekstovno vsebino. To komponento smo zopet uporabili na profilni strani, in
sicer, ko uporabnik z miˇsko preleti HTML element za ocenjevanje posameze-
nega igralca.
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Slika 3.13: Uporaba komponente Tooltip v HTML kodi
Sˇe zadnja uporabljena stilisticˇna komponenta pa je komponenta, ki sluzˇi
kot vnosno polje za izbiro datuma. Ta komponenta nam ponuja ogromno
mozˇnosti, s katerimi lahko nastavimo delovanje te komponente. Cˇe kot pri-
mer vzamemo vnosni polji na strani za prikaz sˇportne povrsˇine, lahko ome-
nimo opcije minDate, maxDate in hourFormat. Prvi dve sta namenjeni temu,
da nastavimo najzgodnejˇsi oziroma najkasnjesˇi mozˇni datum za izbiro. Obe
kot paramter sprejmeta objekt tipa Date. Opcija hourFormat pa sluzˇi kot
nastavitev cˇasovnega formata. V aplikaciji je uporabljen 24-urni cˇasovni for-
mat. Primer preproste nastavitve lahko vidimo na sliki spodaj (slika 3.14)
Slika 3.14: Uporaba komponente Calendar v HTML kodi
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Poglavje 4
Primerjava Angular ogrodja z
ostalimi
V tem poglavju bomo primerjali ogrodje Angular z ogrodjem AngularJS in
knjizˇnico React. Obe ogrodji Angular (Angular in AngularJS) in knjizˇnica
React so najbolj priljubljene za razvoj spletnih aplikacij. Da je povprasˇevanje
po njih zelo veliko, lahko razberemo s spodnje slike (slika 4.1). Slika je
zajeta s strani Google Trends, prikazuje pa nam sˇtevilo iskalnih nizov v
Googlovih storitvah v cˇasovnem obdobju enega leta. Kot lahko razberemo,
je v prednosti ogrodje AngularJS, saj je na trgu najdlje in ima tudi najvecˇje
sˇtevilo izdelanih spletnih aplikacij.




Spodnja slika prikazuje zanimanje za ogrodji AngularJS in Angular ter knjizˇnico
React po obmocˇjih sveta (slika 4.2). Kot vidimo je sˇe vedno najbolj prilju-
bljen izraz AngularJS. Zanimivo je obmocˇje Juzˇne Amerike, kjer v celoti
prevladuje novejˇse ogrodje Angular.
Slika 4.2: Priljubljenost knjizˇnice React, ogrodja Angular in ogrodja Angu-
larJS po omocˇjih sveta Vir: Google Trends
4.1 Primerjava ogrodja Angular z ogrodjem
AngularJS
Ogrodje Angular je izsˇlo kot cˇisto prenovljeno ogrodje in ni nadaljevanje
ogrodja AngularJS. Prva vecˇja in morda najvecˇja sprememba je gotovo upo-
raba jezika Typescript. Razvijalci, ki poznajo ali obvladajo jezika, kot sta
Java in .NET, prakticˇno brez tezˇav osvojijo vsa potrebna znanja za obvlado-
vanje jezika Typescript.
Angular v celoti temelji na pisanju komponent, medtem ko pri ogrodju
AngularJS vecˇino cˇasa uporabljamo kontrolerje (ang. controllers). Kontro-
ler se preko direktive ng-controller povezˇe s pogledom in kreira nov primerek
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spremenljivke $scope. Prav tako pri novejˇsem od ogrodij Angular ni vecˇ po-
trebe po omenjeni spremenljivki $scope, saj so jo nadomestile spremenljivke
v komponentah ali direktivah. Spremenljivka $scope je v ogrodju AngularJS
sluzˇila kot posrednik med pogledom in posameznim kontrolerjem.
Z novejˇso razlicˇico ogrodja Angular smo dobili tudi bolj dodelano funk-
cionalnost vstavljanja odvisnosti (ang. dependency injection). Vstavljanje
odvisnosti pri novejˇsem Angular ogrodju izvedemo tako, da klicˇemo zˇeleno
storitev ali knjizˇnico kar v konstruktorju komponente (slika 4.3). Pri ogrodju
AngularJS pa je potrebno zˇeleno odvisnost klicati v funkciji kontrolerja.
Slika 4.3: Primer vstavljanja odvisnosti - Angular
Spremenjeno je tudi zacˇetno nalaganje aplikacije (ang. bootstrapping).
Pri ogrodju AngularJS smo zacˇetni modul dobili preko direktive ng-app, med-
tem ko pa pri ogrodju Angular v datoteki main.ts uporabimo ukaz platform-
BrowserDynamic().bootstrapModule(), ki nalozˇi zˇeleni modul. Nalozˇeni mo-
dul kasneje deklarira komponento, katere HTML predlogo najprej prikazˇemo.
Cˇe se odlocˇimo za razvoj nove spletne aplikacije in izbiramo med ogrod-
jem AngularJS in Angular, bi seveda vzeli zadnjo stabilno razlicˇico ogrodja
Angular. Vendar tudi izbira ogrodja AngularJS sˇe zdalecˇ ni slaba. Danda-
nes obstaja veliko spletnih aplikacij, ki uporabljajo ogrodje AngularJS, kar
kazˇe, da je to ogrodje sˇe vedno zelo pogosta in dobra izbira. Sˇtevilo spletnih
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aplikacij, ki uporabljajo AngularJS je celo vecˇje od tistih, ki uporabljajo An-
gular, kar je odvisno tudi od leta izdaje. Cˇe pa imamo zˇe delujocˇo resˇitev, ki
uporablja ogrodje AngularJS, nimamo skrbi, da bi to ogrodje zastarelo, saj
sˇe vedno ustreza vsem zahtevam. Obstajajo tudi zelo dobri nacˇini [20], kako
napisano kodo spremenimo, da bo le-ta bolj podobna arhitekturi ogrodja
Angular in s tem poenostavimo in pospesˇimo morebitno migracijo.
4.2 Primerjava ogrodja Angular s knjizˇnico
React
Knjizˇnica React in ogrodje Angular sta trenutno dve najbolj popularni izbiri
za razvoj spletnih aplikacij. Kot smo zˇe omenili, je React razvilo podjetje
Facebook, Angular pa podjetje Google. V obeh primerih gre seveda za zelo
dobri izbiri za izgradnjo zˇelene spletne aplikacije. Angular predstavlja celo-
tno ogrodje za izgradnjo spletnih aplikacij, medtem ko je React knjizˇnica, ki
je pretezˇno namenjena le pogledom.
Morda najvecˇjo razliko med ogrodjem Angular in knjizˇnico React opazimo
pri delu s podatki med pogledom in komponento. Angular ima zmozˇnost
dvosmernega dela s podatki (ang. 2 way data binding), torej ko se posodobi
spremenljivka v komponenti, se tudi na pogledu in obratno (slika 4.4). Pri
ogrodju Angular taksˇno namero nakazˇemo z direktivo [(ngModel)]. Na drugi
strani pa React pozna le enosmerno delo s podatki. Torej ali spremenimo
vrednost v komponenti, in to s pomocˇjo opazovalca prikazˇemo ali pa sto-
rimo obratno s pomocˇjo dogodka. V primeru aplikacije SportPlayer, je zato
ogrodje Angular boljˇsa izbira, saj prakticˇno na vsakem pogledu uporabljamo
dvosmerno komunikacijo. Na ta nacˇin je kode bistveno manj, kot pa cˇe bi
uporabili nacˇine knjizˇnice React.
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Slika 4.4: Dvosmerna podatkovna komunikacija - Angular
Veliko podobnosti med ogrodjem Angular in knjizˇnico React lahko naj-
demo pri zagonu koncˇne aplikacije in navigaciji med posameznimi stranmi.
Edina razlika je, da Angular prvotno nalozˇi Modul, v primeru knjizˇnice Re-
act pa gre to za komponente (slika 4.5). Pristop ogrodja Angular je zelo
prirocˇen, posebno, cˇe zˇelimo v aplikaciji uporabiti razrede, ki jih definiramo
le enkrat (ang. singeltons).
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Slika 4.5: Primer usmerjanja v aplikaciji, ki uporablja React
Pri razvoju dolocˇene aplikacije velikokrat ne pomislimo na kasnejˇso razsˇirljivost.
Cˇe se nam zgodi, da moramo kasneje aplikacjio razsˇiriti, kar je pogost ko-
rak, potem lahko prednost pripiˇsemo ogrodju Angular in njegovemu Angular
CLI-ju. Prednost na podrocˇju dodajanja novih knjizˇnic in cˇasa razvoja pa
prav gotovo pripada knjizˇnici React. Omenimo sˇe velikost koncˇne produk-
cijske kode. Ta je v primeru ogrodja Angular lahko vecˇja tudi do sˇtirikrat,
cˇe govorimo o razvoju aplikacije, ki ima iste funkcionalnosti kot aplikacija,
razvita s knjizˇnico React. Do tega pride zato, ker Angular uporablja bistveno
vecˇ knjizˇnic.
Cˇe pogledamo skupni imenovalec ugotovimo, da sta obe izbiri logicˇni.
Cikel razvoja aplikacije s knjizˇnico React je lahko zelo podoben ciklu razvoja
s ogrodjem Angular, cˇe pri tem uporabimo ustrezne knjizˇnice. Cˇe se zˇelimo
od zacˇetka naucˇiti uporabljati katerokoli od omenjenih izbir, potem nam bo
najvecˇ cˇasa prav gotovo vzelo ucˇenje vseh funkcionalnosti ogrodja Angular,
vendar bomo zraven osvojili sˇe veliko drugih znanj. Ogrodje Angular je
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primernejˇse za vecˇja podjetja, saj si tovrstna podjetja lahko privosˇcˇijo nekaj
vecˇ cˇasa za ucˇenje vseh funkcionalnosti. Cˇe pa kot razvijalec iˇscˇemo nekaj
bolj preprostega, pa je bolj smiselno uporabiti knjizˇnico React.
4.3 Primerjava orodij po kriterijih
To podpoglavje vsebuje primerjavo ogrodja AngularJS, ogrodja Angular in
knjizˇnice React po dolocˇenih kriterijih. V nadaljevanju so predstavljeni vsi
ti kriteriji.
4.3.1 Podprti programski jezik
Vsako od primerjanih ogrodij oz. knjizˇnice za programiranje uporablja drugacˇen
programski jezik. AngularJS uporablja programski jezik JavaScript, Angular
uporablja TypeScript, pri knjizˇnici React pa govorimo o jeziku JSX (Java-
Script XML). Tako TypeScript kot JSX, sta osnovana na programskem jeziku
JavaScript.
4.3.2 Tezˇavnostna stopnja
Ogrodji AngularJS in Angular sta veliko obsezˇnejˇsi kot React. Temu prime-
ren je tudi podatek o stopnji tezˇavnosti osvojitve vseh znanj, ki jih zajemata
obe ogrodji Angular (AngularJS in Angular). Pri slednjih dveh nam ucˇenje
delovanja in vseh funkcionalnosti vzame bistveno vecˇ cˇasa kot ucˇenje celotne
funkcionalnosti knjizˇnice React. To dejstvo dokazuje vecˇ sˇtudij [4, 8, 9].
4.3.3 Povezava s HTML predlogo
Povezava s HTML predlogo (ang. Binding) je podrocˇje, na katerem se
knjizˇnica React najbolj razlikuje od obeh ogordij Angular in AngularJS. An-
gular in AngularJS se ponasˇata z dvosmerno komunikacijo, medtem ko gre
pri knjizˇnici React za enosmerno komunikacijo.
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4.3.4 Arhitekturni stil
Vsako od primerjanih orodij ima svoj malce drugacˇen arhitekturni stil. Pri
ogrodju AngularJS govorimo o arhitekturi MVC (Model–view–controller).
MVC vsebuje pojme, kot so: modeli, pogledi in kontrolerji. Vsi ti pojmi
so med seboj v dolocˇeni povezavi. Ogrodje Angular je, kot smo zˇe omenili,
sestavljeno iz razlicˇnih komponent. Arhitekturo knjizˇnice React si lahko
predstavljamo kot arhitekturo MVC, le da uporabi le del arhitekture, ki je
namenjena pogledom (ang. View).
4.3.5 Mesto preslikave kode
Ogrodje Angular in knjizˇnica React svojo kodo preslikata (ang. Rendering)
na strani svojega strezˇnika, medtem ko ogrodje AngularJS to stori na strani
odjemalca. Prva mozˇnost (preslikava na strani strezˇnika) se izkazˇe kot boljˇsa,
saj je posledicˇno aplikacija hitrejˇsa.
4.3.6 Vzdrzˇevanje kode
Pri ogrodju Angular je vzdrzˇevanje kode dokaj preprosto, cˇe sledimo smer-
nicam, ki nam jih predpisujejo razvijalci tega ogrodja. Smernice v vecˇini
primerov narekujejo korake, s katerimi razvijalec kodo stilira na tak nacˇin,
da je kasnejˇse spreminjanje ali dopolnjevanje lazˇje. Te smernice pridejo sˇe
posebaj prav, ko nasˇa aplikacija postane malce bolj obsˇirna. Cˇe omenimo
sˇe komponentni stil pisanja pri ogrodju Angular, lahko ugotovimo, da je
vzdrezˇvanje dokaj preprosto. Podobna situacija je pri ogrodju AngularJS.
Pomembno je, da novo napisano kodo v ogrodju AngularJS napiˇsemo na tak
nacˇin, da je ta podobna kodi, ki jo uporabljamo pri ogrodju Angular. Tak
slog nenazadnje narekujejo tudi smernice, ki jih priporocˇajo pri ogrodju An-
gularJS. Cˇe piˇsemo kodo na tak nacˇin, je tudi morebitna nadgraditev ogrodja
na najnovejˇso verzijo ogrodja Angular bistveno lazˇja. Koda knjizˇnice React
je od nasˇtetih najbolj cˇista in strukturirana, zato je preprosta za vzdrzˇevanje.
To zagotavlja arhitektura Flux.
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4.3.7 Razvoj mobilnih aplikacij
Pri obeh ogrodjih Angular (AngularJS in Angular) in knjizˇnici React lahko
napisane dele kode v veliki vecˇini uporabimo pri morebitnem razvoju mobilne
aplikacije. Pri ogrodjih AngularJS in Angular za to poskrbi ogrodje Ionic.
Pri knjizˇnici React je temu namenjena knjizˇnica React Native.
4.3.8 Primerjalna tabela
Tabela (slika 4.6) vsebuje vse opisane kriterije. Zraven je podana sˇe ocena
za posamezni primerjalni objekt. Namen tabele je prikaz dolocˇenih pred-
nosti posamezenga orodja na dolocˇenemu podrocˇju. Na tak nacˇin se lahko
razvijalec odlocˇi, katero ogrodje je bolj primerno za razvoj njegove spletne
resˇitve.
Slika 4.6: Primerjava po kriterijih
4.4 Ugotovitve
V tem poglavju smo spoznali ogrodje AngularJS, ogrodje Angular in knjizˇnico
React sˇe malce bolj podrobno. Predstavljeni so bili dolocˇeni kriteriji, po
katerih lahko vsa tri nasˇteta orodja razlikujemo med seboj. Rezultati so
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bili tudi predstavljeni s tabelo, kjer smo za vsako od nasˇtetih orodij podali
oceno za dolocˇen kriterij. Ugotovili smo, da so ogrodje AngularJS, ogrodje
Angular in knjizˇnica React zelo kakovostna izbira za razvoj spletnih aplikacij.
V prednosti sta zagotovo ogrodje Angular in knjizˇnica React, saj sta novejˇsa
in se zelo hitro razvijata. Ogrodje AngularJS se sicer ne razvija vecˇ, vendar
ga uporablja sˇe vedno veliko sˇtevilo uporabnikov.
Poglavje 5
Zakljucˇek
V diplomski nalogi smo spoznali ogrodje AngularJS in njegovo naslednjo
razlicˇico, katere ime je poenoteno v Angular. Na koncu pa sˇe knjizˇnico
React, ki jo z dodatnimi knjizˇnicami lahko spremenimo v ogrodje, podobno
Angularju.
Naslednje poglavje je bilo namenjeno predstavitvi poteka razvoja aplika-
cije SportPlayer. Pokrili smo vsa podrocˇja od opisa razvoja vsake strani ozi-
roma komponente aplikacije posebej, do povezave spletne aplikacije z zaled-
jem, ki je zelo pomememben del. Omenili smo tudi, kako smo delo nacˇrtovali
in na kaj smo morali biti posebej pozorni. Za konec poglavja smo pogledali
sˇe dodatno uporabljeno knjizˇnico, ki nam omogocˇa raznovrstne komponente
za stilisticˇno podobo koncˇne resˇitve. Predvidevamo, da je oblikovni izgled
zelo pomembnen, saj zˇelimo, da ima uporabnik dober prvi vtis, s tem si tudi
zelo povecˇamo mozˇnost ponovne uporabe.
Zadnje poglavje je v prvi vrsti namenjeno razvijalcem, ki zˇe poznajo
ogrodje Angular in se sprasˇujejo, kako lahko izbira drugega ogrodja nadgradi
boljˇsi koncˇni produk. Tu smo predstavljeno ogrodje in knjizˇnico iz prvega
poglavja primerjali z ogrodjem, s katerim smo razvijali aplikacijo SportPla-
yer. Spoznali smo, da ima izbira vsakega izmed teh ogrodij ali knjizˇnice svoje
prednosti ter podrocˇja, na katerem lahko drugo ogrodje bolje resˇi problem.
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5.1 Izboljˇsave aplikacije SportPlayer
Vsaka aplikacija ima seveda veliko mozˇnosti za nadgradnjo ali dodelavo.
Aplikacijo bi lahko nadgradili s funkcionalnostmi, ki so predstavljene v na-
daljevanju.
5.1.1 Pregled igralcev
Trenutno imamo v aplikaciji SportPlayer implementiran pregled prisotnih
igralcev le za 5 preteklih urnikov. Seveda zˇelimo uporabnikom ponuditi pre-
gled vseh mozˇnih igralcev in pri tem pokazati igralcˇevo oceno. Potrebovali
bomo torej novo komponento, njen pogled pa bo moral vsebovati pameten
prikaz vseh mozˇnih igralcev, saj cˇe bo le-teh veliko, lahko ta stran postane
zelo pocˇasna. Potrebna bi bila torej implementacija neskoncˇnega nalaganja,
s tem bi s API spletnega vmesnika dobivali omejeno sˇtevilo igralcev, seznam
pa bi se polnil, ko bi se uporabnik premikal nizˇje po spletni strani.
5.1.2 Povabi igralca
Ko posamezen uporabnik doda nov urnik za dolocˇeno sˇportno povrsˇino, se
lahko mesta za ta urnik zelo hitro napolnijo. Uporabniku zˇelimo omogocˇiti
zmozˇnost povabila zˇelenega igralca na ta urnik. Ta uporabnik bi potem prejel
sporocˇilo o tem po elektronski posˇti ali kaksˇno drugacˇno obliko obvestila.
5.1.3 Najmanjˇsa mozˇna ocena urnika
Ocene uporabnikov aplikacije se bodo za posamezen sˇport zelo razlikovale.
Uporabnikom bi ob dodajanju novega urnika omogocˇili, da specificirajo naj-
manjˇso mozˇno oceno, s katero bi se uporabniki sˇe lahko prijavili na novo
dodan urnik. Ta funkcionalnost bi omogocˇila bolj izenacˇene urnike.
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5.1.4 Povezava s socialnimi omrezˇji
V mislih imamo predvsem povezavo s Facebookom. Uporabnikom bi zˇeleli
omogocˇiti prijavo s Facebookom, prav tako pa bi lahko Facebook uporabili
za posamezen urnik. Uporabniku, ki je kreiral nov urnik, bi bila omogocˇena
kreacija novega skupnega pogovora, ki bi potekal na Facebooku. Na ta nacˇin
bi se uporabniki dogovorili o dolocˇenih podrobnostih urnika.
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