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R E S U M O
Qualquer amante do futebol gosta de consultar a histo´ria do seu clube, podendo tambe´m
ver detalhes sobre estatı´sticas da equipa e de confrontos com outras equipas, sendo que
existem poucos clubes que disponham dessa informac¸a˜o.
No que respeita a` informac¸a˜o associada a um clube de futebol, muitas vezes a mesma na˜o
e´ fidedigna ou real, existindo muita informac¸a˜o espalhada em diversos sı´tios, como websites,
web services, jornais, revistas. Na˜o existe uma compilac¸a˜o da informac¸a˜o num u´nico local,
dificultando o acesso a` comunidade interessada.
O objectivo primordial desta dissertac¸a˜o e´ a implementac¸a˜o de uma aplicac¸a˜o web onde
se registara´ de uma forma centralizada toda a informac¸a˜o referente a` histo´ria de um clube
de futebol, bem como, notı´cias relacionadas com a equipa, competic¸o˜es, jogos, e´pocas, joga-
dores, treinadores, entre outras informac¸o˜es pertinentes no aˆmbito futebolı´stico.
Com o intuito de atingir a finalidade supracitada, mostra-se necessa´ria a realizac¸a˜o de um
estudo sobre alguns projectos ja´ existentes e de cara´cter semelhante, de modo a conseguir
verificar o que e´ fundamental para que a aplicac¸a˜o se destaque em relac¸a˜o a`s ja´ existentes
no mercado.
Assim, o desenvolvimento deste projecto visa permitir que os adeptos e simpatizantes de
futebol consigam consultar determinada informac¸a˜o sobre o clube de uma forma simples e
ra´pida, evitando que o utilizador tenha acesso a informac¸a˜o de veracidade duvidosa.
Para alcanc¸ar o produto final que nos propomos desenvolver foi necessa´rio utilizar di-
versas tecnologias, nomeadamente o PHP: Hypertext Preprocessor (PHP) com o auxı´lio da
framework PhalconPHP. A escolha destas ferramentas teve por base o desempenho que po-
deriam oferecer ao produto. Na elaborac¸a˜o da aplicac¸a˜o foi utilizada a u´ltima versa˜o do
PHP que teve uma melhoria significativa no desempenho.
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A B S T R A C T
Every football fan appreciates checking his team’s history, as well the statistics and previous
matches. However, these are only available for a few teams.
Even though part of this intel can be found in several places, like websites, webservices,
newspaper, and magazines, often it is not reliable nor real. Also, due to the scattered
information, access this data becomes difficult for the interested community.
The primary goal of this thesis is to devise a web application in which all information re-
lated to the football club’s history, as well as news, competitions, matches, seasons, players,
coaches, and additional relevant information to the football community.
To accomplish the abovementioned objective first is essential to go through the state-of-
the-art of similar projects. Then, assess the fundamental features to stand out this web
application among the existent ones.
Thus, the development of this project aims to deliver fast and simple information to the
overall football followers about a specific team, avoiding misguided information.
In order to reach the final product that we propose to develop it was necessary to use se-
veral technologies, namely PHP with the help of the PhalconPHP framework. The choice of
these tools was based on the performance they could offer the product. In the development
of the application was used the latest version of PHP that had a significant improvement in
performance.
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I N T R O D U C¸ A˜ O
A presente dissertac¸a˜o consiste no desenvolvimento de uma aplicac¸a˜o web. O desenvol-
vimento web e´ uma a´rea em franca expansa˜o, com o surgimento de novas tecnologias,
linguagens e frameworks a um ritmo elevado. No contexto desta dissertac¸a˜o, justifica-se
o desenvolvimento de um estudo sobre as tecnologias utilizadas nesta a´rea, com o intuito
de perceber quais podera˜o ser as tecnologias mais adequadas a usar num dado contexto ou
projecto.
O objectivo fulcral na dissertac¸a˜o que nos propomos desenvolver, e´ a implementac¸a˜o de
uma aplicac¸a˜o web que permita a um utilizador, entre outras funcionalidades, consultar
informac¸a˜o sobre o seu clube, nomeadamente os jogos, as estatı´sticas dos seus jogadores,
o desempenho da sua equipa face aos seus adversa´rios. E´ ainda importante referir, e com
intuito de garantir a seguranc¸a e a confiabilidade da informac¸a˜o, que toda a interacc¸a˜o
decorrente da aplicac¸a˜o sera´ supervisionada pelo administrador.
1.1 contexto
Cada vez mais a Internet e´ um meio de fa´cil acesso a informac¸a˜o, que de outra forma so´
podia ser consultada pessoalmente. Torna-se para isso fulcral que, todas as a´reas possam
disponibilizar a informac¸a˜o que achem adequada e pertinente para os respectivos interes-
sados, necessidade essa que tambe´m no ramo do desporto se torna crucial.
O futebol mostra-se um meio de mobilizac¸a˜o e aproximac¸a˜o de culturas, sendo por isso
importante que a informac¸a˜o futebolı´stica seja de fa´cil acesso. Sendo o futebol o desporto
com mais adeptos em Portugal, estes procuram aceder a toda a informac¸a˜o relevante sobre
o mesmo, sendo a procura de informac¸a˜o mais afincada quando existe uma determinada
prefereˆncia clubı´stica.
Os adeptos querem relembrar-se dos momentos de glo´ria dos seus clubes, existindo por
vezes falta de informac¸a˜o sobre determinado evento, como por exemplo qual o onze titular,
quem marcou o golo ou quantos adeptos estavam presentes.
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As novas tecnologias tem um papel bastante considera´vel, se na˜o mesmo essencial no dia-
a-dia da populac¸a˜o. A Internet e´ um meio de acesso ao mais variado tipo de informac¸a˜o,
bastando para isso um simples clique.
Tratando-se de um projecto de desenvolvimento de software sera´ necessa´rio definir a
abordagem a utilizar, bem como, a arquitectura de software. Estes sa˜o elementos fulcrais
para que um projecto de software tenha um desenvolvimento flexı´vel, de modo a existi-
rem diversas melhorias no projecto, assumindo por isso um cara´cter iterativo. No que
respeita a` arquitectura de software e´ necessa´rio escolher uma arquitectura que se adeque a`
implementac¸a˜o de aplicac¸o˜es web.
1.2 motivac¸a˜o
A escolha deste tema recaiu sobre o especial interesse pelas a´reas relacionadas com web e
com engenharia de software. Ao explorar esta a´rea, foi analisada a framework PhalconPHP,
onde foi possı´vel concluir que aquela permitia aumentar a performance das aplicac¸o˜es
web/Websites, bem como, aos programadores aumentar a sua produc¸a˜o. Outro ponto im-
portante, ponto esse ja´ adquirido durante o primeiro ano de mestrado, relaciona-se com
utilizac¸a˜o de uma arquitectura de software, permitindo que outros programadores consi-
gam facilmente perceber o co´digo implementado e desenvolvido, e facilmente corrigir os
erros que possam surgir.
Ao longo da dissertac¸a˜o pretende-se desenvolver uma aplicac¸a˜o web que utilize as ferra-
mentas e tecnologias associadas a esta a´rea, com intuito de garantir o seu desempenho e
tirar partido de todos os pontos anteriormente referidos.
Outro dos motivos para a escolha do presente tema relaciona-se com o facto de poder
aliar duas a´reas de interesse, isto e´, aliar ao desenvolvimento web, o gosto pelo desporto
e em concreto pelo futebol. A motivac¸a˜o de trabalhar num projecto que se gosta, torna
mais fa´cil o seu desenvolvimento e consequentemente mais satisfato´rios os seus resultados.
Fazendo minhas as palavras de Confu´cio, “ Escolhe um trabalho de que gostes, e na˜o tera´s
que trabalhar nem um dia na tua vida”[1].
1.3 principais objectivos
O objectivo primordial da presente dissertac¸a˜o passa pelo desenvolvimento de uma
aplicac¸a˜o web, que permita a consulta da histo´ria de um clube de futebol, disponibilizando
tambe´m informac¸o˜es detalhadas sobre os eventos decorridos, mais concretamente os jogos.
De entre os principais objectivos, destacam-se os seguintes objectivos especı´ficos:
• Seguir uma abordagem meto´dica durante o desenvolvimento prevendo-se adoptar al-
gumas pra´ticas a´geis (e.g., interacc¸a˜o regular com cliente, desenvolvimento iterativo);
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• Implementar uma arquitectura de software que melhor se adapte a`s necessidades das
aplicac¸o˜es web, aprofundando conhecimentos para a sua concepc¸a˜o, bem como, as
tecnologias envolventes na sua implementac¸a˜o;
• Realizar um estudo sobre o domı´nio do tema em que se insere a aplicac¸a˜o web, para
ser mais fa´cil satisfazer as necessidades dos utilizadores;
• Implementac¸a˜o da base de dados para suportar toda a informac¸a˜o disponibilizada na
aplicac¸a˜o web;
• Utilizac¸a˜o de uma framework para permitir um melhor desempenho da aplicac¸a˜o e
estudo de medidas de seguranc¸a que concedam uma maior protecc¸a˜o aos seus utili-
zadores e administradores;
• Realizar ca´lculos de estatı´sticas de forma a disponibilizar informac¸a˜o sobre o desem-
penho do jogador, treinador e plantel;
• Implementar e testar a aplicac¸a˜o web ao nı´vel funcional, de design e de performance.
1.4 organizac¸a˜o da dissertac¸a˜o
A dissertac¸a˜o e´ constituı´da por seis capı´tulos. O primeiro capı´tulo da dissertac¸a˜o destina-
se a` contextualizac¸a˜o do problema que se pretende tratar nesta dissertac¸a˜o, permitindo ao
leitor entender qual vai ser o debate em que assenta toda a dissertac¸a˜o.
No segundo capı´tulo far-se-a` uma descric¸a˜o de todos os passos, bem como os meios,
destinados ao desenvolvimento de uma aplicac¸a˜o web, nomeadamente as tecnologias en-
volvidas e as ferramentas e arquitecturas de software que permitem obter um desempenho
adequado.
No terceiro capı´tulo, procurar-se-a` relatar todas as te´cnicas utilizadas para obter os requi-
sitos da aplicac¸a˜o. Neste capı´tulo sera˜o ainda expostos alguns modelos obtidos, de forma
a exemplificar ao leitor como sera˜o desenvolvidos os requisitos.
Em relac¸a˜o ao quarto capı´tulo sera˜o apresentadas as deciso˜es tomadas para que fos-
sem escolhidas as tecnologias e toda as ferramentas associadas ao desenvolvimento da
aplicac¸a˜o. Sera˜o ainda expostos alguns testes feitos a` aplicac¸a˜o, devido a ser fulcral testar
uma aplicac¸a˜o, de modo a garantir o seu funcionamento.
O quinto capı´tulo e´ responsa´vel por demonstrar a aplicac¸a˜o, sendo exploradas algumas
funcionalidades, com intuito a dar a conhecer o software desenvolvido. Va˜o ainda ser apre-
sentados os endpoints concebidos para a aplicac¸a˜o web.
Por fim, no sexto capı´tulo va˜o ser apresentadas as concluso˜es que foram obtidas ao longo
da elaborac¸a˜o da dissertac¸a˜o, contudo como e´ sabido, os produtos de software esta˜o em
constante mutabilidade e desenvolvimento, por isso sera˜o abordados novas funcionalidades
1.4. Organizac¸a˜o da dissertac¸a˜o 4
que podera˜o vir a ser desenvolvidas futuramente, acautelando assim as possı´veis alterac¸o˜es
ao nı´vel de novas tecnologias.
2
E S TA D O D A A RT E
Este capı´tulo dedica-se a` abordagem necessa´ria para o desenvolvimento de uma aplicac¸a˜o
deste aˆmbito, ou seja, uma aplicac¸a˜o web/Websites. Neste capı´tulo constara´ tudo o que e´
necessa´rio para a implementac¸a˜o de uma aplicac¸a˜o, desde a definic¸a˜o das funcionalidades
a` escolha das tecnologias e concepc¸a˜o da aplicac¸a˜o. Nesta fase, procura-se ainda conceder
ao leitor da presente dissertac¸a˜o os conhecimentos base sobre esta a´rea, embora de forma
um tanto ou quanto superficial. Este capı´tulo tem ainda o intuito de atingir o rigor de obter
a melhor performance dos produtos que utilizam as tecnologias associadas ao desenvolvi-
mento web.
2.1 processo do produto de software
O desenvolvimento de um produto de software[2] e´ composto por va´rias etapas, pois para
conceber um determinado software e´ fulcral perceber as ideias/necessidades do cliente, bem
como, as escolhas das soluc¸o˜es para desenvolver o que o mesmo pretende.
O primeiro passo e´ perceber quais as necessidades do cliente e dos utilizadores daquele
produto, com o intuito de obter os requisitos da aplicac¸a˜o. Esta fase e´ fulcral para a
concepc¸a˜o de uma soluc¸a˜o, visto ser a base da mesma.
Posteriormente e´ necessa´rio transcrever os requisitos para diagramas, para que depois se
fac¸a a implementac¸a˜o do produto.
Por u´ltimo, a realizac¸a˜o de testes e´ um passo de crucial importaˆncia, para validar as
funcionalidades dos requisitos, para que posteriormente seja realizado o deployment do
produto, de forma a permitir o recurso a`quela aplicac¸a˜o por parte dos utilizadores.
Nas seguintes secc¸o˜es sera˜o abordados com mais detalhe cada uma das fases do processo
de produto de software.
2.2 ana´lise
A primeira etapa consiste na ana´lise, onde sa˜o realizadas va´rias reunio˜es com o cliente.
No decorrer deste passo e´ necessa´rio realizar um bom levantamento de requisitos para
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que se perceba quais as expectativas do cliente relativamente a` aplicac¸a˜o. Numa primeira
fase e´ necessa´rio estudar o domı´nio em que o produto se vai enquadrar e analisar produtos
semelhantes, procurando-se perceber o que introduzir no produto de forma a ser valorizado
significativamente em relac¸a˜o aos outros. Posteriormente e´ necessa´rio ainda identificar as
partes interessantes do produto, isto e´, qual o pu´blico alvo do produto a desenvolver.
Os requisitos dividem-se em dois grupos: os funcionais e na˜o funcionais. Os primeiros
sa˜o referentes a`s funcionalidades da aplicac¸a˜o, enquanto que os segundos esta˜o relaciona-
dos com a qualidade do software, ou seja, usabilidade, seguranc¸a, performance, entre outros.
Por fim e´ necessa´rio definir as te´cnicas de levantamento de requisitos, te´cnicas essas que
sera˜o analisadas nos pontos seguintes.
2.2.1 Ana´lise de domı´nio
A ana´lise de domı´nio esta´ relacionada com o estudo de soluc¸o˜es ja´ existentes no mercado,
bem como, o estudo do domı´nio em que a aplicac¸a˜o se incide. Esta te´cnica e´ muito im-
portante para conseguir identificar os possı´veis utilizadores da aplicac¸a˜o e os requisitos do
software.
O uso desta te´cnica possibilita, aos analistas, uma recolha mais fa´cil dos requisitos da
aplicac¸a˜o, permitindo ainda detectar as soluc¸o˜es tecnolo´gicas ja´ existentes, de modo a veri-
ficar a possibilidade da sua integrac¸a˜o no produto em questa˜o.
O estudo sobre outros produtos de software permite ainda detectar possı´veis falhas, ou
seja, ajudando a identificar quais seriam os pontos fortes a implementar no pro´prio produto,
de modo a conseguir destacar-se dos produtos ja´ existente no domı´nio em estudo.
A figura 1 permite constatar os processos que podera˜o ser seguidos para conseguir fazer
uma eficiente ana´lise de domı´nio.
Figura 1.: Ana´lise de domı´nio - Processo de ana´lise de domı´nio[3]
(Capı´tulo 6, p.152)
A (Fig.1) mostra que, na primeira fase, e´ efectuado o estudo sobre o que existe no domı´nio
em ana´lise, analisando aplicac¸o˜es, livros te´cnicos ou mesmo reunio˜es com clientes. Depois
de se conhecer o domı´nio em si, e´ necessa´rio definir me´todos para conceber o modelo de
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domı´nio, que consiste na transcric¸a˜o do estudo do domı´nio para um diagrama de modelo
de domı´nio .
2.2.2 Entrevistas
A entrevista permite ao analista ter uma aproximac¸a˜o com o cliente identificando as pessoas
que deve entrevistar, de modo a obter uma maior qualidade de informac¸a˜o. Esta te´cnica
para ser bem sucedida exige preparac¸a˜o, nomeadamente quando se trata de uma entrevista
mais formal, em que, devera´ construir-se um guia˜o ja´ com questo˜es elaboradas, de maneira
a filtrar-se a informac¸a˜o mais pertinente.
Importa referir que a entrevista pode ser uma conversa mais informal, sendo aconselhada
quando o analista conhece bem o domı´nio em questa˜o. Esta te´cnica e´ muito utilizada
quando o cliente na˜o tem definido o que pretende, cabendo ao analista prepara a entrevista
com algumas questo˜es que ajudem a entender o que o cliente pretende.
Em suma, uma boa entrevista e´ aquela onde o cliente utiliza a maior parte do tempo.
O analista pode interromper o cliente para fazer um resumo daquilo que ele disse, para
garantir que a informac¸a˜o obtida era aquela que o cliente queria passar. Caso contra´rio,
poderemos estar perante uma situac¸a˜o de redundaˆncia ou de du´vida.
2.2.3 Personas
As Personas sa˜o uma te´cnica responsa´vel por criar um perfil fictı´cio de uma pessoa, defi-
nindo o que ela pretende para o sistema em estudo. A elaborac¸a˜o de personas tem como
objectivo primordial criar perfis de utilizadores, conseguindo assim associar o tipo de fun-
cionalidades a implementar na aplicac¸a˜o, para que seja possı´vel dar resposta aos mesmos.
As personas devem seguir algumas regras, ou seja, devera´ ser criado um perfil com dados
pessoais, descrever o tipo de pessoa que e´, para que seja possı´vel verificar em que tipo de
utilizador se pode enquadrar. A informac¸a˜o mais relevante desta te´cnica sa˜o os pedidos
que as personas enumeram, permitindo ao analista apresentar ao cliente a importaˆncia de
determinadas funcionalidades que a aplicac¸a˜o deve conter para certo tipo de utilizadores.
2.2.4 Introspec¸a˜o
Esta te´cnica e´ utilizada quando o analista tem um conhecimento significativo do domı´nio
em que a aplicac¸a˜o se enquadra. O analista encarna o papel do cliente, definindo ele pro´prio
os requisitos da aplicac¸a˜o, bem como, as estrate´gias e possı´veis falhas que acontecem nas
aplicac¸o˜es do domı´nio em questa˜o.
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Contudo e´ preciso referir que esta te´cnica deve ser utilizada na primeira fase da ana´lise
dos requisitos da aplicac¸a˜o, isto e´, no fim do uso desta te´cnica devera˜o ser apresentados
os resultados ao cliente, garantido que sa˜o aquelas as funcionalidades pretendidas para a
aplicac¸a˜o.
Este passo e´ dos mais importantes na concepc¸a˜o de um produto de software, uma vez
que se na˜o for entendida qual a pretensa˜o do cliente, podera´ tal falha ser prejudicial numa
fase mais avanc¸ada do processo do produto de software, defraudando assim as expectativas
iniciais daquele.
Concluı´do o processo de levantamento de requisitos, devera˜o os mesmo ser escritos,
sendo necessa´rio a utilizac¸a˜o de frases simples, de modo a evitar ambiguidades e garantir
que o requisito e´ claro e u´nico.
Para a escrita de requisitos e´ aconselhada a utilizac¸a˜o do carta˜o de volere, possibilitando
um maior rigor na escrita do requisito e uma maior compreensa˜o do que o requisito repre-
senta e devera´ realizar (conforme ilustrac¸a˜o (Fig.2) que representa o template do carta˜o de
volere).
Figura 2.: Template carta˜o de volere
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A seguinte lista descreve o que representa cada nu´mero constante da figura 2 anterior e
a qual passamos explicar:
1. Representa o nu´mero do requisito e que por norma e´ utilizado numa ordem sequen-
cial;
2. Identifica o tipo de requisito, ou seja, se e´ funcional ou na˜o funcional. Sendo que
se pode utilizar uma escala para definir o tipo de requisito (e´ mais utilizado para os
requisitos na˜o funcionais);
3. Referenciar o nome dos casos de uso que esta˜o associados ao requisito, tratando-se
de um elemento importante para a concepc¸a˜o dos diagramas de caso de uso;
4. Este campo esta´ associado a` escrita do requisito. O que deve ser uma frase simples,
de forma a evitar a ambiguidade. E´ desaconselhado o uso de pronomes possessivos
na terceira pessoa (seu, sua, seus, suas) e conjunc¸o˜es (e, ou), sendo que neste caso,
perante a existeˆncia de uma conjunc¸a˜o, e´ aconselha´vel dividir em dois requisitos[2];
5. Descreve o fundamento para a existeˆncia do requisito;
6. Identifica o criador do requisito;
7. Descreve um possı´vel cena´rio que valide o requisito;
8. Representa o nı´vel de satisfac¸a˜o por parte do cliente com a implementac¸a˜o do requi-
sito;
9. Mostra o nı´vel de insatisfac¸a˜o por parte do cliente caso o requisito na˜o seja implemen-
tado;
10. Identifica a prioridade do requisito, existindo por vezes uma negociac¸a˜o de requisitos,
dependendo do tamanho do projecto ou quando o prazo de entrega e´ curto;
11. Mostra o conflito com outros requisitos, ou seja, identifica os requisitos que necessi-
tam que o requisito em si esteja implementado;
12. Deste nu´mero consta a fonte do levantamento do requisito, ou devendo-se referenciar
a origem do requisito, como por exemplo uma entrevista, ou um inque´rito;
13. Este campo representa todo o histo´rico do requisito, desde a criac¸a˜o do requisito ate´
a u´ltima alterac¸a˜o (normalmente os requisitos sofrem alterac¸o˜es).
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2.3 concepc¸a˜o
No que respeita a` segunda fase do processo do produto do software, temos presente a
concepc¸a˜o, que e´ nada mais do que a modelac¸a˜o dos requisitos em diagramas. Esta fase
e´ a passagem de testemunho entre os analistas e os programadores, pois no te´rmino desta
fase os programadores va˜o comec¸ar a implementar o produto atrave´s dos diagramas por
aqueles concebidos.
Os diagramas va˜o ser fundamentais para os programadores entenderem o fluxo a im-
plementar para o cumprimento da especificac¸a˜o do requisito. Esta abordagem vai permitir
que os programadores consigam implementar o produto com mais brevidade e melhor qua-
lidade. Esta fase tambe´m e´ importante, para a definic¸a˜o das tecnologias e arquitectura de
software a utilizar, de modo a enquadrar-se com as necessidades e especificac¸o˜es que o cli-
ente pretende, estando aqui patente a importaˆncia dos requisitos na˜o funcionais para estas
escolhas.
Para exemplificar os diagramas, e com o intuito de dar uma percepc¸a˜o mais simples,
foram elaborados alguns diagramas sobre um cena´rio superficial, relacionado com clientes
e as suas respectivas ageˆncias banca´rias.
2.3.1 Modelo de domı´nio
O modelo de domı´nio permite descrever de uma forma mais sinte´tica o domı´nio que foi
analisado, ou seja, descreve os processos, regras ou lo´gicas que se devem seguir para im-
plementar a aplicac¸a˜o. Este diagrama ajudara´ na concepc¸a˜o da aplicac¸a˜o em si, pois e´ onde
se comec¸a a definir a arquitectura da aplicac¸a˜o.
A concepc¸a˜o do modelo de domı´nio vai ser fundamental para o desenvolvimento do
diagrama de classes e do modelo de entidade-relacionamento.
A figura 3 mostra o exemplo elencado no supracitado ponto 2.3.1 .
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Figura 3.: Modelo de domı´nio de clientes de ageˆncias banca´rias
Neste modelo de domı´nio, e´ possı´vel identificar diversos aspectos:
• O cliente pode ter va´rias contas, sendo que a cada uma sera´ associada um tipo de
conta, com um ou va´rios carto˜es associados;
• A ageˆncia banca´ria e´ composta por va´rios clientes e teˆm va´rios funciona´rios dessa
mesma ageˆncia. Cada funciona´rio atende diversos clientes;
• Uma conta pode ser constituı´da por um ou mais clientes.
Embora estejamos perante um exemplo simples e com poucas regras associadas e pouco
detalhadas, e´ possı´vel comprovar a importaˆncia de um modelo de domı´nio.
Assim e´ possı´vel concluir que para que o diagrama seja mais completo e´ necessa´rio reali-
zar uma extensa ana´lise, de modo a entender todas as regras e lo´gica de nego´cio associados
ao domı´nio em questa˜o.
2.3.2 Diagrama de classes
O diagrama de classes e´ fundamental para qualquer aplicac¸a˜o que utilize o paradigma de
OOP, pois e´ aqui que se define a estrutura de cada classe. Neste diagrama (Fig.4) tambe´m
se definem os atributos, me´todos, relac¸o˜es e o tipo de classes a ser utilizados.
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Figura 4.: Estrutura de uma classe
Na figura 4 e´ possı´vel verificar a estrutura de uma classe. A primeira a´rea define o nome
da classe, a segunda a´rea define os atributos da classe e por fim, no que respeita a terceira
a´rea, esta˜o definidos os me´todos da classe. E´ necessa´rio referir que tanto nos atributos
como nos me´todos e´ possı´vel definir a visibilidade, bem como, o tipo de dados que sa˜o
retornados, sendo que a visibilidade pode assumir os seguintes valores:
• Public + : Qualquer classe pode aceder aos me´todos/atributos;
• Private - : So´ a pro´pria classe e´ que tem permissa˜o para aceder aos me´todos/atributos;
• Protected # : Permite o acesso aos me´todos/atributos da pro´pria classe, bem como,
das classes filhas (Generalizac¸a˜o/Heranc¸a);
• Package ˜: So´ podem ser acedidos por classes do mesmo package;
Ao diagrama de classes esta˜o subjacentes algumas particularidades, nomeadamente a
multiplicidade, isto e´, o que estabelece a relac¸a˜o entre as classes, de forma a perceber
por exemplo quantos objectos a classe A pode ter da classe B ou vice-versa, tais como as
seguintes:
• 1 - 1: Define que cada objecto da primeira classe so´ pode estar ligado a um u´nico
objecto da segunda classe;
• 1 - 1..* : Define que cada objecto da primeira classe tera´ pelo menos um ou muitos
objectos da segunda classe;
• 1 - 0..* :Esta multiplicidade e´ muito semelhante a anterior, no entanto a diferenc¸a e´
que a primeira classe pode na˜o estar ligada a nenhum objecto da segunda classe;
• 1..* - 1..* :Define que um ou mais objectos de cada classe pode estar relacionado com
um ou mais objectos da outra classe;
• Heranc¸a: A heranc¸a e´ utilizada quando se pretende que uma classe utilize me´todos
da classe pai, mas que implemente os seus pro´prios me´todos, de modo a diferenciar-
se das outras classes filhas caso existam. A heranc¸a e´ representada por um triaˆngulo
na classe pai.
2.3. Concepc¸a˜o 13
Na figura 5 e´ possı´vel visualizar o diagrama de classes referente ao caso em estudo.
Figura 5.: Diagrama de classes
O diagrama acima representado (Fig.5), permite ao programador estruturar as classes,
ja´ com os dados e me´todos associados a cada uma delas. Na maioria das associac¸o˜es de
classes foram utilizados algumas multiplicidades, nomeadamente a heranc¸a. Um exemplo
disso e´ a classe Conta que tem va´rias classes filhas, que herdam todos as propriedades da
classe pai, mas os me´todos em si teˆm outra lo´gica.
2.3.3 Modelo ER
O modelo ER descreve a estrutura da informac¸a˜o, ou seja, a forma como a base de dados
tem de ser organizada e inter-relacionada. No que respeita a este modelo, uma entidade
representa uma tabela que tera´ associados campos e o seu tipo de dados. Como estamos
perante uma base de dados relacional, e´ necessa´rio utilizar chaves prima´rias (Primary Key)
e estrangeiras (Foreign Key), de modo a estabelecer uma relac¸a˜o entre entidades. A chave
prima´ria e´ associada a um ou mais atributos de uma tabela, sendo que o valor da mesma
na˜o pode ser utilizada noutro registo da mesma tabela. No que concerne a chave estran-
geira, e´ um atributo de outra tabela que se refere a uma chave prima´ria, com o intuito de
estabelecer a relac¸a˜o entre tabelas.
A relac¸a˜o das tabelas tambe´m segue umas condic¸o˜es, tal como o diagrama de classes,
seguidamente sa˜o enumeradas:
• 1 - 1: Uma relac¸a˜o de 1-1, representa que um registo da Tabela A esta´ relacionado
apenas com um u´nico registo da tabela B;
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• 1 - N: ”Uma relac¸a˜o 1-N ocorrem quando um registo de uma tabela A esta´ vinculado
com muitos registos da Tabela B”[4](Traduc¸a˜o nossa). Com base nas palavras do autor
Robin Nixon podemos afirmar que no modelo seguinte (Fig.6) e´ possı´vel verificar que
um determinado cliente pode ter um ou mais registo na tabela conta.
• N - M: O relacionamento N-M possibilita que muitos registos da Tabela A estejam
relacionados com muitos registos da Tabela B, para esta relac¸a˜o tera´ que ser criada
uma tabela interme´dia, que ira´ ser constituı´da por uma chave composta (sa˜o as chaves
prima´rias de cada uma das tabela originais).
Figura 6.: Modelo de ER
Na figura 6 e´ possı´vel verificar o modelo ER, modelo esse em que foi utilizada a relac¸a˜o 1
- N e N - M. Atrave´s da ana´lise do modelo acima (Fig.6) elencado e´ possı´vel verificar que na
relac¸a˜o entre as entidades cliente e conta (relac¸a˜o N - M) foi criada uma tabela interme´dia.
Essa tabela sera´ responsa´vel por guardar todas as contas associadas a um determinado
cliente e vice-versa.
2.3.4 Casos de uso
O diagrama de casos de uso e´ um diagrama fulcral, pois descreve quem sa˜o os actores
da aplicac¸a˜o, bem como, as funcionalidades que a aplicac¸a˜o ira´ disponibilizar aos seus
utilizadores. Podemos considerar que um caso de uso e´ um cena´rio, que associa actores
a esse mesmo cena´rio, e que por sua vez demonstra o que determinada funcionalidade
precisa para ser realizada .
No que respeita a`s associac¸o˜es dos casos de uso, temos dois tipos include e extend. Include
define que determinado caso de uso precisa de outro caso de uso para realizar determinada
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operac¸a˜o. Ao extend compete adicionar um determinado comportamento a um caso de uso
base.
A figura 7 representa o diagrama de caso de uso, onde e´ possı´vel verificar alguns eventos
associados ao cliente.
Figura 7.: Diagrama de caso de uso do ATM
2.3.5 Diagrama de actividades
O diagrama de actividades estabelece o fluxo que deve ser seguido para determinado caso
de uso, definindo todos os passos cuja a obrigatoriedade deve ser verificada para que de-
terminada operac¸a˜o seja concluı´da.
Este diagrama permite ainda prever e definir todos os cena´rios, em caso de erro ou
insucesso, conferindo ao programador a possibilidade de implementar todos os cena´rios
possı´veis de sucesso ou insucesso.
Na figura 8 podemos verificar o fluxo necessa´rio para que um cliente consiga levantar
dinheiro. A bola preta significa o comec¸o da operac¸a˜o, os balo˜es azuis sa˜o considerados um
passo no fluxo. Quanto ao losango define uma decisa˜o, nomeadamente um ciclo condicio-
nal (if ), que consoante o resultado, vai alterar o processo. Trata-se de um ciclo importante
para garantir os casos em que o processo na˜o corre como esperado.
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No diagrama representado (Fig.8) e´ garantido o fluxo necessa´rio para a operac¸a˜o ser
realizada com sucesso.
Figura 8.: Diagrama de actividades - ( Consultar saldo)
2.3.6 Diagrama de sequeˆncia
Em relac¸a˜o ao diagrama de sequeˆncia abaixo representado (Fig.9) importa referir, que na˜o e´
nada mais do que a interacc¸a˜o entre os objectos, ou actores com o sistema, identificando-se
os me´todos que esta˜o associados ao caso de uso em questa˜o.
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Figura 9.: Diagrama de sequeˆncia - ( Consultar saldo)
Estamos perante um diagrama de tecnicidade acrescida, visto ser uma comunicac¸a˜o entre
os objectos e o sistema, possibilitando o uso dos me´todos associados a cada objecto. Este
diagrama complementa o diagrama de actividades ja´ anteriormente mencionado (Fig.8) e
permite ao programador ter uma visa˜o mais abrangente sobre o que tem que desenvolver.
2.3.7 Arquitectura de software
A arquitectura de software consiste na delimitac¸a˜o dos elementos integrantes do software, as
suas caracterı´sticas e a sua relac¸a˜o com outros softwares.
A arquitectura de software, pode ser equiparado ao projecto de uma casa mas a nı´vel
de software, pois demonstra a estrutura do programa e dos seus componentes para que os
programadores consigam entender como conceber o seu co´digo, de modo a seguir as regras
da arquitectura e consequentemente tirar partido dessa arquitectura.
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A definic¸a˜o de uma arquitectura de software e´ feita atrave´s dos atributos de qualidade
associados ao mesmo, ou seja, e´ definida pelos requisitos na˜o funcionais. A implementac¸a˜o
de arquitecturas de software proporciona grandes vantagens tais como :
• Possibilita a divisa˜o do produto em mo´dulos, permitindo reutilizar co´digo ja´ imple-
mentado, o que reduz os erros no software, bem como, o tempo da concepc¸a˜o do
produto;
• Estabelece uma estrutura para o software, ajudando os programadores a compreender
de uma forma mais simples a aplicac¸a˜o;
• Permite identificar os componentes importantes para que a aplicac¸a˜o funcione, aju-
dando ainda a arranjar formas redundantes para possı´veis falhas.
2.3.7.1 Cliente e Servidor
Esta arquitectura de software e´ utilizada quando um cliente pretende aceder a determinado
recurso que se encontra no servidor. No caso de um Website, o servidor ira´ ter a aplicac¸a˜o
alojada, com todos os recursos necessa´rios para o seu funcionamento. No que respeita
ao cliente tera´ que aceder a um browser, de modo a conseguir interagir com a aplicac¸a˜o,
existindo uma comunicac¸a˜o entre o browser do cliente e a aplicac¸a˜o.
Sempre que o cliente fizer um determinado request a` aplicac¸a˜o, estara´ a solicitar recursos
ao servidor, ou seja, cabendo a`quele responder a` solicitac¸a˜o do cliente. Esta arquitectura
tem diversas vantagens como a seguranc¸a e performance da aplicac¸a˜o uma vez que e´ possı´vel
dividir as complexidades por diversos servidores, de modo a que a mesma seja garantida,
e permite evitar uma possı´vel sobrecarga no servidor.
2.4 implementac¸a˜o
No terceiro passo (a implementac¸a˜o), a equipa de desenvolvimento constro´i o sistema de
software. Seguidamente va˜o ser explorados temas que esta˜o relacionados com o desenvolvi-
mento de um produto.
2.4.1 Metodologias de desenvolvimento
As metodologias de desenvolvimento sa˜o abordagens que permitem a uma equipa de de-
senvolvimento seguir determinados passos para chegar ao objectivo final. O principal ob-
jectivo das metodologias e´ desenvolver software com qualidade, de uma forma mais organi-
zada e ra´pida permitindo diminuir o nu´mero de erros existentes no produto. Este processo
tira ainda partido de uma maior comunicac¸a˜o entre os envolventes no projecto, fomentando
a entreajuda da equipa e reflectindo-se numa maior produtividade.
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Existem dois tipos de metodologias de desenvolvimento as a´geis e as tradicionais. No
que concerne a`s metodologias tradicionais, devem ser utilizadas quando ja´ existe um vasto
conhecimento sobre os requisitos a implementar em determinada aplicac¸a˜o. As metodolo-
gias a´geis teˆm como foco principal corrigir problemas que eram originados antes do seu
aparecimento, ou seja, a falta de adaptabilidade ao aparecimento de novos requisitos.
No que respeita a` escolha das metodologias de desenvolvimento, a sua escolha deve
ser realizada de acordo com o projecto e com os recursos disponı´veis para determinado
projecto. O nu´mero de recursos, o orc¸amento para o desenvolvimento do produto ou o
prazo para a entrega do produto sa˜o alguns dos factores a ter em conta na decisa˜o.
Seguidamente sera´ explicada ao pormenor uma metodologia de cada tipo, das aplicadas
na concepc¸a˜o do software.
2.4.1.1 Cascata
A cascata e´ um modelo de processo de software muito utilizado, nem sempre sendo per-
ceptı´vel o uso desta metodologia. Esta metodologia esta´ divida nas seguintes fases:
• Ana´lise: Realizac¸a˜o do levantamento de requisitos;
• Concepc¸a˜o: Concepc¸a˜o de diagramas que ilustram os requisitos da aplicac¸a˜o, bem
como, os passos a seguir para implementar as funcionalidades;
• Implementac¸a˜o: Transformar os diagramas em co´digo, de modo a implementar as
funcionalidades no produto;
• Testes: Proceder a testes sobre as funcionalidades implementadas.
Esta metodologia tem alguns aspectos positivos, como por exemplo o desenvolvimento
de modo faseado, apenas se avanc¸ando para a fase seguinte apo´s o te´rmino da anterior.
Contudo esta metodologia existe mudanc¸as e testes exaustivos que sa˜o realizados no final
da implementac¸a˜o.
Em suma, esta abordagem deve ser utilizada quando se dispo˜e de poucos recursos para o
desenvolvimento do produto, devendo contudo salientar-se a baixa complexidade como um
ponto positivo, uma vez que estas fases esta˜o naturalmente presentes no desenvolvimento
de um produto de software.
2.4.1.2 SCRUM
Esta metodologia e´ utilizada para dividir os recursos em va´rias equipas, de modo a obter
melhores resultados, sendo que as tarefas para cada equipa/elemento va˜o ser associadas a
um sprint. Um sprint define o que e´ preciso conceber e qual o prazo para o fazer.
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Um dos ponto chave para utilizac¸a˜o do SCRUM sa˜o as reunio˜es realizadas frequente-
mente tanto com o cliente como com os elementos das equipas.
As reunio˜es sa˜o agendadas conforme o gestor do projecto decidir, e e´ feito um ponto da
situac¸a˜o das tarefas, com o intuito de analisar o estado final do sprint.
Figura 10.: SCRUM - Fluxo de processo
[3](Capı´tulo 3 - p.83)
Como e´ possı´vel analisar na figura 10 existem reunio˜es todos os dias onde e´ realizado
o ponto de situac¸a˜o das tarefas. O sprint backlog refere-se as tarefas que foram incluı´das
no sprint que vai decorrer durante estes 30 dias, na˜o sendo obrigato´rio sprint deste prazo,
sendo mais recorrente os sprints de 15 dias (2 semanas).
O SCRUM e´ uma metodologia aconselha´vel quando se dispo˜e de uma equipa ate´ 8-9 ele-
mentos envolvida num projecto, pois facilita a divisa˜o de tarefas, bem como, a interacc¸a˜o
entre os elementos da equipa de desenvolvimento. E´ necessa´rio referir que esta metodo-
logia permite uma maior aproximac¸a˜o ao cliente, e que por vezes e´ o cliente que ajuda a
definir os sprints.
No fim do sprint e´ preciso verificar se as funcionalidades foram realizadas com sucesso,
ou seja, se cumpre com o que o gestor de projecto ou cliente solicitou (sprint retrospective e
review meeting).
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2.4.2 Plataformas
As plataformas na a´rea das tecnologias de informac¸a˜o e´ o local onde a aplicac¸a˜o e´ executada,
de modo a que haja uma operacionalizac¸a˜o para os seus utilizadores. Nesta secc¸a˜o 2.4.2
sera˜o abordadas dois tipos de plataformas de aplicac¸o˜es, onde va˜o ser explorados alguns
pro´s e contras de cada uma.
2.4.2.1 Plataforma web
E´ necessa´rio evidenciar a importaˆncia da plataforma web para o desenvolvimento web, uma
vez que esta possibilita aos programadores o desenvolvimento dos seus projectos sem re-
querer da instalac¸a˜o de software. Com o intuito de aumentar a qualidade dos produtos web
face aos produtos de software nativos, houve a necessidade de lanc¸ar novas medidas que
permitissem tornar a web numa plataforma, surgindo a web 2.0.
Tendo como base TIM O’REILLY[5] o termo web2.0 consiste na mudanc¸a para uma In-
ternet como plataforma abrangendo todo os dispositivos conectados. Entre outras, a regra
mais importante e´ desenvolver aplicativos que aproveitem os efeitos de rede para se tor-
narem optimizados quanto mais sa˜o usados pelas pessoas, aproveitando-se a inteligeˆncia
colectiva.[5]
A web 2.0 tornou as soluc¸o˜es web mais robustas e mais atractivas para os utilizadores e
programadores, pois permitiu que va´rias linguagens de programac¸a˜o interagissem entre si.
Patente a esta evoluc¸a˜o esta´ o dinamismo concedido aos Websites actuais deixando estes de
ser esta´ticos e concedendo-lhes um design desenvolvido.
Sa˜o caracterı´sticas da web2.0 as interfaces ricas e fa´ceis de utilizar, a facilidade de arma-
zenamento de dados e a criac¸a˜o de pa´ginas online, permitindo ainda o acesso de va´rios
utilizadores a` mesma pa´gina e a respectiva edic¸a˜o de informac¸a˜o. A utilizac¸a˜o de platafor-
mas web permite aos utilizadores o uso das aplicac¸o˜es web desde que possuam acesso ao
servidor HTTP, possibilitando-lhes assim uma grande portabilidade, contudo tem alguns
problemas associados a` seguranc¸a, que sera˜o abordados posteriormente.
Sendo esta uma a´rea em constante mutac¸a˜o, onde nada e´ eterno, ouvem-se rumores
acerca da web3.0.
2.4.2.2 Plataforma Nativa
Nas plataformas nativas o software opera apenas sobre o nosso computador, tendo o cliente
que estar ligado a uma determinada rede local, o que consubstancia numa portabilidade
nula, contudo, do ponto de vista da seguranc¸a na˜o se encontra ta˜o exposto devido ao facto
de estar apenas disponı´vel na rede ou no computador que esta´ instalado.
As aplicac¸o˜es nativas sa˜o mais utilizadas quando se trata de contabilidade ou casos de
estudo relacionados com a cieˆncia, sendo adequado para aplicac¸o˜es onde se pretende a
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ma´xima seguranc¸a e quando o nu´mero de utilizadores e´ muito restrito, por exemplo uma
empresa ou um grupo pequeno de utilizadores. Sa˜o preferenciais quando necessitam de
uma grande capacidade de processamento.
2.4.3 Aplicac¸o˜es web e Website
Tal como em todos os projectos, ha´ uma essencialidade na definic¸a˜o do seu objectivo, ou
seja, no “bem” ou resultado final que se propo˜e atingir. Assim, e em primeira instaˆncia, e´
necessa´rio definir o que se entende por aplicac¸a˜o web e Website com o intuito de clarificar a
diferenc¸a entre esses dois termos.
Uma aplicac¸a˜o web pode ser considerada uma aplicac¸a˜o desenvolvida em tecnologia web
sendo executada do lado do servidor e permitindo que o cliente aceda a` mesma atrave´s do
browser. Um Website e´ um aglomerado de ficheiros HyperText Markup Language (HTML) que
constam no mesmo enderec¸o, sendo que os Websites teˆm uma informac¸a˜o mais esta´tica, ao
contra´rio das aplicac¸o˜es web, sendo estas quase na sua totalidade dinaˆmicas.
Com o padra˜o de desenho MVC, que sera´ posteriormente abordada na secc¸a˜o 2.4.6.2,
conseguiu-se ter uma junc¸a˜o de aplicac¸o˜es web e Website, ou seja, ter a estrutura de enderec¸o
de um Website mas ter a informac¸a˜o de forma dinaˆmica atrave´s da base de dados. Com
o dinamismo concedido a`s aplicac¸o˜es web/Website estas tornaram-se mais atractivas, em
relac¸a˜o a`s ja´ existentes.
2.4.4 Desenvolvimento web
O desenvolvimento web incide na expansa˜o de soluc¸o˜es sejam elas Websites ou aplicac¸o˜es
web, consubstanciando-se na divisa˜o de dois mo´dulos: backend e frontend. O backend e´
referente ao administrador, sendo possı´vel editar conteu´do, entre outras opc¸o˜es, e o fron-
tend destina-se aos utilizadores, permitindo o seu acesso para visualizar e interagir com
o Website. No que respeita ao desenvolvimento web e´ necessa´rio a utilizac¸a˜o de diversas
ferramentas e tecnologias. Para ser elaborada a estrutura do Website devera´ ser utilizado
o HTML e para o design tem que ser utilizado o Cascading Style Sheets (CSS). Pode ainda
ter a contribuic¸a˜o das tecnologias JavaScript e jQuery que possibilitam o manuseamento dos
elementos da estrutura da pa´gina do Website.
Por fim, temos a linguagem PHP, ASP.NET entre outras que correm no servidor, e que
funcionam de intermedia´rio entre o cliente e servidor. Assim, permite-se a realizac¸a˜o de
transac¸o˜es ao servidor da base de dados, de forma a recolher informac¸o˜es para apresentar
no lado do cliente, no caso da informac¸a˜o ser solicitada pelo mesmo. Destaque ainda para
a tecnologia Asynchronous JavaScript And XML (AJAX) que permite solicitar informac¸a˜o ao
servidor, tendo como vantagem a na˜o realizac¸a˜o de um load da pa´gina total, o que permite
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um aumento do desempenho do Website, e possibilita uma interacc¸a˜o mais agrada´vel ao
utilizador. Sendo ainda necessa´rio salientar a utilizac¸a˜o de web services que permitem a
integrac¸a˜o de aplicac¸o˜es mo´veis. Os web services sa˜o fundamentais para comunicar com
outras aplicac¸o˜es, definindo endpoints para que outras aplicac¸o˜es consigam comunicar.
2.4.5 Servidor HTTP
O servidor HTTP e´ responsa´vel por correr as aplicac¸o˜es que esta˜o alojadas no mesmo, ou
seja, e´ a pec¸a chave para o funcionamento de qualquer soluc¸a˜o web, cabendo-lhe dar a
resposta aos pedidos realizados pelo cliente.
O funcionamento do servidor e´ resumido a um pedido de um cliente, que transmite
ao servidor o url a que pretende aceder, sendo o servidor responsa´vel por saber qual e´ a
aplicac¸a˜o respectiva e permite aceder a todos os recursos necessa´rios para responder ao
cliente.
No que respeita a aplicac¸o˜es que utilizem base de dados, o servidor deve fazer uma
comunicac¸a˜o com o servidor da base de dados, de modo a conseguir fazer os pedidos
que a aplicac¸a˜o necessita para completar a resposta a fornecer ao servidor e para poste-
riormente ser enviada ao utilizador. Em termos de seguranc¸a os servidor HTTP tambe´m
sa˜o responsa´veis por utilizar o SSL que permite a codificac¸a˜o dos conteu´dos que sa˜o por
exemplo introduzidos pelos utilizadores, evitando que sejam captados.
Existem dois tipos de servidores:
• Dinaˆmicos: Sa˜o os servidores que utilizam uma base de dados, ou seja, antes de
enviar os ficheiros necessa´rios para responder ao cliente, teˆm que consultar a base de
dados e actualizar os ficheiros com os valores devolvidos pela base de dados;
• Esta´ticos: Sa˜o os servidores que apenas enviam os ficheiros associados ao pedido sem
ter que os alterar;
Estes servidores ainda oferecem va´rias funcionalidades, de modo a aumentar o desem-
penho das aplicac¸o˜es neles alojados, nomeadamente o uso de mecanismos de cache e ba-
lanceamento de carga (quando sobrecarregado envia os pedidos para outros servidores).
O servidor HTTP tem a capacidade de executar scripts em diversas linguagens, tais como
PHP, ASP.NET entre outras. Os servidores HTTP mais utilizados para aplicac¸o˜es e soluc¸o˜es
web[6] sa˜o o Apache1, Nginx2 e o Internet Information Services (IIS)3 da microsoft.
1 Pa´gina web: https://www.apache.org/
2 Pa´gina web: https://www.nginx.com/
3 Pa´gina web: https://www.iis.net/
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2.4.6 Design patterns
Os design patterns ou padro˜es de desenho em portugueˆs, sa˜o cruciais para definir a estru-
tura do co´digo implementado, ou seja, pode ser considerado como uma norma a seguir na
codificac¸a˜o do produto. A escolha de design patterns e´ importante pois permite aos progra-
madores criar um co´digo organizado e menos complexo, facilitando a percepc¸a˜o do mesmo
por parte de novos elementos. Importa definir que o uso dos mesmos permite aumentar a
modularidade da aplicac¸a˜o, bem como, o uso de soluc¸o˜es que aumentam a performance da
aplicac¸a˜o.
Seguidamente sera˜o exploradas alguns design patterns, de modo a analisar a vantagens
do uso dos mesmos.
2.4.6.1 Big ball of mud
Este padra˜o e´ muito utilizado em softwares com baixa complexidade, sendo necessa´rio sali-
entar que esta te´cnica deve ser sempre evitada.
Estamos perante o uso da mesma quando nos deparamos por exemplo com um software,
onde o seu co´digo fonte esta´ todo num u´nico ficheiro. O produto ate´ pode cumprir o que o
cliente pediu, so´ que imagine-se que existe um problema naquele co´digo, a identificac¸a˜o e
correcc¸a˜o do erro sera´ um processo moroso e trabalhoso. Outro ponto essencial para nunca
se utilizar este padra˜o e´ que a sua modularidade ira´ ser nula, pois o co´digo esta´ todo no
mesmo ficheiro.
Em suma, este padra˜o e´ de evitar, uma vez que a maior parte dos produtos de software
esta˜o em constante mutabilidade e este padra˜o na˜o acautela essa evoluc¸a˜o.
2.4.6.2 MVC
O design pattern MVC [7] permite dividir a complexidade do sistema por va´rios sistemas/ca-
madas. E´ muito utilizado quando se esta´ perante um problema com alguma complexidade
e garante concorreˆncia uma vez que as camadas va˜o ser independentes umas das outras e
com isso e´ possı´vel estender a aplicac¸a˜o com novas funcionalidades. Este padra˜o tira par-
tido da facilidade de acrescentar novas funcionalidades, e claro, na reutilizac¸a˜o de co´digo
facilitando assim a concepc¸a˜o e a correcc¸a˜o de erros.
O MVC esta´ dividido em treˆs camadas sa˜o elas as seguintes :
• Model : O modelo e´ responsa´vel pelo armazenamento dos dados, ou seja, esta´ rela-
cionado com a base de dados. Esta camada e´ fundamental para solicitar os pedidos
das acc¸o˜es desencadeadas pelo utilizador.
• View: Esta camada e´ responsa´vel por apresentar os dados enviados pelo controller
para que os utilizadores tenham a possibilidade de os visualizar.
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• Controller: Permite executar todas as acc¸o˜es que sa˜o solicitadas pelos utilizadores
atrave´s das views. Consoante a acc¸a˜o solicitada pelo utilizador, o controller vai res-
ponder a esse pedido, acedendo ao modelo para consultar toda a informac¸a˜o que
necessita, com a finalidade de enviar a resposta ao pedido do utilizador para a view.
Figura 11.: Arquitectura de software MVC estrutura [8]
2.4.6.3 Hierarchical Model–View–Controller (HMVC)
O HMVC e´ uma aplicac¸a˜o do MVC mas em forma hiera´rquica, ou seja, pode ser utilizado
em aplicac¸o˜es que utilizem backend e frontend. Essa utilizac¸a˜o permite que se tenha os dois
mo´dulos da aplicac¸a˜o, utilizando o mesmo padra˜o de desenho, mas ainda assim serem
independentes um do outro.
Em termos de manutenc¸a˜o do produto de software torna-se mais fa´cil pois reduz a com-
plexidade, por estarem separados.
E´ ainda necessa´rio referir que esta abordagem permite aumentar a extensibilidade de
qualquer software, bem como, o aumento da organizac¸a˜o do produto, permitindo por exem-
plo agrupar certas funcionalidades relacionadas, de modo a criar um mo´dulo da aplicac¸a˜o.
2.4.7 Tecnologias
As tecnologias a nı´vel de aplicac¸o˜es web, dividem-se em treˆs tipos:
• Client side : Client side sa˜o todas as linguagens que operam no lado do cliente, ou
seja, tudo o que e´ corrido ou manuseado pelo cliente;
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• Server side : No que respeita ao server side temos presente as tecnologias que correm
do lado do servidor, que tem de responder aos pedidos feitos pelo cliente;
• Base de dados : Toda a informac¸a˜o apresentada ao cliente deve estar guardada numa
base de dados, com o intuito de ajudar a aplicac¸a˜o a responder aos pedidos do cliente;
Nos seguintes to´picos sera˜o abordadas algumas linguagens pertencentes a cada tipo,
explicando o funcionamento e a importaˆncia de cada uma delas, de modo a possibilitar um
enquadramento com as tecnologias.
2.4.7.1 HTML
O HTML e´ uma linguagem de marcac¸a˜o que e´ utilizada para conceber a estrutura das
pa´ginas web e que utiliza tags para definir a estrutura da interface. O HTML tem uma
estrutura base que e´ composta pelo head, sendo aqui que constam as informac¸o˜es, como
por exemplo, o tı´tulo da pa´gina, bem como, os ficheiros com extenso˜es de CSS e JavaScript.
Nesta linguagem existe o body onde e´ introduzido todo o conteu´do da pa´gina web e por fim
temos o footer que e´ utilizado muitas vezes para colocar os direitos do Website, o mapa do
Website, inclusa˜o de ficheiros JavaScript entre outras opc¸o˜es. A estrutura e´ regulamentada
pelas normas da World Wide Web Consortium (W3C), ou seja, a instituic¸a˜o que rege as nor-
mas do desenvolvimento e interpretac¸a˜o de todo o conteu´do existente na World Wide Web
(WWW).
2.4.7.2 CSS
O CSS na˜o e´ uma linguagem de programac¸a˜o, mas na˜o deixa de ter um papel proeminente
para que o Website ganhe forma e estilo, permitindo ao programador colocar o Website da
forma pretendida. O CSS possibilita ainda ao programador isolar o co´digo aplicado nas
diversas pa´ginas HTML, colocando tudo em um ou em va´rios ficheiros CSS e oferecendo
assim uma manutenc¸a˜o e criac¸a˜o de co´digo mais eficaz e ra´pida.
Para que sejam aplicados os estilos definidos nos ficheiros CSS e´ necessa´rio associar os
elementos HTML com classe e id’s que constam dos ficheiros CSS com os seus elemen-
tos/estilos ja´ definidos, oferecendo ao utilizador um design mais agrada´vel. Esta tecnologia
ainda tira partido das media querys, nomeadamente quando estamos perante dispositivos
com va´rias resoluc¸o˜es, e as media querys permitem aplicar determinados estilos consoante a
resoluc¸a˜o do dispositivo.
2.4.7.3 Bootstrap
O bootstrap4 e´ a framework mais conhecida para desenvolvimento web para as tecnologias
HTML, CSS e JavaScript.
4 Pa´gina web: http://getbootstrap.com/
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Esta tecnologia teve uma grande relevaˆncia para o desenvolvimento web, pois tornou
possı´vel que os Websites se tornam-se responsivos, isto e´, ajusta´veis a` resoluc¸a˜o do ecra˜ do
utilizador. Para tal efeito o bootstrap tem implementado o sistema de linhas e colunas, onde
cada nu´mero de colunas tem uma percentagem associada, para que se adapte ao dispositivo
do utilizador. O nu´mero de linhas pode ser ilimitado, sendo que cada linha pode ter no
ma´ximo ate´ 12 colunas.
No que respeita a exemplos onde se possa utilizar o Bootstrap em JavaScript, temos o
exemplo do modal, que pode ser considerado como uma sub-pa´gina web, que possibilita ao
utilizador visualizar informac¸a˜o sem ter que ir para outra pa´gina, permitindo assim uma
usabilidade mais amiga´vel para os utilizadores.
2.4.7.4 JavaScript
O JavaScript5 e´ utilizado correntemente devido ao facto de ser uma linguagem que trabalha
no lado do cliente e que possibilita que o Website tenha um melhor desempenho. Na˜o existe
a necessidade de uma ligac¸a˜o recorrente ao servidor e consequentemente possibilitando que
a mesma consiga manipular os elementos HTML que teˆm classes e id associadas atrave´s
do CSS, de modo a tirar partido do Document Object Model (DOM). O DOM permite que
o JavaScript consiga tirar partido dos eventos, propriedades dos me´todos associados aos
elementos da pa´gina web.
Esta linguagem foi muito importante para os programadores web porque possibilitaram
aos mesmos melhorar a fluidez e interacc¸a˜o dos utilizadores com os Websites.
2.4.7.5 AJAX
O AJAX permite que se fac¸a um pedido ao servidor da informac¸a˜o de que precisa, sem ser
necessa´rio carregar a pa´gina na totalidade. Esta tecnologia faculta que o Website se torne
muito mais fluente e dinaˆmico, permitindo que as soluc¸o˜es web resolvam um problema que
as afetava em relac¸a˜o a`s soluc¸o˜es de software nativas.
A tı´tulo exemplificativo, e para provar a utilidade desta tecnologia, existindo a necessi-
dade de selecionar um determinado paı´s, o AJAX realizaria o pedido ao servidor que lhe
responderia com a respectiva lista das cidades integrantes desse mesmo paı´s, na˜o sendo
necessa´rio recarregar a pa´gina web para esse efeito. Assim, ha´ uma significativa melhoria
da performance.
2.4.7.6 jQuery
O jQuery6 e´ uma biblioteca de co´digo JavaScript que corre no lado do cliente, esta tecno-
logia tem como grande objectivo tornar o desenvolvimento web mais fa´cil e permite ainda
5 Pa´gina web: https://www.javascript.com/
6 Pa´gina web: http://jquery.com/
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programar JavaScript de uma forma mais fa´cil. Esta tecnologia e´ muito utilizada pelos pro-
gramadores que incidem nas funcionalidades que interagem com os utilizadores, ou seja,
efeitos de imagens, desenvolver animac¸o˜es aos elementos da pa´gina web, comunicac¸a˜o com
a tecnologia AJAX, entre outras operac¸o˜es.
Com o surgimento de dispositivos mo´veis foi necessa´rio incorporar no jQuery a biblioteca
de jQuery Mobile onde tem func¸o˜es definidas especificamente para esses dispositivo. O
jQuery ainda tem bibliotecas como jQuery UI que se referem a` biblioteca responsa´vel pelos
elementos da interface do utilizador e tem a biblioteca Qunit que permite realizar testes
JavaScript.
2.4.7.7 PHP
O PHP 7 e´ utilizado principalmente para aceder a toda a informac¸a˜o que esta´ presente na
base de dados, sendo uma linguagem que trabalha do lado do servidor. Toda a informac¸a˜o
que e´ apresentada no Website e´ atrave´s do PHP, onde e´ criado um ficheiro para aceder a`
base de dados do projecto e a gerir toda a informac¸a˜o.
O PHP faz a ligac¸a˜o na arquitectura de software MVC entre o controller, model e a view,
possibilitando que as aplicac¸o˜es web se tornem dinaˆmicas. O controller e´ responsa´vel por
responder ao pedido efetuado pelo utilizador atrave´s da view, no entanto caso o controller
precise de informac¸a˜o da base de dados, deve consultar o model, de modo a oferecer a
informac¸a˜o solicitada pelo utilizador. O PHP e´ uma linguagem muito utilizada, sendo
das mais utilizadas em soluc¸o˜es web[9], tem a particularidade de suportar OOP, levando a`
utilizac¸a˜o de classes e a` reduc¸a˜o do nı´vel de SQL injection.
O PHP com a u´ltima versa˜o implementada, aumentou significativamente a performance
desta linguagem, tirando partido da contribuic¸a˜o da ZEND8 e do projecto HipHop Virtual
Machine (HHVM)9. O ZEND e´ uma companhia responsa´vel pela revoluc¸a˜o que o PHP so-
freu. O HHVM foi um projecto que surgiu com o aparecimento do facebook, de modo a
garantir uma interpretac¸a˜o do co´digo em real-time, ou seja, mais ra´pido que a versa˜o 5.6 do
PHP.
2.4.7.8 ASP.NET
O ASP.NET10 e´ uma tecnologia que e´ utilizada para aplicac¸o˜es web e para isso tira partido
da framework .NET, esta tecnologia na˜o e´ opensource e a sua criadora e´ a Microsoft. A mesma
pode ser utilizada por C#, C++ e Visual Basic. Esta framework tem diversas bibliotecas que
ajudam na concepc¸a˜o de um co´digo e funcionalidades eficazes.
Para o seu funcionamento esta tecnologia tira partido de dois mo´dulos importantes:
7 Pa´gina web: https://secure.php.net/manual/en/index.php
8 Pa´gina web: http://www.zend.com
9 Pa´gina web: http://hhvm.com/
10 Pa´gina web: https://www.asp.net/
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• Commom Language Runtime (CLR): Este mo´dulo e´ responsa´vel por converter o
co´digo fonte, de modo a ser executado por uma ma´quina virtual. Este mo´dulo e´ res-
ponsa´vel pela compatibilidade de va´rias linguagens utilizadas nesta tecnologia. Esta
funcionalidade e´ um dos pontos fortes desta tecnologia.
• Framework Class Library (FCL): E´ responsa´vel pela utilizac¸a˜o das principais bibliote-
cas utilizadas para desenvolver aplicac¸o˜es com esta tecnologia.
O ASP.NET utiliza como a design pattern MVC, de modo a estruturar o co´digo da
aplicac¸a˜o, ou seja, cada vez mais se teˆm definido um design pattern para os produtos web,
com o intuito de os programadores se adaptarem com facilidade.
2.4.8 Base de dados
2.4.8.1 MySQL
O MySQL11 e´ dos Sistema de Gesta˜o de Base de Dados (SGBD) mais utilizados no desenvolvi-
mento web a nı´vel mundial[10], pois tem a vantagem de requerer pouco hardware e tem a
particularidade de ser muito ra´pido a desenvolver todas as transac¸o˜es executadas no SGBD.
Este SGBD tira partido da compatibilidade com va´rios storage engines, nomeadamente In-
noDB, MyISAM, entre outros. Permite ainda utilizar procedimentos armazenados, triggers
e cursores conseguido-se equiparar com as funcionalidades oferecidas pelos seus concor-
rentes.
Esta tecnologia permite ainda a compatibilidade com diversas linguagens que sa˜o execu-
tadas no lado do servidor como PHP, ASP.NET entre outras. A figura 12 ilustra a arquitec-
tura utilizada pelo MySQL.
11 Pa´gina web: https://www.mysql.com/
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Figura 12.: Arquitectura do MySQL
[11]
Na figura 12 e´ possı´vel verificar os elementos da arquitectura do MySQL. A primeira
camada e´ responsa´vel pela autenticac¸a˜o ao servidor MySQL, bem como, a` base de dados
em questa˜o. Na segunda camada temos presente o Query cache, Parser e Optimizer. Esta
camada e´ responsa´vel pelas querys realizadas a`s base de dados, a func¸o˜es ligadas aos dados,
criptografia, procedimentos armazenados, triggers entre outras operac¸o˜es, tirando partido
da cache referente a`s querys realizadas .
Por fim, na terceira camada, esta˜o presentes os store engines, que sa˜o responsa´veis por
guardar toda a informac¸a˜o. O servidor MySQL comunica com os store engines atrave´s de
uma API, onde a mesma tem func¸o˜es de baixo nı´vel que executam o inı´cio de transac¸o˜es, ou
mesmo o inı´cio de uma consulta[11]. Os store engines mais utilizados e´ o InnoDB e MyISAM,
no capı´tulo 4 iremos abordar com mais detalhes cada um destes store engines.
2.4.9 Framework
Uma framework e´ uma abstrac¸a˜o na qual o software, que produz funcionalidades gene´ricas,
pode ser mudado com co´digo adicional feito pelo utilizador da mesma. Permite-se juntar
co´digos de diversos projectos, nomeadamente numa framework criada pelo programador,
aumentando a generalidade do programa, bem como, o seu ra´pido desenvolvimento[12].
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Uma framework e´ uma colecc¸a˜o de func¸o˜es e me´todos que ja´ foram testados/implementados
e que podem ser utilizadas a qualquer momento.
A utilizac¸a˜o de frameworks permite que se reutilize co´digo que ja´ tenha sido testado,
possibilitando ainda tirar partido de uma manutenc¸a˜o mais eficiente visto ter que corrigir
o co´digo apenas uma vez. Quem desenvolver uma framework tem que produzir co´digo o
mais gene´rico, com vista a sua utilizac¸a˜o em diversos projectos.
No que diz respeito a`s frameworks relacionadas com o desenvolvimento web ,tendem
a seguir o padra˜o MVC, dividindo a aplicac¸a˜o web em treˆs partes interconectadas. Esta
divisa˜o torna clara a separac¸a˜o entre os objectos de domı´nio e da interface da visualizac¸a˜o
do utilizador, como arquitectura de software. E´ necessa´rio realc¸ar que utilizam OOP, tal
como a esmagadora maioria dos frameworks, o que resulta em que as classes models sa˜o,
regra geral, diretamente mapeadas em tabelas nas base de dados, sem qualquer intervenc¸a˜o
direta do programador. No controller o programador vai criar um objecto associado a`s
tabelas que pretende trabalhar, facilitando-lhe assim toda a interacc¸a˜o com as tabelas da
base de dados. E´ ainda necessa´rio salientar que a nı´vel web estas frameworks ja´ tem func¸o˜es
definidas para as consultas, o que torna mais simples quer a recolha de dados quer o
aumento do desempenho do Website/aplicac¸a˜o web.
2.4.10 OOP
O paradigma de OOP surgiu para oferecer aos programadores uma nova forma de estrutu-
rar a informac¸a˜o e de como aceder a` mesma nos seus programas. No diagrama de classes
ja´ foram abordados alguns aspectos sobre as classes, nomeadamente a visibilidade (Private,
Public, Protected ou Package) e o tipo de associac¸o˜es. Nesta secc¸a˜o 2.4.10 vamos nos focar
mais em aspectos relacionados com o co´digo.
A classe e´ responsa´vel por definir a estrutura de um objecto, ou seja, a classe define os
atributos e me´todos que o objecto dispo˜e. O objecto e´ uma instaˆncia de uma classe, sendo
que cada objecto tem os seus valores o que proporciona uma diferenc¸a entre os outros
objectos da mesma classe.
// Classe Player
class Player {
// Primeiro sao definidos os atributos
public $playerName;
public $playerPosition;
// Construtor do objecto
public function __construct(string $name , string $position) {
$this ->playerName = $name;
$this ->playerPosition = $position;
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}
// Seguidamente define -se os metodos
public function getName (){
return $this ->playerName;
}
public function setName(string $name){
$this ->playerName = $name;
}
public function getPosition (){
return $this ->playerPosition;
}
public function setPosition(string $position){
$this ->playerPosition = $position;
}
Listing 2.1: Exemplo de uma classe
// Objecto da classe Palyer
$player = new Player("Artur Jorge", "Defesa");
$player ->getName (); // Vai ser retonado o nome do jogador Artur Jorge
$player ->setName("Ricardo"); // Vai atribuir um novo nome ao objecto
echo $player ->name; // Vai ser retonado o nome do jogador Ricardo
Listing 2.2: Instanciar uma classe
Este co´digo representa a estrutura da classe Player. Foram definidos os seus atributos e
me´todos, sendo que os me´todos foram apenas os getters e setters que podem ser conside-
rados como os me´todos base de cada classe. No seguinte co´digo e´ possı´vel verificar uma
instaˆncia de um objecto, ou seja, e´ feita a construc¸a˜o de um objecto que passa a ter a estru-
tura da classe pertencente. Posteriormente sera˜o utilizados alguns me´todos da classe, onde
obtemos o nome do jogador e seguidamente alteramos o nome do jogador.
Este paradigma tambe´m tira partido de outras caracterı´sticas relacionadas com as classes,
tais como:
• Encapsulation: Encapsulation pode ser considerado como um mecanismo de seguranc¸a,
devido a` definic¸a˜o de quais sa˜o os me´todos e atributos disponı´veis para outros ob-
jectos. O seu uso torna-se importante, para tornar o software mais flexı´vel a novas
alterac¸o˜es;
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• Inheritance: Esta propriedade permite a`s classes filhas que herdem todos os me´todos
e atributos da classe Pai, reduzindo o co´digo a implementar e a definir as suas
diferenc¸as para as outras classes filhas. O seu uso e´ aconselhado quando nos de-
paramos com classes muitos semelhantes. Por exemplo no diagrama de classes apre-
sentado temos a classe Conta como classe Pai e depois as suas filhas apenas teˆm
me´todos que as distinguem umas das outras.
• Abstract: As classes abstratas sa˜o as classes que na˜o podem ser instanciadas. Esta
propriedade e´ muito utilizada em heranc¸a, quando pretendemos que as classes filhas
implementem determinados me´todos. Com esta propriedade e´ obrigato´rio que as
classes filhas implementem os me´todos da classe pai que sa˜o abstractos.
• Polymorphism: Esta caracterı´stica permite que va´rias classes tenham me´todos com o
mesmo nome, mas com comportamentos diferentes. O uso de polimorfismo, so´ faz
sentido ser utilizado quando estamos perante uma heranc¸a de classes. O polimor-
fismo permite reduzir o co´digo e torna a aplicac¸a˜o mais flexı´vel.
• Interface: A interface e´ responsa´vel por agregar diversos me´todos so´ que apenas teˆm a
sua assinatura, ou seja, os me´todos na˜o podem conter qualquer implementac¸a˜o. Na˜o e´
possı´vel instanciar uma interface, pois na˜o e´ possı´vel criar um construtor. A vantagem
desta caracterı´stica do OOP e´ definir os me´todos que as classes que implementem esta
interface devem seguir.
2.4.11 API
A API em desenvolvimento web e´ algo que permite que determinadas aplicac¸o˜es consigam
comunicar entre si. Quando o programador desenvolve a API, vai definir endpoints, com
determinada funcionalidade. Assim a aplicac¸a˜o faz um pedido a API atrave´s desse endpoint,
de modo a obter a resposta.
O recurso a esta tecnologia e´ muito usual quando se desenvolve uma aplicac¸a˜o mobile.
Depois de ter uma aplicac¸a˜o web, a aplicac¸a˜o mobile na˜o vai necessitar de ter acesso a
uma base de dados, necessitando apenas de chamar os endpoints da API e apresentar a
informac¸a˜o requerida pelo utilizador. Contudo esta soluc¸a˜o tambe´m e´ muito utilizada
quando se pretende fazer comunicac¸o˜es entre plataformas e assim qualquer plataforma
que esteja autorizada pode utilizar determinada API. E´ necessa´rio salientar que as API por
vezes utilizam API-Keys para garantir que quem fez a solicitac¸a˜o tem permisso˜es para o
efeito.
Existem dois tipos de API, que va˜o ser descritas com mais detalhe nos to´picos seguintes.
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2.4.11.1 Representational State Transfer (REST)
O REST e´ um tipo de API que opera sobre o protocolo HTTP, de modo a interpretar o
pedido das aplicac¸o˜es que recorrem aos seus endpoints. A sua comunicac¸a˜o e´ sempre reali-
zada sobre o protocolo HTTP, sendo que a grande diferenc¸a para o servidor HTTP e´ que a
API apenas devolve uma resposta em JavaScript Object Notation (JSON) ou eXtensible Markup
Language (XML).
Esta API utiliza muitos dos co´digos do protocolo de HTTP, de forma a identificar o
estado da comunicac¸a˜o entre os servic¸os. Seguidamente va˜o ser apresentadas a gama de
co´digos HTTP utilizado pelo REST:
• 1XX: Informativo: Esta gama de co´digos refere-se a uma resposta tempora´ria, apenas
contendo o cabec¸alho associado ao pedido;
• 2XX: Sucesso: Quando recebemos um co´digo desta gama, quer dizer que o pedido
foi tratado com sucesso;
• 3XX:Redireccionamento: No que respeita aos co´digos desta gama, especifica que o
cliente precisa de completar outra acc¸a˜o para utilizar aquele endpoint. Dai esta gama
ser considerada a gama do redireccionamento;
• 4XX Erro do cliente: Estes co´digos representam um erro ao nı´vel do cliente, ou seja,
do emissor do pedido. Por norma este erro acontece quando o cliente realizou mal o
pedido, o url na˜o existe ou ate´ mesmo quando na˜o tem autorizac¸a˜o para o pedido;
• 5XX Erro no servidor: Quando a API devolve um co´digo desta gama, quer dizer que
ocorreu um erro no servidor. O mais usual e´ quando existe um erro a consultar a base
de dados ou mesmo a nı´vel da aplicac¸a˜o que trata o pedido, timeout por exemplo.
O REST tambe´m divide os seus requests em me´todos que tambe´m sa˜o denominados por
verbos. Cada me´todo tem uma finalidade e funcionamento diferente dos outros. Seguida-
mente va˜o ser apresentados os mais utilizados:
• GET: Quando o endpoint utiliza o me´todo GET, quer dizer que o objectivo e´ devolver
informac¸a˜o sobre determinado recurso. Por exemplo informac¸a˜o de um jogo, ou de
um jogador;
• POST: O POST e´ utilizado para inserir um registo na base de dados, ou seja, permite
que atrave´s de um endpoint se consiga inserir va´rios jogadores, sendo que os dados
sa˜o enviados no pedido;
• PUT: O PUT tem o mesmo objectivo que o POST, a u´nica diferenc¸a e´ que este me´todo
pode apenas, por exemplo, actualizar um jogador enquanto que o POST pode inserir
informac¸a˜o em va´rios jogos;
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• DELETE: O DELETE e´ utilizado quando pretendemos remover algum recurso, deve
ser utilizado quando e´ pretendido remover um jogador da base de dados;
2.4.11.2 Simple Object Access Protocol (SOAP)
O SOAP e´ um protocolo aplicado para que seja possı´vel trocar informac¸a˜o entre diversas
aplicac¸o˜es. As mensagens deste protocolo utilizam o XML.
As mensagens de SOAP sa˜o divididas nas seguintes partes:
• Envelope: Esta parte representa o inı´cio e o fim da mensagem que sera´ enviada para
a outra plataforma;
• Headers: Deve especificar informac¸o˜es referentes a` aplicac¸a˜o, que na˜o sa˜o especifi-
cadas no corpo da mensagem, ou seja, elementos extras, como autenticac¸a˜o entre
outros;
• Body: O body e´ a parte que contem a informac¸a˜o a passar a outra plataforma. E´ nela
que e´ colocada a informac¸a˜o que a outra plataforma precisa, para tratar do pedido
realizado;
• Fault: Responsa´vel por identificar os erros que ocorrem durante o transporte das
mensagens. Os erros sa˜o identificados por sub-elementos, de modo a despistar o erro
ocorrido na comunicac¸a˜o;
O transporte das mensagens SOAP pode ser realizado por diversos protocolos desde File
Transfer Protocol (FTP) a Simple Mail Transfer Protocol (SMTP), sendo que o mais utilizado e´ o
HTTP. O transporte das mensagens e´ enviado pelos me´todos HTTP, nomeadamente o GET
e POST.
Este protocolo e´ muito conhecido pelo seu rigor nas mensagens, devido a` estrutura que
e´ definida para cada mensagem, uma vez que basta na˜o ter um elemento definido na
mensagem para que haja falha na mensagem a enviar.
2.4.12 Seguranc¸a
Este ponto tem sido alvo de um estudo exaustivo por toda a comunidade web, uma vez
que os utilizadores de todas as soluc¸o˜es/produtos web pretendem navegar e usufruir das
tecnologias web com garantia de seguranc¸a, integridade dos seus dados pessoais como das
credenciais de acesso.
A Open Web Application Security Project (OWASP)[13] e´ uma fundac¸a˜o que ajuda a comuni-
dade web a conceber aplicac¸o˜es seguras para os seus utilizadores, cabendo-lhe alertar para
va´rios ataques que existem no mundo das aplicac¸o˜es web.
Seguidamente va˜o ser abordados alguns desses ataques e as suas prevenc¸o˜es.
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2.4.12.1 SQL injection
O SQL injection e´ um ataque que e´ responsa´vel por manipular consultas que a aplicac¸a˜o
web fac¸a a` base de dados. Para que o ataque tenha sucesso basta ao intruso introduzir
co´digo SQL na querystring ou no input (elemento do HTML), permite a`quele explorar a
vulnaberidade a aplicac¸a˜o, acedendo a base de dados, para alterar os valores ou nos casos
mais extremos, poder apagar toda a base de dados.
De acordo com OWASP existem va´rios pontos a ter em atenc¸a˜o para evitar ataques de
SQL injection, tais como [14]:
• Evitar fazer querys a` base de dados com dados introduzidos diretamente pelo utiliza-
dor. Deve ser feita sempre uma parametrizac¸a˜o das consultas de modo a evitar o SQL
injection;
• Utilizar procedimentos armazenados ou func¸o˜es;
• Utilizar func¸o˜es de ”escape” de todos os dados introduzidos pelos utilizadores;
• Limitar privile´gios aos acessos.
Nos seguintes exemplos e´ possı´vel validar alguns exemplos de SQL injection. No primeiro
caso e´ feito SQL injection pelos inputs do HTML. O utilizador depara-se com o formula´rio
de login e vai colocar estes valores ”or =” tanto no username como password. Quando o
mesmo fizer login o sistema vai fazer a seguinte query.
SELECT * FROM Utilizadores WHERE username ="" or ""="" AND password ="
" or ""=""
Listing 2.3: SQL injection exemplo de vulnerabilidade
Esta query vai possibilitar ao intruso verificar todos os registos presentes na tabela utili-
zadores o que consubstancia uma falha de seguranc¸a enorme. Pode tambe´m, por exemplo,
colocar nos inputs DORP TABLE Utilizadores e com isto eliminar essa tabela.
Outra via de fazer o ataque e´ por url, ou seja, quando estamos perante o me´todo GET,
em que o intruso manipula os paraˆmetros. No link abaixo o utilizador manipulou o id.
http://www.apptese/utilizador/edit?id=1 or 1 = 1
Listing 2.4: SQL injection exemplo por pedido GET
Este processo vai obter o mesmo resultado que o ataque anterior. Os programadores
devem seguir os conselhos da OWASP anteriormente mencionados, com intuito de evitar
este tipo de ataques e garantir a seguranc¸a da sua base de dados, bem como, a dos seus
utilizadores.
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2.4.12.2 CSRF
Este ataque e´ muito usual quando o invasor pretende que os utilizadores da aplicac¸a˜o fac¸am
algum pedido indesejado a` aplicac¸a˜o. Este ataque tem como principal objectivo alterar
dados como email ou mesmo transferir fundos, devido ao invasor na˜o obter resposta do
servidor [15]. Por exemplo um Website que venda produtos, para que o atacante reproduza
o ataque, tem que verificar que tipo de dados e qual o url necessa´rio para fazer o ataque.
Depois o atacante tem que introduzir no Website vulnera´vel uma imagem ou um link, de
modo a fazer o redireccionamento para o seu site onde ira´ realizar o ataque. O utilizador
ao clicar nesse elemento vai correr o script abaixo descriminado. O atacante consegue fazer
uma compra sem que o pro´prio utilizador tenha pedido essa solicitac¸a˜o. O seguinte excerto
de co´digo mostra um possı´vel ataque.
<!DOCTYPE HTML >
<html >
<body >
<form method="POST" action="http :// servidor/csrfattack.php">
<input type="hidden" name="produto_id" value="10">
<input type="hidden" name="produto_preco" value="100">
<input type="hidden" name="utilizador_id" value="1">
</form >
<script >
document.forms [0]. submit (); // Responsavel por fazer o
envio do pedido
</script >
</body >
</html >
Listing 2.5: CSRF - vulnerabilidade
Posteriormente o servidor do atacante vai realizar o pedido ao Website, e com isso vai
ser realizada a venda. No caso da aplicac¸a˜o ter sistema de login, o mesmo na˜o ira´ levantar
problemas porque o utilizador ja´ esta´ autenticado na aplicac¸a˜o, sendo que o atacante ja´ sabe
o id de sessa˜o do utilizador por ter recebido um pedido por parte do mesmo.
Para evitar estes ataques, a soluc¸a˜o e´ criar um token aleato´rio sempre que e´ feito um
pedido ao servidor, ou seja, esta soluc¸a˜o permite que o atacante na˜o conhec¸a todos os
elementos para realizar o pedido. O utilizador acede a` compra do produto e e´ gerado um
token que e´ guardado na sessa˜o e num input do pedido, de modo a verificar se o token e´
verdadeiro. Esta medida permite que o ataque de CSRF seja evitado.
2.4.12.3 XSS
(XSS) e´ um ataque que consiste no intruso colocar co´digo em JavaScript em elementos HTML
como input ou textarea. Um exemplo muito comum e´ realizar este ataque nas pa´ginas login
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para obter as credenciais dos utilizadores, sendo colocado um co´digo JavaScript que simula
as funcionalidades de login. O utilizador coloca as credenciais de forma normal so´ que
ao fazer submit e como aquela funcionalidade esta´ simulada no co´digo de JavaScript, sera´
enviado para outro servidor e com isso o intruso obtem as credenciais do utilizador.
Para evitar este ataque conveˆm que os programadores bloqueiem todo o co´digo JavaScript
e HTML nos elementos de entrada HTML.
Todos os programadores web devem proteger as suas aplicac¸o˜es contra estes tipos de ata-
que, pois e´ fundamental garantir fiabilidade aos seus utilizadores, pois qualquer utilizador,
ao saber que certa aplicac¸a˜o na˜o e´ segura, ou que ja´ foi atacada pelo menos uma vez ,vai
ficar apreensivo perante essa mesma aplicac¸a˜o.
2.5 testes
Depois de o produto estar implementado, devem ser realizados testes para validar se o
produto foi bem implementado e se na˜o contem erros, para que seja entregue ao cliente
sem qualquer anomalia.
Esta fase e´ crucial para validar se os requisitos foram bem implementados, ou seja, veri-
ficar se a implementac¸a˜o cumpre os requisitos e os pressupostos para que aplicac¸a˜o tenha
o funcionamento esperado.
Nos testes e´ fundamental avaliar todos os cena´rios positivos e negativos, de modo a
validar a robustez do produto em questa˜o.
2.6 deployment
Esta fase e´ responsa´vel por disponibilizar o produto ao cliente. No que respeita ao deploy-
ment e´ importante configurar o ambiente onde o produto vai estar alojado. A equipa de
desenvolvimento e´ responsa´vel por identificar os servic¸os e dependeˆncias que a aplicac¸a˜o
tem para funcionar corretamente.
Nesta fase o produto esta´ pronto a ser utilizado pelos utilizadores e o produto entra
numa fase de gesta˜o, podendo o produto de software evoluir atrave´s da implementac¸a˜o de
novas funcionalidades e melhorias, de forma a na˜o estagnar.
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Figura 13.: O problema de um mau levantamento de requisitos
Em suma, no processo de software, e´ necessa´rio seguir estes passos, de modo a conce-
ber o produto com a melhor qualidade e celeridade, sendo o aconselha´vel ir recolhendo
informac¸o˜es junto do cliente, para evitar que no u´ltimo passo o cliente diga que na˜o foi
aquilo que pediu, como ilustra a figura 13.
3
A N A´ L I S E E C O N C E P C¸ A˜ O
Neste capı´tulo vai ser detalhado parte do processo de desenvolvimento de um sistema de
software. Em causa estara´ o processo desenvolvimento da aplicac¸a˜o, relacionada com a
histo´ria de um clube de futebol. Este processo vai passar pelas seguintes fases:
• Ana´lise: Nesta etapa sera˜o apresentadas as te´cnicas utilizadas para obter os requisi-
tos;
• Concepc¸a˜o: A concepc¸a˜o vai ser responsa´vel por apresentar os diagramas concebidos,
de modo a definir um workflow para determinado requisito.
Esta dissertac¸a˜o tem como objectivo dar resposta a` necessidade que os adeptos de futebol
teˆm de consultar toda a informac¸a˜o referente a` histo´ria do seu clube. Pretende-se que os
utilizadores tambe´m consigam consultar as estatı´sticas de um determinado jogador do seu
clube com determinada equipa adversa´ria, sendo que tambe´m o podem fazer em relac¸a˜o a
equipas adversa´rias, de modo a verificar, por exemplo, se a sua equipa e´ favorita para um
determinado jogo.
3.1 ana´lise
No que diz respeito a` ana´lise do problema em questa˜o, foi necessa´rio comec¸ar por enten-
der quais as funcionalidades mais importantes a integrar, de modo a garantir a resoluc¸a˜o
dos problemas, bem como oferecer uma interacc¸a˜o agrada´vel com a aplicac¸a˜o web. Para
descobrir quais as funcionalidades necessa´rias a implementar foi necessa´rio conceber uma
primeira versa˜o do documento de requisitos.
Foram levantados requisitos funcionais que se referem a`s funcionalidades da aplicac¸a˜o
web, bem como requisitos na˜o funcionais referentes ao comportamento da mesma. Um dos
requisitos analisados foi ser ou na˜o responsivo, uma vez que cada vez mais se utilizam
aplicativos mo´veis, sendo por isso fulcral adaptar a aplicac¸a˜o a esses dispositivos.
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3.1.1 Te´cnicas utilizadas
Para obter os requisitos de qualquer aplicac¸a˜o e´ necessa´rio utilizar algumas te´cnicas. Sera˜o
apresentadas as abordagens utilizadas para o levantamento de requisitos desta aplicac¸a˜o.
Como foi demonstrado no capı´tulo 2, este passo e´ fundamental para definir e perceber o
que o cliente pretende.
3.1.1.1 Ana´lise do domı´nio
A ana´lise do domı´nio e´ importante para estudar soluc¸o˜es ja´ existentes, com intuito de
conceber um produto que consiga colmatar as falhas de implementac¸a˜o, que se achem ne-
cessa´rias de integrar, de modo a proporcionar curiosidade ao seu pu´blico alvo. E´ necessa´rio
realc¸ar que foi pedida uma colaborac¸a˜o com a plataforma zerozero, mas sem nunca se obter
uma resposta por parte daquela entidade.
O primeiro passo foi estudar a a´rea em que se incide o projecto, analisar o tipo de soluc¸o˜es
ja´ existentes, ou seja, ver como guarda a informac¸a˜o, entre outras. O estudo incidiu nas
seguintes soluc¸o˜es:
• ZeroZero: O zerozero1 e´ das plataformas mais conhecidas em Portugal. Este website
fornece dados de va´rias ligas e competic¸o˜es. Contem informac¸o˜es de diversos joga-
dores e informac¸a˜o de clubes profissionais e amadores. E´ necessa´rio salientar que a
informac¸a˜o dos clubes amadores esta´ menos aprofundada, o que pretendemos colma-
tar com a implementac¸a˜o da aplicac¸a˜o a desenvolver. Um ponto forte do zerozero e´
a ana´lise de confrontos entre equipas e jogadores que apresentam, algo que qualquer
amante do desporto gosta de visualizar.
• Websites de clubes: A segunda ana´lise foi de diversos websites de clubes, ana´lise essa
que na˜o ficou limitada a` a´rea do futebol, tendo sido analisados websites de outros
desportos. No estudo feito sobre os websites das equipas portuguesas, foi possı´vel
verificar que maior parte das equipas, apenas guarda os seus resultados, utilizando
ate´ soluc¸o˜es de outros, mas nenhum deles fornece estatı´sticas sobre os jogadores ou
mesmo confrontos entre equipas e jogadores. Este foi um dos pontos que se achou
fundamental implementar, de forma a diferenciar o nosso produto dos outros ja´ exis-
tentes.
Em suma, o zerozero e´ uma plataforma com muita informac¸a˜o e bem detalhada, mas no
entanto foi necessa´rio comparar soluc¸o˜es com o mesmo objectivo da aplicac¸a˜o a desenvol-
ver. Esta ana´lise ajudou a potencializar a nossa aplicac¸a˜o, o que originou os requisitos de
confrontos e estatı´sticas dos jogadores e da equipa.
1 Pa´gina Web: http://www.zerozero.pt
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3.1.1.2 Entrevistas
As entrevistas neste caso, foram mais informais, nunca sendo definido um guia˜o de per-
guntas para obter os requisitos. Foram realizadas algumas reunio˜es com o cliente, sendo
necessa´rio evidenciar que o cliente ja´ tinha ideias organizadas, facilitando assim a obtenc¸a˜o
dos respectivos requisitos.
Esta te´cnica e´ fundamental para perceber quais as ideias do cliente, cabendo ao analista
realizar certas perguntas, com intuito de reforc¸ar as ideias que o cliente pretende, surgindo
algumas alterac¸o˜es a`s suas ideias iniciais.
No caso concreto desta ana´lise, as entrevistas podem ser consideradas reunio˜es, dada a
forma como foram conduzidas e como se foram obtendo os requisitos.
3.1.1.3 Introspec¸a˜o
A introspec¸a˜o e´ uma te´cnica bastante utilizada quando o analista ou engenheiro de software
se encontra dentro do domı´nio da aplicac¸a˜o. Permite que o mesmo identifique possı´veis
valias para a aplicac¸a˜o a desenvolver, sendo necessa´rio referir que esta te´cnica e´ baseada na
ana´lise de domı´nio, o que permite verificar as fraquezas e outras soluc¸o˜es a implementar.
O analista ao utilizar esta te´cnica vai vestir a pele de um utilizador do produto e com
isso vai enumerar as funcionalidades que gostaria de ter na aplicac¸a˜o caso fosse ele um
utilizador.
3.1.2 Levantamento dos requisitos
No que respeita ao levantamento de requisitos, e´ altura de definir as funcionalidades que
a aplicac¸a˜o ira´ conter, ou seja, va˜o ser escritos os requisitos com base nas te´cnicas anterior-
mente mencionadas.
3.1.2.1 Carta˜o de volere
Para a escrita de requisitos foi utilizado o carta˜o volere, como foi explicado no capı´tulo 2,
este carta˜o e´ um template utilizado pelos analistas, que fundamenta na˜o so´ o requisitos, bem
como, a sua fundamentac¸a˜o ou o seu crite´rio de ajuste.
Seguidamente (Fig.14) e´ possı´vel analisar um exemplo da escrita de um dos muitos re-
quisitos da aplicac¸a˜o.
3.1. Ana´lise 43
Figura 14.: Carta˜o de volere referente a um requisito
No carta˜o de volere e´ possı´vel verificar toda a informac¸a˜o associada ao requisito, desde o
seu tipo a sua fundamentac¸a˜o, bem como, o seu crite´rio de ajuste, de modo a permitir que
quando for realizado o teste se saiba o resultado a obter. O requisito ira´ sera´ definido no
campo da descric¸a˜o, contudo os requisitos devem ser claros e simples, de modo a evitar as
ambiguidades.
3.1.2.2 Levantamento de requisitos
Os requisitos levantados para aplicac¸a˜o podem ser consultados com mais detalhe nos ane-
xos A. Seguidamente apresentam-se todos os requisitos funcionais que foram identificados:
1. O administrador insere/edita/consulta/elimina detalhes de um jogador;
2. O administrador procura um jogador;
3. O administrador insere/edita/consulta/elimina informac¸a˜o sobre os jogos associados
a` equipa;
4. O administrador pesquisa jogos do clube;
5. O administrador insere/edita/lista/elimina os eventos associados ao jogo;
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6. O administrador pesquisa eventos;
7. O administrador insere/edita/consulta todos as estatı´sticas relativas ao jogo;
8. O administrador regista/altera/consulta/remove informac¸a˜o de um a´rbitro;
9. O administrador pesquisa a´rbitros;
10. O administrador regista/altera/consulta/remove informac¸a˜o de um esta´dio;
11. O administrador procura esta´dios;
12. O administrador insere/altera/lista/elimina as equipas adversa´rias;
13. O administrador pesquisas equipas adversa´rias;
14. O administrador regista/altera/consulta/elimina informac¸a˜o do treinador;
15. O administrador pesquisa treinadores;
16. O administrador insere/edita/elimina as competic¸o˜es que a equipa disputa;
17. O administrador procura as competic¸o˜es;
18. O administrador insere/altera/consulta/remove informac¸a˜o referente a e´poca des-
portiva;
19. O administrador pesquisa e´poca desportiva;
20. O administrador cria/edita/consulta/elimina notı´cias;
21. O administrador procura notı´cias;
22. O administrador insere/edita/consulta/elimina eventos histo´ricos associado a equipa;
23. O administrador consulta eventos histo´ricos associados a equipa;
24. O administrador insere/edita os dados pessoais;
25. O administrador autentica-se na aplicac¸a˜o;
26. O utilizador consulta informac¸o˜es sobre determinado jogo;
27. O utilizador consulta estatı´sticas sobre os jogadores;
28. O utilizador consulta estatı´sticas de confrontos de jogadores com equipas adversa´rias;
29. O utilizador consulta estatı´sticas de confrontos com equipas adversa´rias;
30. O utilizador insere/edita os dados pessoais;
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31. O utilizador visualiza dados sobre jogadores em determinada e´poca;
32. O utilizador consulta o desempenho da equipa em determinada competic¸a˜o;
33. O utilizador regista-se na aplicac¸a˜o;
34. O utilizador autentica-se na aplicac¸a˜o;
35. O utilizador utiliza a conta do facebook para se autenticar;
36. O utilizador recupera a password;
37. O utilizador consulta notı´cias;
38. O utilizador consulta histo´rias;
39. O sistema valida o login;
No que respeita aos requisitos na˜o funcionais, que sa˜o responsa´veis por definir os
atributos ou qualidades do produto, temos a seguinte lista:
40. A interface da aplicac¸a˜o web adapta-se a qualquer dispositivo;
41. A aplicac¸a˜o web oferece usabilidade aos utilizadores;
42. A aplicac¸a˜o web devera´ garantir que na˜o existem acessos na˜o autorizados ao backend;
43. A aplicac¸a˜o web garante escalabilidade;
44. A aplicac¸a˜o web oferece um tempo de resposta curto aos utilizadores.
3.2 concepc¸a˜o
A concepc¸a˜o e´ responsa´vel por transcrever todos os requisitos em diagramas, de modo a
permitir que o programador tenha a vida facilitada quando comec¸a o desenvolvimento do
produto. No entanto, e´ necessa´rio realc¸ar que apenas va˜o ser apresentados alguns casos de
diagramas de casos de uso, sequeˆncia e actividades, uma vez que, para cada requisito, foi
associado cada um dos diagramas elencados.
3.2.1 Modelo de domı´nio
Na opinia˜o dos autores Joa˜o Miguel Fernandes e Ricardo Machado ”Um modelo de
domı´nio constitui uma descric¸a˜o das propriedades comuns e varia´veis do domı´nio rela-
cionado com o sistema de software que esta´ a ser desenvolvido. O modelo de domı´nio
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expressa verdades duradouras sobre o universo que e´ relevante ao sistema em desenvolvi-
mento.
Essa descric¸a˜o deve incluir (1) a definic¸a˜o do aˆmbito desse domı´nio, dando exemplos de
sistemas nele incluı´dos ou regras gene´ricas de inclusa˜o, (2) o vocabula´rio do domı´nio (i.e., o
glossa´rio com os principais termos), e (3) um modelo de conceitos que identifica e relaciona
os conceitos desse domı´nio. ”(Traduc¸a˜o nossa)[2].
Figura 15.: Modelo de domı´nio da aplicac¸a˜o
Na figura 15 e´ possı´vel verificar o modelo de domı´nio concebido para este produto. Com
este diagrama e´ possı´vel evidenciar certas caracterı´sticas associadas ao modelo em questa˜o,
tais como:
• Uma e´poca conte´m uma ou mais competic¸o˜es, que por sua vez teˆm diversos jogos
associados;
• Um jogo em geral e´ divido em duas partes, no caso de existir prolongamento pode
ter quatro partes, compostas por va´rios minutos, no entanto um jogo apenas pode ter
um de treˆs resultados possı´veis (vito´ria, empate ou derrota);
• Um encontro e´ realizado num esta´dio, que por sua vez e´ disputado por duas equipas
e fiscalizado por uma equipa de arbitragem;
• Uma equipa ao longo de uma e´poca pode ser orientada por um ou mais treinadores,
que escolhe os seus jogadores para cada jogo;
• No que respeita ao jogo em si, ele pode ter diversos eventos, constituindo a histo´ria
do jogo, permitindo calcular certas estatı´sticas. Com isto, e´ possı´vel analisar cada
equipa e cada jogador em diversos jogos.
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Em suma, este diagrama e´ bastante importante, uma vez que permite ao analista enqua-
drar as necessidades do domı´nio em causa, definindo assim uma visa˜o mais abrangente a
todos os envolvidos no projecto.
3.2.2 Diagrama de classes
O diagrama de classes define os me´todos e atributos associados a cada classe. Este dia-
grama vai possibilitar ao programador estruturar o seu co´digo e as func¸o˜es que tem que
implementar, bem como, a estrutura do projecto.
Esta abordagem e´ uma boa base para o desenvolvimento do modelo ER, facilitando a
construc¸a˜o do mesmo, visto que ja´ tem representado a relac¸a˜o entre classes (que represen-
tam as entidades do modelo ER). No entanto, e´ preciso referenciar que os atributos de cada
classe sera˜o os campos de determinada tabela.
Figura 16.: Diagrama de classes
Na figura 16 e´ possı´vel verificar o diagrama de classes referente a` aplicac¸a˜o, sendo ne-
cessa´rio salientar que na˜o e´ possı´vel apresentar todos os me´todos que cada classe tem. Este
diagrama permite esclarecer as seguintes caracterı´sticas:
• A classe Game pode ser considerada como o core da aplicac¸a˜o, ou seja, a maior parte
das classes esta˜o ligadas a` mesma. Por exemplo, esta classe vai ter definidos os
me´todos para apresentar a informac¸a˜o de cada jogo, como a lista de todos os jogos;
• A classe EventPlayer e´ responsa´vel por manipular a informac¸a˜o sobre todos os even-
tos de um determinado jogador num ou mais jogo;
• A classe GameStatistics e´ responsa´vel por controlar todas as estatı´sticas relacionadas
com o jogo e respectiva equipa;
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• As classes Stadium, Referee e Team permitem manusear a informac¸a˜o sobre a respec-
tiva classe, complementando a informac¸a˜o dos jogos. A classe Team tem um me´todo
para apresentar os confrontos entre determinadas equipas;
• A classe Competition e´ responsa´vel por tratar dos jogos que esta˜o associados a deter-
minada competic¸a˜o;
• A classe GameCompetition e´ essencial para associar a informac¸a˜o do jogo, mais con-
cretamente a que e´poca e a que competic¸a˜o pertence. Esta classe vai facilitar o ca´lculo
das estatı´sticas pois permite descobrir em que jogos determinado jogador/treinador
participaram;
• A classe Manager e´ responsa´vel por tratar da informac¸a˜o referente ao treinador, sendo
responsa´vel por apresentar os jogos em que determinado treinador participou;
• A classe Player e´ responsa´vel por apresentar os dados referentes ao jogador e aos
seus confrontos com determinadas equipas.
3.2.3 Modelo ER
O modelo ER tem como objectivo apresentar e definir de que forma a informac¸a˜o vai ser
armazenada, de modo a garantir a consisteˆncia dos dados.
A base de dados vai ter o modelo ER abaixo representado (Fig.17), onde possivelmente
existira˜o algumas mudanc¸as consoante novas funcionalidades que possam surgir na
aplicac¸a˜o web. A figura 17 representa o modelo ER da aplicac¸a˜o web em questa˜o.
3.2. Concepc¸a˜o 49
Figura 17.: Modelo ER
Seguidamente vai ser realizada uma breve descric¸a˜o de cada tabela presente na figura
17, bem como, o objectivo que cada uma vai ter, de modo a garantir as funcionalidades da
aplicac¸a˜o web para os seus utilizadores.
• Competition: A tabela Competition vai guardar toda a informac¸a˜o relacionada com
as competic¸o˜es que sejam introduzidas pelo administrador;
• Event category: A tabela Event category e´ responsa´vel por armazenar os eventos
presentes na aplicac¸a˜o web, tais como golos, carto˜es, substituic¸o˜es entre outros eventos.
Esta tabela foi criada, de forma a poder se adaptar a qualquer desporto e assim guarda
qualquer evento de determinado desporto;
• Event player: A tabela Event player e´ uma tabela interme´dia criada, face a` relac¸a˜o
(N - M) entre as tabelas (Event player e Player), devido ao facto de um jogador
poder estar associado a diversos eventos, em va´rios jogos. A intenc¸a˜o desta tabela e´
permitir que se registem todos os eventos que estejam relacionados com um jogador,
em determinado jogo. A informac¸a˜o presente nesta tabela vai ajudar a calcular as
estatı´sticas/confrontos de determinado jogador;
• Game: A tabela Game tem como primordial objectivo armazenar informac¸a˜o sobre
o jogo, nomeadamente a jornada a que se refere o jogo, resultado, entre outros. E´
necessa´rio referir que a pro´pria tabela tem va´rias relac¸o˜es com diversas tabelas como
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competic¸a˜o, esta´dio, clube, a´rbitro, entre outras. Assim e´ possı´vel guardar toda a
informac¸a˜o necessa´ria para que um utilizador consulte todos os detalhes de determi-
nado jogo;
• Game competition: A tabela Game competition ira´ armazenar informac¸a˜o sobre to-
dos os jogos que o clube fez em determinada competic¸a˜o e e´poca. Esta tabela vai
ser a chave para conseguir perceber os jogos em que determinado jogador/treinador
participou em dada e´poca ou competic¸a˜o;
• Game statistics: A tabela Game statistics: tem o objectivo de armazenar a informac¸a˜o
relativamente a`s estatı´sticas de determinado jogo;
• History: A tabela History vai guardar todos as histo´rias referentes ao clube em
questa˜o;
• Manager: A tabela Manager tem com o intuito armazenar informac¸a˜o referente ao
treinador da equipa, sendo que a mesma tabela vai ser importante para que os utili-
zadores consultem informac¸a˜o sobre os treinadores que passaram pelo clube;
• News: A tabela News permite guardar as notı´cias que sa˜o associadas a` equipa, com
intuito dos utilizadores visualizarem as mesmas;
• Player: A tabela Player e´ responsa´vel por guardar toda a informac¸a˜o sobre um joga-
dor, como posic¸a˜o, dados pessoais entre outras informac¸o˜es;
• Referee: A tabela Referee guarda a informac¸a˜o sobre os a´rbitros que fiscalizaram um
ou mais jogos do clube detentor da aplicac¸a˜o;
• Season A tabela Season tem o objectivo de armazenar informac¸a˜o sobre determinado
e´poca desportiva;
• Stadium: A tabela Stadium armazena a informac¸a˜o sobre os esta´dios em que a equipa
joga ou jogou;
• Team: A tabela Team permite armazenar toda a informac¸a˜o referente a`s equipas que
disputam um jogo contra o clube, por exemplo permite ao administrador inserir logo
as equipas de todas as competic¸o˜es em que o clube participa em determinada e´poca;
• User: A tabela User e´ responsa´vel por registar a informac¸a˜o sobre o utilizador da
aplicac¸a˜o. Esta tabela tem um campo que e´ o tipo de utilizador, o que permite distin-
guir os utilizadores que teˆm ou na˜o permissa˜o para aceder ao Backend.
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3.2.4 Casos de uso
”O diagrama de casos de uso serve essencialmente para especificar as funcionalidades que
o sistema disponibiliza aos utilizadores e definir a fronteira do sistema com o ambiente”
(Traduc¸a˜o nossa)[2], segundo as palavras dos autores Joa˜o Miguel Fernandes e Ricardo
Machado. No carta˜o de volere esta´ presente um campo onde se define o nome do caso de
uso para o requisito em questa˜o.
No que respeita aos casos de uso, foi elaborado um caso de uso para cada requisito
funcional, de modo a perceber quem sa˜o os responsa´veis por cada requisito.
Figura 18.: Diagrama de casos de uso do utilizador (Frontend)
Na figura 18 temos presentes todos os casos de uso referentes aos utilizadores da
aplicac¸a˜o. Por exemplo quando um utilizador pretende realizar login na aplicac¸a˜o, tem
a possibilidade de realizar a operac¸a˜o com uma conta criada na aplicac¸a˜o, ou enta˜o pela
sua conta do facebook. Quando o utilizador realiza login com a sua conta de facebook existe
a necessidade de validar as suas credenciais com os servidores da mesma, daı´ o uso do
include (Verificar conta facebook).
No entanto o utilizador tem ainda a possibilidade de consultar informac¸o˜es referentes ao
clube, desde notı´cias, jogos da sua equipa, bem como, a ana´lise de confrontos e estatı´sticas
da equipa ou dos seus jogadores.
No que respeita ao administrador, a figura 19 apresenta os seus casos de uso em package,
uma vez que por serem diversos casos de uso existiu a necessidade de serem agrupados.
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Figura 19.: Diagrama de casos de uso do administrador
E´ necessa´rio referir que na figura 19, o package gesta˜o de jogos, contem tambe´m a gesta˜o
de equipas adversa´rias, eventos associados ao jogo, esta´dios, a´rbitros e estatı´sticas.
Com a representac¸a˜o deste diagrama e consequente explicac¸a˜o e´ possı´vel analisar a sua
importaˆncia, tal como a dos diagramas seguidamente apresentados. Os diagramas de casos
de uso sa˜o relevantes para a implementac¸a˜o das funcionalidades.
3.2.5 Diagramas de actividades
O diagrama de actividades e´ responsa´vel por definir o fluxo que a funcionalidade tem que
seguir para que o requisito seja concluı´do como o planeado. Contudo, cada caso de uso vai
ter associado um diagrama de actividades.
Na figura 20 sera´ apresentado o diagrama de actividades para a opc¸a˜o de consultar
confrontos de um determinado jogador.
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Figura 20.: Diagrama de actividade - Caso de uso (Consulta confrontos de jogadores)
Na figura 20 e´ possı´vel analisar o diagrama de actividades relacionado com a ana´lise de
confrontos de um jogador, realizada pelo utilizador. No primeiro passo, o utilizador tera´
que aceder a` informac¸a˜o do jogador, para que posteriormente defina os paraˆmetros para
que seja feita a sua consulta. Ao fim de definir os paraˆmetros de pesquisa, o sistema e´
responsa´vel por obter a informac¸a˜o sobre o que o utilizador pretende, para que depois lhe
seja apresentada.
No que concerne a um diagrama de actividades do administrador, foi escolhido o caso
de uso inserc¸a˜o de um jogo.
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Figura 21.: Diagrama de actividades - Caso de uso (Inserir jogo)
Na figura 21 e´ possı´vel constatar que no inı´cio da operac¸a˜o e´ validado se o utilizador em
questa˜o tem acesso ao backend. E´ uma medida de seguranc¸a implementada em todas as
funcionalidades dos administradores. Seguidamente a` validac¸a˜o da conta, o administrador
tem que aceder a` listagem de jogos, para que depois tenha a possibilidade de criar o jogo.
Por fim, e´ validada toda a informac¸a˜o introduzida pelo mesmo e depois recebida uma
mensagem com a informac¸a˜o associada a` operac¸a˜o realizada.
3.2.6 Diagramas de sequeˆncia
O diagrama de sequeˆncia e´ mais orientado a` parte de co´digo, sendo que e´ um complemento
do diagrama de actividades, para perceber quem e´ que realiza certo pedido. Mais uma vez
cada requisito tera´ o seu diagrama associado, o que permite uma implementac¸a˜o mais
simples para o programador, pois so´ tem que se preocupar em seguir o fluxo pedido pelo
o utilizador.
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Figura 22.: Diagrama de sequeˆncia - Caso de uso (Consulta confrontos de jogadores)
No que respeita a figura 22 e´ possı´vel verificar o fluxo de pedidos que va˜o ser desencade-
ados pelo actor da funcionalidade, no entanto o sistema, vai necessitar de comunicar com
o servidor para obter a informac¸a˜o e para que seja construı´da a resposta a apresentar ao
utilizador.
Figura 23.: Diagrama de sequeˆncia - Caso de uso (Inserir jogo)
Na figura 23 e´ apresentado o fluxo que deve ser implementado para que o utilizador
consiga introduzir a informac¸a˜o sobre determinado jogo.
O analista tem o crite´rio de decidir o que pretende colocar neste diagrama, ou seja, pode
colocar logo o nome dos me´todos ou apenas definir os fluxos, deixando assim ao crite´rio
do programador a escolha dos me´todos a utilizar para que tal funcionalidade seja imple-
mentada com sucesso.
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3.2.7 Escolha da arquitectura de software
No que respeita a arquitectura de software a escolha recaiu no cliente-servidor, pois e´ arqui-
tectura de software mais indiciada para projectos web. Como foi mencionado no estado de
arte (secc¸a˜o 2.3.7.1), esta tecnologia tem enormes potencialidades que teˆm de ser bem apro-
veitadas, com o intuito de tirar o maior partido da aplicac¸a˜o. A escolha desta arquitectura,
incidiu tambe´m sobre o facto de maior parte das aplicac¸o˜es web e websites utilizarem esta
arquitectura, sendo no entanto crucial estudar estrate´gias para combater os problemas que
lhe esta˜o associados. Na secc¸a˜o sobre performance 4.5.1 sera´ abordada uma possı´vel soluc¸a˜o
para combater as desvantagens desta arquitectura.
E´ necessa´rio salientar que ao operar nesta arquitectura o servidor contera´ a aplicac¸a˜o,
utilizando um servidor HTTP, de modo a responder aos pedidos feitos pelo cliente via
Browser.
4
I M P L E M E N TA C¸ A˜ O , T E S T E S E D E P L O Y M E N T
Tal como foi referido no capitulo 3 o processo de desenvolvimento de um sistema de soft-
ware esta´ faseado em va´rias etapas. Para ale´m da ana´lise e da concepc¸a˜o ja´ anteriormente
explanadas, existem ainda as seguintes fases:
• Implementac¸a˜o: Este passo e´ onde se transforma todos os diagramas em co´digo, fa-
zendo com que o produto obedec¸a a`s funcionalidades pedidas pelo cliente. Este passo
e´ fundamental para definir quais as tecnologias, design patterns, seguranc¸a, performance
entre outras caracterı´sticas;
• Testes: Depois da implementac¸a˜o e´ necessa´rio testar toda a implementac¸a˜o, de modo
a garantir as funcionalidades.
• Deployment: Por fim, e´ necessa´rio disponibilizar a aplicac¸a˜o aos utilizadores colo-
cando a aplicac¸a˜o no servidor, com todas as dependeˆncias e ferramentas para que o
software se comporte como no ambiente de desenvolvimento.
4.1 deciso˜es
Antes de iniciar qualquer implementac¸a˜o de um produto de software, e´ necessa´rio efec-
tuar va´rias deciso˜es, de modo a verificar qual sera´ a tecnologia, design pattern entre outras,
que melhor se enquadra com o projecto, com objectivo de atingir o melhor desempenho
e satisfac¸a˜o por parte do cliente. Estes sa˜o dois atributos de qualidade que podem ser
associados a um dado projecto, mas nem sempre sa˜o estes ou so´ estes.
Neste to´pico sera´ importante analisar os pontos fortes e fracos, de forma a conseguir
obter as escolhas mais consensuais e adapta´veis ao produto.
4.1.1 Tecnologias - Server side
As tecnologias do lado do servidor sa˜o responsa´veis por lidar com os pedidos por parte do
cliente e sa˜o elas que va˜o interagir com o servidor HTTP, de modo a fornecer os recursos
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que o mesmo precisa. A linguagem utilizada tambe´m e´ responsa´vel por interagir com a
base de dados, para conseguir consultar a informac¸a˜o e para a gesta˜o da mesma. Para esta
escolha foram analisadas duas linguagens: ASP.NET e o PHP.
A escolha recaiu sobre o PHP, devido a diversos factores tais como: a sua facilidade de
aprendizagem, agilidade, a sua fa´cil implementac¸a˜o que diminui o tempo de desenvolvi-
mento, a existeˆncia de uma grande comunidade e suporte para auxiliar os programadores,
facilidade em conseguir escalar uma aplicac¸a˜o, compatibilidade com va´rios tipos de base
de dados, facilidade em colocar num servidor(deploy) e ser open source. A escolha poderia
ter recaı´do sobre o ASP.NET, contudo e´ uma tecnologia que proporciona um desenvol-
vimento mais lento que o PHP, na˜o so´ pelo facto de ser mais difı´cil de aprender, mas
tambe´m pelo facto de necessitar de mais co´digo para implementar determinadas soluc¸o˜es.
Outras desvantagens do ASP.NET sa˜o a dificuldade que apresenta para ser colocado num
servidor(deploy), bem como, os custos que sa˜o necessa´rios para conseguir implementar um
produto, visto na˜o ser open source. Apesar de uma das vantagens do ASP.NET ser a sua
robustez face ao PHP, foram exploradas te´cnicas para aumentar a seguranc¸a e robustez no
PHP.
Em suma, o PHP foi sempre uma soluc¸a˜o utilizada para resolver os problemas associados
aos produtos WEB[16], sendo por isso a linguagem mais utilizada no desenvolvimento
daqueles produtos[9].
Neste produto foi utilizado o PHP 7, que e´ a u´ltima versa˜o da linguagem. Esta versa˜o
teve melhorias significativas, nomeadamente a nı´vel de desempenho, sendo pelo menos
duas vezes mais ra´pido que a versa˜o anterior e consumindo menos memo´ria. As func¸o˜es
de MySQL para comunicar com a base de dados foram removidas[17], obrigando assim os
programadores a utilizar os PHP Data Object (PDO). Os PDO’s sa˜o instaˆncias responsa´veis
por fazer as comunicac¸o˜es com a base de dados, o que permite reduzir o SQL Injection. No
nosso caso vamos utilizar o Object Relational Mapping (ORM) da framework[18], que e´ escrito
em Zephir/C, o que proporciona uma enorme performance na comunicac¸a˜o com a base de
dados.
Outros dos pontos importantes desta nova versa˜o do PHP e´ a implementac¸a˜o tipificada
das varia´veis, algo que nunca foi utilizado em PHP.
4.1.2 Tecnologias - Client side
No que respeita a`s tecnologias que va˜o operar no lado do cliente, as escolhidas foram o
HTML, CSS, JavaScript e AJAX, nas suas u´ltimas verso˜es, mais concretamente HTML5 e
CSS3.
Muitos projectos utilizam diversas frameworks ou plugins associados ao lado do cliente.
Neste projecto foram utilizadas as seguintes:
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• jQuery: A escolha do jQuery foi essencial para tirar partido do JavaScript de uma
forma mais limpa e eficaz. Esta framework oferece uma tremenda facilidade na
utilizac¸a˜o do JavaScript. O jQuery foi essencial na utilizac¸a˜o dos pedidos AJAX entre a
manipulac¸a˜o de elementos HTML.
• Bootstrap: O bootstrap e´ uma framework com base em CSS, JavaScript e outras tec-
nologias, que tem como objectivo adaptar uma soluc¸a˜o web a qualquer dispositivo.
Como todos sabemos um porta´til na˜o tem as mesmas resoluc¸o˜es que um smartphone
e e´ aqui que o bootstrap demonstra as suas capacidades, conseguindo adaptar o nosso
produtos a va´rias resoluc¸o˜es.
• DataTables: DataTables e´ um plugin que e´ muito utilizado pela comunidade web
para apresentar a informac¸a˜o em tabelas, com diversos elementos, como paginac¸a˜o,
ordenac¸a˜o ou ate´ mesmo pesquisa. Este plugin foi muito utilizado na parte das lista-
gens no backend, o que ajudou na sua implementac¸a˜o.
• jQuery Validation: O jQuery Validation foi crucial para tratar os dados inseridos pelo
utilizador, ou seja, alerta´-lo para campos obrigato´rios, ou mesmo para campos que
so´ possam ter um determinado formato (nu´meros, datas entre outros). Este plugin
permite filtrar o que o utilizador insere e tem mais vantagens que as validac¸o˜es ofere-
cidas pelo HTML5, daı´ o motivo da sua utilizac¸a˜o. E´ necessa´rio salientar que no caso
desta aplicac¸a˜o os dados sa˜o validados quer no lado do servidor, quer no lado do cli-
ente, tornando-se mais dinaˆmicos no lado do cliente e mais pra´tico para o utilizador
da aplicac¸a˜o.
• Charts: Este plugin foi utilizado para conceber os gra´ficos na aplicac¸a˜o, ou seja, so´ e´
necessa´rio aplicar o tipo de gra´fico que pretendemos e enviar os dados para popular o
gra´fico, cabendo ao plugin a responsabilidade de apresentar os mesmos na aplicac¸a˜o.
• Facebook: O facebook foi utilizado para possibilitar que os utilizadores consigam
autenticar-se com a sua conta daquele rede social. Neste caso e´ utilizado o protocolo
de OAuth21, ou seja, as duas aplicac¸o˜es comunicam entre si e o facebook e´ responsa´vel
por enviar a informac¸a˜o do utilizador em questa˜o. Com esta abordagem e´ possı´vel
fazer autenticac¸o˜es em diversas aplicac¸o˜es sem ter os dados do cliente.
4.1.3 Base de dados
O SGBD e´ um dos elemento fulcrais para qualquer aplicac¸a˜o que guarde informac¸a˜o, com
o objectivo de sustentar os conteu´dos que a aplicac¸a˜o utiliza.
1 Pa´gina web: https://oauth.net/
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No caso da aplicac¸a˜o a desenvolver vai ser necessa´rio utilizar dados relacionais, face a`
informac¸a˜o que e´ necessa´rio relacionar, este foi o aspecto que levou a utilizar o MySQL em
vez do MongoDB, e tambe´m a facilidade de utilizar o MySQL nos servidores.
Nesta aplicac¸a˜o ira˜o existir diversas querys que va˜o utilizar o join2, algo que o MongoDB
na˜o suporta visto na˜o ser relacional. O MySQL tem um excelente comportamento com
querys/transac¸o˜es de grande complexidade, tendo uma enorme facilidade em tratar dados
em grande dimensa˜o, devido a forma como os armazena.
Em relac¸a˜o ao store engine foram analisadas duas store engines: InnoDB e MyISAM. A
escolha recaiu no InnoDB devido ao facto de suportar chaves estrangeiras, funcionalidade
essa que vai ser necessa´ria na aplicac¸a˜o. Este store engine permite ainda transac¸o˜es, ou seja,
permite tirar partido do commit quando se pretende guardar a transac¸a˜o ou fazer rollback
quando o produto detectar que algo correu mal.
No entanto, esta escolha vai depender sempre do que o produto necessitar, em termos
de robustez e integridade dos dados e desempenho e tipos de operac¸a˜o que se va˜o realizar
na aplicac¸a˜o.
Em suma, esta escolha deve sempre ter em base as necessidades e requisitos do projecto.
A escolha recaiu no MySQL face ao seu desempenho, seguranc¸a e rapidez de integrac¸a˜o
com o PHP. Existem diversas formas de optimizar o MySQL, aspectos que sera˜o referenci-
ados no to´pico da performance (4.5.2).
4.1.4 Framework PHP
No que concerne a` escolha da framework, optou-se pela escolha da framework PhalconPHP.
Esta escolha baseou-se muito nas caracterı´sticas que a mesma oferece, bem como, na sua
excelente performance face a`s outras frameworks PHP. Esta e´ escrita na linguagem C, o que
permite uma melhor optimizac¸a˜o, tal como se retira das figuras abaixo (Fig.24 e Fig.25).
2 O join permite que duas tabelas sejam relacionadas
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Figura 24.: Framework PhalconPHP pedidos por segundo [19]
Na figura 24 e´ possı´vel verificar que o Phalcon destaca-se das outras frameworks, atingindo
um grande nu´mero de pedidos por segundo. Estes dados sa˜o interessantes para garantir a
melhor escalabilidade 3 possı´vel na aplicac¸a˜o a desenvolver. A figura 25 ilustra o tempo de
resposta aos seus pedidos, fazendo jus a` sua rapidez face as outras frameworks [19].
3 Um dos requisitos para aplicac¸a˜o e´ garantir a escalabilidade, referente ao requisito 43 constante dos anexos (A)
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Figura 25.: Framework PhalconPHP tempo de resposta
E´ de referir que todas as frameworks usam a mesma arquitectura de software, design pattern
MVC, o que permite que os programadores PHP se adaptem facilmente a qualquer uma.
No que respeita a`s consultas a` base de dados, todas as frameworks dispo˜em de um ORM de
forma a auxiliar o uso do paradigma OOP, destacando-se a framework escolhida em certos
aspectos:
• HMVC: Suporte do HMVC permite criar va´rios mo´dulos MVC, e assim divide as
funcionalidades por mo´dulos. No caso da aplicac¸a˜o a desenvolver, existira´ o mo´dulo
frontend e backend4.
• Cache: O phalcon disponibiliza um sistema de Cache5 para as views que sa˜o apresen-
tadas aos utilizadores, bem como, para as consultas que sa˜o feitas a` base de dados.
Esta te´cnica permite reduzir overhead e pedidos a` base de dados.
• Access Control List (ACL): Esta te´cnica possibilita limitar as funcionalidades da
aplicac¸a˜o, consoante o perfil/permisso˜es do utilizador;
• Micro Application: E´ utilizado para criar web services, o que facilita a criac¸a˜o dos
mesmos;
4 Estes mo´dulos va˜o ser descritos com mais detalhe na secc¸a˜o 5.1
5 Permite armazenar informac¸a˜o de forma a aumentar a performance
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• Template Engine: Esta framework tira partido do volt6, um template engine muito efi-
caz que permite manusear e integrar informac¸a˜o nas views que sa˜o enviadas pelo
controller;
• Seguranc¸a: Disponibiliza diversos me´todos que permitem aumentar a seguranc¸a da
aplicac¸a˜o a desenvolver.
Estes pontos foram determinantes para a escolha da framework, sendo ainda fundamen-
tal a leitura da documentac¸a˜o[20] da mesma para uma aprendizagem mais aprofundada,
nomeadamente o livro[21] que permitiu optimizar aplicac¸a˜o e tirar partido das vantagens
que a framework oferece.
Em suma, poderia ser escolhida outra framework, mas optou-se pela escolha desta com o
intuito de explorar e aprender uma nova framework. A escolha na˜o foi apenas com base no
seu desempenho mas tambe´m para explorar uma framework que tem por base a linguagem
C que e´ conhecida pelos seus grandes nı´veis de optimizac¸a˜o.
4.1.5 Escolha de servidor HTTP
O servidor HTTP e´ o elemento chave para qualquer aplicac¸a˜o que opere sobre o protocolo
HTTP. Como referenciado na secc¸a˜o 2.4.5, este elemento e´ responsa´vel por tratar os pedidos
dos utilizadores, associando o url a determinada aplicac¸a˜o. Com a interpretac¸a˜o do url, o
servidor e´ responsa´vel por solicitar os requisitos a` aplicac¸a˜o, de modo a obter os recursos
para apresentar o resultado esperado pelo cliente.
No que respeita a soluc¸o˜es web temos dois servidores HTTP, sendo eles o Apache e o
Nginx. O Apache e´ o servidor HTTP mais utilizado a nı´vel de soluc¸o˜es web[6], sendo que
o Nginx tem vindo a ganhar terreno, face aos poucos recursos que consome. Em termos
de seguranc¸a, o Apache garante mais seguranc¸a e efica´cia. Em termos de performance, o
Nginx obte´m melhores resultados quando se trata de uma soluc¸a˜o com conteu´do esta´tico,
ou seja, na˜o varia muito, existindo poucas mudanc¸as face aos pedidos do cliente. No
entanto, quando se fala de conteu´do dinaˆmico eles obteˆm o mesmo nı´vel de performance.[22]
(Capı´tulo 3, p.41-51)
O Apache tambe´m tira partido da sua simplicidade de configurac¸a˜o, sendo ate´ o servidor
HTTP mais utilizado nas plataformas web existentes. Resumindo, a escolha foi para o Apa-
che visto ser um servidor HTTP robusto e ser maioritariamente utilizado pela comunidade
web, no entanto sera˜o abordadas algumas te´cnicas que permitem aumentar a performance
da aplicac¸a˜o, alterando certos paraˆmetros na configurac¸a˜o do mesmo.
6 Pa´gina web: https://docs.phalconphp.com/ar/3.2/volt
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4.1.6 Design patterns
O design pattern escolhido foi o MVC, pois permite organizar a aplicac¸a˜o de uma forma
standard, com o intuito de se adaptar a novos elementos que possam participar no projecto.
A framework escolhida tambe´m tira partido deste padra˜o de desenho, o que facilitou a
integrac¸a˜o do mesmo.
Para a utilizac¸a˜o deste design pattern foi necessa´rio configurar as rotas para que aplicac¸a˜o
saiba quem e´ o controller responsa´vel por responder ao pedido do utilizador. A utilizac¸a˜o
deste padra˜o permite separar as funcionalidades, ou seja, o model e´ responsa´vel por ter a
lo´gica do nego´cio e fazer os pedidos a` base de dados. O controlador apenas ira´ fazer de
intermedia´rio entre o model e view, sendo o responsa´vel por pedir a informac¸a˜o ao model e
enviar para a view. A view e´ responsa´vel por mostrar a resposta ao utilizador.
4.1.7 API
No que respeita a` escolha da API, a opc¸a˜o recaiu sobre o REST, visto tirar partido do JSON
o que torna mais fa´cil a comunicac¸a˜o com outros servic¸os, e visto a framewrok escolhida ter
mo´dulos que facilitam a implementac¸a˜o da mesma.
Neste produto vai ser utilizada a API do facebook para permitir o login com conta de
facebook, ou seja, e´ possı´vel validar as credenciais de determinada conta sem ter os dados
do cliente, sendo que neste caso e´ utilizado o protocolo OAuth2.
Foi tambe´m desenvolvida uma API em REST, para que mais tarde a aplicac¸a˜o consiga
comunicar com outras, podendo ate´ vender informac¸a˜o a outras aplicac¸o˜es. Solicitou-se
uma colaborac¸a˜o com o zerozero para poder, por exemplo, importar informac¸a˜o de jogos e
jogadores, facilitando assim a introduc¸a˜o de informac¸a˜o por parte do administrador, mas
nunca se obteve uma resposta.
Em relac¸a˜o a` escolha do tipo de API, a decisa˜o recaiu sobre o REST, visto ser uma API
mais fa´cil de implementar e que tem a vantagem de tirar partido do protocolo HTTP, con-
seguindo assim evitar o uso de protocolos de transporte. O SOAP e´ utilizado em situac¸o˜es
mais complexas, no caso de transac¸o˜es devido a sua robustez na construc¸a˜o da sua men-
sagem. Outra vantagem do REST e´ poder enviar respostas em JSON ou XML, no caso do
SOAP so´ utiliza XML.
O REST tem um o´ptimo desempenho a lidar com diversos request e tratamento dos pedi-
dos desencadeados pelos clientes.
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4.2 seguranc¸a
Na implementac¸a˜o deste produto foi crucial analisar e estudar medidas de tornar aplicac¸a˜o
mais segura e robusta. Foram analisados alguns problemas que esta˜o associados a`s vulne-
rabilidades das aplicac¸o˜es web, para isso foram consultados alguns livros[23][24][25], bem
como, o OWASP, com a finalidade de implementar medidas preventivas.
Nos to´picos sera˜o abordadas soluc¸o˜es introduzidas na aplicac¸a˜o, para proteger a mesma
destas falhas, e com isso demonstrar que o PHP afinal tambe´m pode ser parte integrante
duma soluc¸a˜o tecnolo´gica segura.
4.2.1 SQL injection
No que respeita ao SQL injection, foram utilizadas medidas definidas pela OWASP, de
modo a prevenir este ataque. A primeira abordagem a este ataque foi aplicar o ORM que
a framework PhalconPHP oferece. Nos casos em que a aplicac¸a˜o na˜o usufrui do ORM(7)
sera´ utilizada uma classe para realizar as querys a` base de dados que tambe´m previne os
ataques.
Posteriormente foi necessa´rio criar um mecanismo para todos os paraˆmetros utilizados,
para realizar uma filtragem de todos os dados inseridos na base de dados, bem como, os
dados utilizados para qualquer consulta a` base de dados.
Com estes passos foi possı´vel evitar o SQL injection, sendo de referir que o PHP 7 ja´
deixou de utilizar as func¸o˜es MySQL[17] do PHP que permitiam SQL injection. Este ataque
ocorria mais nas primeiras verso˜es das func¸o˜es MySQL disponibilizadas pelo PHP.
4.2.2 CSRF
Na secc¸a˜o 2.4.12.2 foram mencionados os detalhes deste ataque e como o evitar. No caso da
nossa implementac¸a˜o adoptamos a medida que foi apresentada anteriormente, ou seja, gera-
se um token aleato´rio em todos os formula´rios. Com esta soluc¸a˜o na˜o e´ possı´vel replicar este
ataque, pois foi implementado um me´todo na parte do servidor, que vai sempre validar o
token.
Assim sendo, e´ garantido que mesmo que um intruso pretenda submeter ou realizar
um pedido por parte de um utilizador, ele nunca vai conseguir, pois o token e´ aleato´rio e
validado antes de fazer qualquer acc¸a˜o.
No entanto e´ preciso realc¸ar que a framework utilizada tem ja´ me´todos que evitam este
ataque, e por isso foi utilizado este modelo, uma vez que a framework PhalconPHP tem uma
componente de seguranc¸a muito robusta e eficaz.
7 Este motivo sera´ abordado na secc¸a˜o 4.5.2
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4.2.3 XSS
Este ataque tem como principal objectivo introduzir JavaScript no website que pode ter como
finalidade obter dados do utilizador, ou fazer com que por exemplo corra determinado
co´digo para alterar o comportamento do website e posteriormente o do servidor.
Para resolver este possı´vel ataque foram utilizados me´todos que permitem fazer uma
limpeza a todo o co´digo que possa ser malicioso, de modo a evitar tal problema. Na parte
da manipulac¸a˜o de enviar dados para a view ou para a base de dados e´ utilizado um filtro
que e´ disposto pela framework PhalconPHP, para evitar que determinados caracteres sejam
introduzidos. No caso da framework PhalconPHP, quando e´ realizado um request, ao obter
as varia´veis, e´ possı´vel definir o tipo da varia´vel que estamos a obter. Esta foi a te´cnica
utilizada para garantir que a aplicac¸a˜o na˜o fica exposta a esta vulnerabilidade.
4.2.4 SSL
Na implementac¸a˜o da aplicac¸a˜o foi utilizado um certificado SSL, de forma a encriptar a
informac¸a˜o que e´ enviada entre o cliente e servidor e vice-versa. Para sabermos se deter-
minado site utiliza SSL, o enderec¸o tem que comec¸ar por Hypertext Transfer Protocol Secure
(HTTPS), sendo que precisa de ter um cadeado e a palavra ”seguro”, pois e´ necessa´rio
verificar se a entidade certificadora e´ fidedigna.
O funcionamento do SSL e´ muito simples, ou seja, quando o cliente acede a um website
que utilize SSL, vai pedir o certificado, depois de obter o certificado e verificar que a en-
tidade certificadora e´ fidedigna. Posteriormente o cliente cria uma chave, denominada de
chave pu´blica e envia ao servidor, chave essa que vai ser essencial para que seja desencrip-
tada toda a informac¸a˜o.
Esta seguranc¸a e´ mais utilizada em nego´cios com mais risco, por exemplo bancos ou
websites de compras e pagamentos online, sendo que nunca e´ demais utilizar este mecanismo
porque transmite mais seguranc¸a aos utilizadores de qualquer aplicac¸a˜o.
4.3 regras de programac¸a˜o
Em geral, as regras foram criadas para permitir que existisse um padra˜o referente a qual-
quer tarefa, tornando o co´digo mais gene´rico e fa´cil de entender entre uma equipa de de-
senvolvimento ou mesmo para um novo elemento que tenha entrado recentemente numa
equipa de desenvolvimento.
Nesta fase va˜o ser abordadas algumas das regras que esta˜o inerentes ao desenvolvimento
web, pois existem variadı´ssimas normas de programac¸a˜o referentes a todas as linguagens de
programac¸a˜o. No desenvolvimento web quando existem pa´ginas que se repetem, ou parte
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delas, conve´m incluir essas mesmas partes num ficheiro, por exemplo o menu, header, footer
e o sidebar da aplicac¸a˜o/webiste porque normalmente sa˜o constantes em todas as pa´ginas
web e isso aumenta a modularidade, e facilita a manutenc¸a˜o do co´digo, pois se existir um
erro apenas se corrige num ficheiro.
E´ fundamental incluir todos os ficheiros CSS referentes aos estilos da aplicac¸a˜o web, no
header da aplicac¸a˜o, sendo carregados primeiro por estarem relacionados com o design do
Website. E´ necessa´rio salientar que os ficheiros JavaScript que esta˜o relacionados com de-
terminados comportamentos de elementos web devem ser incluı´dos no footer. Os ficheiros
responsa´veis pelo CSS na˜o causa tanto overhead como os de JavaScript, havendo um carrega-
mento mais ra´pido da aplicac¸a˜o web. O carregamento dos estilos referentes a determinadas
classes ou id’s de elementos HTML, e´ fulcral para que depois o JavaScript os consiga inter-
pretar sem qualquer erro.
Estas sa˜o algumas das normas importantes que diversos programadores utilizam para
permitir o aumento da performance, bem como, diminuir o load da aplicac¸a˜o web.
4.4 convencc¸o˜es de programac¸a˜o
As convencc¸o˜es de programac¸a˜o, sa˜o normas que os programadores devem seguir, de modo
a seguirem um padra˜o no seu desenvolvimento. No caso do PHP a mais conhecida e´ o PHP
Standard Recommendation (PSR), existindo diversas verso˜es, e sendo cada uma apropriada
para determinadas partes do co´digo. O mais utilizado e´ o PSR-2 na parte da concepc¸a˜o do
co´digo da aplicac¸a˜o. No que respeita ao PSR-2 podemos verificar a diferenc¸a no seguinte
co´digo.
// Exemplo com PSR -2
$nome = "Henrique Sobral";
$cidade = "Lisboa";
if ($cidade == "Lisboa") {
echo "Vive em Lisboa";
} else {
echo "Nao vive em Lisboa";
}
// Exemplo sem convenccao
$nome = "Henrique Sobral";
$cidade ="Lisboa";
if($cidade =="Lisboa")
echo "Vive em Lisboa";
else
echo "Nao vive em Lisboa";
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Listing 4.1: Exemplo do PSR-2 PHP
E´ possı´vel verificar que o PSR-2 permite ter um co´digo mais bem estruturado, e uma
melhor leitura do mesmo. No que respeita a` atribuic¸a˜o de varia´veis, o = deve ficar alinhado.
Em relac¸a˜o aos ciclos if, for, while deve-se formatar como o if presente no co´digo, ou seja,
deixar os espac¸os de forma a proporcionar uma leitura mais facilitada. Atendendo a esta
convencc¸a˜o existe uma limitac¸a˜o em relac¸a˜o aos caracteres de cada linha de co´digo, estando
aquelas limitadas a 120 caracteres.
O camel case permite escrever um nome de uma varia´vel ou func¸a˜o, evitando os espac¸os,
que consequentemente originariam um erro, enta˜o o camel case o que faz e´ converter o
espac¸o numa letra maiu´scula. Um exemplo disso e´ como irı´amos atribuir o nome da
varia´vel nome completo, como se pode constatar no seguinte excerto de co´digo.
$nomecompleto = "Henrique Sobral"; // sem Camel case
$datadenascimento = 25/02/1992; // sem Camel case
$nomeCompleto = "Henrique Sobral"; // com Camel case
$dataDeNascimento = 25/02/1992; // com camel case
Listing 4.2: CamelCase
Como e´ possı´vel verificar, esta convencc¸a˜o tem muita utilizac¸a˜o e ajuda a associac¸a˜o de
me´todos e atributos das classes. Esta convecc¸a˜o pode ser utilizada em qualquer linguagem
de programac¸a˜o.
Em suma, a utilizac¸a˜o de convencc¸o˜es ajuda na codificac¸a˜o, ou seja, e´ seguida uma norma
na escrita do co´digo, bem como, a limpeza apresentada no co´digo desenvolvido. No entanto
e´ importante seguir uma convencc¸a˜o para que o co´digo esteja normalizada e com isso evita-
se problemas na integrac¸a˜o de novo co´digo.
4.5 desempenho
Quando se desenvolve um produto, e´ necessa´rio aplicar optimizac¸o˜es no mesmo, possi-
bilitando assim que o produto deˆ respostas da melhor forma. Nos seguintes to´picos va˜o
ser abordadas algumas estrate´gias que foram implementadas. Para esta ana´lise foi utili-
zada uma ferramenta de profiler, de modo a perceber onde e´ que aplicac¸a˜o consumia mais
recursos, para ir melhorando o tempo de resposta.
Contudo foi ainda usado um utilita´rio ApacheJMeter que possibilita analisar o tempo de
respostas da aplicac¸a˜o, bem como, a escalabilidade associada a` aplicac¸a˜o. Seguidamente
va˜o ser abordadas algumas te´cnicas que possibilitam, obter melhorias de performance.
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4.5.1 Load Balancer
Esta te´cnica e´ fundamental para na˜o sobrecarregar um servidor, permitindo ter um load
balancer que funcionara´ como uma proxy, ou seja, uma barreira que vai decidir para onde
encaminhar os clientes.
Esta te´cnica possibilita que a performance e a escalabilidade do website sejam incremen-
tadas, conseguindo assim aumentar os recursos aos utilizadores. Na figura 26 e´ possı´vel
verificar uma abordagem para combater a sobrecarga do servidor.
Figura 26.: Web servers load balancer
[22](Capı´tulo 3, p.66)
Na opinia˜o do autor Altaf Hussain ”Se a nossa aplicac¸a˜o correr apenas num servidor, a
performance sera´ tremendamente afectada. Tambe´m na˜o e´ boa ideia aplicac¸a˜o correr apenas
num u´nico servidor, caso fique em baixo a nossa aplicac¸a˜o ficara´ inacessı´vel”(Traduc¸a˜o
nossa)[22](Capı´tulo 3, p.66). Contudo e´ necessa´rio referir que a pec¸a chave desta soluc¸a˜o
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e´ o load balancer, que vai ser responsa´vel por verificar a carga de cada servidor, de modo a
reencaminhar os pedidos para o servidor com mais recursos livres.
No entanto e´ necessa´rio referir que o servidor onde temos a aplicac¸a˜o alojada, na˜o nos
disponibiliza ferramentas para tal soluc¸a˜o, devido ao facto de ser gratuito. Na secc¸a˜o
Deployment 4.8 sera˜o descritos os motivos pela escolha do servidor.
4.5.2 SQL
No que respeita ao SQL, existem algumas medidas que possibilitam logo tirar partido de
um melhor desempenho da aplicac¸a˜o. Um grande problema e´ quando se fazem consultas
com va´rias junc¸o˜es de tabelas e e´ utilizado o *, vai ser devolvida informac¸a˜o que na˜o e´
necessa´ria ou que maior parte das vezes e´ repetida, provocando um maior overhead na
aplicac¸a˜o.
Existem mais normas a seguir quando utilizamos o MySQL, de modo a garantir uma
melhor performance da aplicac¸a˜o, por exemplo, quando queremos realizar pesquisas por
um nome, ou por uma descric¸a˜o devemos utilizar indexes. O uso desta te´cnica permite que
as consultas sejam mais ra´pidas, sendo que o aconselhado e´ fazer pesquisas por id’s, visto
ja´ serem indexes, ou Primary keys ou Foreign keys. O uso de indexes permite que o servidor
de base de dados, consulte menos registos o que justifica o seu acre´scimo no desempenho.
A framewrok escolhida oferece um ORM que permite auxiliar os programadores na
realizac¸a˜o de querys a` base de dados, uma vez que ja´ tem me´todos pre´-definidos para deter-
minadas opc¸o˜es. No entanto o ORM contem informac¸o˜es desnecessa´rias (dependendo dos
casos), o que provoca um aumento no tempo de resposta, que podera´ ser prejudicial para
o desempenho. Assim, implementou-se uma classe para realizar determinadas querys, em
que a performance tinha de ser garantida (Lista de jogos, Ana´lise de confrontos).
4.5.3 Profiling
Quando e´ desenvolvido um produto de software, e´ preciso verificar os recursos gastos pelo
sistema, de modo a garantir o melhor desempenho na execuc¸a˜o das suas funcionalidades.
Para o desenvolvimento foi utilizado o Xdebug, para despistar erros que ocorriam no
processo de desenvolvimento, bem como, garantir a melhor performance da aplicac¸a˜o. O
Xdebug e´ uma extensa˜o que possibilita aos programadores de PHP tirarem partido das suas
preciosas funcionalidades[26].
A figura 27 permite verificar um esquema de profiling da aplicac¸a˜o, onde e´ possı´vel obser-
var o tempo gasto em determinadas operac¸o˜es. Para que fosse possı´vel tal facto foi usado
o utilita´rio kcachegrind8.
8 Pagina web: http://kcachegrind.sourceforge.net/html/Documentation.html
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Figura 27.: Profiling da aplicac¸a˜o - Funcionalidade listar equipa, jogos e treinadores
A figura 27 representa o profiler da listagem de todos os elementos da equipa, bem como,
a informac¸a˜o dos jogos referentes a uma e´poca. Este profiler permite visualizar quais as
operac¸o˜es que aplicac¸a˜o realiza para responder ao pedido do utilizador, permite analisar
onde e´ que a aplicac¸a˜o esta´ a gastar mais recursos. No nosso caso gasta aproximadamente
83% do tempo a realizar pedidos a` base de dados, de forma a construir a informac¸a˜o
a apresentar ao utilizador. O resto do tempo e´ gasto na construc¸a˜o da pa´gina para o
utilizador consultar a informac¸a˜o.
E´ necessa´rio ainda realc¸ar que aplicac¸a˜o demorou cerca de 0,87 segundos a executar este
processo, no entanto este pedido ficou com este tempo porque tem que realizar o profiler
referente ao pedido, de modo a conseguir perceber se aplicac¸a˜o esta´ a fazer algo de errado,
prejudicando a performance da mesma.
Em suma, e´ possı´vel verificar que esta te´cnica pode ter grande impacto, dependendo
tambe´m dos requisitos das aplicac¸o˜es, mas e´ sempre bom analisar este tipo de gra´ficos, de
forma a entender se existe algum problema associado a` performance.
4.5.4 ApacheJMeter
O ApacheJMeter9 e´ uma ferramenta que permite analisar diversas questo˜es relacionadas
com a aplicac¸a˜o. Na soluc¸a˜o desenvolvida foi testada a escalabilidade da mesma, colo-
cando determinados utilizadores (virtuais) a aceder a uma funcionalidade num determi-
nado espac¸o de tempo.
9 Pa´gina web: http://jmeter.apache.org/
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Esta ferramenta tem diversas funcionalidades, no entanto e´ necessa´rio referir que foram
apenas explorados a escalabilidade e performance associadas a` aplicac¸a˜o, devido a` curva de
aprendizagem extensa desta ferramenta.
Em relac¸a˜o ao teste realizado a` aplicac¸a˜o desenvolvida, foi realizado um cena´rio em
que 80 utilizadores va˜o aceder a` informac¸a˜o de um jogo num perı´odo de 100 segundos,
sendo preciso relembrar que no que respeita a informac¸a˜o do jogo vai corresponder di-
versa informac¸a˜o, desde os jogadores que disputaram a partida, aos eventos e estatı´sticas
referente a`quele. Na figura 28 e´ possı´vel verificar os testes que foram realizados.
Figura 28.: Teste de escalabilidade da aplicac¸a˜o - Listagem de um jogo
Na figura 28 e´ possı´vel validar que todos os utilizadores conseguiram processar o seu
pedido em condic¸o˜es, sendo que ainda e´ apresentado o tempo me´dio para interpretar o
pedido realizado pelo cliente. O tempo me´dio de resposta por parte do servidor e´ de 266
milissegundos.
4.5.5 Outras te´cnicas
Foram ainda utilizadas mais duas te´cnicas para garantir o melhor desempenho da aplicac¸a˜o.
Uma delas foi configurac¸o˜es no servidor, de modo a garantir que determinados ficheiros
fossem guardados na cache, mais concretamente ficheiros JavaScript, CSS, imagens entre
outros. E´ necessa´rio salientar que esta te´cnica so´ deve ser utilizada em ficheiros que sejam
esta´ticos, ou enta˜o tera´ que ser definido um tempo de vida mais curto, garantindo-se que o
ficheiro esta actualizado.
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Outra te´cnica foi o minify, que permite reduzir o tamanho dos ficheiros CSS e JavaScript,
facilitando assim a sua leitura, o que proporciona uma maior rapidez a` aplicac¸a˜o quando
necessita dos mesmos.
4.6 sistema de controlo de verso˜es
O sistema de controlo de verso˜es tem como func¸a˜o garantir o controlo de va´rias verso˜es
da aplicac¸a˜o. Neste produto foi utilizado o git, uma te´cnica que e´ muito utilizada quando
existe um equipa a desenvolver um produto, ou seja, quando existe uma versa˜o Pai, que e´
de onde derivam sempre as suas verso˜es/branchs filhas. Normalmente e´ utilizado o nome
master para a versa˜o presente no servidor, e develop para o nome da versa˜o dos programa-
dores, sendo que a develop e´ filha da master. E´ uma boa pra´tica que cada programador crie
uma branch filha da develop, associada a` funcionalidade que vai ser desenvolvida.
Posteriormente ao desenvolvimento da funcionalidade, essas alterac¸o˜es tera˜o de ser en-
viadas para develop, de modo a serem integradas. Seguidamente e´ possivel verificar alguns
dos comandos[27] utilizados:
• git pull: Permite actualizar todas as alterac¸o˜es que determinada branch sofreu;
• git push: Responsa´vel por enviar todas as alterac¸o˜es para a branch;
• git add nome ficheiro: Permite adicionar um ficheiro alterado/novo a` branch em
questa˜o;
• git commit: Responsa´vel por enviar todas as alterac¸o˜es para a branch;
• git checkout: Comando utilizado para descartas alterac¸o˜es nos ficheiros alterados;
• git checkout -b nome branch: Cria uma nova branch a partir de uma branch especı`fica;
• git merge: Responsa´vel por resolver possı´veis conflitos em determinados ficheiros;
• git status: Responsa´vel verificar os ficheiros que foram alterados numa respectiva
branch;
Em suma, esta abordagem permite que os programadores estejam a trabalhar no produto
sem interferir com o trabalho dos outros. Essas modificac¸o˜es sera˜o integradas nas branch
principal de desenvolvimento (develop), podendo contudo existir conflitos na integrac¸a˜o das
branchs dos va´rios programadores, que depois sa˜o resolvidas (git merge) pelos programado-
res.
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4.7 testes
Ao fim de implementar as funcionalidades na aplicac¸a˜o, e´ necessa´rio realizar testes para
garantir que o resultado corresponde ao que foi perspectivado nos requisitos e posterior-
mente nos diagramas concebidos. Estes testes podem ser realizados seguindo determinados
passos, de modo a seguir o workflow da funcionalidade e assim verificar-se o resultado da
operac¸a˜o.
Outra forma que pode ser utilizada e´ os testes unita´rios, que permitem testar a funciona-
lidade atrave´s do co´digo fonte. Seguidamente vai ser abordada a ferramenta utilizada para
testar aplicac¸a˜o a nı´vel de testes unita´rios.
Foram ainda realizados testes de aceitac¸a˜o, que permitem testar funcionalmente a
aplicac¸a˜o, ou seja, realizar operac¸o˜es na aplicac¸a˜o como se trata-se de um utilizador final.
Este teste permite verificar o comportamento da aplicac¸a˜o.
O PHPUnit[28] e´ uma framework de testes unita´rios, que permite criar testes unita´rios em
produtos que utilizem o PHP. Estes testes na˜o costumam ser muito complexos, ou seja, e´
responsa´vel por testar pequenos mo´dulos de co´digo. No exemplo seguinte e´ apresentado
um dos testes realizado para aplicac¸a˜o. A figura 29 demonstram alguns testes unita´rios
criados.
Figura 29.: Testes unita´rios referentes ao jogador
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Os testes constantes na figura 29 representam os seguintes cena´rios:
• O primeiro teste e´ referente a` criac¸a˜o de um jogador, sendo que para que o teste passe
com sucesso, a func¸a˜o de inserir na base de dados, tera´ de devolve o valor true;
• O segundo teste e´ referente a` remoc¸a˜o de um determinado jogador. Em primeiro
lugar e´ necessa´rio verificar se o mesmo existe, sendo seguidamente validado se o
jogador foi eliminado ou na˜o com sucesso;
• A terceira situac¸a˜o e´ para testar, que apenas apresenta a informac¸a˜o de um jogador,
caso seja passado um valor inteiro. Existe uma validac¸a˜o na parte da func¸a˜o getPlayer()
que valida se o id passado e´ um inteiro, caso contra´rio devolve vazio;
Depois de serem escritos os testes e´ necessa´rio efectuar a sua validac¸a˜o, de forma a
garantir as funcionalidades concebidas para o produto. Na ilustrac¸a˜o (Fig.30) e´ possı´vel
analisar a realizac¸a˜o dos testes.
Figura 30.: Testes unita´rios validac¸a˜o
Na figura 30 e´ possı´vel verificar a informac¸a˜o referente aos testes descritos, sendo que
o mais importante e´ o que esta´ sublinhado amarelo, onde clarifica que os testes correram
com sucesso, garantindo assim as funcionalidades desenvolvidas para o produto.
Em suma, este passo e´ extremamente importante em qualquer aplicac¸a˜o, pois na˜o e´ acon-
selha´vel disponibilizar um produto com erros, o que gera uma desconfianc¸a por parte dos
utilizadores finais. Os testes unita´rios servem para testar a funcionalidade de determinada
parte do projecto, criando cena´rios de teste. Quanto aos testes de aceitac¸a˜o, referem-se a
uma simulac¸a˜o no produto.
4.8 deployment
Este u´ltimo passo e´ responsa´vel por garantir o acesso da aplicac¸a˜o aos seus utilizadores.
Para que aplicac¸a˜o seja corrida sem qualquer problema e´ necessa´rio garantir que o servidor
onde vai ser alojada tem requisitos para tal.
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Qualquer aplicac¸a˜o tem as suas dependeˆncias, quer de bibliotecas ou mesmo de servic¸os.
No PHP e´ utilizado o composer que permite guardar todas as dependeˆncias do projecto.
Essas dependeˆncias sa˜o guardadas num ficheiro composer.json, que como o nome sugere e´
um ficheiro do tipo JSON. Assim sempre que for realizado um deploy para um servidor
e´ preciso correr sempre o composer para instalar as dependeˆncias que sera˜o guardadas na
pasta vendor, que sera´ sempre carregada por um ficheiro autoloader, de modo a ser utilizado
no projecto sem qualquer problema.
4.8.1 Alojamento
Em relac¸a˜o ao alojamento da aplicac¸a˜o, foi utilizado o heroku10, para que seja possı´vel
qualquer utilizador aceder a` aplicac¸a˜o11 via browser, como e´ pedido num requisito na˜o
funcional.
A escolha recaiu no heroku por ser possı´vel obter um servidor gra´tis e que suporta a
framework que foi utilizada na aplicac¸a˜o. No entanto existem diversas soluc¸o˜es para as
aplicac¸o˜es PHP.
O servidor utilizado e´ limitado em recursos, tendo apenas 512 MB de RAM, contudo
agora e´ suficiente, para demonstrar o que foi concebido. Posteriormente, sera´ necessa´rio
migrar para um servidor mais robusto, de modo a conseguirmos obter o total controlo
sobre o mesmo. Este servidor apenas permite que seja colocada a aplicac¸a˜o, ou seja, na˜o
permite configurar o servidor a` nossa maneira, por isso e´ que na˜o foram implementadas
algumas te´cnicas como o load balancer entre outras.
10 Pa´gina web: https://www.heroku.com/
11 Url da aplicac¸a˜o : https://teseum.herokuapp.com/
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C A S O D E E S T U D O / A P L I C A C¸ A˜ O
Neste capı´tulo sera˜o apresentadas as diversas funcionalidades implementadas na aplicac¸a˜o,
permitindo verificar o produto em si, e como esta˜o implementadas as soluc¸o˜es que foram
descritas anteriormente. Sera´ ainda abordada a API, com as respectivas chamadas.
Va˜o ser apresentados os resultados desenvolvidos, para dar resposta aos requisitos que o
cliente solicitou, sendo que no decorrer da utilizac¸a˜o e testes da aplicac¸a˜o foram surgindo
novas ideias, e novas percec¸o˜es em relac¸a˜o a` potencialidade desta aplicac¸a˜o.
5.1 aplicac¸a˜o - resultados
Nesta secc¸a˜o sera˜o apresentados os mo´dulos que foram desenvolvidos para a aplicac¸a˜o.
Vai ser ainda exposta a estrutura da aplicac¸a˜o, de modo a permitir mostrar que esta˜o a ser
seguidas as normas do MVC.
Na figura 31 e´ possı´vel verificar a estrutura da aplicac¸a˜o.
Figura 31.: Estrutura da aplicac¸a˜o
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Na pasta apps esta´ presente o Backend, Frontend, a API e as migrations. No caso do backend
e frontend, cada mo´dulo tem as suas configurac¸o˜es, mais concretamente a base de dados,
podendo aceder a base de dados diferentes. No que respeita a`s configurac¸o˜es teˆm um
ficheiro module.php que permite identificar o mo´dulo em questa˜o. Tem ainda presente os
ficheiros responsa´veis pelos controllers, models e views de cada mo´dulo. Em relac¸a˜o a` API
tem, os ficheiros referentes a`s chamadas disponibilizadas. Por fim, temos a pasta migrati-
ons que contem as migrac¸o˜es referentes a` base de dados, ou seja, sempre que exista uma
alterac¸a˜o na base de dados, deve ser criada uma migrac¸a˜o para que depois seja aplicada,
por exemplo, na base de dados de produc¸a˜o.
No que respeita a` pasta config, esta˜o presentes todas as configurac¸o˜es do projecto em si,
nomeadamente os servic¸os que a aplicac¸a˜o utiliza, como o dependency injection1, as rotas
da aplicac¸a˜o que va˜o ser utilizadas para comunicar com o servidor HTTP, de forma a que
a aplicac¸a˜o identifique quem sa˜o os controladores e as respectivas acc¸o˜es a ser chamadas
para dar resposta ao servidor HTTP. Tem ainda presente a configurac¸a˜o de cada mo´dulo.
A pasta public e´ responsa´vel por guardar todos os ficheiros javaScript, CSS, plugins entre
outros. A pasta SSL contem o certificado SSL da aplicac¸a˜o. O directo´rio tests contem os
testes unita´rios realizados para testar a aplicac¸a˜o, bem como, as suas configurac¸o˜es para
que fosse possı´vel correr os testes.
Por fim, temos a pasta vendor, que e´ responsa´vel por guardar as instalac¸o˜es das de-
pendeˆncias presentes no ficheiro composer.json. O composer.lock guarda as informac¸o˜es so-
bre as dependeˆncias que foram instaladas. Dentro da pasta vendor encontra-se o ficheiro
autoload.php que permite que a aplicac¸a˜o carregue todas as dependeˆncias instaladas.
5.1.1 Backend
Este mo´dulo da aplicac¸a˜o e´ responsa´vel por todo o conteu´do apresentando naquela. Neste
to´pico sera˜o apresentadas algumas funcionalidades deste mo´dulo da aplicac¸a˜o, sendo que
este mo´dulo destina-se apenas aos administradores da aplicac¸a˜o, com o intuito de aumentar
a seguranc¸a e confiabilidade de toda a informac¸a˜o introduzida na aplicac¸a˜o.
5.1.1.1 Autenticac¸a˜o e perfil administradores
A figura 32 representa a funcionalidade de acesso ao backend. Para realizar qualquer
operac¸a˜o no backend, e´ necessa´rio ter conta de administrador. Esta medida de seguranc¸a
permite que toda a informac¸a˜o apresentada na aplicac¸a˜o seja controlada pelo administra-
dor.
1 permite guardar va´rias dependeˆncias numa classe, para utilizar em todo o projecto
5.1. Aplicac¸a˜o - Resultados 79
Figura 32.: Backend - login
Na figura 33 e´ possı´vel verificar a opc¸a˜o de editar o perfil do administrador, de modo a
poder alterar a sua informac¸a˜o caso seja necessa´rio.
Figura 33.: Backend - Editar perfil
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Como todas as aplicac¸o˜es que teˆm autenticac¸a˜o, tambe´m existe a funcionalidade do ad-
ministrador fazer logout, de modo a terminar a sessa˜o iniciada na aplicac¸a˜o.
5.1.1.2 Gesta˜o de histo´rias do clube
Na figura 34 e´ possı´vel verificar toda a informac¸a˜o associada a` histo´ria do clube. Cada
registo tem um link, de forma a ser realizada quer a edic¸a˜o da histo´ria quer a eliminac¸a˜o
da respectiva histo´ria. O administrador dispo˜e ainda de um bota˜o antes da listagem, o que
permite a criac¸a˜o de uma nova histo´ria.
Figura 34.: Backend - Listagem de histo´rias do clube
Para realizar a criac¸a˜o de uma nova histo´ria o administrador tem de clicar no bota˜o
anteriormente mencionado para conseguir efectuar a operac¸a˜o. Na figura 35 e´ possı´vel
visualizar o formula´rio responsa´vel por criar a histo´ria.
Importa salientar que o mesmo formula´rio e´ utilizado para editar a histo´ria, tendo os
campos associados a` mesma, ja´ preenchidos com a informac¸a˜o da histo´ria a editar. Contudo,
e´ necessa´rio referenciar, que todos os formula´rios teˆm uma validac¸a˜o feita pelo jQuery
Validation, como e´ possı´vel verificar na figura 35.
Ao fim de submeter o formula´rio o utilizador sera´ reencaminhado para a listagem de
histo´rias, surgindo uma mensagem com a informac¸a˜o de sucesso ou erro, de modo a infor-
mar o administrador sobre o estado da operac¸a˜o.
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Figura 35.: Backend - Adicionar histo´ria
No que respeita a` eliminac¸a˜o, e´ necessa´rio clicar sobre a funcionalidade de eliminar
e seguidamente ira´ aparecer um modal2 como o da figura 36, para que o administrador
confirme se pretende eliminar a respectiva histo´ria.
Figura 36.: Backend - Remover histo´ria
2 Pa´gina web: https://getbootstrap.com/docs/3.3/javascript/#modals
5.1. Aplicac¸a˜o - Resultados 82
5.1.1.3 Gesta˜o de equipa
A gesta˜o da equipa segue o mesmo processo de workflow que as histo´rias e como todo o
backend. No entanto a gesta˜o de equipa engloba a edic¸a˜o de jogadores, treinadores e das
respectivas e´pocas.
No caso dos jogadores, e´ possı´vel inserir informac¸o˜es, como o seu nome, posic¸a˜o, nu´mero
e foto, informac¸o˜es essas interessantes para que posteriormente seja mais fa´cil para o utili-
zador saber quais os jogos que a`quele jogador disputou.
Em relac¸a˜o aos treinadores, tambe´m e´ possı´vel inserir o seu nome ou foto, existindo ainda
um campo para marcar se o treinador esta´ activo ou na˜o, podendo assim, na listagem da
equipa, diferenciar-se do treinador actual.
Em relac¸a˜o a`s e´pocas, esta funcionalidade permite criar a e´poca a que sera˜o associados
os jogos, o que permitira´ fazer o ca´lculo de todas as estatı´sticas dos jogos. E´ necessa´rio
referenciar que foi adicionado uma checkbox que possibilita identificar a e´poca que esta´ a
decorrer.
5.1.1.4 Gesta˜o de jogos
A gesta˜o dos jogos vai ser fundamental para registar toda a informac¸a˜o associada ao jogo,
bem como, os intervenientes, eventos do jogo entre outros. Nesta parte e´ possı´vel gerir a
informac¸a˜o sobre o esta´dio onde sera˜o introduzidos determinados detalhes, como o nome
do esta´dio e a sua capacidade. O jogo tambe´m tem sempre um a´rbitro associado, algo que
tambe´m teve de ser contemplado, de modo a fornecer a gesta˜o dos a´rbitros.
Foi tambe´m criada uma funcionalidade que permite gerir as competic¸o˜es em que deter-
minado clube participa, sendo tambe´m adicionada a gesta˜o de equipas adversa´rias e dos
eventos associados ao jogo. Estas opc¸o˜es foram concebidas, com o intuito de possibilitar
a adaptac¸a˜o a qualquer clube porque nem todos participam nas mesmas competic¸o˜es. E´
necessa´rio expor que em relac¸a˜o a gesta˜o de eventos, possibilita que a aplicac¸a˜o se adapte
a qualquer desporto. Com estas abordagens e´ possı´vel oferecer agilidade a` aplicac¸a˜o desen-
volvida.
Em relac¸a˜o a` gesta˜o da informac¸a˜o referente aos jogos, sera˜o guardados todos os dados
dos jogos. Na figura 37 e´ possı´vel verificar o formula´rio que deve ser preenchido para
colocar a informac¸a˜o referente ao jogo. A informac¸a˜o vai ser constituı´da pela e´poca a que
se refere o jogo, em que competic¸a˜o se enquadra o jogo, onde o jogo e´ realizado, entre
outras, sendo necessa´rio referir que e´ possı´vel guardar o resultado do jogo, bem como, o
nu´mero de adeptos presente no jogo.
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Figura 37.: Backend - Gesta˜o de jogos (Informac¸o˜es gerais)
A figura 38 permite verificar como sa˜o associadas as informac¸o˜es complementares re-
ferentes ao jogo. Existe ainda uma listagem dos jogadores onde sera˜o seleccionados os
titulares e suplentes, e onde sera´ tambe´m necessa´rio associar o treinador. O jogo tem as-
sociados eventos, eventos esses inseridos neste formula´rio, onde o administrador dispo˜e
de boto˜es para ir adicionando eventos, visto na˜o existir um nu´mero certos de eventos a
decorrer em determinado jogo. O administrador em relac¸a˜o aos eventos apenas precisa de
associar o jogador a um determinado evento, registando o minuto do mesmo. No entanto,
caso seja substituic¸a˜o sera˜o associados dois jogadores.
Estas informac¸o˜es sa˜o fundamentais para o que vai aparecer no frontend, pois e´ com
base nesta informac¸a˜o que vai ser possı´vel construir as estatı´sticas referentes aos jogadores,
treinadores e equipa em geral. Com base nestas estatı´sticas, vai ser possı´vel tambe´m fazer
a ana´lise de confrontos entre equipas e jogadores.
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Figura 38.: Backend - Gesta˜o de jogos (Jogadores, treinadores e eventos)
A gesta˜o de jogos ainda tem associada a gesta˜o das estatı´sticas de um determinado jogo,
como e´ possı´vel validar na figura 39, onde cada equipa tera´ as suas estatı´sticas.
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Figura 39.: Backend - Estatı´sticas do jogo
5.1.1.5 Gesta˜o de notı´cias do clube
Esta parte da aplicac¸a˜o vai permitir gerir as notı´cias associadas ao clube, contendo a
informac¸a˜o como imagens, tı´tulo, descric¸a˜o e a data da sua publicac¸a˜o. Optou-se por in-
cluir a data da notı´cia, permitindo aos utilizador verificar em que dia a notı´cia foi inserida
na aplicac¸a˜o.
5.1.2 Frontend
O frontend e´ o mo´dulo responsa´vel por apresentar todas as informac¸o˜es aos utilizadores,
sendo tambe´m o responsa´vel por interagir com os utilizadores. Nesta parte da aplicac¸a˜o
vai ser possı´vel verificar toda a informac¸a˜o do clube, mais concretamente jogos, notı´cias,
jogadores, equipa, entre outros.
5.1.2.1 Utilizador
No que respeita ao utilizador, foi implementando um sistema de login, ja´ a pensar em futu-
ras funcionalidades que venham a ser desenvolvidas, para permitir que o mesmo consiga
interagir mais com a aplicac¸a˜o. Essas possı´veis funcionalidades sera˜o descritas no u´ltimo
capı´tulo.
A figura 40 mostra o formula´rio de login para aceder a` aplicac¸a˜o. No caso de o utiliza-
dor conseguir realizar login com sucesso, ira´ receber uma mensagem com informac¸a˜o de
sucesso. O utilizador pode registar-se na aplicac¸a˜o, depois de realizar essa operac¸a˜o vai
receber um email a dizer que foi registado com sucesso.
O utilizador tem ainda a possibilidade de realizar login atrave´s do facebook, podendo
assim utilizar uma conta das redes sociais.
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Quando e´ implementado um sistema de login, e´ necessa´rio conceber a opc¸a˜o de poder
recuperar a password e posteriormente e´ enviado um email para o utilizador com a nova
password.
Figura 40.: Frontend - login
Existe ainda ha´ possibilidade do utilizador poder alterar os seus dados de perfil, como
username, email e password. Para alterar password e´ necessa´rio que o utilizador insira sem-
pre a password antiga. No entanto quando for realizada a alterac¸a˜o a` password e´ preciso
confirmar a nova password.
5.1.2.2 Histo´ria
A histo´ria permite aos utilizadores consultar a informac¸a˜o sobre o clube, acontecimentos
histo´ricos que ocorreram ao longo da vida do clube, bem como, conquistas, entre outros
acontecimentos.
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Figura 41.: Frontend - Listagem de histo´rias
Na figura 41 e´ possı´vel, verificar a exposic¸a˜o sobre a informac¸a˜o das histo´rias associadas
ao clube. Optou-se por utilizar este tipo de cronologia, permitindo ao utilizador visualizar
os eventos consoante o tempo, associando assim os acontecimentos como se fosse uma
cronologia.
5.1.2.3 Notı´cias
As notı´cias permitem aos utilizadores estar a par de todas as notı´cias referentes ao clube,
permitindo assim que os seus adeptos estejam a par de tudo o que se passa no seu clube.
Figura 42.: Frontend - Listagem de notı´cias
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A figura 42 permite verificar como e´ que as notı´cias sa˜o apresentadas aos utilizadores. E´
possı´vel verificar que apenas sera´ apresentada uma parte da notı´cia, sendo que ao clicar na
notı´cia sera´ reencaminhado para a pa´gina com a informac¸a˜o completa sobre a mesma.
5.1.2.4 Equipa
No que respeita a` equipa, optou-se por mostrar todos os jogadores associados a uma deter-
minada e´poca, ou seja, so´ aparecem os jogadores que realizaram jogos na respectiva e´poca.
No inı´cio da pa´gina existe uma combobox que contem as e´pocas que esta˜o na aplicac¸a˜o.
Sempre que a combobox for alterada, vai ser realizado um pedido AJAX para carregar a
informac¸a˜o de determinada e´poca.
A figura 43 permite visualizar um resumo de todos os jogos que foram realizados em
determinada e´poca, organizados por competic¸a˜o. Seguidamente aparece a listagem dos
u´ltimos cinco jogos de cada e´poca, no caso de o utilizador pretender ver todos os jogos,
tera´ essa opc¸a˜o, sendo reencaminhado para a pa´gina que apresenta todos os jogos de uma
respectiva e´poca.
Figura 43.: Frontend - Lista dos elementos da equipa
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Nesta funcionalidade e´ apresentado o treinador referente a` e´poca em questa˜o, no entanto
se houver va´rios treinadores numa e´poca, os treinadores que ja´ na˜o fazem parte do plantel
va˜o aparecer de uma forma na˜o ta˜o destacada.
5.1.2.5 Jogos
Em relac¸a˜o aos jogos, vai existir uma parte da aplicac¸a˜o que vai apenas apresentar todos
os jogos que a equipa realizou, durante determinada e´poca. Sendo necessa´rio salientar
que nesta funcionalidade tambe´m se dispo˜e de uma combobox, de modo a listar os jogos
consoante a e´poca escolhida.
Figura 44.: Frontend - Informac¸a˜o do jogo
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A figura 44 permite verificar a informac¸a˜o de um jogo, e para isso o utilizador tera´
de clicar no resultado do jogo que pretende visualizar. Como podemos ver na figura 44
no topo ira´ ser apresentada a informac¸a˜o dos clubes intervenientes, os marcadores dos
golos, a equipa de arbitragem, o resultado e dados associados ao jogo como espectadores e
competic¸a˜o a que o jogo pertence. Os dados do treinador so´ surgem no caso de ser o clube
detentor da aplicac¸a˜o, bem como, os dados dos jogadores e marcadores de golos.
Posteriormente sera´ exposta a informac¸a˜o referente aos jogadores que iniciaram o jogo e
aos suplentes. Existe tambe´m a informac¸a˜o dos eventos que ocorreram durante o jogo.
No fim desta pa´gina sera´ apresentado um gra´fico onde esta˜o presentes as informac¸o˜es
sobre as estatı´sticas relacionadas com os jogos em questa˜o, desde posse de bola, remates,
entre outras informac¸o˜es.
5.1.2.6 Confrontos - Ana´lise Raio-X
O utilizador tem a possibilidade de analisar o desempenho da sua equipa, tendo ao dis-
por duas combobox para escolher o adversa´rio e a competic¸a˜o que pretende analisar, tal
como representa a figura 45. No entanto, e´ necessa´rio salientar que caso o utilizador na˜o
escolha nem uma equipa, nem uma competic¸a˜o, ele faz uma ana´lise geral. Esta funcionali-
dade permite aos utilizadores saberem o desempenho da sua equipa consoante as equipas
adversa´rias ou a competic¸a˜o em questa˜o.
Figura 45.: Frontend - Ana´lise Raio-X
A figura 46 apresenta informac¸a˜o de todos os jogos que foram disputados contra o Ben-
fica. Primeiro surge a informac¸a˜o sobre os jogos em questa˜o, oferecendo a possibilidade de
o utilizador poder consultar a informac¸a˜o referente a`quele.
Seguidamente (Fig.46) sa˜o apresentados dois gra´ficos circulares onde o primeiro repre-
senta o nu´mero de jogos que a equipa disputou, sendo os dados agrupados por vito´ria,
empate ou derrota. O outro gra´fico circular representa o nu´mero de golos marcados e
sofridos nos confrontos entre as duas equipas.
Os gra´ficos de barras representam a mesma informac¸a˜o, no entanto aqui encontra-se
separada pelos jogos realizado em casa ou fora, permitindo ao utilizador analisar onde e´
que a sua equipa e´ mais forte.
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Esta funcionalidade tambe´m foi implementada, para os jogadores e treinadores, funcio-
nando da mesma forma, comparando apenas o desempenho do jogador e treinador em vez
de ser da equipa.
Figura 46.: Frontend - Ana´lise Raio-X
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5.1.2.7 Jogador e treinador
Os elementos das equipa teˆm uma funcionalidade que permite ao utilizador consultar a
informac¸a˜o sobre o mesmo. A figura 47 representa a informac¸a˜o sobre um jogador, que
e´ similar para o treinador. Existe na mesma a combobox com as e´pocas, possibilitando ao
utilizador consultar informac¸o˜es consoante a e´poca seleccionada.
Na primeira parte da pa´gina e´ apresentada a informac¸a˜o sobre o jogador, aparecendo pos-
teriormente a informac¸a˜o sobre o resumo da e´poca seleccionada. No resumo ira˜o aparecer
todas as informac¸o˜es sobre o nu´mero de jogos que fez em determinada competic¸a˜o.
Na figura seguinte (Fig.47) e´ possı´vel verificar os u´ltimos jogos disputados pelo jogador,
bem como, o histo´rico do jogador desde que entrou no clube. Por fim, existem dados sobre
curiosidades do jogador e eventos a que o jogador esta´ associado como golos, carto˜es amare-
los entre outros. Importa referir que existe a opc¸a˜o de consultar confrontos de determinado
jogador.
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Figura 47.: Frontend - Informac¸a˜o do jogador
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5.1.3 API
Nesta secc¸a˜o sera˜o apresentados os endpoints que foram criados, de forma a garantir res-
posta caso seja necessa´rio no futuro. Quando desenvolvida uma API, e´ fundamental fazer
a documentac¸a˜o da mesma, onde ficam documentadas as chamadas que foram desenvolvi-
das. Esta abordagem vai permitir uma fa´cil integrac¸a˜o noutras aplicac¸o˜es.
Os endpoints sa˜o url’s que sa˜o definidos para que a API perceba que recursos tem que
utilizar para processar o pedido a` aplicac¸a˜o. No entanto, e´ necessa´rio definir o me´todo
que vai ser utilizado. Caso o url corresponda mas o me´todo na˜o corresponda ao que esta´
definido no endpoint, ocorrera´ um erro da gama 400 visto ser um pedido mal formulado
por parte do cliente.
Na seguinte tabela (Tab.1) sera˜o enumeradas todos os endpoints concebidos:
URL Me´todo Paraˆmetros Descric¸a˜o
https://teseum.herokuapp.com/api/v1/games GET seasonId, competitionId e gameId Permite consultar a lista de todos os jogos
https://teseum.herokuapp.com/api/v1/players GET season e id Devolve a lista de todos os jogadores
https://teseum.herokuapp.com/api/v1/seasons GET id Devolve a lista de todos as e´pocas
https://teseum.herokuapp.com/api/v1/competitions GET id Devolve a lista de todos as competic¸o˜es
Tabela 1.: Lista de endpoints
5.1.3.1 Jogos
No que respeita ao endpoint referente aos jogos, e´ responsa´vel por devolver os jogos con-
soante o pedido do utilizador. O utilizador tem a possibilidade de definir o que pretende
filtrar, podendo obter apenas a informac¸a˜o de um determinado jogo, ou de uma determi-
nada e´poca e competic¸a˜o. Esta abordagem permite obter apenas o jogo que pretende.
A figura 48 apresenta uma resposta da API com a informac¸a˜o de todos os jogos do clube.
Figura 48.: API - endpoint jogos
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A figura 48 representa a resposta que a API devolve. Cada jogo vai conter esta
informac¸a˜o, onde e´ descrita a competic¸a˜o a que o jogo pertence, qual e´ e´poca a que o
jogo pertence entre outras informac¸o˜es. No caso do resultado, optou-se por esta estrutura
de forma a estruturar melhor a informac¸a˜o.
5.1.3.2 Jogador
Em relac¸a˜o aos jogadores foi defenido um endpoint que possibilita o envio de informac¸a˜o
para que seja possı´vel listar os jogadores que representam o clube.
No request podem ser inseridos os paraˆmetros de pesquisa, de forma a filtrar os jogadores
que pretende receber. E´ possı´vel colocar o id da e´poca (obtido no endpoint referente a`s
e´pocas que pretende), e com isso sa˜o apresentados apenas os jogadores daquela e´poca. No
entanto, e´ ainda possı´vel definir o id de um respectivo jogador, conseguindo apresentar a
informac¸a˜o de determinado jogador.
Figura 49.: API - endpoint jogadores
A figura 49 apresenta a forma como a API responde ao pedido que foi realizado, no
entanto, e´ preciso verificar que foi enviado o paraˆmetro season, que permite apenas ver os
jogadores que jogaram na e´poca com id 3 (referente a 2017/2018).
5.1.3.3 Competic¸o˜es e E´pocas
A construc¸a˜o destes endpoints foi importante para que se perceba quais sa˜o os id’s das
competic¸o˜es ou e´pocas que va˜o ser utilizados nos filtros dos jogos e dos jogadores.
A figura 50 apresenta a resposta associada ao endpoint das competic¸o˜es. O endpoint refe-
rente as e´pocas tera´ a mesma estrutura apenas alterando os valores da resposta.
5.1. Aplicac¸a˜o - Resultados 96
Figura 50.: API - endpoint competic¸o˜es/e´pocas
A implementac¸a˜o da API foi realizada, de modo a preparar aplicac¸a˜o para futuras funci-
onalidades da mesma, quer para uma possı´vel aplicac¸a˜o mo´vel ou para comunicac¸a˜o com
outras aplicac¸o˜es.
No entanto e´ preciso referenciar que ainda na˜o foi incluı´da a incorporac¸a˜o de uma API-
key, mas e´ algo que tera´ de ser levado em conta de forma a gerir os acessos a` API. Em
relac¸a˜o aos pedidos, existem me´todos de bloquear enderec¸os IP’s que estejam a realizar
demasiados pedidos, de forma a deixar o servidor HTTP em baixo. Essa medida pode ser
efectuada atrave´s do servidor na gesta˜o de firewall.
6
C O N C L U S A˜ O E T R A B A L H O F U T U R O
Neste capı´tulo sera˜o abordados os desafios encontrados ao longo da dissertac¸a˜o, desafios
esses que contribuı´ram para o nosso crescimento tecnolo´gico. Sera˜o ainda abordadas as
funcionalidades e potencialidades da aplicac¸a˜o desenvolvida, visto que este software esta´
no inı´cio da sua vida, e que no futuro ainda pode ser melhorado.
6.1 concluso˜es
Esta dissertac¸a˜o teve como principal objectivo conceber uma aplicac¸a˜o web para dar resposta
aos fa˜s de qualquer clube, oferecendo-lhes a possibilidade de consultar toda a informac¸a˜o
relevante sobre o mesmo. No entanto, tambe´m existiu a necessidade de explorar e descrever
de que forma se implementa uma aplicac¸a˜o, mais concretamente os passos a seguir para
construir uma aplicac¸a˜o de forma coerente e robusta.
No mundo empresarial existem sempre diversas equipas responsa´veis por va´rias fases do
projecto, nesta dissertac¸a˜o, houve a necessidade do autor explorar todas as responsabilida-
des de cada uma das equipas, desde ana´lise do estado da arte, passando pelo levantamento
de requisitos, terminando na concepc¸a˜o e deploy da aplicac¸a˜o.
Na etapa inicial desta dissertac¸a˜o foram realizadas reunio˜es com o cliente, de forma
a entender quais as suas pretenso˜es. Com isso foi possı´vel comec¸ar a detectar algumas
funcionalidades que tinham de ser desenvolvidas para aplicac¸a˜o.
Posteriormente ao primeiro contacto com o cliente, comec¸ou-se a ana´lise de requisitos, de
modo a conhecer o modelo de domı´nio em que aplicac¸a˜o se insere e estudar as soluc¸o˜es ja´
existentes no mercado, de forma a colmatar as suas falhas. Nesta fase tambe´m se comec¸ou
a definir as tecnologias que melhor se adaptariam a` soluc¸a˜o a desenvolver, o que ajudou a
melhorar conhecimentos, foram ainda consultadas diversas opinio˜es e lida diversa biblio-
grafia.
A dissertac¸a˜o permitiu expandir os conhecimentos sobre as tecnologias relacionadas com
as aplicac¸o˜es web, sendo de reforc¸ada importaˆncia a aquisic¸a˜o de conhecimentos so´lidos
sobre esta a´rea. Foram utilizadas diversas tecnologias que ate´ aqui eram desconheci-
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das, desde testes unita´rios (foi fundamental para testar toda aplicac¸a˜o a nı´vel de co´digo),
implementac¸a˜o de web services e te´cnicas de performance em aplicac¸o˜es web.
No que respeita ao desenvolvimento da aplicac¸a˜o em si, no inı´cio existiram algumas
adversidades, pois foi necessa´rio aprender e explorar as funcionalidades da framework phal-
conPHP. A utilizac¸a˜o do HMVC foi o primeiro desafio sentido, uma vez que era necessa´rio
estruturar a aplicac¸a˜o, dividindo a mesma em mo´dulos e definir as configurac¸o˜es para
cada um deles. Esta framework utiliza o OOP, tornando por isso necessa´rio explorar este
paradigma, com o intuito de alcanc¸ar um desenvolvimento mais fluente.
Em relac¸a˜o ao ORM da framework notou-se que em alguns casos, mais concretamente em
relac¸o˜es com tabelas, o ORM realiza querys desnecessa´rias o que aumentava o overhead da
aplicac¸a˜o. A soluc¸a˜o encontrada foi realizar a query com o SQL puro, o que aumentou o
desempenho da aplicac¸a˜o. Esta soluc¸a˜o so´ foi explorada quando era utilizado a relac¸a˜o
entre tabelas.
As aplicac¸o˜es cada vez mais teˆm que oferecer seguranc¸a aos seus utilizadores. Para tal,
sentiu-se a necessidade de explorar falhas de seguranc¸a nas aplicac¸o˜es web, sendo por isso
fundamental consultar o OWASP para verificar como proteger a aplicac¸a˜o. Foi explorado
o SSL o que deixa sempre uma boa indicac¸a˜o aos utilizadores, uma vez que a comunicac¸a˜o
entre o servidor e cliente fica sempre encriptada. Este estudo permitiu desenvolver um
certificado SSL para ser utilizado na aplicac¸a˜o.
Como foi referido, tentou-se uma colaborac¸a˜o com o zerozero, uma das aplicac¸o˜es estuda-
das de forma a explorar o modelo de domı´nio, sem nunca se obter qualquer resposta. Esta
colaborac¸a˜o seria fundamental para conseguir obter informac¸o˜es de determinado clube, fa-
cilitando o trabalho do administrador da aplicac¸a˜o, sendo um ponto a considerar nas novas
funcionalidades a implementar e que sera´ descrito com mais detalhe na secc¸a˜o seguinte.
No que respeita a` aplicac¸a˜o correspondeu a`s expectativas do cliente, cumprindo com o
que ele pediu. Ao longo do projecto foi lhe apresentada a evoluc¸a˜o do produto o que permi-
tiu ir melhorando alguns aspectos, sem nunca esquecermos que a aplicac¸a˜o tem potencial
para crescer.
A aplicac¸a˜o vai permitir que os utilizadores consigam consultar toda a informac¸a˜o re-
ferente ao clube, tendo a possibilidade de consultar a informac¸a˜o sobre o jogo, analisar o
jogo em si, quem e´ que foram os seus intervenientes ou que eventos aconteceram ao longo
do jogo. Foi ainda concebida a hipo´tese de os mesmos poderem analisar a performance da
equipa, jogadores e treinadores, ponto este que se notou que faltava nos websites referentes
aos principais clubes de Portugal. Assim, os utilizadores desta aplicac¸a˜o podera˜o analisar
esses dados.
O desenvolvimento desta aplicac¸a˜o permitiu explorar diversas tecnologias e melhorar o
conhecimento sobre as tecnologias web. Foi tambe´m fundamental entender e utilizar um
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processo para o desenvolvimento de software, e usar algumas te´cnicas importantes para
desenvolver uma aplicac¸a˜o robusta e segura.
Em suma, e tendo em conta o desenvolvimento da aplicac¸a˜o, considera-se que os ob-
jectivos da dissertac¸a˜o foram alcanc¸ados. No entanto existe uma vontade de continuar a
melhorar aplicac¸a˜o quer a nı´vel funcional, quer a nı´vel de design. Como se sabe, um pro-
duto tem que estar sempre na vanguarda das novas tecnologias e com isso e´ necessa´rio
analisar as tecnologias que podem ser importantes para o produto.
6.2 trabalho futuro
Nesta secc¸a˜o va˜o ser abordados alguns aspectos que podem ser implementados na
aplicac¸a˜o, de forma a sustentar o seu crescimento e melhorar a mesma, uma vez que as
tecnologias esta˜o em constante mutabilidade.
Um dos pontos importantes e´ a concepc¸a˜o de uma aplicac¸a˜o mobile. Para colmatar esta
inexisteˆncia, a aplicac¸a˜o web foi desenvolvida de forma a adaptar-se a qualquer dispositivo.
Para isso ja´ foram implementados web services, sendo posteriormente mais fa´cil conceber a
aplicac¸a˜o mobile, fazendo com que a mesma fique apenas responsa´vel por comunicar com
o produto implementado.
No que respeita ao design da aplicac¸a˜o, foi desenvolvido um layout minimalista, dando a
possibilidade a cada clube de adaptar o frontend, nomeadamente quanto a`s cores e sı´mbolos,
entre outras caracterı´sticas especı´ficas de cada clube desportivo. E´ necessa´rio salientar que
esta aplicac¸a˜o foi desenvolvida a pensar tambe´m noutros desportos, ou seja, o clube apenas
tem que mudar os seus eventos associados aos jogos. Posteriormente, tera´ que ser adaptada
a informac¸a˜o que surge no frontend, mas a nı´vel de backend e de gerir informac¸a˜o, na˜o exis-
tem novas funcionalidades. Esta abordagem de desenvolvimento permite a adaptabilidade
a outros desportos.
No que concerne a` integrac¸a˜o com outros produtos ou parcerias, tambe´m podera´ ser im-
plementada a venda ou disponibilizac¸a˜o de informac¸a˜o. Para tal efeito, sera´ disponibilizada
uma API-key de forma a que as aplicac¸o˜es se possam identificar para consumir informac¸a˜o.
Vai ainda ser implementado um mecanismo de importac¸a˜o de dados, para que os novos
clubes consigam carregar a informac¸a˜o mais facilmente, sendo no entanto necessa´rio, pro-
curar parcerias para tal. Sera´ interessante utilizar o mecanismo de cronjobs, ou seja, imple-
mentar rotinas para decorrer num determinado tempo, por exemplo a todas as terc¸as-feiras
vai ser realizada uma chamada a um web service de um parceiro para ir buscar informac¸a˜o
de um jogo ou da tabela classificativa.
Em relac¸a˜o aos utilizadores, e´ necessa´rio oferecer-lhes mais interactividade com a
aplicac¸a˜o em si, permitindo ao mesmo inserir comenta´rios sobre um jogo, ou ate´ mesmo
inserir informac¸a˜o sobre a histo´ria do clube. Foi implementado um sistema de login para os
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utilizadores, com o intuito de oferecer esta aproximac¸a˜o dos utilizadores da aplicac¸a˜o no
futuro. No entanto toda essa informac¸a˜o sera´ visionada pelo administrador da aplicac¸a˜o
para garantir a confiabilidade da informac¸a˜o.
Com as demonstrac¸o˜es ao cliente, verificou-se que aplicac¸a˜o estava funcional e dentro
das expectativas do mesmo. Contudo, com a interacc¸a˜o com a aplicac¸a˜o, o cliente solicitou
algumas melhorias que va˜o ser realizadas para que o mesmo tenha um manuseamento
mais agrada´vel com a aplicac¸a˜o.
Ao longo da dissertac¸a˜o e da implementac¸a˜o do produto, foram surgindo novas ideias
e potencialidades que no inı´cio na˜o se tinham percepcionado. Uma das ideias possı´veis
era distribuir a aplicac¸a˜o a uma associac¸a˜o, por exemplo Associac¸a˜o de Futebol de Braga.
Cada clube iria ter uma aplicac¸a˜o onde guardaria a informac¸a˜o sobre os seus jogadores e
treinadores. No entanto, a Associac¸a˜o teria a informac¸a˜o de todos os clubes que vai consul-
tar aos web services e com isso cada equipa de arbitragem teria de utilizar a aplicac¸a˜o para
inserir a informac¸a˜o sobre o jogo. Ao fim de inserir a informac¸a˜o do jogo, essa informac¸a˜o
sera´ guardada na aplicac¸a˜o da Associac¸a˜o e dos respectivos clubes. Esta abordagem se-
ria interessante para centralizar a informac¸a˜o, reduzir a preocupac¸a˜o dos dirigentes e dos
a´rbitros, sendo necessa´rio salientar que era uma excelente abordagem para os clubes na˜o
profissionais conseguirem seguir o crescimento da sua equipa e respectivos elementos.
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A
C A RT A˜ O V O L E R E
Todas as funcionalidades do projecto, foram definidas atrave´s do carta˜o de volere, o que
permitiu especificar diversas informac¸o˜es, na˜o sendo so´ o requisito em si. Seguidamente
sera˜o apresentados todos os requisitos funcionais e na˜o funcionais referentes a aplicac¸a˜o.
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