In this paper we design novel techniques for manual domain usability evaluation. Domain usability is the aspect of a particular user interface that relates to its terminology, hierarchy of terms, feature descriptions and icons, used language and consistency. However, domain usability is often neglected not only by software developers, but also by many researchers. The design of formal means to evaluate existing user interfaces would aid the development of better, domain-usable user interfaces. We designed six qualitative evaluation techniques and one formal evaluation technique based on System Usability Scale (SUS). To show the viability of the designed techniques, we demonstrate each of them in the domain of gospel music. Two of the techniques were used to experimentally verify the impact of specific domain usability aspects on usability and user experience. In this paper we also focus on the equality of the domain usability aspects with the goal of designing domain usability metrics. The preliminary design of the metrics is also presented in this paper and areas of future research are suggested.
Introduction
Currently, usability is becoming more recognized throughout the world. Corporations such as Google, Apple, Amazon or Facebook realized that creating user interfaces (UIs) is not only about the aesthetics but the whole user experience (UX), since in this internet age, as little as a single click could sway a customer away to competition.
When looking at common applications of medium and small companies both at home and abroad, we still find such UIs that are not developed with consideration for the user. To address this problem, multiple universities introduce user experience courses into their curricula.
Software IT companies aim for UX and usability in general, both at home and abroad. However, they often neglect to take into account the work domain of their users. The issue is more evident when the domain is more specific. The time and cost requirements drive IT companies to fast development, leaving little time for developers to become deeply familiar with the work domain. This fact was already identified by multiple researchers including Chilana et al. [1] and Lanthaler and Gütl [2] .
Apart from the problem of time and money, we identified the main issues in this area as follows:
P1: There are no clear rules for designing the term structure of an application, so it would correspond with the domain. P2: There are no official guidelines describing applications which should match the real world or map domain terms and processes. There are references in the literature which cover this, but they are either too general or not focused on domain usability as a whole. P3: The variety of human thinking, ambiguity and diversity of natural language represents a problem when evaluating the correctness of UI terminology. P4: No clear methods exist for formal evaluation of existing UIs for domain usability.
To address the first two problems P1 and P2 stated above, we introduced the concept of domain usability (DU) and examples to illustrate our definition [3, 4] . We also proposed a conceptual design of a method for automated evaluation of DU and we performed a feasibility analysis of approaches for analysing separate DU aspects as a solution to the fourth problem P4.
The motivation behind designing new DU evaluation techniques (both manual and automated) is that despite the suggested issues, having the means to at least semiformally evaluate the existing UIs for domain dictionaries would aid the quality of existing and future UIs and resolve the fundamental issues of domain interface terminology structure. In this paper, we focus on designing new manual evaluation techniques.
In order to explain the design of the evaluation techniques, understanding DU is necessary.
The next subsection states and explains our domain usability definition.
Domain usability
We describe domain usability in five UI aspects, whose definitions are: -Domain content: the interface terms, relations and processes should match the ones from the domain, which the UI is designed for. Domain usability is not a separate aspect of each UI. On the contrary, it is a part of the general usability property. The overall usability is defined as a combination of ergonomic and domain usability. A successful completion of a task in a UI is affected by both the ergonomic and domain factors:
-without the proper component placement and design it is not possible to perform tasks effectively, -without the proper terminology it is harder (or not possible at all) to identify the appropriate functions, which may result in decreased user performance and lower learnability or, in more extreme cases, total prevention of the task.
As we described in our previous works, all aspects of the overall usability (as defined by Nielsen [5] ) are affected by domain usability. For more details on the definition and motivation for such a definition we refer the reader to our earlier works [4] .
Research questions and tasks
The main goal of this paper is to address the problem P4 of non-existence of any formal evaluation techniques of domain usability. The main focus of this paper is on the design of manual evaluation techniques. We aim to propose novel methods for manual evaluation of domain usability. Such methods would aid developers and improve the domain usability of UIs.
The task of designing such methods raises the following research questions: RQ1: How is it possible to formally or informally evaluate domain usability of existing UIs? Is it feasible (possibly with alterations) by any existing techniques designed for general usability? RQ2: How to formally measure the status of a UI's domain usability?
To address the above mentioned research questions and to fulfil the main goal of this paper, we state the following research tasks: T1: Explore the potential of existing usability evaluation techniques for domain usability aspects evaluation. T2: Experimentally design novel or modified methods for automatized domain usability evaluation of existing UIs. T3: Demonstrate the designed methods to assess their sustainability to evaluate domain usability.
Our future goal is to define formal metrics for DU. If all DU aspects were equal in their effect on overall usability, the metrics could be defined using equal weights of the aspects on the result. However, if they have different effects, then we need to determine the particular weights of the aspects.
One of the side effects of task T3 is to evaluate this presumption: Different domain usability aspects might have equal or different impact on the overall usability. In this matter we state the following hypothesis:
H: All domain usability aspects have the same effect on the overall usability and user experience.
To confirm or disprove hypothesis H we performed a demonstration of four of the designed techniques. For consistency and language errors and barriers we performed another two experiments to evaluate the hypothesis H for these domain usability aspects.
Depending on the validity of H, we will define formal metrics for domain usability evaluation. However, in case H is invalid, the definition of concrete weights of the do-main usability aspects will not be part of this paper and is left to our further research 1 .
The rest of the paper is structured as follows. Section 2 describes the design of novel manual domain usability evaluation techniques. Section 3 demonstrates some of the designed techniques on a real mobile application in the domain of gospel music. For demonstration, and to evaluate the sustainability of the designed techniques to evaluate DU, we performed a qualitative evaluation with 3-7 subjects with the techniques described in section 2. For two domain usability aspects that were not presented in section 3, we performed an experiment to confirm or disprove hypothesis H in section 4. In section 5 we explain our design of a specific formal evaluation technique via a newly designed questionnaire called SDUS (System Domain Usability Scale). Section 6 is a discussion of the designed techniques, their accuracy and further research directions. This section also presents the preliminary design of formal domain usability evaluation metrics. In the end (section 7) we summarize different references on domain usability in the literature.
Design of manual techniques for DU evaluation
We leverage existing techniques and base our techniques on them. While some of them are just modifications of existing techniques for the specific needs of DU, some are completely novel (such as the world language evaluation technique). All mentioned techniques are suitable for evaluating DU of a domain-specific UI by usability experts. For each of the techniques we describe:
-how to prepare before applying the technique, -what sample of users to select, -how to proceed and evaluate the gained information, -and how to interpret the results.
The description of each technique follows.
Domain content evaluation technique
This technique is heavily inspired by card sorting [7] . The aim is to see how the participants interpret various terms in the application (and/or application icons). It enables to 1 Some of the results were already published in [6] find problematic or incomprehensible terms or icons 2 that were not understood by the participant and to design better versions based on them.
Preparation
Prepare at least 10 icons from the domain application's UI, which are to be evaluated for domain content. Create one set of cards with icons and one set of cards with icon descriptions. The cards can be in electronic or paper form based on the best suitability of use.
Sample description
3-5 domain experts in each design iteration, who may or may not be users of the tested application.
Procedure and evaluation
The procedure is depicted in Figure 1 . The technique consists of two activities: -In the first activity, the participant reads 10 cards with icons. The participant's task is to write or tell the meaning for each of the cards according to their discretion. -In the second activity, we add another card set containing 10 cards with meanings represented by the icons. The task is to assign each meaning to the corresponding icon.
During the procedure, it is necessary to carefully observe the participants for signs of hesitation or uncertainty, e.g. when the participant wavers, is not sure or does not know the answer at all, while asking questions about what the participant is thinking. All these signs might indicate a reason for changing the domain icon.
Results interpretation
Incorrect pairings are a strong indication to change the term or icon in the target UI completely, especially if it is the case with multiple testing participants. participants' hesitation during pairing is a signal to improve the term, add a tooltip or a small description, or improve the corresponding icon. From our experience it is very feasible to take inspiration directly from the participants when designing the new icons. The best way is to ask them to draw the new icon version as they imagine it would be more comprehensible and corresponding to its functionality or meaning. The technique for evaluating domain specificity (section 2.4) can also be used.
Consistency evaluation technique
Consistency evaluation exploits the essence of usability inspection techniques [8] . The aim is to find consistency errors in the UI and correct them. The evaluator does not necessary need to be a DU expert.
Preparation
Target UI under evaluation with (possible) consistency errors is necessary.
Sample description
Since the inspection is performed by a domain analyst or by the evaluated application's developer team, no sam-ple of users is needed for this technique. In some cases, a domain expert is needed to review or to judge indecisive cases.
Procedure and evaluation
An evaluator checks the whole UI for consistency errors. The whole procedure is depicted in Figure 2 .
The evaluation can be performed by DU experts or a member of the target UI developer team who is sufficiently knowledgeable for this task. The results are best if the member is in regular contact with the target users and communicates design decisions with the customer. In some situations, cooperation of both developer team member and DU experts might be needed, mainly in cases when it is necessary to determine whether or not some components perform the same operation.
Developer team members might not be fully familiarized with the target domain. For some features very specific to the target domain, it might not be clear whether or not they represent the same/similar action. In such indecisive cases, a domain expert might help.
Results interpretation
The identified consistency issues should be corrected in the target UI. If the evaluator has to decide between two possibilities for a particular feature description, then the decision should be consulted with domain experts and selected accordingly. The evaluators can also use the technique for evaluating domain specificity (section 2.4) to select the most appropriate feature description.
World language evaluation technique
In this technique we were slightly inspired by parallel design techniques [9, 10] . The aim is to create an understandable translation in the given domain. This technique can be used when creating a new UI translation, as well as when evaluating an existing UI version.
Preparation
One language version of the tested domain application in the primary or secondary language is necessary.
Translation and evaluation itself can take place using a paper or electronic form, or directly in the target UI. We recommend providing as much context as possible for the particular translations and from this point of view, we recommend using the latter means.
Sample description
5 -10 subjects for each language version in both design and evaluation groups. The design group needs to be composed of individuals that are familiar enough both with the primary and secondary language. The participants should be native in the primary language if possible.
Procedure and evaluation
The procedure of the world language evaluation technique is depicted in Figure 3 . The experiment requires two user groups: design and evaluation.
-Each member of the design group gets a task to create a translation into the secondary language, given they are provided with the list of UI terms in the primary language. All participants work independently on the translations to increase the number of possible independent translations. -Members of the evaluation group get a list of all translations (created by all members of the design group). For each term they select the most suitable translation from the list. The goal is to create a new translation version by combining all translations. During this step. selection can be consulted with the evaluator.
The same procedure can be used to evaluate the fitness of the created translation. The translations created by the first procedure are assigned to another two groups of users a) to translate back into the primary language and b) to evaluate that the translations are understandable enough.
After the tests, a discussion occurs, where the evaluator asks the participants why they think their translation is better for the particular term. In this part, the procedure is similar to the domain specificity evaluation technique (section 2.4) is applied. 
Results interpretation
This technique is more suitable for the design and prototyping phase of software development. When creating the final language version, interpretation of the results is similar to the domain specificity technique (section 2.4): based on the results and discussion with the participants, an appropriate translation for the particular term is selected.
Domain specificity evaluation technique
This technique is heavily inspired by focus group techniques [11] . The aim is to initiate a debate on domain specificity of the evaluated UI. Based on the discussion, it is possible to clarify certain domain-specific features and terminology of the target UI with the help of domain experts.
Preparation
The moderator of the discussion of a focus group prepares a list of such domain-specific features in the evaluated UI, whose description (s)he needs to clarify with domain experts, or which they feel are less understandable. Suitability of a term can be determined by using the domain content evaluation technique (section 2.1).
Sample description
Similar to standard focus groups, the group should be composed of 3 -10 subjects. To successfully obtain the desired results for a specific domain, it is necessary for the subjects to be domain experts.
Procedure and evaluation
The procedure of the domain specificity evaluation technique is depicted in Figure 4 . A term in the domain application is presented to the focus group and the group is encouraged to express their views on its suitability for the particular feature it describes. The aim is to determine if the term is too specific or too general for the particular domain.
After every term, the focus group is subjected to the question of whether they would suggest a more apt term. If there is any term the group did not understand, they are encouraged to discuss it and help find possible alternatives. Similarly to focus groups, the moderator's task is to lead the discussion in such a way that their members are free to express their opinions and freely present their thoughts and ideas. The moderator should also direct the discussion at more general or more specific alternatives to the presented term (e.g. "car" and: "automobile" (another variant), "vehicle" (more general), "electromobile" (more specific)).
This technique can also be focused on UI icons and their suitability for describing the particular feature.
Results interpretation
Considering the findings, the presented term is either replaced with a more appropriate variant suggested by the focus group, kept intact or replaced with a more general or more specific term suggested by the focus group.
Technique for evaluating language errors and barriers
Similar to the consistency evaluation, this technique is inspired by inspection usability methods [8] . The aim is to find language errors and barriers in the UI and to correct them. The evaluator does not necessary need to be a DU expert.
Preparation
Target UI under evaluation with (possible) language errors and barriers is necessary.
Sample description
Since the inspection is performed by a DU evaluator or by the evaluated application's developer team, no sample of users is needed for this technique. In some cases, a domain expert is needed to review or to judge indecisive cases.
Procedure and evaluation
An evaluator checks the whole UI for language errors and/or barriers. The evaluation can be performed by DU experts, but also a member of the target UI's developer team is sufficient for this task.
Neither the DU experts nor developer team members might be fully familiarized with the target domain. In case of domain-specific terms unknown to them, a domain expert is necessary to help with correction. The whole procedure is depicted in Figure 5 .
Results interpretation
A list of identified errors should be corrected in the target UI. If the evaluator is not sure about any term or has to decide between two possibilities for a particular term, then the decision should be consulted with domain experts and the term selected accordingly. The evaluators can use the technique for evaluating domain specificity (section 2.4) to select the most appropriate feature description.
Filling words technique
This technique is designed to select the most appropriate terms for an already designed UI. It uniquely enables interconnecting ergonomics with DU. The goal of this technique is to determine the understandability of the target UI based on the surrounding perceptions. It can also be used in the design phase to suggest the appropriate domain terminology by using a graphical prototype of the target UI.
Preparation
It is necessary to prepare a prototype of the target UI without domain terminology. In problematic parts, it is appropriate to help the participant with a more general content (description, tooltip) that should be located in the given place.
Sample description
3-5 participants are needed for this testing. If the evaluator wishes to use this technique to determine the DU of the target UI, it is necessary to select participants from the set of UI users. In case of using this technique for the initial UI design, domain experts are needed but it is better if they are also familiar with the very fundamental standards of UI design.
Procedure and evaluation
The procedure of the filling words technique is depicted in Figure 6 . The prototype of the UI with missing domain terminology is given to the user in electronic, paper or other form. The task of each participant is to fill in the missing terminology into the UI in the language of the target interface. Participants can consult the design and their decisions with the evaluator and the evaluator records all discussed matters using pen and paper (or any other media).
From the participants' proposals the most suitable terms are selected.
Results interpretation
If the participant wavers when filling any of the missing words, it might be the sign of inappropriately designed UI or incorrectly prepared application for this testing. Depending on the behavior of the participant during testing, changes to the target UI might be needed. Design decisions can also be indicated by the discussions during the evaluation. For further specification of the most appropriate term, the domain specificity evaluation technique (section 2.4) can be used.
Experimental demonstration of the designed techniques
Four techniques designed in the previous section were demonstrated on a group of 3-7 subjects to evaluate their sustainability to evaluate DU: Domain content evaluation technique, world language evaluation technique, domain specificity evaluation technique and filling words technique.
The numbers of subjects is variable, since we were not able to get enough participants from a specific domain for each demonstration.
For the needs of the demonstrations, we chose the domain of gospel music. All selected subjects were familiar with the selected domain and their inclusion in each experiment was performed with emphasis on noninterference. In most of the tests, we used the Worshipper 3 Android application. Since the application is targeted at a specific domain of gospel music, and it is still in development, it is suitable for our demonstrations and experiments.
In cases where the technique required an erroneous UI, we modified the Worshipper's UI specifically for the needs of the particular technique. All demonstrations took place according to the procedures described in section 2. In the experimental demonstrations we were also interested in how the particular DU aspect affects the successful usage of the UI and user performance (hypothesis H).
3 https://play.google.com/store/apps/details?id=com.evey. Worshipper
Domain content evaluation technique
Our demonstration took place according to the described procedure. We tested 5 subjects. In the first part, the participants were given 10 cards with icons from the Worshipper application's UI (Table 1 ). (1)
The participants wrote the meaning of the given icons according to their discretion in Slovak language. In the second part they were given another 10 cards with icon descriptions ( Table 2) .
Results
Thanks to this method it was easily possible to determine cases where the particular icon clearly specifies the UI item meaning. We also identified a few icons that needed a new design. An added value for the subjects was the entertaining nature of the testing. Some icons were not understandable enough for the users and in this case we consulted them about their idea of a new icon design. Their drawings did not coincide very much, but each of them helped us to understand the creation of an ideal design of the particular icon, which proved appropriate in later Worshipper application usability testing.
World language evaluation technique
In our demonstration, Slovak language was the primary language and English was the secondary one. We included 5 participants in the translation group and 7 participants in the evaluation group.
Participants from the translation group were given 4 screens of the Worshipper application on paper with empty places to fill English language version in. At the same time, to provide more context, they were given a mobile phone with a working prototype of the Worshipper application fully translated in Slovak language. Based on the Slovak terminology they were to fill English translations into the paper screens. From the proposals we selected the most frequent translations for each term. If the translations were ambiguous, we selected the most appropriate ones according to our discretion.
Participants from the evaluation group were given the same screens with blank places to fill in, and functional mobile application with the English translation (created by merging the results of the previous procedure). After that we reviewed the resulting translations and selected the best ones on the consultations with the subjects.
Results
Many translation suggestions were created using this method, which contributed significantly to the quality of the final translation. On the other hand, this method is very time-consuming both for the subjects and evaluators.
Domain specificity evaluation technique
We assembled a group of 3 English-speaking musicians. Thus, naturally, the discussion was aimed at the English translation of the Worshipper application. We focused on terms such as "playlist", "songbook", "transposition", "chords", "notes", etc. and their appropriateness in the domain of gospel music.
Results
After the experimental procedure we assess this technique as very suitable for testing with limited time and money resources thanks to low cost of additional result processing. The solution is usually formed directly during the focus group. Preparation is also very costless, similar to the focus group method. Moreover, thanks to multiple experts directly from the target domain we were able to creatively and effectively design a suitable solution for the needs of the Worshipper application.
Filling words technique
The participants were given paper-printed screens of the Worshipper application with missing terminology. Menu icons and/or descriptions were kept in the screens for the participants to think about when filling the blank places. Some of the screens can be seen in Figure 7 .
The experimental demonstration proceeded according to the described procedure in the domain of gospel music. We tested 6 participants. Most of them interpreted the blank places in the screens correctly and named them by the term that reflected the particular feature. 
Results
The most problematic place was the application version in the Settings screen ( Figure 7 on the right). We realized that the reason was that this term was incorrectly included into the testing because it belongs to the domain of computing (or programming) and not to the domain of the target participants (gospel music). Using this method we were able to ensure the correctness of a large part of Worshipper's UI terminology and at the same time we were notified about its flaws.
Discussion on hypothesis H
During the demonstrations of all above mentioned techniques we asked the opinions of the participants on the application's usage. We have not detected any significant impact of any of the the particular DU aspect, which suggests that hypothesis H might be true in case of these four DU aspects. However, without further research we can not confirm nor disprove the hypothesis H with certainty.
Experimental evaluation of the remaining DU aspects
In this section we will describe the experimental evaluation of the two remaining DU aspects, whose demonstration was not described in the previous section:
-consistency and -language barriers and errors.
Both experiments are similar: we created a functional version of the Worshipper mobile application with issues related to the particular DU aspect. This application was then used by the participants from the domain of gospel music in a user testing. The results were evaluated with the goal of confirming or disproving hypothesis H.
Experiment with consistency
We created a new version of the Worshipper application with consistency errors in the UI. Part of this preparation can be seen in Figure 9 . We introduced the following consistency issues into the application. The confirm dialogs for:
-creating a songbook, -deleting a song and -deleting a songbook have different structure, titles and the text has different cases. The same action for deleting an object is named by two different terms ('Confirm' and 'Delete') and their positions are switched.
The scenario for the participants contains the following tasks:
1. Create a songbook with a name of your choosing. 2. Add a random song into the created songbook. 3. Delete a song from any songbook. 4. Delete a songbook.
We performed a user testing, during which 5 users worked with the modified Worshipper mobile application and they were assigned with the prepared tasks. During the task performance, additional questions were asked with the goal of collecting information about how comfortable the UI is to use. During the testing we recorded the subjects' performance and opinions into a pre-prepared paper form. We focused mainly on the problematic parts of the application.
Results
During the testing, we noticed wavering when executing the given tasks in all cases. One of the subjects even failed to execute the task correctly. The reactions of the users were negative towards the consistency issues.
The results indicate that consistency has a strong impact on DU and overall user experience, which disproves the hypothesis H for this DU aspect.
Experiment with language errors and barriers
We created a functional version of the Worshipper application with language barriers and errors (examples can be seen in Figure 8 ). We performed user testing with 5 participants who were performing a pre-prepared scenario on the modified Worshipper application and were given a scenario with the following 5 tasks: During the user testing, we asked additional questions with the goal of finding more information about their satisfaction when working with the application.
Results
The main focus of the tested subjects was more on fast task accomplishment than on understanding the text itself. In this experiment, interestingly, all users were able to work with the application despite noticing the errors. We assume that it is due to the inherent capacity of the human brain to filter out small errors (such as typos, grammar errors, missing or reversed letters) and interpret the text regardless of them. On the other hand, in the subsequent discussion they admitted that the errors were cluttering and distracting.
From this demonstration we can conclude that language errors and barriers do not have a strong impact on overall usability and user performance, but on the other side, it can create a bad image of the application, its unprofessional design and negligence, which means there is an impact on user experience. This partially disproves hypothesis H related to usability and confirms it for user experience.
The user testing technique used in this experiment is suitable for detecting such errors, that would hinder the work with the application completely. In case the goal is to find the number of language errors and barriers in the domain UI, this technique is not suitable.
System domain usability scale
As an additional method of manual evaluation, we proposed a modified survey technique for evaluating domain usability called System Domain Usability Scale (SDUS). We were inspired by the common standardized System Usabil-ity Scale (SUS) technique [12] , widely used in the user experience evaluation practice. Similarly to original SUS, our SDUS proposal also includes the 10 statements as follows:
1. The application uses terminology from my work domain. 2. Organization of application elements is confusing, terms in hierarchies or groups are not related to each other. 3. Terms in the application are reasonably concise, related to the purpose of elements they describe. 4. When using the application I made mistakes caused by bad positions or groupings of elements. 5. The terminology in the application is consistent (same functions -same term). 6. The terminology does not correspond to the represented functionality or content. 7. Texts in the user interface are very easy to read. 8. I did not understand many terms in the application. 9. The translation of the application in my language is complete, I did not find any untranslated terms. 10. Grammar errors and typos in the application bothered me.
The statements are designed to address all five aspects of domain usability: -The first four statements refer to the domain content and domain specificity aspects of domain usability, i.e. target application's domain dictionary, hierarchy of terms, relations between the terms and domain-related content. -Statements 5 and 6 are related to consistency and 7 and 8 are related to reading complexity (i.e. domain content aspect of DU). -Last two statements, and partly also statements 7 and 8, are targeted to language barriers and errors and world language used in the target user interface.
To form the questionnaire, we recommend using the standard 5-point Likert scale (1 -don't agree, 5 -agree). The standard SUS calculation 4 uses the following formulas to calculate the result:
for positive (even) questions, while i is the index of the particular positive question and SUS j = (user_answer j − 5) * 2.5 (2) for negative (odd) questions, while j is the index of the particular negative question. Positive questions are such that 4 http://measuringu.com/sus/ answers "5-agree" produce positive statements, such as "I thought the system was easy to use". Negative questions are such that answers "5-agree" produce negative statements, such as "I found the system very cumbersome to use". We designed SDUS similarly to SUS, which means that even numbers are positive and odd numbers are negative statements. The overall domain usability metric is a sum of values for all questions.
There are two possible usages of SDUS: separately or in combination with SUS to evaluate the overall usability. When using SDUS separately, formula (3) is used. The second scenario is to use SDUS in a combination with the standard SUS evaluation to identify the sub-effect of domain usability.
When combined with standard SUS, the SUS is used first to determine the overall usability rating. The SDUS is used second to measure the domain usability aspect as a partial of the overall usability.
Discussion on domain usability metrics
In the previous sections we proposed several techniques for evaluating domain usability of existing user interfaces. In the last of them (SDUS) we assume that all aspects of domain usability are equally important and have the same effect on user experience and usage.
Equality of domain usability aspects
As shown the experiments with evaluating consistency and language errors and barriers (Section 4), some aspects might be significantly more or significantly less important for user performance or user experience than others. In case of language barriers and errors, since all tasks were successfully executed by all subjects without any problems, users seem not to mind language barriers nor the errors at all and the language barriers and errors seemed not to have any impact on the overall usability and user performance. However, after interviewing the subjects their answers suggested that their user experience was lowered because of the user interface's shortcomings despite being able to successfully complete the task. These considerations suggest that hypothesis H might be disproved and that all aspects of domain usability do not have the exact same effect on overall usability but have different weights. Suppose that the target user interface's domain usability would be measured formally. To achieve that, we could count all components of the application that contain any textual information. Than we would analyze all components (manually or automatically) for any domain usability issues. Having the number of all application terms n and erroneous terms e, we could determine the percentage of user interface's correctness, where 100% would represent the highest domain usability and 0% would be the lowest domain usability of the target user interface. Since any component might have multiple domain usability issues (e.g. both domain content usability issue and a typo), we have to limit the resulting value not to be less than 0. The formula is as follows:
This formula would be appropriate when our hypothesis about equal domain usability aspects weights would be true. In other cases, we would be forced to take the weights into account. Given that, we could identify the number of issues of all usability aspects as follows:
n d c -the number of domain content issues, n d s -the number of domain specificity issues, nc -the number of consistency issues, ne b -the number of language errors and barriers, n l -the number of world language issues, The upper side of the equation would be defined as follows: e = w d c * n d c + w d s * n d s + wc * nc + we b * ne b + w l * l (5) where wx (x ∈ dc, ds, c, eb, l) would be weights of particular domain usability aspects.
To define the weights wx, an extensive survey with multiple users in the same work domain is necessary. The survey might contain examples of erroneous user interfaces for each domain usability aspect. Given that the survey results would disprove hypothesis H, the user rating would be used to calculate the above stated weights wx. However, such experiment is not in the scope of this paper and represents our future research. The proposed formulae represent future metrics of domain usability.
Equality of user interface components
Another discussion is at place about whether all components in the application have the same effect on domain usability. This consideration raises two questions:
-Do we evaluate all terminology, or only domainspecific terminology? -Does the location of the component have any effect on the overall usability?
To explain the first question, lets divide all terms in a user interface to general-purpose ones and domainspecific ones. Examples of general-purpose terms are e.g.: File, Open, Save, Save as..., Close, OK, Cancel and so on, i.e. terms that can be found in almost every user interface and since they are so common, most users with at least basic experience with computers know how what they mean and how to use features they represent. Domain-specific terms are related to the domain of the users and should be targeted to those users. So for example if a user interface is made for high-school teachers, domain-specific terms could be: Exam, Mark, Evaluate, Semester, Student, etc.
The question is, since the general-purpose terms are so widely used, do issues in such components have any significant effect on domain usability or are they only matters of the general usability? If the latter is true, then we should exclude all general-purpose components from the evaluation.
Surely, since general-purpose terms are so known and used, then they should have no effect on domain content or domain specificity aspects of domain usability. However, when incorrectly translated or containing typos, they could cause the same problems as domain-specific ones. That is why we consider their exclusion as questionable and requiring further experimentation.
The second question relates to the position of components in the user interface. To explain this issue, let us introduce examples of two users: -The first user is working with a desktop application for presentations. (S)he has already created the whole presentation but (s)he only cannot find the button for coloured text. -Second is a user wanting to log in into an application. However, (s)he cannot find the Log in button anywhere in the user interface.
When we consider the amount of work that both users were able to accomplish in their applications, then the first user was able to accomplish almost all of their planned task, while the second one was not even able to begin. The second issue has more effect on overall effectiveness than the first one. This leads us to an assumption that the position of components has some effect on their usability. An unusable component located in the introduction screen might be worse than a component hidden in a third-layer of a menu intended for an unimportant task and notmission critical.
To answer both questions, more experimentation is needed. However, if our hypothesis and reasoning is correct, then the designed techniques and SDUS would need to be changed to take the into account the weights of particular aspects, weights of particular components and their domain-specificity. The definition of concrete weights of the domain usability aspects requires further experimentation and more detailed surveys to determine the concrete values. Therefore it will not be part of this paper and is left to our further research (Some of the results were already published in [6] ).
References in literature
In this section, we selected the most important state of the art works that directly refer to the aspects of DU, although they might have used different terminology from our definition. The number of works referring to matching the application's content to the real world indicates the importance of DU.
In the following paragraphs we list the aspects of DU and most frequent references to them in the existing literature.
Domain content:
Most often, the existing literature refers to the domain content aspect of DU as to one of the following:
-Textual content of UIs -Jacob Nielsen refers to DU aspects only very generally and stresses the importance of "the system's addressing the user's knowledge of the domain" [5] . -Domain dictionary, Ontology -the importance of domain dictionary of UIs is stressed also by Kleshchev [13] , Artemieva [14] and Gribova [15] , who also presented a method of estimating usability of a UI based on its domain model. -Domain structure -as referred to domain content by Billman et al. [16] . Their experiment with NASA users showed that there is a big difference in the performance of users with respect to usability of the old application and the new, as the new application was better in domain-specific terminology structure. -UI semantics, Ambiguity -Tilly and Porkoláb [17] propose to use semantic UIs (SUI) to solve the problem of the ambiguity of UI terminology. The core of a SUI is a general ontology which is a basis for creating all UIs in the specific domain. UIs can be of a different appearance and arrangement but the domain dictionary must remain the same. Ontologies in general also deal with semantics of UIs. -Complexity, Reading complexity -Shneiderman [18] , Becker [19] and Kincaid [20, 21] stress that the complexity of the textual content should not be too high because the application will be less usable. Kincaid et al. refer to the reading complexity indices (ARI, Kincaid) . Complexity is closely related to the domain content DU aspect: the UI should have the reading complexity appropriate for the target users. -Matching with the real world or Correspondence to the domain -Many of the above listed authors along with Badashian et al. [22] also stress the importance of applications corresponding to the real world and address the user's domain knowledge. In fact, this is a more general description of our domain content DU aspect. Hilbert and Redmiles [23] stress the correspondence of event sequences with the real world as well as the domain dictionary.
Consistency:
Among other, Badashian et al. [22] also stress the importance of consistency in usable UIs. The survey by Ivory and Hearst [24] contains a wide list of automatic usability methods and tools. From over 100 works, only Mahajan and Shneiderman [25] deal with domain content of applications and their Sherlock tool is able to automatically check the consistency of UI terminology. Sherlock, however, does not evaluate whether or not different terms are describing the same functionality.
World language, language barriers, errors:
Besides complexity, Becker [19] also deals with translation of UIs, which corresponds to the world language DU aspect. In the area of web accessibility [26] , understandability of web documents is defined. Compared to our definition, however, it deals only with some of the attributes: world language of web UIs, language barriers and errors. It focuses on web pages specifically, not on UIs in general.
All DU aspects:
Isohella and Nissilä [27] evaluate the appropriateness of UI terminology based on the evaluation of users. In a broader sense, appropriateness is equivalent to our DU definition. According to the authors, appropriate terminology can increase the quality of information systems. The terminology should be selected, formed, evaluated and used. Formal languages [28] [29] [30] [31] [32] (mainly domain-specific languages -DSLs) are closely related to DU. It is important to consider the domain-specific terms, properties and relations especially when designing a DSL [33] . Annotations [34] are usually also considered a DSL. Multiple authors identified the relation between the system's model [35] to UI features [36] [37] [38] [39] . DU considerably affects programmers [29, 40, 41] and helps with the analysis of different formats of formal languages [42, 43] . Terms from the target domain ease the comprehension of the code for programmers [44] in integrated development environments [33] . Storing these terms in annotation during programming additionally improves run-time properties of programs [34] . The use of domain terms can also help with the successful identification of malicious code in software [29] .
Games are affected by DU as the player satisfaction is increased when the terms in its UI are consistent [39] .
Conclusion
The main contributions of this paper are the presented techniques of manual qualitative and quantitative evaluation of domain usability and the proposal of formal domain usability metrics. As indicated in the discussion, further experimentation is needed to determine the weights of particular domain usability aspects in order to specify new formal domain usability metrics. If the domain usability aspects are shown to have different impacts on domain usability, the proposed SDUS technique and metrics need to be changed to consider their weights. This area represents our current and future research.
