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Diplomová práce se snaží vytvořit aplikaci pro komunikaci v opensource IM síti 
Jabber. Ta v dnešní době získává stále větší oblibu jak u poskytovatelů, tak hlavně u 
koncových uživatelů. V první polovině práce jsou vysvětleny nezbytné základy celé 
problematiky a v druhé polovině je popsána výsledná aplikace, která byla vytvořena pomocí 
objektového programovacího jazyka Java. Java je pro svou jednoduchost a podporu mezi 
vývojáři velmi rozšířena. Díky tomu je k dispozici mnoho externích knihoven a rozšíření. 
Výsledná aplikace je postavena na knihovně Smack ve verzi 3.04 a VoIP modul na JMF (Java 
Media Framework). Grafické rozhraní bylo vytvořeno pomocí standardních Java visuálních 

















Master’s thesis is trying to create opensource IM application for communication in 
Jabber network. In nowadays it is getting more and more popularity as at providers, so mainly 
at end users. In first half of thesis are explain basics of whole issues and in second half is 
described resulting application, which has been created by using of object oriented 
programming language Java. Java is very extended between programmers for her simplicity 
and great support. Thanks this is available a many external libraries and extensions. 
Application has been written on Smack library in version 3.04 and VoIP module on JMF 
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XMPP je rozšířitelný protokol zajišťující posílání zpráv a zjišťování stavu 
jednotlivých uživatelů. Původně byl vytvořen pro instant messaging (IM) sítě Jabber. Později 
se však ukázalo, že ho lze dobře použít i pro vzájemnou komunikaci programů (vytváření 
konfiguračních souborů - hodně využívané v OS Linux), či pro ovládání různých 
automatických služeb. Avšak jeho rostoucí obliba je ve většině případů zapříčiněna díky IM. 
Nespornou výhodou XMPP protokolu oproti konkurentům je jeho otevřenost. Protokol je 
distribuován jako „open source“ a díky tomu může kdokoli nahlížet do jeho specifikace a 
využít těchto znalostí k vytvoření vlastní aplikace.  
 
Cílem semestrálního projektu bylo nastudovat specifikaci protokolu XMPP a na 
základě těchto znalostí vytvořit jednoduchého IM klienta, který bude schopen posílat zprávy 
ostatním uživatelům přihlášených na Jabber síti. Diplomová práce navazuje na tento 
semestrální projekt a rozšiřuje klienta o možnost posílání souborů a multimediální služby, 
jakými jsou například VoIP, které nebylo doposud do XMPP klientů implementováno. 
 
V první kapitole diplomové práce jsou vysvětleny základní pojmy, které jsou spjaty se 
síťovou komunikací a protokolem XMPP. Dále jeho využití v oblasti komunikace pomocí IP 
sítí s konkrétním zaměřením na přenos multimediálních dat a pojmů s tím spojených. 
 
V druhé kapitole je již představen protokol XMPP. Zejména jeho historie, vlastnosti a 
detailní popis průběhů komunikace při nejrůznějších situacích se zaměřením pro přenos 
multimediálních dat (např. přenos souborů, zpráv atd). Vše je ukázáno na názorných 
příkladech. 
 
Třetí kapitola se snaží nastínit teoretické základy VoIP komunikace a s ní spojených 
služeb, které bylo nutno realizovat ve výsledné aplikaci. VoIP je dnes velmi používaný pojem 
a mnoho lidí si od něj hodně slibuje, avšak zatím zůstává za očekáváním, jelikož dnešní sítě 
ještě nejsou schopné vždy spolehlivě zajistit konstantní hodnoty zpoždění a propustnosti, 
které by byly použitelné pro úplnou náhradu klasických telefonních hovorů. 
 
Poslední kapitola obsahuje konkrétní výsledky řešení v programovacím jazyku JAVA. 
Je zde rozebrána kompletní vytvořená aplikace na UML diagramech jednotlivých částí (tříd) a 
nástin realizace VoIP modulu, který je vytvořen na základě velmi rozšířeného JMF 
frameworku. 
 
V závěru je pak zhodnocena celá práce, představeny jednotlivé funkce výsledné 







1.1. TCP protokol 
Představuje tzv. spojovanou spolehlivou službu. Při zřizování spojení mezi dvěma 
aplikacemi vytvoří tzv. virtuální okruh, který je udržován po celou dobu spojení. Tento okruh 
je plně duplexní (data proudí nezávisle na sobě oběma směry). Ztracená nebo poškozená data 
se zasílají znovu(aplikace si zasílají čísla naposledy správně přijatých bytů, pak podle toho 
aplikace pozná, které bajty byly špatně přijaty a zašle je znova). Integrita přenášených dat je 
zabezpečena kontrolním součtem. 
Jednotlivé koncové aplikace jsou určeny tzv. číslem portu (dvojbajtové číslo které 
určuje konkrétní aplikaci na daném počítači, může nabývat hodnot 0 až 65535). U čísel portů 
se často vyjadřuje okolnost, že se jedná o porty protokolu TCP tím, že se za číslo napíše 
lomítko a název protokolu (TCP).  Porty se navíc rozdělují na tři skupiny: 
o Známé porty (v rozsahu 0 – 1023) - jsou vyhrazené pro nejběžnější služby běžící 
na straně serveru(aby klient věděl na který port má zaslat svůj požadavek, např. 
protokol HTTP je běžně servery provozován na portu 80). 
 
o Registrované porty(v rozsahu 1024 – 49151) - jsou určeny procesům nebo 
aplikacím běžících na uživatelských stanicích. 
 
o Dynamické nebo soukromé porty (49152 - 65535) – vyhrazené pro dynamické 
přidělování a soukromé využití(nejsou pevně přiděleny žádné aplikaci) 
 
TCP protokol pro doručování dat používá tzv. TCP segment, který se skládá 
z hlavičky a samotných přenášených dat. Velikost hlavičky není přesně dána, může se měnit 
s potřebami služby, kterou chceme pomocí TCP protokolu přenášet. 
 




Jednotlivá pole TCP segmentu představují: 
o Source port number – port odesílatele segmentu 
o Destination port number – port příjemce segmentu 
o Sequence number – pořadové číslo odesílaného bajtu(číslování obecně nezačíná od 
nuly ale od náhodně zvoleného čísla, číslování začíná vždy když je nastaven příznak 
SYN). 
o Acknowledgement – pořadové číslo přijatého bajtu(číslo následujícího bajtu, který je 
příjemce připraven přijmout, tzn. příjemce tedy potvrzuje, že správně přijal vše až do 
pořadového čísla přijatého bajtu mínus jedna) 
o Header length – vyjadřuje délku záhlaví v násobcích 32bitů 
o Reserved – rezerva  
o Flags - může nabývat těchto hodnot:  
? URG(naléhavá data) 
? ACK(segment má platné pole pořadové číslo přijatého bajtu) 
? PSH(používá se k signalizaci) 
? RST(odmítnutí TCP spojení) 
? SYN(odesílatel začíná novou sekvenci číslování) 
? FIN(odesílatel ukončil odesílání dat) 
o Window size – představuje přírustek pořad. čísla přijatého bajtu, který bude ještě 
příjemcem přijat  
o TCP checksum – kontrolní součet, slouží pro kontrolu, zda-li byla data správně 
přenešena(kontroluje se na přijímací straně) 
o Urgent pointer – ukazatel naléhavých dat, se používá pouze v případě, že je nastaven 
příznak URG a představuje konec úseku naléhavých dat 
o Options – volitelné položky záhlaví(povinné položky záhlaví(tj. všechny předchozí 
tvoří 20B záhlaví) a za nimi mohou následovat volitelné položky záhlaví, nebo také 









1. Send SYN 
SYN received 
2. Send SYN, ACK 
SYN received 
3. Established 
Obr. 1.2: Navazování TCP spojení 
Na obr. 1.2 je naznačen princip navazování TCP spojení. Uživatel, který si přeje  
spojení navázat, odešle protější straně příznak SYN. Protější strana po příjmu příznaku SYN a 
v případě, že chce s žadatelem komunikovat odešle potvrzení příjmu SYN. Žadatel po příjmu 
potvrzení odesílá potvrzení, že přijal akceptování navázání spojení a počínaje tímto 
okamžikem je spojení navázáno. 
 
1. Send FIN 
FIN received 
2. Send ACK 
ACK received 3. Send FIN 
FIN received 
4. Send ACK 
ACK received 
Obr. 1.3: Rušení TCP spojení 
Při rušení spojení je to obdobná situace jako při navazování spojení. Klient, který chce 




pozná, že jde o žádost ukončení spojení a v případě, že již neprobíhá žádná výměna dat, 
odešle žadateli potvrzení a tím akceptování ukončení spojení. Protože na rozdíl od navazování 
spojení se musí zrušit spojení z obou stran komunikace, odešle protější strana také příznak 
FIN žadateli a ten ji potvrdí za podmínek jako v předchozím případě. Tímto je spojení 
ukončeno. 
1.2. Instatnt messaging(IM) 
Je internetová služba, umožňující svým uživatelům sledovat, kteří uživatelé jsou právě 
připojeni(on-line), a podle potřeby jim zasílat zprávy, přeposílat soubory mezi uživateli ale i 
jinak komunikovat (např. pomocí web kamery či mikrofonu). Hlavní výhodou oproti 
používání např. e-mailu spočívá v principu odesílání a přijímání zpráv v reálném čase. Zpráva 
je většinou doručena ve velmi krátké době od odeslání, čas doručení se odvíjí od přenosové 
rychlosti připojení, avšak pokud uživatelé spolu komunikují pouze pomocí textových zpráv, 
které příliš nezatěžují síť díky své malé velikosti, neměl by čas dorčení přesáhnout stovky 
milisekund.  
Většina IM systémů umožňuje nastavit tzv. „away message“, tedy zprávu podle které 
lze zjistit, zda je uživatel přítomen přímo u svého počítače. Tímto způsobem se IM 
komunikace stává méně vyrušující než třeba telefon a to je částečný důvod, proč je tento 
způsob komunikace stále více oblíben v obchodním prostředí. Instant messaging je ideální pro 
rychlou výměnu internetových adres, kusů zdrojového kódu(zde se ještě hojně používá např. 
web adresa www.pastebin.cz) a mnoha dalších informací. 
Prvním z volně dostupných programů pro IM široké veřejnosti 
bylo ICQ izraelské firmy Mirabilis (představeno v roce 1996). Díky jeho velmi rychlému 
růstu se stalo hrozbou pro komerční IM síť amerického poskytovatele internetu AOL Instant 
Messenger, který na to zareagoval zakoupením firmy Mirabilis. Během několika let bylo 
vyvinuto mnoho alternativních IM klientů (Yahoo Messenger, MSN 
Messenger,Excite, Ubique, či bezpečnější program Lotus Sametime od firmy IBM), každý s 
vlastním protokolem (navzájem nekompatibilním).  
Uživatelé proto museli provozovat několik klientů navzájem, pokud chtěli 
komunikovat s ostatními uživateli na jiných serverech. S velkým úspěchem se proto setkaly 
multiprotokolové klienty jako Pidgin (dříve Gaim), Miranda, Trillian, SIM nebo Kopete. 
S ICQ je také kompatibilní nenáročný ruský klient QIP, který podporuje pouze tuto síť (v 
nové verzi QIP Infium už podporuje i síť Jabber), ale je stabilnější a snáze nastavitelný 
než Miranda, která ovšem podporuje mnoho rozšíření a daleko více protokolů. Rozdíly mezi 
protokoly stírá otevřený XMPP protokol, který dokáže mimo jiné pomocí transportů 
komunikovat i s ostatními sítěmi. 
1.3. XML 
eXtensible Markup Language je obecný značkovací jazyk vyvinutý a standardizovaný 
konsorciem W3C. Je odlehčenou verzí standardu SGML (Standard Generalized Markup 
Language). Umožňuje snadné vytváření konkrétních značkovacích jazyků pro výměnu 
širokého spektra různých typů dat. V současné době se o XML hovoří nejčastěji v souvislosti 
s Webem a považuje se za nástupce dnes používaného jazyka HTML. Dnešní Web je 




Tento problém pravděpodobně nevyřeší sebelepší vyhledávací servery, pokud jim nepomohou 
autoři stránek, kteří pomocí XML uloží do stránek mnohem více metainformací.  
Jazyk je určen především pro výměnu dat mezi aplikacemi a pro publikování 
dokumentů. Umožňuje popsat strukturu dokumentu z hlediska věcného obsahu jednotlivých 
částí, nezabývá se však vzhledem dokumentu. Prezentace dokumentu se poté definuje 
připojeným stylem. Další možností je pomocí různých stylů provést transformaci do jiného 
typu dokumentu, nebo do jiné struktury XML. Jazyk XML nemá žádné předdefinované 
značky (tagy, názvy jednotlivých elementů).
XML však nezůstává pouze technologií určenou pro Web. Využití nalezne všude, kde 
je potřeba jedny informace prezentovat v několika formátech: 
o v tištěné podobě 
o publikaci na CD-ROMu  
o na Webu  
Výhoda XML spočívá v tom, že kromě samotného textu nese i informaci o jeho 
významu. Konverze do libovolného formátu je pak snadná a může probíhat zcela 
automaticky.  
Základním požadavkem na správně strukturovaný XML-dokument je, aby byl celý 
uzavřen v jednom elementu, celý dokument tedy musí být uzavřen mezi nějaký počáteční a 
ukončovací tag (XML značka).  
 
<tag> 
 . . . samotné tělo XML dokumentu 
</tag> 
Obr. 1.4: Ukázka XML elementu 
Jak je vidět z obr. 1.4 všechny tagy jsou párové, tzn. že ke každému počátečnímu tagu 
musí existovat i jeho ukončovací tag, výjimku tvoří akorát tzv. prázdné elementy(nemají 
žádný obsah).  
Při tvorbě XML bylo hned od samého počátku myšleno na potřeby i jiných jazyků než 
je angličtina. Jako znaková sada se implicitně používá ISO 10646 (také Unicode). V XML 
proto můžeme vytvářet dokumenty, které obsahují texty v mnoha jazycích najednou – 
můžeme přepínat mezi různými jazyky v jednom dokumentu. Současně je přípustné i jiné 
libovolné kódování (např. windows-1250, iso-8859-2), musí však být v každém dokumentu 
přesně určeno. Odpadají tak problémy s konverzí z jednoho kódování do druhého. XML 
dokument musí mít nejméně následující vlastnosti: 
o musí mít právě jeden kořenový (root) element 
o neprázdné elementy musí být ohraničeny startovací a ukončovací značkou 




o všechny hodnoty atributů musí být uzavřeny v uvozovkách – jednoduchých (') 
nebo dvojitých ("), ale jednoduchá uvozovka musí být uzavřena jednoduchou a 
dvojitá dvojitou 
o opačný pár uvozovek může být použit uvnitř hodnot 
o elementy mohou být vnořeny, ale nemohou se překrývat; to znamená, že každý 
(ne kořenový) element musí být celý obsažen v jiném elementu 
Jazyk XML je case sensitive, tzn. že při psaní jednotlivých příkazů se rozlišují velká a 
malá písmena. Pak např. pár tagů “<example>” a “</example>” je pár, který vyhovuje 
správně strukturovanému XML dokumentu a naopak pár “<example>“ a “<Example>“ 
nevyhovuje. 
 
<?xml version="1.0" encoding="utf-8"?> 
<html> 
<body> 
<p>Text v odstavci může být </p> 
</body> 
</html> 
Obr. 1.5: Ukázka správně sestaveného XML dokumentu 
Zpracování XML dokmentů se provádí pomocí dvou nejčastějších přístupů: 
o DOM (Document Object Model) parser - vezme XML dokument a vyrobí z něj 
obraz (strom) v paměti 
o SAX (Simple API for XML) parser - postupně prochází XML dokument a 
vyvolává události. Je na programátorovi, aby tyto události zpracoval. 
V současné době XML existuje ve dvou verzích (XML v1.1 a XML v1.0, která 
existuje ve čtvrté revizi). Omezení verze 1.0 oproti verzi 1.1 je, že verze 1.0 dovolovala 
užívání pouze znaků platných pro sadu Unicode 2.0.  
Všechny dokumenty, které jsou napsány ve verzi 1.0 jsou kompatibilní s verzí 1.1, 











2. PROTOKOL XMPP (JABBER) 
2.1. Úvod do XMPP protokolu 
XMPP je open source komunikační protokol založený na XML pro posílání tzv. 
„rychlých zpráv“ (Instant messaging). Servery Jabberu se nacházejí po celém světě na mnoha 
počítačích. Nespornou výhodou je zejména otevřenost protokolu a s tím související snadná 
implementace nových funkcí, které lákají čím dál více uživatelů. K dalším přednostem patří: 
o podpora zabezpečujících protokolů PGP a SSL, které zvyšují bezpečnost 
přenášených dat  
 
o kontakty uložené na serveru  
 
o možnost komunikovat s jinými IM systémy prostřednictvím tzv. transportů 
(jak je vidět na obr. 2.1).  
 
Kromě instant messsagingu může protokol sloužit také jako přenosový protokol pro 
XML-RPC a webové služby (SOAP), pro upozornění o nových článcích (content syndication) 











V roce 1998 Jeremie Miller založil projekt Jabber a následně v roce 1999 podepsal 
prohlášení zaručující Jabberu IETF standardizaci. První software na základě XMPP protokolu 
byl uveden v květnu roku 2000 a ještě v červnu téhož roku Jeremie a další členové Jabber 
projektu podepsali koncepci IMPP dokumentující Jabber protokol. Tehdejší organizaci se 
však nepodařilo plně následovat IMPP či jiné IETF snahy. 
V roce 2001 byla vytvořena tzv. Jabber Software Foundation (JSF) pro zajištění 
organizace nad rostoucím počtem open source projektů a komerčních entit budujících či 
používajících technologie Jabber. Jedním z hlavních cílů JSF byla dokumentace XML 
protokolu a jeho další rozvíjení. 
V únoru 2002 došlo k novému podepsání koncepce IETF. Výsledkem úspěchu tohoto 
podpisu bylo rozhodnutí prozkoumat možnosti zformování IETF Working Group pro diskuse 
o Jabber protokolu pod názvem XMPP, výsledkem čehož byly podepsány tři nové koncepce. 
V lednu 2004 IESG uznala XMPP Core a XMPP IM jako navrhované standardy a 
totéž v říjnu provedla IETF. 
2.3. Vlastnosti protokolu 
 XMPP je open source(otevřený) protokol, založený na architektuře klient-server. 
Klienti spolu nekomunikují přímo, ale přes server a to decentralizovaně(stejně jako např.     e-
mail). To znamená, že neexistuje žádný centrální server, který by spojoval uživatele, jako je 
tomu například u ICQ. Každý si může zřídit svůj vlastní server, přičemž bude moci 
komunikovat s uživateli na jiných serverech. Uživatel tak má svobodu volby serveru, ke 
kterému má důvěru a který mu nabízí lepší služby, a možnost změny.  
 
Existuje spousta serverů, na kterých se lze zdarma zaregistrovat bez potřeby si 
zakládat svůj vlastní server(např. jabber.org, jabber.cz atd.). Navíc otevřenost protokolu 
umožňuje, že jeho kompletní specifikace je volně dostupná komukoliv bez jakýchkoliv 
poplatků. Otevřenost umožnila vznik několika implementací klientů i serverů.  
 
V XMPP síti musí být každý uživatel jednoznačně identifikován a to pomocí 
uživatelského jména a názvem serveru, na kterém je vytvořen jeho účet. Uživatelské jméno a 
název serveru se oddělují pomocí zavináče(velmi podobné emailové adrese). Tedy například 
user@server.com. Tento řetězec se nazývá Jabber ID nebo také JID. 
2.4. Jabber ID 
Jabber ID neboli také JID jsou uživatelská jména, pomocí kterých uživatelé přistupují 
k Jabber serverům. Obvykle se skládají ze tvaru user@domain/source(jsou podobná e-
mailovým adresám). Část zdroj(source) dovoluje uživateli individuální připojení na jeden účet 
z více míst. Například user@domain/home a user@domain/work. Zdroj není nutný uvádět pro 




Část „user“ by neměla obsahovat ASCII znaky menší než 33(např. dvojtečku, zavináč, 
středník, ale i tabulátor nebo nový řádek). Stejné omezení platí i pro část „domain“. Naopak 
část „resource“ může obsahovat libovolné znaky bez omezení.   
2.5. Komunikace 
Jak je uvedeno již výše, protokol XMPP je založený na XML. Při komunikaci mezi 
dvěma koncovými body(uživateli) dojde k vytvoření dvou XML dokumentů. Jeden pro směr 




 Obr. 2.2: Ukázka komunikace uživatele se serverem  
  xmlns = "jabber:client"> 
  from = "server"> 
  to = "server" 
  xmlns = "jabber:client"> 
2.6. Detail komunikace 
Jak je napsáno výše komunikace probíhá ve dvou směrech(od klienta k serveru a 
opačně). Ve výchozím bodu komunikace není klient připojen a server naslouchá na portu 
5222. V okamžiku kdy chce klient začít komunikovat s ostatními uživateli musí se nejdříve na 




Obr. 2.3: Ohlášení klienta odesláním kořenového tagu 
<?xml version="1.0"?> 
<stream:stream 
  xmlns:stream="http://etherx.jabber.org/streams" 
  to="jabber.org" 




Uživatel “User1” se ohlásil na server “jabber.org”, kde se nachází jeho účet a očekává 







Obr. 2.4: Odpověď serveru klientovi 
 
Po vytvoření XML toku se uživatel musí autentizovat, aby mohl využívat služby 
serveru. Jabber umožňuje několik způsobu odeslání hesla, jak pomocí zabezpečené služby tak 







  id='1461777714' 
  xmlns='jabber:client' 




<iq type="set" id="auth_2" to="jabber.org"> 
  <query xmlns="jabber:iq:auth"> 
    <username>user1</username> 
    <password>password</password> 
    <resource>home</resource> 
  </query> 
</iq> 
 
Obr. 2.5: Autentizace klienta 
 
Uživatel se tedy pokusil autentizovat pomocí hesla: “password”, uživatelského jména: 




V případě, že autentizace proběhla úspěšně(na daném serveru se nachází uživatel s 




<iq from="jabber.org" id='auth_2' type='result'/> 
Obr. 2.6: Odpověď serveru v případě úspěšné autentizace 
  
Následuje samotné posílání zpráv a informací o dostupnosti uživatelů. Na to jsou 
určeny tři elementy: <message/>, <presence/> a <iq>. Pokud tedy chce uživatel “User1” 
napsat zprávu uživateli “User2”, použije k tomu element <message/>.  
2.6.1. Element <message> 
XMPP definuje pět různých typů zpráv:  
o Normal - je zpráva, při které se neočekává bezprostřední odpověď(podobně 
jako email) . Tento typ zprávy je nastaven defaultně(tzn. při nespecifikaci typu 
zprávy, bude zpráva odeslána jako “normal”). 
o Chat -  je zpráva, při které se naopak očekává bezprostřední odpověď( 
předpokládá se zobrazení v okně spolu se všemi částmi komunikace)  
o Groupchat - používá se při konferenčních rozhovorech  
o Headline – název článku spolu s jeho URL a popisem 












  <subject>test</subject> 
  <body>Ahoj</body> 
</message> 
 
Obr. 2.7: Posílání textových zpráv mezi uživateli 
 
Po odeslání zprávy klientem User1(obr. 3.7), ji převezme server na kterém má tento 
klient vytvořen svůj účet a následně server provede kontrolu pole příjemce (<message to = ..), 
zda-li se příjemce nevyskytuje v jeho databázi klientů. Určí to z JID příjemce(řetězec uvedený 
za znakem zavináče). Pokud tomu tak není, předá tuto zprávu serveru, na kterém je příjemce 




Obr. 2.8: Přeposílání zprávy mezi servery 
 
Cílový server přijme zprávu a pokusí se ji doručit klientovi, při doručování mohou 
nastat tyto tři situace: 
o Zdrojový server je na cílovém blokován(zpráva bude smazána). 
o Uživatel User2 není právě připojen(zpráva se tedy na serveru uschová a bude 
doručena při následném připojení klienta). 









Obr. 2.9: Příjem zprávy klientem 
 
2.6.2. Element <presence> 
Používá se pro oznámení serveru klientovy dostupnosti. Pokud se tedy změní klientův 
stav dostupnosti, pak se server, na kterém je daný klient přihlášen, snaží všem entitám, které 




  <show>a</show> 
  <status>Away</status> 
  <priority>5</priority> 
</presence> 
Obr. 2.10: Oznámení serveru klientovi dostupnosti 
Na obr. 2.10 klient User1 oznamuje serveru, že jeho stav dostupnosti se změnil na 
“away”(představuje znak “a”). Další možné stavy jsou např. extended away, chat, dnd a 
normal. 
2.6.3. Element <iq> 
IQ je zkratka pro info/query(informace/dotaz). Tento mechanizmus je velmi podobný 
protokolu HTTP, který je založen na modelu request/response(žádost/odpověď). Komunikace 
založená na elemntu <iq> se může nacházet ve čtyřech stavech(get, set, result, error). Pokud 
chce libovolná entita získat informace od jiné entity, docílí toho tím, že nastaví typ na “get”. 




dvou typů byl úspěšně vykonán, bude v odpovědi <iq> zpráva typu “result”. V případě, že 
dojde k chybě, bude zpráva obsahovat typ “error”. 
 
 
<iq id='roster_0' type='get'> 











<iq from="User1@jabber.org/home" type="result" id="roster_0" > 
  <query xmlns="jabber:iq:roster"> 
    <item subscription="both" jid="testsmack@jabber.org" /> 
  </query> 
</iq>
Obr. 2.12: Odpověď serveru(úspěšná žádost) 
Na obr. 3.11 a 3.12 je ukázána komunikace při žádosti klienta o zaslání jeho kontakt 
listu. Na obr. 3.11 je zaslána žádost klientem(typu “get”) a na obr. 3.12 je vidět odpověď 
serveru. V odpovědi je nastaven typ na “result”, tzn. že klientova žádost byla na serveru 
úspěšně vykonána. Pokud by se klient např. pokusil přihlásit na server znova, zatímco je 














<iq type="error" to="user1@jabber.org/home" id="2" > 
  <query xmlns="jabber:iq:auth"/> 
  <error code="503" >Service Unavailable</error> 
</iq> 





400 Bad Request 
401 Unauthorized 
402 Payment Required 
403 Forbidden 
404 Not Found 
405 Not Allowed 
406 Not Acceptable 
407 Registration Required 
408 Request Timeout 
409 Conflict 
500 Internal Server Error 
501 Not Implemented 
502 Remote Server Error 
503 Service Unavailable 
504 Remote Server Timeout 
510 Disconnected 
        Tab. 2.1: Výpis XMPP chybových kódů 
2.7. Transporty (Brány) 
Představuje program, který běží na serveru poskytovatele XMPP služeb. Tento 
program zprostředkovává jeho uživatelům připojení také do ostatních sítí(ICQ, Yahoo, MSN 
atd.). Pro aktivace této funkce není na straně klienta potřeba žádných velkých úprav, protože 
transporty běží na straně serveru. Klient pouze musí zaslat serveru žádost o aktivaci 






Je definována jako telefonní aplikace, provozovaná na paketově přepínaných datových 
sítích prostřednictvím protokolu IP (ATM, ISDN, ETHERNET). V současnosti se používá 
algoritmus komprese hlasu, který přenáší hlas jen v části vlnového pásma a zvyšuje tak 
efektivnost nejméně osmkrát. VoIP má oproti klasickému telefonování řadu výhod (prakticky 
bezplatné, jednoduchost), ale i nevýhod (velmi závislé na daném připojení, nutné stanovení 
kvality služeb pomocí QoS (Quality of Service)).  
3.2. Popis 
Přenos hlasu však klade na datovou síť protichůdné požadavky. Při přenášení dat nám 
tolik nezáleží na zpoždění odeslaných dat, na jejich pořadí příchodu na přijímací straně 
(přijímač pozná podle čísel jednotlivých paketů, který je první, druhý atd.). Naproti tomu při 
telefonování potřebujeme, aby byla sítí zajištěna určitá maximální doba zpoždění paketů, 
jejich ztrátovost a příchody ve správném pořadí. Všechny tyto požadavky se dají zajistit 
pomocí QoS tzv. kvalitou služby, kdy síti přímo řekneme jak chceme s danými pakety 
zacházet a s jakou prioritou je přenášet.  
Pro kódování hlasu se využívají vzorkovací algoritmy vystihující podobu lidského 
hlasu (např. ADPCM) a různé další kompresní metody. Při zpracování kódování hlasu dle 
standardu G.723.1 pak stačí 5,3 kbit/s nebo 6,4 kbit/s, standard G.729 pak využívá např. 
8 kbit/s. Používané algoritmy vyžadují značný procesorový výkon. V praxi však většinou 
postačí běžný procesor hostujícího počítače a pro větší systémy (např. s přímým připojením 
na E1) se používají signálové procesory. Komprese je důležitá i pro odstranění vlivu 
proměnné prodlevy při přenosu po síti. V případě, že dva klienti spolu telefonují pomocí IP 
protokolu a jejich komunikace je právě v okamžiku, kdy ani jeden z nich nehovoří (při 
přenosu dat, by se právě v tomto okamžiku žádná data nepřenášela), dochází k přenosu 
prázdných paketů (pakety, které nenesou žádné informace). Dělá se to většinou z důvodu 
zachování synchronizace mezi přijímačem a vysílačem.  
3.3. Protokoly 
Přenos VoIP hovoru využívá celou řadu různých protokolů napříč celým síťovým 
modelem (ISO-OSI či TCP/IP). Využívají se tři druhy protokolů (pro přenos médií, protokoly 





Obr. 3.1: Hierarchická struktura protokolů [9] 
3.3.1. Protokoly pro přenos médií 
Jsou zodpovědné za doručení konkrétního mediálního obsahu (např. zvuku či videa). 
Pro tento účel se používá protokolu RTP, není však jediný. Některé firmy používají své 
vlastní patentované protokoly. 
RTP definuje standardní paketový formát pro doručování zvukových a obrazových 
(video) dat po internetu. Vyskytuje se v horní polovině modelu ISO-OSI, jak je z obr. č. 3.1 
patrné. Obsahuje zakódované segmenty hovoru ve formě 20-30ms fragmentů. Protokol je 
využitelný všemi typy médií, protože nerozlišuje typ přenášených dat.  
 




Jednotlivá pole RTP paketu představují: 
o V - verze RTP protokolu (2 bity) 
o P – doplnění. Pokud je tento bit nastaven, je na konci paketu jeden nebo více bytů, 
které nejsou součástí užitečného obsahu. Úplně poslední byte v paketu indikuje počet 
doplněných bytů. Doplnění je využíváno některými šifrovacími algoritmy. (1 bit) 
o X - rozšíření. Jestliže je tento bit nastaven, následuje za pevným záhlavím jedno 
rozšíření záhlaví. Tento mechanismus umožňuje vložení rozšiřujících informací do 
záhlaví RTP. (1bit) 
o CSRC count - počet CSRC identifikátorů, které následují za pevným záhlavím. 
Jestliže je počet SCRC nula, je zdrojem synchronizace zdroj užitečného obsahu. 
(4bity) 
o M - záložkový bit, definovaný konkrétním profilem média. (1 bit) 
o Payload type - typ užitečného obsahu. Index z tabulky profilu média, který popisuje 
formát užitečného obsahu. (7 bitů) 
o Sequence number (Číslo pořadí) - jedinečné číslo paketu, které popisuje pozici paketu 
v pořadí paketů. Číslo paketu je inkrementováno po každém odeslaném paketu.       
(16 bitů) 
o TIMESTAMP - vyjadřuje moment odebrání vzorku prvního bytu užitečného obsahu. 
(32 bitů) 
o SSRC - identifikuje synchronizační zdroj. Jestliže je počet CSRC roven nule, je zdroj 
užitečného obsahu zdrojem synchronizace. Jestliže je CSRC nenulové, SSRC 
identifikuje mixér. (32 bitů) 
o CSRC - identifikuje zdroje přispívající do užitečného obsahu. Počet přispívajících 
zdrojů je určen polem počtu CSRC (CC). Celkem může být 15 přispívajících zdrojů. 
Jestliže je více přispívajících zdrojů, je výsledný užitečný obsah sloučením těchto 
zdrojů. (32 bitů na každého) 
 
Dále podporuje tzv. mixéry, což jsou prvky, které slučují více toků z jednoho zdroje 
do jediného mediálního toku, který je pak soustavou přenášen dále. Dalším zakomponovaným 
prvkem jsou tzv. filtry, které představují konverzi formátu mediálního toku. Dovolují snížení 
požadavků mediálního toku aniž by muselo dojít ke snížení bitové rychlosti zdroje.  
Protokol RTP není omezený na použití konkrétního přenosového protokolu (např. 
TCP, UDP), dokonce může využívat i protokoly nižších vrstev. Obvykle však využívá 
protokol UDP. Dále protokol podporuje rozdělení datového toku zdroje na menší rámce, které 
se označují pomocí pole "Sequence number" (postupně s každým odeslaným paketem je toto 
pole zvyšováno a dá se tedy použít i pro detekci ztrát paketů) a pole "M". Na přijímací straně  
adresát kontroluje hodnoty pole "Sequence number" u všech přijatých rámců, zda-li nedošlo k 




sestavení všech rámců do jednoho formátu dat (v případě videa se provede sestaveni  celého 
snímku klientské aplikace). 
Celková délka hlaviček u nejznámějších protokolů jako jsou: IP, UDP, TCP je 
přibližně okolo 40 bajtů a tato hlavička je přidávána ke každému přenášenému paketu. 
Z důvodu velikosti hlavičky se může provézt její komprese pomocí kódování rozdílu mezi za 
sebou následujícími pakety (takto se může hlavička zredukovat až na např. 2 bajty).  
 
3.3.2. Protokoly zajišťující kvalitu služeb 
Nabízejí se dvě varianty protokolů. Jedna ve formě protokolu SNMP umožňující 
správci sítě sledování základních parametrů sítě, které nám mohou vypovědět o celkovém 
vytížení sítě, ztrátovosti, zpoždění atd. Tento protokol však nerozlišuje mezi jednotlivými 
aplikacemi na rozdíl od RTCP, který je součástí RTP. Obvykle využívá port o jedno číslo 
větší než RTP. 
Protokol RTCP je tedy řídícím protokolem RTP. Obě dvě strany přenosu po celou 
dobu komunikace posílají periodicky RTCP pakety, které se rozdělují do tří oblastí: 
o Zprávy vysílače – generovány zdrojem komunikace. Obsahují celkové 
množství vyslaných dat, údaje o absolutním čase (z důvodu vzájemné 
synchronizace). 
o Zprávy přijímače – generovány příjemcem komunikace. Obsahují vždy jeden 
blok pro každý RTP  zdroj ve skupině. Každý tento blok popisuje okamžitou a 
kumulativní ztrátu paketů, kolísání zdroje atd.  
o Popisovače zdrojů – používány pro řízení spojení. Obsahují jednoznačný 
identifikátor, který je ve formě podobného e-mailové adresy. Ten se pak 
používá při řešení konfliktů, k přiřazení různých mediálních toků 
generovaných stejným uživatelem a také slouží k identifikaci uživatele 
(poskytují tak jednoduché řízení). 
Protože všechny tyto tři oblasti RTCP protokolu se neustále mění, je nutno je odesílat 
periodicky. Pokud by však všichni účastníci RTP sezení odesílali RTCP zprávy s fixní 
periodou, pak by se zvyšujícím se počtem účastníku rostla šířka pásma lineárně. Proto každý 
účastník si vypočítá celkový počet všech účastníků komunikace o kterých se dozvídá 
z posílaných RTCP zpráv. Pak perioda posílání RTCP zpráv od každého uživatele je 
nastavena lineárně  s celkovým počtem účastníků ve skupině. 
3.3.3. Signalizační protokoly 
Patří sem zejména dva protokoly (H.323, SIP). H.323 je nejstarší signalizační 
protokol, který je sice nejsložitější, ale také podporuje nejvíce funkcí. Naproti tomu SIP je 





Obr. 3.3: Schéma H.323 sítě [9]  
Standart H.323 definuje komponenty sítě: koncová zařízení, gatekeeper, brána, 
vícebodová jednotka a vícebodový procesor (viz. obr. 3.3). Dále definuje i protokoly pro 
vytvoření audiovizuálního spojení. Popis jednotlivých komponent: 
o Koncové zařízení – uskutečňuje volání, nebo může být také volána jinými 
koncovými stanicemi H.323 sítě 
o Gatekeeper – server, který spravuje koncová zařízení v rámci své zóny. 
Eviduje je, provádí konverzi adres, řídí přístup a spravuje šířku pásma pro 
jednotlivá koncová zařízení. 
o Brána – provádí konverzi řídících a audiovizuálních dat mezi dvěma protokoly, 
které jsou navzájem spojovány. Slouží tedy jako takový prostředník mezi 
dvěma protokoly, které jsou navzájem spojovány. 
o Vícebodová řídící jednotka – skládá se ze dvou částí: vícebodové jednotky a 
vícebodového procesoru. Používá se pro řízení a zpracovávání audiovizuálních 
dat při konferenčních hovorech. 
Komunikace v síti H.323 se skládá z několika kroků. Prvním krokem je navázání 
spojení volajícího koncového zařízení s gatekeeprem (Admission request/Confirm, protokol 
H.225.0 RAS). Po úspěšném navázání spojení následuje inicializace spojení přímo mezi 




komunikačního kanálu, který slouží k řízení spojení (protokol H.245) a nakonec jsou 
vytvořeny kanály pro uskutečnění vlastního audiovizuálního spojení (protokol RTP a RTCP).  
Standart SIP (protokol pro inicializaci relací) je jak již bylo uvedeno jednodušší než 
H.323 a proto snadnější k implementaci. Vznikl jako reakce na tento standard, a snaží se být 
co nejjednodušší (tzn. založený na Internetem osvědčených principech). Proto vychází z 
odladěného protokolu HTTP a je mu velmi podobný. Využívá UDP port 5060, ale může 
fungovat i nad TCP/5060. Vlastní přenos hovoru se uskutečňuje pomocí protokolu RTP. 
Detaily o vlastnostech zahajovaného přenosu popisuje protokol SDP, který je přenášen v těle 
SIP paketů. 
Kromě těchto dvou hlavních standardů existují ještě i další např. protokol IAX. Jedná 
se o protokol protokol softwarových ústředen Asterisk. Hovor přenáší podobným způsobem 







4. SOFTWAROVÉ ŘEŠENÍ 
4.1. Použitý programovací jazyk a knihovny 
Pro realizace jabber IM klienta je na internetu k dispozici mnoho open source 
knihoven v mnoha jazycích (C#, C/C++, JAVA a další). Pro diplomovou práci byla vybrána 
knihovna Smack ve verzi 3.0.4. Což je knihovna napsána v jazyce JAVA pro komunikaci 
s XMPP servery (pro její použití se předpokládá znalost objektového programování, jelikož 
jazyk JAVA je pouze objektově orientován).  
Knihovna se skládá ze čtyřech částí: 
o Smack.jar – poskytuje základní XMPP funkce a je jedinou nutnou 
knihovnou(ostatní knihovny nemusíme použít). Všechny XMPP funkce, které 
jsou částí XMPP RFCs jsou zde zahrnuty. 
o Smackx.jar – podporuje další rozšíření (XEPs) definované XMPP standarty, 
jako je: multi-uživatelský chat, přenos souborů, vyhledávání uživatelů atd. 
o Smackx-debug.jar – rozšířený ladící program s grafickým uživatelským 
rozhraním (GUI) 
o Smackx-jingle.jar – podpora pro vytváření peer-to-peer (bod-bod) spojení. 
Např. pokud je potřeba přenést mezi dvěma přihlášenými klienty soubor, je 
nutné před přenosem souboru vytvořit mezi těmito klienty přímé TCP nebo 
UDP spojení. Protokol XMPP je totiž navržen na principu klient-server, ale v 
případě posílání souborů, video chatu, čí VoIP (Voice over IP) není možné 
pomocí tohoto mechanismu data přenést a tak musí být dohodnuto mezi klienty 
přímé spojení a příslušná data přenášet přes něj. 
Implementace knihovny SMACK je velice intuitivní. Jednoduchý kód, který se připojí 
k serveru, přihlásí se, vytvoří chat s dalším klientem a pošle mu zprávu je ukázán níže: 
//-- inicializuje spojení s XMPP serverem jabber.org 
XMPPConnection connection = new XMPPConnection("jabber.org"); 
connection.connect(); 
 
//-- pokusí se o autentizaci uživatele se daným přihlašovacími údaji 
connection.login("user1", "password"); 
 
/*   vytvoří chat s uživatelem user2@jabber.org  a zároveň vytvoří tzv. listenera, 
      který představuje objekt, jež je vždy volán při příchodu zprávy od uživatele 
      user2@jabber.org (obdoba handlerů v C++) 
*/ 
Chat chat = connection.getChatManager().createChat("user2@jabber.org", new     
MessageListener() { 
    public void processMessage(Chat chat, Message message) { 
        System.out.println("Přijatá zpráva: " + message); 






//-- odešle uživateli user2@jabber.org zprávu Ahoj 
chat.sendMessage("Ahoj"); 
 
4.2. Podrobný popis softwarového řešení 
Program byl nejprve vytvořen jako applet, což je JAVA objekt, který lze vložit do 
webové stránky. Pokud má uživatel, který se na tuto webovou stránku přihlásí nainstalovanou 
stejnou verzi JDK, v jaké je tento applet napsán, jeho prohlížeč mu applet zobrazí. Poté může 
uživatel s programem pracovat, jak je zvyklý ze standardních JAVA aplikací.  
JAVA applety se zpracovávají na straně klienta (tj. přímo na klientově počítači), na 
rozdíl od např. PHP, které se zpracovává výhradně na straně serveru. Bohužel to přináší jistou 
nevýhodu, jelikož je potřeba appletu v klientově webovém prohlížeči explicitně povolit 
přístup k jeho počítači (harddisku, operační paměti atd.). Standardně mají všechny prohlížeče 
nastaveno nedůvěřovat všem appletům, které se mohou na webu vyskytnout (z důvodu 
bezpečnosti).  
To lze udělat dvěma způsoby a to buď klient sám ručně povolí applet na svém 
počítači, nebo programátor může vytvořit pro svůj applet certifikát, který se každému 
klientovy při načtení appletu zobrazí a po jeho akceptování jsou všechna práva udělana. Což 
byl nakonec důvod, díky kterému byl program přepsán do standalone aplikace (vytvoření 
certifikátu a komunikace s appletem, se ukázalo jako ne příliš dobrá volba, protože spolupráce 
s appletem pro tento druh aplikace je příliš těžkopádná). 
Existuje však i ekvivalent PHP v jazyku JAVA a to je tzv. Servlet (spolu s JSP), což je 
objekt, který běží také jen na straně serveru. Tam je ale pak složitá spolupráce s klientovými 
multimediálními zařízeními (bylo by nutné vytvořit např. ve Flashi v Action Skriptu obsluhu 
těchto klientových zařízení a zajistit komunikaci s JSP serverovou částí – viz. 
www.meebo.com). 
Celá aplikace se skládá ze dvou hlavních částí (balíčků) „system“ a „modules“. 
Balíček „system“ zajišťuje celkový běh aplikace (tzn. definice GUI – postavené na 
javax.swing, připojení k serveru, zpracovávání událostí atd.) a naproti tomu „modules“ 
obsahující přídavné moduly, které aplikace používá (např. VoIP modul) viz. obr. č. 4.1.  
Všechny vytvořené moduly dědí ze třídy JModule, která zajišťuje jednotný formát 
všech vytvořených modulů v aplikaci (jejich evidenci, jméno atd.) a nutnost implementace 
abstraktní funkce init(), do které je potřeba napsat všechen nezbytný kód k inicializaci daného 
modulu. Pokud tedy v budoucnu by došlo k dalšímu rozvoje aplikace přes další modul, je 
potřeba na toto pamatovat. 
 




4.2.1. Jednotlivé části balíčku „system“ 
Kompletní UML diagram této částí je zobrazen v příloze č. 1, zde je pro lepší 
názornost popsána každá třída zvlášť spolu s jejím vyobrazením. 
o JConnectForm – je formulářem, kterým se celá aplikace spouští (obsahuje 
main funkci). Zajišťuje tedy základní potřebná data k inicializaci ostatních 
dílčích procesů aplikace (validita uživatele, vytvoření spojení se serverem). Po 
úspěšném vytvoření spojení se serverem, provede inicializaci kontaktního 
formuláře, který již tvoří hlavní jádro celé aplikace. UML diagram třídy 
reprezentující formulář a jeho vzhled po inicializaci je znázorněn na obrázku 
níže. 
 
Obr. 4.2: UML diagram JConnectForm třídy  a její následný vzhled 
 
o JContactWindow - je hlavním formulářem s kterým uživatel pracuje při 
používání programu. Umožňuje sledování statusů uživatelů, jejich přidávání, 
mazání atd. Navíc po kliku pravým tlačítkem myši na jednotlivé uživatele 
umožňuje další služby, jako jsou posílání souborů či VoIP komunikace. 
Všechny ostatní třídy jsou inicializovány tímto formulářem. UML diagram 













Obr. 4.3: UML diagram JContactWindow třídy a její následný vzhled 
 
o JMessageWindow – je součástí JContactWindow a k jeho vytvoření dojde, při 
požadavku uživatele na napsání zprávy jinému uživateli (popř. uživatelům). 
Obsahuje ještě navíc třídu JMessageTab, která představuje jednotlivou záložku 
v JMessageWindow. Při chatu s více uživateli, probíhají jednotlivé 
komunikace odděleně v příslušných záložkách. UML diagram třídy 











o JContactList - je součástí JContactWindow a k jeho vytvoření dojde ihned po 
přihlášení uživatele. Poté se provede zaslání požadavku na server na obsah 
kontaktlistu uloženého na serveru. Dle odpovědi jsou příslušné záznamy 
s jejich statusy vloženy do kontaktlistu. UML diagram třídy reprezentující 
kontaktlist a jeho vzhled po inicializaci je znázorněn na obrázku níže. 
 
 
Obr. 4.5: UML diagram JContactList třídy a její následný vzhled 
 
o JFileTransferWatcher - je opět součástí JContactWindow a slouží k odesílání 
(příjímání) souborů, které si mohou uživatelé mezi sebou posílat (klikem 
pravým tlačítkem na libovolného uživatele v kontaktlistu). Třída navíc vytváří 
vizuální zobrazení přenosu souborů klientovi s indikací stavu přenosu. UML 
diagram třídy reprezentující formulář a jeho vzhled po inicializaci je znázorněn 
na obrázku níže. 
 
 





o JMyMenu – zastupuje horní menu v JContactWindow. UML diagram třídy 
reprezentující menu a jeho vzhled po inicializaci je znázorněn na obrázku níže.  
  
Obr. 4.7: UML diagram JMyMenu třídy a její následný vzhled 
 
o JNewAccount – k jeho vytvoření dojde, pokud uživatel při přihlašování 
zaškrtne možnost, že ještě nemá vytvořen žádný účet. Po vyplnění nezbytných 
položek pro vytvoření nového účtu se aplikace pokusí účet na daném serveru 
vytvořit a poté se k němu i připojit. UML diagram třídy reprezentující formulář 
a jeho vzhled po inicializaci je znázorněn na obrázku níže.  
  









4.2.2. Jednotlivé části balíčku „modules.voip“ 
VoIP modul je napsán pomocí JMF (Java Media Framework), což je balík ulehčující 
vývojáři použití multimediálních služeb v jazyku JAVA, jako je přenos zvuku či videa. Po 
napsání několika vlastních obslužných tříd, dokáže JMF vytvořit RTP spojení a přenášet přes 
něj data (bohužel v Linuxu, může být s tímto frameworkem občas problém).  
JMF tedy umožňuje zachytávat a vysílat RTP datové toky přes definované API 
v balíčcích: javax.media.rtp, javax.media.rtp.event a javax.media.rtp.rtcp. Příchozí datové 
toky mohou být jak přehrávány lokálně, ukládány do souboru, tak i obojí. 
 
Obr. 4.9: Příjem RTP relace 
 
 
Obr. 4.10: Vysílání RTP relace 
 
JMF API jsou navrženy tak, aby pracovaly nepřerušovaně se zachytávacími, 
prezentačními a zpracovávacími vrstvami JMF. Přehrávače a procesory jsou vytvořeny pro 
prezentaci a manipulaci s RTP mediálními toky stejně jako s jinými médii. Umožňují vysílání 
multimediálních datových toků, jež byly buď získány z lokálního zachytávacího zařízení nebo 





            Obr. 4.11: JMF RTP architektura 
 
Některé důležité části JMF: 
o Time model – JMF pracuje s časem v nanosekundách. Přes tento modul jsou 
ostatní moduly informovány o aktuálním stavu dané probíhající operace. Je zde 
implementováno „Clock“ rozhraní, které definuje časování a synchronizaci 
tolik potřebné pro prezentaci aktuálních dat. 
 
Obr. 4.12: Time model 
o Managers – JMF se v zásadě skládá z rozhraní, které definují interakci mezi 
objekty používanými pro zachytávání, zpracovávání a presentaci médií. 
Implementace těchto rozhraní koresponduje se strukturou celého JMF 
frameworku. Použitím tzv. prostředníků (managerů) JMF zajišťuje snadnou 
škálovatelnost a integraci nových funkcí. JMF se skládá z těchto čtyř 
managerů:  
o Manager – stará se o vytváření Přehrávačů, Procesorů, 
Datových zdrojů (DataSorces) atd. Z klientského pohledu na 
věc jsou tyto objekty vytvářeny vždy, když je vytvořen nějaký 
požadavek. 
o PackageManager – zajišťuje registraci balíčků, které obsahují 





o CaptureDeviceManager – provádí registraci všech dostupných 
zachytávačích zařízení. 
o PlugInManager – registruje všechny dostupné tzv. JMF plug-in 
processing komponenty, jako jsou: Multiplexery, 
Demultiplexery, Kodeky, Efekty atd. 
Pro napsání programu založeného na JMF je potřeba použít tento modul a 
vytvořit tak metody, které zajistí vznik Přehrávačů, Procesorů, Datových 
zdrojů a tzv. DataSinks objektů. 
o Event model – JMF používá strukturovaný report událostí, aby byla zajištěna 
aktuální informovanost všech programů na JMF založených. Kdykoli potřebuje 
JMF objekt reagovat na aktuální žádost, učiní tak pomocí objektu MediaEvent, 
který představuje všechny definované typy událostí.  
Pro všechny JMF objekty, které mohou posílat MediaEvents JMF 
definuje příslušné „naslouchací“ rozhraní (v Javě častý pojem, tzv. listener je 
objekt definující ve svém těle metodu, která je automaticky volána při nastání 
události, na kterou listener čeká).  
 
Obr. 4.13: Event model 
 
o Data model – JMF media přehrávače většinou používají tzv. datových zdrojů, 
které se starají o přenos dat. Datový zdroj obsahuje odkaz na umístění 
přenášených dat, použitý protokol a software, pomocí kterého se doručení dat 
provádí. 
Datový zdroj je identifikován buď pomocí JMF MediaLokátoru nebo 
URL (universální identifikátor zdroje). MediaLokátor je podobný URL a může 
být také z něj vytvořen, ale jen tehdy, pokud již odpovídající protokolový 
zachytávač (handler) není již v systému instalován. Datový zdroj dále 
obstarává kolekci „SourceStream“ objektů. Standardně používá jako jednotku 





  Obr. 4.14: Data model 
o Data formats – konkrétní formát přenášených dat je reprezentován objektem 
„Format“. Formát sám o sobě nenese žádné specifické parametry nebo globální 
časovou informaci, popisuje pouze jméno kodeku, kterým byla data kódována  
či typ datového formátu. JMF definuje tyto specifické formáty:  
 
Obr. 4.15: Média formáty 
o Controls – JMF Controls poskytuje mechanismus pro nastavování a udržování 
atributů definovaných objektů. Umožňuje přístup k příslušnému uživatelsky 
definovanému rozhraní komponenty, které poskytne uživateli kontrolu nad 







Obr. 4.16: Controls 
Další nezbytnou věcí pro přiblížení JMF je tzv. presentační proces. Je modelován 
rozhraním „Controller“, které definuje základní stavy a kontrolní mechanismy objektu, který 
spravuje, presentuje nebo zachytává časově závislá data. Definuje fáze kterými média 
kontroler musí projít a poskytuje mechanismy pro kontrolu přechodů mezi nimi. 
Kontroler během své činnosti pošle mnoho různých událostí (MediaEvents) k zajištění 
notifikace o změnách jeho stavu. Pro příjem událostí z kontroleru jako je např. Player 
(zajišťuje přehrávání RTP spojení) je potřeba implementovat ControllerListener rozhraní. 
JMF definuje dva typy kontrolerů: Přehrávače a procesory. Oba jsou vytvořeny pro konkrétní 
zdroj dat a za normálních okolností nejsou znova používány pro presentování ostatních dat.    
 




o Players – přehrávače zpracovávají vstupní tok dat a přehrávají jej v přesném 
časovém sledu. Datový zdroj je použit k doručení vstupního toku dat do 
přehrávače. Cíl přehrávání závisí na typu přenášeného média.   
 
Obr. 4.18: Player model 
Přehrávače neposkytují žádnou kontrolu nad zpracováním dat nebo 
způsobem jak jsou data přehrávána. Podporují jen standardní uživatelské 
kontrolní mechanismy. 
 
Obr. 4.19: Přehrávače 
 Mohou se navíc vyskytovat v jednom ze šesti definovaných stavech. 
Rozhraní „Clock“ definuje dva základní stavy: Stopped a Started. Pro lepší 
kontrolu se ještě Stopped stav rozděluje na dalších pět stavů: Unrealized, 
Realiziting, Realized, Prefetching a Prefetched. 
 




 V normálním režimu přehrávač projde všemi stavy dokud nedosáhne 
Started stavu. Popis jednotlivých stavů je následující: 
o Unrealized – přehrávač je inicializován, neví však ještě nic o 
přenášených datech. Vždy při prvním vytvoření přehrávače se nachází 
v tomto stavu. 
o Realizing – přehrávač se nachází ve stavu určování velikosti a typu 
přenášených dat a jaké k tomu bude potřebovat zdroje.  
o Realized – přehrávač již  ví vše o přenášených datech. Protože již ví jak 
daná data interpretovat může inicializovat visuální komponentu a objekt 
pro kontrolu přenášených dat.  
o Prefetching – v tomto stavu se připravuje na samotné presentování dat. 
Během této fáze přehrávač nahraje data do bufferu, zajistí exklusivní 
použití všech potřebných zdrojů a provede vše co je potřeba pro 
připravení se na přehrávání. 
o Prefetched – jen oznámení, že je vše připraveno po předešlém stavu 
(Prefetching). 
o Started – poslední stavem je přehrávací režim, kdy dochází 
k samotnému přehrávání média v čase.   
Přehrávač posílá při každém přechodu z jednoho stavu do druhého tzv. 
TransitionEvents. ControllerListener pak poskytuje rozhraní ke sledování 
v jakém stavu se přehrávač právě nachází. 
 




o Processors – mohou být také použity k presentování dat. Jedná se o speciální 
typ přehrávače, který poskytuje kontrolu nad všemi operacemi s přenášenými 
daty prováděnými. Procesor podporuje stejné presentační kontrolní 
mechanismy jako přehrávač.  
 
Obr. 4.22: Procesor 
Procesor umožňuje navíc posílat přijatá data přes další datový zdroj a 
tak data přeposílat na jiný procesor či přehrávač. Jedná se tedy o přehrávač, 
který přivádí datový zdroj na svůj vstup, provede s ním uživatelem definované 
operace a takto upravená data pošle na svůj výstup. 
 
Obr. 4.23: Procesor diagram 
Procesor může data posílat tedy jak do nějakého presentačního zařízení, 
tak do datového zdroje. Pokud je použita druhá možnost, pak tento datový 
zdroj může být použit jako vstup do dalšího přehrávače či procesoru nebo jako 
vstup do tzv. „DataSinku“. Zpracování mediálních dat je rozděleno do 
několika stupňů:  
 





o Demultiplexing – je proces zpracovávání vstupního toku dat. Pokud je 
vstupní tok složen z více stop, dojde k jejich oddělení a separátního 
zpracování. Tento proces je vykonáván automaticky. 
o Pre-processing – zde dochází k aplikaci definovaných efektů na 
demultiplexované stopy. 
o Transcoding – představuje konverzi každé stopy z jednoho formátu do 
druhého tzn. dekódování (dekomprese) a kódování (komprese). 
o Post-processing – je postup aplikování algoritmů představujících 
jednotlivé efekty na dekódované stopy. 
o Multiplexing – je proces prokládání jednotlivých demultiplexovaných 
stop do jednoho výstupního toku dat. Např. audio a video stopa mohou 
být multiplexovány do jednoho MPEG-1 datového toku. 
o Rendering – prezentace výsledných dat uživateli. 
Zpracování v každém z výše popsaných stupňů, je zajištěno zvláštní 
komponentou. Tyto komponenty se nazývají „JMF plug-ins“. Pokud procesor 
navíc poskytuje komponenty „TrackControls“, je možno vybrat, který 
z pluginů bude použit pro danou stopu. Existuje pět typů těchto pluginů :   
o Demultiplexer – zpracovává mediální datové toky jako jsou WAV, 
MPEG, QuickTime. Pokud je datový tok multiplexován, budou z něj 
jednotlivé stopy extrahovány (demultiplexovány).  
o Effect – představuje speciální zpracování efektů nad danou stopou 
z mediálního toku. 
o Codec – provádí kódování a dekódování dat. 
o Multiplexer – kombinuje více stop ze vstupních dat do jednoho 
prokládaného výstupního toku a poskytne tento výsledný tok jako 
výstupní „DataSource“.  
o Renderer – zpracovává jednotlivá data a doručí je cílové komponentě 
jako je „screen“ nebo „speaker“. 
Procesor se může nacházet ve dvou tzv. vyčkávacích stavech 
„Configuring“ a „Configured“, které nastanou před tím, než procesor vstoupí 





Obr. 4.25: JMF stavy procesoru 
o Pokud je procesor ve stavu „Configuring“, pak se pokouší o připojení 
ke zdroji dat, z kterého provede demultiplexaci vstupního toku a 
následně zjistí formát těchto dat. 
o Pokud je již formát dat zjištěn, tak se procesor dostává do stavu 
„Configured“ a následně jím dojde k vyvolání události 
„ConfigureCompleteEvent“. 
o Pokud je procesor ve stavu „Realized“ je již plně vytvořen a připraven 
k další práci. 
Jak již bylo uvedeno výše, procesor je speciální typ přehrávače, tzn. že 
i na něj se vstahují restrikce ohledně volání jednotlivých metod v jednotlivých 





Obr. 4.26: Restrikce pro metody procesoru 
 
VoIP je tedy řešeno pomocí JMF frameworku a skládá se asi z přibližně šesti tříd, 
z nichž většina je nezbytná aplikace jednotlivých rozhraní a komponent pro monitorování a 
uskutečnění samotného přenosu, vysvětlených výše (kompletní UML diagram je v příloze č. 
2). Hlavní třídou, která se stará o inicializaci všech nezbytných komponent a vytvoření hovoru 
či zrušení hovoru s druhou stranou je třída „JVoIP_Main“, voláním funkcí „call“ či „hangup“. 
Funkci pro vytvoření hovoru je ještě nutno předat kompletní jabber ID tzv. JID. GUI 
reprezentaci tato třída žádnou nemá, jelikož se stará jen o samotné algoritmické řešení. 
Notifikaci žádosti o spojení, jeho vytvoření či zrušení zajišťuje „JContactWindow“ pomocí 














Pro realizaci projektu byl vybrán programovací jazyk Java, ať už z hlediska 
programování, kdy Java je čistě objektový jazyk, tak i z hlediska obliby mezi programátory, 
díky které je k dispozici mnoho dalších rozšíření (API) a v neposlední řadě je to nezávislost 
na operačním systému a tak možná přenositelnost aplikace. Bohužel daň za tuto vlastnost je 
její menší efektivnost a závislost na konkrétní verzi JVM (Java Virtual Machine). 
 
Při psaní kódu byla použita knihovna Smack API ve verzi 3.0.4, která umožnila 
rychlejší vznik základních funkcí výsledné aplikace. Nebylo tedy třeba řešit základní věci 
jako je sestavení spojení se serverem, načtení kontaktlistu, rušení spojení atd., ale pouze další 
přídavné funkce, jako jsou přenos souborů a VoIP komunikace. Knihovna samozřejmě 
neobsahuje žádné GUI rozhraní, poskytuje pouze funkční zázemí a tak GUI bylo vytvořeno 
na základě standardních Java komponent javax.swing.  
 
Při tvorbě GUI byl kladen důraz na jednoduchost a maximální přehlednost pro 
uživatele. Aplikace svým vzhledem je velmi podobná standardním IM klientům (QIP, ICQ), 
kdy např. formulář zobrazující textovou komunikaci mezi uživateli rozděluje jednotlivé 
probíhající komunikace do záložek, kde každá záložka reprezentuje jednu komunikaci 
s jedním uživatelem. Toto poskytuje daleko větší přehlednost, než kdyby se pro každého 
uživatele vytvářel nový samostatný formulář. Práce s aplikací je díky těmto vlastnostem 
maximálně intuitivní. Ale i tak má aplikace jistě své chyby a existují další věci ke zlepšení 
(např. podpora vkládání obrázků do textové komunikace atd.). 
 
 VoIP komunikace je řešena pomocí robustního frameworku JMF. Ten je velmi dobře 
zdokumentován, což obrovsky usnadňuje práci s ním. Pro jeho správné použití bylo třeba 
vytvořit komponenty pro komunikaci a signalizaci v rámci JMF, které většinou pouze 
implementovali rozhraní definované v JMF. Na základě toho bylo nutné vytvořit rozhraní pro 
komunikaci s výslednou aplikací, které by tyto komponenty bylo schopné ovládat. Aplikace 
dokonce obsahuje komponentu pro vypořádání se s mapováním portů v rámci soukromé LAN 
a jedné veřejné IP adresy tzv. NAT. Měla by být tedy schopná si s problémy s tímto 
spojenými poradit. Přenosová rychlost VoIP spojení je okolo 8kbit/s což je rychlost odvozená 
od kmitočtů řeči, kdy v telefonii se uvádí, že pro srozumitelnost řeči stačí přenášet pásmo od 
0,3 – 3,4kHz (po zaokrouhlení na 4kHz a po aplikaci vzorkovacího teorému, kdy vzork. 
frekvence musí být alespoň dvakrát větší než nejvyšší kmitočet v signálu obsažený, vyjde ono 
číslo 8000kHz, které představuje vzork. kmitočet). 
 
Protokol XMPP se tak ukázal jako velmi efektivní a z hlediska programátora velmi 
názorný. Dle mého názoru by mohl v brzké době vytlačit i známé ICQ, jelikož neobsahuje 
žádné reklamy a další zbytečné informace, které mohou uživatele obtěžovat. Navíc pokud si 
uživatel přeje zůstat v kontaktu s ostatními externími sítěmi (např. ICQ, MSN atd.) nic mu 
nebrání v použití transportů (bran) do jednotlivých sítí. 
 
Při psaní aplikace byl kladen důraz na její modulárnost z důvodu přidávání dalších 
modulů (všechny nové moduly by měli dědit od rodičovské třídy JModule). Díky tomu by 
měl být výsledný kód přehledný (obsahuje navíc zakomentované řádky, které představují 
pokus o realizaci transportu, který se bohužel úplně nezdařil, jelikož tato část Jabber 
komunikace je silně závislá na podpoře poskytovatele (Serveru), která není pro transporty 
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SEZNAM POUŽITÝCH ZKRATEK 
 
 
JAVA Ryze objektový programovací jazyk vytvořený v jazyku C (jeho nespornou 
výhodou je jeho univerzálnost na operačním systému – i když ne vždy je toto 
pravda) 
JMF Java Media Framework – knihovna v jazyku Java pro usnadnění práce 
s multimédii 
UML Unified Modeling Language - je značkovací jazyk pro vizualizaci, 
specifikaci, navrhování a dokumentaci programových systémů 
HTTP Hypertext Transfer Protocol – protokol pro přenos hypertextových odkazů 
XML eXtensible Markup Language – rozšiřitelný značkovací jazyk 
IM Instant messaging - internetová služba pro komunikaci v reálném čase 
XMPP Extensible Messaging and Presence Protocol – protokol pro komunikaci 
v reálném čase 
TCP Transmission Control Protocol – protokol zajišťující spojovanou spolehlivou 
službu(na třetí vrstvě TCP/IP modelu) 
UDP  User Datagram Protocol -  protokol zajišťující nespojovanou nespolehlivou 
službu(na třetí vrstvě TCP/IP modelu) 
HTML HyperText Markup Language - jedním z jazyků pro vytváření webových 
stránek v systému World Wide Web(WWW) 
PGP  Pretty Good Privacy umožňuje šifrování a podepisování 
SSL  Secure Sockets Layer - vrstva vložená mezi vrstvu transportní (např. TCP/IP) 
a aplikační (např. HTTP), která poskytuje zabezpečení komunikace 
šifrováním a autentizaci komunikujících stran 
SOAP  Simple Object Access Protocol – komunikační protokol 
IMPP  Instant Messaging and Presence Protocol 
IETF  Internet Engineering Task Force - vyvíjí a podporuje internetové standardy 
IESG  Internet Engineering Steering Group - dohlížecí výbor IETF 
ASCII  American Standard Code for Information Interchange – jedná se o kódovou 
tabulku která definuje znaky anglické abecedy, a jiné znaky používané v 
informatice 
URL  Uniform Resource Locator - řetězec znaků s definovanou strukturou, který 
slouží k přesné specifikaci umístění zdrojů informací na Internetu. 
GUI  Graphical User Interface - uživatelské rozhraní, které umožňuje ovládat 
počítač pomocí interaktivních grafických ovládacích prvků 
VoIP  Voice over Internet Protocol - technologie, umožňující přenos 
digitalizovaného hlasu v těle paketů rodiny protokolů UDP/TCP/IP 
prostřednictvím počítačové sítě nebo jiného média 
PHP  Personal Home Page - skriptovací programovací jazyk, určený především pro 
programování dynamických internetových stránek (webových aplikací, které 
vytvářejí dotazy na server, ten zavolá příslušný php skript, který provede 
potřebné operace a výsledek pošle zpět klientovi) 
JSP  Java Server Pages – JAVA webové stránky, které souží ke zobrazení výstupů 
z JAVA Servletů v internetových prohlížečích (obdoba php v jazyku JAVA, 
velkou výhodou je možnost použití Java komponent avšak 
možnou nevýhodou by mohla být robustnost, která způsobuje pomalejší 






I.  UML diagram balíčku „system“ 




































Příloha č. 2: UML diagram balíčku „modules.voip“ 
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