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Introduzione
Il lavoro, che viene qui presentato, è incentrato sul concetto di sicurezza,
aspetto chiave questo, sulla cui base si incentrano la maggior parte dei
sistemi di comunicazione e di programmazione distribuita. La sicurezza
comunque può essere intesa a più livelli, in quest’ambito si prenderà
tuttavia in considerazione solo quello legato al controllo degli accessi.
Il lavoro è da collocarsi all’interno di un più ampio progetto, chiamato
CMOS (Content Management Open Source), che prevede la progettazio-
ne di una piattaforma di servizi, legati al mondo del content, document
e workflow management. Nello specifico, quanto svolto ha origine da
un progetto precedentemente avviato, nel quale è stata individuata e
sviluppata una soluzione, volta ad integrare, nella piattaforma CMOS,
un modulo per il controllo degli accessi. L’Access Control è un parti-
colare livello di sicurezza, sulla base del quale è possibile definire una
politica di permessi, in modo da autorizzare un utente ad effettuare
determinate operazioni. Più precisamente, il modulo in questione ha
utilizzato delle politiche basate sugli attributi (ABAC), secondo le qua-
li, la decisione di autorizzare l’azione, richiesta da un soggetto, su una
particolare risorsa, dipende dalle caratteristiche o attributi del soggetto
e dalla risorsa stessa. Essendo CMOS destinato al mondo Open Source,
è stato adottato un linguaggio che permette la descrizione delle politi-
che d’accesso, l’XACML. Inoltre, nell’ottica di una realizzazione di un
modulo di controllo degli accessi e di una integrazione dello stesso all’in-
Xterno della piattaforma CMOS, si è partiti dall’implementazione della
SUN del linguaggio XACML all’interno della piattaforma Java e si so-
no apportate alcune modifiche delle informazioni, necessarie per fornire
le funzionalità di protezione dei dati sensibili; in aggiunta, sono state
apportate delle modifiche strutturali, per la corretta integrazione con la
piattaforma in esame.
Nello scenario proposto, il presente lavoro prosegue il progetto incremen-
tale appena introdotto, in modo da rendere la sua integrazione maggior-
mente flessibile ed estendibile.
Il progetto, allo stato in cui era giunto, infatti, deficitava in alcuni aspet-
ti, che possono essere riassunti in una collocazione non appropriata del
repository delle politiche, un mancato supporto di tutti i tipi di poli-
tiche possibili, previsti nello standard XACML, nonché la presenza di
una grossa limitazione, dovuta ad un caricamento delle politiche pura-
mente statico. Nel presente lavoro, partendo dall’analisi del sistema,
si è optato per la collocazione del repository delle politiche in un da-
tabase relazionale, adattando appropriatamente il prototipo, in modo
da rendere possibile l’accesso a tale repository. È stato realizzato, a tal
proposito, un modulo, integrato totalmente all’architettura precedente,
che permette, oltre che il recupero delle politiche da database, anche la
gestione delle politiche per riferimento, ampliando così le possibilità di
redazione delle politiche. Si è fatta particolare attenzione alle presta-
zioni del sistema, integrando delle cache per le politiche all’interno del
modulo, che permettano di limitare il numero degli accessi al database
al numero strettamente necessario. Inoltre si è data la possibilità di po-
ter scegliere tra vari tipi di politiche di rimpiazzamento degli elementi
contenuti nelle cache, a seconda della volontà dell’utente finale.
Nel rendere possibile l’accesso al database, inoltre, ci si è basati sul-
la presenza, all’interno dell’architettura CMOS, di un modulo che offre
un’interfaccia non legata alla tecnologia del repository e a tal proposi-
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to si è simulata la comunicazione con una particolare applicazione, che
permetta la redazione di politiche con l’ausilio di una interfaccia gra-
fica. Inoltre, è stato implementato un meccanismo che renda possibile
all’applicazione appena citata di poter interagire con il sistema, men-
tre quest’ultimo è a regime. Tale meccanismo tradurrà un’operazione
di modifica del repository, in un aggiornamento dinamico del sistema,
con l’ovvia conseguenza della possibilità di caricare le politiche in ma-
niera dinamica. Infine, sono stati presi in considerazione alcuni aspetti
che rendono possibile una maggiore flessibilità del sistema, proponendo
alcuni spunti per una futura implementazione.
Di seguito viene riportato un resoconto di quanto viene proposto nei
capitoli che costituiscono questa relazione.
Nel Capitolo 1 viene fatta una panoramica sullo standard utilizzato
per la gestione della politica ABAC, tentando di introdurre quei concetti
senza i quali l’analisi del progetto risulterebbe di difficile comprensione.
Nel Capitolo 2 si passerà alla descrizione delle tecnologie e delle piat-
taforme utilizzate durante l’intero lavoro.
Nel Capitolo 3 si procederà alla descrizione ad alto livello dell’archi-
tettura, mettendo in evidenza i requisiti, gli obiettivi, la sicurezza e le
possibili scelte di progettazione, legate allo sviluppo della piattaforma.
Nel Capitolo 4, partendo dall’implementazione precedente, si sottoli-
neeranno le varie fasi di progettazione, che hanno portato, passo dopo
passo, alla modifica del sistema e alla realizzazione e integrazione di
moduli, che permettano l’interazione con il database, la gestione dei ri-
ferimenti e che rendano possibile il caricamento dinamico delle politiche.
Nel Capitolo 5 verranno analizzate le scelte fatte, in relazione alle par-
ticolari strutture dati utilizzate; ed i tipi di algoritmi usati, in relazione
alle particolari scelte.
Infine, nelCapitolo 6 vengono indicate delle possibili modifiche e svi-
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luppi, che sono stati individuati durante la realizzazione di questo lavoro
e che si ritengono necessari per garantire una maggiore flessibilità del-
l’applicazione, soprattutto nei confronti degli utenti, suggerendone una
possibile implementazione.
1Capitolo 1
Lo standard XACML e il
progetto CMOS
Per la corretta comprensione del lavoro svolto, viene introdotto, in que-
sto capitolo, lo standard utilizzato per il supporto delle politiche di
controllo degli accessi basate sui ruoli, l’XACML.
1.1 Lo standard OASIS XACML
Lo standard XACML (eXtensible Access Control Markup Language)
proposto da OASIS (Organization for the Advancement of Structured
Information Standards) fornisce un linguaggio per la definizione delle
politiche (policy language) e un linguaggio di interfaccia per la interro-
gazione del sistema che applica le politiche (context language). Entram-
bi i linguaggi indicati sono espressi in XML nel rispetto di opportuni
XSD (XML Schema Definition) definiti nello standard.
Per comprendere come funziona in concreto questo standard, occorre
analizzare come viene integrato il meccanismo di controllo degli accessi
in uno scenario tipico, in cui un soggetto richiede l’autorizzazione ad
eseguire una particolare azione/operazione su di una determinata risor-
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sa.
La richiesta di autorizzazione deve essere indirizzata a uno specifico
componente del meccanismo di controllo degli accessi denominato Po-
licy Enforcement Point (PEP). Tale componente costituisce il punto di
contatto tra il mondo esterno e il controllo degli accessi: dal punto di
vista del richiedente è come se a tutti gli effetti la decisione sulla auto-
rizzazione venga presa dal PEP; in realtà, tramite il PEP si attiva un
complesso procedimento che mette il PEP nella condizione di produrre
una risposta alla richiesta di autorizzazione.
Figura 1.1: Visione del sistema da parte dell’utente finale.
Sia la richiesta che la risposta devono essere prodotte nel rispetto di
una sintassi e di una semantica concordate tra il richiedente ed il PEP; in
genere l’interfaccia del PEP viene realizzata nel rispetto del linguaggio
appartenente al richiedente. Il compito del PEP è di adattare l’interro-
gazione del richiedente al linguaggio di richiesta previsto dall’XACML
e di inoltrarla verso il Policy Decision Point (PDP): questo è il compo-
nente del meccanismo che sottopone la richiesta alle politiche, prende
una decisione e la inoltra al PEP, utilizzando il linguaggio di risposta
previsto dall’XACML.
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La richiesta ricevuta dal PDP e la risposta da esso prodotta costitui-
scono il contesto XACML.
All’arrivo di una richiesta, il PDP la sottopone alle politiche definite
nel sistema: tali politiche contengono un Target che descrive le caratte-
ristiche che devono avere il soggetto, la risorsa e l’azione, inerenti a una
richiesta affinché la politica possa essere applicata.
Figura 1.2: Contesto di lavoro del Policy Decision Point
Per individuare le politiche applicabili alla richiesta, il PDP può
operare in due modi alternativi:
• può utilizzare la richiesta come chiave di accesso a un repository
delle politiche, opportunamente strutturato rispetto a caratteris-
tiche dell’utente, della risorsa e delle azioni: all’arrivo di una ri-
chiesta, tramite una ricerca nel repository, vengono individuate le
politiche applicabili;
• può valutare i target di tutte le politiche, rispetto alle caratteris-
tiche descritte nella richiesta, e in base a tali valutazioni ricavare
quali politiche sono applicabili.
La decisione su una richiesta può richiedere la conoscenza di at-
tributi caratterizzanti il soggetto richiedente, la risorsa e, in generale,
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ulteriori attributi d’ambiente. Nel caso in cui tali attributi non siano
resi disponibili direttamente dal PEP, il contesto di valutazione viene
completato per mezzo dell’attività di un ulteriore componente denomi-
nato Policy Information Point (PIP). In maniera simile, si presuppone
che le politiche siano gestite da un ulteriore componente, detto Policy
Administration Point (PAP).
Figura 1.3: Architettura XACML
All’arrivo di una richiesta da parte del richiedente al PEP, questa
viene propagata verso il PDP, corredata dagli attributi necessari alla
decisione, che vengono resi disponibili tramite il PIP. Il PDP, facendo
riferimento al solo contesto e supportato dalle politiche predisposte dal
PAP, è in grado di prendere una decisione: questo aspetto viene eviden-
ziato dal fatto che il PDP è l’unico elemento del controllo degli accessi
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che non ha contatti con l’esterno.
Nella figura non vengono indicate le obligations: con tale termine si
indicano quelle operazioni che il PEP deve svolgere in relazione a una
risposta del PDP affinché quest’ultima possa essere considerata valida.
Un altro aspetto, che risulta evidente dalla figura 1.3, è il posiziona-
mento dei vari componenti del controllo degli accessi, relativamente al
mondo esterno: il PEP costituisce l’unico punto di contatto con il ri-
chiedente; il PIP è in grado di reperire dall’esterno i dati necessari al
completamento del contesto; il PAP e le politiche possono essere gestiti
internamente, ma in alcuni casi possono derivare dall’esterno; mentre il
PDP opera in contatto con il solo contesto XACML.
1.1.1 La richiesta XACML
Il PEP interroga il PDP inviandogli una richiesta, costruita nel rispetto
dello standard: tale richiesta è un documento XML valido (well for-
med) secondo lo schema stabilito dallo standard. Tale schema prevede
che l’elemento principale del documento sia “Request”; tale elemento
contiene, negli elementi denominati “Subject”, “Resource” e “Action”,
una rappresentazione del soggetto, della risorsa e dell’azione coinvolti
nella richiesta.
Ciascuno di questi elementi è costituito da un insieme di descrizioni
di attributi denominati “Attribute”. L’elemento “Attribute” è caratte-
rizzato da almeno un valore descritto nell’elemento “AttributeValue” e
da un insieme di metadati, che vengono utilizzati per identificare l’at-
tributo. I metadati previsti sono: un identificatore obbligatorio “Attri-
buteID” e due opzionali “Issuer” e “IssueInstant”, che contengono infor-
mazioni su chi ha emesso l’attributo e sul momento dell’emissione. Per
gli attributi più comunemente utilizzati sono stati riservati dei valori di
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Figura 1.4: Struttura della Request
“AttributeID”. Un attributo è caratterizzato da un tipo “DataType”, che
descrive il tipo di dato che costituisce il valore dell’attributo: tale tipo
può appartenere a un insieme di tipi primitivi predefiniti, o a dei tipi
dichiarati nell’ambito del contesto XACML.
Vediamo anche un Estratto dallo schema XSD relativo alla Request:
Schema XSD relativo alla Request
1 <xs:element name="Request " type="xacml -context :RequestType "/>
2 <xs: complexType name="RequestType ">
3 <xs:sequence >
4 <xs:element ref ="xacml -context :Subject " maxOccurs ="unbounded "/>
5 <xs:element ref ="xacml -context :Resource " maxOccurs ="unbounded "/>
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6 <xs:element ref ="xacml -context :Action "/>






13 <xs:element name="Attribute " type="xacml -context :AttributeType"/>
14 <xs: complexType name="AttributeType">
15 <xs:sequence >
16 <xs:element ref ="xacml -context :AttributeValue"
maxOccurs ="unbounded "/>
17 </xs:sequence >
18 <xs:attribute name="AttributeId " type="xs:anyURI " use ="required "/>
19 <xs:attribute name="DataType " type="xs:anyURI " use ="required "/>







26 <xs: complexType name="AttributeValueType" mixed="true">
27 <xs:sequence >
28 <xs:any namespace ="##any " processContents="lax " minOccurs ="0"
maxOccurs ="unbounded "/>
29 </xs:sequence >
30 <xs:anyAttribute namespace ="##any " processContents="lax "/>
31 </xs:complexType >
32 <!-- -->
Nella descrizione della risorsa presente nella richiesta, oltre alla se-
quenza di elementi “Attribute”, è previsto un ulteriore elemento opzio-
nale, denominato “ResourceContent”. Tale elemento può contenere una
qualsivoglia rappresentazione XML della risorsa, che sarà resa dispo-
nibile al PDP, per l’applicazione delle politiche: questo elemento non
ha alcuna funzione predefinita, a seconda dei casi può essere utilizzato
per contenere una rappresentazione alternativa o complementare della
risorsa.
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1.1.2 La risposta XACML
Una volta che il PDP ha preso una decisione sulla richiesta ricevuta,
confeziona una risposta e la invia al PEP. Tale richiesta è un documen-
to XML, valido secondo lo schema stabilito dallo standard che prevede
che l’elemento principale del documento sia “Response”. Una rappresen-
tazione di un elemento “Response” è contenuta in Figura 1.5: contiene
di norma un elemento “Result”, ma, a seconda della richiesta ricevuta,
tale elemento può essere multiplo. Un elemento “Result” è costituito da
un elemento “Decision”, un elemento “Status” ed eventualmente uno o
più elementi “Obligation”.
Figura 1.5: Struttura della Response
Un elemento “Decision” deve contenere un valore tra “Permit”, “De-
ny”, “NotApplicable” e “Indeterminate”: il meccanismo in base al quale
il PDP perviene alla decisione verrà spiegato dettagliatamente nei pa-
ragrafi successivi. Se l’elemento “Decision” assume il valore “Permit”, il
PEP deve autorizzare la richiesta di accesso sottoposta a valutazione, in
tutti gli altri casi l’autorizzazione deve essere negata: nel caso del valo-
re “Deny” la negazione è frutto della decisione del PDP, negli altri casi
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(“NotApplicable” e “Indeterminate”) il PDP non è in grado di individu-
are una politica applicabile alla richiesta o di individuare una decisione
non ambigua. Un elemento “Status” contiene informazioni su eventuali
errori verificatisi nell’ambito dell’attività del PDP per il calcolo della
decisione oppure assume il valore:
urn:oasis:names:tc:xacml:1.0:status:ok.
L’elemento “Obligation” non ha alcun vincolo di cardinalità: può non
essere presente o essere presente in più copie. Contiene delle indicazioni
su operazioni, che il PEP deve capire e deve eseguire, per poter con-
siderare valida la decisione del PDP: se il PEP non può eseguire una
“Obligation”, deve compiere le stesse azioni previste per una “Decision”
di valore “Deny”. Opzionalmente, l’elemento “Response” contiene un at-
tributo “ResourceID”, che indica quale è la risorsa per la quale è stata
presa una decisione di controllo degli accessi.
Schema XSD relativo alla Response
1 <xs:element name="Response " type="xacml -context :ResponseType"/>
2 <xs: complexType name="ResponseType">
3 <xs:sequence >






10 <xs:element name="Result " type="xacml -context :ResultType "/>
11 <xs: complexType name="ResultType ">
12 <xs:sequence >
13 <xs:element ref ="xacml -context :Decision "/>
14 <xs:element ref ="xacml -context :Status " minOccurs ="0"/>
15 <xs:element ref ="xacml :Obligations " minOccurs ="0"/>
16 </xs:sequence >
17 <xs:attribute name="ResourceId " type="xs:string " use="optional "/>
18 </xs:complexType >




22 <xs:element name="Decision " type="xacml -context :DecisionType"/>
23 <xs: simpleType name="DecisionType">
24 <xs:restriction base="xs:string ">
25 <xs:enumeration value ="Permit "/>
26 <xs:enumeration value ="Deny"/>
27 <xs:enumeration value ="Indeterminate"/>






34 <xs:element name="Status " type="xacml -context :StatusType "/>
35 <xs: complexType name="StatusType ">
36 <xs:sequence >
37 <xs:element ref ="xacml -context :StatusCode "/>
38 <xs:element ref ="xacml -context :StatusMessage" minOccurs ="0"/>






45 <xs:element name="Obligations " type="xacml :ObligationsType"/>
46 <xs: complexType name="ObligationsType">
47 <xs:sequence >
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1.2 Il progetto CMOS
Il progetto CMOS (“Nuova piattaforma in ambiente Open Source per
la realizzazione di sistemi di Content Management”) è un progetto che
prevede la progettazione e l’implementazione di una piattaforma di ser-
vizi, legati al mondo del content, document e workflow management.
Con questo lavoro è stata individuata e sviluppata una soluzione volta
a integrare nella piattaforma un modulo per il controllo degli accessi ai
dati. Lo scopo del controllo degli accessi è di sottoporre ogni richiesta
dell’utente di accedere ai dati a un insieme di politiche di accesso. Le
politiche di accesso impongono delle condizioni, che devono essere veri-
ficate, affinché l’azione dell’utente venga autorizzata.
Alcuni esempi di utilizzo sono: siti istituzionali di organizzazioni
pubbliche e private, siti per il commercio elettronico, siti di comunità
virtuali. Lo sviluppo di queste applicazioni coinvolge competenze multi-
disciplinari necessarie per affrontare compiti eterogenei, che vanno dalla
progettazione delle strutture dati relative ai contenuti, alla realizzazione
di interfacce ipertestuali, per la gestione e la navigazione delle informa-
zioni. CMOS vuole essere una soluzione per chi ha le conoscenze del
dominio informativo, su cui deve essere sviluppata un’applicazione, ma
non ha sufficienti competenze informatiche per affrontare i vari aspetti
legati allo sviluppo: il progetto CMOS intende fornire uno strumen-
to che consenta di produrre una applicazione Web, senza approfondite
competenze informatiche, attraverso l’utilizzo di un’interfaccia grafica,
che guidi nel processo di sviluppo, mettendo in evidenza gli aspetti lo-
gici dell’applicazione e mascherando tutti gli aspetti implementativi.
Nelle applicazioni di Content Management la sicurezza dei dati è un
aspetto particolarmente rilevante, in particolar modo deve essere garan-
tito che, chiunque voglia accedere ai dati messi a disposizione dall’ap-
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plicazione, abbia sufficienti diritti.
In quest’ottica, in CMOS si è sentita l’esigenza di consentire, allo
sviluppatore dell’applicazione, di definire delle politiche di accesso ai
dati: ogni sviluppatore potrà individuare delle categorie di dati sensibi-
li e per ognuna di esse potrà specificare quali caratteristiche dovrà avere
l’utente per poter accedere ai dati, intendendo con tale termine qualsiasi
azione che possa avere a che fare con i dati, dalla visualizzazione, alla
modifica, alla cancellazione o all’inserimento.
In particolare, nello sviluppo del progetto CMOS, si è fatta la scelta
di esprimere le politiche in modo molto flessibile, facendo riferimento agli





In questo capitolo si procederà alla descrizione delle tecnologie e del-
le piattaforme utilizzate durante l’intero lavoro, nella realizzazione del
progetto, infatti, sono state seguite le indicazioni alla base del progetto
CMOS, che prevedono l’utilizzo della tecnologia J2EE (Java 2 Enterpri-
se Edition), mentre le librerie, relative allo standard XACML utilizzate,
sono quelle della SUN’s XACML Implementation Version 1.2.
Un ulteriore vincolo era l’utilizzo di solo software Open Source.
2.1 SUN’s XACML Implementation Version
1.2
È l’implementazione dello standard XACML, fornisce una serie di classi
che consentono di realizzare tutti i componenti previsti e di assemblare
l’infrastruttura riassunta nella figura2.1.
Il PEP è il componente che riveste il compito di tramite con il mondo
esterno, inoltre il suo compito è quello di fare da interfaccia verso il
PDP. Quest’ultimo è il cuore del sistema ed è in grado di accedere
alle politiche e alle informazioni accessorie, necessarie per le decisioni.
L’implementazione permette di definire degli oggetti “Finder” , oggetti
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Figura 2.1: Implementazione SUN
che vengono messi a disposizione del PDP, che li utilizza per accedere ai
dati di cui necessita. Gli oggetti “Finder”, quindi, hanno un’importanza
fondamentale nel complesso processo della valutazione della richiesta.
Essi infatti, tra le atre cose, permettono di recuperare le policy, che
verranno poi utilizzate dal PDP per prendere una decisione.
Inoltre, sono disponibili le classi per la costruzione di oggetti “Reque-
st”, “Response”, “Policy”, “Function”, ecc. e delle factory per estendere
le classi predefinite.
L’implementazione viene fornita in vari package, vediamoli in dettaglio:
com.sun.xacml è il package principale. Contiene le classi necessarie
per valutare le politiche, per individuare le corrispondenze, ecc.
In particolare contiene la classe PDP, che costituisce il fulcro di
tutta l’implementazione.
com.sun.xacml.ctx contiene le classi relative al context schema, ov-
vero i formati per le request e le response. Per queste classi è
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definito il parsing e la codifica in XML. L’uso di queste classi è
alla base della costruzione di un PEP.
com.sun.xacml.attr è il package che fornisce il supporto ai tipi di
dato standard e contiene le classi astratte, necessarie per la defi-
nizione di nuovi tipi.
com.sun.xacml.combine fornisce le classi per gli algoritmi di combi-
nazione standard e le classi astratte, necessarie per la definizione
di nuovi algoritmi.
com.sun.xacml.cond contiene tutte le funzioni previste dallo stan-
dard per la definizione degli elementi Condition, oltre alle classi
astratte, necessarie per la definizione di nuove funzioni.
com.sun.xacml.finder è la libreria che fornisce le classi, necessarie
per fornire il supporto di cui necessita il PDP. Viene utilizzata
per recuperare le policy, gli attributi non presenti nella request,
generare parametri a real-time.
com.sun.xacml.finder.impl fornisce alcuni finder con funzionalità di
base. Sulla base di questi finder, è possibile definirne di nuovi per
adeguarne le funzionalità al particolare ambito di utilizzo.
2.1.1 Gerarchia delle politiche in XACML
Le politiche sono organizzabili gerarchicamente secondo tre livelli: l’uni-
tà più elementare delle politiche è la Regola (“Rule”); più Regole posso-
no essere raggruppate in una Politica (“Policy”); più Politiche possono
essere raggruppate in Set di Politiche (“PolicySet”). È inoltre possibile
notare in figura 2.2 l’organizzazione relazionale delle politiche nell’am-
bito dell’implementazione della Sun.
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Figura 2.2: Organizzazione relazionale delle politiche
Di seguito viene fornita una descrizione dei tre livelli di gerarchia.
2.1.1.1 Regola.
È l’unità di base delle politiche XACML. Le Regole possono essere utiliz-
zate solo come elementi componenti delle “Policy”. Un elemento “Rule”
è caratterizzato da un attributo Effetto (“Effect”), da un elemento “Tar-
get” ed eventualmente da una Condizione (“Condition”).
L’Effetto è il risultato atteso per la Regola, qualora la valutazione del
2.1 SUN’s XACML Implementation Version 1.2 17
Target e della Condizione producano un risultato positivo; i valori pre-
visti per l’Effetto sono “Permit” e “Deny”. Se il Target di una Regola non
è specificato, allora viene inteso uguale a quello previsto per la “Policy”
che contiene la Regola. La Condizione è un’espressione booleana, che
nell’ambito delle Richieste, che superano il filtro del Target, consente
di determinare con maggior dettaglio l’applicabilità della Regola. Rias-
sumendo, il valore, restituito da una Regola, dipende dalla valutazione
del Target ed eventualmente della Condizione.
2.1.1.2 Politica.
Le Regole non possono essere utilizzate singolarmente perché, se il PDP
si trovasse nella situazione in cui due o più Regole vanno in conflit-
to (risultano tutte applicabili, ma prevedono un Effetto diverso), non
sarebbe in grado di produrre un risultato valido. Per ovviare a tale
inconveniente, le Regole vengono utilizzate solo come elementi, facenti
parte di politiche più elaborate: gli elementi “Policy”.
Un elemento “Policy” è caratterizzato da un elemento “Target”, da un
insieme di elementi “Rule” e da un attributo “RuleCombiningAlgID”,
che specifica l’algoritmo, che deve essere utilizzato dal PDP per gestire
situazioni di conflitto tra le Regole, combinandone gli Effetti. In base
all’algoritmo di combinazione specificato, il risultato ottenuto dall’ap-
plicazione di una Policy sarà differente, nonostante l’Effetto delle Regole
che la compongono rimanga invariato.
Oltre agli elementi menzionati, è previsto l’elemento opzionale “Obliga-
tions”, che specifica una sequenza di elementi “Obligation”, che devono
essere comunicati dal PDP al PEP nel Response context, nel caso di
applicazione della Policy. Ogni “Obligation” contiene un attributo “Ful-
fillOn”, che specifica quale deve essere il valore del Risultato, calcolato
per la Policy, per includere la “Obligation” nella Risposta, e una se-
quenza di elementi “AttributeAssignment”, che indicano dei parametri,
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per operazioni che il PEP deve essere in grado di svolgere, per ritenere
valido il Risultato della Policy.
2.1.1.3 Set di Politiche.
La struttura degli elementi “Policy” prevede che, nel caso in cui delle
Regole componenti vadano in conflitto, il Risultato della Policy sia co-
munque calcolato attraverso un’algoritmo di combinazione. Lo stesso
problema evidenziato per le Regole si può presentare anche per le “Poli-
cy”: all’arrivo di una Richiesta, il PDP potrebbe individuare più “Policy”
applicabili e pervenire a una situazione di conflitto. Per rimediare a tale
situazione, anche le “Policy” possono essere inserite all’interno di un ele-
mento composto, detto “PolicySet”, che svolge per, le “Policy”, lo stesso
ruolo che le “Policy” svolgono per le “Rule”: anche l’elemento “PolicySet”
specifica un algoritmo di combinazione, che deve essere utilizzato per
combinare i risultati di “Policy” in conflitto.
Notare che all’interno del “Set di Politiche”, risulta possibile rag-
gruppare insieme ad un certo numero di politiche anche riferimenti ad
altre politiche o a set di politiche. A tal proposito le specifiche indi-
cano che possano essere utilizzati due elementi, “PolicyIdReference” e
“PolicySetIdReference” ed in particolare che:
“PolicyIdReference” è un elemento che può essere usato per referen-
ziare un elemento <Policy> attraverso il propio id.
Se <PolicyIdReference> è un URL, allora esso può essere risolto
con la <Policy> specifica.
L’elemento <PolicyIdReference> è di tipo “xs:anyURI”
“PolicySetIdReference” , in maniera analoga, è un elemento che può
essere usato per referenziare un elemento <PolicySet> attraverso
il proprio id.
Se <PolicyIdReference> è un URL, allora esso può essere risolto
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con il <PolicySet> specifico.
Anche l’elemento <PolicySetIdReference> è di tipo “xs:anyURI”
Ogni livello gerarchico è caratterizzato da un elemento “Target” ,
che identifica quali devono essere le caratteristiche necessarie del Sog-
getto, della Risorsa e dell’Azione, contenuti in una Richiesta, affinché
la Richiesta possa essere sottoposta alla politica. Quindi funziona come
una sorta di “filtro”, che seleziona le politiche applicabili a quel tipo di
richiesta.
In dettaglio, la descrizione di un Soggetto, di una Risorsa o di un’Azione
è costituita da una sequenza di corrispondenze (“Match”), che devono
essere tutte verificate, affinché ci sia corrispondenza tra l’elemento in-
dicato nella richiesta e l’elemento specificato nel Target.
Le corrispondenze vengono valutate tramite opportune funzioni di mat-
ch, che producono un valore booleano: tali funzioni prevedono come pa-
rametri un elemento “AttributeValue” e un elemento relativo al Soggetto,
alla Risorsa o all’Azione, che viene estratto dal contesto di valutazione,
per mezzo di due meccanismi di reperimento previsti dall’XACML: l’
“AttributeDesignator” e l’“AttributeSelector”.
Una volta applicata la politica, sia essa una Regola, una Polcicy o
un PolicySet, l’applicazione genererà un risultato.
Il risultato di una Regola è fissato da un attributo obbligatorio dell’ele-
mento “Rule” detto Effetto (“Effect”): tramite tale attributo, chi scrive la
politica, stabilisce il risultato della Regola, nel caso in cui venga applica-
ta con successo a una Richiesta. Diversamente dalla Regola, il risultato
degli altri tipi di politiche (“Policy” e “PolicySet”), non viene fissato
a priori da chi scrive la politica, ma viene derivato dai risultati delle
politiche componenti mediante opportuni algoritmi di combinazione.
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2.2 La piattaforma J2EE
La piattaforma J2EE usa un modello, distribuito a più livelli (multiti-
red), per lo sviluppo di applicazioni enterprise. La logica dell’applicazio-
ne è divisa in componenti, in base alle sue funzioni, e i vari componenti
sono installati su macchine differenti, a seconda del livello dell’ambiente
J2EE a cui appartengono.
Figura 2.3: La piattaforma J2EE
La Figura 2.3 mostra due applicazioni a più livelli, divise in livelli
secondo la seguente lista:
• Livello Client: componenti eseguiti sulla macchina client.
• Livello Web: componenti eseguiti sul server J2EE.
• Livello Business: componenti eseguiti sul server J2EE.
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• Livello Enterprise Information System (EIS): software presente sui
server Database.
Sebbene un’applicazione J2EE può consistere di tre o quattro livelli,
solitamente viene considerata di tre livelli perché i componenti sono di-
stribuiti su tre locazioni differenti: macchine client, macchina con il ser-
ver J2EE, macchine con database. Le applicazioni J2EE sono costituite
da componenti. Un componente è un’unità software funzionale assem-
blata in un’applicazione J2EE con le sue classi, files e interconnessioni
con gli altri componenti.
2.2.1 Componenti J2EE
Sono definiti i seguenti componenti J2EE:
• Applicazioni Client e Applet sono componenti che vengono ese-
guiti sulla macchina client.
• Java Servlet e JavaServer Pages (JSP) sono componenti web che
vengono eseguiti sul server.
• Enterprise JavaBeans (EJB) sono componenti business che vengo-
no eseguiti sul server;
I componenti J2EE sono scritti nel linguaggio di programmazione
Java e sono compilati nello stesso modo con cui si compilano altri pro-
grammi Java. La differenza tra i componenti J2EE e le classi standard
Java è che i componenti J2EE sono assemblati in un’applicazione J2EE,
sono verificati per essere conformi con le specifiche J2EE, per poi essere
mandati in produzione (“deployment”), dove vengono eseguiti e gestiti
dal server J2EE. Particolare importanza ha il codice Business, che, com’
è logico, svolge o viene incontro alle necessità di un particolare dominio
di business ed è gestito dagli enterprise beans nello strato business.
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Figura 2.4: I Containers di J2EE
La figura 2.4 mostra la comunicazione con componenti business, in
cui l’Enterprise Bean riceve i dati dai programmi client, li processa (se
necessario) e li invia allo strato EIS ( Enterprise Information System) per
la memorizzazione. Eventualmente un Enterprise Bean successivamente
preleverà i dati immagazzianti, li processerà (se necessario) e li invierà
indietro al client.
2.2.2 Enterprise Bean
La specifica di Enterprise JavaBeans definisce un modello di tipo CTM
(Component Transaction Monitors), uno dei modelli più avanzati nel
mondo delle business application. Da un punto di vista architetturale,
EJB è semplicemente un modo diverso di vedere e di implementare il
modello della computazione distribuita, che ha visto, nel corso degli an-
ni, numerose variazioni sul tema: una delle più famose è quella basata
sugli oggetti distribuiti, i quali possono essere eseguiti in remoto e su
più macchine indipendenti fra loro.
Già prima di EJB erano disponibili alcune interessanti e importanti
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alternative: da un lato Remote Method Invocation (RMI) permette in
maniera piuttosto semplice di realizzare applicazioni distribuite e rap-
presenta la soluzione full-Java più semplice, anche se probabilmente
meno flessibile. In alternativa, CORBA è spesso considerato il sistema
di gestione degli oggetti remoti e distribuiti più versatile, eterogeneo,
potente, ma anche più complesso. Inoltre CORBA sta lentamente ridu-
cendo la sua diffusione, relegato sempre più a contesti legacy o a casi
particolari eterogenei. L’alternativa Microsoft è la tecnologia .Net, che
di fatto rappresenta il tentativo della casa di avvicinarsi al mondo enter-
prise. Pur essendo valutata una tecnologia interessante, .Net è ancora
carente, soprattutto per la parte riguardante gli application server, del
tutto assenti.
La differenza fondamentale di EJB, rispetto agli altri modelli, è rap-
presentata dal supporto offerto per la realizzazione di applicazioni di-
stribuite: RMI e CORBA infatti sono esclusivamente motori di oggetti
distribuiti (solo Java nel primo caso, language neutral nel secondo), do-
ve i cosiddetti distributed object services devono essere implementati a
mano, o forniti per mezzo di software terze parti.
In EJB, invece, tutto quello che riguarda la gestione dei servizi è di-
sponibile ed utilizzabile in maniera automatica e trasparente agli occhi
del client. Per servizi si intendono quelle funzionalità atte alla imple-
mentazione di tre aspetti molto importanti: Transazioni, Security e
Scalabilità. Vediamo di accennare qualcosa su questi tre aspetti.
Sinteticamente, una transazione è definibile come un insieme di ope-
razioni che devono essere svolte in maniera atomica, oppure fallire to-
talmente.
Java è nato come linguaggio estremamente attento al concetto di
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sicurezza, aspetto ancora più importante quando si ha a che fare con
sistemi distribuiti. Nella specifica EJB è stato inserito un supporto inte-
grato alla security, basandosi su quello offerto dalla piattaforma Java 2.
La filosofia con cui EJB è stato progettato, soprattutto le modalità
con cui opera, consente un elevato livello di flessibilità e scalabilità, in
funzione del traffico dati e del numero di clienti. Ad esempio, la politica
per la decisione di quali, quanti e come i vari bean vengano forniti ai vari
client è totalmente gestita dal server. Da notare che EJB è costruito
sopra il modello di RMI, del quale utilizza le funzionalità e la filosofia
di base, per realizzare strutture distribuite, estendendone i servizi in
maniera trasparente.
La specifica di EJB definisce un’architettura standard per l’imple-
mentazione della business logic in applicazioni multi-tier, basate su
componenti riusabili. Tale architettura è fondata essenzialmente su tre
componenti: il server, i container e i vari client.
Server EJB. Il server EJB ha lo scopo di incapsulare tutto quello che
sta sotto lo strato EJB (applicazioni legacy, servizi distribuiti) e
di fornire ai contenitori gli importanti servizi di base per i vari
componenti installati.
Container EJB. Intercettando le invocazioni dei client sui metodi dei
bean, il container è in grado di effettuare diversi controlli molto
importanti, in modo da offrire alcune funzionalità legate al ciclo
di vita dei vari componenti, alla gestione delle transazioni ed alla
security management. Dal punto di vista implementativo, al fine
di permettere la corretta comunicazione fra componente e con-
tenitore, chi sviluppa un componente deve implementare alcune
interfacce standard.
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Client. Il client, infine, rappresenta l’utilizzatore finale del componen-
te. La visione che ha del componente è resa possibile grazie a
due interfacce (HomeInterface e RemoteInterface), la cui imple-
mentazione è effettuata dal container al momento del deploy del
bean. La HomeInterface fornisce i metodi relativi alla creazione
del bean, mentre l’altra offre al client la possibilità di invocare,
da remoto, i vari metodi di business logic. Implementando queste
due interfacce, il container è in grado di intercettare le chiamate
provenienti dal client e al contempo di fornire ad esso una visione
semplificata del componente. Il client non ha la percezione di que-
sta interazione da parte del container: il vantaggio è quindi quello
di offrire in modo indolore la massima flessibilità, scalabilità, oltre
ad una non indifferente semplificazione del lavoro da svolgere.
Nella versione 1.1 della specifica di EJB sono stati definiti due tipi
di componenti: gli entity bean e i session bean. A partire dalla 2.0 è
possibile disporre di un terzo tipo di componente, orientato alla gestione
di messaggi asincroni basati sulla API Java Message Service (JMS).
Quindi riassumendo gli Enterprise Beans possono essere:
1. Session Beans (Stateless e Stateful)
2. Entity Beans(Bean Managed e container managed)
3. Message-driven Beans.
Un Session bean rappresenta una conversazione transitoria con un
cliente. Quando il cliente finisce l’esecuzione , il session bean e i suoi
dati cessano di esistere. Al contrario, un Entity bean rappresenta un
dato persistente salvato in una riga della tabella/relazione del databa-
se. Se il cliente ha terminato, o il server si blocca, il servizio sottostante
assicura che i dati dell’Entity Bean siano salvati. Un Message-driven
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bean combina le caratteristiche di un session bean e di un Java Mes-
sage Service (JMS) message listener, permettendo ad un componente
business di ricevere messaggi JMS asincroni.
L’architettua dei componenti JavaBeans1 puó essere usata sia nello
strato client che server, per gestire la comunicazione tra una applicazione
client, o una applet, ed i componenti che girano nel server J2EE, o tra
i componenti software e un database.
Il fatto che J2EE sia indipendente dalla piattaforma, e che l’ap-
plicazione sia basata su un modello a più livelli, rende lo sviluppo di
un’applicazione J2EE ancora più facile, grazie anche ai servizi sottostan-
ti messi a disposizione per ciascun tipo di componente dal suo container.
Il fatto di non sviluppare questi servizi, permette di concentrarsi so-
lamente sulla soluzione al problema business. I containers (Figura 2.4)
sono interfacce tra un componente e le funzionalità a basso livello, spe-
cifiche della piattaforma che supportano il componente.
Per esempio, prima che un componente web, enterprise bean o ap-
plication client possa essere eseguibile, esso deve essere assemblato nel-
l’applicazione J2EE e “deployato” nel suo contenitore. Il processo di
assemblaggio implica la specifica dei settaggi di ogni componente nel-
l’applicazione J2EE e dell’applicazione in sè. I settaggi del contenitore
adattano il supporto sottostante, fornito dal server di J2EE, che include
i servizi quali JNDI, sicurezza, amministrazione di transazioni, etc. Il
modello della sicurezza in J2EE permette di configurare un componente
web o un enterprise bean, in modo tale che le risorse del sistema siano
accedute solo dagli utenti autorizzati.
1JavaBeans non sono considerati componenti dalle specifiche J2EE, infatti i JavaBean sono
differenti dagli Enterprise Beans.
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2.2.3 Servizi di Naming e Directory
Un servizio di naming permette di associare dei nomi ad oggetti e di
poter effettuare una ricerca degli oggetti in base al loro nome. L’asso-
ciazione di un nome con un oggetto è chiamata binding. Per effettuare
una ricerca di un oggetto in un sistema di naming, si deve fornire il
nome dell’oggetto. Inoltre, il sistema di naming specifica la sintassi che
il nome deve avere. Questa sintassi è chiamata convenzione sui nomi
(naming convention).
Si definisce contesto un insieme di associazioni nome-oggetto. A cia-
scun contesto è associato una naming convention. Un contesto fornisce
l’operazione di lookup, per recuperare l’oggetto di cui è stato specificato
il nome, ed altre operazioni per:
• Associare un nome all’oggetto.
• Rimuovere l’associazione tra un nome ed un oggetto
• Visualizzare i nomi associati agli oggetti.
All’interno del contesto un nome può essere associato ad un altro
contesto chiamato sotto-contesto o subcontext. Per esempio, nel file sy-
stem UNIX la directory /usr è un contesto, mentre la directory /usr/bin
è un sotto-contesto di /usr. Molti servizi di naming sono estesi con ser-
vizi di directory.
Un servizio di directory associa nomi ad oggetti, ma, inoltre, per-
mette a questi oggetti di essere caratterizzati da una serie di attributi.
Un attributo è costituito da una coppia nome e un insieme di valori. La
ricerca di un oggetto può avvenire, cosí, non soltanto in base al nome
dell’oggetto, ma anche attraverso il valore che un particolare attributo
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assume. Un servizio di directory, generalmente, permette anche di rica-
vare il valore degli attributi relativi all’oggetto specificato. Gli oggetti
gestiti da un sistema di directory sono detti oggetti directory. Un og-
getto directory può rappresentare un qualunque elemento dell’ambiente
operativo, ad esempio una stampante, un utente, un computer o una
rete.
Un oggetto directory contiene gli attributi che descrivono l’oggetto
che esso rappresenta. Per esempio, un utente può essere rappresentato
da un oggetto directory, che ha come attributi il suo nome, cognome,
user-id e password. Una directory è un insieme di oggetti directory.
Infine, un servizio di directory è un servizio che fornisce operazioni
per aggiungere, rimuovere, modificare e cercare il valore degli attributi
associati all’oggetto in una directory. Generalmente è ottimizzato per
fornire una risposta veloce a ricerche di grossi volumi di informazioni.
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Capitolo 3
Analisi e Specifica dei Requisiti
In questo capitolo si procederà alla descrizione ad alto livello dell’ar-
chitettura, mettendo in evidenza i requisiti, gli obiettivi, la sicurezza e
le possibili scelte di progettazione, legate allo sviluppo della piattaforma.
Nell’analisi dell’architettura del sistema ci si è concentrati sullo stu-
dio accurato di ogni fase dell’implementazione, con l’obiettivo di in-
dividuare, all’interno del progetto iniziale, i punti deboli e le possibili
migliorie da apportare al sistema, in modo da renderlo maggiormente
flessibile; in questa fase sono state riscontrate, da un lato caratteris-
tiche inadeguate, dall’altro caratteristiche assenti, che necessitavano di
un’implementazione per poter sfruttare a pieno le possibilità offerte dal-
lo standard XACML.
Il lavoro si è focalizzato sulla necessità di integrare, nell’architet-
tura del progetto CMOS, alcuni nuovi moduli. Tali moduli dovevano
aggiungere alcune caratteristiche importanti al sistema quali:
• Caricamento dinamico delle politiche
• Recupero delle politiche da database
• Gestione dei riferimenti all’interno dei PolicySet.
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In particolare, durante questa fase, ci si è resi conto di come il si-
stema risultasse poco flessibile all’aggiornamento. Il sistema infatti, per
come era stato realizzato, recuperava le politiche da file system e non
era provvisto della possibilità di aggiornamento “a caldo”. Ragion per
cui, la modifica di una policy implicava una serie di operazioni, tra le
quali, l’accesso al file system della macchina su cui gira il software, per
portare a termine le modifiche del caso e successivamente, il restart del
sistema, per rendere effettive le modifiche apportate. Quindi, come ri-
sulta chiaro dalla figura 3.1, durante l’aggiornamento del sistema, vi
erano degli istanti in cui il sistema non era in grado in alcun modo di
rispondere alle richieste in arrivo. Quindi, si è reso necessario uno studio
Figura 3.1: Aggiornamento policy nell’implementazione precedente
attento dell’intera architettura, per individuare i punti sui quali poter
intervenire, in modo da rendere il sistema reattivo alle modifiche, senza
per questo dover ogni volta eseguire un riavvio del sistema, con una
inevitabile cessazione di erogazione del servizio agli utenti finali, anche
se per un periodo di tempo limitato.
All’interno dell’architettura è stata inoltre reputata inadeguata, o
per lo meno limitante, la presenza del repository delle politiche su file
system. Si è quindi optato per l’integrazione del sistema con un Databa-
se. Le possibili alternative individuate sono state MYSQL ed LDAP. La
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Figura 3.2: Aggiornamento policy a caldo
scelta dell’una o dell’altra implica approcci differenti al problema, con
vantaggi o svantaggi, che verranno ora discussi. La scelta di MySQL ha
dalla sua il vantaggio delle caratteristiche di tale database relazionale,
che permettono una notevole facilità di utilizzo, ma ha, d’altra parte, lo
svantaggio di una semplice e limitata possibilità di articolare la struttu-
ra dei dati memorizzati al suo interno, a meno di non voler complicare
notevolmente la ricerca e la memorizzazione. Un’ipotesi semplificati-
va potrebbe essere quella di creare una tabella all’interno del database,
che possa contenere semplicemente le politiche nella loro interezza, come
mostrato in Figura 3.3, ciò implica che, una volta estratta la politica
da Database, si renda necessaria la successiva analisi (eventualmente
attraverso il meccanismo del parsing) della stessa.
Figura 3.3: Possibile uso di MySql
Nel caso di LDAP l’approccio deve essere differente. Al suo interno,
i dati vengono memorizzati con una struttura ad albero, che facilite-
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rebbe la ricerca, al suo interno, di un particolare “TAG”, relativo ad
una politica XACML, tuttavia tale scelta implica uno studio aggiunti-
vo sulla modalità di inserimento dei vari campi all’interno del database
(vedere figura 3.4). Inoltre, anche nel caso in cui si riuscisse e trovare un
Figura 3.4: Possibile uso di LDAP
buon metodo per smembrare la politica, in modo da inserirla opportu-
namente in questo tipo di database, in una fase successiva, si potrebbero
avere problemi dovuti al calo di prestazioni, a causa di ripetuti accessi
al database, dovuti alla ricerca di opportuni campi relativi alla policy,
nel momento in cui si rendesse necessaria la verifica dell’applicabilità di
una data politica, in relazione ad una particolare richiesta.
Per quanto riguarda la Gestione dei Riferimenti, si era accennato in
precedenza che, all’interno di un PolicySet, era prevista, dalle specifiche
OASIS, la possibilità di inserire riferimenti a politiche o ad altri Po-
licySet. Questa caratteristica non veniva gestita nell’implementazione
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precedente, limitando l’uso delle possibili politiche utilizzabili e, quindi,
limitando le possibilità date all’utente finale. Per poter permettere l’u-
tilizzo dei riferimenti all’interno del PolicySet, risulta necessario capire
a che livello del sistema intervenire e su quali moduli del sistema la-
vorare; bisognerà inoltre comprendere le modalità con le quali possano
essere memorizzati tali tipi di politiche all’interno dell’architettura in
esame. Innanzitutto converrà suddividere i possibili PolicySet, presenti
nel sistema, in due grandi famiglie: I PolicySet per valore e i PolicySet
per riferimento. I primi sono quei PolicySet che non contengono al loro
interno dei riferimenti, nè a politiche, nè ad altri PolicySet, mentre i
secondi sono quelli che contengono uno o entrambi di questi riferimenti.
Il passo successivo sarà quello di capire se questi due tipi di PolicySet
possano essere memorizzati indiscriminatamente all’interno dello stesso
database, oppure vada fatta una distinzione all’atto della memorizza-
zione. L’ultimo punto riguarda invece la necessità di comprendere se,
all’atto della valutazione di una particolare richiesta di accesso, la ricer-
ca di un tipo di PolicySet, piuttosto che un’altro, debba implicare una
modifica nel sistema del metodo di ricerca.
3.1 Requisiti
Alla base della realizzazione del sistema, che si va ad analizzare, vi è l’i-
dea di renderlo accessibile e semplice nell’utilizzo ed, allo stesso tempo,
far sì che sia il più elastico e robusto possibile. Il sistema dovrebbe essere
accessibile, in modo da permettere ad ogni utente di elaborare qualsiasi
operazione sulle politiche presenti nel sistema. Inoltre, dovrebbe es-
sere così robusto da garantire l’impossibilità, da parte del “Redattore
dei dati”, di intaccare le politiche che lo riguardano personalmente. Ri-
sulta necessario inoltre mantenere la struttura delle politiche come da
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specifica, senza utilizzare particolari tipi di dato, che rendano necessari
stravolgimenti della struttura delle stesse.
L’aggiunta di eventuali moduli al sistema non deve intaccare in alcun
modo l’interoperabilità dello stesso, tale aggiunta deve quindi essere per-
fettamente integrata con l’architettura precedente, in modo da permet-
tere ai moduli già esistenti di non “accorgersi” delle modifiche apportate.
3.1.1 Accessibilità
In particolare, l’applicazione deve poter permettere l’inserimento, la mo-
difica e la cancellazione delle politiche all’interno del repository.
L’applicazione deve permettere inoltre l’integrazione del sistema con un
modulo esterno allo stesso, che permetta la progettazione di politiche
per mezzo di interfaccia grafica.
3.1.2 Flessibilità
Questo requisito si pone trasversalmente al precedente. In primo luogo,
il sistema dovrebbe essere in grado di monitorare e analizzare il reposi-
tory, in modo da accorgersi di eventuali modifiche dello stesso e quindi
della necessità di un aggiornamento. Risulta necessario inoltre che l’ap-
plicazione recuperi le policy da database, sia nella fase di startup, sia in
fase di aggiornamento.
L’applicazione deve permettere anche l’utilizzo di politiche, sia per va-
lore che per riferimento, riuscendo a riconoscere i due tipi differenti e
garantendo la gestione delle stesse in maniera separata.
Il sistema deve poter permettere l’aggiornamento “a caldo” delle politi-
che, senza cessare per questo di svolgere le proprie attività.
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Figura 3.5: Use case diagram dell’utente
3.1.3 Sicurezza
Quest’aspetto non va sottovalutato; l’applicazione deve permettere, in-
fatti, di poter continuare a recuperare le politiche da file system, in
modo da continuare il proprio funzionamento, anche se limitato alle so-
le politiche presenti sul disco rigido, anche in caso di crash del Database.
Il sistema deve poter permettere, inoltre, all’amministratore di siste-
ma, di rendere alcune politiche non modificabili e quindi non cancellabili
dagli addetti alla redazione dei dati.
Se così non fosse, in relazione a particolari utilizzi dell’applicazione, si




In questo capitolo si procederà all’analisi del sistema per come era stato
pensato; successivamente, partendo dall’implementazione precedente, si
sottolineeranno le varie fasi di progettazione che hanno portato, passo
dopo passo, alla modifica del sistema e alla realizzazione e integrazio-
ne di moduli, che permettano l’interazione con il database, la gestione
dei riferimenti e che rendano possibile il caricamento dinamico delle
politiche; requisiti che sono stati analizzati nel capitolo precedente.
4.1 L’implementazione precedente
L’implementazione CMOS del sistema di sicurezza, basa le sue fonda-
menta sull’implementazione della SUN dell’XACML. In particolare, le
scelte precedenti hanno portato ad una semplificazione del sistema, in
modo da delineare un modello architetturale come quello evidenziato
nella Figura 4.1.
In tale figura, è possibile notare la presenza dei moduli “PDP”,“PEP”
e “PolicyFinder”, mentre si è trascurata la presenza dell’“AttributeFinder”1.
Soffermiamo la nostra attenzione per un attimo sui moduli “Finder”. Ta-
li moduli devono essere inizializzati prima della creazione del PDP, cioè
prima che il sistema risulti operativo. Nell’implementazione in analisi,
1Questa scelta è stata fatta per una maggiore comprensione del processo di progettazione, ci si
è infatti soffermati soprattutto in quelle zone del sistema dove si è maggiormente intervenuto.
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Figura 4.1: Implementazione CMOS
sono stati utilizzati solo due “Finder”, il PolicyFinder e l’AttributeFin-
der, tralasciando l’utilizzo del ResourceFinder, modulo anch’esso pre-
sente nell’implementazione SUN. L’AttributeFinder viene utilizzato dal
PDP per recuperare particolari valori di attributi, non forniti esplicita-
mente nella richiesta, ma che possono risultare utili all’atto della valu-
tazione, per poter prendere una decisione. Non di minore importanza
è il PolicyFinder, che viene utilizzato dal PDP per trovare tutte quelle
policy, precedentemente redatte, sulla cui analisi, lo stesso PDP baserà
la propria valutazione. Anche se l’uso del PolicyFinder viene solitamen-
te associato al PDP, per le sue caratteristiche, nulla vieta che si possa
fare dello stesso un uso “stand-alone”. Prima di passare in dettaglio alla
creazione del PDP, occorre sottolineare che, in una fase preliminare al-
l’avvio dell’applicazione, si suppone che il redattore delle politiche, o chi
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per lui, abbia salvato, all’interno di una cartella del file system, il repo-
sitory XACML, contenente tutti i file xml, che identificano le politiche
necessarie al sistema. Si diceva che, prima della creazione del PDP, oc-
corre inizializzare i Finder, che svolgono il loro compito coadiuvati dalla
presenza di particolari moduli a loro associati2. In particolare, il Policy-
Figura 4.2: La fase di start-up
Finder viene affiancato dal filePolicModule (vedere figura). Nella fase di
start-up quindi, il FilePolicyModule viene arricchito di tutte le politiche
presenti nel file system e, successivamente, al PolicyFinder viene asso-
ciato tale modulo. Quindi, è solo ora che tutte le politiche presenti nel
file system fanno effettivamente parte del sistema. Una volta definiti i
“Finder”, si può creare un PDP e configurarlo con i moduli, usando una
classe “PDPConfig”. Solo in questo momento il PDP potrà espletare le
proprie funzioni. Notare che, il PDP può essere interrogato attraver-
so un “RequestCtx” (richiesta Xacml), oppure usando un EvaluateCtx
(questo viene utilizzato dalle classi interne al PDP). L’interrogazione
2Notare che, a differenza del PolicyFinder, l’Attribute Finder non ha sempre bisogno di
utilizzare tutti i moduli che contiene al suo interno, per trovare un valore.
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del PDP verrà fatta ad opera del PEP, che, all’arrivo di una richiesta,
creerà una richiesta XACML valida e la invierà al PDP.
4.2 Introduzione nel sistema del DataBase
Relazionale
Sulla base dell’analisi dell’implementazione appena descritta ed avendo
come vincolo l’utilizzo di una piattaforma come la J2EE, si è giunti alla
conclusione che il recupero delle policy da file system, oltre a risultare
poco semplice e flessibile, poco si adattava a quelle che erano le caratte-
ristiche della piattaforma utilizzata, ragion per cui si è fatta la scelta di
rendere possibile la memorizzazione e quindi il recupero delle politiche
da Database.
È nata quindi l’esigenza di dover introdurre, all’interno del siste-
ma, un nuovo modulo in grado di permettere quanto detto attraverso
l’interazione con il database relazionale ed il sistema in uso, inoltre si
rendeva necessaria la presenza di un modulo che fungesse da tramite tra
il modulo appena descritto ed il database in se stesso, in modo che que-
st’ultimo modulo potesse aggiungere un ulteriore livello di astrazione,
non preoccupandosi del tipo di dati che andava a gestire.
Si è così sostituito il vecchio “FilePolicyModule” con il “DALPoli-
cyModule” e si è introdotto al sistema un nuovo modulo, chiamato
“DAL” (Data Abstraction Layer).
La nuova architettura si è quindi modificata come visibile in Figura 4.3.
La realizzazione del DALPolicyModule deve partire dall’implementazio-
ne dell’interfaccia “PolicyFinderModule”, messa a disposizione dall’im-
plementazione della SUN (vedere figura 4.4) e dovrà fornire tutti quei
metodi già presenti nel FilePolicyModule, ed eventualmente altri, per
poter espletare correttamente le proprie funzioni. Sulla base delle mo-
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Figura 4.3: Una prima visione del nuovo sistema
Figura 4.4: Interfaccia PolicyFinderModule
difiche apportate al sistema, questa volta, per poter creare il PDP, si
dovrà inviare un segnale al modulo DAL che, estraendo dal database
tutte le politiche in esso contenute, le invierà al sistema, che potrà così
inizializzare il DALPolicyModule e quindi il PolicyFinder.
4.2.1 Scelta del Database
Nei capitoli precedenti, si erano sottolineate le possibili scelte a dispo-
sizione, per quanto concerne l’utilizzo di un database, analizzando van-
taggi e svantaggi sia di MySQL che di LDAP. Pur avendo quindi trovato
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un metodo per memorizzare le politiche all’interno di LDAP, si è pen-
sato che, nel contesto dell’architettura del sistema, una memorizzazione
più articolata delle politiche, e quindi un recupero differente delle stes-
se, avrebbe portato ad un appesantimento del sistema. In prospettiva
del ricaricamento delle politiche, che doveva essere il più veloce pos-
sibile, è stato perciò previsto un Database “policy_db”, all’interno del
Server MySQL, che avesse il compito di contenere al suo interno le varie
politiche.
4.3 Gestione dei Riferimenti
A questo punto della progettazione, si è deciso di arricchire il “DAL-
PolicyModule” della possibilità di poter gestire i riferimenti all’interno




Figura 4.5: PolicyIdReference in un PolicySet.
Vediamo ora di capire cosa sono e a cosa servono. Come già visto, le
politiche sono organizzabili gerarchicamente secondo tre livelli: la Re-
gola, l’unità elementare; più Regole possono essere raggruppate in una
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Politica; più Politiche possono essere raggruppate in un Set di Politi-
che o “PolicySet”. Il raggruppamento di più politiche all’interno di un
PolicySet può risultare o in un elenco di più politiche, una di seguito
all’altra; oppure, oltre ad una serie di politiche, nello standard OASIS
XACML è presente la possibilità di inserire dei riferimenti a politiche o
a set di politiche (come visibile in figura4.5). Vediamo un esempio di
PolicySet in cui è presente un PolicyIdReference.
Esempio di PolicyIdReference
1 <?xml version ="1.0 " encoding ="UTF -8"?>
2 <PolicySet
3 xmlns="urn :oasis:names:tc:xacml :2.0: policy :schema :os"
4 xmlns:xsi="http:// www .w3.org /2001/ XMLSchema -instance "
5 xsi: schemaLocation="urn :oasis :names:tc:xacml :2.0: policy :schema :os
6 http:// docs.oasis -open.org /xacml/
access_control -xacml -2.0- policy -schema -os.xsd "
7 PolicySetId =
8 "urn :oasis:names:tc:xacml :2.0: example :policysetid :1"
9 PolicyCombiningAlgId="urn :oasis:names :tc:xacml :1.0:
10 policy -combining -algorithm :deny -overrides ">
11 <Description >






18 MatchId ="urn :oasis :names :tc:xacml :1.0: function :string -equal">
19 <AttributeValue DataType ="http:// www .w3.org /2001/ XMLSchema #string ">
20 urn:example :med:schema :records
21 </AttributeValue >
22 <ResourceAttributeDesignator AttributeId =
23 "urn :oasis:names:tc:xacml :1.0: resource :target -namespace "






30 urn:oasis:names:tc:xacml :2.0: example :policyid :3
31 </PolicyIdReference >
32 <Policy
33 PolicyId ="urn :oasis:names:tc:xacml :2.0: example :policyid :2"
34 RuleCombiningAlgId=
35 "urn :oasis:names:tc:xacml :1.0: rule -combining -algorithm :
deny -overrides ">
36 <Target />
37 <Rule RuleId ="urn :oasis :names :tc:xacml :2.0: example :ruleid :1"
38 Effect ="Permit ">
39 </Rule >
40 <Rule RuleId ="urn :oasis :names :tc:xacml :2.0: example :ruleid :2"
41 Effect ="Permit ">
42 </Rule >
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47 </PolicySet >
In questo esempio, è possibile notare come sia presente, nelle righe
29-30-31, un riferimento alla policy con id “policyid:3”, tramite il quale
il sistema sarà in grado di recuperare la policy in questione. La gestio-
ne di questo tipo di riferimenti risulta importante per due aspetti. Il
primo riguarda la possibilità di poter scrivere policy o policySet riuti-
lizzabili; il secondo, invece, non riguarda un aspetto puramente pratico
come il precedente, ma piuttosto un aspetto concettuale. L’introduzio-
ne di riferimenti può essere utilizzata per operare delle scelte su quale/i
policy debbano essere valutate per prima e quali successivamente, di-
scriminando così tra policy primarie e policy secondarie. Questo può
essere utilizzato anche per aggirare il tipo di algoritmo che sta alla base
del sistema XACML, che prevede che, nello stesso, siano presenti poli-
tiche che non facciano match contemporaneamente, se così non fosse si
metterebbe il sistema in una situazione in cui non sarebbe in grado di
poter prendere una decisione. Ci sono tuttavia dei casi in cui esiste la
necessità che nel sistema compaiano politiche che facciano match con-
temporaneamente con il target; in questo caso viene fatta una scelta,
discriminando tra politiche primarie (quelle che devono essere valutate
immediatamente) e politiche secondarie (cioè quelle che devono essere
valutate solo in casi particolari). Questo avviene poiché, quando il mo-
dulo viene inizializzato con le politiche, in memoria, i riferimenti non
vengono risolti subito, ma solo in una fase successiva.
Il sistema infatti, nella fase di caricamento di un particolare policy
set, carica il Set nella sua completezza, ma non si preoccupa di risolve-
re i riferimenti contenuti al suo interno; solo successivamente, all’atto
della valutazione, quando si incontra nel gruppo di politiche, contenute
nel policy set, un riferimento, esso viene risolto e valutato. Con l’in-
troduzione dei riferimenti, si è optato, come visibile in Figura 4.6, per
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Figura 4.6: Tabelle contenute nel database “policy_db”
la creazione di due tabelle distinte all’interno del database relazionale,
una per le politiche “ByValue”, politiche primarie, e una per le politiche
“ByRef”, politiche secondarie.
4.4 Classificazione degli utenti
Analizziamo ora gli utenti delle applicazioni di Content Management.
Essi possono essere suddivisi in due grosse categorie: alla prima ap-
partengono quelli utenti che interagiscono con l’applicazione ai fini del-
l’amministrazione dell’applicazione stessa, alla seconda appartengono
gli utenti che intendono fruire dei dati gestiti dall’applicazione.
In Figura 4.7 vi è una rappresentazione schematica della classifica-
zione degli utenti. Esaminiamo in maniera più dettagliata queste due
categorie:
• Utenti di amministrazione: amministratore dell’applicazione,
designer dei dati, redattori e verificatori.
• Utenti finali: utenti registrati e autenticati e utenti non registra-
ti.
A seconda della complessità dell’applicazione, queste tipologie di
4.4 Classificazione degli utenti 45
Figura 4.7: Classificazione utenti.
utenti possono essere accorpate o ulteriormente dettagliate sulla base
del modello dei dati gestito dall’applicazione, ma a livello funzionale
esse sono sempre presenti. Per ognuna delle suddette categorie devono
essere previste delle particolari funzionalità. Vediamole in dettaglio:
• Amministratore dell’applicazione. Questo utente deve poter
agire sullo stato dell’applicazione e deve poter accedere a statisti-
che relative all’attività dell’applicazione. Ha il compito di ammi-
nistrare gli utenti: deve individuare una classificazione degli utenti
adeguata per la realtà su cui sarà basata l’applicazione e in base
ad essa deve distribuire dei privilegi a tutti gli utenti; può inserire
nuovi utenti o eliminarne tra quelli inseriti, inoltre può modificar-
ne il profilo. Deve autorizzare e verificare l’attività dei designer
dei dati.
• Designer del modello dei dati. Questo utente è esperto della
realtà su cui sarà basata l’applicazione. Sotto autorizzazione del-
l’amministratore deve poter inserire nuovi modelli di dati o mo-
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dificare quelli presenti. Ha un ruolo molto delicato perché tutta
l’attività dell’applicazione è basata sul modello dei dati.
• Redattore dei dati. Questo utente ha il compito di inserire,
modificare o cancellare i dati gestiti dall’applicazione: a seconda
delle competenze, può essere un redattore dei dati relativi alla pre-
sentazione (grafico, esperto di accessibilità, esperto di tecnologie
di accesso ai dati) o un redattore dei contenuti. In relazione alla
complessità dell’applicazione o della realtà da essa gestita si può
prevedere una sottoclassificazione dei redattori rispetto alla por-
zione di dati o alle operazioni sui dati di loro competenza. I dati
che subiscono l’attività dei redattori, non sono immediatamente
disponibili per l’utente finale, ma devono essere prima verificati e
autorizzati dai verificatori.
• Verificatore dei dati. Questo utente è responsabile per la pub-
blicazione dei dati gestiti dall’applicazione, intendendo per pubbli-
cazione l’operazione attraverso cui i dati vengono resi disponibili
all’utente finale. Deve convalidare l’operato dei redattori e ammi-
nistrare i dati pubblicati. Come per i redattori, si può prevedere
una sottoclassificazione dei verificatori rispetto alla porzione di
dati di loro competenza.
Utenti finali. Questi utenti sono i fruitori principali dell’appli-
cazione di Content Management: utilizzano l’applicazione perché
hanno l’obiettivo di accedere ai dati gestiti dall’applicazione. Si
può immaginare una ripartizione di base tra utenti registrati e au-
tenticati e utenti non registrati o anonimi. La visione dei contenuti
che l’applicazione fornisce agli utenti finali deve essere filtrata in
relazione ai privilegi posseduti dall’utente finale: gli utenti anoni-
mi possono accedere solo alle pagine che non contengono dati sen-
sibili, mentre gli utenti autenticati fruiranno dei dati sottostando
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Figura 4.8: Il sistema completo
al controllo degli accessi adottato nell’applicazione che consentirà
di realizzare viste dei dati personalizzate in base ai privilegi.
A fronte della necessità di inserire nel sistema un mezzo che desse la
possibilità ai “redattori dei dati” di poter interagire con il sistema e
quindi poter cancellare, inserire o modificare le politiche all’interno del
sistema, si è aggiunto un ulteriore modulo, il PolicyWriter.
4.4.1 Il PolicyWriter
Per il nuovo modulo si è fatta la scelta della collocazione lato client,
dando così la possibilità al “redattore dei dati” di poter espletare il
proprio compito da remoto, senza doversi recare, per ogni modifica da
compiere, fisicamente sul posto dove è presente il sistema. Ragion per
cui, la nuova architettura appare come quella mostrata in Figura 4.8
L’interfaccia del nuovo modulo deve mettere a disposizione del “re-
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dattore” i metodi per scrivere o modificare le policy, quindi all’interno




Il modulo quindi, attraverso questi metodi, deve interagire con il “DAL”,
che a sua volta interrogherà il database relazionale, eseguendo le richie-
ste del “PolicyWriter”. Quindi all’interfaccia del “DAL” devono essere
aggiunti dei metodi opportuni, per poter soddisfare le esigenze del “Po-
licyWriter”. Tornando al “Redattore dei dati”, risulta chiaro che, per
come appare il sistema in questo momento, esso possa avere un con-
trollo totale sulle politiche del sistema senza alcuni vincoli. Va notato
tuttavia che, l’introduzione del “DALPolicyModule” non impedisce l’uso
dello stesso in collaborazione con il modulo precedente, che recuperava
le politiche da File system. L’uso contemporaneo dei due moduli dà la
possibilità di avere delle policy nel File system del server, sulle quali
non è possibile la modifica da parte del policy writer.
Questo può risultare utile all’interno della gerarchia dei ruoli interni
Figura 4.9: DALPolicyModule.
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all’azienda, limitando il campo d’azione del “Redattore dei dati”, impe-
dendo a quest’ultimo di modificare, per esempio, delle politiche che lo
riguardano direttamente.
4.5 Il problema della consistenza e l’aggior-
namento dinamico
La modifica dell’architettura, durante la fase di progettazione, ha messo
alla luce una serie di problematiche riguardanti la consistenza del siste-
ma. In particolare, la presenza del modulo “PolicyWriter” introduce la
possibilità di modificare o leggere le politiche nel database, quindi la
possibilità che, in un dato istante, il database risulti inconsistente. In
maniera analoga, ci si accorge che ad una modifica del database deve
corrispondere un aggiornamento del sistema e, anche in questo caso, bi-
sogna fare attenzione a mantenere quest’ultimo consistente, in quanto
la fase di aggiornamento è una fase critica, in cui il sistema dovreb-
be continuare a rispondere alle richieste esterne, mentre compie le fasi
necessarie al suo aggiornamento. Se, per quanto riguarda la consisten-
za del database, il problema risulta di facile soluzione, in quanto può
essere gestito attraverso i mezzi messi a disposizione della piattaforma
J2EE, la stessa cosa non si può dire della consistenza del sistema nella
sua totalità. Per la comprensione di quest’ultimo aspetto si rimanda
comunque ad una fase successiva in cui il problema verrà trattato in
dettaglio, mettendo in luce quali sono i punti critici, ed esponendo pos-
sibili soluzioni alternative. Si diceva che, l’aggiunta di nuovi moduli
implica la necessità di una maggiore attenzione, in modo che, nel siste-
ma, siano presenti dei meccanismi di controllo adeguati. Risulta quindi
necessaria la presenza di un meccanismo di monitoraggio che tenga con-
tinuamente sotto controllo le azioni del “PolicyWriter”. Quando infatti
il “Redattore dei Dati” va a modificare le politiche contenute all’inter-
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no del repository, il sistema deve rispondere in maniera tempestiva a
tale azione, con un meccanismo atto ad aggiornare le politiche contenu-
te al suo interno. La realizzazione di un tale meccanismo deve andare
ad intaccare particolari punti all’interno dell’intera architettura e, dopo
un’attenta analisi, è risultato necessario intervenire sul “DALPolicyMo-
dule”, sul “PDP” e sul “DAL”, in modo da permettere la propagazione di
un “segnale” di avvenuta modifica delle policy che, partendo dal “DAL”,
arrivi al “cuore” del sistema. In particolare, ad ogni azione compiuta
dal “Redattore dei dati” sul sistema devono corrispondere opportune
azioni dei tre moduli sopracitati. Come esempio, verrà evidenziato il
caso in cui il “Redattore” inserisca all’interno del database una nuova
policy; in questo caso, il “DAL”, monitorando lo stato del database ed
accorgendosi dell’avvenuto inserimento, invierà un segnale al “PDP”, in
modo da “avvisarlo” dei cambiamenti in atto, in modo che quest’ultimo
possa aggiungere la nuova policy inserita nel sistema e, all’atto della
valutazione della prossima richiesta, utilizzare unitamente alle politiche
presenti fino a quel momento, anche la nuova policy inserita. Per fare
ciò però il “PDP” dovrà inviare un segnale analogo al modulo che si
occupa di reperire le policy, nel nostro caso il “DALPolicyModule”, il
quale è il modulo preposto per contenere la nuova politica aggiunta. Si
può notare un esempio di quanto detto in Figura 4.10.
4.6 Introduzione delle cache
Abbiamo visto che le policy sono state distinte in policy primarie (o
per valore) e policy secondarie (o per riferimento); questa distinzione,
in aggiunta alla presenza nel database di due distinte tabelle, per la me-
morizzazione delle differenti politiche, ha portato all’introduzione nel
“DALPolicyModule” di due cache.
A questo punto dello sviluppo dell’applicazione, risulterà chiara solo la
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Figura 4.10: Esempio di aggiornamento del sistema
presenza di una cache per le policy secondarie; per una maggiore com-
prensione dell’aggiunta di una cache per le policy primarie si rimanda ad
una fase successiva dello sviluppo. La necessità di un’aggiunta in que-
sto senso, va ricercata nel metodo di recupero delle politiche, infatti, ad
ogni necessità di risoluzione di un determinato riferimento, contenuto
all’interno di un PolicySet, per la successiva valutazione, il “DALPoli-
cyModule” deve instaurare una connessione con il database, per poter
scaricare la politica o il policySet in questione. Con tale accorgimento
si evita un appesantimento del sistema, con evidenti cali di prestazioni
dovuti a continui accessi al database.
Infatti, la cache introdotta memorizzerà al suo interno le politiche secon-
darie, accedute per riferimento, in modo tale che, all’atto della risoluzio-
ne di un riferimento, durante la valutazione, il sistema possa controllare,
prima di connettersi al database per scaricare la policy corrispondente,
se all’interno della cache, ora presente nel “DALPolicyModule”, sia già
presente tale policy. La presenza di tale policy all’interno della cache,
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Figura 4.11: La cache per le politiche secondarie
chiaramente presuppone il precedente utilizzo della policy in una prece-
dente valutazione.
L’introduzione delle cache ha tuttavia introdotto un nuovo proble-
ma, dovuto ad un’impossibilità di individuare un metodo ottimo per
la gestione del rimpiazzamento degli elementi contenuti al suo interno;
si dovrebbe infatti scegliere una particolare politica di rimpiazzamento,
che soddisfi le necessità dell’utente finale, ma quest’ultimo, in base alla
proprie esigenze che possono variare da caso a caso, potrebbe preferirne
una piuttosto che un’altra. Questo aspetto verrà discusso in una fase
successiva, quando si passerà alla descrizione dell’implementazione dei




In questo capitolo, verranno analizzati i componenti utilizzati durante
l’implementazione, le scelte fatte in relazione alle particolari strutture
dati utilizzate, ed i tipi di algoritmi usati in relazione alle particolari
scelte. Tutto ciò, in modo da rendere il più chiaro possibile, a chi legge,
il funzionamento in dettaglio dell’architettura realizzata.
Per implementare il sistema visto sono stati scelti i seguenti compo-
nenti:
• Sistema operativo open source Linux
• Java 2 Standard Edition (versione 1.4.2 06)
http://java.sun.com/
• Eclipse Integrated Development Environment (IDE)
http://www.eclipse.org/downloads





5.1 La soluzione architetturale realizzata
Il prototipo è stato realizzato utilizzando tre EJB di tipo Session Sta-
teless: il Policy Enforcement Point (CMOSPEPBean), il Poli-
cy Decision Point (CMOSPDPBean), il Data Abstraction Layer
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(DALBean). Tutti gli EJB sono realizzati con le interfacce locali e
remote, ma sono stati collegati tra loro attraverso un’interfaccia locale,
questo a causa del fatto che, utilizzando l’interfaccia remota, si ha a che
fare con Remote Procedure Call, che, imponendo una serializzazione
dei dati, producono un relativo calo delle prestazioni. Perciò, si è fatta
l’ipotesi che tutti i Bean risiedano sullo stesso application server.
5.2 Scelta dei Bean di tipo Session Stateless
Dato che uno stateless bean non rappresenta una particolare astrazione
dati, nè mantiene uno stato fra due invocazioni successive del client,
il ciclo di vita per questi componenti risulta essere molto semplificato.
Gli stati che lo compongono sono solamente due, ed il passaggio da uno
all’altro coinvolge un numero molto ridotto di operazioni. Il primo stato,
“not-exist state”, corrisponde alla non esistenza di alcun componente
all’interno del container.
Figura 5.1: Ciclo di vita di uno Stateless Bean.
Il secondo stato è invece il “ready-pool state” e corrisponde allo stato
in cui il bean è pronto per l’invocazione da parte del client.
Un bean entra nel ready-pool, su richiesta del container, al momento
del bisogno: molti server pre-istanziano un numero arbitrario di com-
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ponenti al momento della inizializzazione del container, prima che un
qualsiasi client ne richieda l’utilizzo; quando il numero dei bean istan-
ziati risulta essere insufficiente, il server ne istanzia altri. Viceversa,
quando il numero dei bean allocati è superiore alle reali necessità, il
container rimuove dal ready-pool uno o più bean, senza effettuare una
particolare distinzione su quali eliminare, visto che tutti i componenti
sono equivalenti fra loro. Il passaggio verso il ready-pool avviene se-
condo una procedura ben precisa, che vede tre distinte fasi: per prima
cosa il bean viene istanziato per mezzo del metodo Class.newIstance(),
corrispondente ad una specie di istanziazione statica del componente.
Successivamente, tramite il metodo SessionBean.setSessionContext(), al
bean viene associato un contesto (classe EJBContext), che verrà man-
tenuto per tutto il suo periodo di vita. Dato che uno stateless bean
non prevede nel suo ciclo di vita lo stato di passivazione su memoria
secondaria, il context può essere memorizzato indifferentemente in una
variabile persistente o non persistente. Alla terminazione del metodo
ejbCreate(), si considera terminato il processo di creazione del compo-
nente. Tale metodo viene invocato una sola volta durante il ciclo di vita
del componente, in corrispondenza del passaggio nello stato di ready-
pool. Quindi, nel momento in cui il client invoca il metodo create()
della home interface, non si ha nessuna ripercussione sul componente
che esiste già nello stato di ready-pool: non si ha l’invocazione del me-
todo ejbCreate() e si passa direttamente alla creazione di una istanza
sul client. Quando il bean si trova nello stato ready-pool è pronto per
servire le richieste dei vari client: quando uno di questi invoca un meto-
do remoto dell’EJBObject relativo, il container associa alla interfaccia
remota un bean qualsiasi, prelevato dal pool, per tutto il periodo neces-
sario al metodo per svolgere il suo compito. Al termine dell’esecuzione,
il bean viene disassociato dall’oggetto EJB, cosa nettamente differente
sia rispetto agli entity bean che agli stateful, dove il bean resta associa-
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to allo stesso EJBObject per tutto il tempo in cui il client ha bisogno
di interagire con il bean: questo fatto si ripercuote positivamente sulle
prestazioni complessive, come sulla quantità di memoria occupata dal
sistema. Sempre a causa della mancanza negli stateless di un mecca-
nismo di persistenza dei dati, non verranno mai invocati i metodi in
callback ejbActivate() ed ejbPassivate(). In definitiva, il processo di
istanziazione di un bean di questo tipo è molto più semplice rispetto
agli altri casi, quello che però non cambia è la modalità con cui il client
ricava un reference remoto.
Il passaggio inverso, da ready-pool a not-exist, avviene quando il server
non necessita più dell’istanza del bean, ossia quando il numero di bean
nel pool è sovradimensionato rispetto alle necessità del sistema.
Il processo comincia dall’invocazione del metodo ejbRemove(), al
fine di consentire tutte le operazioni, necessarie per terminare in modo
corretto (come ad esempio chiudere una connessione verso una sorgente
dati).
L’invocazione da parte del client del metodo remove(), invece, non
implica nessun cambiamento di stato da parte del bean, ma semplice-
mente rimuove il reference dall’EJBObject, che, tra le altre cose, comu-
nica al server che il client non necessita più del reference. È quindi il
container che effettua l’invocazione dell’ejbRemove(), ma solamente al
termine del suo ciclo di vita. Durante l’esecuzione di tale metodo, il
contesto è ancora disponibile al bean e viene rilasciato solo al termine
di ejbRemove(). Riassumendo conviene utilizzare uno Stateless Session
Bean quando:
• lo stato del bean non deve mantenere dati per uno specifico client;
• in una singola invocazione del metodo, il bean compie un generico
task per tutti i client;
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• il bean recupera dal database un insieme di dati in sola lettura,
che sono usati spesso dai client;
Vediamo ora come sono stati implementati i moduli realizzati. I
Bean CMOSPEPBean e CMOSPDPBean sono stati realizzati esclusi-
vamente con interfaccie locali, in quanto si è ipotizzato che entrambi
siano eseguiti sulla stessa macchina, mentre il DALBean per raggioni
che verranno discusse in seguito è stato implementato con interfaccia
sia locale che remota.
Ricordiamo che per gli EJB è necessario creare:
• interfaccia Home;
• interfaccia Remote o Local;
• implementazione dell’interfaccia Remote o Local;
• il deployment descriptor;
5.3 Il CMOSPEPBean
Il compito di tale Bean è di tradurre e integrare la richiesta del gestore,
per costruire una Request valida per il “CMOSPDPBean”. La scelta di
un Session Stateless è dovuta alla mancata necessità di mantenere nes-
suno stato tra una interazione con il gestore e la successiva. L’interfaccia
del CMOSPEPBean verso il gestore è a tutti gli effetti l’interfaccia del
metodo “evaluate”; tale metodo riceve dal gestore i parametri mostrati
nella Tabella 5.1.
In particolare verrà passato un “userID”, che è l’identificativo del-
l’utente, una descrizione dell’operazione con un nome “action”, una de-
scrizione della risorsa (istanza di una classe del modello dei dati), at-
traverso una collezione di coppie nome/valore, che descrive gli elementi





Tabella 5.1: Parametri d’ingresso del metodo “evaluate”
che la costituiscono. Il risultato prodotto dall’elaborazione del metodo
è una collezione che associa, ad ogni elemento della risorsa, la decisione
ricevuta dal CMOSPDPBean, corredata dall’indicazione dell’eventuale
presenza di obligation.
5.3.1 Attività del metodo “evaluate”
All’arrivo di una richiesta, il sistema deve effettuare una valutazione
sulla stessa. Per far ciò, deve invocare il metodo evaluate, ma prima
però deve recuperare alcuni dati necessari per la valutazione. Per ri-
spondere ad un’invocazione del metodo “evaluate”, il CMOSPEPBean
opera le seguenti azioni: preliminarmente ottiene, attraverso il servizio
JNDI dell’Application Server, l’ interfaccia degli EJB CMOSPDPBean;
successivamente, in base al valore del parametro “level”, confeziona le
opportune richieste XACML, che invia al CMOSPDPBean.
La preparazione delle richieste XACML richiede le seguenti azioni: per
prima cosa viene invocato il metodo per ottenere tutti gli attributi ca-
ratterizzanti l’utente. I dati ottenuti vengono utilizzati per confezionare
opportunamente gli elementi “<Attribute>”, necessari per popolare l’e-
lemento “<Subject>” delle Request, gli elementi della risorsa, ricevuti
attraverso l’interfaccia dal gestore, vengono utilizzati per confezionare
opportunamente gli elementi “<Attribute>”, necessari per popolare l’e-
lemento “<Resource>” delle Request (guardare figura 5.2).
Viene effettuato il parsing dei valori con l’obiettivo di individuare
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Figura 5.2: Azioni preliminari del CMOSPEPBean.
il tipo di dato: una volta che verranno definiti i tipi di dati gestibili
dalla piattaforma, il tipo potrebbe essere un ulteriore parametro del-
l’interfaccia, ma al momento vengono gestiti solo i tipi intero, stringa
e double. Tra le varie Request varierà esclusivamente l’elemento con
“<AttributeID>” uguale a
“urn:oasis:names:tc:xacml:1.0:resource:resourceid”.
Per ogni Request inviata al CMOSPDPBean, viene ricevuta una Res-
ponse, che viene riassunta in una entry dell’insieme, che costituisce il
risultato da fornire al gestore.
5.4 Il CMOSPDPBean
Questo EJB è il cuore del modulo di Controllo degli Accessi: in rispetto
dello standard, riceve Request XACML e fornisce Response XACML. È
stato realizzato come EJB di tipo Session Stateless perché non è neces-
sario mantenere alcuno stato tra una interazione con il gestore e la suc-
cessiva. In pratica, il CMOSPDPBean ha il compito di rendere disponi-
bile, all’interno dell’Application Server, un oggetto com.sun.xacml.pdp
dell’implementazione SUN.
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I metodi business implementati sono:
• “ejbCreate”, che viene invocato dall’Application Server all’atto
della creazione del CMOSPDPBean;
• “evaluate”, che viene invocato dal CMOSPEPBean e implementa
un proxy, verso il metodo “evaluate” dell’oggetto com.sun.xacml.pdp
• “Reload”, viene invocato dal DAL ogni qual volta vengono inserite
nuove politiche o ne viene modificata una esistente.
• “delete”, viene invocato dal DAL, ogni qual volta vengono cancel-
late delle politiche sia per riferimento, sia per valore.
5.4.1 Il metodo business “ejbCreate”
Il primo dei metodi di business è uno dei metodi previsti dall’interfaccia
“Session” di J2EE. Viene utilizzato dall’Application Server, alla prima
chiamata di un metodo di un EJB, per crearne un’istanza (eventualmen-
te all’interno di un pool di istanze); questa sua caratteristica lo rende
il luogo ideale dove posizionare le operazioni di start-up dell’EJB. Nel
CMOSPDPBean, il metodo “ejbCreate” viene utilizzato per creare l’og-
getto com.sun.xacml.pdp, che costituirà il motore dell’EJB.
La creazione di un oggetto com.sun.xacml.pdp richiede delle attività
preliminari(come visibile in Figura 5.3), quali la preparazione di alcuni
oggetti “Finder”, che saranno utilizzati dal PDP, per accedere ai relativi
tipi di dato: vengono creati un policyFinder e un attributeFinder.
In una fase successiva devono essere preparati i finder con i moduli al
loro interno, in particolare il PolicyFinder conterrà il DALPolicyModule,
al cui interno verranno caricate tutte le politiche primarie.
Al termine del metodo “ejbCreate”, il CMOSPDPBean è operativo
e pronto a rispondere a richieste di autorizzazione.
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Figura 5.3: Azioni preliminari del CMOSPDPBean.
5.4.2 Il metodo “evaluate”
All’interno del CMOSPDPBean, è stato definito un “SUN PDP”, quin-
di, una richiesta di valutazione fatta al CMOSPDPBean, implica una
chiamata all’omonimo metodo del “SUN PDP”. È con questo metodo,
infatti, che il Bean esegue la valutazione della richiesta e può pren-
dere una decisione, in base alle politiche preventivamente caricate nel
sistema. Il metodo è molto complesso ed articolato ed effettua molte
chiamate, annidate all’interno dell’architettura implementata. Vediamo
di analizzarne i passaggi più significativi. Cerchiamo di analizzare i pun-
ti chiave del metodo, dandone una spiegazione a grossi capi. All’arrivo
di una richiesta verrà fatta una chiamata del tipo:
CMOSPDP.evaluate(RequestCtx request)
Essa proverà a creare un “contesto di valutazione” EvaluationCtx dalla
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Figura 5.4: Il metodo “evaluate”.
richiesta (“request”) passata in ingresso, come visibile in Figura 5.4; ed
in seguito effettuerà una chiamata al metodo:
CMOSPDP.evaluate(EvaluationCtx context)
Per poter creare un nuovo EvaluationCtx da una richiesta di tipo
RequestCtx, è necessario chiamare il costruttore specifico, passando in
ingresso gli opportuni parametri, che nello specifico sono la RequestCtx
e l’AttributeFinder.
new BasicEvaluationCtx(request, attributeFinder)1
Questo costruttore costruirà un nuovo BasicEvaluationCtx, sulla ba-
se della richiesta in considerazione, e utilizzando l’attributeFinder, con-
trollerà eventualmente il valore degli attributi della richiesta originale.
Il contesto risultante salverà i valori relativi a “date”, “time” e “date-
1Notare che la classe BasicEvaluationCtx implementa EvaluationCtx.
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Time”2. Nell’implementazione, infatti, per default, i valori di queste
variabili d’ambiente, saranno salvati in modo che, per esempio, l’orario
corrente resti costante per l’intera durata di una specifica valutazione.
Una volta recuperati i valori degli attribui e costruito il BasicEva-
luationCtx (che nello specifico chiameremo evalContext), il PDP farà
una chiamata al metodo:
Result evaluateContext(EvaluationCtx evalContext)
Figura 5.5: Il metodo “evaluateContext”.
Come si vede dalla Figura 5.5 la routine si articola in due fasi:
1. cercare una politica applicabile allo specifico contesto.
2. Fare la valutazione in base alla specifica politica trovata.
1)Per poter reperire una policy adatta al contesto viene fatta una
chiamata a metodo:
2La specifica XACML richiede che questi valori siano sempre disponibili, ma non specifica, nel
caso in cui questi valori sono stati generati dal PDP, se essi debbano rimanere costanti nell’am-
bito della durata totale di una singola valutazione o meno. Viceversa, le specifiche sono molto
chiare nel caso in cui tali valori siano forniti nella richiesta, indicando che essi debbano rimanere
obligatoriamente costanti durante il corso dell’intera valutazione
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policyFinder.findPolicy(evalContext)
Questa routine passa in rassegna tutti i moduli contenuti nel Po-
licyFinder, cercando quelli che supportano una ricerca basata su una
richiesta (cioè una ricerca che si basa sul match con il target delle po-
litiche)3. Su ognuno di questi moduli verrà quindi invocato il metodo
findPolicy, che verrà discusso in dettaglio più avanti, quando si parlerà
dello specifico modulo implementato in questo progetto(il DALPolicy-
Module).
2)Per la successiva valutazione viene chiamata la:
finderResult.getPolicy().evaluate(evalContext)
in cui finderResult è una istanza della classe PolicyFinderResult. Il
metodo getPolicy() ritorna la singola politica (di tipo AbstractPolicy),
trovata “compatibile” con il contesto. Il metodo “evaluate(EvaluationCtx
context)” della classe AbstractPolicy prova a valutare la politica, attra-
verso la chiamata all’algoritmo di combinazione, CombiningAlgorithm,
applicandolo sulle politiche (in caso sia stato trovato un set di politi-
che compatibile con il contesto), o sulle regole (se ciò che si è trovato è
una “semplice” policy ). Il tutto viene fatto attraverso il parsing delle
politiche.
5.5 Il DALBean
Questo EJB, come detto, è il mezzo per interagire con il repository (in
cui sono contenute tutte le policy), situato in un database relazionale.
Inoltre, è il tramite che fa interagire il repository, non solo con il DAL-
PolicyModule, ma anche con il PolicyWriter. Le azioni svolte dal DAL
3Nella corrente inplementazione, il DALPolicyModule, e se presente, il FilePolicyModule,
supportano entrambi questo tipo di ricerca
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sono molteplici come visibile in Figura 5.6, in questo caso alcuni sono
stati implementati con interfaccia locale altri con interfaccia remota.
Questi ultimi sono quelli che vengono invocati da remoto, dal modulo
PolicyWriter.
Figura 5.6: Interfaccia del modulo DAL
Il metodo boolean insertIntoDB(String ID, String Policy, String
Tabella) permette di inserire un Politica con relativo Id all’interno del
database relazionale e all’interno di un’opportuna Tabella potendo di-
scriminare tra tabella relativa alle politiche primarie e tabella relativa
alle politiche secondarie. L’inserimento viene fatto facendo attenzione
che la politica che si sta inserendo sia o meno presente nel database, se
esiste già infatti, non occorrerà reinserirla, ma sostituirla in quanto è in
atto un aggiornamento della politica preesistente.
Il metodo static public Map getPolicyByValue(Set ID) recupera
dalla Tabella relativa alle politiche primarie (TableByValue) una politica
in base al suo id. Mentre il metodo static public Map getPolicyByVa-
lue() recupera tutte le politiche contenute nella Tabella TableByValue.
Il metodo static public Map getPolicy() invece recupera tutte le policy
contenute in entrambe le tabelle (TableByValue e TableByRef).
Il metodo public boolean setPolicy(Map Politiche) permette di in-
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serire un insieme di politiche all’interno del database relazionale. L’in-
serimento avviene dopo aver fatto il parsing della politica, estraendo
dalla stessa il relativo id e controllando se tale politica è una politica
primaria o una politica secondaria. Quest’ultima discriminazione viene
fatta attraverso l’analisi dell’Id, se quest’ultimo contiene la parola chiave
ByValue la relativa politica verra inserita nella tabella TableByValue,
ed in maniera analoga si procede nel caso in cui l’id contenga la parola
chiave ByRef. In particolare l’inserimento della politica nel database
viene fatto attraverso il metodo “insertIntoDB” visto in precedenza.
Il metodo boolean deletePolicy (String ID) invece permette di can-
cellare una particolare politica dal database discriminando sul tipo di
tabella con la quale interagire dall’analisi dell’id passato in ingresso.
I metodi remoti remoteGetPolicy permettono di richiamare i cor-
rispettivi metodi getPolicy locali in modo da permettere di effettuare le
stesse operazioni da remoto.
Figura 5.7: Interazioni del DALBean con il Database relazionale.
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5.5.1 L’interfaccia Home del DALBean
L’interfaccia Home estende l’interfaccia javax.ejb.EJBHome. In que-
sta interfaccia si definisce il metodo create che un client remoto può
invocare:
DALHome.java
1 public interface DALHome extends javax.ejb .EJBHome
2 {
3 public static final String COMP_NAME ="java:comp/env /ejb /DAL ";
4 public static final String JNDI_NAME ="DAL ";
5
6 public biz.bassnet .cmos.xacml.DAL create ()
7 throws javax .ejb.CreateException ,java.rmi. RemoteException;
8
9 }
Il metodo create corrisponde al metodo ejbCreate della classe che
implementa l’EJB. Le signature dei due metodi sono simili, ma differi-
scono per alcuni aspetti importanti. Le regole per definire correttamente
il metodo create sono:
• il numero e i tipi degli argomenti devono essere gli stessi dell’ejb-
Create;
• il tipo degli argomenti e del ritorno, devono essere tipi RMI, cioè
serializzabili;
• il metodo deve tornare il tipo dell’interfaccia Remote del bean,
mentre l’ejbCreate torna void;
• le eccezioni lanciate dal metodo possono essere java.rmi.Remote
Exception e javax.ejb.Create Exception;
Il membro JNDI NAME specifica il nome con cui è possibile fare il
lookup nel servizio JNDI, per ottenere un riferimento remoto all’oggetto
Home, col quale poi invocare il metodo create. In realtà il riferimento
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Figura 5.8: Class diagram per la Home Interface.
remoto all’oggetto Home è un riferimento allo stub presente sulla mac-
china del client che funziona da proxy, perché intercetta le chiamate
del client e si preoccupa di passarle allo stub sull’host in cui è presente
l’istanza dell’oggetto Home.
5.5.2 Deployment descriptor
Il deployment descriptor deve essere chiamato “ejb-jar.xml” e deve essere
creato nella directory “META-INF/”. Questo file dice al server EJB,
quali classi implementano il bean, l’interfaccia Home e Remote. Se nel
package c’è più di un EJB, il deployment descriptor indica come gli EJB
interagiscano tra di loro.
Sotto viene riportato il contenuto del file ejb-jar.xml relativo al
DALBean.
Estratto del file ejb-jar.xml
1 <session >
2 <description >
3 <![ CDATA [<!-- begin -user -doc --> A generated session bean <!--
end -user -doc --> *
4 <!--lomboz . beginDefinition --> <?xml version ="1.0 "
encoding ="UTF -8"?>
5 <lomboz :EJB xmlns :j2ee="http:// java.sun .com /xml /ns/j2ee"
xmlns :lomboz ="http :// lomboz .objectlearn .com /xml /lomboz ">
6 <lomboz :session > <lomboz :sessionEjb >
7 <j2ee:display -name >DAL </j2ee:display -name >
<j2ee:ejb -name >DAL </ j2ee:ejb -name >
<j2ee:ejb -class >biz.bassnet .cmos.xacml .DALBean </j2ee:ejb -class >
<j2ee:session -type >Stateless </j2ee:session -type >
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<j2ee:transaction -type >Container </j2ee:transaction -type >
</lomboz :sessionEjb >
8 </lomboz :session > </lomboz :EJB >
9 <!-- lomboz . endDefinition --> <!-- begin -xdoclet -definition -->]]>
10 </description >
11
12 <ejb -name >DAL </ejb -name >
13
14 <home >biz .bassnet .cmos.xacml.DALHome </home >
15 <remote >biz.bassnet .cmos.xacml .DAL </remote >
16 <local -home >biz .bassnet .cmos.xacml.DALLocalHome </local -home >
17 <local >biz.bassnet .cmos.xacml.DALLocal </local >
18 <ejb -class >biz.bassnet .cmos.xacml .DALSession </ejb -class >
19 <session -type >Stateless </session -type >
20 <transaction -type >Container </ transaction -type >
21
22 </session >
Le seguenti sezioni permettono di specificare:
• <ejb-name>: nome dell’EJB;
• <home>: nome dell’interfaccia Home;
• <remote>: nome dell’interfaccia Remote;
• <ejb-class>: nome della classe che implementa l’EJB;
• <session-type>: tipo di EJB, nel nostro caso Stateless Session
Bean;
• <transaction-type>: tipo di transaction management;
5.6 Il modulo DALPolicyModule
Il FilepolicyFinder, presente nella precedente implementazione, prevede
che il repository delle politiche sia nel file system; come ampiamente
discusso in precedenza, questa non è una collocazione adatta per l’uti-
lizzo negli EJB, quindi è stato utilizzato, come già detto, un approccio
più consono al caso, con l’introduzione del modulo “DALPolicyModu-
le”, che utilizza un repository delle politiche, contenuto in un database
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Figura 5.9: Interfaccia del modulo “DALPolicyModule”
relazionale.
Tale modulo estende l’interfaccia “PolicyFinderModule”. Al suo interno
vi sono due cache: la prima MapPolicy, è una cache che viene utilizzata
per contenere le politiche primarie ( o per valore) e viene utilizzata per
l’inizializzazione del modulo stesso. La seconda MapPoliciesByRef, vie-
ne utilizzata per contenere le politiche secondarie (o per riferimento).
Come detto questo modulo riveste una particolare importanza nell’am-
bito della valutazione e dell’inizializzazione del sistema, infatti all’avvio
di quest’ultimo, il PDP utilizza il metodo getPolicy del modulo DAL,
in modo da recuperare tutte le politiche primarie (cioè ByValue) pre-
senti nel database relazionale, in una fase successiva aggiungerà queste
policy alla cache primaria del DALPolicyModule attraverso il metodo
addPolicy di quest’ultimo PolicyFinder il quale si appoggia sul DAL-
PolicyModule per poter recuperare le politiche dal repository. I PDP
una volta L’interfaccia messa a disposizione dal DALPolicyModule è
riportata in Figura 5.9.
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I primi tre metodi presenti in figura, sono 3 costruttori differenti,
che possono essere utilizzati in base alle varie necessità.
Abbiamo detto che all’interno del modulo sono presenti due cache, per
quanto riguarda la cache “MapPoliciesByRef” (per le politiche seconda-
rie) è stata scelta per default la politica di rimpiazzamento LRU (Last
Recently Used), che può essere modificata con una politica FIFO (First
In First Out) attraverso la chiamata al metodo setCacheFIFO()
Il metodo init(PolicyFinder finder) riveste particolare importanza
poiché inizializza il modulo stesso, caricando le policy necessarie per la
successiva valutazione. Il metodo addPolicy(String Id, String Policy)
è un metodo che aggiunge una o più politiche (con il relativo ID) alla
cache primaria di politiche del modulo stesso. Mentre il metodo load-
Policy(String politica,PolicyFinder finder) è un metodo che carica una
particolare politica e, attraverso il Policyfinder, è in grado di istanziare
un set di politiche. I due metodi “findPolicy” sono dei metodi che tro-
vano una politica basandosi rispettivamente su un “request context” e
su un “idReference” tentando di fare “match” con i dati della richiesta,
per appurare se tale politica è o meno applicabile. Assicurandosi che vi
sia un’unica politica applicabile, se viceversa se ne dovesse trovare più
di una, in accordo alle specifiche, viene ritornato un errore4.In partico-
lare il modulo il modulo findPolicy (URI idReference, int type) deve
cercare una politica per riferimento, trattandosi di una politica secon-
daria, essa non è stata caricata nel sistema perciò tale modulo dovrà
ricercarla all’interno del database relazionale (dove si trova il reposito-
ry XACML). Prima di effettuare tale operazione tuttavia il metodo in
analisi si preoccupa se tale politica si trova già all’interno della cache
riservata a tali politiche, se è cosi evita di collegarsi al database e usa
la politica presente nella cache, altrimenti l’operazione di recupero da
4In particolar modo il modulo findPolicy (URI idReference, int type) era completamente assente
nell’implementazione della SUN non venendo gestiti gli IdReference
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database risulterà necessaria.
Il metodo“Reload” viene invocato quando nel sistema viene modi-
ficata una (o più) policy preesistente o ne viene inserita una nuova, esso
interagisce con il DALBean, scaricando, attraverso quest’ultimo, una (o
più) policy dal repository e successivamente reinizializza il sistema.
Un discorso a parte va fatto per i metodi deletePolicyByValue
(String ID) e deletePolicyByRef (String ID). Il primo metodo viene
invocato quando viene cancellata una politica primaria (byValue) le
azioni che compie sono quelle di rimuovere dalla relativa cache la politica
cancellata e reinizializzare il sistema. Il secondo invece si limita alla sola
cancellazione della politica dalla cache relativa (byRef) risultando non
necessaria la reinizializzazione del sistema trattandosi di una politica
secondaria.
Figura 5.10: Collocazione del DALPolicyModule nel sistema.
Quanto appena visto, viene fatto con l’ausilio del DAL. Questo mo-
dulo permette di gestire tutto ciò che ha a che fare con il database
relazionale, attraverso il linguaggio Java e comandi MySQL.
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5.6.1 La cache
Come visto all’interno del “DALPolicyModule” si è scelto di utilizzare
due cache (in Figura 5.11 vi è un esempio per quella relativa alle poli-
cy secondarie). La scelta nasce da un lato, per gli ovvi miglioramenti
prestazionali, dovuti ad un numero minore di accessi al database, dal-
l’altro in un ottica futura che prevede la successiva introduzione di un
arbitro all’interno del sistema realizzato. Nella realizzazione delle ca-
che, la scelta sul tipo di struttura da utilizzare è ricaduta sulla classe
“LinkedHashMap”, per i vantaggi in essa riscontrati.
Figura 5.11: Cache delle policy-secondarie
Innanzi tutto è anch’essa una HashMap, che permette di utilizzare
una mappa contenete coppie chiave-valore, che permette di rintraccia-
re velocemente, attraverso l’utilizzo del meccanismo di hash, i valori
contenuti al suo interno, tramite la chiave relativa. In aggiunta il ti-
po “LinkedHashMap” ha al suo interno una lista con doppio puntatore
all’interno di ogni entrata (vedere Figura 5.12).
La lista definisce l’ordine di iterazione, che di solito è l’ordine con
il quale vengono inseriti gli elementi nella Map5. La politica di rim-
piazzamento utilizzata per default dalla cache è LRU (Least Recently
5Notare che l’ordine non viene modificato nel caso di reinserimento della stessa chiave
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Figura 5.12: Struttura della LinkedHashMap
Used), secondo la quale nel caso in cui la cache è piena viene rimpiazzato
l’elemento utilizzato meno recentemente. È previsto tuttavia l’utilizzo
alternativo della politica FIFO (First In First Out), in questo caso ad
essere rimpiazzato (in caso di cache piena) sarà il primo elemento in-
serito. L’interfaccia messa a disposizione della classe “cache”, è quella
visibile in Figura 5.13.
In particolare notare come il costruttore prenda in ingresso due pa-
rametri, il primo, un intero, indica la dimensione della cache, mentre il
secondo, se settato a “true”, setta il metodo di rimpiazzamento a “LRU”,
in caso contrario verrà utilizzato il metodo “FIFO”. Notare che tutti i
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Figura 5.13: Interfaccia della classe cache
metodi utilizzati sono sincronizzati, in modo da rendere ogni singola
operazione sulla cache atomica e quindi garantirne la consistenza, ciò
in conseguenza del fatto che l’accesso alla cache viene fatto in manie-
ra concorrente. In particolare il metodo get (String key), passato in
ingresso il valore della chiave ritorna il valore corrispondente in cache,
in questo caso la relativa entrata diventa l’entrata più frequentemente
utilizzata(MRU). Il metodo void put (String key, String value), ag-
giunge un’entrata con relativo valore nella cache. Per ciò che concerne
la cancellazione, mentre il metodo clear(), cancella l’intero contenu-
to della cache, il metodo del(String key) elimina dalla cache l’entrata
corrispondente alla chiave passata in ingresso. Per quanto riguarda i
metodi usedEntries() e getAll(), il primo ritorna il numero delle en-
trate attualmente utilizzate nella cache, il secondo una collezione che
contiene una copia di tutte le entrate della cache.
5.7 Il PolicyWriter
Questo modulo (lato client) permette, anche per mezzo di alcune classi
“d’aiuto”, al redattore dei dati di espletare le proprie funzioni da remo-
to, interagendo con l’intero sistema per inserire, prelevare, cancellare o
modificare le politiche all’interno del repository. L’interfaccia messa a
disposizione da questa classe è visibile nella Figura 5.14.
5.7 Il PolicyWriter 76
Figura 5.14: Interfaccia del modulo PolicyWriter
Il primo metodo Map init() si basa sulla presenza di una GUI (in-
terfaccia grafica) per mezzo della quale il redattore può espletare il suo
compito, non presente nel sistema realizzato. Nel nostro caso si è fatta
la supposizione che tale interfaccia grafica salvi le politiche create in una
determinata cartella “policy”. Questo modulo controlla tutti i file con
estenzione “.xml” contenuti in tale cartella, ne fa il parsing per estrarne
l’ID relativo e copia le politiche in una Mappa Hash costituita da una
coppia chiave (id) - valore (la policy vera e propria). Il metodo add-
Policy(String PolicyFileName) aggiunge alla mappa di cui sopra una
particolare politica passata in ingresso, solo dopo averne fatto il parsing
ed estratto il relativo id. Il metodo insertPolicy(Map Politiche) inve-
ce si procura un riferimento al DALBean per mezzo di JNDI ed invoca
una setPolicy su tale istanza, inserendo nel database un certo numero di
politiche. In maniera simile funziona il metodo prelevaPolicy() con la
differenza che con tale metodo il PolicyWriter preleva l’intero contenuto
del database “policy_db”. L’ultimo metodo è deletePolicy(String ID),
attraverso il quale il PolicyWriter può cancellare una particolare politica
dal database.
Da notare che l’inserimento, la modifica o la cancellazione di una
policy, devono far scaturire l’aggiornamento del sistema, ciò avviene
per mezzo di metodi preposti al caso all’interno dell’architettura,che
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Figura 5.15: Azioni del modulo PolicyWriter.
rendono possibili le modifiche “a caldo” in maniera sicura.
5.8 L’Aggiornamento dinamico del sistema
Alcune operazioni che vengono effettuate sul sistema, modificano lo stes-
so, cambiando le policy contenute al suo interno, risulta logico quindi
che a simili operazioni debba corrispondere un aggiornamento dell’intero
sistema, in modo che questi possa risultare in ogni momento consisten-
te.
Risulta chiaro, per esempio, che se si decide di limitare l’accesso ad
un particolare gruppo di utenti in un determinato momento, da quell’i-
stante in poi non sia possibile, da parte dei soggetti appartenenti a quel
gruppo, di poter accedere al sistema. Per evitare che ad ogni aggior-
namento del sistema, debba corrispondere un riavvio dello stesso, si è
optato per un aggiornamento dinamico.
L’aggiornamento dinamico del sistema ruota intorno al modulo “DAL”.
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È proprio quest’ultimo modulo che, monitorando il repository si accorge
di eventuali aggiornamenti dello stesso. Quando ciò si verifica il modulo
deve avvertire il Policy Decision Point (PDP) delle modifiche apporta-
te al sistema in modo che quest’ultimo possa prenderne atto e tenerne
conto nella successiva valutazione di una richiesta.
Figura 5.16: Esempio di aggiornamento del sistema.
Nell’esempio in figura 5.16 è visibile un esempio di aggiornamento
dinamico, in particolare si fa riferimento al caso in cui il PolicyWriter
invochi il metodo insertpolicy(ID) su una politica primaria, sia si tratti
di una politica già presente nel sistema(quindi è in corso un aggiorna-
mento della stessa), sia di una nuova politica il DAL deve intervenire sul
sistema, lo fa invocando il metodo Reload(ID) dell’EJB “CMOSPDP”,
il quale propagherà la chiamata all’omonimo metoto del DALPolicy-
Module. A questo punto quest’ultimo deve scaricare dal Database la
politica appena inserita, lo può fare invocando il metodo getPolicy(ID)
del Bean “DAL”. Il “DAL” invierà tale politica al “DALPolicyModule”
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che così, dopo aver inserito la nuova policy (o la nuova versione della
policy) nella cache contenente le policy primarie, potrà reinizializzare il
“Policy Finder” invocando il metodo init() sull’istanza di quest’ultima
classe. Il “Policy Finder” a sua volta dovrà risettare (“setModules()”) i
moduli contenuti al suo interno solo dopo aver invocato il metodo init()
del “DALPolicyModule”. Quest’ultimo metodo ricaricherà all’interno
del set di politiche del sistema (un set di tipo abstractPolicy) tutte le
politiche contenute nella cache primaria attraverso il metodo loadPolicy.
Un discorso analogo potrebbe essere fatto per l’inserimento di una poli-
cy “nuova” (non presente cioè nel Database) infatti il procedimento visto
rimane praticamente invariato. Per quanto riguarda la cancellazione da
parte del “Redattore dei dati” di una politica esistente, va invece fatto
un discorso a parte. In questo caso, infatti, bisogna fare una distinzione
tra il caso in cui si sta cancellando una policy primaria e quello in cui
si sta tentando di eliminare una policy secondaria.
Figura 5.17: Diagramma di sequenza per una “DeleteByValue”
Partiamo dal caso in cui si voglia cancellare una policy primaria
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(o ByValue)(visibile in Figura 5.17), in questo caso il PolicyWriter in-
vocando il metodo deletePolicy(String ID) fa scaturire la chiamata
all’omonimo metodo del “DAL” il quale cancella la politica dalla tabella
relativa (TableByValue) all’interno del database, a questo punto viene
invocato dal il metodo deletePolicy(ID) del “PDP” che tramite una
serie di chiamate cancella la politica dalla relativa cache (cache prima-
ria), solo a questo punto la cache potrà essere rimossa effettivamente
dal sistema in modo da aggiornare quest’ultimo delle modifiche fatte.
Figura 5.18: Diagramma di sequenza per una “DeleteByRef”
Nel caso in cui si voglia rimuovere un policy secondaria (o ByRef)
le operazioni sono le medesime (con le opportune modifiche dovute al
caso in esame) eccezion fatta per l’ultimo punto(come visibile in Figura
5.18), in questo caso il sistema non va aggiornato nel senso che nel
nelle politiche “attive” nel sistema non sono presenti le policy secondarie
quindi una volta eliminata la policy per riferimento in questione dalla
relativa cache, le operazioni da fare risultano completate.
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5.9 Analisi della consistenza del sistema
Come visto l’intero progetto è stato realizzato nell’ambito dell’architet-
tura J2EE e all’interno dell’Application Server JBOSS. Sono stati quindi
utilizzati vari Enterprise Bean, ognuno con il proprio compito, ma tutti
con la caratteristica comune di essere in numero arbitrario al momen-
to della inizializzazione del container, prima che un qualsiasi client ne
richieda l’utilizzo. Inoltre una volta che il loro numero risulti insuffi-
ciente a coprire il numero delle richieste, il container ne creerà altri.
Risulta quindi ovvio che, in presenza di Multithreading, ci si sia posto
il problema della concorrenza e quindi della consistenza del sistema in
esame. Se, come detto, la concorrenza non introduceva problemi di con-
sistenza nei confronti dei dati all’interno del database6, lo stesso non si
può dire per il resto delle risorse che costituiscono il sistema in esame.
In particolare la presenza di due cache all’interno del modulo “DALPo-
licyModule” e di vari metodi che lavorano sulle stesse, ha evidenziato
la necessità di occuparsi del problema della consistenza delle politiche
in esse contenute. Per gestire questo aspetto, entrambe le cache pre-
senti nel suddetto modulo sono state dichiarate come membri statici,
assicurando quindi che anche in presenza di varie istanze del modulo
“DALPolicyModule” ne fosse garantita l’unicità in ogni esecuzione del-
l’applicazione, infatti con l’utilizzo della parola chiave “static” permette
di avere un unico segmento di spazio di memoria per un particolare
segmento di dati, indipendentemente da quanti oggetti vengono creati,
questo garantisce che ogni thread del modulo si trovi ad avere a che fare
con la stessa versione delle cache, e non con versioni differenti rispetto
a quelle di un qualsiasi altro thread. Il problema ora riguardava solo
l’assicurarsi che ogni metodo che avesse a che fare con le cache in esame
6 Utilizzando infatti la piattaforma J2EE, se ne sono sfruttati i vantaggi, tra i quali quello di
avere un container che gestisca in maniera automatica i meccanismi atti a garantire la consistenza
all’interno del Database, per conto del programmatore.
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Figura 5.19: Analisi concorrenza
ottenesse un accesso esclusivo alla risorsa nel momento in cui andava
a modificarla, per ovviare a questo problema si è sfruttata una carat-
teristica del linguaggio Java, che supporta il multithreading a livello di
linguaggio, i metodi dichiarati synchronized, all’interno di una classe,
infatti, non possono essere eseguiti simultaneamente da più thread; tali
metodi vengono eseguiti sotto il controllo di un monitor per assicura-
re che le variabili rimangano in uno stato “consistente”. Ogni classe e
ogni oggetto istanziato ha il proprio monitor che entra in gioco quan-
do richiesto. Quando un metodo synchronized entra in un thread, esso
acquisisce un monitor sull’oggetto corrente, il monitor preclude dall’ese-
cuzione qualsiasi altro metodo synchronized dichiarato in quella classe;
quando il metodo synchronized ritorna in qualsiasi modo, il suo monitor
è rilasciato, allora altri metodi synchronized dello stesso oggetto sono
liberi per poter essere eseguiti. Inoltre i monitor Java sono rientran-
ti: un metodo può acquisire lo stesso monitor più di una volta, inoltre
la libreria Java run-time è thread-safe nel senso che ogni metodo che
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potrebbe cambiare il valore di una variabile istanza è stato dichiarato
synchronized, questo assicura che solo un metodo può cambiare lo sta-
to di un oggetto in un determinato momento. La presenza della cache
primaria, all’interno dell’implementazione, appare, pur essendo arriva-
ti alla conclusione, rindondante, ma dopo l’analisi appena fatta risulta
chiaro che pur risolvendo il problema della consistenza, ne resta da af-
frontare un altro, ed è quest’ultimo che chiarirà l’utilizzo di tale cache.
Il nuovo problema riguarda la fase di aggiornamento, e più precisamente
il momento nel quale bisogna rendere effettive le modifiche nel sistema,
nei confronti dell’arrivo delle richieste. Tuttavia per l’analisi di questo
argomento, si rimanda al capitolo successivo.
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Capitolo 6
Conclusioni e sviluppi futuri
Lo scopo di questo progetto riguarda l’ottimizzazione di un progetto
incrementale, precedentemente avviato. La fase iniziale del lavoro è
stata incentrata sullo studio della struttura della piattaforma, con l’o-
biettivo di individuare, all’interno del progetto iniziale, i punti deboli
e le possibili migliorie da apportare al sistema, in modo da renderlo
maggiormente flessibile; inoltre è stato fatto uno studio accurato sulla
modalità di funzionamento della valutazione delle richieste da parte del
sistema, in modo tale che sono state possibili delle modifiche da appor-
tare al Sistema, per renderlo “reattivo” all’ aggiornamento “a caldo”.
In questo capitolo verranno esaminati gli obbiettivi raggiunti ed alcu-
ne delle possibili ottimizzazioni che possono essere integrate nell’attuale
architettura.
6.1 Realizzazione
L’applicazione attualmente si presenta costituita da 3 package, come è
possibile vedere in Figura 6.1.
Il package “scrittore” contiene al suo interno il modulo PolicyW-
riter, ed altre “classi d’aiuto”, che rende possibile la simulazione di
un’applicazione “client side” che permette di:
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Tutte queste operazioni vengono fatte per mezzo dell’interazione di tale
modulo da remoto con l’application server JBoss e quindi con gli EJB
contenuti al suo interno. Il package “CMOS” contiene al suo interno
l’implementazione completa della tecnologia XACML, compresi i moduli
aggiuntivi DALPolicyModule e DAL, che permettono come ampiamente
discusso nei precedenti capitoli, di:
• Caricare dinamicamente le politiche
• Gestire le politiche passate per riferimento
• Caricare le politiche da database
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L’ultimo package, denominato “Test”, permette di testare il sistema, pas-
sando in ingresso varie richieste caricate da file in formato xml, simulan-
do la formulazione di tali richieste da un client remoto. Gli obbiettivi
che ci si era posti all’inizio, sono stati tutti raggiunti, anche l’analisi
e la risoluzione del problema della consistenza del sistema risulta am-
piamente risolto. L’unico aspetto, che rimane ancora da analizzare e
risolvere, riguarda la gestione delle richieste nel momento stesso in cui
il repository delle politiche viene aggiornato.
6.2 Analisi del problema
Prendiamo in esame il seguente esempio: consideriamo il caso in cui il
sistema è a regime, in un certo instante arrivano due richieste (A e B)
al “PDP”, e un attimo dopo, un “Redattore dei dati” modifica alcune
policy “ByValue”, presenti nel Database (vedere Figura 6.2). All’azione
Figura 6.2: Esempio del problema
di modifica corrisponderà una reazione del sistema che si aggiornerà di-
namicamente, in modo da rendere effettive le modifiche apportate. In
particolare, il sistema, prima andrà a modificare le politiche presenti
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nella cache (in questo caso quella primaria), e successivamente opererà
effettivamente tali modifiche nel sistema. Effettivamente questo passag-
gio risulta rindondante e ci si potrebbe chiedere come mai il sistema
non vada a modificare subito le policy operative nello stesso, ma, conti-
nuando con l’analisi, ci si accorgerà che tale passaggio è stato previsto
in prospettiva dell’utilizzo di un arbitro, ma procediamo con ordine.
Tornando all’esempio preso in analisi, può capitare che, tra la modi-
Figura 6.3: Momento critico
fica effettuata in cache e la modifica effettiva, venga servita prima la
richiesta arrivata per ultima (B), che a questo punto sarà valutata in
base alle politiche “attive” in quel momento, e cioè una versione prece-
dente a quella inserita dal “Redattore dei dati”; d’altro canto, la prima
richiesta arrivata al “PEP” (A) potrebbe essere servita un’attimo dopo
l’aggiornamento effettivo del sistema e venire perciò valutata con una
versione più aggiornata delle politiche. In questo caso, due politiche ar-
rivate quasi contemporaneamente, vengono servite sulla base di policy
differenti, anzi, caso paradossale, l’ultima arrivata (B) viene servita in
base ad un repository meno aggiornato, rispetto a quello utilizzato per
la valutazione alla prima (A)(vedere Figura 6.3).
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Essendo l’operazione di aggiornamento una operazione delicata, si pre-
suppone che tale operazione venga eseguita di rado, quindi tale problema
potrebbe essere considerato trascurabile, tuttavia ci potrebbe essere, da
parte dell’utente finale, la volontà che le politiche modificate siano rese
attive dopo un certo intervallo di tempo (magari il giorno successivo
all’inserimento), o semplicemente che le modifiche non siano prese in
considerazione per le richieste pendenti, per le quali si vorrebbe adope-
rare lo stesso metodo di valutazione. Per poter fare una tale operazione,
dovrebbe essere inserito un oggetto che operi da Arbitro, in modo da
gestire le varie richieste e regolarne la valutazione, in base ad opportune
politiche.
6.3 Introduzione dell’Arbitro e possibile im-
plementazione
Un oggetto del genere andrà a collocarsi all’interno del package “CMOS”,
in particolare, una collocazione possibile all’interno dell’architettura,
potrebbe essere quella mostrata in figura 6.4.
Esso dovrà monitorare tutte le richieste in arrivo, tenendo traccia
di quelle non ancora valutate. Per poter tener traccia delle varie richie-
ste, con il relativo stato (pendente, servito), si potrebbe fare uso di una
cache, magari riutilizzando la classe già presente nell’attuale implemen-
tazione. All’arrivo di un segnale di aggiornamento, esso dovrà entrare in
azione, prendendo una decisione su come valutare tali richieste, in base
a delle politiche preventivamente definite. Le possibili politiche possono
variare in base alle necessità dell’utente, per esempio, si potrebbe volere
invalidare le richieste appena memorizzate, oppure scegliere di valutare
tali richieste in base al repository precedente e quelle che arrivano da
quell’instante in poi, con la versione aggiornata dello stesso. Si potrebbe
infine aggiungere un determinato campo nelle politiche, riguardante la
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Figura 6.4: Possibile collocazione dell’Arbitro
data e l’ora, relativa al momento in cui le modifiche debbano essere ap-
portate. A tal proposito, potrebbe essere necessario utilizzare il modulo
AttributeFinder, associato al quale viene fornito dall’implementazione
della Sun il modulo CurrentEnvModule, che supporta la data e l’ora
corrente. Infatti, le specifiche XACML suggeriscono che tali dati de-
vono sempre essere disponibili al PDP. Essi potrebbero essere inclusi




Listato relativo al modulo
“DALPolicyModule”
Implementazione del modulo DALPolicyModule
1 /*
2 * Created on 26-lug -2005
3 *
4 * TODO To change the template for this generated file go to
5 * Window - Preferences - Java - Code Style - Code Templates
6 */
7 package biz.bassnet .cmos.xacml ;
8 import com.sun.xacml. AbstractPolicy;
9 import com.sun.xacml. EvaluationCtx;
10 import com.sun.xacml. MatchResult ;
11 import com.sun.xacml.Policy ;
12 import com.sun.xacml. PolicySet ;
13
14 import com.sun.xacml.ctx .Status ;
15
16 import com.sun.xacml.finder .PolicyFinder;
17 import com.sun.xacml.finder .PolicyFinderModule;




22 import java.util.ArrayList ;
23 import java.util.Collection ;
24 import java.util.HashMap ;
25 import java.util.HashSet ;
26 import java.util.Hashtable ;





32 import java.util.logging .Level ;
33 import java.util.logging .Logger ;
34
35 // import javax .ejb . CreateException;
36 import javax .naming .InitialContext;
37 import javax .naming .NamingException;
38 import javax .xml.parsers .DocumentBuilder;
39 import javax .xml.parsers .DocumentBuilderFactory ;
40
41 import org.xml.sax .InputSource ;
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42 import org.w3c.dom .Document ;
43 import org.w3c.dom .Element ;
44
45
46 import org.xml.sax .ErrorHandler;
47 import org.xml.sax .SAXException;





53 * @author ivan
54 *
55 * TODO To change the template for this generated type comment go to
56 * Window - Preferences - Java - Code Style - Code Templates
57 */
58 public class DALPolicyModule extends PolicyFinderModule
59 implements ErrorHandler {
60 public static final String POLICY_SCHEMA_PROPERTY =
61 "com .sun .xacml. PolicySchema";
62 public static final String JAXP_SCHEMA_LANGUAGE =
63 "http:// java.sun .com /xml /jaxp/properties /schemaLanguage";
64
65 public static final String W3C_XML_SCHEMA =
66 "http:// www .w3.org /2001/ XMLSchema ";
67
68 public static final String JAXP_SCHEMA_SOURCE =
69 "http:// java.sun .com /xml /jaxp/properties /schemaSource";
70
71 // Il finder che sta usando questo modulo
72 private PolicyFinder finder ;
73 private File schemaFile ;
74
75 //TODO modifiche per la cache
76
77 //per default si è scelta la cache di tito LRU
78 public boolean LRU=true;
79 //per default la dimenzione della Cache è 100
80 public static final int DIMENZIONE_CACHE =100;
81
82 // la hashMap conterr ? una collezione di policy
83 // e relative Id (chiavi ) il Set policies invece
84 //continuer ? a contenere oggetti di tipo AbstractPolicy
85 private static Map MapPolicies ;
86 private static cache MapPoliciesByRef;
87 private Set policies ;
88 DALLocal myDAL = null;
89 private biz.bassnet .cmos.xacml .DALLocalHome getDALLocalHome() throws
NamingException {
90 InitialContext ctx = this.getContext ();
91 biz.bassnet .cmos.xacml. DALLocalHome interf =
92 (biz.bassnet .cmos.xacml.DALLocalHome)ctx .lookup
93 (biz.bassnet .cmos.xacml. DALLocalHome.JNDI_NAME );




98 private InitialContext getContext () throws NamingException {
99 Hashtable props = new Hashtable ();
100 props .put(InitialContext.INITIAL_CONTEXT_FACTORY ,
101 "org .jnp .interfaces .NamingContextFactory ");
102 props .put(InitialContext.PROVIDER_URL , "jnp ://127.0.0.1:1099");
103 InitialContext initialContext = new InitialContext(props );
104 return initialContext;
105 }
106 // Il logger che verrà utilizzato per tutti i messaggi
107 private static final Logger logger =
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108 Logger .getLogger ( DALPolicyModule.class .getName ());
109
110 /**
111 * Costruttore di default
112 */
113 public DALPolicyModule() {
114 MapPoliciesByRef= new cache(DIMENZIONE_CACHE ,LRU);
115 MapPolicies = new HashMap ();
116 policies =new HashSet ();
117 String schemaName = System .getProperty (POLICY_SCHEMA_PROPERTY );
118 if (schemaName == null)
119 schemaFile = null;
120 else





126 * Costruttore che riceve in ingresso uno schemaFile





132 public DALPolicyModule(File schemaFile ) {
133 MapPolicies = new HashMap ();
134 policies = new HashSet ();




139 // Costruttore che specifica una lista di
140 // policy da caricare










151 * Permette di cambiare il tipo di politica di rimpiazzamento
152 * della cache MapPoliciesByRef (delle politiche per riferimento )
153 * impostata per default su LRU a FIFO
154 */




159 // Indica se questo modulo supporta la ricerca basata su un Riferimento
160 // (IdReference )




165 // Indica se questo modulo supporta la ricerca basata su una richiesta
166 // (target matching )





172 * Metodo che inizializza il <code >DALModule </code > Caricando
173 * tutte le politiche contenute nella MapPolicies
174 * Inoltre questo metodo utilizza il
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178 public void init(PolicyFinder finder ) {
179 if(MapPolicies == null){
180 System .out .println ("ATTENZIONE : SI StA TENTANDO DI
INIZIALIZZARE
181 IL DALPOLICYMODULE SENZA NESSUNA POLITICA !!! ");
182 }
183
184 policies = new HashSet ();
185 this.finder = finder ;
186 String [] List= new String [MapPolicies .size ()];
187 Collection SetC;
188 SetC= MapPolicies .values ();
189 Iterator it2= SetC.iterator ();
190 int l=0;
191 while(it2.hasNext ()){
192 List[l]=( String )(it2.next ());
193 l++;
194 }
195 for (int i=0;i<List.length ;i++) {
196 String fname = (String )(List[i]);
197 AbstractPolicy policy = loadPolicy (fname , finder ,
198 schemaFile , this);
199 if (policy != null)






206 * Metodo che aggiunge una data Policy con relativo iD




211 public boolean addPolicy (String Id , String Policy ) {
212 //System .out .println (" PRIMA RIGA ADDPOLICY ");








221 * Questo modulo carica un policy contenuta
222 * in una Stringa che gli viene passata in
223 * inrgesso e attraverso il Policyfinder anchesso
224 * passato in ingresso è in gradi di istanziare un policySet
225 */
226
227 public static AbstractPolicy loadPolicy (String politica ,PolicyFinder
finder ) {




232 public static AbstractPolicy
233 loadPolicy (String politica , PolicyFinder finder ,File
schemaFile ,ErrorHandler handler ) {
234 try {
235
236 // creo il factory
237 DocumentBuilderFactory factory =
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238 DocumentBuilderFactory . newInstance ();
239 factory . setIgnoringComments(true);
240 DocumentBuilder db = null;
241 factory . setNamespaceAware(true);
242 if (schemaFile == null) {
243 // non stiamo facendo alcuna validazione
244 factory .setValidating(false );
245 db = factory .newDocumentBuilder ();
246 } else {
247 // stiamo usando un parser di valutazione
248 factory .setValidating(true);
249 factory .setAttribute( JAXP_SCHEMA_LANGUAGE , W3C_XML_SCHEMA);
250 factory .setAttribute( JAXP_SCHEMA_SOURCE , schemaFile );
251 db = factory .newDocumentBuilder ();




256 //Caricamento della policy ...
257 StringReader in=new StringReader(politica );
258 InputSource is=new InputSource (in);
259 Document doc = db.parse (is);
260 // controlliamo la policy , per vedere se ? un tipo conosciuto
261 Element root = doc. getDocumentElement ();
262 String name = root.getTagName ();
263 if (name.equals ("Policy ")) {
264 return Policy .getInstance (root);
265 } else if (name.equals ("PolicySet ")) {
266 return PolicySet .getInstance (root , finder );
267 } else {
268 // non ? un tipo di root conosciuto
269 throw new Exception ("Unknown root document type: " + name);
270 }
271
272 } catch (Exception e) {
273 if (logger .isLoggable (Level.WARNING ))
274 logger .log(Level.WARNING , "Errore durante la lettura della
policy " +
275 " dalla stringa passata in ingresso ", e);
276 }
277






284 * Trova una policy basandosi su un context
285 * di richiesta . Fa sempre un match per vedere
286 * se tale politica è applicabile . Se trova più di una





292 public PolicyFinderResult findPolicy (EvaluationCtx context ) {
293 AbstractPolicy selectedPolicy = null;
294 Iterator it = policies .iterator ();
295 while (it.hasNext ()) {
296 AbstractPolicy policy = ( AbstractPolicy)(it.next());
297 // guardiamo se fa match
298 MatchResult match = policy .match(context );
299 int result = match. getResult ();
300 // se abbiamo incontrato un errore ci fermiamo subito
301 if (result == MatchResult .INDETERMINATE)
302 return new PolicyFinderResult(match.getStatus ());
303 if (result == MatchResult .MATCH ) {
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304 // Se c’era stato gi? un match , allora siamo in errore ...
305 if (selectedPolicy != null) {
306 ArrayList code = new ArrayList ();
307 code.add (Status . STATUS_PROCESSING_ERROR );
308 Status status = new Status (code , "too many applicable
top -"
309 + "level policies ");
310 return new PolicyFinderResult(status );
311 }
312
313 // ... in caso contrario ci ricordiamo questa policy




318 // se abbiamo trovato una policy la ritorniamo altrimenti torniamo
319 // un PolicyFinderResult vuoto
320 if (selectedPolicy != null)
321 return new PolicyFinderResult(selectedPolicy);
322 else







330 * Metodo che trova una policy dato un riferimento
331 * Viene ipotizzato che il riferimento si riferisca
332 * a politiche contenute nel DataBase gestito




337 // TODO modificata per la cache
338
339 public PolicyFinderResult findPolicy (URI idReference , int type) {
340 String PolID=idReference .toString ();
341 String Policy = MapPoliciesByRef.get(PolID);
342 if (Policy != null){//è in cache
343 AbstractPolicy policy =
loadPolicy (Policy ,this.finder ,null ,null);
344 return new PolicyFinderResult(policy );
345 }
346 else {try {
347 Set id_Policy =new HashSet ();
348 id_Policy .add (idReference .toString ());
349 myDAL = getDALLocalHome().create ();
350 Map Policy_Scar = myDAL .getPolicy (id_Policy );
351 String Pol_Scar =( String )Policy_Scar .get(id_Policy );
352 AbstractPolicy policy =
loadPolicy (Pol_Scar ,this.finder ,null ,null);













366 *Metodo che scarica dal DAL una versione
367 *nuova della policy spedificata dall’id
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368 *e la sostituisce a quella vecchia .
369 */
370
371 public boolean Reload (Set ID){
372 try {
373 System .out .println (" DALPolicyModule: Sto effettuando la
reload ");
374 // Ã¨ stata aggiunta o modificata una politica
375 this.myDAL = getDALLocalHome().create ();
376 Map newVer = myDAL.getPolicy (ID);
377 // inserisco le nuove politiche
378 MapPolicies .putAll (newVer );
379 System .out .println ("numero di politiche che saranno operative
nel sistema sono: "+ MapPolicies .size());
380 Set IdSet;
381 IdSet= newVer .keySet ();
382 Iterator it= IdSet.iterator ();
383 while (it.hasNext ()){
384 System .out.println ("ESEGUITA LA RELOAD DELLA POLITICA CON




388 catch (Exception e){
389 System .out .println ("Esecuzione della Reload Fallita !");
390 System .out .println (e);
391 e.printStackTrace();





397 public boolean deletePolicyByValue(String ID){
398 try {
399 MapPolicies .remove (ID);
400 System .out .println ("numero di politiche che saranno operative
nel sistema sono: "+ MapPolicies .size());
401 Set IdSet;
402 IdSet= MapPolicies .keySet ();
403 Iterator it= IdSet.iterator ();
404 System .out .println ("L’id della politica RIMOSSA è: " +ID);
405 return true;
406 }catch ( Exception e){
407 System .out .println ("Esecuzione della deletePolicyByValue
Fallita !");
408 System .out .println (e);
409 e.printStackTrace();




414 // TODO modifiche per la cache
415 public boolean deletePolicyByRef(String ID){
416 try {
417 MapPoliciesByRef.del(ID);
418 System .out .println ("Cache aggiornata le politiche by ref
presenti nel sistema sono: "+
MapPoliciesByRef.usedEntries ());
419 System .out .println ("L’id della politica RIMOSSA dalla cache Ã¨:
" +ID);
420 return true;
421 }catch ( Exception e){
422 System .out .println ("Esecuzione della deletePolicyByRef
Fallita !");
423 System .out .println (e);
424 e.printStackTrace();






430 * Standard handler routine for the XML parsing .
431 *
432 * @param exception information on what caused the problem
433 */
434 public void warning ( SAXParseException exception ) throws SAXException {
435 if (logger . isLoggable (Level.WARNING ))
436 logger .warning ("Warning on line " + exception . getLineNumber() +




441 * Standard handler routine for the XML parsing .
442 *
443 * @param exception information on what caused the problem
444 *
445 * @throws SAXException always to halt parsing on errors
446 */
447 public void error( SAXParseException exception ) throws SAXException {
448 if (logger . isLoggable (Level.WARNING ))
449 logger .warning ("Errore nella riga " +
exception . getLineNumber() +
450 ": " + exception . getMessage () + " ... " +
451 "La Policy non sar ? disponibile ");
452




457 * Standard handler routine for the XML parsing .
458 *
459 * @param exception information on what caused the problem
460 *
461 * @throws SAXException always to halt parsing on errors
462 */
463 public void fatalError ( SAXParseException exception ) throws SAXException
{
464 if (logger . isLoggable (Level.WARNING ))
465 logger .warning ("Errore nella riga " +
exception . getLineNumber() +
466 ": " + exception . getMessage () + " ... " +
467 "La Policy non sar ? disponibile ");
468










2 * Created on 26-set -2005
3 *
4 * TODO To change the template for this generated file go to
5 * Window - Preferences - Java - Code Style - Code Templates
6 */
7
8 package biz.bassnet .cmos.xacml ;
9 import java.util.LinkedHashMap;
10 import java.util.Collection ;
11 import java.util.Map;
12 import java.util.ArrayList ;
13
14 /**




19 * I metodi sono tutti sincronizzati poichè l’accesso alla cache




24 public class cache {
25 private final float hashTableLoadFactor = 0.75f;
26 private LinkedHashMap map;
27 private int cacheSize ;
28 /**
29 * Crea una nuova cache con politica LRU (rimangono in cache quegli
elementi
30 * che sono stati acceduti più recentemente) se il relativo campo è
impostato su
31 * true , altrimenti con politica FIFO (il primo elemento ad essere
stato inserito
32 * è anche il primo ad uscire dalla cache )
33 */
34 public cache (int cacheSize ,boolean LRU) {
35 this.cacheSize = cacheSize ;
36 int hashTableCapacity = (int )Math.ceil(cacheSize /
hashTableLoadFactor) + 1;
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37 map = new LinkedHashMap(hashTableCapacity , hashTableLoadFactor ,
LRU) {
38 private static final long serialVersionUID = 1;
39 protected boolean removeEldestEntry (Map.Entry eldest ) {
40 return size () > cache.this.cacheSize ; }}; }
41 /**
42 * Passato in ingresso il valore della chiave ritorna il valore
della cache
43 * corrispondente. La relativa entrata diventa l’entrata più
frequentemente
44 * utilizzata (MRU )
45 */
46 public synchronized String get (String key) {
47 return (String )map.get (key); }
48 /**
49 *aggiunge un’entrata alla cache
50 */
51 public synchronized void put (String key , String value) {
52 map.put (key ,value); }
53 /**
54 * Cancella la cache
55 */
56 public synchronized void clear () {
57 map.clear (); }
58
59 /**
60 * Cancella un elemento dalla cache
61 * @return
62 */




67 *ritorna il numero delle entrate attualmente utilizzate nella
cache
68 */
69 public synchronized int usedEntries () {
70 return map .size (); }
71 /**
72 * Ritorna una collezione che contiene una copia di tutte
73 * le entrate della cache
74 */
75 public synchronized Collection getAll () {
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