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Resumen: Un Sistema de Información Multi-
Fuente (MSIS) se compone de un conjunto de
fuentes de datos independientes y un conjunto de
vistas o consultas que definen los requerimientos de
los usuarios. Sus diferencias con los sistemas de in-
formación clásicos introducen nuevas actividades
de diseño y motiva el desarrollo de nuevas técnicas.
En este artículo estudiamos un caso particular de un
MSIS: un Data Warehouse (DW) y proponemos un
meta-modelo para representar su metadata desde
dos puntos de vistas: la representación de los es-
quemas y las relaciones inter-esquema que permi-
ten calcular una vista a partir de los datos fuentes.
El meta-modelo es el centro de una plataforma ge-
neral para desarrollo de MSIS. La plataforma per-
mite la fácil integración de herramientas de diseño
y mantenimiento a través de un modelo de datos
común que centraliza el flujo de datos y las rutinas
de control de integridad entre las herramientas.
Palabras clave: Bases de datos, Data Warehou-
sing, Metadata.
1. Introducción
La necesidad de acceder a información dispo-
nible en varias fuentes de datos de una forma
unificada es cada día más fuerte y generaliza-
da. Los requerimientos de información de los
usuarios, generalmente en forma de vistas o
consultas, necesitan datos de diversas fuentes,
posiblemente heterogéneas y autónomas, con
datos en diferentes formatos.
Un Sistema de Información Multi-Fuente
(Multi-Source Information System: MSIS) es
un sistema de información que accede a varias
bases de datos independientes para resolver
requerimientos de usuarios sobre sus datos.
Como ejemplos de MSIS podemos citar los
sistemas Web, donde los datos son extraídos
de diferentes páginas web, integrados y pre-
sentados al usuario. La arquitectura de
wrappers y mediadores [28] se utiliza comun-
mente para realizar dichas tareas. Los sistemas
de Data Warehousing y sistemas Olap [13][1]
también extraen, transforman e integran in-
formación de varias fuentes de datos, posible-
mente heterogéneas, y la dejan disponible para
análisis estratégico. Otros ejemplos de MSIS
son las federaciones [26] que permiten el acce-
so a múltiples bases de datos cuya característi-
ca clave es la preservación de la autonomía de
las fuentes [21].
Un MSIS se compone de un conjunto de
fuentes de datos independientes y un conjunto
de vistas o consultas que definen los requeri-
mientos de los usuarios. La diferencia princi-
pal entre un sistema de información tradicional
y un MSIS reside en su definición y en la car-
ga de sus datos. Mientras el esquema de datos
de un sistema de información tradicional se
define como una estructura de datos integrada,
la estructura de un MSIS se define como un
conjunto de vistas posiblemente independien-
tes. Además, la carga de datos del primero la
realizan los usuarios mediante sus aplicacio-
nes, mientras que la carga del segundo se hace
automáticamente a partir de las fuentes. Las
aplicaciones de un MSIS involucran sólo la
presentación y uso de los datos, sin actualiza-
ciones [16].
En este contexto se han propuesto varias técni-
cas y herramientas que apuntan a resolver dife-
rentes actividades de diseño de MSIS, que in-
cluyen la selección de fuentes de datos rele-
vantes [16], el diseño y generación del sistema
[20][24][8][5] y su mantenimiento [4][21].
Estas herramientas en general son indepen-
dientes y utilizan su propia metadata.
Nuestro principal aporte es la construcción de
una plataforma para integrar esas herramientas
y el desarrollo de un modelo de datos común
para representar de una forma uniforme la
metadata del MSIS (meta-modelo). Esta plata-
forma permite el flujo de datos entre las apli-
caciones, el control de integridad y la incorpo-
ración de nuevas técnicas y herramientas.
En este artículo proponemos un meta-modelo
para un caso particular de un MSIS: un Data
Warehouse (DW). Dicho meta-modelo, basado
en el desarrollado en el proyecto DWQ [14],
define no sólo la estructura de las fuentes y
vistas del DW, sino también las relaciones en-
tre ellos, de manera de reflejar las expresiones
de cálculo de las vistas a partir de datos de las
fuentes. Dichas expresiones de cálculo indi-
can: (i) las relaciones fuentes de dónde se ex-
traerán los datos, (ii) las expresiones de cál-
culo para cada atributo de la vista, y (iii) las
condiciones o restricciones adicionales para la
selección de datos de las fuentes.
Resumiendo, este trabajo aporta no sólo la es-
pecificación de un meta-modelo para la plata-
forma de desarrollo de MSIS, sino también la
especificación de expresiones de cálculo de
vistas y una gramática para representar el cál-
culo de atributos y condiciones. Además pre-
sentamos un prototipo de la plataforma de di-
seño de MSIS que incluye la implementación
de las expresiones de cálculo.
El resto del documento se organiza de la si-
guiente manera: La sección 2 presenta el mar-
co de metadata de DWQ y describe el meta-
modelo existente. La sección 3 introduce las
nociones de cálculo de vistas mediante un
ejemplo y formaliza dichos conceptos. En la
sección 4 se extiende el meta-modelo para in-
corporar las expresiones de cálculo de vistas.
La sección 5 describe la arquitectura general
de la plataforma y la sección 6 concluye.
2. Preliminares
Nuestra propuesta toma como base el meta-
modelo desarrollado en el contexto del pro-
yecto DWQ [14]. En esta sección describimos
brevemente el marco de trabajo del proyecto
DWQ y el meta-modelo lógico del DW. Una
descripción más detallada puede encontrarse
en [15].
2.1. Marco de metadata de DWQ
El marco de metadata del proyecto DWQ pro-
pone tres perspectivas para describir un siste-
ma de DW: (i) una perspectiva conceptual de
la corporación, (ii) una perspectiva lógica de
los modelos de datos y (iii) una perspectiva
física del flujo de datos [15].
Cada una de las perspectivas y sus relaciones
están ortogonalmente relacionadas con las tres
capas tradicionales de un sistema de DW, que
son las bases de datos fuentes, el DW corpora-
tivo y los data marts. La Figura 1 muestra el
marco de trabajo.
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Figura 1 – Marco de metadata para DW
La perspectiva conceptual concierne los mo-
delos de negocio de los sistemas de informa-
ción de la empresa. El rol central corresponde
al modelo corporativo, el cual brinda una vi-
sión corporativa de los objetos conceptuales de
la corporación. También le conciernen los di-
ferentes modelos operacionales y los modelos
clientes de cada sección de la empresa. Tanto
los modelos operacionales como los modelos
clientes son vistas parciales del modelo cor-po-
rativo.
La perspectiva lógica concibe al DW desde el
punto de vista de los modelos de datos con-
cretos, implementados por los esquemas lógi-
cos. Los modelos conceptuales tienen una re-
presentación lógica en los esquemas clientes o
data marts (DM), el esquema de empresa o
data warehouse corporativo (CDW) y los es-
quemas fuentes, respectivamente. La perspec-
tiva lógica también describe la manera de cal-
cular los objetos de cada DM a partir de los
objetos del CDW y éstos a partir de los objetos
fuentes.
La perspectiva física representa los depósitos
de datos correspondientes a cada esquema y el
flujo de datos entre ellos.
2.2. Meta-modelo lógico de DW
En este trabajo nos concentramos en la pers-
pectiva lógica, es decir, en los esquemas de
DMs, CDW y fuentes, y en la manera de cal-
cular los objetos de un esquema en función de
los de otro.
El meta-modelo existente describe las propie-
dades y componentes de los diferentes esque-
mas. En la sección 3 presentamos una exten-
sión al meta-modelo para incorporar informa-
ción sobre cómo calcular los objetos.
La Figura 2 muestra una versión simplificada
del meta-modelo, donde sólo incluimos los
objetos relevantes para nuestro análisis, otros
componentes como restricciones, factores de
calidad, esquemas históricos, etc. fueron ex-
cluidos para facilitar la legibilidad del modelo
y comprensión de la propuesta.
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Figura 2 – Simplificación del meta-modelo lógico de
un DW (notación UML)
El DW se compone de tres conjuntos de es-
quemas: (i) los esquemas de DMs que abstraen
los modelos clientes, (ii) el esquema del CDW
que representa el modelo corporativo y (iii) los
esquemas fuentes que corresponden a los mo-
delos operacionales.
Los esquemas están compuestos de relaciones
que representan los objetos conceptuales, pero
la naturaleza de esas relaciones es diferente.
Los esquemas fuentes contienen relaciones
fuentes con datos materializados y posible-
mente heterogéneos, pero los esquemas de
DMs y del CDW contienen vistas, posible-
mente no materializadas que representan trans-
formaciones de los datos de las relaciones
fuentes. Para representar las relaciones fuentes
y las vistas, se especializa la clase Relation en
dos sub-clases SourceRelation y View respec-
tivamente.
El mismo razonamiento se puede hacer para
los atributos, obteniendo dos sub-clases View-
Attribute y SourceAttribute, ambas especiali-
zaciones de la clase Attribute.
Este meta-modelo enfatiza la representación
de los esquemas. Por ejemplo, describe el es-
quema de las vistas, es decir, indica los atri-
butos de los que está compuesta. Pero para de-
finir una vista no es suficiente con dar el es-
quema se necesita definir la consulta de cál-
culo, la cual indica cómo calcular los datos a
partir de relaciones fuentes.
Dichos cálculos pueden representarse como
operaciones, cuya entrada son las relaciones
fuentes y sus atributos. En las siguientes sec-
ciones discutimos una representación para ex-
presiones de cálculo de vistas y modificamos
el meta-modelo para incluir esas expresiones.
3. Cálculo de vistas
Nuestro objetivo es representar expresiones de
cálculo complejas para vistas y darle al dise-
ñador una plataforma robusta para soportar las
diferentes actividades de desarrollo de un
MSIS (limpieza de datos, carga de datos, etc).
A continuación presentamos el problema me-
diante un ejemplo.
3.1. Un ejemplo
La Figura 3a muestra una base de datos fuente
con información sobre los empleados de la re-
gión sur de una compañía y sus salarios. Hay
tres relaciones: posts, salaries y extras. La re-
lación posts tiene información descriptiva de
los empleados, la relación salaries tiene in-
formación de los salarios de cada empleado
(en francos) y la relación extras tiene informa-
ción de las horas extras trabajadas por cada
empleado, incluyendo fecha, tiempo y monto a
pagar (también en francos).
Supongamos que un usuario está interesado en
la vista employees de la Figura 3b. La vista
incluye como atributos: empleado (renom-
brando el atributo id de la fuente), puesto, sala-
rio (calculado en euros), la suma de importes
de horas extras (también en euros) y la región
(South). La vista puede calcularse a partir de
las relaciones posts, salaries y extras, con las
siguientes expresiones de proyección para sus
atributos:
1) EMPLOYEES.employee  POSTS.id
2) EMPLOYEES.post  POSTS.post
3) EMPLOYEES.salary_e
SALARIES.salary_f * 6.56
4) EMPLOYEES.extras_e
SUM(EXTRAS.amount_f * 6.56)
5) EMPLOYEES.region  “South”
Las flechas indican que el atributo de la vista
(lado izquierdo) se calcula a partir de la expre-
sión (lado derecho). La expresión de cálculo
incluye diferentes tipos de cálculos, los cuales
se discuten en la sección 3.3.
También podemos indicar condiciones que los
datos seleccionados de las fuentes deban cum-
plir. En el ejemplo, el usuario puede estar inte-
resado en horas extras del año en curso y en
los empleados que han ganado más de 1000
euros en horas extras.
Podemos indicar las siguientes condiciones:
1) year (EXTRAS.date) = 2002
2) SUM (EXTRAS.amount_f * 6.56) > 1000
3) POSTS.id = SUPPLEMENTAIRES.id
4) POSTS.id = SALAIRES.id
Las dos primeras condiciones soportan las
restricciones del usuario y las dos últimas so-
portan el join entre las relaciones. Las condi-
ciones también pueden ser de diferentes tipos,
los cuales son discutidos en [25].
Resumiendo, para definir una expresión de
cálculo para una vista, se debe indicar:
 Las relaciones fuentes.
 Las expresiones de proyección para los
atributos.
 Las condiciones.
Supongamos que existe otro esquema fuente
para la región norte de la compañía, el cual
incluye la relación amounts de la Figura 3c. La
relación tiene información sobre empleados,
sus salarios e importes de horas extras.
Podemos calcular (parcialmente) la vista a
partir de la relación amounts. También pode-
mos hacer una combinación de los datos obte-
nidos calculando ambas expresiones, por
ejemplo, podemos computar la unión de los
datos, o la intersección, o cualquier operación
de combinación definida por el usuario.
En las siguientes secciones se presenta la defi-
nición de las expresiones de cálculo de vistas y
se las incluye en el meta-modelo del DW.
(a) (b) (c)
Figura 3 – Un ejemplo: a) base de datos fuente, b) una vista, c) otra relación fuente
3.2. Consultas GPSJ y GPSJ anidadas
Para representar una expresión de cálculo, uti-
lizamos las consultas GPSJ anidadas (Gene-
ralized Projection, Selection and Join) pro-
puestas en [9].
Una consulta GPSJ es una consulta de proyec-
ción-selección-join extendida con totalización,
agrupamiento y selección de grupos [2]. Utili-
za el operador de proyección generalizada [11]
para representar totalizaciones. La proyección
generalizada tiene la forma G, F(A)  donde G
denota un conjunto de atributos para agrupar y
F denota un conjunto de funciones de agrega-
ción sobre los atributos de A.
Una gran clase de consultas puede ser expre-
sada con consultas GPSJ. En particular, todas
las consultas SQL de la forma SELECT-FROM-
WHERE-GROUP BY-HAVING pueden reducirse a
esta forma si: (i) los atributos y funciones de
totalización en las cláusulas GROUP BY y
HAVING aparecen en la cláusula SELECT, (ii) las
funciones de totalización no usan la cláusula
DISTINCT y (iii) las cláusulas WHERE son con-
juntivas [2].
Usando la forma normal propuesta en [11],
una consulta GSPJ tiene la siguiente forma:
CA (S,A (CS ( R1 CR1 … CRn-1 Rn)))
donde:
 R = {R1, …Rn } es un conjunto de rela-
ciones.
 E = S  A es un conjunto de expresiones
formadas a partir de atributos de las rela-
ciones en R. Específicamente, S es un
conjunto de atributos para agrupar y A es
un conjunto de expresiones de totalización.
 C = CS  CA  CR1 …  CRn-1 es un
conjunto de condiciones de selección for-
madas a partir de atributos de las relacio-
nes en R. Específicamente, CS es un con-
junto de condiciones sobre las relaciones
(antes de agrupar), CA es un conjunto de
condiciones sobre la proyección (después
de agrupar) y CR = {CR1…  CRn-1} es
un conjunto de predicados de join entre las
relaciones.
Como ejemplo consideremos la expresión de
cálculo de la vista employees a partir de las
relaciones fuentes posts, salaries y extras des-
critas en la sección anterior. Podemos resolver
la expresión de cálculo con la consulta de la
Figura 4a. Para ilustrar mejor el ejemplo, ad-
juntamos la correspondiente consulta SQL en
la Figura 4b.
Posts
year (Extras.date) = 2000
Posts.id = Salaries.id
Salaries.id = Extras.id
employee = Posts.id, Posts.post,
    salary_e = Salaries.salary_f * 6.56,
    extras = SUM (Extras.amount_f * 6.56)
    region = «South»
extras > 1000
SELECT Posts.id as employee,
Posts.post,
Salaries.salary_f * 6.56 as salary_e,
sum(Extras.amount_f * 6.56) as extras,
«South» as region
FROM Posts,
Salaries,
Extras
WHERE Posts.id = Salaries.id
AND Posts.id = Extras.id
AND year (Extras.date) = 2000
GROUP BY Posts.id,
Posts.post,
Salaries.salary_f
HAVING sum(Extras.amount_f * 6.56) > 1000
(a) (b)
Salaries Extras
Figura 4 – Ejemplo de consulta GPSJ: a) grafo de la consulta, b) consulta SQL correspondiente
Una consulta GPSJ sólo permite la construc-
ción de expresiones de totalización simples,
pero no permite construcciones complejas co-
mo sub-consultas.
Las consultas GPSJ anidadas [9] son un me-
canismo para permitir el cálculo de un con-
junto más amplio de consultas, que no puede
ser descrito sólo con un patrón de totalización.
Anidar consultas GSPJ corresponde con utili-
zar el resultado de una consulta como entrada
para otra consulta.
La forma general es la misma, pero conside-
rando que {R1, …Rn} pueden ser relaciones
fuentes o consultas GPSJ anidadas.
Las consultas GSPJ anidadas permiten la re-
presentación de cálculos complejos en los
cuales pueden aplicarse secuencias de opera-
dores y predicados de selección a diferentes
granularidades. En [9] se discute la expresivi-
dad de las consultas GPSJ anidadas.
Una expresión de cálculo para una vista puede
definirse dando:
 Un conjunto de relaciones que conforman
la entrada de la expresión de cálculo
(from). Como explicamos anteriormente,
una vista puede calcularse tanto a partir de
relaciones fuentes como de otras vistas.
 Una expresión de proyección para cada
atributo de la vista (select as). La siguiente
sección presenta una gramática para cons-
truir las expresiones.
 Un conjunto de condiciones o predicados
que deben cumplir los datos de las relacio-
nes (where).
 Un conjunto de condiciones o predicados
que deben cumplir los datos una vez agru-
pados o resumidos (having).
3.3. Expresiones de proyección
En esta sección presentamos una gramática
para representar expresiones de proyección. La
gramática permite diferentes tipos de cálculos
sobre un conjunto no prefijado de funciones de
usuario que pueden ser extendidas y permite
una traducción fácil y rápida de las consultas
GPSJ a consultas en álgebra relacional o SQL.
La gramática propuesta diferencia 4 tipos de
expresiones de proyección:
 Value expressions: Son constantes o fun-
ciones no relacionadas con los datos fuen-
tes. Por ejemplo:
las constantes: 3, “South”, null, o
las funciones: today(), randomNumber().
 Simple expressions: Son atributos o fun-
ciones que no contienen agregaciones. Por
ejemplo:
Posts.id
trim(Posts.post)
Salaries.salary_f * 6.56
concat(Posts.id, Posts.name)
 Aggregate expressions: Son agregaciones
o funciones sobre ellas. Por ejemplo:
average(Extras.amount_f)
sum(Extras.amount_f * 6.56)
sum(Extras.amount_f) / count(Extras.id)
 Composed expressions: Son funciones que
combinan expresiones simples y agrega-
ciones. Por ejemplo:
sum(Extras.amount_f) / Salaries.salary_f
sum(Extras.amount_f) * 1.25
La Figura 5 ilustra la diferencia entre expre-
siones simples y agregaciones. Los atributos
employee, post y salary_e de la vista emplo-
yees se calculan a partir de un valor de las re-
laciones Posts y Salaries, pero el atributo ex-
tras_e se calcula como agregación de varios
valores en la relación Extras. Tanto el atributo
salary_e como extras_e se calculan usando
funciones de usuarios. La Figura 5 también
muestra el uso de expresiones de valores en el
cálculo del atributo region usando la constante
South.
Gráficamente, podemos representar las reglas
de cálculo de atributos usando flechas que van
desde los atributos fuentes a los atributos de la
vista. Cada flecha indica que el atributo fuente
es usado para el cálculo del atributo de la vista.
Los diferentes colores y formatos correspon-
den a los diferentes tipos de expresiones: las
líneas rojas corridas corresponden a expresio-
nes simples, las líneas verdes cortadas corres-
/ 6.56
 / 6.56
«South»
Figura 5 – Ejemplo de expresiones de proyección
ponden a expresiones de agregación. Las ex-
presiones compuestas se representan con lí-
neas verdes o rojas dependiendo de si el atri-
buto se usa o no en una función de agregación.
Si el cálculo usa funciones de usuario, se in-
cluye una leyenda indicando la función. Para
las expresiones de valores sólo se incluye la
leyenda.
La Figura 6 muestra la representación gráfica
de las expresiones de proyección del ejemplo.
salary_e  salary_f * 6.56
extras  sum (amount_f * 6.56)
region  “South”
Figura 6 – Representación gráfica de expresiones de
proyección
Pueden verse tres expresiones simples, una de
ellas, la del atributo salary_e, tiene una leyen-
da con la función de conversión. También
puede verse una expresión de agregación para
el atributo extras_e con la correspondiente
función de agregación (sum) y una expresión
de valor para el atributo region.
La Figura 7 presenta la gramática para las ex-
presiones de proyección. La gramática define
los cuatro tipos de expresiones a través de los
conjuntos VExpr, SExpr, AExpr y CExpr.
Las funciones de usuario de la gramática no se
definen en forma explícita y pueden ser res-
tringidas a cualquier subconjunto de funcio-
nes. La forma recursiva en la cual se define la
gramática permite la definición de propiedades
y funciones, tales como extraer los atributos
que componen una expresión o extraer los
atributos que no son parte de una agregación.
Estas propiedades y funciones son útiles, por
ejemplo, para escribir consultas SQL.
De la misma forma, se define una gramática
para las condiciones de selección, que distin-
gue entre las condiciones con y sin agregados.
Omitimos la gramática por cuestiones de espa-
cio [25].
Sea BasicTypes el conjunto de los tipos básicos, como boolean, integer, float, string y date.
Sea Values el conjunto de los valores constantes de los tipos básicos.
Sea Attributes un conjunto de atributos tal que:  A  Attributes, Dom(A)  BasicTypes.
Value Expressions
 If  E  Values  E  VExpr
Simple Expressions
 If  A  Attributes  A  SExpr
 If  E1 …En  SExpr, n  1, f  Dom(E1) x … x Dom(En)  T, T  BasicTypes  f(E1, …En)  SExpr
Aggregate Expressions
 If  E  SExpr, g  Set(Dom(E))  T, T  BasicTypes  g(E)  AExpr
 If  E1 …En  AExpr, n  1, f  Dom(E1) x … x Dom(En)  T, T  BasicTypes  f(E1, …En)  AExpr
Composed Expressions
 If E1  SExpr, E2  AExpr, E3…En  Sexpr  Aexpr, n  2, f  Dom(E1)x…x Dom(En)  T, TBasicTypes
 f(E1, …En)  CExpr
Figura 7 - Gramática para expresiones de proyección
4. Meta-modelo propuesto
En esta sección enriquecemos el meta-modelo
lógico del DW mostrado en la Figura 2 con
algunas clases que representan las expresiones
de cálculo de vistas y sus componentes. Para
entender mejor la propuesta, presentamos pri-
mero una versión simplificada que no conside-
ra el anidamiento de vistas y luego lo generali-
zamos.
La Figura 8 muestra el meta-modelo simplifi-
cado.
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Figura 8 – Un meta-modelo simple
Para representar una vista utilizamos la clase
ViewExpression, la cual tiene cuatro compo-
nentes que se corresponden con la definición
dada en la sección 3.2, con roles: from, select,
where y having respectivamente.
El componente from indica el conjunto de rela-
ciones fuentes necesarias para calcular la vista.
El componente select indica el conjunto de
expresiones de proyección usadas, cada una
correspondiendo a un atributo de la vista. La
clase AttributeProjection establece un mapeo
entre un atributo de una vista a ser calculado
(as) y los atributos fuentes usados para cons-
truir la expresión (projAtt) siguiendo las reglas
de la gramática. Sólo se permite construir ex-
presiones de proyección a partir de los atribu-
tos fuentes de las relaciones indicadas en el
componente from.
Los componentes where y having indican las
condiciones sin y con agregados respectiva-
mente. Las clases SimpleCondition y Aggre-
gateCondition son especializaciones de la cla-
se Condition y siguen las reglas de la gramáti-
ca de condiciones. El rol selAtt indica qué atri-
butos fuentes se usan para construir una condi-
ción, que deben ser atributos de las relaciones
indicadas en el componente from.
Una vista puede ser calculada con varias ex-
presiones de cálculo, pero debe existir un me-
canismo para componer dichas expresiones al
calcular la vista, por ejemplo, realizando la
unión de las instancias. La clase Expression-
Composition expresa la manera de combinar
varias expresiones para calcular la vista.
Para permitir el anidamiento de expresiones de
cálculo de vistas, una vista debe poder calcu-
larse tanto a partir de relaciones fuentes como
de otras vistas. Por este motivo generalizamos
el componente from para representar un con-
junto de relaciones. La Figura 9 muestra dicha
generalización. Se debe controlar la consisten-
cia de las instancias, impidiendo que una vista
pueda calcularse a partir de si misma, o que
existan ciclos en la dependencia de cálculos
(componente from).
Como una vista puede calcularse a partir de
cualquier relación, también las expresiones de
proyección y las condiciones pueden cons-
truirse a partir de atributos de esas relaciones.
Entonces, los componentes projAtt y selAtt se
generalizan también.
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Figura 9 – Un meta-modelo generalizado
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Figura 10 – Expresiones de cálculo de atributos
La Figura 10 muestra la jerarquía de clases
para las expresiones de proyección.
Las sub-clases de la clase AttributeProyection
representan los cuatro tipos de expresiones de
proyección definidas en la gramática: VExpr,
SExpr, AExpr y CExpr. Cada una puede ser
extendida para representar una regla de cálculo
específica. Por ejemplo, una expresión simple
(SExpr) puede ser un atributo o una función
sobre otras expresiones simples. Tanto el
conjunto de funciones válidas cómo su cardi-
nalidad pueden ser restringidas por cada apli-
cación.
El mismo tipo de jerarquías puede definirse
para las clases Condition y ExpressionCompo-
sition. Se omiten por restricciones de tamaño
del artículo.
5. Plataforma de diseño y man-
tenimiento de DWs
Nuestro objetivo general es el desarrollo de
una plataforma de diseño y mantenimiento de
DWs que integra y comunica de una manera
uniforme las diferentes aplicaciones y herra-
mientas de diseño [25]. Dicha plataforma per-
mite el flujo de datos entre aplicaciones, el
manejo centralizado de datos y el control de
integridad entre aplicaciones. También permite
la incorporación dinámica de nuevas herra-
mientas y aplicaciones cuando nuevas técnicas
son desarrolladas.
La Figura 11 esquematiza la arquitectura de la
plataforma. El módulo de gestión del meta-
modelo (meta-model manager) es el corazón
de la plataforma. Es el responsable de la ges-
tión y mantenimiento de toda la metadata del
DW y de mantenerla accesible para las aplica-
ciones relacionadas.
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Figura 11 – Arquitectura de la Plataforma
El módulo de gestión del meta-modelo lee y
almacena sus datos en un repositorio centrali-
zado. Esto facilita el acceso a datos comunes y
el desarrollo de funciones de control de con-
sistencia, ya que las aplicaciones no acceden
directamente a los datos.
Diferentes tipos de aplicaciones interoperan
con el módulo de gestión del meta-modelo,
por ejemplo herramientas de diseño y mante-
nimiento [8][23][24][16], programas de usua-
rios [6], aplicaciones de control de integridad
[25]. Estas herramientas leen diferentes obje-
tos como entrada y los actualizan o generan
nuevos objetos. Las herramientas pueden tener
otras entradas o salidas, por ejemplo otros re-
positorios o directivas de usuarios.
Como ejemplo de aplicación se puede conside-
rar el descubrimiento automático de expresio-
nes de cálculo para vistas a partir de un con-
junto de fuentes [16]. La herramienta que im-
plementa esta funcionalidad toma como entra-
da un conjunto de vistas y las relaciones fuen-
tes y genera las expresiones de cálculo de las
vistas. Otro ejemplo consiste en generar las
vistas del CDW transformando los esquemas
fuentes a partir de estrategias de alto nivel del
diseñador [20][24]. La herramienta desarrolla-
da toma como entrada el esquema fuente y ge-
nera el esquema del CDW y las expresiones de
cálculo de sus vistas.
Se cuenta con un prototipo de la plataforma
desarrollado en Java, con el JDK versión 1.3,
que accede a una base de datos Oracle® a tra-
vés de JDBC [25]. Actualmente se está desa-
rrollando una nueva versión que incorpora un
servidor web y manejo de objetos Corba® [7].
6. Conclusiones
En este artículo encaramos el problema de
modelar la metadata de un MSIS desde dos
puntos de vista: la representación de los es-
quemas y la manera en que los objetos de di-
chos esquemas se calculan a partir de otros. En
particular, describimos un meta-modelo lógico
para un caso particular de un MSIS: un DW.
El meta-modelo permite representar no sólo
los esquemas del DW, sino también expresio-
nes de cálculo para sus vistas relacionales a
partir de relaciones fuentes.
Dicho meta-modelo es el corazón de una plata-
forma que soporta la interoperabilidad entre
diferentes aplicaciones y herramientas que
conciernen el desarrollo de MSIS.
Los resultados principales de este trabajo con-
sisten en: (i) la especificación de expresiones
de cálculo de vistas, (ii) una gramática para
representar expresiones de proyección para los
atributos de las vistas, (iii) la definición de un
meta-modelo para DW que incorpora las ex-
presiones de cálculo, y (iv) un prototipo de
plataforma para soportar la metadata lógica de
un DW.
Actualmente se están complementando el
prototipo con los meta-modelos conceptual y
físico de DW. La integración de varias herra-
mientas y aplicaciones también está prevista.
Paralelamente se está desarrollando una inter-
faz más sofisticada de acceso al repositorio y
se está estudiando el uso de un manejador de
metadata [7].
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