A method for optimisation of fixed polarity arithmetic expressions (FPAEs) based on dual polarity is proposed. The method exploits a simple relationship between two FPAEs for dual polarities. It starts from the zero polarity FPAE of the given function and calculates all FPAEs using the dual polarity route. Using one-bit check carries out conversion from one FPAE to another. Each term in an FPAE is processed by the proposed processing rule. Terms, which differ in a single position, can be substituted by a high order term (cube). Experimental results show efficiency of proposed method.
Introduction
Arithmetic expressions are an alternative approach to description of logic circuits sharing useful properties of Reed-Muller expressions and permitting at the same time simplified representations of multi-output functions [8] . In many applications where Boolean functions need to be analyzed, arithmetic expressions provide a better insight into related problems and offer efficient solutions [9] . Examples are satisfiability, tautology, equivalence checking, etc. [1, 3 -6, 10 -13, 16 -17] . Applications of arithmetic expressions in logic design dates back to early fifties [14] , and a renewed interest in this subject is due to ever increasing challenges of probabilistic verification of logic circuits and requests for compact decision diagram and related representations, where other methods do not provide acceptable solutions or cannot be used for large space and time requirements [1, 15] .
Arithmetic expressions are closely related to Reed-Muller expressions since are defined in terms of the same basis, however, with variables and function values interpreted as integers 0 and 1 instead of logic values. In this way, arithmetic expressions can be considered as integer counterparts of Reed-Muller expressions. Due to this interpretation, many efficient algorithms for Reed-Muller expressions as well as optimisation methods [13] can be extended to arithmetic expressions. In particular, as for Reed-Mul-ler expressions, the optimisation of arithmetic expressions in the number of non-zero coefficients count can be performed by choosing literals of different polarity for integer counterparts of switching variables in terms of which arithmetic expressions are defined.
In this paper, we propose a method for optimisation of fixed polarity arithmetic expressions (FPAEs) based on the dual polarity. We derive relationships between two FPAEs for Boolean functions for dual polarities. Based on these relationships, a new method for FPAEs optimisation is proposed. The algorithm starts from the zero polarity FPAE of the given functions and calculates all FPAEs using a route in which each two neighbour polarities are dual. This route is called the dual polarity route for the generation of which a corresponding procedure is defined.
The algorithm proposed is an exhaustive-search algorithm, but conversion from one FPAE to another is carried out by using one-bit checking. Due to that, and the simplicity of the related processing this algorithm appears to be efficient as confirmed by experimental results. If terms, differ in only one position, appear in FPAE than they can be substituted by high order term i.e. cube. Proposed processing rule is adapted and for cube processing. Using the cubes can further improve efficiency of proposed method. It is important to notice that the algorithm proposed shows high possibilities for parallelization. If each variable can appear as complemented or uncomplemented, but not both, the related expressions are fixed-polarity arithmetic expressions (FPAEs) given as An FPAE can be given by the FPAE spectrum
Basic Definition
Example 1. The FPAE of a two-variable Boolean function f, given by the truth-
The corresponding FPAE spectrum is given by
Therefore, this function f can be represented by the set of terms
where the first two digits express the binary coded position of the spectral coefficient, and the digit in parenthesis, its value.
Dual Polarity
Its polarity vector characterizes each FPAE. Two polarity vectors are dual if they differ in only one bit. The number of polarity vectors, which characterize all possible arithmetic expressions for an n-variable Boolean function is n 2 . It is possible to order all n 2 polarities in such a way that each two successive polarities are dual polarities. This order is denoted as the "dual polarity route". Traversing the two-valued n-dimensional hypercube can generate one of several possible dual polarity routes. It becomes apparent that a polarity route generates a Gray code. Example 3: A dual polarity route generated by traversing a two-valued 3-dimensional hypercube is given by (000)- (001)- (011)- (010)- (110)- (111)- (101)-(100).
A dual polarity route can be constructed by using the recursive procedure route (level, direction) given in Table 1 shows the used processing rule, whose simplicity ensures efficiency of the method. After processing all terms, by using this rule, a procedure for deleting terms whose contribution is equal to 0 starts. The dual polarities and the corresponding dual polarity arithmetic expressions are given in Table 2 .
Procedures for calculation of these dual polarity arithmetic expressions are shown in Tables 3, 4 , and 5. Note that cancelled terms are underlined while exchanged terms are double underlined. 
Optimisation Algorithm
Example 4 shows that it is possible to calculate all possible arithmetic expressions using the proposed method for transforming fixed polarity arithmetic expressions into dual polarity arithmetic expression along the route without repetitive calculations. Therefore, we can perform the optimisation of arithmetic expressions by using the exhaustivesearch algorithm shown in Fig.2. 1. For an n-variable Boolean function f, calculate the positive polarity arithmetic expression (for example by using the algorithms in [2] and [7] ). 
Experimental Results
In this section, we present some experimental results estimating features and efficiency of the proposed algorithm for minimization of arithmetic expressions. We developed a program in C for determination of optimal arithmetic expression for arbitrary Boolean functions represented by minterms. The experiments were carried out on a 600 MHz Celeron PC with 128 Mbytes of main memory and all runtimes are given in CPU seconds. Table 4 compares the runtimes for optimisation of arithmetic expressions by the Tabular technique in [7] (columns ATT) with the algorithm proposed in this paper (columns Dual). We consider the simple functions taking the value 1 at the first three minterms (0, 1, 2), randomly generated functions with 25 % of all possible minterms, and randomly generated functions with 75 % of all possible minterms, where the number of variables n ranged from 7 to 12. Columns %d show the ratio (Dual -ATT)/ATT where ATT and Dual refer to the method in [7] and the proposed algorithm, respectively.
It can be concluded that the number of minterms strongly influences the runtime of proposed algorithm, but the proposed algorithm is faster than ATT.
Concluding remarks
We have introduced the notion of dual polarities for arithmetic expressions for Boolean functions and present a method for conversion of arithmetic expressions from one polarity to another. Based on this method, we determine an algorithm for calculation of all arithmetic expressions for a given function f. Calculation is performed by starting from the positive polarity arithmetic expression which is calculated by using tabular method for calculation of fixed polarity arithmetic transform [1] of functions represented by the truth-vector. All arithmetic expressions are calculated along the route that provides calculation of each fixed polarity arithmetic expressions exactly once. Calculation of one FPAE starting from its dual polarity FPAE is performed by processing all terms in the dual polarity FPAE by a simple processing rules. This processing rule can be applied to both terms and cubes in the FPAE.
The proposed method for transformation of FPAE from one to another dual polarity is simple. Therefore, our exhaustive-search arithmetic expression optimisation method is efficient. Experimental results confirm this.
Future work will be on extension of the proposed method and the algorithm to various other polynomial expressions for multiple-valued functions.
It is important to notice that the method proposed has high possibilities for parallelization. Each of processors performs the method along a piece of dual polarity route. In Table 7 are given these pieces of route for the optimisation of arithmetic expression of a three-variable Boolean function if the number of processors is 1, 2, and 3. 
