Abstract
Introduction
Recent literature has reported several approaches to enable dynamic binding in service-oriented architectures (SOA) [3, 4, 5, 8, 11] . Given a process composed of abstract activities (known as abstract services), the objective of dynamic binding is to fulfill these abstract activities by executing an operation of a concrete service, chosen among equivalent ones. For example, one may choose an image processing service, among many alternatives doing the same transformation, that has better performances in terms of response time, or may choose the cheapest one. Dynamic binding can be local, if the objective is to satisfy preferences and constraints related to a single process activity [8] , using for example a rule language [7] . Instead, global binding concerns determining the combination of bindings between abstract and concrete services that satisfies global workflow constraints and objectives, very often expressed in terms of Quality of Service (QoS) attributes. Finding a solution for this problem is NP-hard, and can be solved using heuristics such as Integer Programming [11] or Genetic Algorithms [4] . Finally, workflow literature reports approaches such as eFlow [6] , that offers support to the selection of services according to quality constraints limited to individual tasks.
The above mentioned approaches achieve service integration and interoperability at the application layer, while the service integrator has to take care of the realization of the web client interface for the composite service. This is an important limit for human-centered workflows, where each activity, rather than being implemented by a computational service, is a web application the user interacts with to perform a particular action. The diffusion of Web 2.0 technology and, in particular, of web mashups-i.e., the possibility of realizing web applications by integrating multiple data sources-such as interactive maps and traffic informationsuggests that integration of web applications at the presentation layer can also be pursued, and this would lead to time (and cost) saving in the development of graphical user interfaces. A mashup allows for GUI components belonging to different web applications to be spatially integrated to build composed web pages, enabling control of the data flow and synchronization via events (e.g., using Javascript). Approaches have been proposed to support mashups realization, and the propagation of information between different components of a mashup application [10] . On a different side, there is the need to enable the realization of human-centered, highly interactive workflow. To this aim, BPEL4People [2] (Business Process Execution Language for People) extends WS-BPEL with coordination of humanbased activities performed through interaction with webapplications. Thus, this language may be used to realize compositions of web applications, enabling reuse of their presentation part, through the definition of the order according to which the various web pages have to be presented to the user. As of today, there are workflow engines, such as Intalio Tempo 1 , supporting BPEL4People. This paper proposes an approach that enables dynamic composition and binding of web applications and web services in human-centered workflows realized using the BPEL4People language. As in previous approaches for web services [4] , the proposed approach enables dynamic binding by means of proxies based on portlet technology. Portlets [1] are web components that can be encapsulated in a portal window. The run-time middleware we have realized entails the following features:
1. dynamic binding between BPEL4People process activities and web applications, according to preferences expressed using an Event-Condition-Action language. These preferences are concerned with the application features, usability properties, or QoS properties;
2. possibility to perform an interactive activity by means of a web service that does not provide its own GUI. In this case, the user interface will be automatically generated at run-time by a specific module, accounting of the user preferences;
3. similarly to what done in [10] , propagation of information between activities. The user will not fill in the same parameter fileds more than once in case there are multiple activities requiring the same information (e.g., fidelity card number) or in case an activity can use variables produced as output by other, previously executed, activities.
Other than the run-time middleware, the approach is also supported by means of a composition tool that helps in the realization of web applications supporting dynamic binding.
The paper is organized as follows. Section 2 describes the proposed approach and tools. Section 3 illustrates the approach features through a running example. Finally, Section 4 concludes the paper and outlines directions for future work.
Approach
The approach we have realized, described in the introduction, is enacted through a run-time architecture and a designer toolkit. The former is the execution environment, built on top of a workflow engine, that allows the above described features. The latter serves as a support for the system integrator for building processes featuring dynamic binding of services and web applications. As shown in Figure 1 , the run-time middleware is composed of:
1. a workflow engine to allow for the execution of processes;
variables-defined by means of user inputs or web application/service outputs-across the process and the automatic completion of form fields;
5. a binder that, based on rules, dynamically dispatches requests from process activities to concrete components.
In the following each component is described in detail. After, we will shortly describe the composition toolkit.
Workflow engine
This component is responsible of executing business processes. In dynamic binding middlewares previously proposed for SOA [4, 8] , the process mainly required the invocation of web services; for this reason a WS-BPEL engine, such as ActiveBPEL 2 , was used. Instead, in this case, the process execution often requires user interactions, thus the engine has to be complemented with worklists handling features.
In this work we used the Intalio run-time environment. It provides a workflow engine, named Tempo, for the execution of human-centered processes. Tempo uses the BPEL4People language, a process definition language inspired from WS-BPEL and extending the latter to better support human-centered activities. Specifically, BPEL4People foresees a new activity type (not supported by the traditional WS-BPEL), the People Activity (PA), modeled as a pair of synchronous calls where the first call indicates the beginning of the interaction and the second indicates its completion. A People-Initiated Process (PIPA), instead, is a task initiating a BPEL4People process. BPEL4People supports role-based interactions with people, i.e., each activity foresees a set of roles, and a person must belong to one of these roles to execute the activity, and includes the interaction patterns common to most process definition languages.
Proxy
The proxy is the mechanism used to enable dynamic binding during the execution of a process. In fact, as for WS-BPEL, the BPEL4People language does not allow to specify binding selection policies, and currently available engines provide limited support to dynamically changing the web service endpoints of a process during its execution. The solution chosen in this work is similar to what we previously did for the dynamic binding of web services [4, 8] , i.e., generating a proxy service for each process activity and statically binding the proxy to the activity. When an activity is executed, it sends an invocation to the proxy, which queries the Binder to determine its binding, and then forwards the request to the concrete web application indicated by the binder. The main difference with respect to what done for services is in the technology used for the proxies. For services, a proxy is a web service, with a WSDL interface, that dispatches requests to concrete services and returns their results to the invoker, i.e., to a WS-BPEL process. Here, a proxy must be able to receive the process parameters, invoke a web application and visualize it, enabling user interaction.
In this context, proxies are implemented as portlets, i.e., reusable web module encapsulated in a web portal, and typically realizing a specific, cohesive application, e.g., news, weather forecast, and so on. A Web portal is composed of a collection of windows, each one visualizing a portlet, and that can be resized or moved to allow the user for customizing the portal presentation to her/his preferences. A portlet can be in different states, i.e., in view mode where the portlet shows its content, edit mode where the user can insert/modify data through a web form, and help mode, aimed at visualizing instructions about how to interact with the portlet. Overall, portlets are a special kind of servlets, conceived to be encapsulated in a box of a web portal to be executed. They do not directly communicate with the browser, and cannot be reached from resources external to the portal. More specifically, they do not execute doGet() and doPost() servlet requests (corresponding to HTTP GET and POST requests), but rather they react to render() and processAction() messages coming from the portal server. render() visualizes a portlet, while processAction() is invoked when the user clicks on a link or on a form submit button contained in the portlet, and other than processing the action activates the render() of all the portlets contained in the portal page.
Proxies rely on a mechanism introduced in a new portlet standard-the JSR 286-which allows the presence of a portlet filter. This filter intercepts render() requests received from the BPEL4People process, and satisfies it as follows:
1. it queries the Binder to determine the web application endpoint;
2. it invokes the web application, passing it, if any, parameters through the GET method;
3. it parses the web application output, by properly transforming hyperlinks and form actions contained in the page in links pointing to the portlet action;
4. finally, it renders the web application content, allowing the user to interact with it.
When the user submits a form contained in a portlet:
1. all parameters inserted in the portlet form are stored in the StateManager to be reused whenever other, following portlets would require the same parameter;
2. the proxy receives the action and forwards it to the specific web application targeted by the action; 3. as it happens when invoking a web application, the portlet parses the result of the web application invoked by the action, and then renders it;
4. after the portlet has been rendered again, the portlet filter determines whether the interaction between the portlet and the user is completed or not. In fact, such an interaction would require several subsequent requests, in which the user submits a form, then a new page containing another form is visualized, etc. An example of this kind of interaction is a web application implementing a guided interaction composed of a sequence of steps, e.g., user registration on a portal. In our approach, we assume that the interaction is completed if the output page does not contain any form action nor any hyperlink. Future work will investigate less restrictive heuristics for that purpose.
Other than the above portlets, bound to the PA tasks (i.e., workflow activities), the web portal contains a portlet aimed at activating a PIPA task, i.e., at starting the process execution.
User interface generator
Other than web applications, the proposed approach allows to define, as endpoints of a process activity, web services. In this case, we have realized a component that dynamically generates, at run-time, a GUI allowing the user to insert web service parameters and invoke the service itself.
The user interface generator takes as input a service URI (Uniform Resource Identifier) and the name of the operation to be invoked, and generates an user interface based on the parameter types as defined in the WSDL XML schema. Other than simple text input fields for numeric types and strings (for which ranges and minimum/maximum lengths are checked), the generator also produces:
• list boxes for enumerated types;
• iterated sets of input fields for arrays. In this case, the GUI iteratively shows a form for each item (that may be a simple time, e.g., integer or string, or a complex type) of the array, until the user indicates that the array has been inserted.
Automatic completion feature
A useful feature provided by the proposed middleware consists of the possibility to automatically fill in form fields when values have been already inserted in previously executed portlets, or have been produced as outputs. For example, a web application might be composed of a flight booking task and a hotel booking task, both requiring to insert the user frequent flyer card ID. If this ID has already been inserted for the flight booking, it should not be needed to insert it again for the hotel booking. The literature reports approaches implementing this feature, above all for mashup applications. In particular, Yu et al. [10] propose a design and a run-time environment where events occurring in a HTML page are associated to Javascript functions that fill fields in other HTML components contained in the same mashup. Every time a user inserts a value, the system generates an event triggering the Javascript functions associated to this event. This particular solution is, however, not suitable for our purposes, because, when a form is filled, the bindings for portlets still to be executed might not be known yet. To deal with this issue, we use a state manager, that associates to each process instance the set of variable it is defining and using. Every time a portlet defines a variable (e.g., the user fills a form and the portlet is refreshed), the variable definition is stored in the process instance state. Every time a web application to be visualized in a portlet is parsed, the proxy queries the state manager to check whether any of the variables (form fields) requested by the page have been already defined. If yes, the form is automatically filled with the value stored in the state manager. Of course, the user has the possibility of editing it.
The automatic completion feature involved both variables related to a process instance (e.g., the frequent flyer ID above mentioned) and variables shared across multiple processes and process instances belonging to a particular user. When the user authenticates to the portal, information related to the user language, her/his name, etc., can be shared across all processes the user will execute. Shared variables are mapped using a configuration file, that lists all variables shared across a user processes. Instance variables are mapped based on their names taken from HTML form fields. This is done using two levels of matching: (i) strict matching or name-based association, suitable for a closed environment where there is a good agreement on the terminology used, and where values are propagated only between fields having exactly the same name; (ii) weak matching or meaning-based association, that uses a thesaurus-based expansion, implemented using WordNet 3 , and suitable for processes composed of web applications realized by different developers e.g., belonging to different organizations. In this case, the auto-fill feature attempts at reusing values even when the form field name is a synonymous of a previously defined variable. Of course, although this allows to account for different names, it might increase the level of noise, and the user might have to replace proposed, incorrect, values.
Other than values provided as input fields, the state manager also stores (i) output parameters produced by web service invocations and (ii) outputs of web applications. In this case, we use as name the class name of the HTML tag enclosing each piece of content, e.g., assuming that an HTML tag like <div class=''address''>. . .</div> would contain an address.
Binder
The binder enables dynamism in human-centered processes. In particular, it is able to dynamically change the behavior of each process activity, based on user preferences, by selecting the most suitable Web application among the available one. The binder owns, for each process activity the list of equivalent web applications the activity might be bound to. In our approach, we assume this list is produced when building the composition, although this does not prevent approaches where the list is dynamically updated by means of service/web application discovery approaches. As it happened for services in our previous work [4, 8] , each web application is documented with a facet [9] , a XML document describing different kinds of service information, such as test cases, behavioral information, or QoS properties. In our case, other than describing a web application QoS (cost, response time, throughput, etc.) the facet also describes properties related to the Web application usability and accessibility characteristics.
Binding is determined by interpreting rules-expressed in a declarative language-using the Drools 4 rule engine. Every time a process activity is invoked, the invocation is received by the proxy service corresponding to the activity. Once invoked, the proxy asks the Binder to determine the best binding according to the preferences specified by the user, passing it the list of the available web applications and their facet, describing quality of service and usability attributes. The binder evaluates each web application according to the preferences and relying on usability and QoS values contained in the facet.
Binding to web services-for which the user interface is automatically generated-is mainly performed based on QoS attributes. In fact, differently from web applications, in this case it does not make sense to have a facet describing service usability and accessibility properties. On the other hand, work in progress is devoted to the automatic generation of a service user interface able to better satisfy user preferences. For example: (i) the advanced user may want to fill optional parameters of a complex image processing service or of a hotel booking services (e.g., room characteristics); or (ii) a user accessing from a PDA (Personal Digital Assistant) might require a very simple interface where s/he only has to provide the minimum inputs needed to book a train ticket, without loosing time with complex options.
Tool support for process definition
To make the usage of the above described middleware easier, we have developed a Web-based toolkit that supports the creation of a human-centered process featuring dynamic binding. We did not implement any functionality for BPEL4People process design, since there are already tools-like the Intalio Designer 5 -for that purpose. Instead, the toolkit takes a BPEL4People process as input and allows to perform the following operations: • automatically generating the Init Portlet responsible of activating the process from the web portal ( Figure 2-a) ;
• automatically generate Proxies (Internal Portlets) for each process activity, and modifying the BPEL4People file so that each activity is bound to the proxy;
• for each proxy, i.e., for each activity, creating the list of functionally equivalent web applications. Then, for each of them, specifying the URL, the QoS facet and the usability property facet ( Figure 2-b) ;
• finally, generating the portal pages, associating portlets to pages.
Running example
This section aims at illustrating the applicability of the proposed approach through a simple trip planning process (PlanTrip). This cannot be considered as an empirical validation of the proposed approach, that we plan to do in our future work. Also, although part of the example is related to change process bindings to web applications providing a different presentation, it is important to remark that the capabilities provided by our framework are different from those of web development frameworks such as Cocoon 6 , as in our case (i) we change the bindings instead of differently transforming a single web application and (ii) bindings can be driven to any kind of preferences, not only related to presentation aspects.
The process is shown in Figure 3 and foresees three people activities:
1. Hotel Booking: here the user, after having specified a city name, an arrival date, and a departure date, can choose a hotel among those available and perform the booking.
2. Book Visit: here the user, after having specified a city name and a date, can select a location of interest (e.g., a museum, a park) to be visited, and thus book the visit. 3. Buy Travel Ticket: after selecting a city name, a departure date, a return date, the service shows all the travel alternatives for different transportation means (plane, train, bus). The user can select one and buy the ticket.
The last two activities are iterated: at minimum the user can select a touristic location to be visited and book a trip to reach it (e.g., plane to reach the city, and the bus to reach the location). Then, s/he may decide to visit further locations, also booking train/bus to reach them from the hotel.
For each process activities, we have different concrete web applications, having the characteristics described in Table 1. Characteristics of each web application are described in XML facets. Specifically, the facet describes: (i) the kind of Display required (large, small); (ii) whether the web application makes use of Web scripts, e.g., Google scripts (yes, no); (iii) whether the web application requires Javascript (yes, no); and (iv) the content provided (graphical, textual only).
Intuitively, binding web applications using Google Maps (A1) or detailed information and images of touristic locations (B1) is suitable to interaction made with proper devices, i.e., a laptop or a fully-featured PDA. Simpler configurations that avoid showing images and Google maps (A2 and B2) are suitable for a mobile device not supporting im- age visualization/maps interaction, having a limited screen size, or else in situations where one wants to limit the network traffic, e.g., wireless connections with traffic-based rates. Should the application be accessed by users with disabilities, it might be needed to bind web applications (e.g., A3, B3, and C2) suitable to textual browser and accessibility devices.
When the user interacts with the web portal, s/he can setup her/his preference that will drive the bindings. These preferences are then saved in the portal and do not need to be modified every time the user accesses. Also, it is possible to modify them during the execution of a process: in this case the bindings for all the activities still to be executed will be determined based on the new preferences. For example, the user can start performing the process activities on her/his laptop, then log out and continue it after on the PDA.
Process execution
A process execution consists in executing each process activity separately, selecting it from a task-list associated to a user. Let us suppose the user starts the Hotel Booking activity and, according to the initial preferences, it is bound to A1. After having specified the city, the web application shows to the user a Google Map highlighting hotels and allowing to select a hotel using radio buttons (Figure 4) . Then, the user will specify the arrival and departure date, other preferences for the room, and finally the payment details.
Let us suppose that now, for performing the second task, the user changes the preferences so to be able to interact using a textual browser, such as Lynx. This might be the case when the application needs to be accessed by people with sight problems, for which many accessibility tools are built on top of Lynx or in any case work well if the page contains text only. When restarting the process from the Book Visit task, B2 is selected and visualized in the browser (Figure 5-a) . It can be noticed how, when the user needs to insert the city to be visited (for searching touristic places) the field is automatically filled from information ("Milano") previously inserted when performing the Hotel Booking task. Then, the user completes this task by choosing the touristic place of interest ( Figure 5-b) . After, s/he inserts the date for which the visit is planned and her/his personal information which, again, are automatically completed using the ones previously inserted for the Hotel Booking task. Finally, using the same interface, the user also performs the Buy Travel Ticket task, bound to the concrete application C2 (details are omitted due to the lack of space). Also in this case, information such as destination and personal information are reused from previous tasks.
Let us suppose now that the user wants to visit a further touristic place, however s/he is on the road with her/his PDA since s/he is already doing the other visit. In this case binder selects, according to the preferences the user has set up, to bind the activities to be executed to the ones for which the user interface is simplified, i.e., a smaller screen and a limited number of fields to be inserted. In this case, the activity Book Visit is bound to the concrete web application B2. Figure 6 shows how the application is visualized using the Safari browser on an Ipod Touch TM . As usual, fields such as city to be visited and personal information are automatically filled.
Conclusions and future work
This paper described a middleware that enables the dynamic binding of human-centered processes to web applications or web services. This allows to enact dynamic binding mechanisms, previously applied for non-interactive serviceoriented systems, to processes composed of web applications, where usability and accessibility factors play a central role. In particular, the proposed middleware allows for (i) dynamically binding BBEL4People activities to functionally equivalent web applications, based on rules reasoning on XML facets describing QoS, usability and accessibility characteristics of each web application; (ii) generating a user interface for web services whenever the latter constitutes the only end point available for an activity; and (iii) allowing to re-use variables defined in previously executed activities, reducing the amount of data the user needs to insert. The middleware is also supported by a web based system that helps in the construction of web portals supporting dynamic binding.
As already discussed in the paper, work-in-progress is devoted to improve the middleware in several ways. Among other things, we intend to provide the possibility of negotiating the level of functionality and the usability characteristics a web application to be bound should provide. Finally, we intend to perform controlled experiment to evaluate how the proposed middleware increases the user satisfaction when interacting with the web-based system.
