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Dit rapport vormt de afronding van de wetenschappelijke opleiding Business Process 
Management and IT gevolgd aan de Open Universiteit Nederland.  
Probleemstelling  
In de afstudeeropdracht is onderzoek uitgevoerd naar best practices die leiden tot beter 
onderhoudbare software. Softeware is niet meer weg te denken uit onze samenleving. 
Vrijwel in elk apparaat is software verwerkt. Dit verklaart mede de belangstelling voor 
softwarekwaliteit en onderhoudbaarheid. Uit een vooraf uitgevoerde literatuurstudie is 
gebleken dat er allerlei metrieken bedacht zijn waarmee de onderhoudbaarheid van 
software zou kunnen gemeten worden. Steeds weer opnieuw blijkt echter dat er geen 
correlatie is aan te tonen tussen de metrieken enerzijds en de verwachtingen anderzijds. 
Ook blijkt het lastig te zijn om concrete onderhoudbaarheidseisen te formuleren. Dit leidde 
tot de praktische probleemstelling: Onderhoudbaarheid van software is een belangrijk 
begrip maar valt moeilijk te meten. 
Dit onderzoek richt zich op de onderzoeksvraag: 
leidt het toepassen van best practices (wat een onderdeel is van het proces) tot beter 
onderhoudbare software.  
 
Onderzoeksopzet 
Het onderzoek is uitgegaan van een lijst belangrijkste problemen die leiden tot slechtere 
onderhoudbaarheid. Deze lijst is uit eerder empirisch onderzoek verkregen. Op basis van 
deze probleemlijst is eerst onderzocht of deze problemen herkend werden door een 
softwarebeheerpartij. Daarna is middels het gebruik van interviews onderzocht wat er in 
de praktijk gedaan is om deze problemen te lijf te gaan.  
Resultaten 
Een casestudie heeft geleid tot een lijst met acties die min in de casestudieorganisatie 
ondernomen heeft ter voorkoming en vermindering van onderhoudsproblemen. Daaruit 
zijn richtlijnen geformuleerd die na het opstellen geëvalueerd zijn door 
bedrijfsdocumentatie en wetenschappelijke literatuur. 
De uiteindelijke lijst met richtlijnen luidt:  
1. Stel programmeernormen op die duidelijk en eenvoudig controleerbaar zijn. 
2. Voorzie waar nodig broncode van zinvolle broncodedocumentatie. 
3. Stel volgens gangbare ontwerpprincipes vast wat de afhankelijkheidstructuur moet 
zijn en controleer hierop. 
4. Schrijf goed leesbare code: Houdt de broncode eenvoudig;zorg voor duidelijke 
naamgeving en vermijd oneigenlijk gebruik van het programmeerplatform. 
5. Waarborg gemaakte functionaliteit.  
Ook heeft het praktisch onderzoek tot een aantal instrumenten geleid waarmee de 
gevonden richtlijnen gewaarborgd kunnen worden. Deze instrumenten zijn: 1) codereview; 
2) designreview en 3) het gebruik van snel feedback gevende tools. 
Conclusies en discussie 
Dit onderzoek ondersteunt de stelling dat alleen het meten van objectieve 
softwarekenmerken onvoldoende is om een uitspraak te doen over onderhoudbaarheid.  
Het gevolgde ontwikkelproces lijkt een belangrijke rol te spelen in de uiteindelijke mate 
van onderhoudbaarheid.  
De onderbouwing (op basis van één casestudie en bedrijfsdocumentatie) blijft zwak. Uit 
verder empirisch onderzoek zal de waarde van de opgestelde richtlijnen moeten blijken. 
Het belang van softwarekwaliteit voor de samenleving en het feit dat onderhoudbaarheid 
nog weinig gecombineerd wordt met het gevolgde ontwikkelproces geven hiertoe 




1 Inleiding en probleemstelling 
Dit onderzoeksrapport gaat over best practices die leiden tot beter onderhoudbare 
software. In dit eerste hoofdstuk wordt de probleemstelling rond onderhoudbaarheid en 
software uitgewerkt. Daarvoor zullen eerst enkele relevante begrippen geïntroduceerd 
worden.  
1.1 Drie "P's" van Softwaremanagement en best practices 
Software is momenteel niet meer weg te denken uit onze samenleving. Mobiele telefoons, 
vliegtuigen, auto‟s, vrijwel in elk apparaat is software verwerkt. Het maken van software is 
een complex onderwerp. Vaak wordt het maakproces van software beschouwd vanuit de 
drie invalshoeken 1) product; 2) proces; en 3) people (Reifer, 2006). Dit zijn de 
zogenaamde “3 P‟s” van softwaremanagement. 
 
 
Figuur 1: De "3 P's" van softwaremanagement (Reifer, 2006). 
Het verband tussen deze drie aspecten is als volgt: een proces waarbij de mensen een 
belangrijke rol spelen, levert uiteindelijk het product op.  
Binnen dit onderzoek wordt de software c.q. de broncode gezien als het product. Het 
proces is de wijze waarop dit product tot stand gekomen is: binnen dit onderzoek het 
softwareontwikkelproces. People zijn diegene die het product tot stand hebben gebracht: 
niet alleen ontwikkelaars, testers en functioneel ontwerpers maar ook teamleiders en 
projectleiders.  
 
Een product kan op verschillende manieren tot stand gebracht worden. Soms is er een 
overvloed aan wetenschappelijk bewijs hoe een product op de meest efficiënte manier tot 
stand gebracht kan worden. Soms ontbreekt echter deze wetenschappelijke basis. In dat 
geval kan ervaring richtinggevend zijn om iets op een bepaalde manier te doen. Een 
ervaring dat een bepaalde manier tot een goed resultaat leidt, kan vastgelegd worden in 
een zogenaamde best practice.  
Peters e.a. (1993) stellen dat er geen vaste definitie is van best practice. Zij hebben als 
reactie daarop een vijftal criteria samengesteld waaraan een best practice zou moeten 
voldoen. Deze criteria zijn: 
1. een best practice is gebaseerd op een goede theoretische basis; 
2. de methodologie die aan de best practice ten grondslag ligt, is overtuigend; 
3. er is overeenstemming in de reeds bestaande literatuur; 
4. er is bewijs dat de gewenste resultaten consistent zijn geproduceerd; 






Het eindproduct (de software) is vaak verantwoordelijk voor het nemen van belangrijke 
beslissingen of het leveren van informatie op basis waarvan belangrijke beslissingen 
genomen worden. Daarom is het niet verwonderlijk dat er veel onderzoek gedaan wordt 
naar de kwaliteit van software en naar best practices op het gebied van 
softwareontwikkeling.  
1.2 Softwarekwaliteit, onderhoudbaarheid en metrieken 
Softwarekwaliteit is een omvangrijk begrip en kan vanuit verschillende invalshoeken 
bekeken worden. Een model wat verschillende karakteristieken van softwarekwaliteit 
beschrijft is het ISO 9126 model (Jung & Kim, 2004). Naast het ISO 9126 model zijn er 
ook andere modellen. Hoewel er ook kritiek op dit kwaliteitsmodel gegeven wordt (Punter, 
2001), gaat de meeste literatuur uit van dit model. Daarom wordt in dit onderzoek voorbij 
gegaan aan de andere kwaliteitsmodellen.  
 
Het ISO 9216 model verdeelt softwarekwaliteit in zes karakteristieken zoals weergegeven 
in figuur 2. Voor dit onderzoek is met name het onderdeel „maintainability‟ (in het 
onderzoek verder genaamd: onderhoudbaarheid) van belang. 
 
 
Figuur 2: Het ISO 9126-kwaliteitsmodel (Punter, 2001). 
Onderhoudbaarheid wordt door het ISO 9216 model opgedeeld in 4 deelkarakteristieken 
zoals weergegeven in tabel 1. 
Tabel 1: Deelkarakteristieken van onderhoudbaarheid (ISO 9126). 
Analysability 
(analyseerbaarheid) 
Het is eenvoudig om het systeem te analyseren en/of 
een diagnose vast te stellen 
Changeability 
(veranderbaarheid) 
Het opgeleverde systeem is eenvoudig te 
wijzigingen/veranderen. 
Stability (stabiliteit) Het opgeleverde systeem is stabiel en geeft geen 
onverwachte fouten als gevolg van veranderingen. 
Testability (testbaarheid) Het systeem is eenvoudig om te testen. 
 
Het besef om kwalitatief goede software op te leveren lijkt steeds meer toe te nemen 
(Debbaut, 2005). Dit blijkt ook uit het toenemend aantal metrieken waarmee 
softwarekwaliteit gemeten zou kunnen worden. 
Wat is een metriek? Volgens Punter (2001, p. 28) wordt een metriek bepaald door "[...] 
een combinatie van meetvoorschrift en de schaal om de waarde van een eigenschap te 
bepalen.". Over de vele ontwikkelde metrieken bestaat veel verwarring. De kennis 
aangaande de relatie tussen metrieken en de te meten eigenschap is beperkt. Ook is er 
vaak sprake van onenigheid (p. 35). 
Daarbij komt dat veel metrieken te simplistisch zijn om juist te interpreteren (Kahner & 




een subkarakteristiek van onderhoudbaarheid en om daarmee de onderhoudbaarheid te 
meten. Steeds weer opnieuw blijkt echter dat er geen correlatie is aan te tonen tussen de 
metrieken enerzijds en de verwachtingen anderzijds (Punter, 2001).  
Overigens zijn er wel degelijk software eigenschappen (producteigenschappen) te noemen 
die van invloed zijn op de onderhoudbaarheid. Zo toont empirisch onderzoek (Correia, 
Kanellopoulos, & Visser, 2009) aan dat volume, het aanwezig zijn van codeduplicatie, de 
grootte van een component, de complexiteit van een component, 
afhankelijkhedenstructuur en de foutafhandeling van invloed zijn op de onderhoudbaarheid 
(Heitlager, Kuipers, & Visser, 2007). Het blijft echter lastig om op basis van 
producteigenschappen vast te stellen hoe onderhoudbaar iets is. 
 
Dat onderhoudbaarheid moeilijk hanteerbaar is blijkt bijvoorbeeld ook uit de formulering 
van onderhoudbaarheidseisen. Een steekproef van twee omvangrijke 
architectuurdocumenten1 laat zien dat het onderdeel onderhoudbaarheid wel genoemd 
wordt. Echter, blijft het bij algemeenheden zoals (letterlijk citaat voor een systeem van 
meer dan 1.000.000 regels code) “het systeem moet onderhoudbaar zijn”. Blijkbaar is het 
niet eenvoudig om concrete eisen ten aanzien van onderhoudbaarheid te formuleren.  
1.3 Software onderhoudsproblemen 
In het verleden is er allerlei onderzoek uitgevoerd wat de belangrijkste software 
onderhoudsproblemen zijn. Chen e.a. (2009) hebben op basis van dat onderzoek verder 
ingezoomd door te onderzoeken welke problemen (in het vervolg: onderhoudsproblemen) 
een negatieve invloed uitoefenen op de onderhoudbaarheid (tabel 2). Door empirisch 
onderzoek hebben ze geconcludeerd dat met name de documentatiekwaliteit en het 
aanwezig zijn van programmeerproblemen van invloed zijn op de onderhoudbaarheid.  
Tabel 2: Belangrijkste problemen die van negatieve invloed zijn op 
onderhoudbaarheid(Chen & Huang, 2009) 
Documenatie-
kwaliteit 
Documentatie is onduidelijk of onbetrouwbaar 
Onvoldoende, onvolledige of niet-bestaande documentatie 
Moeilijk terug te traceren naar specificaties van het ontwerp en 
gebruikerseisen 
Veranderingen zijn niet voldoende gedocumenteerd 
Gebrek aan integriteit / samenhang 
Programmeer-
problemen 
Gebrek aan naleving van programmeernormen 
Broncode onvoldoende gedocumenteerd 
Gebrek van modulariteit die het systeem functioneel en operationeel 
opdeelt in onafhankelijke componenten 
Hoge programma complexiteit. Gebrek aan het herstructureren 
Oneigenlijk gebruik van programmeertechnieken zodat broncode 
slecht leesbaar (niet zelfdocumenterend) is 
 
De problemen uit tabel 2 hebben een relatie met de onderhoudbaarheidskarakteristieken 
uit het ISO 9126 kwaliteitsmodel. Documentatieproblemen hebben negatieve gevolgen 
voor de analyseerbaarheid en veranderbaarheid van een systeem. Programmeerproblemen 
hebben een negatieve invloed op de testbaarheid en de stabiliteit (zie voor verdere 
uitwerking van deze problemen paragraaf 2.4). Wanneer er best practices zijn die deze 
genoemde onderhoudsproblemen (deels) kunnen voorkomen, dan helpt dat om tot een 
beter onderhoudbaar systeem te komen.  
                                           
1
 Bij deze steekproef is gebruik gemaakt van twee architectuurbeschrijvingen:  
1. ArchitectuurHerontwerp_v1.0.doc (2003) , 286 pagina’s, wat een beschrijving geeft van een nieuw 
dienstregelingsysteem voor ProRail en NS Reizigers.  




1.4 Probleemstelling en onderzoeksdoel 
Uit voorgaande paragrafen zijn een aantal aspecten gebleken die de basis vormen voor dit 
afstudeeronderzoek: 
1. Onderhoudbaarheid is belangrijk genoeg om expliciet aandacht aan te besteden; 
2. Het is lastig om concrete eisen ten aanzien van onderhoudbaarheid te formuleren 
die heldere verwachtingen scheppen; 
3. Ondanks alle onderzoeken naar metrieken, scheppen metrieken geen eenduidige 
verwachtingen ten aanzien van de onderhoudbaarheid. 
 
Dit brengt ons tot de praktische probleemstelling voor dit onderzoek: 
 Onderhoudbaarheid van software is een belangrijk begrip maar valt moeilijk te meten. 
 
Een gevolg van dit probleem, zoals dit uit de gedane steekproef blijkt, is dat concrete 
eisen op gebied van onderhoudbaarheid vaak achterwege blijven. Dit heeft weer tot gevolg 
dat er allerlei verwachtingsverschillen ontstaan wanneer er bijvoorbeeld een assesment 
uitgevoerd wordt op gebied van onderhoudbaarheid (Punter, 2001). De reden dat deze 
eisen achterwege blijven is omdat er geen eenduidig en concreet begrip is waarmee eisen 
ten aanzien van software onderhoudbaarheid (of een deel daarvan) geformuleerd zouden 
kunnen worden. Uit bovenstaande volgt het wetenschappelijke probleem: 
Metrieken scheppen geen eenduidige verwachtingen ten aanzien van de 
onderhoudbaarheid van software en een begrip om de mate van onderhoudbaarheid 
aan te geven of te meten ontbreekt. 
 
Metrieken die vanuit de literatuur vaak gekoppeld worden aan onderhoudbaarheid, zeggen 
vaak iets over de producteigenschappen. Dit onderzoek richt zich op de combinatie 
software onderhoudbaarheid en het proces. Specifieker geformuleerd:  
Leidt het toepassen van best practices (wat een onderdeel is van het proces) tot beter 
onderhoudbare software.  
 
Hierbij gaat het om best practices die zich richten op het proces: het software 
ontwikkelproces. Best practices met betrekking tot planning, requirements, testen e.d. 
vallen gezien de beschikbare tijd buiten de scope van dit onderzoek. De 
onderhoudsproblemen zoals onderkend door Chen & Huang (2009) hebben negatieve 
gevolgen voor onderhoudbaarheid, zo blijkt uit het bijbehorend empirisch onderzoek. Best 
practices die deze problemen (deels) helpen te voorkomen leiden dus tot een meer 
onderhoudbaar systeem. Daarom zal het praktisch onderzoek ingaan op de 
corresponderende best practices en middelen om het toepassen van de best practice te 
borgen.  
 
Het doel van het praktisch onderzoek is om op basis van onderkende 
onderhoudsproblemen die nadelig zijn voor onderhoudbaarheid te komen tot best practices 
c.q. richtlijnen die een positieve invloed hebben op onderhoudbaarheid.  
1.5 Onderzoeksvragen 
In de vorige paragraaf is beschreven dat de onderhoudsproblemen het uitgangspunt 
vormen voor het praktisch onderzoek. Om vanuit een probleem naar een oplossing te 
komen is het noodzakelijk dat men zich bewust is van het probleem. Anders gezegd: 
worden de onderhoudsproblemen (tabel 2) ook werkelijk ervaren. Dit bewustzijn van het 
softwareprobleem kan in dit onderzoek beschouwd worden vanuit de beheerafdeling en 
vanuit een ontwikkelafdeling. Indien dit bewustzijn ook bij de ontwikkelafdeling aanwezig 
is, is de volgende stap te onderzoeken of er ook richtlijnen opgesteld zijn ter voorkoming 
van het probleem.  
 
Een richtlijn alleen is niet voldoende. Er zullen activiteiten ondernomen moeten worden die 




richtlijnen of de daarbij behorende borging niet afdoende is, zal er vroeg of laat wederom 
een probleem optreden die opnieuw om bewustzijn, richtlijnen en borging vraagt. 
 
Het onderzoek zal uitgevoerd worden op basis van de volgende onderzoeksvragen: 
 
1. Worden de onderhoudsproblemen zoals gevonden zijn door Chen & Huang (2009), 
herkend en onderkend als probleem door ontwikkelaars uit een beheerafdeling? 
2. Hoe wordt aan de ontwikkelkant geprobeerd deze problemen te voorkomen? 
a. Welke best practices worden aangereikt om de onderhoudsproblemen uit 
onderzoeksvraag 1 helpen te voorkomen.  
b. Hoe wordt in de praktijk geborgd dat deze best practices opgevolgd worden. 
 
Bovenstaande twee onderzoeksvragen hebben betrekking op verschillende onderdelen uit 
het ontwikkelproces. Vraag 1 heeft namelijk betrekking op ontwikkelaars uit een 
beheerafdeling. Terwijl vraag 2 betrekking heeft op niet-beheer softwareontwikkeling. 
Deze scheiding is in het onderzoeksontwerp terug te vinden. Het gewenste resultaat van 
onderzoeksvraag 2 is dat voor elk onderkend softwareprobleem die voorkomt uit 
onderzoeksvraag 1 een bijbehorende best practice en richtlijn gevonden wordt. Uiteindelijk 
resulteert dit in een tabel zoals weergegeven in tabel 3. 
Tabel 3: Gewenst onderzoeksresultaat: samenhang tussen onderhoudsprobleem, 
best practice en richtlijn(en) ter waarborging. 
Onderhouds-
probleem 
Best practice Richtlijnen ter 
waarborging 
<<probleem>> <<daaruit voortvloeiende best 
practice>> 
<<richtlijn die een concrete 
invulling geeft aan de best 
practice>> 
1.6 Structuur onderzoeksrapport 
In dit hoofdstuk zijn relevante begrippen rond softwarekwaliteit en onderhoudbaarheid 
geïntroduceerd. Tevens is de probleemstelling uitgewerkt.  
 
In hoofdstuk 2 wordt de theorie rond softwareonderhoud en onderhoudsproblemen verder 
uitgewerkt. Deze theoretische kennis is noodzakelijk om in hoofdstuk 3 te kunnen komen 
tot een aanpak ten behoeve het praktijkonderzoek.  
 
Hoofdstuk 3 gaat in op de opzet van het onderzoek. Kortom, geeft antwoord op de vraag 
hoe de onderzoeksvragen beantwoord zullen worden. In hoofdstuk 4 worden de 
onderzoeksresultaten uitgewerkt en geïnterpreteerd. Deze geïnterpreteerde resultaten 
worden in hoofdstuk 5 verder onderbouwd en geëvalueerd. In hoofdstuk 6 worden de 
conclusies en aanbevelingen verwoord.  
 
Het document besluit met hoofdstuk 7 waarin een persoonlijke reflectie op het 






2 Softwareonderhoud en onderhoudsproblemen 
Voorafgaand aan het praktisch onderzoek is een literatuurstudie uitgevoerd. Aan deze 
literatuurstudie ligt een zoekstrategie ten grondslag. Deze is te vinden in Bijlage A: 
Literatuurstudie. De literatuurstudieresultaten zijn voornamelijk in dit hoofdstuk 
gepresenteerd. Deze resultaten samen met het voorgaande hoofdstuk hebben de basis 
gevormd voor het praktisch onderzoek.  
 
In dit hoofdstuk wordt ingegaan op de volgende vragen: 
1. Welke productkenmerken worden als relevant gezien in het kader van 
onderhoudbaarheid (paragraaf 2.1); 
2. Wat zijn de belangrijkste taken die een beheergroep uitvoert (paragraaf 2.2)?  
3. Wat zijn overeenkomsten en verschillen tussen nieuwbouw van software en beheer 
van software (paragraaf 2.3)? 
4. Wat zijn kenmerken van onderhoudsproblemen zoals deze beschreven zijn in 
paragraaf 1.3 (paragraaf 2.4)? 
5. Zijn er best practices ten behoeve van een betere onderhoudbaarheid (paragraaf 
2.5.1)? 
2.1 Productkenmerken en onderhoudbaarheid 
In paragraaf 1.2 is een beknopte uitwerking van het begrip onderhoudbaarheid gegeven. 
Deze paragraaf werkt verder uit wat verschillende productkenmerken zijn die in het kader 
van onderhoudbaarheid als relevant ervaren worden. 
Het is niet eenvoudig om objectief vast te stellen hoe 'analyseerbaar' of 'veranderbaar' 
software is. De mate van analyseerbaarheid is afhankelijk van een aantal factoren.  
In het verleden is er veel onderzoek gedaan welke factoren dit zijn. Daarbij worden 
veelvuldig de factoren complexiteit, aantal regels code genoemd. Vaak is dat onderzoek 
uitgevoerd met als doel om op basis van deze factoren de 'onderhoudbaarheid' vast te 
stellen. Heitlager e.a. (2007) hebben een toevoeging gemaakt op het ISO 9126 model. 
Daarbij koppelen ze de broncodefactoren aan de karakteristieken van onderhoudbaarheid. 
Ze onderscheiden daarin vijf factoren die van belang zijn voor de onderhoudbaarheid van 
broncode. Dit laatste (onderhoudbaarheid van broncode) is van belang omdat 
onderhoudbaarheid meer is dan alleen broncode (zie volgende paragraaf).  
Deze initiële toevoeging bovenop het ISO 9126 kwaliteitsmodel is verder uitgewerkt door 
de Software Improvement Group (SIG) in het SIG quality model. In dit model komen ze 
tot een mapping van system properties op onderhoudbaarheidskarakteristieken. 
Inmiddels is er ook empirisch onderzoek gedaan (Correia, Kanellopoulos, & Visser, 2009) 
in hoeverre de SIG-mapping overeenkomt met de werkelijkheid. Dit levert de mapping op 
zoals in figuur 3. 
 
Figuur 3: Mapping van producteigenschappen (system properties) op 
onderhoudbaarheidskarakteristieken volgens empirisch onderzoek(Correia, 




Omdat dit onderzoek zich richt op 'onderhoudbaarheid' in zijn geheel, is het nu minder 
relevant of een system property bij 'analyzability' of bij 'changeability' gepositioneerd 
wordt. Wat wel relevant is, is welke producteigenschappen (systemproperties) door beide 
onderzoeken gerelateerd worden aan onderhoudbaarheid. Producteigenschappen die door 
beide onderzoeken als relevant worden beschouwd zijn: 
 de omvang / aantal regels code; 
 het aanwezig zijn van code cuplicatie; 
 de grootte van een unit; 
 testkwaliteit; 
 inward coupling; 
 exception handling (foutafhandeling). 
 
Deze producteigenschappen die een relatie hebben met onderhoudbaarheid zijn relevant 
omdat eventuele best practices op gebied van zo'n producteigenschap impliciet dus ook 
een relatie hebben met onderhoudbaarheid. 
2.2 Context onderhoudsafdeling 
Om in te kunnen gaan op best practices voor een softwarebeheergroep is het noodzakelijk 
om de context van een softwarebeheergroep scherp te hebben. Aprill e.a. (2004) hebben 
hier veel onderzoek naar gedaan en hebben de taken, rollen en verantwoordelijkheden in 
kaart gebracht. Een softwarebeheergroep bestaat uit verschillende subafdelingen die elk 
hun eigen taak hebben. Zo is er een afdeling softwaredevelopment die verantwoordelijk is 
voor het realiseren van nieuwe wensen of het oplossen van defects.  
Om best practices af te leiden voor een softwarebeheergroep zal men moeten weten wat 
de belangrijkste taken zijn die een softwarebeheergroep uitvoerd. Figuur 4 geeft de 
belangrijkste beheeractiviteiten weer. Dit is het zogenaamde primaire proces. Wat daarin 
opvalt is dat het realiseren van software slechts een deel is van het totale primaire 
onderhoudsproces. Ook het monitoren van de software en het bijhouden van verschillende 
versies speelt een belangrijke rol. Dit is nuttig om te weten omdat bij het op zoek gaan 
naar best practices er dan verder gekeken dient te worden dan alleen best practices op 
gebied van softwareontwikkeling.  
 
Figuur 4: Het primaire proces van een softwarebeheergroep (April, Hayes, Abran, 
& Dumke, 2004). 
In een ander onderzoek hebben Abran en April (2009) onderzoek uitgevoerd naar het 
professionaliseren van een software-onderhoudsafdelingen. In verschillende stappen 
(levels) kan een onderhoudsafdeling haar professionaliseringsniveau op een hoger niveau 
brengen. Zij hebben daarbij een aantal best practices weergegeven die een 
onderhoudsafdeling zou moeten toepassen. Een deel van die best practices heeft 
betrekking op de manier waarop het onderhoudsproces geregeld zou moeten worden. Daar 




deze practices buiten de scope van dit onderzoek. Een ander deel van de best practices 
heeft betrekking op kwaliteitsmaatregelen en is daarmee wel relevant voor dit onderzoek. 
Deze best practices zijn weergegeven in tabel 4. 
Tabel 4: Best practices m.b.t. kwaliteitsmaatregelen (Abran & Alain, 2009). 
Managers van onderhoudsafdelingen nemen maatregelen om de oorzaken van incidenten 
te achterhalen en te rapporteren. 
Alle software die beheerd wordt heeft een set van kwaliteits- en service maatregelen. 
De onderhoudsorganisatie identificeert de belangrijkste onderhoudsactiviteiten en de 
daarmee samenhangende kwaliteitsmaatregelen. 
De onderhoudsorganisatie formuleert een kwaliteitsdoelsteling en een prestatiedoelstelling 
voor elke geselecteerde maatregel. 
Analysetechnieken voor statistische analyse van onderhoudsresultaten worden gebruikt en 
beoordeeld. 
 
Alvorens best practices die bedoeld zijn voor een onderhoudsafdeling op nieuwbouw toe te 
passen, is het noodzakelijk te weten of dat zomaar mag. Misschien is onderhoud wel een 
geheel andere manier van softwareontwikkeling dan nieuwbouw. De overeenkomsten die 
er zijn tussen het softwareontwikkelproces en softwareonderhoud worden uitgewerkt in de 
volgende paragraaf. 
2.3 Overeenkomsten software ontwikkeling 
Wanneer een softwareproduct ontwikkeld wordt, is er logischerwijs sprake van 
softwareontwikkeling. Nadat een product rijp is om in gebruik genomen te worden, wordt 
het overgedragen aan een softwarebeheergroep. Daarna is er nog steeds sprake van 
ontwikkeling omdat er nieuwe functionaliteit toegevoegd moet worden of omdat er sprake 
is van operationele problemen. Kortom, in beide gevallen is er sprake van 'ontwikkeling'. 
Dit houdt ook in dat er getest moet worden of de gedane ontwikkeling het gewenste 
gevolg heeft. Ook moet er van te voren nagedacht worden hoe een nog te bouwen 
wijziging moet passen binnen het systeem. Er is zowel voor- als in beheer sprake van: 
ontwerpen, coderen, testen en installeren om het nieuwe of gewijzigde product daarna 
(wederom) in gebruik te nemen.  
 
Het is dus niet zo dat onderhoud en ontwikkeling twee gescheiden processen zijn. 
Onderzoek stelt dat deze twee processen wel degelijk interactie met elkaar hebben. Dit 
wordt weergegeven in figuur 5 (Khan, Lo, & Skramstad, 2001). Dit figuur vertelt ons dat 




















Figuur 5: Overeenkomsten softwareontwikkeling beheer en niet-beheer (Khan, 





Als het zo is dat softwareontwikkeling en een softwarebeheergroep een overlap in 
takenpakket hebben, betekent dat ook dat er een overlap in belangrijkste problemen is. 
Problemen die een gevolg zijn van coderen, zullen dus ook in onderhoud terug komen.  
2.4 Uitwerking onderhoudsproblemen 
Elk onderhoudsprobleem zoals omschreven in paragraaf 1.3 (en tabel 2) wordt in deze 
paragraaf nader uitgewerkt. 
Onder programmeerproblemen worden door Chen en Huang (2009) verschillende 
deelproblemen begrepen. Hieronder wordt per deelprobleem aangegeven op welk 
onderliggend wetenschappelijk onderzoek het gebaseerd is, en wat het deelprobleem 
inhoudt. 
 
1. Het ontbreken van eisen die aan het te ontwikkelen product gesteld worden (Ghods 
& Nelson, 1998); 
Dit probleem gaat over het feit dat er weinig eisen aan de productkwaliteit gesteld 
worden. Voor dit onderdeel is het nuttig om te onderzoeken of binnen de context 
van dat project er programmeernormen opgesteld zijn en zo ja, hoe naleving van 
deze normen gewaarborgd wordt. 
 
2. Broncode die onvoldoende becommentarieerd is (Woodfield, 1981); 
Met dit probleem wordt bedoelt dat broncode onvoldoende becommentarieerd is. 
Zeker als het gaat om functies die volgens een bepaald algoritme verhoogt het de 
analyseerbaarheid wanneer duidelijk is wat de functie verwacht als input en wat de 
output van de functie is.  
 
3. Een gebrekkige modulariteit (Woodfield, 1981) (Ghods & Nelson, 1998); 
Kenmerken van gebrekkige modulariteit zijn: 
 Het ontbreken van een gestructureerd design; 
 Onduidelijk wat de verantwoordelijkheden van een module zijn; 
 Slechte herbruikbaarheid. 
 
4. Gebrek aan herstructurering; Hoge programmacomplexiteit; 
Een veelgebruikte manier om iets te zeggen over de programmacomplexiteit is 
door het bepalen van de cyclomatische complexiteit (Gill & Kemerer, 1991). De 
cyclomatische complexiteit neemt toe naarmate het aantal if-statements, loops, 
condities in een functie toeneemt.  
Een ander aspect wat binnen dit probleem hoort is het gebrek aan herstructurering 
(Bois, Demeyer, & Verelst, 2004). Doordat software onvoldoende herstructureert 
wordt, past na verloop van tijd de betreffende module niet meer binnen het 
ontwerp of wordt de verantwoordelijkheid van de module onduidelijk. 
 
5. Slecht leesbare code (Gellerich & Plodereder, 2001); . 
Slecht leesbare code ontstaat wanneer nietszeggende functienamen of 
variabelenamen gebruikt worden. Ook ontstaat slecht leesbare code wanneer 
frameworks of modulen op een andere manier of voor een ander doel gebruikt 
worden dan waarvoor ze bedoeld zijn. In die gevallen zal een ontwikkelaar veelal 
alleen de precieze werking van de code kunnen achterhalen door er stap voor stap 
door heen te gaan (debuggen).  
2.5 Best practices 
In de wetenschappelijke literatuur zijn geen best practices op procesniveau gevonden in 
de zin van "deze moet je opvolgen en dan krijg je onderhoudbare software". Om toch tot 
richtlijnen te komen die wellicht de onderhoudbaarheid ten goede komen, is er onderzoek 
gedaan naar best practices die een relatie met onderhoudbaarheid lijken te hebben. Deze 




2.5.1 Het belang van design 
Briand e.a. (2001) hebben uitvoerig onderzoek gedaan naar de impact die het ontwerp op 
onderhoudbaarheid kan hebben. De hypothesen die ze empirisch onderzocht hebben is 1) 
een "goed" object georiënteerd design is eenvoudiger te begrijpen dan een "slecht" object 
georienteerd design; en 2) het is eenvoudiger om een impactanalyse uit te voeren op een 
"goed" design dan op een "slecht" design. Het onderscheid tussen een "goed" en een 
"slecht" design hebben ze gemaakt op basis van de design principes zoals verwoord door 
Coad en Yourdon (1991). Het resultaat van dit empirisch onderzoek is dat ontwerpen die 
volgens Yourdon en Coad's ontwerpprincipes gemaakt zijn eenvoudiger te begrijpen zijn. 
Tevens toont het onderzoek aan dat het uitvoeren van impactanalyses eenvoudiger te 
doen zijn. Hoewel dit onderzoek vooral het belang van Yourdon en Coad's 
ontwerpprincipes probeert aan te tonen, geeft het in het kader van dit onderzoek het 
belang van een goed ontwerp aan.  
Het belang van een goed ontwerp wordt bevestigd door Arisholm e.a. (2001) die tot de 
conclusies komen: 
1. een systeem ontworpen volgens Coad en Yourdon's ontwerpprincipes is 
eenvoudiger te onderhouden dan systemen die niet ontwerpen zijn volgens deze 
principes; 
2. naarmate klassen een sterkere samenhang hebben binnen een systeem, dat de 
complexiteit dan toeneemt. 
 
Ten slotte wijst Deligiannis e.a. (2003) op het feit dat met name een sterke koppeling 
tussen klassen leidt tot monolitische systemen die moeilijk te leren zijn door de 
onderhouders.  
2.5.2 Statische code analyse 
Ten behoeve van softwareontwikkeling zijn er inmiddels vele codeanalysetools op de markt 
gekomen. Ook is er veel onderzoek gedaan wat het effect van statische codeanalyse tools 
is op het aantal defects. Een invalshoek die ik niet expliciet tegen gekomen ben in de 
literatuur is wat het effect van statische codeanalyse tools kan zijn op de 
onderhoudbaarheid. Toch zijn statische code analysetools onderwerp relevant voor dit 
onderzoek. Opvallend is namelijk dat veel tools zich richten op onderwerpen die ook te 
maken hebben met of 1) broncode eigenschappen die vaak aan onderhoudbaarheid 
gerelateerd worden (documentatie, grootte, complexiteit, enz.) of 2) te maken hebben 
met veel voorkomende softwareproblemen. Dat tools zich op deze onderwerpen richten 
blijkt bijvoorbeeld uit onderzoek uitgevoerd door Louridas (2006) die de mogelijkheden 
van verschillende tools (o.a. FindBugs, Checkstyle en PMD) met elkaar heeft vergeleken. 
Omdat zijn onderzoek zich richt op foutvoorkoming zijn de websites van de tools Findbugs, 
Checkstyle en PMD geraadpleegd. 
  
De verschillende tools hebben verschillende aandachtsgebieden. Zo richt 
FindBugs(University Maryland) zich op het detecteren van defects(Ayewah, Pugh, 
Hovemeyer, Morgenthaler, & Penix, 2008). Deze defects zijn verschillend van aard. 
Sommige gevonden defects hebben betrekking op foutafhandeling, andere gevonden 
defects op het verkeerd gebruik van een standaard API. Andere defects geven aan dat er 
daadwerkelijk 'bugs' zijn geprogrammeerd. Uit deze typen fouten blijkt al dat het meer is 
dan alleen het voorkomen van fouten.  
 
De tool PMD(PMD) richt zich ook op het detecteren van fouten. Als extra optie ten opzichte 
van FindBugs controleert deze tool ook op aanwezigheid van codeduplicatie. Dit laatste 
heeft een duidelijke relatie met onderhoudbaarheid. Wanneer in onderhoud een defect 
opgelost moet worden en er is sprake van veel codeduplicatie moet de ontwikkelaar of 1) 
de wijziging op meerdere plaatsen doorvoeren of 2) hij voert de wijziging maar op één 





De tool Checkstyle(Checkstyle) richt zich op andere doelen dan FindBugs en PMD. Zoals de 
naam al zegt, controleert Checkstyle of de code voldoet aan de stijl zoals deze gangbaar is 
binnen een ontwikkelteam. Daarnaast richt het zich op eigenschappen zoals: worden 
klassen niet te groot, worden methoden niet te complex, worden fouten op de juiste 
manier afgehandeld, enz.  
 
In figuur 6 wordt samengevat wat de relatie van de drie bekeken tools is met 
onderhoudbaarheid. Wat opvalt is dat de broncode onderdelen waar de tools zich op 
richten een relatie hebben met enerzijds de belangrijkste programmeerproblemen en 
anderzijds de broncode eigenschappen. In het figuur is weergegeven dat op basis van de 
literatuur er een samenhang is met de belangrijkste programmeerproblemen en met de 
broncode-eigenschappen die medebepalend lijken te zijn voor onderhoudbaarheid. Het 
figuur geeft niet weer wat de relatie precies is. 
 
Figuur 6: Conceptueel model met betrekking tot de relatie van statische analyse 
tools met onderhoudbaarheid. 
Uit figuur 6 blijkt dat in dit onderzoek de nadruk van de statische analyse tools niet ligt op 
het fout reducerend karakter. En dat is juist wel het punt waarop de meeste empirische 
onderzoeken Zheng e.a. (2006) zich richten die de vraag willen beantwoorden in hoeverre 
zo'n tool werkelijk helpt. En omdat deze empirische onderzoeken vooralsnog niet gedaan 
lijken te zijn kan niet geconcludeerd worden dat het gebruik van deze tools werkelijk beter 
onderhoudbare software oplevert. Wel kan geconcludeerd worden (en daarmee is het een 
relevant onderwerp voor dit onderzoek) dat bovengenoemde tools een relatie hebben met 
onderhoudbaarheid.  
2.5.3 Codereview 
Tal van studies hebben reeds aangetoond dat codereview een effectief hulpmiddel is om in 
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wat geëlimineerd wordt varieert van zo'n 31 tot 93 procent. Daarmee blijft de schatting 
die reeds in 1987 gedaan is van 60 procent, een redelijke schatting(Shull, et al., 2002). 
Dit onderzoek richt zich echter niet op foutreductie, maar op verbetering van 
onderhoudbaarheid. De link tussen onderhoudbaarheid in de zin van "de inspanning die 
nodig is om een verandering door te voeren" en codereview is in de literatuur niet veel 
gevonden.  
Wel is gevonden dat onderhoudbaarheid een punt kan zijn die expliciet opgenomen kan 
worden in een codereview. Dit onderzoek gaat in op de vraag of codereview werkelijk 
betrouwbare code oplevert(Nelson & Schumann, 2004). In het artikel gaan ze eerst in op 
het feit dat een codereview vanuit verschillende perspectieven (views) uitgevoerd kan 
worden. Een view die ze daarin onderscheiden, is de zogenaamde Software Design 
Review. Daarbij wordt expliciet gelet op zaken als: traceability, modularity, 
understandability en testability. Dit zijn onderwerpen die ook terug te zien zijn in de 
onderhoudbaarheids karakteristieken. Het onderzoek toont niet aan dat het doen van 
codereview op de door hun beschreven manier werkelijk meer onderhoudbare software 
oplevert. Wat het echter voor dit onderzoek interessant maakt is dat ze 
onderhoudbaarheidskarakteristieken zien als eigenschappen die expliciet in codereview 
onderzoek kunnen en moeten worden opgenomen. 
Kortom, codereview staat vooral bekend vanwege onderzoeken naar foutreductie. 
Voorzichtig kan gesteld worden dat codereview tevens het waard is om meer in relatie met 
onderhoudbaarheid onderzocht te worden.  
2.5.4 Samenhang met onderhoudbaarheid 
In paragraaf 2.4 zijn de belangrijkste onderhoudsproblemen beschreven. Dit waren 
problemen waarvan empirisch vastgesteld is dat ze een negatieve invloed uitoefenen op de 
onderhoudbaarheid. De beschreven best practices hebben als doel om problemen te 
voorkomen of datgene wat er al is te verbeteren. Op basis daarvan zijn de best practices 
gerelateerd met de onderhoudsproblemen uit paragraaf 2.4. In figuur 7 is de relatie van 
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Het praktisch onderzoek moet antwoord geven op de in het vorige hoofdstuk beschreven 
onderzoeksvragen. Paragraaf 3.1 verwoordt de onderzoeksopzet en de methode en 
strategie die voor het praktisch onderzoek gevolgd is. De paragrafen 0 en 0 geven aan hoe 
praktijk onderzoek antwoord moet geven op de onderzoeksvragen. Paragraaf 3.4 beschrijft 
hoe het onderzoeksresultaat getoetst is. Paragraaf 0 gaat in op de vraag hoe het 
onderzoeksresultaat geïnterpreteerd is.  
3.1 Onderzoeksontwerp 
Het doel van het onderzoek is om inzicht te krijgen in richtlijnen die leiden tot een betere 
onderhoudbaarheid. Met dit onderzoek dient de kennis ontrent 
softwareontwikkelprocessen ten behoeve van onderhoudbaarheid vergroot te worden. Het 
feit dat hier nog weinig literatuur over beschikbaar is, maakt het een verkennend 
onderzoek. Een belangrijk kader waarbinnen het praktisch onderzoek uitgevoerd moest 
worden was de hoeveelheid beschikbare tijd. Dit kader is min of meer bepalend geweest 
voor de methode die gebruikt is voor het praktisch onderzoek. Gezien dit kader is het 
onderzoek kwalitatief uitgevoerd. Ook de verkennende aard van het onderzoek pleitte voor 
kwalitatief onderzoek.  
3.1.1 Strategie 
Uit het onderzoeksdoel valt te herleiden dat er (abstract geformuleerd) geprobeerd wordt 
om het 'hoe' en 'wat' en 'waarom' te achterhalen wat moet leiden tot betere 
onderhoudbaarheid. Volgens Saunders (2009, p. 129) is casestudie een geschikte manier 
om dit te achterhalen.  
 
Het praktisch onderzoek heeft uit de praktijk richtlijnen geformuleerd ten behoeve van 
softwareonderhoudbaarheid. Dit maakt het naast verkennend- ook een theorievormend 
onderzoek. De manier van onderzoek om vanuit bestudeerde gevallen theorie te vormen 
die geschikt is voor soortgelijke gevallen staat bekend als casestudies. Saunders (2009) 
gebruikt bij de behandeling van casestudies de indeling van Yin (2003). Volgens deze 
indeling kan een casestudy enkelvoudig of meervoudig uitgevoerd worden.  
Om op basis van casestudies theorie te kunnen vormen, zou dit volgens Yin alleen middels 
een meervoudige casestudy gedaan kunnen worden. Anders zouden de ervaringen en 
opvattingen die uit de case komen contextspecifiek kunnen zijn. Het resultaat van een 
casestudie kan immers alleen leiden tot inzicht in de resultaten als er een vergelijking 
gemaakt kan worden met resultaten uit een vergelijkbare case. 
 
Het herhaald toepassen van cases is tijdrovend en moeilijk. Het is moeilijk om cases onder 
dezelfde omstandigheden meerdere keren uit te voeren. Het is tijdrovend omdat het 1) 
veel tijd kost om de cases met zelfde omstandigheden te vinden en 2) veel tijd kost om 
het onderzoek meerdere keren uit te voeren. Dit heeft geleid tot de keus voor een 
enkelvoudige case. Deze keus had gevolgen voor de externe validiteit van het 
onderzoeksresultaat. Hiertegen is op twee manieren iets gedaan: 
1. Er is een case geselecteerd die betrekking heeft op het gehele domein waarover 
een uitspraak gedaan moest worden.  
2. Het gevonden resultaat is getoetst op ondersteuning vanuit bedrijfsdocumentatie 
(andere documentatie dan binnen de casestudie gebruikt werd) en 
wetenschappelijke literatuur.  
 
Naast het bevorderen van de validiteit behoort het ook tot de kenmerken van een best 
practice (zie ook paragraaf 1.1) dat deze terug te herleiden zijn in wetenschappelijke 




























Figuur 8: Conceptueel onderzoeksontwerp. 
3.1.2 Casestudie 
De case die geselecteerd is moest betrekking hebben op het gehele domein waarover een 
uitspraak gedaan moest worden. Dat wil zeggen: vanuit onderhoudsproblemen (Chen & 
Huang, 2009) moest een uitspraak gedaan worden over richtlijnen die een positieve 
invloed hebben op onderhoudbaarheid. Er moest daarom sprake zijn van 
onderhoudsproblemen. Daarnaast moest er sprake zijn van richtlijnen. Ten slotte moesten 
deze richtlijnen met het oog op onderhoudbaarheid opgesteld zijn.  
 
Concreet betekende dit dat er een case gezocht is die ruimte bood om de twee 
onderzoeksvragen (paragraaf 1.5) te kunnen beantwoorden.  
Onderzoeksvraag 1 gaat over de herkenbaarheid van onderhoudsproblemen, terwijl 
onderzoeksvragen 2 gaat over de daarbij horende richtlijnen ter voorkoming of 
vermindering van de problemen uit onderzoeksvraag 1. Het beantwoorden van 
onderzoeksvraag 1 gaat over de context 'softwarebeheer' (paragraaf 0), terwijl de 
beantwoording van onderzoeksvraag 2 gaat over de context van nieuwbouw 
softwareontwikkeling (paragraaf 0). Binnen de case moest daarom sprake te zijn van een 
afdeling die zich bezig houdt met beheerwerkzaamheden en een afdeling die zich bezig 
houdt met nieuwbouw werkzaamheden. Dit laatste maakt het volgens de indeling van Yin 
(2003) naast een enkelvoudige- ook een ingebedde2 casestudy. 
  
                                           
2
 Bij een ingebedde casestudy worden binnen één bedrijf meerdere afdelingen betrokken bij de casestudy. Volgens 




3.2 Aanpak beantwoording onderzoeksvraag 1 
Onderzoeksvraag 1: Worden de onderhoudsproblemen zoals gevonden zijn door Chen & 
Huang (2009), herkend en onderkend als probleem door ontwikkelaars uit een 
beheerafdeling? 
 
In paragraaf 1.3 is reeds beschreven dat met name documentatieproblemen en 
programmeerproblemen nadelige gevolgen hebben voor onderhoudbaarheid. 
Onderzoeksvraag 1 wil bevestigd zien dat ontwikkelaars uit een beheerafdeling deze 
documentatie- en programmeerproblemen herkennen. Elk onderkend probleem vormde 
een probleem-item in de tabel zoals weergegeven in tabel 3. De inverse van een 
onderkend probleem vormt een bijbehorende richtlijn. 
 
Om een zo goed mogelijk antwoord te krijgen op onderzoeksvraag 1, is deze vraag aan 
ontwikkelaars uit een beheerafdeling zelf gesteld. Daarmee zijn onderzoeksinstrumenten 
waarbij geen directe vragen gesteld worden, afgevallen.  
 
Om vragen aangaande onderhoudsproblemen te kunnen stellen, moest eerst helder zijn 
wat Chen en Huang (2009) onder documentatie- en programmeerproblemen verstaan. Dit 
is reeds beschreven in paragraaf 2.4. Deze operationalisering bood de mogelijkheid tot 
formuleren van verschillende vragen. Het formuleren van vragen kan vanuit verschillende 
invalshoeken gedaan worden. Om te achterhalen of een ontwikkelaar met 
onderhoudsproblemen te maken heeft zou men uit de issuedatabase (issue term wordt 
gebruikt om onderscheid te kunnen maken met softwareprobleem) kunnen analyseren. En 
op basis van een aantal problemen wat veel tijd gekost heeft om deze op te lossen in 
gesprek te gaan met ontwikkelaars. In zo'n gesprek zou dan achterhaald kunnen worden 
wat het lastig maakte om dit issue op te lossen en daarbij de relatie proberen te leggen 
tussen de documentatie- en programmeerproblemen. Het gevaar van deze methode is dat 
de betreffende ontwikkelaar puur alleen vanuit zijn ervaringen met die issues antwoorden 
gaat geven.  
Daarom is het geschikter geacht om vragen te formuleren die een beheerontwikkelaar 
vanuit zijn algemene werkbeleving kon beantwoorden. Om begripsverwarring te 
voorkomen was een onderzoeksinstrument vereist wat de mogelijkheid tot doorvragen 
open hield en wat er ook voor zorgen kon dat begrippen waarbij een juiste interpretatie 
van belang was, goed 'neergezet' kon worden. Dit maakte het houden van 'vaste' 
onderzoeksinstrumenten zoals enquêtes minder geschikt en vormde het 'open' 
onderzoeksinstrumenten zoals het niet gestandaardiseerde interview een geschikt 
instrument.  
 
Op basis van de duidelijke kenmerken van onderhoudsproblemen zoals omschreven in 
paragraaf 2.4 zijn gerichte vragen opgesteld (zie Bijlage C: Interviewopzet onderdeel 
probleemtoetsing). Hiermee is het geen 'open' interview geworden en vanwege de 
gewenste mogelijkheid tot doorvragen ook geen volledig gestructureerd interview.  
 
Voorgaande leidde tot de keus voor het semi-gestructureerde interview als instrument om 
onderzoeksvraag 1 te beantwoorden. Een interview kan op verschillende manieren 
afgenomen worden: groepsinterviews, telefonisch één-op-één interview, internet-
interviews, etc. Groepsinterviews vereisen veel vaardigheid op gebied van het afnemen 
van interviews. Gezien mijn geringe ervarenheid als onderzoeker, vielen die af. Interviews 
via internet of telefoon brengt technische risico's met zich mee (slechte verbinding, 
wegvallende verbinding) en om dat uit te sluiten vielen die ook af. Daarmee is gekozen 





3.3 Aanpak beantwoording onderzoeksvraag 2 
Onderzoeksvraag 2: Hoe wordt er aan de ontwikkelkant rekening gehouden om deze 
problemen te voorkomen? 
a. Welke best practices worden aangereikt om de onderhoudsproblemen uit 
onderzoeksvraag 1 helpen te voorkomen.  
b. Hoe wordt in de praktijk gewaarborgd dat deze best practices opgevolgd worden. 
 
Het beantwoorden van onderzoeksvraag 1 heeft de kolommen 'probleem' en 'best practice' 
gevuld in tabel 3. Nu blijft nog over welke richtlijnen gehanteerd kunnen worden om de 
best practice concreet invulling te geven (de kolom 'richtlijnen ter waarborging' uit tabel 
3). Dit zal ingevuld worden middels de beantwoording van onderzoeksvraag 2.  
 
Om de onderzoeksvraag 2 te kunnen beantwoorden is per uit-onderzoeksvraag-1-volgend 
probleem onderzocht welke richtlijnen daarbij horen. Een mogelijkheid was om hiervoor 
reeds bestaand onderzoek te gebruiken. Het doel is echter om een relatie te leggen tussen 
onderhoudbaarheid en richtlijnen. Deze combinatie - onderhoudbaarheid en richtlijnen - 
wordt niet veel genoemd in de literatuur wat deze manier van dataverzameling niet 
geschikt maakte. Gezien het verkennend karakter van het onderzoek ligt het meer in lijn 
met het onderzoek om daar waar de onderhoudsproblemen opgetreden zijn ook te 
onderzoeken hoe ze met de opgetreden problemen omgegaan zijn. Dit vereiste een 
onderzoeksomgeving waarbij die combinatie (problemen en de weg naar oplossingen) 
aanwezig was. In het oog houdend dat het niet gaat om richtlijnen in het algemeen, maar 
die richtlijnen die met het oog op onderhoudbaarheid ontworpen zijn. Om 
onderzoeksvraag 2 te kunnen beantwoorden is bij het gebruik van het 
onderzoeksinstrument steeds de relatie gelegd of de focus onderhoudbaarheid de richtlijn 
tot stand deed komen.  
 
Dit stelde ook eisen aan het kennisniveau van de personen die deel uit gemaakt hebben 
van het onderzoek. Deze moesten inzicht te hebben in: 
 het systeem als geheel - om in te kunnen gaan op vragen rond 
onderhoudsproblemen en de ernst daarvan; 
 bijpassende richtlijnen ten behoeve van het helpen voorkomen van problemen - 
om in te kunnen gaan op het hoe- en waarom van deze richtlijnen. 
In dit geval voldeed de softwarearchitect het meest aan het bovenstaande profiel.  
 
Had het onderzoek behorend bij onderzoeksvraag 1 een toetsend karakter, het onderzoek 
behorend bij onderzoeksvraag 2 heeft een verkennend karakter. Dit vereiste dat het te 
gebruiken onderzoeksinstrument 'open' moest zijn en waarbij - nog sterker dan bij 
onderzoeksvraag 1 - de mogelijkheid tot doorvragen opgelaten moest worden. Daarmee 
vielen gestructureerde onderzoeksinstrumenten zoals enquêtes en gestructureerde 
vragenlijsten af. Ondanks dat het onderzoeksinstrument verkennend gebruikt is, gaf het 
antwoord op onderzoeksvraag 1 wel een bepaalde structuur in het te houden onderzoek. 
Voor elk onderkend probleem moest namelijk vastgesteld worden hoe daarmee in de 
casestudie-organisatie omgegaan werd. Dit heeft geleid tot de keus voor een semi-
gestructureerd interview. Wederom gold dat gezien de onervarenheid van de onderzoeker 
en het uitsluiten van technische risico's het interview één-op-één onder vier ogen 
afgenomen is. 
3.4 Evaluatie gevonden richtlijnen 
De onderzoeksvragen 1 en 2 hebben geleid tot een lijst met best practices en 
bijbehorende richtlijnen. Omdat theorievorming in dit onderzoek gebaseerd is op een 
enkelvoudige casestudy, zijn de gevonden richtlijnen op twee manier geëvalueerd.  
In de eerste plaats is onderzocht of een ander bedrijf dan de casestudie de gevonden 
richtlijnen adviseert in haar bedrijfsdocumentatie. 
In de tweede plaats is onderzocht of de gevonden richtlijnen vanuit wetenschappelijke 





Een belangrijke vraag ten aanzien van de te selecteren bedrijfsdocumentatie is of de 
gekozen bedrijfsdocumentatie representatief is voor datgene wat men in 'de praktijk' 
belangrijk vindt. Daarom is ten behoeve van dit onderzoek gezocht naar een bedrijf die: 
 Oog heeft voor het softwareontwikkelproces als geheel. Wanneer men namelijk 
best practices geeft die gericht zijn op één onderdeel van het ontwikkelproces, kan 
het zijn dat vanuit het softwareontwikkelproces als geheel beschouwd, het 
helemaal geen best practice is.  
 Aan kan geven hoe men tot best practices gekomen is. 
 Praktische ervaring heeft in softwareontwikkeling. Dit voorkomt dat er best 
practices gegeven worden die in de praktijk niet haalbaar zijn. 
 
Info Support b.v. bleek een bedrijf te zijn wat aan bovengenoemde profiel voldoet. Het is 
een bedrijf wat oog heeft voor de totale levenscyclus van een softwareproduct en biedt 
best practices voor de inrichting van een totale software omgeving. Slechts een beperkt 
gedeelte van best practices is voor dit onderzoek gebruikt. Namelijk alleen het deel best 
practices wat raakvlakken heeft met de onderhoudsproblemen uit tabel 2. 
De best practices kenmerken zich door deskundigheid. Dit blijkt uit het feit dat best 
practices voortkomen of uit ervaring of gebaseerd zijn op zogenaamde designpatterns en 
standaarden (bijv. de IEEE* standaarden). 
Tevens wordt ook vanuit het bedrijfsleven zelf de set van practices aangemerkt als 'good 
practice'. Dit blijkt bijvoorbeeld uit een rapport van de Algemene Rekenkamer waarin 
lessen uit de ICT-projecten bij de overheid gehaald worden.3 
 
Wat betreft de tweede evaluatie, per richtlijn dient onderzocht te worden in hoeverre de 
richtlijn reeds door de wetenschappelijk verantwoorde literatuur aanbevolen wordt. Om dit 
te weten te komen, zullen per gevonden richtlijn een aantal vragen beantwoord dienen te 
worden: 
1. Wordt de richtlijn genoemd in wetenschappelijk verantwoorde literatuur? 
2. Wordt de relatie gelegd tussen de betreffende richtlijn en onderhoudbaarheid? 
 
Kortom, de richtlijnen uit paragraaf 4.8 zijn voorlopig.  
Een richtlijn is aangenomen indien: 
 deze zowel vanuit bedrijfsdocumentatie als vanuit literatuur ondersteund wordt; 
 deze zijdelings/enigszins vanuit bedrijfsdocumentatie ondersteund wordt, maar er 
sterke empirische onderbouwing vanuit wetenschappelijke literatuur beschikbaar is. 
 
Een richtlijn is afgewezen indien: 
 deze noch vanuit bedrijfsdocumentatie, noch vanuit literatuur ondersteund wordt; 
 er wel ondersteuning is vanuit bedrijfsdocumentatie, maar ondersteuning vanuit 
wetenschappelijke literatuur ontbreekt. 
 
Wetenschappelijke literatuur zou verkregen moeten zijn op een wetenschappelijk 
verantwoorde manier. Van bedrijfskundige documentatie is niet met zekerheid te zeggen 
of de manier van opstellen daarvan, wetenschappelijk verantwoord is. Dit verklaard 
waarom bij het aannemen of afwijzen de waarde van wetenschappelijke literatuur gesteld 
wordt boven bedrijfsdocumentatie.  
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3.5 Resultaat interpretatie 
Het resultaat van het praktisch onderzoek is als volgt geïnterpreteerd.  
Elk herkend probleem komend uit onderzoeksvraag 1 kan niet zomaar door een 
corresponderende richtlijn vermeden worden. Mogelijk heeft één probleem wel meerdere 
oorzaken die door meerdere richtlijnen tegengegaan moeten worden. Of mogelijk kunnen 
meerdere problemen door één overkoepelende richtlijn tegengegaan worden. Daarom zijn 
de gevolgen van onderhoudsproblemen tegenover de ondernomen acties gezet. 
Vervolgens is elk gevolg en actie in verband gebracht met een zogenaamd 
aandachtsgebied. Om de relatie tussen gevolg en probleemgebied en actie en 











Figuur 9: Relatie tussen probleem, actie, gevolg en aandachtsgebied. 
Voorbeeld: 
 Een gevolg van het probleem "Hoge programma complexiteit" is dat 
 beheerontwikkelaars hulp van collega's nodig hebben. Een actie die daartegen in gang 
 gezet is, is een maximum stellen aan de cyclomatische codecomplexiteit. 
 
Hulpvragen die hierbij gesteld kunnen worden, zijn: 
 Vraag 1: Waarom heeft een beheerontwikkelaar hulp van collega's nodig? 
Antwoord: Omdat door allerlei oorzaken de broncode zelf niet goed genoeg verteld 
wat deze doet of een noodzakelijke toelichting in de broncode ontbreekt. 
 Vraag 2: Waarom wordt er een maximum gesteld aan cyclomatische 
codecomplexiteit? 
Antwoord: Ingewikkelde beslissingsbomen maken het lastiger om te bepalen wat er 
precies in een bepaalde flow gebeurt. 
 
Uit het antwoord op controlevraag 1 blijkt dat de oorzaak ligt in ontbrekende 
broncodedocumentatie en het feit dat de broncode zelf niet goed 'leesbaar' is. 
Aandachtsgebieden waarmee de actie "beheerontwikkelaars hebben hulp van collega's 
nodig" een relatie heeft, zijn: de slechte leesbaarheid van broncode en het ontbreken van 
broncodedocumentatie. Kortweg: 1) Leesbaarheid broncode en 2) broncodedocumentatie.  
De antwoorden op de hulpvragen zijn te herleiden uit de paragraaf waarin de resultaten 
van de interviews verwerkt zijn (paragrafen 4.6 en 4.7).  
 
Op basis van de onderkende aandachtsgebieden zijn richtlijnen geformuleerd. Deze 
richtlijnen zijn waar mogelijk positief geformuleerd.  
Naast richtlijnen is het eveneens belangrijk te achterhalen wat mogelijke middelen zijn om 
deze richtlijnen te borgen. Om dat te kunnen doen is voor elke richtlijn onderzocht hoe in 
de casestudie ervoor gezorgd is dat die richtlijn gestalte krijgt. Dit heeft geleid tot een 
figuur (zie figuur 13) waarbij een richtlijn verbonden is met het borgingsinstrument. Een 
toelichting bij de pijl zal aangeven wat het aspect is wat door het borgingsmiddel afgedekt 




4 Resultaten Donna casestudie 
In dit hoofdstuk worden de resultaten van het praktisch onderzoek verwoord. Paragraaf 
4.1 en 4.2 geven achtergrondinformatie aangaande de case en het product. Paragraaf 0 
gaat in op de beantwoording van onderzoeksvraag 1. De paragrafen 4.4 en 4.5 
beantwoorden onderzoeksvraag 2. Paragrafen 4.6 en 4.7 geven een beschrijving van de 
interpretatie van de onderzoeksresultaten. Het hoofdstuk besluit met een samenvattende 
paragraaf 4.8. 
4.1 Verantwoording casestudieorganisatie 
Het onderzoek is uitgevoerd bij het project Donna. Dit is een project wat onder leiding van 
ProRail en NS Reizigers plaatsvindt. De onderzoeker heeft met toestemming van de 
programmamanager enkele ontwikkelaars en een softwarearchitect geïnterviewd. De 
volgende paragrafen zijn tot stand gekomen op basis van de opgenomen 
geluidsfragmenten en aantekeningen die gedurende het interview gemaakt zijn. 
 
Het project is al sinds 2003 actief. Inmiddels wordt een deel van de te realiseren applicatie 
door de NS-planners gebruikt. Daarnaast wordt er nog volop doorontwikkeld om de 
applicatie volledig te realiseren. Dit houdt in dat naast nieuwbouwwerkzaamheden ook 
beheerwerkzaamheden uitgevoerd worden. Organisatorisch gezien wordt dit door 
verschillende teams uitgevoerd. Momenteel is men bezig met het uitvoeren van een 
kwaliteitsactie die de onderhoudbaarheid voor het beheerteam moet vergroten.  
 
Lange tijd is het project gelopen onder grote druk van deadlines - die steeds niet gehaald 
werden. Gedurende deze periode werd het realiseren van functionaliteit belangrijker 
geacht dan het leveren van kwaliteit. Dit heeft inmiddels zijn sporen nagelaten. Als gevolg 
daarvan is men momenteel bezig met het herbouwen van verschillende componenten. 
Tevens heeft men een kwaliteitstraject van een half jaar in gang gezet waarbij een aantal 
pijnpunten uit de applicatie weggenomen dienen te worden. De reden van dit 
kwaliteitstraject is: een betere onderhoudbaarheid. 
 
Hiermee sluit het project goed aan op de eisen aan de onderzoekscontext zoals deze 
geformuleerd zijn in hoofdstuk 3. Meer informatie aangaande de casestudie zijn opgesomd 
in Bijlage B: Casestudiegegevens. 
4.2 Achtergrond applicatie 
Uit de interviews met ontwikkelaars is gebleken dat het een complexe applicatie is. Dit 
komt enerzijds door vele benodigde hoeveelheid domeinkennis. Anderzijds zitten er 
complexe algoritmes in. Als voorbeelden worden daarbij genoemd de 'rijtijdberekening4' en 
de 'conflictsignalering5'. Wat betreft het aantal jaren wat de applicatie mee moet, wordt 
een grove schatting van zo'n 10 jaar gegeven. 
Inmiddels is er al jarenlang - vanaf 2003 - aan de applicatie gebouwd. Een deel wordt 
reeds gebruikt in de productieomgeving en ondertussen wordt nog doorgebouwd om 
nieuwe functionaliteit toe te voegen en om de kwaliteit te verbeteren. 
  
                                           
4
 Een component wat gaat berekenen hoelang een trein van materieel type X er over doet om van A via B, C, .. 
naar D te komen. 
5
 Een component wat berekent of er in de planning conflicten voorkomen. Deze conflicten zouden kunnen leiden 





Deze paragraaf begint met een tabel waarin weergegeven wordt in hoeverre 
onderhoudsproblemen die een negatieve invloed hebben op onderhoudbaarheid (Chen & 
Huang, 2009) door beheerontwikkelaars uit de casestudie herkend worden. Daarna wordt 
elk herkend probleem verder uitgewerkt. 
Tabel 5: Overzicht herkenbaarheid onderhoudsproblemen 
Probleem Herkend Gevolg voor beheerwerkzaamheden 





 Programmacode met hoge cyclomatische 
codecomplexiteit wordt toch toegevoegd. 
 Broncodedocumentatie wordt niet altijd 
toegevoegd of bijgewerkt. 







 Er wordt niet afgegaan op de gegeven 
broncode documentatie, maar de 
onderliggende code wordt gelezen om te 
achterhalen hoe functies / componenten 
gebruikt moeten worden dit kost extra tijd. 
Gebrek van modulariteit 
die het systeem 
functioneel en operationeel 









 Een wijziging in het systeem vergt veel 
testwerk om de werking van het systeem te 
blijven garanderen - omdat bij gebrek aan 
modulariteit al vrij snel het gehele systeem 
getest moet worden. 
 Moeilijk om impactanalyses te doen op 
wijzigingsverzoeken. 
 Wijzigingen kunnen niet gehonoreerd worden 
i.v.m. het daarbij behorende testtraject. 
 Voor het schrijven van testcode onduidelijk 
waar de componentgrenzen liggen. 
Hoge programma 





 Veel bij collega-ontwikkelaars navragen wat 
code precies doet. 
 Stap voor stap de code doorlopen (debuggen) 
om de precieze werking te achterhalen. 
 Meer tijd nodig om te begrijpen wat broncode 
doet. 
 Er zijn onderdelen waar men liever vanaf blijft 
vanwege angst dat er functionaliteit 'omvalt'. 
Oneigenlijk gebruik van 
programmeertechnieken 






 Debuggen noodzakelijk om de precieze 
werking te achterhalen: extra analysetijd. 










Enigszins  Lastig te bepalen. 
Gebrek aan 
traceerbaarheid; moeilijk 
terug te traceren naar 







Veranderingen zijn niet 
voldoende 
gedocumenteerd 
Enigszins   
Gebrek aan integriteit / 
samenhang 





Programmeernormen leven eigenlijk niet onder ontwikkelaars. De ene ontwikkelaar geeft 
aan dat er geen normen zijn. Een andere ontwikkelaar geeft in het interview aan dat er 
'ergens op een portaal' wel normen moeten zijn. Daaruit blijkt ongeacht of ze er zijn, ze in 
ieder geval niet leven en geen invloed hebben op het werk van de ontwikkelaars. Het 
gevolg dat programmeernormen niet leven bij ontwikkelaars is dat 'alles' zomaar 
toegevoegd kan worden aan de broncode zonder dat daar controle op uitgevoerd wordt. 
Met dit 'alles' wordt dan bedoeld: broncode zonder unittesten, broncode zonder 
broncodedocumentatie en complexe broncode.  
 
Programmacomplexiteit 
Er zijn verschillende onderdelen in het systeem waarvan beide ontwikkelaars aangeven 
daar liever vanaf te blijven. De reden dat ze er liever vanaf blijven is dat ze niet weten wat 
er allemaal 'kan omvallen' bij wijzigingen. Wanneer ze toch in die gebieden een wijziging 
moeten aanbrengen is men veelal van andere ontwikkelaars afhankelijk om deze wijziging 
gedaan te krijgen. Het gevolg van deze complexiteit is dat het aanbrengen van wijzigingen 
meer tijd kost dan normaal. Deze tijd zit in het analyseren van de reeds bestaande code 
en hoe daarin de wijziging aangebracht kan worden.  
 
Gebrek aan het herstructureren 
De bevraagde beheerontwikkelaars geven aan dat door gebrek aan programmeernormen 
functionaliteit aan het systeem toegevoegd wordt zonder dat de gemaakte functionaliteit 
gewaarborgd blijft door bijvoorbeeld unittesten. Daarnaast zijn er delen in het systeem 
waar men vanwege de complexiteit liever geen wijzigingen in aanbrengt.  
 
Broncode onvoldoende gedocumenteerd 
Bij het bevragen van ontwikkelaars over de stand van codedocumentatie gaven ze aan dat 
het wel 'redelijk in orde' was. Verderop in de gesprekken bleek echter dat ze vrijwel nooit 
op codedocumentatie af gaan, maar in plaats daarvan de te gebruiken code zelf gaan 
lezen om daaruit af te leiden hoe een bepaalde functie of component gebruikt moet 
worden. Bij wat verder doorvragen bleek dat uit codedocumentatie vaak te weinig 
informatie gehaald kon worden. Kortom, doordat er te weinig broncodedocumentatie 
opgenomen is, moeten de beheerontwikkelaars de broncode zelf lezen - wat meer tijd 
kost. Daarom wordt dit item wel opgenomen als 'herkend probleem'. 
 
Oneigenlijk gebruik van programmeertechnieken 
Oneigenlijk gebruik van programmeertechnieken wordt op verschillende manieren 
herkend.  
In de eerste plaats wordt "oneigenlijk gebruik" herkend als gevolg van niet functionele 
naamgeving. Beide ontwikkelaars geven aan last te hebben van code die zich anders 
gedraagt dan men op basis van naamgeving en verantwoordelijkheid zou verwachten. Als 
voorbeeld wordt het gebruik van de naam 'get' gegeven. Als een methode begint met 'get' 
gaan de ontwikkelaars ervan uit dat deze methoden alleen een waarde terug geven. Het 
komt echter nogal eens voor dat in zo'n 'get' functie plotseling allerlei complexe logica zit. 
Dit maakt het 'debuggen' lastig omdat ze in eerste instantie er vanuit gaan dat de die 
methoden kunnen overslaan. Andere voorbeelden zijn onduidelijke naamgeving van 
klassen. De bevraagde ontwikkelaars hechten veel waarde aan goede naamgeving. Uit de 
naamgeving leiden ze af wat de verantwoordelijkheid van een component of klasse of 
methode is. Onduidelijke naamgeving leidt voor hen tot onduidelijkheid over het gebruik 
ervan en tot moeilijk leesbare code. 
In de tweede plaats wordt "oneigenlijk gebruik" herkend als componenten of 
programmeerplatformen anders gebruikt zijn dan hoe het gebruik bedoeld is. Dit leidt 
ertoe dat tijdens het lezen van de broncode het lijkt alsof de broncode een taak op een 
bepaalde manier uitvoert, maar als ontwikkelaars gaan debuggen voert het programma de 







Bij het stellen van vragen over modulariteit blijkt dat beide ontwikkelaars het lastig vinden 
om daar een goed antwoord op te geven. Enerzijds geven ze aan dat er wel duidelijke 
gescheiden delen in het systeem zijn. Doorvragen wat die delen dan zijn, geeft aan dat er 
een brok functionaliteit is wat verantwoordelijk is voor het overdragen van data naar 
externe systemen. Dit deel staat los van het gedeelte wat verantwoordelijk is voor het 
'plannen van treinen'. Verder geven ze aan dat binnen dit laatste deel veel met elkaar 
verweven is. Soms is het moeilijk om na te gaan wat de impact van een wijziging op het 
systeem is. Dit is er de oorzaak van dat sommige wijzigingen vanwege mogelijke impact 
niet gedaan worden. Als verdere problemen geven ze aan dat bij het schrijven van 
testcode het soms lastig is om te bepalen wat de 'testgrenzen' zijn. Verder geven ze aan 
dat er geen duidelijke interfaceafspraken zijn wat de mogelijkheid tot het intern 
herstructureren van componenten beperkt maakt. 
 
Uit de gesprekken met ontwikkelaars blijkt dat ze het lastig vinden om aan te geven of 
modulariteit werkelijk een probleem vormt. Uit bovengenoemde voorbeelden blijkt wel dat 
ze vanuit hun dagelijks werk tegen problemen aanlopen die kenmerkend zijn voor een 
gebrekkige modulariteit.  
Uit het interview met de softwarearchitect blijkt echter dat modulariteit wel degelijk een 
probleem is. Maar dan vanuit managementperspectief. Nu is het moeilijk om 
impactanalyses te doen voor wijzigingen. Want zo blijkt uit het interview met de 
softwarearchitect - 1) de afhankelijkheden tussen de componenten zijn onduidelijk en 2) 
de componenten zijn te grof opgezet. Als gevolg daarvan betekent het dat al snel een 
groot deel van het systeem opnieuw getest moet worden. Ook worden wijzigingen bewust 
niet gedaan omdat de daarvoor benodigde hoeveelheid testcapaciteit niet aanwezig is.  
Een ander gevolg van dit probleem is dat er niet efficiënt omgegaan wordt met het 
oplossen van bevindingen. Als men zou weten dat de impact van bevinding1 en bevinding2 
allebei binnen component A zouden blijven, zou men deze twee bevindingen oplossen en 
daarna eenmaal component A hertesten. Nu is deze kennis niet beschikbaar en duurt het 
testtraject veelal langer. 
 
Documentatie 
Documentatie (geen broncodedocumentatie!) lijkt voor de ontwikkelaars niet echt een 
probleem te zijn. Requirements zijn over het algemeen op orde. Daar staat een prijs 
tegenover want 'er wordt veel tijd ingestoken' om deze op orde te houden. Ook wordt 
vermeld dat meer technische documentatie aangaande verschillende mechanismen goed 
op orde is.  
 
Gebrek aan traceerbaarheid 
Uit de interviews blijkt niet dat de beheerontwikkelaars veel hinder ondervinden van 
moeilijk te traceren specificaties. Zoals voor documentatie over het algemeen (zie 
onderdeel 'Documentatie') geldt ook voor de specificaties dat deze op orde zijn. Ook voor 
veranderingen geldt dat deze consequent doorgevoerd worden in de bijbehorende 
specificatiedocumenten.  
 
Veranderingen zijn niet voldoende gedocumenteerd 
Als het gaat om specificaties en testscripts bleek dit geen probleem te zijn. Ging het over 
architectuurdocumentatie of documentatie aangaande technische mechanismen, waren de 
meningen verdeeld. Enerzijds werd aangegeven dat documentatie "over het algemeen wel 
aardig bijgewerkt werd" anderzijds dat toch altijd na technische wijzigingen in de 
broncode, dit doorgevoerd werd in de bijbehorende documentatie. Wel bleek duidelijk dat 
het niet tot concrete problemen voor de geïnterviewde ontwikkelaars geleid heeft. 
 
Gebrek aan integriteit en samenhang 
Uit de gehouden interviews is niet gebleken dat de integriteit of samenhang van de 
aanwezige documentatie tot problemen geleid heeft. Het tegendeel bleek juist daar één 




specificaties een goede samenhang aanwezig was en dat deze ook steeds bij bijgewerkt 
worden. 
4.4 Veranderingen 
In de vorige paragraaf zijn de verschillende onderhoudsproblemen weergegeven. Binnen 
de casestudieorganisatie heeft men verschillende acties ondernomen om de beschreven 
problemen tegen te gaan. Het was een formele wens van de opdrachtgever om meer tijd 
en energie te steken in kwaliteit ten behoeve van een betere onderhoudbaarheid. Deze 
opdracht is door de softwarearchitect uitgewerkt wat geleid heeft tot verschillende 
veranderingen. Het blijkt dat ervaring bij andere klanten, kennis aangaande de huidige 
markt en het uitproberen van ideeën hem in overleg met collega's tot verschillende acties 
heeft doen besluiten. 
In tabel 6 is een opsomming gegeven van veranderingen die men doorgevoerd heeft. 
Daarna wordt elke verandering nader omschreven. 
Tabel 6: Overzicht veranderingen t.b.v. betere onderhoudbaarheid. 
Probleem Doorgevoerde veranderingen 
Gebrek aan naleving van 
programmeernormen 
 Programmeernormen opgesteld; 
 Programmeernormen eenvoudig laten zijn; 
 Programmeernormen duidelijk laten zijn. 
Broncode onvoldoende 
gedocumenteerd 
 Broncode documentatie verplicht stellen. 
Gebrek van modulariteit die het 
systeem functioneel en operationeel 
opdeelt in onafhankelijke 
componenten 
 Grote componenten opdelen per 
gegevensbehoefte; 
 Duidelijke afhankelijkheidstructuur 
vaststellen waarbij circulaire 
afhankelijkheden en alles-van-alles-
afhankelijkheden geëlimineerd worden. 
Hoge programma complexiteit. 
Gebrek aan het herstructureren 
 Maximum stellen aan grootte van functies 
en componenten; 
 Maximum stellen aan cyclomatische 
codecomplexiteit; 
 Codereview instellen - code moet leesbaar 
zijn. 
 Het verplicht waarborgen van 
functionaliteit. 
Oneigenlijk gebruik van 
programmeertechnieken zodat 
broncode slecht leesbaar (niet 
zelfdocumenterend) is 
 Aandacht voor naamgeving 
 Tools inzetten om standaard 
programmeerplatformen juist te 
gebruiken; 
 Eigen componenten robuust opzetten: 
o foute invoer niet accepteren; 
o niet toegestane toestanden niet 
accepteren. 
Alles rond documentatie  Geen. 
 
Programmeernormen 
Uit het interview blijkt dat er verschillende programmeernormen opgesteld zijn. Daaruit 
volgt dat als men programmeernormen wil naleven dat ze er in ieder geval moeten zijn. 
Naast het opstellen van programmeernormen is ervoor gezorgd dat de norm voor 
ontwikkelaars duidelijk is. Deze duidelijkheid lijkt vooral te zitten in de eenvoud van de 
norm. De norm is namelijk: 1) kwaliteitstools mogen geen nieuwe meldingen bij nieuwe of 
gewijzigde code opleveren en 2) broncode moet gereviewd worden. Wat betreft de eerste 
norm, de kwaliteitstools, deze zijn geconfigureerd met normen aangaande 
maximumcomplexiteit, maximum aantal regels code, naamgeving, 
afhankelijkheidstructuur, enz. Wanneer van deze normen afgeweken wordt, zullen de tools 
meldingen aan de ontwikkelaar geven op de betreffende plaats waar de overtreding plaats 




deze manier van werken de ontwikkelaars zelf niet op de hoogte van de verschillende 
programmeernormen.  
Betreffende de tweede norm, het reviewen van broncode, daarvoor is een lijst met 
aandachtspunten (checklist) opgesteld. Elk punt uit de checklist is een punt waar aandacht 
tijdens review aan gegeven moet worden. Tevens verwijst elk punt uit de checklist naar 
een binnen het project geschreven richtlijnendocument hoe er betreffende dat punt zaken 
opgelost dienen te worden. 
 
Programmacomplexiteit 
Er wordt op verschillende manieren geprobeerd om programmacomplexiteit te beperken. 
Namelijk: 
1. Door een maximum te stellen aan: 
a. het aantal regels per functie; 
b. cyclomatische codecomplexiteit; 
c. aantal regels per component. 
2. Voordat begonnen wordt met bouwen eerst een ontwerp c.q. schets te maken en dat 
te laten reviewen; 
3. Nadat de code geschreven is het te laten reviewen door een collega. 
 
Een andere actie die men uitgevoerd om de complexiteit terug te dringen, is het gebruiken 
van één standaard component voor één soort taak. Als voorbeeld werd gegeven de manier 
om de database te benaderen. Hiervoor werden drie verschillende manieren gebruikt: één 
zelfgebouwde, standaard J2EE en een open source databaseframework Ibatis. Deze drie 
manier zijn vervangen door één manier. Het voordeel wat daarbij ervaren wordt, is dat 
ontwikkelaars maar één manier behoeven te beheersen om iets met database toegang te 
kunnen doen. 
 
Gebrek aan het herstructureren 
Om gecontroleerd herstructureren mogelijk te maken, is het borgen van functionaliteit 
door unittesten verplicht gesteld. Dit maakt het mogelijk om wanneer een wijziging 
gedaan is redelijk snel te kunnen zien of die wijziging geen andere problemen tot gevolg 
hebben.  
 
Broncode onvoldoende gedocumenteerd 
Broncodedocumentatie wordt noodzakelijk geacht omdat men ervoor wil zorgen dat 
ontwikkelaars niet steeds de onderliggende code behoeven te lezen.. Daaronder wordt 
verstaan:  
 de in- en uitvoer van functies; 
 de taak die een functie uitvoert; 
 de verantwoordelijkheid van een component. 
 
Oneigenlijk gebruik van programmeertechnieken 
Oneigenlijk gebruik van programmeertechnieken kan verschillend opgevat worden. 
Namelijk 1) oneigenlijk gebruik van het standaard Java platform en 2) oneigenlijk gebruik 
van zelf gemaakte componenten.  
Wat betreft de eerste vorm hierbij geldt dat op tweeërlei manier geprobeerd wordt dit 
terug te dringen:  
1. het gebruik van tools. Het gebruik van een platform zoals J2EE vereist dat men zich 
aan de daaraan verbonden regels houdt. De tools die in het project gebruikt 
worden zijn op de hoogte van die regels en zullen meldingen geven wanneer 
daarvan af geweken wordt.  
2. het gebruik van codereview.  
 
Wat betreft de tweede vorm daarbij wordt vooral rekening gehouden door een eigen 
component zo robuust mogelijk op te zetten. Uit het interview blijkt dat oneigenlijk 
gebruik van een component zo vroeg mogelijk stopgezet moet worden middels het terug 




fout oplevert. Wanneer een bepaalde volgordelijkheid afgedwongen wordt in 
functieaanroep van een component, dan wordt alles buiten die volgorde stopgezet met het 
geven van een foutmelding. 
 
Modulariteit 
In de nieuwe situatie is het systeem opgedeeld in kleinere componenten. Tevens is in 
kaart gebracht hoe de afhankelijkheden behoren te zijn. Daarbij zijn circulaire 
afhankelijkheden of situaties dat uiteindelijk alles van alles afhankelijk is, geëlimineerd. 
Ook zijn 'grote' componenten die wel één domein afdekken opgedeeld in kleinere 
componenten afgestemd op de gegevensbehoefte. Zo blijkt uit het interview dat men eerst 
componenten had waarmee op verschillende manieren geraadpleegd en gemuteerd kon 
worden. Dit is opgedeeld in een component per raadpleegvorm en een apart component 
voor het muteren. Kortom, men zorgt ervoor dat een component wat grote betreft, 
beperkt blijft en een duidelijke focus heeft. 
 
Documentatie 
Documentatie (let op: hier wordt niet de broncodedocumentatie bedoeld!) heeft in dit 
kwaliteitstraject - zo blijkt uit het interview - geen prioriteit. Wel blijkt dat men te maken 
heeft met verouderde, onvolledige of niet bestaande documentatie. Er zijn nu nog geen 
eisen of richtlijnen opgesteld hoe hiermee omgegaan moet worden.  
 
Algemeen 
Opvallend is de aard van deze programmeernormen. Normen aangaande objectief vast te 
stellen kenmerken van broncode zijn eenmaal vastgelegd in tools die daarop kunnen 
controleren. Het is daarmee niet meer nodig dat ontwikkelaars precies weten wat normen 
daarvoor zijn. De tools vertellen ontwikkelaars wanneer en waar ze ingestelde normen 
overtreden. De ontwikkelaar moet er vervolgens zorg voor dragen dat de melding 
verdwijnt. Hij dient dus wel te weten wat de opgetreden melding betekent en hoe deze 
opgelost moet worden. 
Omdat tools de ontwikkelaar vertellen wanneer hij objectief te controleren normen 
overtreed, zijn deze normen geen normen meer waar hij expliciet bij stil moet staan. Voor 
ontwikkelaars is de norm: 'codereview mag pas plaatsvinden wanneer er geen meldingen 
meer zijn op de nieuwe/gewijzigde broncode'. Dit maakt het dat de norm voor 
ontwikkelaars duidelijk is. Daarnaast is de norm ook eenvoudig controleerbaar. Want 
meldingen zijn óf aanwezig óf afwezig. Een ander kenmerk van dit type norm is dat het de 
waarborging van objectief te controleren normen in zich heeft. De norm waarop gedurende 
een codereview gecontroleerd gaat worden gaat immers niet meer over cyclomatische 
codecomplexiteit of aantal regels code maar gaat eenvoudig over het afwezig of aanwezig 
zijn van meldingen. 
 
Naast richtlijnen die door tools gecontroleerd worden, zijn er ook richtlijnen opgesteld 
waarbij voor de handhaving daarvan menselijke hulp nodig is. Daarbij valt te denken aan 
richtlijnen als: 
 is de aanwezige broncodecommentaar zinvol; 
 is de broncode begrijpelijk; 
 is duidelijk hoe een bepaald component gebruikt moet worden. 
 
Blijkbaar acht men het niet voldoende dat broncode een lage cyclomatische complexiteit 






De vorige paragraaf beschreef wat binnen de casestudieorganisatie aan acties ondernomen 
is om beheerproblemen tegen te gaan. Deze paragraaf beschrijft hoe opgestelde richtlijnen 
geborgd worden. Uit de interviews blijkt dat het naleven van richtlijnen op de volgende 
manieren geborgd wordt: 
1. Het uitvoeren van codereview; 
2. Het uitvoeren van een designreview; 
3. Het gebruik van tools. 
 
Codereview en designreview 
Uit interview2 blijkt dat er twee vormen van codereview gebruikt worden. De eerste vorm 
is die vorm die vooral ingaat op het ontwerp en de relaties binnen het systeem (in het 
vervolg: designreview). De input voor deze designreview bestaat vooral uit UML 
diagrammen. Deze diagrammen geven een bepaalde view op een deel van het te 
bouwen/wijzigen systeem. 
De tweede vorm die gebruikt wordt is een 'echte codereview' (in het vervolg: codereview). 
De input voor deze review bestaat voornamelijk uit code. Binnen het project is een 
richtlijnendocument beschikbaar met onderwerpen waarop binnen een codereview gelet 
moet worden. Codereview mag pas gedaan worden uitgevoerd als er in de aangebrachte 
of gewijzigde code zich geen meldingen vanuit de gebruikte tools meer bevinden.  
 
Tools 
Uit de interviews blijkt dat de programmeernormen die automatisch gecontroleerd kunnen 
worden, vastgelegd zijn in configuratiebestanden die gebruikt worden door de 
verschillende tools. Binnen het project worden de volgende tools gebruikt: 
 Checkstyle welke controleert op 
o het houden aan coderingsstandaard; 
o maximum lengte, complexiteit, enz. 
 Eclipse IDE geeft meldingen ontrent: 
o aanwezigheid van broncodedocumentatie 
 Findbugs geeft meldingen bij: 
o codeconstructies die tot problemen kunnen leiden; 
o incorrect gebruik van standaard Java platform; 
o indien metadata aanwezig is, incorrect gebruik van eigen componenten. 
 Structure1O1 die controleert of de componentstructuur overeenkomt met de 
gewenste afhankelijkhedenstructuur. 
 
Het gebruik van tools waarborgt dat aan normen ten aanzien van objectief vast te stellen 
productkenmerken voldaan wordt. Terwijl de ontwikkelaar aan het ontwikkelen is, 
controleert de IDE of de getypte broncode voldoet aan de ingestelde configuratie. Wanneer 
dat niet het geval is, worden direct meldingen vertoond daar waar de overtreding begaan 
is. Kortom, deze manier van controleren is direct. Ter illustratie geeft figuur 10 een 
voorbeeld hoe tools meldingen aan een ontwikkelaar tonen. Het 'spinnetje' en 'geel 
vergrootglaasje' toont de regels waar nog overtredingen ten opzichte van de gestelde 
normen aanwezig zijn.  
 
 





Naast de directe manier van controleren, wordt er ook een meer uitgebreide controle 
uitgevoerd door het zogenaamde automatisch buildsysteem. Deze controleert steeds of 
iets binnen de broncode door een ontwikkelaar is gewijzigd en toegevoegd aan het 
versiebeheersysteem. Wanneer dat het geval is, worden de controles die bij de 
ontwikkelaar zelf plaatsgevonden hebben nogmaals centraal uitgevoerd. Daarnaast worden 
alle unittesten uitgevoerd en wordt de dekkingsgraad van de unittesten bepaald. De 
resultaten (meldingen uit tools, resultaten van unittesten en de dekkingsgraadresultaten) 
worden gepubliceerd op een portaal en alle ontwikkelaars worden genotificeerd dat er 
nieuwe resultaten beschikbaar zijn. In meer algemene termen komt dit mechanisme neer 
op het snel geven van feedback aan de ontwikkelaar over de impact van een aangebrachte 
wijziging. Deze feedback is voor iedereen zichtbaar wat - zo wordt het althans in het 























Figuur 11: Automatisch buildsysteem wat snel feedback geeft over de 
opgeleverde wijziging. 
4.6 Interpretatie casestudiegegevens naar richtlijnen 
Uit tabel 5 is gebleken wat de gevolgen van de herkende onderhoudsproblemen zijn. In  
"Bijlage E: Identificatie aandachtsgebieden voor richtlijnen" is met behulp van hulpvragen 
een mapping gemaakt van onderhoudsprobleem naar aandachtsgebieden waarmee het 
relatie heeft (Tabel 9). Tevens is een mapping gemaakt van de acties zoals beschreven in 
paragraaf 4.4 en 4.5 naar aandachtsgebieden (Tabel 10).  
Wanneer de uit tabel 9 en tabel 10 gecombineerd worden, ontstaat een figuur waarin 
gevolgen en ondernomen acties aan aandachtsgebieden gerelateerd zijn. Dit is 
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Figuur 12: Problemen, gevolgen en ondernomen acties met aandachtsgebieden in 
verband gebracht. 
Figuur 12 vormt de basis voor de op te stellen richtlijnen. Voor elk aandachtsgebied zal 
een richtlijn geformuleerd worden. 
 
Het eerste aandachtsgebied betreft normen. 
Uit de gevolgen 1, 2 en 3 blijkt dat er allerlei complexe code toegevoegd wordt wanneer 
programmeernormen niet nageleefd worden. En om programmeernormen te kunnen 
naleven, moeten er in ieder geval programmeernormen zijn. Dat is ook precies de actie 
eerst uitgevoerd is en daarmee tot de eerste regel leidt: 
1. Stel programmeernormen op 
 
Uit paragraaf 0 bleek dat er verschil was in de beleving van beheerontwikkelaars of er nu 
wel of geen programmeernormen aanwezig waren. Daaruit volgt dat normen opstellen 
alleen niet voldoende is. Uit de casestudie bleek dat in de eerste plaats ontwikkelaars 
weten waarop ze gecontroleerd gaan worden. In de tweede plaats bleken ze te weten hoe 
ze middels richtlijndocumentatie ervoor kunnen zorgen dat ze aan de normen voldoen.  
Normen opstellen alleen is dus niet voldoende. Er moet ook iets mee gedaan worden. En 
om er iets nuttigs mee te kunnen doen, moeten ze voor de ontwikkelaars duidelijk zijn en 
voor diegene die (of in geval van automatische controle, hetgeen dat) controleert 
eenvoudig controleerbaar zijn. 
Daarmee kan regel 1 uitgebreid worden met: 
1. [...] die duidelijk en eenvoudig controleerbaar zijn. 
 
Het tweede aandachtsgebied betreft broncodedocumentatie. Uit de gevolgen 2 en 4 blijkt 
dat ontwikkelaars uit de casestudie meer analysetijd nodig hebben in het geval wanneer er 
geen broncodedocumentatie aanwezig is. De actie die daarop gevolgd is, is het verplicht 
stellen van broncodedocumentatie. In de verschillende borgingsmiddelen is de controle op 
broncodedocumentatie aanwezig. Er werd echter niet alleen gecontroleerd op de 
aanwezigheid van- maar ook of datgene wat er staat zinvol is.  
Dit leidt tot regel 2: 





Het derde aandachtsgebied heeft betrekking op de afhankelijkheidstructuur. 
De gevolgen van een gebrekkige modulariteit blijken vooral te zitten in het niet goed 
inschatten van de impact van wijzigingen waardoor het bijbehorende testtraject langer is 
(Gevolg 5, 6 en 7). Om een impactanalyse te kunnen doen, moet er een 
afhankelijkheidstructuur bekend zijn. Uit het feit dat er in de casestudie sprake is van 
designreview, blijkt dat het belangrijk is om vooraf goed na te denken over de 
afhankelijkheidstructuur.  
Dit leidt tot regel 3: 
3. Stel vast wat de afhankelijkheidstructuur moet zijn 
 
Vaststelling van afhankelijkheidsstructuur volgens gangbare ontwerpprincipes 
(bijvoorbeeld Yourdon's ontwerpprincipes) is noodzakelijk.  
De afhankelijkheidsstructuur moet dusdanig opgezet zijn dat er sprake is van een 
samenhang zonder wederzijdse, of alles-van-alles-afhankelijk afhankelijkheden (actie D). 
Ook moet er sprake zijn van een evenwichtige verdeling van complexiteit en functionaliteit 
(actie C). Omdat dit onderzoek voorbij gaat aan de vraag wat de beste ontwerpprincipes 
zijn, wordt volstaan met de term 'gangbare ontwerpprincipes'. Daarmee kan regel 3 
uitgebreid worden tot: 
3. Stel volgens gangbare ontwerpprincipes vast wat de afhankelijkheidstructuur moet 
zijn 
 
Alleen vaststellen is niet voldoende. In de loop van de tijd kan er namelijk (ongemerkt) 
van de gewenste afhankelijkheidstructuur afgeweken worden. Net zo belangrijk is daarom 
(net als acties C en D) het blijven controleren of het systeem blijft voldoen aan de 
bedachte afhankelijkheidstructuur. Dit wordt tot uitdrukking gebracht door regel 3 aan te 
vullen met: 
3. [...] en controleer hierop 
 
Het vierde aandachtsgebied betreft de leesbaarheid van broncode. 
De gevolgen van een hoge programmacomplexiteit wijzen in de casestudie vooral op een 
extra hoeveelheid benodigde analysetijd. De daaropvolgende acties zijn: 
 Voorkomen van lange methoden; 
 Vermijden van ingewikkelde beslissingsbomen; 
 Instellen van codereview. 
Dit alles heeft tot doel dat medeontwikkelaars door de broncode te lezen, begrijpen wat 
het doet en waarvoor het bedoeld is. Bovenstaande heeft alles te maken met het 
eenvoudig houden van de broncode en leidt tot de regel: 
4. Houdt de broncode eenvoudig; 
 
Deze eenvoud wordt niet alleen teweeggebracht door de hoeveelheid van coderegels en 
cyclomatische codecomplexiteit. Ook de gevolgen van het oneigenlijk gebruik van 
programmeertechnieken (gevolgen 12 en 13) wijzen op meer benodigde analysetijd. De 
acties die men daarop heeft ondernomen hebben betrekking op naamgeving (K) het en 
juiste gebruik van het programmeerplatform (J). Dat leidt tot een toevoeging op regel 4: 
4. [...] zorg voor duidelijke naamgeving en vermijd oneigenlijk gebruik van het 
programmeerplatform. 
 
Uiteindelijk gaat het erom dat - zoals reeds vermeld - medeontwikkelaars kunnen lezen 
wat er staat. Om deze essentie tot uiting te brengen in regel 4, wordt deze uitgebreid door 
de regel te beginnen met: 
4. Schrijf goed leesbare code: [...] 
 
Het vijfde aandachtsgebied betreft modulariteit. 
Hoge programma complexiteit is ook een gevolg van het moeten begrijpen van meerdere 
mechanismen voor één taak. Dat fenomeen heeft in de casestudie ertoe geleid dat men 




gebruiken van programmeertechnieken niet altijd een gevolg van een ontwikkelaar. Ook 
de opzet van het component zelf kan ertoe bijdragen dat ontwikkelaars sneller geneigd 
zijn om het onjuist in te zetten. Acties die men in de casestudie ondernomen heeft is dat 
de naam van het component duidelijk moet vertellen wat het doet en waarvoor het 
verantwoordelijk is (K). Tevens moeten eigen gemaakte componenten verkeerd gebruik 
zoveel mogelijk tegengaan (J). Kortom, het gaat erom dat componenten expliciet gemaakt 
worden wat betreft focus, taak en robuustheid. Dit leidt tot de richtlijn: 
5. Expliciteer componenten: duidelijke focus; één component voor één soort taak; 
betekenisvolle naamgeving en een robuuste opzet.  
 
Het laatste aandachtsgebied betreft de borging van functionaliteit. 
Uit gevolg 11 blijkt dat er een angst bestaat om bepaalde delen van het systeem aan te 
passen. De reden daarvoor is omdat men na het doorvoeren van wijzigingen de werking 
van het systeem niet meer kan garanderen. De ondernomen actie daartegen is (G) dat 
men gemaakte functionaliteit waarborgt. Dat wil zeggen, wanneer er een aanpassing 
gedaan is dat men kan valideren of de rest van de functionaliteit nog werkt. Dit leidt tot de 
richtlijn:  
6. Waarborg gemaakte functionaliteit.  
4.7 Interpretatie casestudiegegevens naar borging 
Uit de vorige paragraaf zijn zes richtlijnen voortgekomen. In deze paragraaf worden de 
gegevens aangaande borgingsmiddelen gerelateerd met deze richtlijnen. Uit paragraaf 4.5 
zijn middelen gehaald die binnen de casestudie organisatie ter borging gebruikt worden. In 
onderstaand figuur worden de richtlijnen uit de vorige in verband gebracht met deze 
borgingsmiddelen. Het figuur geeft dus een overzicht hoe de opgestelde richtlijnen binnen 
de casestudie organisatie geborgd worden. De pijlen - van richtlijn naar borgingsmiddel - 
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Figuur 13: Verband tussen richtlijn en borging. 
Uit bovenstaande figuur zijn de volgende borgingsmiddelen te herleiden. Per 
borgingsmiddel is aangegeven wat de focus is waarop gecontroleerd wordt. 
 
 Codereview: 




o Is broncode commentaar zinvol? 
o Is functionaliteitborging aanwezig? 
o Zijn componenten robuust opgezet? 
 
 Designreview 
o Is het ontwerp opgezet volgens algemene designprincipes? 
o Is het ontwerp begrijpelijk? 
o Is er gekozen voor duidelijke naamgeving? 
 
 Snel feedback gevende tools 
o Voldoet de broncode aan objectief te controleren normen? 
o Is broncode documentatie aanwezig? 
o Blijft de broncode voldoen aan de opgestelde afhankelijkheidsstructuur? 
 
Uit de resultaten is gebleken dat met name de snelheid waarmee de tools feedback geven 
op de gewijzigde broncode, het tot een krachtig instrument maken. Daarom wordt dit 
aspect expliciet opgenomen in het borgingsinstrument.  
 
Uit de analyse van de resultaten is niet gebleken hoe men reflecteert op richtlijnen en 
borgingsmiddelen. Daarmee is de richtlijn aangaande programmeernormen niet verbonden 
met borgingsmiddelen.  
4.8 Samenvatting resultaten en beantwoording 
onderzoeksvragen 
Uit de voorgaande paragrafen blijkt dat verschillende onderhoudsproblemen in de 
beheerorganisatie zich voordoen. Uit het interview aangaande richtlijnen is gebleken dat 
men in het casestudieproject vanuit een bepaalde situatie waarin de onderhoudsproblemen 
zich voordoen, toe wil naar een situatie waarin die onderhoudsproblemen in ieder geval 
verminderd zijn. Tevens is uit voorgaande paragrafen gebleken welke acties men 
ondernomen heeft om de problemen te lijf te gaan. Ook is gebleken wat men gedaan heeft 
om de richtlijnen te waarborgen. Met die gegevens kunnen de opgestelde 
onderzoeksvragen beantwoord worden.  
 
De eerste vraag die beantwoord moet worden is: 
1. Worden de onderhoudsproblemen zoals gevonden zijn door Chen & Huang (2009), 
herkend en onderkend als probleem door ontwikkelaars uit een beheerafdeling? 
Met uitzondering van de documentatieproblemen, worden de problemen zoals door Chen & 
Huang (2009) gevonden, herkend door de geïnterviewde beheerontwikkelaars. Deze 
herkenning blijkt uit het feit dat de bevraagde ontwikkelaars per probleem precies de 
punten aan konden wijzen waarom ze door het betreffende probleem meer tijd kwijt zijn 
aan het doorvoeren van een wijziging.  
Het antwoord op de onderzoeksvraag is positief: ja. 
 
De tweede te beantwoorden vraag is: 
2. Hoe wordt aan de ontwikkelkant geprobeerd deze problemen te voorkomen? 
 Welke best practices worden aangereikt om de onderhoudsproblemen uit 
onderzoeksvraag 1 helpen te voorkomen.  
 Hoe wordt in de praktijk gewaarborgd dat deze best practices opgevolgd worden. 
 
Wat betreft de best practices die aangereikt worden, dat zijn de voorlopige volgende zes 
richtlijnen6. 
1. Stel programmeernormen op die duidelijk en eenvoudig controleerbaar zijn. 
2. Voorzie broncode van zinvolle broncodedocumentatie. 
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3. Stel volgens gangbare ontwerpprincipes vast wat de afhankelijkheidstructuur moet 
zijn en controleer hierop 
4. Schrijf goed leesbare code: Houdt de broncode eenvoudig;zorg voor duidelijke 
naamgeving en vermijd oneigenlijk gebruik van het programmeerplatform. 
5. Expliciteer componenten: duidelijke focus; één component voor één soort taak; 
betekenisvolle naamgeving en een robuuste opzet. 
6. Waarborg gemaakte functionaliteit.  
 
De middelen om deze richtlijnen te borgen zijn: 
1. Codereview: 
o Is broncode begrijpelijk? 
o Is broncode commentaar zinvol? 
o Is functionaliteitwaarborging aanwezig? 
o Zijn componenten robuust opgezet? 
 
2. Designreview 
o Is het ontwerp opgezet volgens algemene designprincipes? 
o Is het ontwerp begrijpelijk? 
o Is er gekozen voor duidelijke naamgeving? 
 
 Snel feedback gevende tools 
o Voldoet de broncode aan objectief te controleren normen? 
o Is broncode documentatie aanwezig? 








5 Evaluatie gevonden richtlijnen 
In dit hoofdstuk worden de richtlijnen uit paragraaf 4.8 geëvalueerd en wordt de 
definitieve lijst met richtlijnen vastgesteld. 
5.1 Evaluatie richtlijnen 
Uit voorgaande paragraaf is per probleem een richtlijn met bijbehorende 
borgingsinstrumenten aangegeven. Tabel 7 toont een samenvattend overzicht hoe er 
vanuit het bedrijfsleven en literatuur aandacht geschonken wordt aan deze richtlijnen. Een 
gedetailleerde uitwerking van de ondersteuning vanuit bedrijfsdocumentatie, is te vinden 
in Bijlage F: Onderbouwing vanuit bedrijfsdocumentatie. 
Na tabel 7 volgt een onderbouwing vanuit wetenschappelijke literatuur.  
Tabel 7: Ondersteuning vanuit bedrijfsdocumentatie en literatuur. 







1. Stel programmeernormen op 
die duidelijk en eenvoudig  
controleerbaar zijn. 
Ja Ja 
2. Voorzie waar nodig broncode van zinvolle 
broncode-documentatie. 
Ja Ja 
3. Stel vast 
volgens gangbare ontwerpprincipes  
wat de afhankelijkheidstructuur moet zijn  
en controleer hierop 
Enigszins Ja 
4. Schrijf goed leesbare code:  
houdt de broncode eenvoudig; 
zorg voor duidelijke naamgeving  
en vermijd oneigenlijk gebruik van het 
programmeerplatform. 
Ja Ja 
5. Expliciteer componenten:  
duidelijke focus;  
één component voor één soort taak;  
betekenisvolle naamgeving  
en een robuuste opzet. 
Enigszins Nee 
6. Waarborg gemaakte functionaliteit.  Ja Ja 
 
Het opstellen duidelijke programmeernormen is geen eenvoudige zaak. Uit onderzoek van 
Pfleeger e.a. (1994) blijkt dat veel programmeernormen onduidelijk zijn of onbekend is 
waarom ze opgesteld zijn.  
Voor een applicatie die in onderhoud genomen moet worden, geldt dat er regels ten 
aanzien van kwaliteit aanwezig dienen te zijn. Abran en April (2009, p. 84) die veel 
onderzoek naar onderhoud van software gedaan hebben, geven in hun lijst van practices 
(zie ook tabel 4) aan dat kwaliteitsregels noodzakelijk zijn voor onderhoud.  
Wat betreft het 'controleerbaar' zijn van regels, dit aspect wordt niet expliciet genoemd. 
Toch zal een regel die opgesteld wordt tenminste controleerbaar moeten zijn.  
Samenvattend kan vastgesteld worden dat richtlijn 1 ondersteund wordt vanuit 
wetenschappelijke literatuur. 
 
Wat betreft broncodedocumentatie, Woodfield (1981) geeft aan dat broncodedocumentatie 
nuttig is. Echter, steeds meer gaat het geluid op dat broncode zelf leesbaar moet zijn. Dit 
wordt bijvoorbeeld uitgewerkt door Buse & Weimer (2008). De term die daarvoor gebruikt 




wetenschappelijke literatuur zoals Clean Code (Martin, 2008). Dit doet besluiten om 
"Voorzie broncode van [...]" te wijzigen in "Voorzie waar nodig broncode van [...]". En 
waar nodig, is dus daar waar broncode zelf niet leesbaar is. 
 
Aangaande regel 3, uit literatuur blijkt dat de afhankelijkheidstructuur direct in verband 
gebracht wordt met de impact van een changeset. Bohner (2003) geeft als manier om een 
impactanalyse uit te voeren aan, door de afhankelijkheidstructuur in kaart te brengen. 
Indien deze afhankelijkheidsstructuur voldoet aan algemeen gangbare ontwerpprincipes, 
zal aangegeven kunnen worden op welke componenten een wijziging impact heeft.  
Verder blijkt uit paragraaf 2.5.1 dat deze afhankelijkheidsstructuur zorgvuldig opgezet 
dient te worden. 
 
Leesbare broncode wordt vanuit wetenschappelijke literatuur als belangrijk weergegeven. 
Zo heeft Relf (2005) empirisch onderzoek uitgevoerd naar het gebruik van zinvolle 
variabele naamgeving afgezet tegen het gemak waarmee veranderingen doorgevoerd 
worden. Daaruit is gebleken dat zinvolle naamgeving ervoor zorgt dat een verandering 
met minder moeite doorgevoerd kan worden. 
Ook Dromey (1995) die onderzoek uitgevoerd heeft naar elementen die van invloed zijn 
op de productkwaliteit beschrijft hierin dat namen van variabelen ten behoeve van 
onderhoudbaarheid duidelijk en betekenisvol dienen te zijn. Dit is wat richtlijn 4 bedoelt 
met "zorg voor duidelijke naamgeving".  
Betreffende het eenvoudig houden van broncode, in paragraaf 2.1 is reeds beschreven hoe 
eigenschappen zoals cyclomatische codecomplexiteit van invloed zijn op 
onderhoudbaarheid. 
 
Betreffende regel 5 moet geconcludeerd worden dat deze aspecten niet in 
wetenschappelijke literatuur terug te vinden zijn.  
 
Winkler e.a. (2009) beschrijven dat softwareontwikkeling meer toe zou moeten naar een 
situatie waarbij er sprake is van een continu controleren van het product. Steeds weer 
opnieuw zouden automatische testen door tools 'afgespeeld' moeten worden zodat de 
impact van een wijziging direct zichtbaar is. Deze gedachte sluit aan bij wat Pyhajarvi , 
(2004) beschrijft namelijk dat softwareontwikkeling een proces is waarin testen een 
continue activiteit is. In al dan niet wetenschappelijke staat dit ook wel bekend als 
'continuous integration'. 
 
De richtlijnen worden door verschillende middelen geborgd.  
Het belang van codereview en designreview is reeds verwoord in resp. de paragrafen 2.5.1 
en 2.5.3. Ook recent empirisch onderzoek (Kemerer & Paulk, 2009) toont aan dat het 
gebruik van deze middelen effectief is en tot betere prestaties leidt. Het nut en gebruik 
van statische code analyse tools is reeds behandeld in paragraaf 2.5.2. 
5.2 Vaststellen definitieve richtlijnen en borging 
In de vorige paragraaf is elke richtlijn op onderbouwing vanuit literatuur en 
bedrijfsdocumentatie geëvalueerd. Daaruit valt te concluderen dat de richtlijnen 1, 2, 4 en 
6 vanuit zowel bedrijfsdocumentatie als literatuur ondersteund worden. Deze richtlijnen 
blijven dus staan.  
Richtlijn nr. 3 wordt enigszins vanuit bedrijfsdocumentatie ondersteund. Daar er echter 
wel duidelijk empirische ondersteuning vanuit wetenschappelijke literatuur aanwezig is, 
blijft deze staan.  
Richtlijn nr. 5 wordt zowel vanuit bedrijfsdocumentatie als vanuit wetenschappelijke 
literatuur onvoldoende ondersteund en wordt daarom niet meegenomen in de definitieve 
lijst met richtlijnen. 
 
Betreffende de middelen ter borging van de richtlijnen, deze worden allen zowel door 




6 Conclusies en aanbevelingen 
In het verleden is er veel onderzoek uitgevoerd naar manieren om een inschatting te 
kunnen maken van de mate van onderhoudbaarheid van software. Steeds is hierbij de 
insteek gekozen om op basis van objectief te meten gegevens (aantal coderegels, 
percentage broncodecommentaar of de cyclomatische codecomplexiteit, enz.) tot een 
inschatting daarvan te komen. Steeds weer opnieuw blijkt echter dat dit soort gegevens 
nog steeds geen goed beeld geven van de mate van onderhoudbaarheid.  
 
Het doel van dit onderzoek is het antwoord geven op de vraag: 
Leidt het toepassen van best practices (wat een onderdeel is van het proces) tot beter 
onderhoudbare software.  
 
Dit onderzoek ondersteunt de stelling dat alleen het meten van objectieve 
softwarekenmerken onvoldoende is om een uitspraak te doen die heldere verwachtingen 
schept ten aanzien van onderhoudbaarheid.  
Het gevolgde ontwikkelproces lijkt een belangrijke rol te spelen in de uiteindelijke mate 
van onderhoudbaarheid. Hoewel de empirische onderbouwing beperkt is, ondersteunen de 
resultaten - die geëvalueerd zijn op basis van literatuur en bedrijfsdocumentatie - de 
stelling dat het volgen van best practices in het proces leidt tot beter onderhoudbare 
software.  
 
Dit onderzoek heeft geleid tot een initiële lijst met richtlijnen en een initiële lijst met 
middelen waarmee deze richtlijnen geborgd kunnen worden. In paragraaf 6.1 worden 
conclusies met betrekking tot deze richtlijnen beschreven. Paragraaf 0 beschrijft conclusies 
aangaande middelen om deze richtlijnen te waarborgen. Het hoofdstuk besluit met een 
aantal aanbevelingen in paragraaf 0. 
6.1 Conclusies per richtlijn 
Om die vraag te kunnen beantwoorden is eerst onderzocht wat de belangrijkste problemen 
zijn die leiden tot een slechtere onderhoudbaarheid. Chen e.a. hebben hiernaar empirisch 
onderzoek gedaan en zijn met een lijst problemen gekomen. Belangrijk is om te weten te 
komen wat er in de praktijk gedaan wordt om die opgetreden problemen te verminderen.  
Middels een casestudie zijn acties die ondernomen zijn op deze problemen in kaart 
gebracht. Onderzocht is wat deze acties tot doel gehad hebben. Dit heeft geleid tot een 
initiële lijst met richtlijnen. De complete lijst met richtlijnen luidt:  
 
1. Stel programmeernormen op die duidelijk en eenvoudig controleerbaar zijn. 
2. Voorzie waar nodig broncode van zinvolle broncodedocumentatie. 
3. Stel volgens gangbare ontwerpprincipes vast wat de afhankelijkheidstructuur moet 
zijn en controleer hierop. 
4. Schrijf goed leesbare code: Houdt de broncode eenvoudig;zorg voor duidelijke 
naamgeving en vermijd oneigenlijk gebruik van het programmeerplatform. 
5. Waarborg gemaakte functionaliteit.  
 
Stel programmeernormen op: deze eerste richtlijn betreft het opstellen van duidelijke en 
eenvoudig controleerbare programmeernormen. Deze richtlijn gaat het probleem te lijf dat 
er wel programmeernormen opgesteld zijn, maar dat het te moeilijk is om eraan te 
voldoen. Of dat er helemaal geen programmeernormen opgesteld zijn en dat strikt 
genomen de gemaakte software altijd aan de gestelde kwaliteitsnormen voldoet. Deze 
richtlijn wil ervoor zorgen dat men in de eerste plaats programmeernormen opstelt. In de 
tweede plaats dat er voor ontwikkelaars geen discussie over bestaat wat de norm inhoudt. 
En in de derde plaats dat er op eenvoudige wijze gecontroleerd kan worden of aan de 





De tweede richtlijn betreft broncodedocumentatie. Deze richtlijn heeft betrekking op het 
probleem dat broncode onvoldoende gedocumenteerd is. Daardoor kost het ontwikkelaars 
die gebruik maken van de code meer tijd om te analyseren wat bepaalde code doet. Door 
per functie op te geven wat de functie doet, wat hij als invoer verwacht en wat de uitvoer 
is, is het minder nodig dat ontwikkelaars de broncode lezen om te begrijpen hoe de functie 
gebruikt moet worden. Binnen functies geldt dat broncode in de eerste plaats zelf leesbaar 
moet zijn. Daar waar nodig dient broncode aangevuld te worden met 
broncodedocumentatie. 
 
De derde richtlijn betreft de afhankelijkheidstructuur vaststellen en erop controleren. Deze 
richtlijn gaat in de eerste plaats over het vaststellen van een afhankelijkheidsstructuur. 
Wanneer deze namelijk niet vastgesteld is, kan er ook niet op gecontroleerd worden. In de 
tweede plaats gaat het over het controleren. Dit controleren is bedoeld om 
afhankelijkheidsproblemen te voorkomen. Een problematische afhankelijkheidsstructuur is 
bijvoorbeeld een structuur met wederzijdse afhankelijkheden of een structuur waarbij door 
onderlinge afhankelijkheden alles van elkaar afhankelijk is. Het gevolg van een 
problematische afhankelijkheidsstructuur is dat de gevolg van aangebrachte wijzigingen in 
een component niet nauwkeurig vast te stellen zijn. Dat heeft tot gevolg dat een groter 
deel van het systeem opnieuw getest zal moeten worden om een werkend systeem te 
garanderen. Of dat sommige wijzigingsverzoeken in verband met een niet in te schatten 
impact niet gehonoreerd kunnen worden.  
Het is belangrijk om al in de ontwerpfase goed na te denken over de gewenste 
modulariteit. Minstens even belangrijk is het om gedurende de bouw deze 
afhankelijkheidsstructuur te bewaken.  
 
De vierde richtlijn gaat het probleem van slecht leesbare code te lijf. Slecht leesbare code 
wordt veroorzaakt door onduidelijke naamgeving of een programmeerplatform of 
component anders gebruiken dan hoe het bedoeld is. Het gevolg van dat probleem is dat 
het beheerontwikkelaars meer tijd kost om te begrijpen wat de code precies doet. Veel 
moeten ze stap-voor-stap door de code heen (debuggen) voordat de precieze werking hen 
duidelijk is. En ook gedurende dit debuggen werkt onduidelijke naamgeving verwarrend.  
Een ander aspect wat code slecht leesbaar maakt is hoge complexiteit. Functies met 
daarin complexe beslissingsbomen vergen meer analysetijd. Deze richtlijn heeft als doel 
om tot leesbaardere broncode te komen. Dat houdt in: een naamgeving die verteld 
waarvoor de betreffende variabele gebruikt wordt. Of in geval van functies wat de functie 
doet. Complexe beslissingsstructuren vermijden en indien dit niet mogelijk is complexe 
stukken opdelen in aparte functies (met zinvolle naam) zodat vanuit het codepad duidelijk 
is wat de complexe functies als doel hebben. 
 
De vijfde richtlijn betreft het waarborgen van gemaakte functionaliteit. Deze richtlijn is 
bedoeld tegen het probleem dat een wijziging niet goed genoeg opgelost wordt. Dit is het 
geval wanneer een aangebrachte wijziging tot gevolg heeft dat andere functionaliteit niet 
meer werkt. Dat kan weer tot gevolg hebben dat beheer opnieuw aan de slag moet om het 
'omgevallen' stuk functionaliteit te repareren. Kortom, dat leidt tot een langere 
doorlooptijd. Het is daarom van belang dat wanneer een beheerontwikkelaar een wijziging 






6.2 Conclusies per waarborging 
Voor het waarborgen van de richtlijnen uit de vorige paragraaf kunnen verschillende 
middelen gebruikt worden. Het praktisch onderzoek heeft tot een initiële lijst met middelen 
die de gevonden richtlijnen helpen te waarborgen.  
 Codereview: met de focus op begrijpelijke broncode, zinvol broncodecommentaar, 
wordt functionaliteit gewaarborgd en zijn componenten robuust opgezet. 
 
 Designreview: met de focus op de vraag of het design volgens gangbare 
designprincipes opgezet is; of het ontwerp begrijpelijk is; of er is gekozen voor 
duidelijke naamgeving. 
 
 Snel feedback gevende tools: waarmee vastgesteld is of de broncode blijft 
voldoen aan objectief te controleren normen; of broncodedocumentatie aanwezig is 
en of de broncode blijft voldoen aan de vastgestelde afhankelijkheidsstructuur. 
Belangrijk is dat ontwikkelaars snel feedback op hun broncodewijziging krijgen. 
 
Betreffende het eerste borgingsinstrucment, codereview is een middel om datgene wat 
niet goed genoeg door tools beoordeeld kan worden (leesbaarheid van broncode, zinvol 
broncodecommentaar) mee af te dekken. Voorwaarde is wel dat ontwikkelaars vooraf 
weten op welke punten gecontroleerd gaat worden, en dat ze vooraf kunnen weten hoe 
bepaalde zaken geïmplementeerd moeten worden. Hulpmiddelen zoals een codereview 
checklist waarin verwezen wordt naar richtlijndocumenten waarin de gewenste situatie 
beschreven staat, lijken nuttig. 
 
Het tweede borgingsinstrument designreview is bedoeld om onnodige complexiteit te 
vermijden. Een ontwerp wat al moeilijk te begrijpen is, zal leiden tot moeilijk te begrijpen 
broncode. Een designreview kan helpen om aspecten zoals focus, naamgeving, 
verantwoordelijkheid en onderlinge samenhang van de te bouwen componenten te 
waarborgen. 
 
Het laatste borgingsinstrument tools, dit lijkt een effectief middel te zijn om richtlijnen te 
borgen. Daar waar objectief te meten broncode kenmerken (aantal regels broncode, 
aanwezigheid van broncodedocumentatie, afhankelijkheidstructuur) gecontroleerd moeten 
worden, kunnen tools veel werk uit handen nemen. Een ander voordeel is dat 
ontwikkelaars niet de precieze waarden voor bijvoorbeeld 'maximaal aantal regels code 
per functie' behoeven te weten omdat de tools hem vertellen wanneer een overtreding 
begaan wordt. De ontwikkelaar dient wel te weten wat hij doen moet om vanuit de tools 
gemelde overtredingen te kunnen oplossen. 
Tevens lijken tools een krachtig instrument om te waarborgen dat er in de loop van de tijd 
door allerlei wijzigingen niet afgeweken wordt van een gekozen uitgangspunt (bijvoorbeeld 
een gewenste afhankelijkheidsstructuur). 
Een belangrijk aspect in het gebruik van tools betreft het snel geven van open feedback op 
broncodewijzigingen. De reden dat tools als effectief in de casestudie ervaren worden, lijkt 
ook te liggen in de snelheid waarmee feedback gegeven wordt. Terwijl de ontwikkelaar 
aan het programmeren is, wordt ondertussen gecontroleerd of aan normen voldaan wordt. 
Wanneer een wijziging afgerond is, wordt dezelfde controle opnieuw uitgevoerd waarna 
het resultaat op een voor alle teamleden beschikbare portaal geplaatst wordt.  
Dat laatste aspect (voor alle teamleden) lijkt een positieve invloed te hebben op de 
effectiviteit van de borgingsinstrumenten. In het project waar de casestudie is uitgevoerd 
bleek dat teamleden elkaar gingen wijzen op zaken die nog niet goed waren. Overigens is 
de invloed die het team kan uitoefenen op softwarekwaliteit verder geen onderdeel 






Op basis van de casestudieresultaten en de bedrijfsdocumentatie is een initiële lijst met 
richtlijnen en middelen om de richtlijnen te waarborgen, opgesteld. Met één casestudie en 
bedrijfsdocumentatie is de praktische onderbouwing van dit onderzoek zwak. Daarom sluit 
dit hoofdstuk af met een aantal aanbevelingen die moeten leiden tot vermeerdering van 
kennis rond dit onderwerp. 
 
Evaluatie van richtlijnen in beheerfase - In de onderzochte casestudie zijn veranderingen 
in het proces die als doel hadden onderhoudbaarheid te verbeteren omgezet naar door het 
bedrijfsleven ondersteunde best practices. Een belangrijk punt hierbij is echter dat het 
resultaat van deze verbeteracties nog niet gecontroleerd kon worden - simpelweg omdat 
het resultaat van deze verbeteracties nog niet in beheer genomen is. Het echte nut van de 
ondernomen acties zal pas duidelijk worden als beheer in aanraking gaat komen met de 
software die gebaseerd is op de nieuwe manier van werken. Temeer een reden om de lijst 
met gevonden best practices nader aan empirisch onderzoek te onderwerpen. 
 
Vervolgonderzoek - Het praktijkonderzoek heeft plaatsgevonden in één casestudie. Strikt 
genomen is dat niet voldoende om conclusies te kunnen trekken. Toch worden de 
resultaten uit de casestudie ondersteund door officiële documenten uit het bedrijfsleven. 
Daarnaast wordt ook in de literatuur de positieve invloed van tools en het laten uitvoeren 
van reviews genoemd. Het verschil met de literatuur is dat in dit onderzoek het gebruik 
daarvan gerelateerd wordt aan onderhoudbaarheid. Deze combinatie wordt in de literatuur 
nog weinig genoemd. Vervolg praktijkonderzoek zal noodzakelijk zijn om die relatie te 
kunnen bevestigen. 
 
Team - Een ander belangrijk punt wat in dit onderzoek onderbelicht is geweest, is de 
invloed van de teamsamenstelling op het proces. In de casestudie bleken de 
procesaanpassingen succesvol te werken. Ook bleek dat het team een zelfregulerende 
werking had wanneer wijzigingen opgeleverd werden die niet aan de opgestelde criteria 
voldeden. Of er een verband is tussen de samenstelling van het team en het succesvol zijn 
van de procesaanpassingen is onduidelijk. Nader onderzoek is nodig om de invloed van 
people op onderhoudbaarheid vast te stellen. 
 
Wij hopen dat de initiële lijst met richtlijnen en borgingsinstrumenten een aanzet is tot 






Een eerste onderzoek doen heb ik als leuk en spannend ervaren. Leuk omdat het 
onderwerp me aansprak. Spannend omdat het een leerproces is; wat in mijn geval inhoudt 
dat er sprake is van vallen en opstaan. Daarom is het aan het eind van het onderzoek 
gepast om te reflecteren op de achterliggende onderzoeksperiode. Dit hoofdstuk bevat een 
persoonlijke reflectie van de belangrijkste onderzoeksstappen. 
 
Literatuuronderzoek 
Het literatuuronderzoek heeft voor een belangrijk deel bijgedragen aan de kennistoename.  
In de eerste plaats: praktische kennistoename. Daarbij valt te denken aan: waar vind ik 
literatuur; het beoordelen van literatuur. In de tweede plaats heeft het bijgedragen aan 
theoretische toename van kennis over het onderwerp softwarekwaliteit.  
 
De literatuurstudie heb ik ervaren als een zoektocht. Een zoektocht naar literatuur om een 
beeld te krijgen van de theoretische kennis rond onderhoudbaarheid. Maar ook een 
zoektocht naar aspecten die nog missen in deze kennis. Om op basis daarvan te komen tot 
een nieuwe probleemstelling voor het onderzoek. Gedurende deze zoektocht zijn me geen 
zaken bij gebleven die ik graag anders gezien zou hebben. De wijze van samenwerking 
tussen de afstudeerbegeleider en mij heb ik als positief ervaren. Ik heb het als belangrijk 
ervaren om juist tijdens de literatuurstudie afstemming te zoeken met de opdrachtgever.  
 
Opzet en uitvoer onderzoek 
Een goede onderzoeksopzet is onmisbaar voor een goed onderzoeksresultaat. Althans dat 
is mijn ervaring. In een eerste conceptversie van de onderzoeksopzet ontbrak de 
overeenstemming tussen de onderzoeksopzet en de bedachte onderzoeksuitvoering. Dit 
gaf bij mij veel onduidelijkheid en onzekerheid over de gekozen opzet. Toen Rob Kusters 
mij de aanwijzing gaf om volgens een vaste lijn (1. wat wil je bereiken; 2. wat moet je 
daarvoor weten; 3. welke mogelijke benaderingen zijn daarvoor; 4. maak een expliciete 
keuze op basis van geformuleerde criteria.) het ontwerp op te zetten, werd het mij 
duidelijk en kwam er ook een goed lopend verhaal uit.  
 
Een punt waaraan ik tijdens de formulering van onderzoeksopzet onvoldoende aandacht 
besteedt heb, is hoe de onderzoeksresultaten geïnterpreteerd moeten worden. Tijdens de 
verwerking van de onderzoeksgegevens liep ik toen tegen de vraag aan hoe ik vanuit 
onderzoeksresultaten conclusies kan trekken. Ik heb geleerd dat het van wezenlijk belang 
is om in eventuele volgende onderzoeken daar vooraf een helder beeld bij te hebben en 
dat ook goed uit te werken. In het ergste geval kan het ontbreken van dit onderdeel leiden 
tot het opnieuw moeten uitvoeren van het praktisch onderzoek.  
 
Het schrijven van het uiteindelijke rapport heb ik als het minst moeilijke onderdeel 
ervaren. Voor mij blijkt daaruit dat de handleiding zoals deze gebruikt wordt binnen de 
BPMIT-opleiding werkbaar en goed opgezet is. Ook het mechanisme 'feedback ontvangen 
en doorgaan' heb ik gedurende mijn onderzoekstraject als prettig ervaren.  
 
Wetenschappelijk onderzoek 
Wetenschappelijk onderzoek doen is leuk. Mooi vind ik het om verschillende theorieën 
aangaande een onderwerp te combinereen en op basis daarvan en op basis van uitgevoerd 
praktisch onderzoek een klein stukje nieuwe theorie toe te voegen. Dit toevoegen ging 
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Bijlage A: Literatuurstudie 
 
Tijdcriteria 
Voor de literatuurstudie die voorafgaat aan het praktisch onderzoek zijn een aantal 
onderzoekscriteria opgesteld. Zoals reeds beschreven in de inleiding en probleemstelling is 
er in het verleden veel onderzoek gedaan naar de relatie tussen de producteigenschappen 
en de onderhoudbaarheid. Steeds meer lijkt het besef te ontstaan dat er meer nodig is dan 
alleen de producteigenschappen om een goed oordeel te kunnen vormen over de 
onderhoudbaarheid. Dat is de reden dat er voorbij gegaan wordt aan allerlei onderzoeken 
uit het verleden die de relatie tussen de producteigenschappen en onderhoudbaarheid 
pogen aan te tonen. Omdat het in dit onderzoek juist gaat om een andere kijk op 
onderhoudbaarheid, verdient jonge literatuur (na het jaar 2000) de voorkeur.  
 
Overigens zijn er ook onderwerpen waarbij wat oudere literatuur (~ 1980) nog prima 
bruikbaar is. Daarbij valt te denken aan: 
 onderzoek naar type fouten die zich voordoen in productie; 
 waar houd een software beheergroep zich mee bezig; 
 waar gaat procentueel het meeste geld naar toe wat nodig is voor een nieuw 
systeem (ontwikkeling, of onderhoud, of test, enz.). 
 
In de laatste tiental jaren is er veel aandacht gekomen voor de zogenaamde Agile 
methods (Scrum, XP-Programming, enz.). Dit zijn softwareontwikkelmethoden die 
lichtgewicht zijn ten opzichte van een methode zoals bijvoorbeeld RUP, waarbij een sterke 
nadruk licht op samenwerkingsprocessen (codereview, foutreducerende maatregelen, 
enz.). Dit laatste heeft een sterke samenhang met dit onderzoeksontwerp. Daarom zijn 
onderzoeken naar het zogeheten 'return on investment' (RIO) relevant voor dit onderzoek. 
Dit onderwerp is iets waar momenteel nog steeds veel onderzoek gedaan wordt. 
Daarnaast geldt dat de Agile Methods steeds populairder worden in softwareontwikkeling.  
Vanwege deze redenen verdient jonge literatuur (> 2000) op het gebied van 
procesverbetering de voorkeur. 
 
Reflectie op gevonden literatuur 
In totaal zijn er 20 peerreviewed artikelen gebruikt om de literatuurstudie te kunnen 
uitvoeren. Ik ben vooral op zoek gegaan naar relatief jonge literatuur. In onderstaand 
figuur is te zien dat alle gebruikte artikelen na 2000 geschreven zijn. Dit heeft gevolgen 
voor de stelligheid waarmee iets geconcludeerd kan worden. Veel empirisch onderzoek 
vraag nog om replicatieonderzoek. Een ander gevolg is dat de hoogte in de citatie-indexen 





Figuur 14: Overzicht artikelen per periode. 
Wat de auteurspreiding betreft: de gevonden artikelen zijn veelal geschreven door 
verschillende auteurs. Daarmee is voorkomen dat de individuele mening van één auteur de 
inhoud van de literatuurstudie gaat bepalen. Wat de spreiding van uitgevers betreft: van 
de 20 artikelen zijn 10 artikelen afkomstig van IEEE; 2 artikelen van Journal of Systems, 
twee proefschriften, 1 artikel van Information and Software Technology 1 artikel afkomstig 
van AJIS en tenslotte 1 artikel afkomstig van Empirical Software Engineering. 
Gezien het onderwerp is het nauwelijks te voorkomen dat veel artikelen afkomstig zijn van 
IEEE. Dat is één van de organisaties die de meeste artikelen publiceren die een relatie 
hebben met onderhoudbaarheid. 
 
Om de relevantie van de gevonden artikelen te bepalen is gebruik gemaakt van citatie-
indexen. Gezien het ontbreken van een account voor een veelgebruikte citatie-index zoals 
Thompson Reuters, is voor dit onderzoek gebruik gemaakt van 1) scholar.google.com en 
2) Citeseer. Deze keus had verschillende nadelen. De in de citatie-index van 
scholar.google.com kon netjes opgevraagd worden hoeveel een artikel geciteerd is. Alleen 
hierbij zijn ook de citaties opgenomen van niet peer-reviewed artikelen. Hoeveel een peer-
reviewed artikel geciteerd is door een ander peer-reviewed artikel blijft dus onduidelijk 
(tenzij handmatig de citaties doorlopen wordt wat voor deze literatuurstudie teveel werk 
was). De citatie-index van Citeseer had als nadeel dat artikelen of niet gevonden werden 
of dat er een aanzienlijk verschil was in aantal citaties. Zo werd het artikel "Software 
Maintenance Maturity Model (S3M): The software maintenance process model" volgens 
scholar.google.com 48 keer geciteerd en volgens Citeseer 2 keer.  
 
Verdere uitgangspunten tijdens de literatuurstudie 
Gebruikte peerreviewed 
journals / magazines. 
 Software quality journal 
 Journal of systems and software 
 IEEE software 
 Journal of software maintenance and evolution 
 Automated software engineering 
 Empirical software engineering 
 Information and software technology 
 International journal of software engineering and 
knowledge engineering 























































 IBM systems journal 
 Annals of Software Engineering 
 Communications of the ACM 
 Australasian Journal of Information Systems 
Hulpmiddelen om de 
relevantie te bepalen 
van artikelen 
 Het "geciteerd door" hulpmiddel van 
scholar.google.com; 
 
 De citatie-index van CiteSeer. 
 
Beschikbare bronnen  Universiteitsbibliotheek van Maastricht; 
 Universiteitsbibiliotheek van Utrecht (deze geeft o.a. een 
overzicht van kwaliteitsgegevens per journal); 
 Via de Haagse Hogeschool toegang tot meerdere 
elektronische databanken. 
Relevante trefwoorden  maintainance, maintainability, software 
 common maintainance problems 
 proces improvement software 





Bijlage B: Casestudiegegevens 
 
Tabel 8: Enkele projectgegevens project Donna (Herontwerp Planproces) 
Aantal projectmedewerkers Ongeveer 60 
Aantal ontwikkelaars Ongeveer 20 
Project loopt sinds 2003  
Aantal regels productiecode > 800.000 
Aanwezige disciplines  Ontwikkelaars 
o t.b.v. beheerwerkzaamheden 
o t.b.v. nieuwbouw 
werkzaamheden 
 Functioneel ontwerpers 
 Architecten 
o Software architect 
o Informatie architect 
o Infrastructuur architect 
o Business architect 
 Testers 
o Systeemtesters 
o Functionele testers 
o Gebruikers testers 
Technologie Programmeertaal: Java 
Database: Oracle 
Middleware: J2EE 
Presentatielaag: Rich Client framework 





Bijlage C: Interviewopzet onderdeel probleemtoetsing 
Deze paragraaf geeft een overzicht van de te stellen vragen. Met behulp van deze vragen 
wordt getoetst of de onderhoudsproblemen herkenbaar zijn voor de beheerontwikkelaars. 
Met dit interview dient de onderzoeksvraag "Worden de onderhoudsproblemen die 
gevonden zijn herkend door ontwikkelaars uit een beheerafdeling" beantwoord te worden.  
 
Inleidende vragen 
Onderstaande vragen hebben als doel om het gesprek op gang te brengen en mijzelf een 
beeld te laten vormen van het werkveld van de geïnterviewde. Tevens wil ik me een beeld 
vormen van het type applicatie waar mee gewerkt wordt.  
 
1. Hoelang verricht u al softwareontwikkelingwerk? 
 
Een omschrijving van de applicatie geeft het belang van een goed werkende 
applicatie aan. (het maakt namelijk uit of een bakker-op-de-hoek-applicatie een 
keer crasht of een softwaresysteem van de hoogtemeter in een vliegtuig). 
2. Kunt u een omschrijving geven van de applicatie waaraan u onderhoud verricht? 
 
Vraag 3 geeft aan hoe belangrijk het begrip kwaliteit is. Een applicatie die 1 jaar 
meegaat daarvoor is kwaliteit over het algemeen minder van belang dan een 
applicatie die 10 jaar mee moet. 
3. Hoe lang moet de applicatie ongeveer meegaan? 
 
Deze vraag zegt iets over de noodzaak van kwaliteitsbewustheid. Immers bij grote 
applicaties is het nog noodzakelijker om goed na te denken over opdeling, enz. 
Zodat er enigszins onderhoud aan te plegen valt. 
4. Kunt u iets zeggen over de grootte van de applicatie? 
 
Een extra noodzaak van kwaliteitsbewustheid wordt gevormd als een applicatie 
naast eventueel groot ook nog eens functioneel of technisch complex is. 
 
5. Bevat de applicatie complexe modulen? 
Handig om een paar complexe modulen in het achterhoofd te hebben die mogelijk 
van pas kunnen komen in de rest van het interview. 
a. Zo ja, welke zijn dat? 




Documentatie is onduidelijk of onbetrouwbaar 
Onvoldoende documentatie, onvolledige of niet-bestaande documentatie 
gebrek aan traceerbaarheid; moeilijk terug te traceren naar specificaties en 
gebruikerseisen ontwerp 
 Veranderingen zijn niet voldoende gedocumenteerd 
Gebrek aan integriteit / consistentie 
 
Ontwikkelaars weten voor zichzelf wat de onderdelen in de applicatie waar ze liever niet 
aankomen. Met onderstaande vraag wil ik achterhalen of deze complexe modulen zo 





6. Behoeven deze complexe modulen documentatie? 
a. Wat voor soort documentatie zou het meest gewenst zijn, en waarom? 
 
Om de vraag minder confronterend over te laten komen, stel ik hem in de "Stel dat..." 
vorm. Verder wil ik met deze vraag valideren dat het eventueel niet aanwezig zijn van 
documentatie echt een probleem vormt. (Immers het niet aanwezig zijn van documentatie 
hoeft niet altijd een probleem te zijn). 
7. Stel dat deze modulen niet gedocumenteerd zouden zijn. Wat zou het gevolg voor 
uw werk daarvan zijn? 
 
Ik heb al gevalideerd dat het eventueel niet aanwezig zijn een probleem is. Nu valideren of 
dit probleem dan ook bij die ontwikkelaar speelt. 
8. Zijn deze modulen gedocumenteerd? 
 
Nu de kwaliteit van de eventueel aanwezige documentatie achterhalen. 
a. Heeft u wel eens te maken met onvolledige, onbetrouwbare, niet-bestaande 
documentatie? 
 
Een mogelijk antwoord op volgende vraag is dat deze synchroniteit niet aanwezig 
is. In dat geval is het een bevestiging van antwoord 8a. Wanneer ze er een 
duidelijk mechanisme voor hebben is het alleen maar goed om dit mechanisme te 
achterhalen. 




Ontoereikendheid van de opmerkingen broncode 
 
Enigszins open vraag die wel duidelijkheid moet geven over de hoeveelheid aanwezige 
broncodedocumentatie (javadoc). 
9. Hoe staat het met documentatie in de broncode? 
 
Onderstaande vraag moet inzicht geven in hoeverre de javadoc de ontwikkelaar werkelijk 
helpt om zijn werk te doen. 
10. Ervaar je de aanwezigheid hiervan als noodzakelijk? 
 
Doorvragen of er een hogere beheerslast uit voorvloeit bij het afwezig zijn van 
broncodedocumentatie. 
11. Wat is het gevolg als javadoc niet aanwezig zou zijn? 
 
Gerelateerd probleem 
Gebrek aan naleving van de programmering normen 
 
Een brug naar de vraag of er over het algemeen eisen ten aanzien van de productkwaliteit 
geformuleerd zijn. 
12. Zijn er eisen ontrent het wel/niet aanwezig zijn van broncodedocumentatie? 
 
13. Zijn er eisen met betrekking tot verdere productkwaliteit? 
 
Uit deze vraag moet blijken of het afwezig of aanwezig zijn van kwaliteitseisen een 
probleem of voordeel vormt. 





Onderdeel over modulariteit 
Gerelateerd probleem 
Gebrek van modulariteit te verdelen het programma in functioneel en operationeel 
onafhankelijk componenten 
 
Een module uit een modulair opgedeeld systeem is een afgebakend stuk software 
die: 
 een duidelijke verantwoordelijkheid kent; 
 als eenheid te testen is; 
 een duidelijke afhankelijkheidstructuur kent naar andere modulen toe. 
 
Met onderstaande vraag vaststellen dat het niet hebben van een modulair systeem 
werkelijk tot een hogere beheerslast leidt. 
15. Aan het begin ging het over de grootte van het systeem. Wat zijn voor jou de 
voordelen wanneer een systeem opgeknipt is in verschillende modulen?  
 
Nu een validatievraag stellen of het niet-modulair opgezet zijn werkelijk een probleem is. 
16. Is het systeem modulair opgezet? 
 
Een controlevraag op vraag 16. Een systeem van bijv. 500.000 wat opgedeeld is in bijv. 3 
modulen is niet direct een modulair systeem te noemen. Daarom hier een controlevraag of 
het beeld wat hij van modulen heeft ook werkelijk overeenkomt met het beeld zoals een 
module bedoeld is. 
17. Kun je iets zeggen over de grootte van de modulen? 
 
Wanneer het systeem niet modulair is opgezet: 
Heeft het niet modulair zijn negatieve gevolgen voor de onderhoudbaarheid. 
a. Wat betekent dit voor de snelheid waarmee je bevindingen oplost? 
 
Waarschijnlijk gaat er dan iets komen dat er veel extra werk verzet moet worden 
om de werking van het systeem te kunnen blijven garanderen. 
b. Is altijd duidelijk welke gevolgen een codeaanpassing heeft? 
 
Eigenlijk een vervolgvraag op vorige vraag. 
c. Welke maatregelen worden er genomen om toch zeker van te zijn dat 
ergens anders niet iets omvalt? 
 
 Wanneer het systeem (volgens de ontwikkelaar) wel modulair is opgezet: 
 
 Nogmaals een controlevraag of het werkelijk modulair opgezet is. Wanneer een 
 aanpassing in een module gedaan is, en er een heldere afhankelijkhedenstructuur is, 
 kan eenvoudig bepaald worden wat de gevolgen van een codeaanpassing zijn. En kan 
 bepaald worden welke afhankelijke modulen opnieuw getest moeten worden. 
a. Is altijd duidelijk welke gevolgen een codeaanpassing heeft? 
    In geval van nee: ga naar 17a, 17c (mogelijk toch een niet modulair  
    opgezet systeem) 
Onderdeel over complexiteit 
Gerelateerd probleem 
Gebrek aan refactoring / herstructurering; hoog niveau van programma complexiteit 
 
Ik wil een aangrijpingspunt hebben om verder op door te gaan.  





Iets als complex ervaren kan verschillende oorzaken hebben. Een mogelijke oorzaak kan 
bijvoorbeeld zijn: een hoge cyclomatic complexity. Andere oorzaak kan zijn: 
ongestructureerdheid, slecht ontwerp, enz. Door deze vraag wil ik zicht krijgen op de 
oorzaak van de complexiteitervaring. 
 
19. Wat maakt het complex? 
 
Deze complexiteit kan verschillende gevolgen hebben. Bijvoorbeeld: veel bevindingen, of 
lange doorlooptijd bij aanpassingen. Door deze vraag wil ik zicht krijgen in de gevolgen. 
Om daarmee ook de vraag te kunnen beantwoorden of het 'problematisch' is en tot een 
hogere onderhoudbaarheidslast leidt. 
20. En wat is het gevolg van deze complexiteit? 
 
Een vervolg op de vorige vraag. Door concreet te maken hoe hij omgaat met het oplossen 
van bevindingen, hoop ik verschillende gevolgen van een hoge complexiteit te 
achterhalen. 
21. Hoe ga je ermee om als je op dat onderdeel een bevinding zou moeten oplossen? 
Naamgeving 
Gerelateerd probleem 
Oneigenlijk gebruik van de programmering technieken zodat vernederende 
zelfdocumentatie van de broncode optreedt 
 
Door deze vraag achterhaal ik of slechte naamgeving c.q. slecht leesbare code, werkelijk 
problematisch kan zijn. 
22. Hoe belangrijk is voor jou de naamgeving van klassen, variabelen? 
 
Een eigenschap van slecht leesbare code is dat het zich in werkelijkheid anders gedraagt 
dan je op basis van het lezen van de code zou verwachten. Wanneer dit soort situtaties 
voorkomen is de kans aanwezig dat de leesbaarheid van de code van invloed is op deze 
verkeerde verwachtingen. 
23. Komt het wel eens voor dat je verwacht dat een stukje code een bepaalde taak 
uitvoert, maar dat gedurende het debuggen blijkt dat de code toch andere dingen 
doet dan je verwachte? 
 
Gezien de grootte van het product is het aannemelijk dat er zulke code inzit. Door 
onderstaande vraag probeer ik te achterhalen welke problemen er uit zulke code 
voortvloeien. 
24. Wat is het lastige aan dat soort code? 
 
Tot slot de oorzaak waardoor dit soort problemen kunnen ontstaan.  
25. Waardoor zou dit soort code kunnen ontstaan? 
Afsluitend 
De laatste drie vragen zijn samenvattend bedoeld om daarmee als laatste controle inzicht 
te krijgen of door bovenstaande vragen werkelijk de belangrijkste beheerproblemen 
behandeld zijn. 
 





Bijlage D: Interviewopzet onderdeel best practices en 
borging 
Uit het vorige interview is de aanwezigheid van verschillende problemen bevestigd of 
ontkend. Vervolgens wordt in dit interview onderzocht of men aan de ontwikkelkant zich 
bewust is van het probleem en wat men doet om het probleem proberen te voorkomen.  
 
Omdat dit geen toetsend interview is maar een interview met een meer open karakter, is 
ook de lijst met te stellen vragen minder gesloten. Deze paragraaf geeft daarom de 
onderwerpen weer die behandeld zullen worden, en tevens het doel waarom die 
onderwerpen behandeld zullen worden. Daarnaast zal na uitvoering van het hiervoor 
gaande interview het definitieve interview schema gemaakt kunnen worden. 
 
Op basis van het gegeven antwoord toewerken naar de definitie van het ISO model. 
1. Wat versta je onderhoudbaarheid? 
 
Een meer inleidende vraag die een beeld moet geven van de bewustheid van het 
opleveren van kwaliteit. 
2. Kun je iets vertellen wat jullie doen aan softwarekwaliteit in het algemeen?  
 
Link leggen tussen de antwoorden op vraag 1 en 2 
3. Welk van deze genoemde punten de vorige vraag zouden ertoe kunnen bijdragen 
dat een wijziging in beheer met minder inspanning zou kunnen worden uitgevoerd? 
 
Doorvragen of er wel echt een relatie met onderhoudbaarheid is. 
4. Per onderdeel vragen: Waarom, denk je dat <<onderdeel>> een betere 
onderhoudbaarheid oplevert? 
 
5. Jullie zijn nu bezig et een kwaliteitsactie. Welke punten daaruit sluiten het meest 
aan bij "ervoor zorgen dat in onderhoud wijzigingen doorvoeren minder inspanning 
gaat kosten.".  
 
Voor elk punt uit vraag 5 doorvragen waarom dit ten goede komt aan de 
onderhoudbaarheid. 
6. Wat maakt het dat een wijziging straks eenvoudiger gedaan kan worden dan voor 
de kwaliteitsactie? 
 
Welke middelen gebruiken ze om best practices te waarborgen? En hoe zorgen ze 
ervoor dat alle inspanning van de kwaliteitsactie gewaarborgd wordt. 
7. Hoe waarborgen jullie dat de situatie na de kwaliteitsactie blijft zoals hij is? 
 
Gebrek aan refactoring / herstructurering; hoog niveau van programma complexiteit 
 
8. Wat zijn volgens jou over het algemeen manieren om een programma of module 
eenvoudig te houden? 
 
9. Passen jullie bovenstaand toe? 
 
Onderzoeken of 'herstructureren' een standaard onderdeel is van 
softwareontwikkeling of dat het alleen gedaan wordt bij het optreden van 
problemen. 
10. Hebben jullie momenten waarop een programmagedeelte geëvalueerd wordt en 
waar nog ruimte is voor een eventuele herstructurering? 
 





Oneigenlijk gebruik van de programmering technieken zodat vernederende zelf-
documentatie van de broncode optreedt 
Valideren dat ze oneigenlijk gebruik van programmeertechnieken tegengaan. 
12. Stel er is binnen het project een nieuw herbruikbaar component gemaakt. Wat 
wordt er gedaan om ervoor te zorgen dat dit component op de juiste manier 
gebruikt wordt? 
 
  Valideren dat ze bewust omgaan met leesbaarheid van code. 
13. Sourcecode wordt vele malen herlezen. Hoe zorgen jullie ervoor dat code die 
opgeleverd wordt 'goed leesbaar' is? 
 
Gebrek aan naleving van de programmering normen 
 
14. Zijn er binnen het project 'programmeernormen' opgesteld. Kortom, moet de 
software aan bepaalde criteria voldoen?  
a. Zo ja, op welke gebieden hebben deze normen betrekking? 
 
15. Hoe zijn deze normen vastgelegd. 
 
16. Hoe worden deze normen gewaarborgd. 
 
 
Documentatie is onduidelijk of onbetrouwbaar 
Onvoldoende documentatie, onvolledige of niet-bestaande documentatie 
gebrek aan traceerbaarheid; moeilijk terug te traceren naar specificaties en 
gebruikerseisen ontwerp 
 Veranderingen zijn niet voldoende gedocumenteerd 
Gebrek aan integriteit / consistentie 
 
17. Hoe belangrijk is documentatie voor dit project? 
 
18. Wat doen jullie om de documentatie duidelijk te laten zijn? 
 
19. Wat doen jullie om de documentatie volledig te laten zijn? 
 
20. Wat doen jullie om de documentatie betrouwbaar te laten zijn? 
 
Stel het component waar een stuk documentatie over gaat wijzigt. Deze wijziging wordt 
gedaan in een tijd dat er veel druk op het project ligt i.v.m. een deadline. Hoe wordt dan 





Bijlage E: Identificatie aandachtsgebieden voor 
richtlijnen 
Onderstaande tabel geeft een overzicht van de opgetreden gevolgen van deze 
onderhoudsproblemen. Het cursieve waarom geeft aan welke hulpvraag bij dat gevolg 
gesteld kan worden. Kolom twee geeft het antwoord op die vraag zoals dit verwoord is in 
paragraaf 0. De derde kolom geeft aan met welk aandachtsgebied het gevolg een relatie 
heeft. 
Tabel 9: Totaaloverzicht gevolgen van onderhoudsproblemen gerelateerd aan 
aandachtsgebied 




Het ontbreken van (duidelijke) 
programmeernormen 
Normen 
Waarom Geen broncode 
documentatie 
Het ontbreken van (duidelijke) 
programmeernormen 
Normen 
Waarom Onjuist gebruik van 
componenten 
Het ontbreken van (duidelijke) 
programmeernormen 
Normen 
Waarom Meer tijd nodig om 
werking van broncode vast te 
stellen 
Broncode moet gelezen worden 
om inzicht te krijgen in de 
werking van aan te roepen 
functies. Een toelichting over 




Waarom is Impactanalyse 
moeilijk 
1. Gebrekkige modulariteit 




Waarom Langer testtraject Vanwege ontbrekende 
afhankelijkheidstructuur dient 
meer getest te worden. 
Afhankelijkheidstructuur 
Waarom Niet alle wijzigingen 
kunnen gehonoreerd worden 
Vanwege ontbrekende 
afhankelijkheidstructuur is er 
weinig inzicht in de mogelijke 
impact. 
Afhankelijkheidstructuur 
Waarom Collega's nodig. 1. Door de broncode te lezen is 
de werking onvoldoende 
duidelijk. 




Waarom Veel debuggen t.b.v. 
vaststellen werking code 
Broncode alleen 'lezen' is 
onvoldoende. Slecht leesbare 
broncode. 
Leesbaarheid 
Waarom Meer benodigde 
analysetijd 
Slecht leesbare broncode. Leesbaarheid 
Waarom Angst voor 
omvallende functionaliteit 
Geen borging van 
functionaliteit. 
Functionaliteitborging 
Waarom Veel debuggen Alleen lezen van broncode is 
onvoldoende. 
Leesbaarheid 
Waarom Verwarrend: extra 
analysetijd 
1. Datgene wat 'gelezen' wordt 
lijkt anders te zijn dan het in 






Tabel 10 geeft een overzicht van van deze acties. Tevens geeft kolom 2 de reden aan 
waarom die actie gedaan is. Kolom 3 geeft net als in de voorgaande tabel het 
aandachtsgebied aan waartoe de ondernomen actie behoord. 
 
Tabel 10: Totaaloverzicht ondernomen acties tegen onderhoudsproblemen 
gerelateerd met aandachtsgebied. 




Waarom Normen en richtlijnen 
opstellen 
Er kan pas gecontroleerd 
worden als er normen zijn 




In- en uitvoer van functies 
moet helder verwoord zijn in 
de broncode. 
Broncodedocumentatie 
Waarom Grote componenten 
opdelen per gegevensbehoefte 
Modulen zonder duidelijke 





Impact van wijzigingen 







Vaststellen wat de 
afhankelijkheidstructuur is, 
en wat het moet worden. 
Afhankelijkheidstructuur 
Waarom Max. stellen aan 
cyclomatische complexiteit 





Bij wijzigingen kan de impact 




Waarom Broncode moet 
eenvoudig leesbaar zijn 
Door de broncode te lezen, 
moet helder zijn wat het doet. 
Dit voorkomt tijdrovend 
debuggen. 
Leesbaarheid 
Waarom 1 component voor 1 
taak 
Ontwikkelaars hoeven maar 
één mechanisme voor een 
bepaalde taak te leren.  
Modulariteit 
Waarom Eigen componenten 
robuust opzetten 
Oneigenlijk gebruik wordt 
daarmee tegengegaan en het 
biedt tevens eenduidigheid in 
gebruik. 
Leesbaarheid 
Waarom Aandacht voor 
naamgeving 
Naamgeving wordt als 
belangrijk ervaren om de 







Bijlage F: Onderbouwing vanuit bedrijfsdocumentatie 
In deze bijlage wordt uitgewerkt hoe er vanuit het bedrijfsleven aandacht geschonken 
wordt aan deze richtlijnen. Daarvoor is documentatie geraadpleegd uit de software 
ontwikkelstraat genaamd Endeavour7 van het bedrijf Info Support b.v. De blokhaken 
verwijzen naar de betreffende documenten zoals hieronder opgesomd. 
 
<1>  Info Support, Architecture - Technical Reference Architecture.doc 
 
<2> Info Support, Guideline - Java Style.doc 
 
<3> Info Support, Guideline - Code Review.doc 
 
<4> nfo Support, Template - Code Review.doc 
 
<5> Info Support, Guideline - Exception Handling.doc 
 
<6> Info Support, Guideline - Unit Testing and Mocking Strategies.doc 
 
<7> Info Support, QuickStartForDevelopers.dot 
 
<8> Info Support, Digital coach Endeavour versie 5.0 
 
<9> Info Support, QuickStartForIntegrators.doc 
 
1. Schrijf goed leesbare code: zorg voor duidelijke naamgeving; houdt de code 
eenvoudig en vermijd oneigenlijk gebruik van het programmeerplatform.  
Wat betreft de eenvoud van de broncode, deze wordt vanuit de toolconfiguratie 
afgedwongen door een maximum te stellen: 
 aan het aantal regels per functie; 
 het aantal beslissingsbomen per functie; 
 het aantal waar- nietwaar elementen per expressie; 
 het aantal regels per component. 
Wat betreft de leesbaarheid, hierover worden allerlei richtlijnen gegeven in 
Guideline - Java Style  <2>. Deze richtlijnen hebben betrekking op het vermijden 
van coderegels die niet in direct één oogopslag leesbaar zijn: 
 het vermijden van lange regels; 
 het vermijden van impliciete expressies bij functieaanroepen; 
 bewust omgaan met spatiegebruik; 
 richtlijnen aangaande zogenaamde 'flow control statements' (while, if-else, 
for-each, enz.). 
Ook wordt er aandacht besteed aan een standaard formattering van broncode en 
daar wordt op gecontroleerd door de verschillende tools. Tevens blijkt uit 
QuickStartForDevelopers  <7> dat het programma wat gebruikt wordt voor 
ontwikkeling zo ingesteld wordt dat na het opslaan van een Java-bestand na een 
wijziging de broncode automatisch geformatteerd wordt. In Digital coach  <8> 
wordt het uitgangspunt als volgt verwoord: "Onder hoge kwaliteit wordt verstaan 
code die eenvoudig te lezen, te onderhouden en goed gedocumenteerd is". 
Kortom, beide elementen uit de richtlijn worden ondersteund door de 
bedrijfsdocumentatie. 
 
Ook aan het gebruik van naamgeving wordt veel aandacht besteed. In het 
hoofdstuk 'Naming conventions' wordt eerst een algemene richtlijn aangaande 
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naamgeving in het algemeen gegeven. Deze richtlijnen hebben betrekking op 
bijvoorbeeld naamlengte, hoofdlettergebruik en afkortingen.  
Daarna wordt ingegaan op naamgeving aangaande packages (verzameling van Java 
klassen), objectnamen, interfacenamen, variabelenamen en constante namen. De 
richtlijnen aangaande objectnamen en interfacenamen geven vooral aan hoe men 
tot een naam kan komen die iets verteld over de verantwoordelijkheid of functie 
van de betreffende klasse of interface. 
 
2. Expliciteer componenten: duidelijke focus; één component voor één soort taak; 
betekenisvolle naamgeving en een robuuste opzet.  
Vanuit de bedrijfsdocumentatie wordt veel waarde gehecht aan een standaard 
opzet voor dezelfde typen applicatie. Deze standaard opzet wordt omschreven in 
een Technische Referentiearchitectuur  <8>. In deze technische 
referentiearchitectuur wordt per type applicatie beschreven hoe deze opgezet zou 
moeten worden en hoe verschillende verantwoordelijkheden bij verschillende 
componenten belegd kunnen worden. Daarbij wordt per laag (presentatie-, 
business- en datalaag) aangegeven welke ontwerpprincipes relevant zijn.  
 
Tevens wordt per type applicatie de verschillende standaard benodigde 
componenten omschreven. Zo'n standaard benodigd component is bijvoorbeeld een 
component wat toegang verschaft tot een database. Tevens wordt er per standaard 
benodigd component een voorstel gedaan voor een technisch raamwerk die de 
betreffende oplossing biedt voor die taak. Daaruit blijkt dat er belang gehecht 
wordt aan het gebruiken van zoveel mogelijk één soort oplossing voor een 
bepaalde taak.  
 
Wat betreft de robuustheid van een component wordt daarover niet direct melding 
gemaakt. Wel wordt in het richtlijndocument Exceptionhandling  <5> melding 
gemaakt wat de manier moet zijn om fouten terug te geven. Maar nergens wordt 
als best practice aangegeven dat het goed is om geen onvolledige of onbruikbare 
invoer te accepteren en in dat geval een fout te geven. Ook betreffende de richtlijn 
aangaande oneigenlijke toestanden, er worden geen richtlijnen in de 
bedrijfsdocumentatie gevonden die deze ondersteunen.  
 
3. Stel programmeernormen op die duidelijk en eenvoudig controleerbaar zijn. 
Uit QuickStartForDevelopers  <7> blijkt dat vele programmeernormen aangaande 
objectief controleerbare softwarekenmerken vastgelegd zijn in voorgedefinieerde 
configuraties die door verschillende tools gebruikt worden. Na elke wijziging in de 
broncode wordt de gewijzigde broncode gevalideerd tegen de voorgedefinieerde 
configuratie. Het resultaat van deze controle wordt enerzijds weergegeven in het 
ontwikkelprogramma zelf en anderzijds op een portaal zodat alle teamleden kunnen 
zien wat de actuele status van de software is. Uit de Donna casestudie blijkt dat het 
resultaat van een controle op programmeernormen duidelijk is (wel meldingen of 
geen meldingen). Deze zelfde duidelijkheid valt ook op te merken in de 
onderzochte documenten. Een controle op de broncode resulteert op het 
projectportaal in een zogenaamde statusbal (groen, oranje, rood) waarmee per 
onderdeel component en controledeel aangegeven wordt in hoeverre het 
component aan de opgestelde richtlijnen voldoet. Kortom, de duidelijkheid zoals 
gebleken is uit de Donna casestudie is ook hierin terug te herkennen. Wat betreft 
de stelling dat programmeernormen duidelijk moeten zijn, kan daarmee 
vastgesteld worden dat ook uit de onderzochte bedrijfsdocumentatie blijkt dat daar 
veel waarde aan gehecht wordt. Daarnaast blijkt dat het voor ontwikkelaars ook 
eenvoudig controleerbaar is of aan de opgestelde normen voldaan wordt. 
 
4. Voorzie broncode van broncodedocumentatie. 
Aan broncodedocumentatie wordt veel waarde gehecht zo blijkt uit 




broncodedocumentatie verplicht gesteld: componentniveau, invoer-, de werking en 
uitvoer van functies. Dit wordt verder uitgebreid als er in het richtlijndocument Java 
Style  <2> uitgewerkt wordt wat voor soort documentatie er bijvoorbeeld boven 
een component geschreven moet worden. Vanuit bedrijfsdocumentatie valt 
daarmee te concluderen dat broncodedocumentatie noodzakelijk is. 
 
5. Stel vast wat de afhankelijkheidstructuur moet zijn en controleer hier op. 
Net zoals in de voorgaande richtlijn wordt in de technische referentiearchitectuur 
aangegeven hoe de verschillende te bouwen componenten met elkaar samen 
moeten hangen. Om een voorbeeld te geven: zo zou een presentatiecomponent 
nooit rechtstreeks afhankelijk mogen zijn van een dataontsluitingscomponent. Uit 
de procesbeschrijvingen blijkt dat per project de algemene technische 
referentiearchitectuur vertaald moet worden naar een specifieke architectuur 
waarin de voor dat project relevante componenten ontworpen zijn. Verder moet 
over dat document met de klant expliciet overeenstemming gevonden worden.  
Uit de Donna casestudie blijkt dat men vanuit de opgeleverde broncode kan 
controleren in hoeverre deze in overeenstemming is met de gewenste 
componentindeling. Over deze manier van controleren wordt niet gerept in de 
bedrijfsdocumentatie.  
Desondanks kan vastgesteld worden dat beide elementen uit de richtlijn - namelijk 
het vaststellen en controleren - een uitdrukkelijk aanwezig zijn in de 
bedrijfsdocumentatie. 
 
6. Waarborg gemaakte functionaliteit.  
Vanuit de bedrijfsdocumentatie wordt het waarborgen van gemaakte functionaliteit 
verplicht gesteld. Als vorm wordt het schrijven van unittesten aangedragen. Dit 
gaan vergezeld met een 
richtlijnendocument Unit Testing and 
Mocking Strategies  <6> waarin 
beschreven wordt hoe deze opgezet 
zouden moeten worden. Tools zorgen 
ervoor dat gecontroleerd wordt of er 
voldaan wordt aan een minimale - maar 
instelbaar - dekkingsgraad. Wanneer niet 
voldaan wordt aan deze vereiste 
dekkingsgraad, of na een wijziging blijken 
unittesten te falen, zal op het portaal de 
groene statusbal uit figuur 15 veranderen 




Kortom, in de bedrijfsdocumentatie neemt de waarborging van functionaliteit een 
belangrijke plaats in. Daarmee wordt deze richtlijn ondersteund. 
 
In het volgende deel wordt beschreven in hoeverre de gevonden 
waarborgingsinstrumenten ondersteund worden door bedrijfsdocumentatie dan wel 
literatuur. 
 
1. Gebruik van tools 
Uit de onderzochte bedrijfsdocumentatie blijkt dat tools een grote rol spelen in het 
ontwikkelproces. Voor het controleren van programmeernormen wordt een set aan 
tools geleverd die dit regelen.  
 
Aan deze regel wordt op verschillende manieren aandacht besteed. In de eerste 
plaats door het aanleveren van standaard componenttemplates 
QuickStartForIntegrators <9>. Deze zorgt ervoor dat een component de vereiste 
Figuur 15: Statusbal die aangeeft 





bestanden en indeling heeft. In de tweede plaats worden voor verschillende 
programmeerplatformen ontwikkeltools geadviseerd die gedurende het ontwikkelen 
in enige mate kunnen controleren of datgene wat geprogrammeerd is wel volgens 
de vereiste richtlijnen gedaan is.  
In de laatste plaats wordt net zoals in de Donna casestudie tools zoals Findbugs 
gebruikt die allerlei oneigenlijke codeconstructies kan detecteren.  
Daar waar tools dus kunnen helpen voor het juiste programmeerplatformgebruik, 
worden ze ingezet. 
 
Dat snelle feedback als belangrijk ervaren wordt, blijkt uit het feit dat door de 
bedrijfsdocumentatie te volgen men zoveel mogelijk direct feedback krijgt over de 
impact van wijzigingen. Als aanvulling daarop wordt beschreven hoe een centrale 
server dient ingericht te worden die eens per in te stellen periode de impact van de 
binnengekomen wijzigingen gaat vaststellen.  
 
2. Codereview 
Vanuit de bedrijfsdocumentatie wordt codereview aanbevolen zo blijkt uit Digital 
coach  <8> nadat een gedeelte van de software geschreven is en de unittesten 
gemaakt zijn. Een verschil met de Donna casestudie is dat het niet verplicht is, 
maar dat het als een aanbevolen actie wordt beschreven.  
 
3. Designreview 
Designreview wordt in de bedrijfsdocumentatie op een andere manier vormgegeven 
dan in de casestudie. In de bedrijfsdocumentatie wordt op basis van de technische 
referentiearchitectuur een ontwerp gemaakt voor de te ontwikkelen applicatie. Het 
resultaat daarvan wordt expliciet gereviewd en dat zou als designreview gezien 
kunnen worden. Uit de documentatie is niet opgemaakt - in tegenstelling tot de 
Donna casestudie - dat ontwikkelaars zelf een designreview laten uitvoeren. 
 
