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Tato bakalářská práce pojednává o pravděpodobnostních algoritmech pro hledání cesty
holonomického (hlavně robota typu auto) a pružného robota. Obsahuje stručný teoretický
popis pravděpodobnostních algoritmů včetně diskuze nad implementačními detaily. Součástí
práce jsou java applety a webové stránky věnované této problematice.
Abstract
This thesis deals with sampling-based algorithms for nonholonomic (mainly car robot) and
flexible robot path planning. Theoretical principles of probabilistic path finding and its
implementation detail are discussed here. Java applets for visualization of algorithms and
web pages are include on the CD.
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Cílem této bakalářské práce je přiblížit metody nalezení cesty neholonomického a pružného
robota zejména pomocí pravděpodobnostních algoritmů.
V první části této bakalářské práce vysvětluji pojem pravděpodobnostní algoritmy a
stručně seznamuji se základními představiteli těchto algoritmů. Pak popisuji užití pravděpo-
dobnostních algoritmů při hledáni cesty pro robota typu auto a pružné objekty. V posledních
kapitolách je popsána implementace Java appletu, který je také součástí této bakalářské
práce.
1.1 Pravděpodobnostní algoritmy
Pokud potřebujeme najít cestu robota ve spojitém prostoru a k tomu předem známe roz-
místění překážek, nejvhodnější metodou jak naplánovat cestu robota jsou pravděpodob-
nostní algoritmy. Existují i jiné algoritmy pro hledání cesty robota ve známém prostoru, ale
jedině pravděpodobnostní algoritmy (PA) lze použít jak pro hledání cesty v jednoduchém
prostoru tak i pro komplikované hledání ve vícedimenzionálním prostoru u robotů s více
stupni volnosti.
Pravděpodobnostní algoritmy fungují na základě náhodného navzorkování spojitého
prostoru a jejich následného pospojování do grafu nějakým základním deterministickým
algoritmem (např. Dijkstrovým 6.2.1). Výpočet hledání cesty se odehraje před pohybem
robota, proto se pravděpodobnostní algoritmy někdy označují jako oﬄine algoritmy.
PA jsou tzv. pravděpodobnostně úplné, což znamená, že pokud existuje řešení , algorit-
mus jej vždy s určitou pravděpodobnosti najde – tedy čím déle necháme algoritmus běžet,
tím je větší šance, že najde řešení.
1.2 Použití pravděpodobnostních algoritmů
Pravděpodobnostní algoritmy mají velmi široké pole použití a dají se použít pro všechny
roboty, jež se pohybují ve známém stavovém prostoru.
V trojrozměrném prostoru jsou typickým využitím PA robotická ramena u výrobních
linek (Obrázek 1.1). Ty mají často velmi mnoho stupňů volnosti – v takovém případě každý
stupeň volnosti robota reprezentujeme jako další rozměr prostoru, takže PA jsou pro takové
úlohy velmi vhodné.
Ve dvourozměrném prostoru se PA využívají pro řízení pohybu robota, ať už se jedná
o neholonomické (např. robot typu auto) nebo holonomické (všesměrové) roboty. Lze také
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Obrázek 1.1: PA se často používají pro plánování pohybu robotických ramen, na obrázku
je robotická ruka s pěti stupni volnosti [4].
zahrnout dynamiku pohybu při využití tzv. control based algoritmů.
Významným přínosem PA je zarovnávání (dokování) objektů. Příkladem může být za-
chycení družice na oběžné dráze pomocí robotického ramena raketoplánu a následné uložení
družice do nákladového prostoru.
Další oblasti, kde se PA využívá, jsou biochemie (při zkoumání molekulárních struktur,
Obrázek 1.2), rozpojovací úlohy (typický příklad jsou dětské hlavolamy), k řízení několika
robotů zároveň, manipulace s deformovanými objekty a podobně.
Obrázek 1.2: PA se využívá i v jiných oblastech než je robotika, příkladem může být model
molekul znázorněný na obrázku – pohyblivé části jsou naznačené šipkami [5].
4
1.3 Rozdělení pravděpodobnostních algoritmů
Základní rozdělení pravděpodobnostních algoritmů je podle toho, zda jimi vytvořený graf
zachycující daný prostor můžeme využít opakovaně – tedy k hledání cesty mezi různými
body:
• Jednodotazové (2.1) – algoritmus vytváří graf mezi dvěma konkrétními body v pro-
storu a tento graf nelze použít k opakovanému hledání mezi jinými dvěma body. Patří
zde RRT a EST.
• Vícedotazové (2.2) – algoritmus nejprve vytvoří graf (síť bodů, roadmapu) zachycu-
jící daný prostor a pomocí tohoto grafu lze opakovaně hledat cestu mezi libovolnými
dvěma body prostoru. Patří zde PRM a jeho modifikace.
• Kombinované (2.3) – do této kategorie patří algoritmus SRT, který stojí na pomezí
výše dvou zmiňovaných, protože jej lze využít k opakovanému vyhledávání mezi li-
bovolnými dvěma body prostoru, ale může být rychlejší než jednodotazovací a navíc
jednodotazové algoritmy sám interně využívá. SRT je obecně nejvýkonnějším algorit-
mem.
I když jsou mezi konkrétními algoritmy rozdíly a také záleží na prostoru, ve kterém
pracují, lze obecně říci, že jednodotazové algoritmy bývají rychlejší pro nalezení cesty mezi
dvěma konkretními body prostoru, ale pokud chceme prostor prohledávat opakovaně, je
lepší zvolit vícedotazové algoritmy, kterým sice trvá delší dobu vytvoření grafu, ale při





Následující kapitola stručně popisuje základní rozdělení pravděpodobnostních algoritmů a
seznamuje s představiteli každé skupiny.
2.1 Jednodotazové PA
Jednodotazové pravděpodobnostní algoritmy vytváří graf mezi dvěma konkrétními body
v prostoru a tento graf nelze použít k opakovanému hledání mezi jinými dvěma body.
Představiteli této skupiny jsou algoritmy RRT a EST.
2.1.1 RRT (Rapidly - Exploring Random Trees)
Algoritmus RRT je jednodotazový algoritmus, kdy v první fázi vytváří dva stromy Tinit a
Tgoal, jejichž kořeny jsou ukotvené ve startovacím (qinit) a cílovém (qgoal) bodě. Oba stromy
se budují zároveň. Z volného konfiguračního prostoru vygenerujeme náhodný bod qrand.
K němu pak pomocí vzdálenostní funkce najdeme nejbližší bod stromu (qnear), s kterým
právě pracujeme, od něj si pak ve vzdálenosti step size vytvoříme nový uzel qnew. Pokud
cesta mezi qnew a qnear nekoliduje s žádnou překážkou, přidáme bod qnew a jeho hranu do
stromu.
RRT končí ve chvíli, kdy se podaří spojit oba stromy. Protože kořeny stromů jsou
umístěny v počátečním a koncovém bodě je jisté, že hledaná cesta existuje. Spojování
stromů můžeme zkoušet pro každý nový bod qnew, a to s kterýmkoliv bodem stromu, nebo
můžeme použít nějaký ze specifických algoritmů např. Connect RRT (Algoritmus 2.1.3).
2.1.2 EST algoritmus (Expansive - Spaces Trees)
EST pracuje podobně jako RRT algoritmus, se stromem ukotveným v počátečním a u dvou-
stromové verze i v cílovém bodě. Pomocí pravděpodobnostní funkce vybereme už existující
bod grafu a snažíme se ho spojit s náhodným bodem z jeho okolí, pokud se nám to povede
přidáme ho do grafu, pokud ne zkoušíme to pro jiný bod z jeho okolí.
Na rozdíl od PRM se jedná o jednodotazový algoritmus, takže přidáváme do grafu jen ty
body, které se nám podařilo napojit a vyhneme se tím fázi budování grafu, který zachycuje
celý konfigurační prostor. Pokud tedy připojíme do jednoho stromu jak počáteční tak cílový
bod, je zaručené, že cesta bude nalezena.
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Algoritmus 2.1.1 Build RRT (Rapidly - Exploring Random Trees) algoritmus pro kon-
strukci stromů RRT.
Vstup:
q0: kořenový uzel stromu
n: maximální počet pokusů o rozšíření stromu
Výstup:
Strom T = (V,E), který má kořen q0 a maximalně n uzlů
1: V ← {q0}
2: E ← 0
3: for i = 1 to n do
4: qrand ← náhodně vybraná volná konfigurace
5: extendRRT(T , qrand)
6: end for
7: return T
Algoritmus 2.1.2 Extend RRT (Rapidly - Exploring Random Trees) algoritmus pro ex-
panzi RRT stromů.
Vstup:
Strom T = (V,E) (RRT Strom)
q: konfigurace, ke které bude strom expandovat
Výstup:
Nová konfigurace (uzel) qnew (ve směru bodu q), nebo NIL v případě neúspěchu
1: qnear ← nejbližší soused bodu q ze stromu T
2: qnew ← bod na úsečce qnear, q ve vzdálenosti stepsize od qnear
3: if qnew nekoliduje s překážkou then
4: V ← V ∪ {qnew}





Algoritmus 2.1.3 Connect RRT (Rapidly - Exploring Random Trees) algoritmus pro ex-
panzi RRT stromů.
Vstup:
Strom T = (V,E) (RRT Strom)
qrand: konfigurace, ke které bude strom expandovat
Výstup:
connected pokud se uzel q podaří napojit, jinak failure
1: repeat
2: qnew ← extendRRT(T , q)
3: until(qnew = q or qnew = NIL





Algoritmus 2.1.4 Build EST (Expansive - Spaces Trees) algoritmus pro konstrukci stromů
EST.
Vstup:
q0: kořenový uzel stromu
n: maximální počet pokusů o rozšíření stromu
Výstup:
Strom T = (V,E), který má kořen q0 a maximálně n uzlů
1: V ← {q0}
2: E ← 0
3: for i = 1 to n do
4: qrand ← volná konfigurace náhodně vybraná s pravděpodobností piτ (qrand)




Algoritmus 2.1.5 Extend EST (Expansive - Spaces Trees) algoritmus pro expanzi EST
stromů.
Vstup:
Strom T = (V,E) (EST Strom)
q: konfigurace ∈ V , ze které bude strom expandovat
Výstup:
Nová konfigurace (uzel) qnew v okolí bodu q, nebo NIL v případě neúspěchu
1: qnew ← náhodně vybraná volná konfigurace v okolí bodu q
2: if 4 (q, qnew) then
3: V ← V ∪ {qnew}




2.1.3 SBL algoritmus (Single - query, Bi-directional, Lazy – collison chec-
king)
Jedná se o jednodotazový algoritmus, který pracuje na podobném principu jako EST se
dvěma stromy. Jeho základní rozdíl oproti EST je v přidávání nových bodů do grafu, kdy
se nekontroluje kolize hran s překážkou, takže jsou do grafu přidávány i body, které leží
mimo volný konfigurační prostor. Vyhodnocování kolize hran s objekty se řeší až na konci
a pouze u těch hran, které jsou součástí hledané cesty. Tím se ušetří spoustu výpočetních
prostředků, které by jinak zabraly vyhodnocování všech hran[6].
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2.2 Vícedotazové PA
Vícedotazové pravděpodobnostní algoritmy nejprve vytvoří graf (síť bodů, roadmapu) za-
chycující daný prostor a pomocí tohoto grafu lze opakovaně hledat cestu mezi libovolnými
dvěma body prostoru. Patří zde PRM a jeho modifikace.
2.2.1 PRM algoritmus (probabilistic roadmaps)
PRM je základní pravděpodobnostním algoritmem, který dobře ilustruje principy PA a
existuje velké množství jeho modifikací a vylepšení. Je vhodný pro vícerozměrné problémy
(roboti s více stupni volnosti, ve své základní podobě až pro 12 stupňů volnosti). PRM
pracuje ve dvou fázích:
Vytvoření grafu (učící fáze)
Náhodně vybíráme konfigurace z volného konfiguračního prostoru a přidáváme je do grafu
G = (V,E), kde V (uzel) je konfigurace robota v prostoru a E je hrana (cesta) nekolidující
s překážkami. Tento graf by měl co nejlépe zachycovat volný konfigurační prostor, aby v něm
bylo možné v další fázi vyhledávat.
Algoritmus 2.2.1 PRM (probabilistic roadmaps) Algoritmus pro konstrukci grafu.
Vstup:
n: počet uzlů, kolik má mít graf po provedení algoritmu
k: počet sousedních uzlů určných pro napojení
Výstup:
Graf G = (V,E)
1: V ← 0
2: E ← 0
3: while| V |< n do
4: repeat
5: q ← náhodná konfigurace z C
6: until q je volná konfigurace
7: V ← V ∪ {q}
8: end while
9: for all q ∈ V do
10: Nq ← k nejbližších sousedů podle vzdálenostní funkce dist
11: for all q′ ∈ Nq do
12: if(q, q′) 6∈ E and 4(q, q′) 6= NIL then




Na volbě n (počet bodů grafu) a k (počet nejbližších bodů) závisí úspěšnost pokrytí kon-
figuračního prostoru. Pokud zvolíme tyto hodnoty příliš nízké, algoritmus bude výpočetně
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méně náročný, ale nemusí najít cestu. Naopak při vyšších hodnotách výpočet trvá déle, ale
pravděpodobnost nalezení cesty je vyšší.
Vyhledání cesty (dotazovací fáze)
Protože se jedná o více dotazový algoritmus, hledání cesty může proběhnout vícekrát. Nej-
prve se snaží počáteční (qinit) a cílový (qgoal) bod napojit do grafu vytvořeného v první fázi
a poté proběhne samostatné vyhledání cesty, například Dijkstovím algoritmem. Pokud do-
jde k napojení počátečního a cílového bodu, neznamená to, že algoritmus vždy najde cestu,
body můžou byt připojeny k různým komponentám a v takovém případě cestu nenajde [6].
Algoritmus 2.2.2 Algoritmus pro nalezení cesty v grafu PRM (probabilistic roadmaps).
Vstup:
qinit: počáteční konfigurace robota
qgoal: cílová konfigurace robota
k: počet sousedních uzlů určných pro napojení
G = (V,E): Graf vytvořený algoritmem výše
Výstup:
Cesta z qinit do qgoal
1: Nqinit ← k nejbližších sousedů uzlů qinit z V podle vzdálenostní funkce dist
2: Nqgoal ← k nejbližších sousedů uzlů qgoal z V podle vzdálenostní funkce dist
3: V ← V ∪ {qinit} ∪ {qgoal}
4: q′ ← nejbližší sousední uzel uzlu qinit vybraný z Nqinit
5: repeat
6: if4 (qinit, q′) 6= NIL then
7: E ← E ∪ (qinit, q′)
8: else
9: q′ ← další sousední uzel uzlu qinit vybraný z Nqinit
10: end if
11: until uzel qinit byl úspěšně napojen nebo Nqinit je prázdný
12: q′ ← nejbližší sousední uzel uzlu qgoal vybraný z Nqgoal
13: repeat
14: if4 (qgoal, q′) 6= NIL then
15: E ← E ∪ (qgoal, q′)
16: else
17: q′ ← další sousední uzel uzlu qgoal vybraný z Nqgoal
18: end if
19: until uzel qgoal byl úspěšně napojen nebo Nqgoal je prázdný
20: P ← nejkratší cesta z qinit do qgoal pomoci G







Kombinované pravděpodobnostní algoritmy stojí na pomezí jednodotazových a vícedotazo-
vých PA, protože jej lze využít k opakovanému vyhledávání mezi libovolnými dvěma body
prostoru, ale může být rychlejší než jednodotazovací PA. Do této skupiny patří algoritmus
SRT.
2.3.1 SRT algoritmus (Sampling - Based Roadmap of Trees)
SRT algoritmus stojí na pomezí mezi jednodotazovacími a vícedotazovacími algoritmy.
Snaží se o vytvoření grafu, přičemž při jeho tvorbě se jako spojovací funkce využívají
jednodotazovací algoritmy. Jakmile je jednou vytvořen graf, je možné jej použít pro něko-
likanásobné hledání, ale je možné ho použít i pro jeden dotaz (v některých případech může
být rychlejší než jednodotazovací algoritmy).
Algoritmus 2.3.1 Connect SRT (Sampling - Based Roadmap of Trees) algoritmus pro pro-
pojení stromů.
Vstup:
VT : seznam všech stromů
k: počet nejbližších sousedních stromů určných pro napojení
r: počet náhodných stromů určených pro napojeni
Výstup:
Graf GT = (VT , ET ) složený ze stromů
1: ET ← 0
2: for all Ti ∈ VT do
3: NTi ← k sousedních a r náhodných stromů z VT stromu Ti
4: for all Tj ∈ NTi do
5: if Ti a Tj nejsou součástí jedné komponenty grafu GT then
6: merged = FALSE
7: Si ← seznam náhodně vybraných bodů z Ti
8: for all qi ∈ Si and merged = FALSE do
9: qj ← bod z Tj nejbližší z bodů qi
10: if 4 (qi, qj) then
11: ET ← ET ∪ {(Ti, Tj)}
12: merged = TRUE
13: end if
14: end for
15: if merged = FALSE and MergedTrees(Ti, Tj) then





Nejprve vygenerujeme, pomocí některé vzorkovací funkce, n bodů ve volném konfigura-
čním prostoru. Do každého z těchto bodů umístíme kořen stromu T1 . . . Tn, ty pak přidáme
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do grafu GT a u každého stromu provedeme l pokusů o jeho rozšíření pomocí některého
jednodotazovacího algoritmu. Poté se snažíme propojit jednotlivé stromy rychlým spojova-
cím algoritmem, v případě neúspěchu pak použijeme algoritmus pro spojování dvou stromů
např. Connect SRT.
Pro vyhledání cesty pak stačí napojit počáteční a cílový bod ke grafu. Pokud je počáteční




Prostor, ve kterém se robot pohybuje a vykonává úkoly, se nazývá pracovní prostor W .
Pracovní prostor lze definovat jako n-rozměrný Euklidovský prostor
W = IRn, kde n = 2, 3.
V pracovním prostoru se mohou vyskytovat neprůchozí objekty, překážky O. Aby bylo
možné matematicky popsat pozici a orientaci robota v pracovním prostoru, byl zaveden
pojem konfigurační prostor C (configuration space).
3.1 Konfigurační prostor (C - space)
Pro účely plánování činnosti můžeme robota chápat jako systém, který se vždy nachází
v určitém stavu. Konfigurační prostor, nebo C-space, je pak množina všech přípustných
stavů tohoto robota.
R (x, y) =
{(
x′, y′
) | (x− x′)2 + (y − y′)2 ≤ r2} .
A můžeme vidět, že dva parametry x a y stačí pro přesné určení konfigurace tohoto
kruhového mobilního robota. Protože pro určení konfigurace nám stačí dva parametry,
jedná se o dvojdimenzionální konfigurační prostor.
3.2 Volný konfigurační prostor (Cfree)
Protože konfigurační prostor obsahuje i konfigurace, kdy robot koliduje s překážkami, je
užitečné definovat konfigurace, kdy tyto kolize s překážkami nastanou. Konfigurační prostor
překážek COi pak lze definovat jako
COi =
{





Potom volný konfigurační prostor je prostor všech konfigurací, které nekolidují s žádnou








Aby plánování mohlo být úspěšné, musí start i cíl náležet volnému konfiguračnímu pro-
storu. Prostřednictvím konfiguračního prostoru redukujeme úlohu plánování robota na plá-
nování pohybu bodu uvnitř robotova volného konfiguračního prostoru.
Pro shrnutí lze říci, že konfigurační prostor je tedy n dimenzionální prostor, kde n je
počet parametrů, které jednoznačně definují pozici/konfiguraci robota [2].
Obrázek 3.1: Je ukázán převod pracovního prostoru (v horní části obrázku) na konfigurační





Všechny pohyblivé roboty lze rozdělit podle toho, zda se z daného místa mohou pohybovat
do všech směrů nebo pohybovat nemohou. Příkladem holonomického robota je všesměrový
kruhový robot, příkladem neholomického robota je robot typu auto, jehož pohyb je omezen
natočením předních kol.
4.1 Robot typu auto
O neholonomických systémech by se dala napsat spousta knih, proto tato práce bude pře-
devším pojednávat o neholonomickém robotu typu auto. Jeho kinematický model vidíte
na obrázku. Polohu středu mezi zadními koly určují souřadnice (x1, x2), řídící úhel je dán
úhlem x3 a orientace automobilu určuje úhel x4. Aby bylo zajištěno, že nedochází k pro-
kluzu kol, každé z předních kol musí být kolmé k přímce, která vede ze středu kol a končí
v otočném středu auta (”rotation center“ na obrázku). Proto je x3 měřen ve ”virtuálním“
kolečku mezi předními koly. L je pak rozvor mezi nápravami.
Obrázek 4.1: Kinematický model auta s minimálním úhlem zatáčení [2].
Jestli u2 je rychlost natáčení úhlu x3 a u1 je rychlost auta, měřená mezi zadními koly
uprostřed, můžeme pak tento řídicí systém popsat jako:
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Většinou je úhel natočení (x3) omezen na −y < x3 < y, y ∈ (0, pi/2) s tím, že minimální
poloměr natáčení auta rmin = L/ tan−1 y.
Pro tyto modely aut vyplývá následující důležitý důsledek: existuje-li volná cesta z qstart
do qgoal pro auto pohybující se bez jakéhokoliv neholonomického omezení, a pokud každá
konfigurace cesty náleží volnému konfiguračnímu prostoru, pak existuje volná cesta i pro
auto s omezením pohybu.
4.2 Plánování cesty pro nonholonomické roboty typu auto
Probíhá ve třech krocích:
1. Vyhledá cestu pro auto bez nonholonomických omezení. K tomu se může využít něk-
terý z PA algoritmu.
2. Transformuje vyhledanou cestu z kroku 1 do cesty splňující nonholonomické omezení
za použití CAR Grid Search plánovače a Reeds - Shepp křivek popsaných níže.
3. Optimalizace cesty.
Add 2. Transformace je možná jen tehdy, pokud se cesta v prvním kroku nedotýká žádné
překážky. Z prvního kroku dostaneme krok s ∈ [0, 1], kde q (0) je počáteční konfigurace a
q (1) je konečná konfigurace. Pomocí vyhledávací tabulky Reeds - Shepp křivek, vyhledáme
nejkratší cestu propojení q (0) a q (1). Pokud je nalezená cesta bez kolizí, tak jsme našli
nejkratší trasu. Pokud není cesta bez kolizí, interval [0, 1] se rozdělí na dvě stejné části a
výpočet nejkratší cesty se provede mezi q (0) a q (1/2), a mezi q (1/2) a q (1). Pokud je
některá z těchto cest v kolizi, rozděluje se interval znovu a pokračuje se rekurzivně, dokud
cesta nebude nalezena.
4.3 Reeds - Shepp křivky (Reeds - Shepp curves)
Reeds a Shepp ukázali, že optimální cesta musí být jedna z diskrétní a vypočitatelné sady
cest. Každý člen této sady se skládá ze zřetězení přímky a oblouku kružnice s nejmenším
poloměrem zatáčení auta. Jestli C označuje oblouk kružnice, S představuje rovnou část
(přímku) a | označuje vrchol (místo, kde auto mění svůj směr na opačný), optimální cesta
je potom zaručeně obsažena v následující sadě cest:










Dolní index a značí úhel oblouku α. Jedna nebo více častí může mít nulovou délku. Na
obrázku jsou ukázány tři Reeds-Shepp křivky.
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Obrázek 4.2: Ukázka třech vybraných Reeds-Shepp křivek.
4.4 Plánování na mřížce (Grid Search)
Barraquand and Latome vyvinuli jednoduchý plánovač pro auta pohybující se v uzavřené
(obvykle obdélníkové) části plochy. Definují šest akcí pro auta L±, R±, S±, pro zatáčení
celou cestu do leva, zatáčení celou cestu do prava, nebo směr přímo, s dolními indexy
”+“ a ”−“ pro rozlišení rychlosti v před a pozpátku. Pseudokód je níže v algoritmu
CAR Grid Search (Algoritmus 4.4.1).
Plánovač udržuje strom T s konfiguracemi dosažených při hledání, a seznam OPEN
s ukazateli na konfigurace ve stromu T , jejichž následovníci ještě nebyli vytvořeni. Ukazatele
v seznamu OPEN jsou uloženy podle nákladu na cestu do sousedních konfigurací. Tento
plánova začíná tím, že vytvoří počáteční konfiguraci qstart a tu přidá, jako kořen do stromu
T . Pak inicializuje seznam OPEN s ukazatelem na tuto konfiguraci. V hlavní smyčce se
jako první vyhledá v seznamu OPEN ukazatel na konfigurace s nejnižší cennou (ta je první
v pořadí) a inicializuje se, poté se z OPEN odstraní. Další konfigurace jsou generovány
integrací každého pohybu vpřed a každá nová nekolizní konfigurace je přidána do stromu T
se záznamy o pohybu, přičemž je zde i ukazatel na předchozí konfiguraci. Ukazatele na nové
konfigurace se pak uloží do seřazeného seznamu OPEN. Tato smyčka se neustále opakuje,
dokud nenastane jedna z následujících podmínek: (1) seznam OPEN se stane prázdným,
nebo počet uzlů ve stromě T přesáhne uživatelem stanovenou hodnotu, což naznačuje chybu
ve vyhledávání. Nebo (2) Plánovač dosáhne hledané konfigurace qgoal v oblasti C (qgoal).
Všimněte si, že plánování není přesné, protože jen nalezne cestu k okolí cíle.
Při počítání ceny cesty, se bere v úvahu počet kroků při pohybu, počet změn směru
řízení a počet vrcholů (mezi rychlosti vpřed a zpět).
Plánovač vyřazuje cesty, které kolidují s nějakou překážkou. Jednoduchý přístup jak
kontrolovat kolize auta s překážkami je obklopit auto diskem a jen kontrolovat kolizi disku
s překážkami na konci každého kroku. Disk by měl být dostatečně velký, aby bylo možné
nalézt všechny kolize, i za cenu, že některé cesty přes úzké mezery by mohly být vyřazeny.
Plánovač také vyřazuje konfigurace, které jsou dost blízko konfigurace, ze které už byly
potomci vygenerování. Dvě konfigurace jsou považovány za dostatečně blízké, pokud obě
zabírají jednu buňku z deklarované mřížky na konfiguračním prostoru.
Výhodou je, že pokud je velikost kroku dostatečně malá, tento plánovač vždy najde
cestu, pokud existuje. Vyhledaná cesta bude nejvýhodnější podle uživatelsky definované
nákladové funkce a velikosti kroku. Tento plánovač běží nejrychleji v přeplněném prostoru,
protože překážky ořežou vyhledávací strom.
Nevýhodou tohoto plánovače je, že není přesný. Plánovač nalezne cestu jen do blízkosti
cíle, ne přesně na cíl. Také může být pomalý v otevřených prostorech s málo překážkami
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Algoritmus 4.4.1 Algoritmus CAR Grid Search [2].
Vstup:
qstart: počáteční konfigurace
C (qgoal): cílová oblast
Výstup:
Cesta z qstart do C (qgoal) nebo Failure
1: Inicializovat strom T a seznam OPEN počáteční konfigurací qstart
2: while OPEN není prázdná and size(T ) < MAXTREESIZE do
3: q ← první z OPEN, odstraň z OPEN
4: if q ∈ C (qgoal) then
5: Ohlas SUCCESS, a navrať cestu
6: end if
7: if q není blízko předtím obsazené konfigurace then
8: obsadit q
9: for all akce v {L±, R±, S±} do
10: urči novou konfiguraci qnew
11: if cesta do qnew je bez kolizí then
12: qnew se stane následníkem q v T
13: Vypočítat cenu cesty k nové konfiguraci qnew






v důsledku exponenciálního růstu vyhledávacího stromu T [2] [7].
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Obecně se návrh plánování cesty pro flexibilní objekty skládá ze tří fází:
• Mechanický model – Mechanický model určuje, jakým způsobem se objekt chová,
když na něj působí nějaká vnější síla. Příkladem takového objektu může být elastická
deska, která je znázorněna na obrázku níže.
• Geometrická reprezentace – Problém u prostorových pružných objektu je, že kon-
figurační prostor je obvykle nekonečně dimenzionální. Cílem geometrické reprezentace
je popsat zjednodušeně objekt a tím snížit nekonečně dimenzionální prostor na nějaký
n dimenzionální.
• Plánování cesty – Jakmile mechanický a geometrický model jsou vybrány, můžeme
určit deformaci objektu a jeho omezení. Až budeme vědět, jak vytvářet deformo-
vané konfigurace, můžeme plánovat cestu s použitím nějakého pravděpodobnostního
plánovače.
Obrázek 5.1: Na obrázku je ukázána elastická destička, prostrkována mřížkou. Aby mohla
vůbec projít musí změnit svůj tvar [8].
Při klasickém problému plánování cesty se robot skládá z množství pevných objektů pro-
pojených klouby. Konfigurační prostor takového systému je konečně - rozměrný. Pro holo-
nomický systém jako je robotická ruka (rameno)je stupeň volnosti dán počtem jeho kloubů,
takže jakýkoliv pohyb ve volném konfiguračním prostoru je proveditelný.
Zatím co při plánování cesty pro pružné objekty může být konfigurační prostor neko-
nečně dimenzionální. Proto deformace pružného objektu v této práci bude řízena jen pod-
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množinou bodů objektu. A objektu není dovoleno, aby se dostal do kontaktu s prostředím,
překážkou nebo gravitací, která může deformovat objekt.
5.1 Elasticita
Elasticita je jedním nejčastějším druhem mechanického modelu v reálném světě a úzce
souvisí s obnovením objektu po deformaci (při plánování je rozumné předpokládat, že tvar
objektu nebude ovlivněn na konci ”zpracování úkolu“).
Elasticita je vlastnost materiálu objektu. Pro každý bod x ∈ V0 jej definuje skalární
funkce ψ nazývaná hustota elastické energie (Hustota elastické energie je energie na jed-
notku objemu). Ta závisí pouze na lokální deformaci e (x) v x. Integraci této energické





ψ (x, e (x)) dx.
Proměnná x z funkce ψ říká, že materiál nemusí být homogenní, a že vztah mezi místní
deformaci a hustotou elastické energie se může lišit uvnitř materiálu.
Obrázek 5.2: Pružnost materiálu [8].
5.2 Homogenní izotropní lineární elastický materiál (Homo-
geneous Isotropic Linear Elastic Material)
Je to materiál, který se velmi často používá pro modely v mechanice, protože dokonale
popisuje materiály, jako jsou kovy nebo kompozitní materiály. Pro tyto materiály je hustota
elastické energie uvedena v následující rovnici:
ψ (e) =
Ev
2 (1 + v) (1− 2v)(tre)
2 +
E
2 (1 + v)
tre2.
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Kde tr je operátor stopy. E a v se nazývají Young modul a Poisson koeficient(závisí na
materiálu objektu). Tyto konstanty jsou známé pro velké množství materiálů.
Hlavní vlastností pružných objektu je, že po deformaci inklinuje zpět k obnovení jeho
původního tvaru. Nedeformovaný objekt má nulovou elastickou energii.
5.3 Definice některých důležitých pojmů
5.3.1 Manipulační omezení
Existují - li manipulační omezení m, pak značíme Cm ⊂ C podmnožinu konfigurací vyho-
vující:
∀x ∈ V p0 , ϕq (x) = Xm (x) .
Cm se nazývá podprostor konfigurací vyhovujících m.
5.3.2 Stabilní vyvážené konfigurace (Stable Equillibrum Configurations)
Konfigurace vyhovující manipulačním omezením m ∈M , je stabilní vyvážená konfigurace,
pokud je lokální minimum elastické energie nad podprostorem Cm konfigurace vyhovující
m.
5.3.3 Přípustná konfigurace
Pokud použijeme velkou deformaci na pružný materiál, tvar objektu se liší před a po de-
formaci. Vztah mezi lokální deformací pole a hustotou elastické energie je různý před a po
deformaci. Energie v dalších konfiguracích není nulová, kvůli vnitřnímu omezení objevují-
címu se v materiálu. Tento jev se obecně nazývá elastoplasticita. Pokud se chceme vyhnout
deformaci, která ovlivní počáteční stav, zavádíme limit pružnosti pro materiál.
Přípustná konfigurace se nazývá konfigurace q, pro které e (x) je limit pružnosti pro
nějaké x ∈ V0.
5.3.4 Plánovací problém
Nechť Cfree je volný konfigurační prostor pružného objektu a q1 a q2 jsou dvě stabilní
rovnovážné konfigurace. Potom křivka (cesta) Γ (s) ∈ Cfree, s ∈ [0, 1] spojující q1 a q2
existuje, pokud jsou splněny následující podmínky:
• Manipulovatelnost – každá konfigurace podél cesty splňuje předepsané manipula-
ční omezení, ∀s ∈ [0, 1] , ∃m ∈M,Γ (s) ∈ Cm,
• quasi - staticity – ∀s ∈ [0, 1] ,Γ (s) je stabilní rovnovážná konfigurace, a




V této kapitole popisuji některé zvolené algoritmy, které nebyly zmíněny v teoretické části,
zdůvodňuji svá rozhodnutí, snažím se poukázat na použité ”technické“ rozdíly mezi pruž-
nými a neholonomickými objekty.
6.1 Vzorkování náhodných bodů z konfiguračního prostoru
Základem každého pravděpodobnostního algoritmu je vzorkovací funkce, která udává, jak
dobře bude pokryt konfigurační prostor a ve velké míře rozhoduje o úspěchu nalezení či
nenalezení cesty.
Pro generování náhodných konfigurací jsem zvolil obyčejné generování náhodných x y
souřadnic hodnot bodu s rovnoměrným rozložením pravděpodobnosti. Body jsou genero-
vány z rozsahu, který je daný hranicemi prostoru. Pro každý vygenerovaný bod se testuje,
zda leží nebo neleží na překážce. U pružných objektů testuji, jestli se nedá objekt zdefor-
movat, natočit a vyhnout se tak kolizi s překážkou (pak tyto ”deformované“ konfigurace
jsou v appletu znázorněny modrou barvou). Protože flexibilní objekt reprezentuje elipsa,
beru v potaz jen úhly mezi 0◦ - 180◦, čímž se vyhnu duplicitním konfiguracím.
Holonomický objekt typu auto, je reprezentován jako obdélník. Pro testování jeho kolizí
s překážkami je obklopen kružnicí o průměru úhlopříčky auta. Tím je zajištěno, že auto
může přijet z kterékoliv okolní nekolizní konfigurace oběma směry (v před, zpátečka). V ap-
pletu zobrazené konfigurace nepředstavuji střed auta (jak je tomu u pružných objektů),
ale střed mezi zadními koly (v tomto bodě se auto natáčí podle rotačního středu). Protože
se u pružných objektů předpokládá, že budou procházet tzv. úzkými průchody (narrow
passages) – vzniká mezi překážkami, které jsou blízko sebe. Je pro jejich lepší pokrytí kon-
figuracemi použit filtrovací algoritmus RBB (Algoritmus 6.1.1). Využívá tzv. ”most“, což je
úsečka mezi dvěma konfiguracemi, kdy obě jsou kolizní konfigurace a uprostřed mezi sebou
mají třetí bod ve volném konfiguračním prostoru. RBB algoritmus tedy vygeneruje dva
náhodné body, pokud oba leží na překážce a středový bod mezi nimi leží, mimo překážku
přidá bod do grafu. Dále je ještě použit algoritmus OBPRM, který se snaží přidávat body
na okraji překážek do grafu.
Při generování bodů s rovnoměrným rozložením pravděpodobnosti v JAVE vznikaly
shluky bodů. Abych se vyhnul problémovým shlukům bodů, přidal jsem do vzorkovací
funkce ”mřížku“, která rozdělí celý konfigurační prostor na ”políčka“ a každému políčku je
přiděleno číslo, které udává, kolik maximálně konfigurací se může do políčka vygenerovat.
Aby nedošlo k zacyklení, způsobené množstvím překážek nebo nevhodným zvolením para-
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Algoritmus 6.1.1 Algoritmus RBB [6].
1: repeat
2: náhodně vyber x z konfig. prostoru C s rovnoměrným rozložením pravděpodobnosti
3: if x 6∈ Cfree then
4: náhodně vyber x′ z okolí x pomocí pravděpodobnostní funkce λx
5: if x′ 6∈ Cfree then
6: p← bod ve sředu úsečky x, x′
7: if p ∈ Cfree then




metrů, přidal jsem parametr pro maximální počet po sobě jdoucích konfiguraci nepřidaných
do grafu, při jeho překročení se vzorkovací funkce ukončí (mřížka a její parametry se dají
nastavit přímo v appletu).
6.2 Spojování konfigurací
Po navzorkováni konfiguračního prostoru následuje spojování jednotlivých konfigurací, což
probíhá ve třech krocích:
• Nalezení okolních nekolizních bodů – pro pružné a neholonomické objekty se
tato část nijak významně neliší.
• Spojovaní dvou konfiguraci – u neholomických objektů tahle část probíhá dvakrát
– jednou při hledání holonomické cesty a podruhé při převodu na cestu neholomickou.
• Optimalizace (vyhlazování) cesty – využívám jen u neholonomických objektu.
6.2.1 Hledání souseda
Při hledání nejbližších okolních bodů využívám metodu prostého měření vzdálenosti jednot-
livých bodů – změříme vzdálenost od právě vybrané konfigurace ke všem ostatním konfigu-
racím a zapamatujeme si přitom n nejbližších konfigurací (kolik sousedů si má zapamatovat
se v appletu dá nastavit). Tato metoda je sice dost neefektivní, ale protože generovaných
konfigurací v appletu dosahuje řádově jen pár desítek, tak je více než dostačující.
Velkou roli zde hraje vzdálenostní funkce, rozhoduje o výběru nejbližších konfigurací a
také při nalezení nejkratší cesty v grafu. V prvním případě nám stačí spočítat euklidovskou






∣∣emb (q′)− emb (q′′)∣∣
Dist () je vzdálenostní funkce, emb () je euklidovská vzdálenost od počátku souřadné






∣∣X ′ −X ′′∣∣+ wr × f (R′, R′′)
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Kde |X ′ −X ′′| je euklidovská vzdálenost dvou konfigurací a f (R′, R′′) slouží k ohodno-
cení délky ujeté křivky, změny rychlosti (dopředu, zpět), síle použité deformace a podobně.
6.2.2 Spojování dvou konfigurací
Rozlišuji dva druhy způsobu spojování konfigurací:
• Spojování dvou konfigurací pro holonomické a pružné objekty.
• Spojování dvou konfigurací pro neholomické objekty
holonomické a pružné objekty
Tyto objekty se pohybují po přímkách, proto pro propojení dvou konfigurací stačí jednodu-
ché propojení úsečkou. Pro kontrolu, zda úsečka nekoliduje s překážkou, využívám spojovací
funkci rekurzivního dělení. Nejprve se úsečka mezi konfiguracemi q′ a q′′ diskretizuje na po-
sloupnost hodnot q1, q2 . . . qn. A to tak, že rozdělí úsečku na dvě stejné části a otestuje
prostřední bod na kolizi s překážkami. Pokud ke kolizi nedošlo, zavolá funkce rekurzivně
sama sebe pro obě nově vzniklé úsečky. Funkce končí ve chvíli, kdy dojde ke kolizi nebo
nově vzniklá úsečka je menší než stanovený krok (ten je defaultně nastaven na 4 pixely, což
je přesně tak, aby algoritmus nebyl přehnaně moc výpočetně náročný, ale aby také neunikly
kolizi malé překážky).
(a) inkrementální dělení (b) rekurzivní dělení
Obrázek 6.1: Ukázka dvou spojovacích funkcí – 6.1a inkrementální dělení nalezne překážku
až v pátém kroku, zatímco 6.1b rekurzivního dělení se o překážce dozví už ve třetím kroku
[1].
neholomické objekty
Pro spojování dvou konfigurací výsledné holomické cesty, používám Grid Search algoritmus
(který je popsán v teoretické části) a Reeds-Shepp křivky. Tento postup výrazně zjednoduší
výpočetní náročnost, protože mi stačí testovat (48 možných cest mezi dvěma body) jen na
výsledné sadě konfigurací a ne na všech v počátku vygenerovaných konfiguracích.
Reeds-Shepp auto je rozšíření Dubins auta, kdy auto může jet i v opačném směru (po-
zpátku). Pro popis využívá tohoto značení primitiv:
• C – označuje oblouk kružnice (místo, kde auto zatáčí)
• S – představuje rovnou část (místo, kde auto jede rovně)
26
• | – označuje vrchol (místo, kde auto mění svůj směr na opačný)
Potom výsledná cesta musí být obsažena v následující sadě cest:










Dolní index α značí úhel oblouku α, kdy jeho rozsah je od 0 do pi2 . Jedna nebo více částí
může mít nulovou délku. Kde α je různé od pi2 musí indexy α u jednotlivých primitiv na
sebe navazovat, proto jednotlivé indexy musí odpovídat následující tabulce (Obrázek 6.2):
Obrázek 6.2: Interval rozsahu parametrů pro každou Reeds-Shepp primitivu [7].
Pokud převezmeme stejné značení jaké je použito u popisu Grid Search algoritmu
(L±, R±, S±). Potom výsledné propojení dvou konfigurací musí odpovídat alespoň jedné
ze 48 následujících kombinací, na obrázku 6.4 je pak ukázána jedna z nich.
(a) holonomická cesta (b) neholonomická cesta
Obrázek 6.3: Ukázka převodu holonomické (6.3a) cesty na cestu neholonomickou (6.3b) [7].
Ukázka jak vypadá holonomická cesta je na obrázku 6.3a. A její jedna z možných trans-
formací na neholomickou cestu pro Reeds-Sheep auto je na obrázku 6.3b [7].
Optimalizace (vyhlazování) cesty
Optimalizaci cesty využívám jen u neholonomických objektů typu auto pro nalezení op-
timální holonomické cesty. Kdy se snažím výslednou cestu co nejvíce zjednodušit, aby
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Obrázek 6.4: 48 Reeds-Shepp křivek. Sussmann and Tang dokázali, že (L−R+L−)
(R−L+R−) nejsou potřeba, takže je možné použít jen 46 možných Reeds-Shepp křivek.






následná transformace na neholonomickou cestu byla co nejjednodušší. Čímž se zvyšuje
pravděpodobnost pro úspěšné nalezení výsledné neholomické cesty. I po úspěšné optima-
lizaci nemusí být transformační algoritmus úspěšný, při velkém nahuštění konfiguračních
bodů výsledné cesty, způsobené velkým množství a členitostí překážek, transformační algo-
ritmus výslednou neholomickou cestu nenajde.
Při optimalizaci využívám tzv. hladový přístup. Kdy se snažím spojovat všechny konfigu-
race od počáteční konfigurace směrem k cílové konfiguraci. Pokud nemůžu spojit konfiguraci
s žádnou jinou než s jejím následníkem, posunu se na následníka a pokračuji tak dlouho,
dokud nenarazím na cílovou konfiguraci.
6.2.3 Vyhledávání nejkratší cesty
Po pospojování jednotlivých konfigurací do grafu používám Dijkstrův algoritmus (Algo-
ritmus 6.2.1), což je asi jeden z nejznámějších algoritmů pro vyhledávání nejkratší cesty
v grafu. Jediným jeho omezením je nutnost kladných ohodnocení hran. Protože jednot-
livé hrany jsou ohodnoceny vzdálenostní funkcí, popsanou výše, která vždy navrací kladné
ohodnocení. Je jediný požadavek splněn.
Na počátku se všechny hodnoty v poli D nastaví na ∞, kromě počátečního vrcholu s,
o němž víme, že jeho vzdálenost je 0. Pak ohodnotíme všechny vrcholy spojené hranou,
pokud součet předchozích ohodnocení hran směrem k počátečnímu uzlu je menší, než je
hodnota ohodnocení uzlu, aktualizujeme uzel novou hodnotou a provedeme tzv. relaxaci.
Algoritmus končí ve chvíli, když dosáhne cílového uzlu t.
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Algoritmus 6.2.1 Dijkstrův algoritmus pro vyhledávání nejkratší cesty v grafu [9].
Označení:
S: množina vrcholů, ke kterým byly nalezeny cesty od počátečního uzlu
s: počáteční uzel
t: cílový uzel
V − S: ostatní vrcholy
D: pole nejlepších odhadů délky cest ke každému vrcholu grafu G
Pr: pole předchůdců
Inicializace:
Pro každý uzel v proveď {D [v] =∞;Pr [v] = 0; }
D [s] = 0
Algoritmus:
1: S = NULL
2: Q = vlož všechny vrcholy grafu
3: while not Empty(Q)
4: u = odstraň z Q prvek s nejnižším D [u]
5: S = S ∪ u
6: pro každý vrchol v ze seznamu následovníků vrcholu u proveď
7: {
8: // tzv. relaxace, zjišťujeme, zda můžeme vylepšit průběžný
9: // odhad nejratší cesty do V
10: // pokud procházíme uzlem u, u se stává předchůdcem v
11: if d [v] > d [u] + w [u, v] then
12: {
13: d [v] = d [u] + w [u, v]







V této kapitole bude popsáno základní uživatelské rozhraní appletů a jejich ovládání. Poté
bude následovat popis jednotlivých tříd, funkcí a vysvětlen jejich význam v implementaci.
V poslední řadě budou popsány konkrétní applety pro pružné a neholomické objekty.
7.1 Ovládání appletů a popis uživatelského rozhraní





Hlavní panel slouží k ovládání celého appletu a v první fázi nastavování konkrétních pa-
rametrů simulace. Skládá se ze dvou částí – ze samostatného hlavního ovládacího panelu
a malého podmenu, které se rozbalí po kliknutí na příslušné tlačítko na hlavním panelu.
Můžeme na něm nalézt následující akce pro výchozí nastavení apletu (všechny popsané akce
jsou společné pro oba typy vytvořených appletů, rozdílné funkce jsou pak popsané v jim
věnovaným podkapitolám):
• Defaultně – hned po spuštění se v podmenu dají nastavit rozměry robota, počet ge-
nerovaných konfigurací nebo počet vyhledávaných sousedů. Je zde také malé rolovací
okénko s výběrem několika předpřipravených map pro simulaci (s výběrem mapy se
některé hodnoty nastaví na svou výchozí hodnotu, ty pak lze opět libovolně měnit).
Do tohoto módu se dostanete vždy při ukončení níže popsaných akcí.
• Poloha Startu – pomocí této volby můžete změnit polohu startovacího bodu, úhel
natočení robota nebo jiné vlastnosti specifické pro daný typ robota. Vše lze nastavit
buď pomoci myši na simulační ploše, nebo vyplněním připravených textových polí.
Mód lze opustit kliknutím pravým tlačítkem na simulační plochu.
• Poloha Cíle – má stejnou funkci jak poloha Startu s tím rozdílem, že se nastavuje
cílová poloha robota. Mód lze opět opustit pravým tlačítkem na pracovní plochu.
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Obrázek 7.1: Uživatelské rozhraní appletu.
• Vytvoř překážku – zde můžete nakreslit překážku na simulační ploše. Klikáním
levým tlačítkem kdekoliv na simulační plochu vybíráte body, které tvoří rohy výsled-
ného polygonu. Poslední bod polygonu vyberete dvojklikem, čímž se i ukončí kreslící
mód. V případě, že chcete předčasně ukončit vytváření překážky klikněte pravým
tlačítkem na simulační plochu (v takovém případě se výsledný polygon nepřidá).
• Odstraň překážku – umožňuje smazat libovolnou překážku ze simulační plochy
kliknutím levým tlačítkem myši na příslušnou překážku. Pokud kliknete na průnik
dvou překážek, smažou se obě. Mód opustíte, pravým myšítkem.
• Nastavení PRM – zde nastavíte některé parametry PRM algoritmu, které nejsou
dostupné hned v podmenu při spuštění appletu. Hlavně to jsou vlastnosti týkající se
mřížky. Mód se opouští opět pravým tlačítkem myši.
Dále jsou popisovány akce sloužící k průchodu simulací:
• Další fáze – po kliknutí na tohle tlačítko se dostanete do další fáze simulace, pak se
simulace zastaví a čeká na další pokyny.
• Spustit vše – při této volbě všechny fáze simulace proběhnou postupně po sobě bez
toho, abyste cokoliv museli odklikávat.
• Restartovat – v kterékoliv fázi simulace máte možnost zmáčknout tlačítko Restar-
tovat a dostat se tak do první fáze simulace s výchozími parametry appletu.
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• Časový posuvník – slouží k zrychlovaní nebo zpomalování času simulace.
• Bez zpoždění – po zatrhnutí této volby nebude docházet vůbec k žádnému zpoždění
mezi jednotlivými výpočty. Všechny vzniklé prodlevy jsou pak způsobeny výpočetní
náročností právě prováděné operace.
• Stop – pozastaví probíhající simulaci v místě, kde se právě nachází.
• Start – pozastavenou simulaci opět spustí.
• Přidej bod – pokud jste nespokojeni s automaticky vygenerovanými konfiguracemi,
můžete přidat další tímto tlačítkem. Mód opustíte kliknutím levým tlačítkem na si-
mulační plochu.
• Odstraň bod – po kliknutí v tomhle módu na kteroukoliv vygenerovanou konfiguraci
se konfigurace odstraní z grafu. Mód opustíte levým myšítkem.
• Nový průjezd – v poslední fázi při této volbě můžete zopakovat průjezd robota po
nalezené výsledné cestě.
7.1.2 Simulační plocha
Ve střední části appletu do modra zbarvená se nachází simulační plocha. Vykresluje vše,
co se v každé fázi simulace děje. Překážky mají oranžovou barvu, stejně tak vygenerované
konfigurace. Poslední generovaná konfigurace má barvu červenou. Hrany jsou bílé. Výsledná
cesta pak zelenočervená. Startovací konfigurace je zbarvená červeně, cílová zeleně.
7.1.3 Stavová lišta
Zobrazuje přehledně aktuální informace o stavu simulace, nebo poskytuje informace o na-
stavení a ovládání appletu.
7.2 Hierarchie tříd
Všechny třídy naprogramované během této bakalářské práce lze rozdělit do následujících
kategorií:
• Jednotlivé applety – jedná se o třídy zděděné od třídy ZakladniApplet a slouží
pro spouštění jednotlivých appletu pro pružné a neholomické objekty. Patří zde třídy
FlexApplet a NeholomApplet
• Základní applet – do této třídy patří třída ZakladniApplet, která tvoří kostru ce-
lého appletu a spojuje všechny třídy do jedné. Od této třídy se mohou dědit další
modifikace tohoto appletu.
• Simulační třída – jedná se o třídu, která řídí chod celé simulace. Jsou v ní definované
jednotlivé fáze jak pro pružné tak neholonomické objekty. Patří zde třída Simulace,
která je potomkem třídy MapaCesty. Třída Simulace je spouštěna jako vlákno, které
se uspává po každé provedené fázi. Probuzení se automaticky provede po kliknutí na
tlačítko další fáze nebo spustit vše (v některých částech simulace lze simulaci spustit
a pozastavit tlačítkem Start/Stop). Současný stav simulace se pak zobrazuje pomocí
informativních tříd.
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Obrázek 7.2: Schéma hierarchie tříd. Šipky představují dědičnost, spojovací čáry kompozici.
• Informativní třídy – představitelé téhle kategorie jsou třídy Stavomer a StavLista,
které informují uživatele o tom, co se právě na simulační ploše odehrává.
• Ovládání a nastavování – do této kategorie patří jediná třída HlavníPanel, která
vytváří uživatelské rozhraní appletu a umožňuje pomoci tohoto rozhraní nastavovat
počáteční hodnoty simulace a simulaci řídit.
• Třídy pro práci s grafem – Zde patří třídy, které umožňují přidávat a odebírat
body, hrany do grafu. Datové struktury pro pohodlné ukládáni informace o konfigu-
raci, hraně, startovací nebo cílové poloze robota a podobně. Patří zde třídy Hrana,
Vrchol, Auto, Flexx, PolHrana, PolVrchol, PolXY.
• Vykreslovací třídy – jediným zástupcem této kategorie je třída MapaCesty. Jedná
se o potomka třídy Canvas z balíku java.awt. Poskytuje funkce pro vykreslování pře-
kážek, hran, bodů konfigurací, robota výsledných cest a podobně. Umožňuje také gra-
fickou editaci většiny těchto objektů (přidávání/odstraňování překážek, bodu, změna
polohy startu cíle).
Základní provázanost tříd je znázorněna na obrázku 7.2.
Protože jednotlivé naprogramované algoritmy během simulace o sobě musí vypisovat
nejrůznější informace, nejsou moc vhodné k jinému užití než na tyhle demonstrační applety.
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7.3 Neholomický applet
Jako základní pravděpodobnostní algoritmus pro vyhledání holonomické cesty byl vybrán
PRM algoritmus. Jednak pro svoji jednoduchost implementace, ale také že se jedná o ví-
cedotazový algoritmus, takže umožňuje opakované hledání cesty. A pro reprezentaci neho-
lonomického robota byl vybrán robot typu auto.
Simulace probíhá v následujících několika krocích:
1. Nastavení počátečních parametrů simulace
2. Generování náhodných konfigurací
3. Hledání sousedních konfigurací a jejich propojování do grafu
4. Připojení startovní a cílové konfigurace
5. Vyznačení nalezené holonomické cesty
6. Optimalizace nalezené cesty
7. Transformace na všechny možné neholomické cesty
8. Vyhledání nejkratší neholomické cesty
9. Průjezd auta od startu k cíli
Obrázek 7.3: Nalezená cesta pro robota typu Auto. Start označen červeně, cíl zeleně, vý-
sledná cesta tlustou červeno-zelenou čarou.
Všechny funkce, které realizují výše uvedené fáze, jsou součástí třídy MapaCesty a jsou
volány ze simulační třídy Simulace.
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Krom základních nastavení (popsaných dříve) applet umožňuje nastavit šířku, délku a
úhel natočení auta. Dále cenu prodražení cesty při změně směru jízdy (díky tomu se může
například výrazně zvýhodnit cena jízdy vpřed, pokud je alespoň nějaká možnost auto nikdy
nebude couvat a obráceně).
V první fázi ke generování nových konfigurací slouží funkce generujVrchol(). Poslední
vygenerovaná konfigurace je na simulační ploše zobrazena červenou barvou. Také zobra-
zuje ke každé nově vygenerované konfiguraci informace na stavové liště. Ke zjištění kolize
s překážkou slouží funkce leziNaprekazce().
Ve fázi dvě je potřeba připojit nejbližší konfigurace do grafu, k tomu slouží funkce
najdiSousedy(), očekávající zadání počet vyhledávaných sousedů a konfiguraci, ke které se
mají hledat sousedi. Na stavové liště se opět vypisuji vzniklé hrany.
Připojení Startovní a cílové konfigurace ve třetí fázi zařizuje funkce pripojStartCil(),
nejedná se o nic jiného než o překrytí funkce najdiSousedy() pro jednoho souseda a cílovou
nebo startovní konfiguraci.
Pro vyhledání cesty je použit dijkstruv algoritmus, popsaný v 6.2.1. Představuje ho
funkce spocitejCestu(). Pro vytáhnutí nejkratší cesty pak funkce vyznacVyslCestu(). Vý-
sledná cesta je vyznačena tlustou zelenou čarou.
Ve fázi páté dochází k vyhlazování nalezené cesty, to provádí funkce optimalizaceCesty().
Nyní přichází nejtěžší část celé implementace nalezení všech neholonomických cest,
k tomu slouží funkce neholonomniCesta() a řada funkcí, které jsou z této funkce volány.
Na simulační ploše je původní holonomní cesta značena bílou barvou, části kde auto může
jet dopředu, jsou zobrazeny zelenou barvou. Místa, kde auto jede pozpátku jsou zobrazeny
barvou červenou (čáry pro couvání jsou o 1 pixel úmyslně posunuty, aby nedocházelo k
překrytí s částmi, kde auto jede dopředu).
Pro vyhledání cesty je použit opět dijkstruv algoritmus, vyznačení nekratší cesty je
implementováno ve funkci vyslednaCesta().
V poslední osmé fázi dochází k průjezdu autíčka od staru k cíli, tuto činnost provádí
funkce prejezd(). Průjezd lze libovolně opakovat. Pro názornější přejezd jsem vytvořil kom-
ponentu stavomer implementovanou ve třídě Stavomer, která zobrazuje natočení kol a směr
jízdy. Při zpátečce se rozsvítí malé písmenko R. Původně jsem chtěl směr natočení kol zob-
razovat šipkou, protože natáčení kol nabývá jen třech hodnot rovně, plný drift doleva, plný
drift doprava rozhodl jsem se pro jiné řešení. Zobrazuji natočení kol písmenky R pro rovně,
L pro doleva a P pro dopravu.
7.4 Applet pro pružné objekty
Jako základní pravděpodobnostní algoritmus pro vyhledání cesty pro pružné objekty byl
vybrán PRM algoritmus. Ze stejných důvodů uvedených u neholonomického apletu. A pro
reprezentaci pružného objektu byla vybrána pružná elipsa, která se podle nastavených pa-
rametrů může smršťovat a projít tak úzkými místy, kde by se předtím nevlezla.
Simulace probíhá v následujících několika krocích:
1. Nastavení počátečních parametrů simulace
2. Generování náhodných konfigurací
3. Hledání sousedních konfigurací a jejich propojování do grafu
4. Připojení startovní a cílové konfigurace
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5. Vyhledání a vyznačení nalezené cesty
6. Průjezd Robota od startu k cíli
Obrázek 7.4: Průjezd nalezenou cestou pro pružnou elipsu. Start označen červeně, cíl zeleně,
výsledná cesta tlustou zelenou čarou.
Všechny funkce, které realizují výše uvedené fáze, jsou součástí třídy MapaCesty a
jsou volány ze simulační třídy Simulace. Většina funkcí je rozdílná od podobných funkcí
použitých v neholonomickém appletu, proto za jménem mají písmeno F (Flex), aby se daly
lehce rozlišit.
Kromě základních nastavení (popsaných dříve) applet umožňuje nastavit poloměr, sploš-
tění (sploštění se dá také nastavit pravým nebo levým talčítkem myši poklikáním přímo na
elipsu v módu Poloha Startu/Cíle) a úhel natočení elipsy. Dále cenu prodražení cesty při
smrštění. Díky tomu je možné vyhledat nejkratší možnou cestu i za předpokladu, že elipsa
bude po celou dobu smrštěná. Nebo naopak nalezení cesty (pokud taková existuje), kdy
elipsa ani jednou nezmění svůj tvar.
V první fázi ke generování nových konfigurací slouží funkce generujVrcholF(). Poslední
vygenerovaná konfigurace je na simulační ploše zobrazena červenou barvou. Také zobra-
zuje ke každé nově vygenerované konfiguraci, informace na stavové liště. Ke zjištění kolize
s překážkou slouží funkce leziNaprekazceF(). Při zjištění kolize s překážkou testuje, zda
by se elipsa nemohla smrštit a vyhnout se tak kolizi s překážkou. Pokud uspěje, pak tyto
konfigurace jsou vykreslovány modrou barvou.
Ve fázi dvě je potřeba připojit nejbližší konfigurace do grafu, k tomu slouží funkce
najdiSousedy(), očekávající zadání počtu vyhledávaných sousedů a konfigurace, ke které se
mají hledat sousedi. Na stavové liště se opět vypisují vzniklé hrany.
K připojení Startovní a cílové konfigurace ve třetí fázi zařizuje funkce pripojStartCil(),
nejedná se o nic jiného než o překrytí funkce najdiSousedy() pro jednoho souseda a cílovou
nebo startovní konfiguraci.
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Pro vyhledání cesty je použit dijkstruv algoritmus, popsaný v 6.2.1. Představuje ho
funkce spocitejCestuF(). Pro vytáhnutí nejkratší cesty pak funkce vyznacVyslCestuF(). Vý-
sledná cesta je vyznačena tlustou zelenou čarou.
V poslední páté fázi dochází k průjezdu pružného robota od staru k cíli, tuto činnost
provádí funkce prejezdF(). Průjezd lze libovolně opakovat. Pro názornější přejezd jsem vy-





V rámci bakalářské práce jsem naprogramoval dva demonstrační java Applety. Applety
slouží k vizualizaci problému hledání cesty robota pro neholonomické a pružné objekty.
Neholonomický objekt představuje robot typu auto a pružný objekt je znázorněn jako
pružná elipsa představující gumový míček nebo něco podobného. Při návrhu a progra-
mování appletů jsem se snažil o názornost a aby co nejlépe simulovaly problematiku.
Je umožněno nastavit všechny hlavní nastavení popsané v implementační části a expe-
rimentovat s těmito hodnotami a docílit tak různého chování. Pro názornost jednotli-
vých fázi se simulační čas dá zpomalovat nebo zrychlovat dle potřeby. Kromě výše zmí-
něných appletů práce obsahuje webové stránky, popisující základní pravděpodobnostní al-
goritmy a problematiku při návrhu plánovače cesty pro neholonomické a pružné objekty.
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Přiložený CD disk obsahuje následující složky:
• applety – ve složce applety jsou uloženy zdrojové kódy appletu. Psané v jazyce Java
verze 1.6.0.
• technicka zprava – zde se nacházi technická zpráva ve formátu ”.pdf “, ale také
také subory psané v LATEXu pro její opětovné přeložení.
• web – v této složce jsou zdrojové html soubory pro webové stránky, které jsou také
součástí této bakalářské práce. Stránky můžete nalézt na adrese <http://www.stud.
fit.vutbr.cz/~xvozak02/>.
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