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RESUMEN
Este trabajo presenta un conjunto de buenas prácticas para introducir en las organizaciones de desarrollo
de software la ejecución automática de pruebas. Se persigue como objetivo la integración de las pruebas
con el entorno de trabajo para alcanzar niveles superiores de cobertura y asistir a los desarrolladores y
probadores en el diseño y ejecución de los casos de prueba.
La propuesta contempla entornos de integración continua de aplicaciones, con modelos para la generación
y ejecución automática de casos de prueba. Se hace un análisis de las propuestas existentes en este ámibito,
sus contribuciones y limitaciones fundamentales; como punto de partida para la presentación del modelo
para la ejecución automática de pruebas de software.
El modelo Mtest.search contiene procedimientos y métodos para la generación y ejecución de casos de
pruebas insertados en un entorno de integración continua dentro del propio proceso de desarrollo de
aplicaciones. Esta propuesta puede ser adecuada a las condiciones específicas de cada empresa según su
propia plataforma de desarrollo.
Se exponen las experiencias de aplicación del modelo en un entorno de desarrollo universitario
PALABRAS CLAVES: ejecución automática de pruebas, generación automática de casos de prueba,
integración continua.
ABSTRACT
This paper presents a set of good practices for introducing automatic test execution in software devel-
opment organizations. The objective is to integrate the tests with the work environment to reach higher
levels of coverage and to assist the developers and testers in the design and execution of the test cases.
The proposal contemplates environments of continuous integration of applications, with models for the
automatic generation and execution of test cases. An analysis is made of the existing proposals in this
area, their fundamental contributions and limitations; as a starting point for the presentation of the
model for the automatic execution of software tests.
The Mtest.search model contains procedures and methods for generating and executing test cases in-
serted in a seamless integration environment within the application development process itself. This
proposal can be adapted to the specific conditions of each company according to its own development
platform.
The experiences of application of the model in an environment of university development are exposed.
KEYWORDS: automatic execution of test, automatic generation of test cases, continuous integration.
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1. Introducción
Con el aumento de la complejidad en el desarrollo de los sistemas informáticos, las exigencias en tiempo
y calidad de los clientes y la dispersión de tecnologías y métodos empleados en los procesos de desarrollo
de software actuales, las investigaciones acerca del proceso de prueba y su efectividad cobran especial
significación [1]. Son múltiples las investigaciones y propuestas dirigidas a mejorar la calidad de los pro-
cesos y productos vinculados con la industria de software.
En el caso particular de las pruebas los trabajos se concentran en tres grupos de propuestas: en el primero
están las dirigidas a la gestión de los procesos de pruebas, su entorno de integración continua basado en
software libre para el desarrollo de aplicaciones Java, mejora y vinculación con el proceso de desarrollo
[2] [3] [4] [5] [6] [7] [8] [9] [10] [11], en el segundo las enfocadas en la ejecución automática de los diferentes
tipos de pruebas [12] [13] [14] y en el tercero las que se centran en asistir la actividad del diseño de las
pruebas [15] [16] [17] [18] [19] [20] [21] [22] [23] [24] [25] [26] [27] [28] [29] [30] [31] [32] [9] [33] [34].
Relacionadas con el primer grupo se pueden encontrar soluciones de integración continua de aplicaciones
que incorporan al proceso de desarrollo las pruebas, como un elemento indispensable para conseguir un
desarrollo de aplicaciones de calidad. También se abordan soluciones de frameworks y herramientas que
abordan la gestión de procesos de pruebas tercerizadas o ejecutados por equipos no comprometidos con
el desarrollo.
Respecto al segundo grupo existen diferentes herramientas como JUnit [13], NUnit [14] y PHPUnit
[12] que permiten ejecutar pruebas unitarias de forma automática, pero carecen de funcionalidades que
asistan al desarrollador en el diseño de los casos de pruebas. Ello se debe a que, a pesar de que estas he-
rramientas crean automáticamente una clase de prueba con un método de prueba vacío, el desarrollador
debe llenar el método de prueba y crear el resto de los métodos que necesite. Ante esta problemática
los programadores optan por hacer pruebas unitarias de forma empírica, sin tener en cuenta todos los
posibles caminos de prueba.
Por último, en el caso del diseño de las pruebas, las propuestas van desde la utilización de algoritmos de
optimización e inteligencia artificial para resolver el problema de la explosión combinatoria en la genera-
ción de casos de pruebas, hasta propuestas de frameworks para la automatización de algunos elementos
del proceso. En este último caso las propuestas son prototipos para validar la solución teórica, pero
no se han incorporado a las soluciones comerciales los elementos de generación de los casos de prueba,
de forma tal que puedan ser utilizados por desarrolladores y equipos de probadores, reduciendo así el
esfuerzo vinculado con esta actividad de diseño que es altamente costosa. Para abordar soluciones de
este tipo es necesario integrar los tres grupos de trabajos que aparecen en la bibliografía en entornos
de trabajo, es decir hacer propuestas a las empresas que integren los entornos de integración continua
con herramientas de generación de casos de pruebas y herramientas de ejecución automática de pruebas,
todo encaminado a detectar defectos de forma temprana.
Este artículo presenta una propuesta para hacer posible esta integración a través de un conjunto de
buenas prácticas que pueden permitir a la empresa incorporar a su proceso de desarrollo técnicas y he-
rramientas de integración continua soportadas en generación y ejecución automáticas de pruebas.
2. Materiales y Métodos
Un entorno de ejecución automática de pruebas tiene tres componentes: el entorno de integración con-
tinua de aplicaciones, las herramientas de generación automática de casos de prueba y las herramientas
de ejecución automática de pruebas.
Un entorno de Integración Continua (IC) es la integración de varias herramientas, donde cada una cumple
un papel importante en algunas etapas del desarrollo de software (Prueba, Implementación, Despliegue)
con un enfoque en esta práctica. Actualmente se pueden encontrar muchas herramientas para desplegar
un entorno de IC, cada una con sus particularidades, pero principalmente se dividen en: software pro-
pietario o privado y software libre o de código abierto [35].
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Un entorno de IC debe poseer un servidor correspondiente a un Sistema de Control de Versiones (SCV)
para controlar las modificaciones en el proyecto en todo momento y asegurar copias constantes del desa-
rrollo con el objetivo de retroceder a la última copia de seguridad en caso de cometer un error grave en
el software. Además, con un control de versiones, el servidor de IC se informa de cuándo ha de actuar si
detecta algún cambio en el proyecto. Para usar IC, aunque no es imprescindible utilizar un servidor de
IC, sí es muy recomendable, debido a que es el encargado de automatizar las tareas del proyecto entre
otras funcionalidades [36].
Los entornos de IC se configuran y despliegan de acuerdo a las necesidades de cada grupo de desarrollo y
sus objetivos. En el mundo pueden encontrarse variedad de ellos, pero el problema radica en que se hace
difícil y complejo encontrar o realizar un procedimiento estándar para configurar y seleccionar las he-
rramientas convenientes para los grupos de desarrollo. En la Figura 1 se muestra el ciclo del proceso de IC.
Figura 1: Proceso de Integración Continua.
El tercer componente relacionado con las herramientas de ejecución automática de pruebas está también
condicionado por el entorno de desarrollo de la empresa. En el mercado están disponibles herramientas
comerciales con este fin, algunas de ellas propietarias y otras no lo son, como, por ejemplo: JUnit, NUnit
y PHPUnit. Es necesario que la empresa evalúe cuál de ellas se ajusta mejor a su presupuesto y políticas
de negocio.
El segundo componente requiere una evaluación de las soluciones existentes para la generación auto-
mática de casos de pruebas, teniendo en cuenta que la selección debe considerar la integración con el
resto de los componentes del modelo. En este artículo se presenta una propuesta específica, el modelo
MTest.search.
Mtest.search consta de Flujos de Trabajo para la generación de pruebas tempranas en el entorno de
producción, Modelos de Optimización para reducción de casos de pruebas funcionales y unitarias, y He-
rramientas Automatizadas Integradas que le dan soporte. Las recomendaciones del modelo son:
1. Contar con una estructura en el proyecto con al menos dos personas que desempeñen las funciones
del ingeniero de prueba que de conjunto con clientes y/o desarrolladores realicen el diseño de
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las pruebas y definan cuáles son los perfiles de prueba para cada proyecto. Además, quienes
desempeñen este rol deben encargarse de mantener la implementación de las pruebas automáticas
si fuera necesario.
2. Insertar las herramientas de generación y ejecución automática de pruebas en el entorno de in-
tegración continua de forma que se garantice la calidad de las nuevas soluciones implementadas
antes de integrarlas con la solución ya existente.
3. Establecer relación entre el funcionamiento de las herramientas comerciales de ejecución de prue-
bas (aplicación cliente) y las herramientas para la generación de los casos de prueba (componente).
En este sentido se propone dar tratamiento diferenciado a las pruebas unitarias y a las pruebas
funcionales, teniendo en cuenta su propia naturaleza.
Figura 2: Secuencia de actividades para la generación de casos de pruebas funcionales y su inserción en
el entorno productivo.
Figura 3: Secuencia de actividades para la generación de casos de pruebas unitarias y su inserción en el
entorno productivo.
Para las pruebas funcionales es necesario desarrollar aplicaciones clientes que se integren con el entorno
de gestión del proyecto y de gestión de pruebas funcionales que utiliza la empresa. Estas aplicaciones
deben obtener la información de la funcionalidad que se pretende probar y una vez generados los esce-
narios y sus casos de prueba los inserten en el entorno de pruebas funcionales.
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Para el caso de las pruebas unitarias, deben implementarse aplicaciones clientes, al estilo de plug-in
insertados en los IDE de desarrollo, que obtengan el grafo de control de flujo (GCF) a partir del código
en lenguaje fuente y que después de generados los casos de prueba (CP) los transformen en código fuente
de la herramienta de ejecución automática de pruebas unitarias seleccionada.
En las Figuras 2 y 3 se muestran las actividades que han sido implementadas en el componente y las
actividades que deben ser implementadas por las aplicaciones clientes en cada caso.
3. Resultados y Discusión
Las herramientas utilizadas en el entorno de IC propuesto fueron como Herramienta de Control de ver-
siones o versionado Git y como Servidor de Integración Continua Jenkins. Se utilizó el IDE Netbeans en
el entorno propuesto porque puede ser integrado fácilmente a servidores de IC como por ejemplo Hudson
y Jenkins.
La Figura 4 muestra cómo se añade una instancia de un servidor Hudson - que funciona igual para
Jenkins - para ser utilizado desde el IDE sin necesidad de obtener los reportes desde un navegador web.
Figura 4: Agregar instancia de servidor Hudson a Netbeans IDE.
Muchos sistemas de control de versiones también pueden ser integrados a Netbeans, entre ellos Git,
Mercurial, Subversion, todos a través de plug-ins que se le adicionan al IDE y luego se configuran en las
opciones que contiene Netbeans.
En la Figura 5 se muestran algunos de los SCV que pueden ser utilizados desde Netbeans y específica-
mente Git.
Figura 5: Configurar Sistema de Control de versiones en Netbeans IDE.
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Para medir la calidad de código en el proyecto se proponen utilizar dos herramientas fundamentales que,
aunque en el servidor funcionan independientemente como reportes también se pueden integrar entre
ellas. Para medir cuánto código cubre una prueba unitaria se utiliza Jacoco, un plug-in que se adiciona
al servidor Jenkins que a través de tareas Ant, automatizan el proceso de cobertura de código y muestran
los reportes una vez terminado el trabajo de construcción. En la Figura 6 se muestra un ejemplo del
código de las tareas Ant para realizar la cobertura de código a pruebas unitarias junto a JUnit.
Figura 6: Fichero .xml que contiene las tareas Ant para realizar cobertura de código.
La otra herramienta que se utiliza es SonarQube (Antes Sonar), encargada de la gestión de calidad del
código. Su principal objetivo es visualizar las medidas de calidad de los proyectos, recogidas durante el
análisis estático del código y la ejecución de pruebas unitarias, de integración y de sistema automatizadas
[37]. Sonar se integra fácilmente con el servidor de IC Jenkins a través de un plug-in, además, es necesario
tener en ejecución el Sonar-runner para analizar los proyectos sin Maven utilizando SonarQube. Sonar-
Qube es una plataforma de código abierto que permite cubrir los aspectos relacionados con la calidad de
código. La Figura 7 muestra la configuración de SonarQube en el trabajo de construcción.
Figura 7: Utilización de Sonar en el trabajo de construcción.
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Con las herramientas antes mencionadas se realiza una revisión estática del código, pero respecto a las
pruebas unitarias el diseño de los casos de pruebas sigue quedando en manos de los desarrolladores. Para
resolver esta situación se desarrolló un plug-in para la generación de pruebas unitarias en lenguaje Java
que permite automatizar el diseño de los casos de prueba, contribuyendo a disminuir considerablemente
el tiempo y esfuerzo dedicado a la realización de pruebas unitarias en los equipos de desarrollo.
En la Figuras 8 y 9 se puede observar el grafo de control de flujo generado por la herramienta del método
seleccionado. Para ello, solo es necesario seleccionar el método y dar clic en el botón de la aplicación
“Generar GCF”.
Figura 8: Vértices del GCF generado.
Figura 9: Arcos del GCF generado.
Es necesario especificar la descripción del dominio de los parámetros de entrada y la variable de control
de cada ciclo, en caso de existir. Una vez hechas las especificaciones necesarias y generado el grafo de
control de flujo, se pueden generar los casos de pruebas, con solo seleccionar el submenú “Obtener casos
de prueba” que se encuentra en la pantalla principal del plug-in. En la Figura 10 se pueden observar los
casos de prueba generados, para los cuales es necesario especificar el resultado esperado como se muestra
en la figura.
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Figura 10: Casos de prueba generados.
Luego, se puede generar el código de pruebas con solo seleccionar el submenú “Crear clase de prueba de
JUnit” que se encuentra en la pantalla principal del plug-in. En la Figura 11 se puede observar la clase
de prueba, la cual se crea en el proyecto bajo prueba.
Figura 11: Código de prueba generado.
Finalmente, se puede utilizar la herramienta JUnit que proporciona el propio Eclipse para ejecutar el
código de pruebas generado (ver Figura 12).
Figura 12: Ejecución del código de prueba generado con la herramienta JUnit.
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Para las pruebas funcionales se diseñó un caso de estudio basado en una aplicación real, de la cual se
extrajeron 6 funcionalidades que como promedio tienen 3 atributos cada una. Las variables incluidas
cubren los tipos de datos: cadena, numérico, enumerado, lógico y fecha.
La Figura 13 muestra el gráfico con el resultado de las ejecuciones del modelo para las seis funcionalida-
des en correspondencia con el 120%, 100% y 80% de cobertura de escenarios. A partir del análisis de
los resultados se pudo comprobar que:
Se garantiza cubrir los porcentajes de cobertura de los escenarios indicados en cada caso.
Se generan cantidad de combinaciones de valores mínimas, en los casos de porcentajes de cobertura
de hasta 100%, en particular se genera una única combinación para cada escenario.
Para los porcentajes de cobertura superiores a 100% se generan combinaciones que satisfacen un
mismo escenario, pero ningún escenario queda sin al menos una combinación de valores.
Figura 13: Gráfico de dispersión de generación de combinaciones de valores para diferentes funcionalida-
des.
4. Conclusiones
El presente trabajo facilita el proceso de pruebas durante el desarrollo de productos de software, de-
bido a que integra la generación y ejecución automática de pruebas en un entorno de desarrollo de
aplicaciones mediante la utilización de la práctica de integración continua. Además, permite reducir el
tiempo y esfuerzo dedicado por los probadores y diseñadores de casos de prueba en el diseño y ejecución
de pruebas. Se recomiendan un grupo de buenas prácticas encaminadas a introducir las pruebas en los
entornos productivos como elemento de control de calidad de las aplicaciones desarrolladas en la empresa.
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