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Resum
El problema de la visibilitat, o problema de determinació de cares visibles, és un tema molt important
dins del món dels gràfics assistits per ordinador. Aquest problema té una varietat de solucions
amb tècniques diverses. En aquest treball ens fixarem en els algorismes de Visibility Sampling,
concretament el Random Visibility Sampling.
Aquest document analitza i descriu la implementació d’una aplicació que inclou un algorisme de
Random Visibility Sampling que, amb l’ajuda d’un algorisme d’expansió de visibilitat per veïnatge
de triangles, dona una de les possibles solucions al problema de la visibilitat.
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Resumen
El problema de la visibilidad, o problema de la determinación de caras visibles, es un tema muy
importante en el mundo de los gráficos asistidos por ordenador. Este problema tiene una variedad
de soluciones con técnicas diversas. En este trabajo nos fijaremos en los algoritmos de Visibility
Sampling, concretamente en el de Random Visibility Sampling.
Este documento analiza i describe la implementación de una aplicación que incluye un algoritmo
de Random Visibility Sampling que, con la ayuda de un algoritmo de expansión de visibilidad por
vecindad de triángulos, da una de las posibles soluciones al problema de la visibilidad.
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Abstact
The visibility problem, or hidden surface determination, is a very important topic, within the world
of computer graphics. This problem has a variety of solutions using different techniques. In this
project we will focus on the Visibility Sampling algorithms, more precisely in the Random Visibility
Sampling.
This document analyzes and describes the implementation of an application that includes a Random
Visibility Sampling algorithm that, alongside with a visibility expansion algorithm, using the vicinity
of triangles, gives one of the possible solutions to the visibility problem.
3
Treball de Fi de Grau Ferran Perelló Sentís
Índex
1 Introducció 6
1.1 Context . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 6
1.1.1 Models . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 6
1.1.2 Vèrtex . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 8
1.1.3 Càmera . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 9
1.2 Estat de l’art . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 9
1.2.1 El problema de la Visibilitat . . . . . . . . . . . . . . . . . . . . . . . . . . . . 9
1.2.2 Visibility Sampling . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 13
1.2.3 Random Visibility Sampling . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 14
1.2.4 Guided Visibility Sampling . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 14
1.2.5 Adaptative Global Visibility Sampling . . . . . . . . . . . . . . . . . . . . . . . 15
1.2.6 Hardware Accelerated Visibility Sampling . . . . . . . . . . . . . . . . . . . . . 15
1.3 Abast del Projecte . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 16
1.3.1 Objectius . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 16
1.3.2 Abast . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 16
1.3.3 Possibles Problemes . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 17
1.3.4 Metodologia i Validació . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 17
1.3.5 Eines de desenvolupament . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 18
1.3.6 Actors . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 18
2 Aplicació Principal 19
2.1 Algorismes . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 19
2.1.1 Visibility Sampling . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 19
2.1.2 Expansió de veïns . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 22
2.2 Interacció . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 24
2.2.1 Moviment i Interacció . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 24
2.2.2 Pantalla Principal . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 25
2.2.3 Càrrega d’Objectes . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 25
2.2.4 Elecció de Paràmetres . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 28
2.2.5 Exportació de Resultats . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 30
3 Proves 32
3.1 Comparador . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 32
3.2 Prova 1 - Castell Minecraft . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 33
3.3 Prova 2 - Vestíbul . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 39
3.4 Prova 3 - Mapa de la ciutat de Calw . . . . . . . . . . . . . . . . . . . . . . . . . . . . 43
4 Conclusions 48
4.1 Resum . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 48
4.2 Treball Futur . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 48
5 Gestió del Projecte 50
5.1 Planificació Temporal . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 50
5.1.1 Estimacions Generals i Consideracions . . . . . . . . . . . . . . . . . . . . . . . 50
ÍNDEX 4
Treball de Fi de Grau Ferran Perelló Sentís
5.1.2 Fita Inicial . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 50
5.1.3 Anàlisis del Projecte . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 50
5.1.4 Disseny del Projecte . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 50
5.1.5 Pla d’acció . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 51
5.1.6 Desenvolupament . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 51
5.1.7 Valoració d’Alternatives . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 51
5.1.8 Duració final de les tasques . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 52
5.1.9 Diagrama de Gantt . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 53
5.2 Pressupost . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 54
5.2.1 Hardware . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 54
5.2.2 Software . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 54
5.2.3 Recursos Humans . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 55
5.2.4 Costos indirectes . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 55
5.2.5 Mecanismes de Control . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 56
5.2.6 Pressupost total . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 56
5.3 Sostenibilitat . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 57
5.3.1 Àrea Econòmica . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 57
5.3.2 Àrea Social . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 57
5.3.3 Àrea Ambiental . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 57
Bibliografia 59
ÍNDEX 5
Treball de Fi de Grau Ferran Perelló Sentís
1 Introducció
Aquest document pretén mostrar el treball realitzat al llarg d’aquest Treball de Fi de Grau. S’ex-
plicaran els continguts que s’han treballat durant el projecte i les implementacions que s’han dut a
terme per tal d’obtenir el producte final.
Aquest producte és una aplicació executable, indicant així que el treball no s’ha centrat en la recerca,
sinó en el desenvolupament de codi funcional. Així i tot la recerca ha sigut necessària per a trobar
diverses aproximacions al mateix problema i veure quines són les adequades.
Dins d’un camp tan extens com els gràfics 3D per computador, el tema del projecte està relacionat
amb una part d’aquests, els càlculs de visibilitat.
El principal objectiu d’aquest treball és automatitzar el procés d’eliminació de parts no visibles d’un
objecte 3D des de les àrees delimitades per al desenvolupador. Per tal de poder aprofundir, a la
primera part del treball s’explicaran alguns conceptes bàsics relacionats amb el món dels gràfics i la
visibilitat.
En finalitzar aquesta posada en context, es parlarà de l’estat de l’art de les tècniques necessàries. En
segon lloc es parlarà de l’abast del projecte, explicant els objectius, la metodologia seguida i les eines
utilitzades. Seguidament ja es passaran a explicar els algorismes que s’han implementat a l’aplicació
resultant. A continuació s’ensenyaran les proves fetes i els resultats obtinguts. Finalment es faran
unes conclusions. Per tancar el document trobarem la planificació temporal, el pressupost i l’impacte
de sostenibilitat.
1.1 Context
Cada vegada més, el món de la visualització subjectiva (en primera persona) d’entorns en 3D està
guanyant popularitat. Sigui en videojocs o simulacions d’espais reals, els dispositius que permeten
endinsar-se en aquest món ja són una realitat entre nosaltres.
Aquestes experiències es poden enfocar de dues maneres. La primera és un moviment lliure per a
l’escena. La segona, i en la que ens centrarem, en un cert nombre de posicions preestablertes a les
quals l’usuari es pot teleportar, tal com es veu a la Figura 1.1. En aquesta Figura es pot veure com
a exemple una àrea i diferents punts en què l’usuari es podria teleportar. Imatge extreta de [1]. Si
bé és cert que l’usuari té lliure moviment dins d’aquestes àrees, i es pot moure lliurement entre elles,
no pot sortir de les zones delimitades.
Abans d’explicar què és el problema de la visibilitat i de quines maneres es pot solucionar, hem de fer
una petita explicació sobre com estan formats els models, per tal de poder entendre millor l’algorisme
implementat.
1.1.1 Models
S’entén com a model un objecte individual, sigui quina sigui la seva forma. Així doncs, una escena
conte un o més models. A la vegada, un model està format per una o més malles (meshes). Els
models dins una escena tenen sempre posició, orientació i escala.
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Figura 1.1: Exemples de punts de teleportació en realitat virtual
Les malles són parts diferenciables dins d’un mateix model. El més normal és tenir tot el model en un
sol mesh, tot i això podríem trobar situacions en què ens és més beneficiós separar un objecte en vàries
malles. Un possible exemple seria si tenim un cotxe i volem poder veure les parts per separat, cada
part del cotxe (rodes, portes, xassís, ...) tindria la seva pròpia malla, així doncs podríem visualitzar el
conjunt, però si ho necessitéssim, també podríem visualitzar les parts per separat. Un altre exemple
serien les portes d’un castell respecte al castell en si, com podem veure a la figura 1.2, ja que si tenim
els elements per separat, serà més fàcil fer l’animació d’obertura i tancament de la porta. Imatge
extreta de [2].
Figura 1.2: Mesh de Castell en el que podria interessar tenir les portes en
diferents malles
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1.1.2 Vèrtex
Si seguim avançant cap a una escala més petita, veurem que un mesh està format per cares i, a la
vegada, una cara està formada per vèrtexs. Les cares acostumen a ser de 3 o 4 vèrtexs, tot i que es
pot donar el cas que algun model tingui cares formades per més. En el cas del projecte, treballarem
amb triangles, tot i que Unity accepta cares triangulars i quadrangulars [3].
Seria lògic dir que els models sempre tenen un nombre de vèrtex múltiple de 3, però pot no ser així.
Una optimització molt freqüent per tal de no repetir vèrtex és utilitzar índexs per a crear una llista
de Triangles. A la figura 1.3 podem observar com primer es crea una llista de vèrtexs i després es
crea una llista de triangles, fent referència als vèrtexs que creen aquell triangle. Imatge extreta de
[4].
Figura 1.3: Cub amb la corresponent llista de Vèrtexs i llista de Triangles
L’ordre que tenen els vèrtexs a la llista de triangles és important, ja que marca l’ordre en el qual es
pintaran tal com es pot veure a la Figura 1.4. Extreta de [5]. Si canviem l’ordre en què es processen,
podem fer que la cara del triangle estigui orientat cap a una banda o cap a la banda contrària. Si els
triangles estan mal orientats, podem acabar tenint problemes a l’hora de veure el model.
Figura 1.4: Els dos ordres diferents de definir un triangle
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1.1.3 Càmera
Una escena, a part del model, té molts altres components. L’altre component important, i necessari
per a nosaltres, és la càmera.
La càmera és el punt des del qual l’usuari veurà l’escena. A més a més té una sèrie d’atributs. De
manera resumida els llistem a continuació:
• Posició: De la mateixa manera que una persona dins una habitació, la càmera necessita tenir
una posició definida dins de l’escena. Anomenat també viewpoint.
• Orientació: No només té una posició, sinó que mira cap a un lloc en concret. Aquesta orientació
va definida per 3 vectors que entre ells formen 90 graus (ortogonals). Aquests 3 vectors, tal
com es veuen a la Figura 1.5 són: Direction (blau), Right (vermell) i Up (verd).
• Velocitat: Aquest atribut determina la velocitat a la qual es mourà la càmera per a l’escena.
• Projecció: Pot ser ortogonal (totes les rectes són perpendiculars al pla de projecció) o perspec-
tiva (existeix un horitzó que deforma les línies paral·leles).
Figura 1.5: Elements necessaris per a posicionar una càmera en una escena
1.2 Estat de l’art
1.2.1 El problema de la Visibilitat
Ara que ja tenim els coneixements necessaris per a saber què forma una escena, ja podem definir el
problema al qual volem proposar una solució.
La visibilitat és un aspecte estudiat en diferents àrees de recerca. En gràfics per ordinador, definim el
problema de la visibilitat com el problema en el qual s’ha de determinar si una cara, o la part d’una
cara, d’un objecte és visible des d’un cert punt de visió. També podem usar-ho per a representar
ombres, si ho prenem com al càlcul per saber si una zona és visible des de la llum.
El procés de fer aquesta determinació rep el nom de determinació de línies visibles o determinació de
cares visibles. Tot i això, si el problema es reformula com l’eliminació de cares no visibles des d’un
cert punt, el procés pot canviar de nom i pot ser referenciat com a eliminació de línies no visibles
o eliminació de cares no visibles. Explicarem uns quants d’aquests processos després d’una petita
explicació.
Per poder parlar dels algorismes, primer necessitem saber alguns conceptes. Per començar definirem
el Conjunt Visible (Visible Set) com el grup d’objectes de l’escena que són visibles des d’un determinat
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punt. Aquest conjunt pot patir canvis molt grans si el punt es mou, per poc que sigui. Per tant hem
de definir el Conjunt Potencialment Visible (PVS - Pontentially Visible Set). El PVS, Figura 1.6, és
el conjunt d’objectes que són visibles des de com a mínim un punt d’una regió. Aquesta regió pot
ser només un punt, o una regió com a tal.
Figura 1.6: Els requadres en vermell conformen el PVS
En el moment de determinar quins objectes són visibles des d’un punt, hem de dividir els objectes
entre oclusors i oclusats.
Els oclusors són els objectes que es trobarien per davant d’un altre objecte, i que per tant amagarien
darrere l’objecte oclusat.
Gràcies a aquests objectes i a l’angle de visió del viewpoint, podem definir 3 tipus de culling. El
Culling és una tècnica que servei per determinar si un polígon serà visible o no. La Figura 1.7 mostra
els 3 casos:
• View-frustrum Culling: Eliminarà tots els polígons que no es trobin dins de l’angle de visió del
viewpoint.
• Back-face Culling: Eliminarà els polígons que no estiguin mirant cap al viewpoint (per això és
important l’ordre dels vèrtexs a l’hora de dibuixar)
• Occlusion Culling: Eliminarà tots els objectes oclusos per altres.
Els primers algorismes de visibilitat van ser desenvolupats entre els finals dels 60 i els principis dels 70.
A poc a poc, amb la millora del hardware i amb la millora de la rasterització1, van anar apareixent
noves tècniques com el Z-Buffer.
1Rasterització (trama): procés pel qual una imatge es converteix en una graella de píxels
1. INTRODUCCIÓ 10
Treball de Fi de Grau Ferran Perelló Sentís
Figura 1.7: Esquema de diferents casos de culling
El Z-Buffer, conegut també com a depth buffering o Z-Buffering, és la tècnica normalment feta pel
hardware en la que per cada píxel guardem la profunditat més petita dels objectes que anirien a
aquell píxel. D’aquesta manera, l’objecte que es trobi més a prop tindrà el valor més petit i serà
l’objecte a pintar, i els que tinguin una profunditat més elevada es trobaran per darrere. La figura
1.8 ho exemplifica.
Figura 1.8: Exemple de Z-Buffering
Un altre algorisme per afrontar el problema de visibilitat és l’anomenat Realistic Render, de la que
podem veure un exemple a la Figura 1.9. Aquest s’ajuda del Ray Casting, o de la seva versió millorada
el Ray Tracing.
L’algorisme de Ray Casting determina les superfícies visibles d’una escena traçant rajos des del
viewpoint cap a l’escena. Aquests rajos serveixen per calcular les interseccions amb els diferents
objectes de l’escena, i la que estigui més a prop del viewpoint serà la de l’objecte visible.
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El Ray Tracing estén aquesta idea afegint un procés d’ombreig, a més a més de simular els efectes de
reflexió i refracció. Aquests processos es fan llançant rajos addicionals des dels punts en què topen
el raig original i l’objecte.
Figura 1.9: Imatge renderitzada usant Ray Tracing
Les solucions a aquest problema es poden organitzar de moltes maneres. Una de les possibles és la
que planteja l’estudi A Survey of Visibility for Walkthrough Applications [6]. En aquest estudi, les
tècniques estan organitzades pel que fa al domini de la cerca. Les separa depenent de la superfície des
de la qual s’envia el raig, distingint entre un punt fix o un punt aleatori dins una zona. Aquest estudi
ens proposa la primera organització que tindrem en compte, el moment en què s’aplica l’algorisme.
Al llarg del document, els autors fan la distinció entre algoritme de preprocessament o els aplicats
en real-time.
Els algorismes de preprocessament són aquells que es guarden els resultats dels càlculs de visibilitat
abans de l’execució per tal d’usar-los en temps d’execució, ho acostumen a ser la majoria d’algoritmes
que es llancen des d’una regió.
Els algorismes que s’apliquen en real-time són aquells en els que els càlculs de visibilitat es fan en
temps d’execució tot i que poden tenir, o no, preprocessament previ. Un exemple seria un algoritme
que fes una selecció dels oclusors de forma preprocessada i que en real-time fes els càlculs de visibilitat.
Un altre estudi interessant, que en aquest cas és una tesi doctoral, és Hierarchical techniques for
visibility computations[7]. Aquesta tesi presenta diversos apartats molt interessants, entre d’altres
uns apèndixs que expliquen molt detalladament algorismes tradicionals (Z-Buffer), el que es fan en
real-time (Backface culling) i els classificats com a "realistic rendering"(càlcul d’ombres).
La classificació que fa en aquest document, i que és la segona que ens interessa, és la que es refereix
a la precisió de l’algorisme. Un algorisme que solucioni el problema de la visibilitat pot ser classificat
com:
• Exacte: Algorisme que proporciona un resultat exacte del problema donat. Retorna el PVS
exacte.
• Conservador: Algorisme que sobreestima la visibilitat. Mai es deixa un objecte que podem
veure, però pot ser que afegeixi algun objecte no visible. Retorna un superconjunt del PVS.
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• Agressiu: Algorisme que subestima la visibilitat. Mai ens mostrarà un objecte no visible, però
pot ser que es deixi algun objecte visible. Retorna un subconjunt del PVS.
• Aproximat: Algorisme que retorna una aproximació del resultat. Per segons quina entrada pot
subestimar la visibilitat, però per a alguna altra la pot sobreestimar. Retorna una aproximació
del PVS que no és si un subconjunt i un superconjunt.
Per últim ens interessarà conèixer un últim tipus de classificació. Aquesta classificació separa les
escenes entre estàtiques o dinàmiques.
Una escena estàtica és aquella que es mantindrà amb els mateixos elements al llarg de tota la visu-
alització d’aquesta. Per exemple podríem dir que una imatge 3D que un arquitecte pugui fer d’una
casa projectada, s’haurà de mantenir sempre igual. Una escena dinàmica és aquella que canvia al
llarg del temps, sigui perquè s’hi afegeixen elements o perquè se’n treuen. Un exemple seria una
escena d’un videojoc en la que es puguin afegir o treure elements de l’entorn. Una escena dinàmica fa
que el preprocessament d’aquesta sigui molt difícil, ja que si l’escena canvia, podem estar eliminant
o afegint oclusors a l’escena.
Com ja s’ha explicat, ens centrarem en el món de la visió subjectiva 3D en les que el desenvolupador
marca les zones en les quals l’usuari es podrà moure. Com a algorisme per fer el càlcul de la visibilitat,
ens hem decantat per un algorisme de Visibility Sampling.
1.2.2 Visibility Sampling
Visibility Sampling és una tècnica per a resoldre el problema de visibilitat que es basa en el mostreig.
Aquest mostreig es fa llançant rajos (Ray Casting) des del punt o àrea definit per a fer el càlcul.
Aquests rajos van intersecant amb els triangles que conformen l’objecte o objectes de l’escena, marcant
així quina part de l’escena és visible o no. La qualitat del resultat final dependrà del nombre de raigs
que es facin servir, ja que a més raigs més quantitat de mostreig i per tant més segurs podem estar
del que veiem i del que no.
El Ray Casting, a manera de recordatori, determina les superfícies visibles d’una escena traçant rajos
des del viewpoint cap a l’escena. A la figura 1.10 podem veure un esquema.
Podem pensar doncs, que el millor és traçar el màxim nombre de raigs que tinguem disponibles.
Encara que depenent de la mida de model, fer un mostreig de tota l’escena pot durar hores. Per
això normalment s’afegeixen condicions de parada, com per exemple fixar el nombre d’iteracions que
poden passar com màxim sense trobar un polígon no vist fins al moment. Per tant, si fer un mostreig
massa exhaustiu comporta una penalització en factor de temps i no estem disposats a sacrificar-lo,
haurem de parar l’algorisme abans de trobar la solució exacta. Podem dir que aquesta estratègia és
o bé agressiva o bé aproximativa, ja que no arribarem a la solució exacta, però mai ens passarem
mostrant geometria impossible de veure.
La pregunta que això genera és: com llancem aquests raigs per tal d’obtenir la millor solució? Diversos
estudis donen diverses respostes a aquesta pregunta, tot seguit en veurem uns quants.
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Figura 1.10: Exemple en què el joc podria avisar a l’usuari que està a punt
de xocar amb la seva nau, gràcies al Ray Casting
1.2.3 Random Visibility Sampling
La primera versió a explicar és la més intuïtiva. Els rajos de Random Visibility Sampling, com bé
indica el seu nom, són llançats en direccions aleatòries. En el cas que tinguem un volum de visió com
a punt de partida dels rajos, el punt des del qual es llençaria el raig també seria escollit de forma
aleatòria entre tots els punts possibles dins del volum.
El fet de fer les direccions completament aleatòries pot comportar que en algun objecte un dels raigs
col·lisioni amb un triangle, i el triangle del costat, que també el veiem, quedi sense col·lisionar, ja
que no ha anat cap raig cap a ell. Aquest fet pot provocar que el resultat final tingui algun triangle
marcat com a no visible que en el fons sí que ho és.
A més a més, en ser la direcció dels rajos aleatòria, podem entendre que cobrirem tot l’angle de
visió i mai marcarem com a visible un triangle impossible de veure. Ajuntant aquest fet i l’anterior,
podem entendre perquè l’algorisme és agressiu. Mai podrem veure un element amb qui no tinguem
visibilitat directa, però podem tenir algun triangle que estaria a la solució exacta que no veiem, ja
que no hi ha anat a parar cap raig.
1.2.4 Guided Visibility Sampling
El següent algorisme a tenir en compte és el que explica l’estudi Guided Visibility Sampling [8].
Aquesta versió presenta una millora respecte a l’algorisme aleatori, tot i que fa servir un component
d’aleatorietat. Aquest algorisme comença enviant un raig en direcció aleatòria. Si aquest raig inter-
seca amb algun triangle amb el qual encara no havíem col·lisionat, el que farà és llançar els següents
raigs vorejant al triangle trobat, per tal de trobar possibles triangles veïns, generant així cerques més
eficients.
L’estudi conclou dient que Guided Visibility Sampling millora els resultats dels algorismes anteri-
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ors més de 2 ordres de magnitud, a més a més de ser molt més competitiu contra els algorismes
conservadors o exactes que no pas Random Visibility Sampling.
1.2.5 Adaptative Global Visibility Sampling
La següent versió a veure és la que es desenvolupa a l’estudi anomenat: Adaptive Global Visibility
Sampling [9].
El primer canvi respecte a l’anterior és que aquest estudi parla de visibilitat Global. El canvi més
gran és que en comptes de només voler saber si l’objecte és visible des de la zona de visió des de la
qual s’ha llençat el raig, també es volen trobar tots els volums de visió que travessa aquest raig al
llarg d’un camí sense obstruccions.
El que farà aquest estudi és llançar un raig en una direcció i també en la direcció contrària, formant
així una línia en què o bé col·lisionaran amb dos objectes, amb un o amb cap. En el cas de col·lisionar
amb un o dos objectes, aquests s’afegiran al PVS de tots els volums de visió.
A més a més fan que els rajos s’adaptin a l’espai que estan processant, de manera que afegeixen
petites variacions als rajos que prèviament hagin col·lisionat amb elements, de manera que el següent
raig tingui més probabilitat de col·lisionar amb objectes, contribuint a la visibilitat global.
Es pot veure una demostració i explicació de l’algorisme al document publicat[9] o a un vídeo expli-
catiu al següent link2.
1.2.6 Hardware Accelerated Visibility Sampling
L’última versió que veurem és l’explicada a l’estudi Hardware Accelerated Visibility Preprocessing
using Adaptive Sampling [10].
Aquest algorisme es presenta com a un algorisme de preprocessament agressiu accelerat gràcies a
hardware gràfic. Els autors deixen clar que al ser agressiu, el guany en temps d’execució queda
compensat per un possible error a la imatge final.
Implementa un mostreig adaptatiu, de manera que minimitzen la vida de cada mostra a la memòria,
fent que una part ja processada no torni a entrar en memòria i deixi lloc a les parts no processades.
També implementen una funció heurística per tal de minimitzar l’error obtingut.
Els resultats mostren que aquesta tècnica millora molt la quantitat de temps necessari per al prepro-
cessament de la imatge que altres algorismes que segueixen la mateixa tècnica.
2https://www.youtube.com/watch?v=PRX_SP3T7YM
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1.3 Abast del Projecte
1.3.1 Objectius
Aquest projecte té dos grans objectius:
• Crear un algorisme, basat en visibility samplig, capaç de descartat tots els triangles no visibles
donat un o més volums de visió en un entorn 3D. Acompanyat d’un algorisme que permeti
ampliar la selecció de triangles visibles basant-se en el veïnatge de triangles.
• Crear una eina en la qual es pugui visualitzar l’escena 3D a optimitzar amb l’algorisme, i des
de la qual es puguin crear un o més volums de visió.
El primer objectiu és la programació d’un algorisme de visibility sampling. Es programarà un visibility
sampling aleatori, aquest usarà rajos enviats des d’algun dels volums de visió en direcció aleatòria
per guardar el primer triangle amb el qual el raig col·lisiona. Juntament amb aquest algorisme,
es donarà la possibilitat a l’usuari de poder ampliar la visibilitat als triangles veïns dels quals han
quedat seleccionats com a visibles una vegada el visibility sampling ha tingut lloc, aconseguint així
un resultat més conservador, tot i que no transformarà l’algorisme en conservatiu.
Aquest algorisme serà un algorisme de visibilitat agressiu i preprocessat que es llançarà en una
escena estàtica. Encara que l’algorisme implementat de visibility sampling sigui agressiu, en sumar-li
l’expansió de triangles, es transformarà en un algorisme aproximat, acostant-se el màxim al resultat
exacte. Executant suficients iteracions de visibility sampling i expansions, podem tenir una idea de
quasi tot el que es pot veure des dels volums de visió i podem descartar tot el que no serà visible des
de cap d’ells.
El segon objectiu és crear una aplicació des de la qual es pugui carregar l’escena, crear els volums
de visió i executar l’algorisme. Aquesta part del projecte té un apartat essencial, la creació dels
volums de visió. Sense aquests volums, no ens serà possible la utilització de l’algorisme. Les mínimes
funcionalitats que ha de tenir l’aplicació són: la càrrega d’escenes, el moviment de la càmera per l’es-
cena, la creació de volums de visió, la possibilitat d’utilitzar l’algorisme de Visibilitat, la possibilitat
d’executar l’algorisme d’expansió i l’exportació dels resultats finals.
A més a més, es durà a terme un altre petit projecte, per al qual s’aprofitarà part del codi del projecte
principal. Aquest segon projecte complementari servirà per a poder comparar el model original amb
el resultat que obtindrem al final de l’execució del programa principal.
1.3.2 Abast
Per tal que el projecte avanci de la millor forma possible es duran a terme un seguit de passos.
El primer pas és crear la part de l’aplicació amb la qual es pot navegar per una escena ja donada i s’hi
poden definir els volums de visió. Donat que l’aplicació es crearà utilitzant Unity, s’ha de comprendre
com es poden fer aquests volums i la millor manera de guardar-los.
Seguidament es programarà l’algoritme. S’implementarà random visibility sampling, en la qual tant
el volum des del qual es llença el raig, com la direcció cap a la qual es llença es decideix de forma
aleatòria. També es programarà l’algorisme d’expansió de la visibilitat als triangles veïns dels marcats
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com a visibles. Els resultats obtinguts usant aquesta tècnica, es faran servir per a veure la diferència
en nombre de triangles entre l’escena original i la modificada amb el càlcul de visibilitat.
Un cop es tingui l’algorisme, es procedirà a crear les parts restants de l’aplicació. També es procedirà
a fer l’aplicació que servirà per comparar els resultats obtinguts en aplicar l’algorisme programat
anteriorment.
Per tal de no tenir una excessiva càrrega de treball s’ha optat per usar alguns models i escenes
d’exemple prèviament creats. Sempre que es facin servir elements no originals, es comprovarà que
les llicències siguin respectades i que no es faci res amb els elements obtinguts que el creador hagi
prohibit.
1.3.3 Possibles Problemes
En el transcurs del desenvolupament poden sorgir diverses complicacions, a continuació s’especifiquen:
1. Errors en el Codi: Serà segurament l’error més habitual. Per tal de minimitzar aquests errors,
s’aniran comprovant els trossos nous de codi i es comprovarà que la integració al projecte de
nous trossos no afecta el correcte funcionament de les parts anteriorment comprovades.
2. Temps: En aquest tipus de treball el temps és força limitat. S’haurà de mantenir un control
per tal que l’ús del temps sigui el més eficient possible.
3. Codi Extern: En usar assets3de Unity, que ens poden estalviar feina en oferir característiques
ja programades, ens podem trobar amb problemes d’integració o funcionalitats que hàgim
d’ampliar. També haurem d’aprendre a usar-los de forma correcta.
1.3.4 Metodologia i Validació
Per tal que aquest projecte pugui tirar endavant de la manera més adient possible s’optarà per una
metodologia el més semblant a una del tipus àgil (Figura 1.11).
Cada setmana es durà a terme una reunió amb el director del treball. En aquesta reunió s’ensenyarà
el treball avançat durant la setmana anterior. També s’especificarà el treball que hauria d’estar llest
de cara a la següent reunió. Finalment es farà un balanç del tempo del projecte. Durant el període en
què no es fan reunions, director i desenvolupador estaran en contacte continu via correu electrònic.
Serà en aquestes reunions en les quals es veurà el treball que cal refer o corregir, tant per si no
compleix les especificacions acordades com si és per errors que el desenvolupador no havia previst.
Serà el moment també d’ensenyar les proves que s’han realitzat sobre el codi ja funcional, per tal de
demostrar que compleix amb el seu propòsit. D’aquesta manera s’anirà assegurant que sempre que
s’afegeix una funcionalitat és sobre un programa ja funcional.
3Un Asset és qualsevol recurs extern que es pot utilitzar en un joc. En el nostre cas seran paquets de codi creats
per altres usuaris.
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Figura 1.11: Metodologia d’estil àgil
1.3.5 Eines de desenvolupament
La principal eina utilitzada per tal de dur a terme el desenvolupament serà Unity 3D [11], que ens
servirà com a motor gràfic per tal de fer les aplicacions i la representació 3D dels objectes desitjats.
Com a IDE de desenvolupament en C#, llenguatge utilitzat a Unity, es farà servir Visual Studio [12].
Les eines usades per tal d’anar fent un registre de versions i manteniment de codi serà, juntament
amb el programa base Git [13], el proveïdor de servidors de versions GitHub [14].
Per tal de dur a terme el seguiment de tasques i del temps total del projecte, s’ha usat Trello [15] i
TeamGantt [16]. Aquestes dues eines es poden fer servir de manera simultània per tal de tenir les
tasques de Trello directament creades a TeamGantt, i disposar de les dates màximes configurades i
del percentatge de progrés de les tasques a TeamGantt directe a Trello.
Finalment per a la documentació es farà servir Overleaf [17]. Aquesta pàgina web permet editar
documents en LATEX[18] i exportar-los directament com a PDF.
1.3.6 Actors
Els principals individus necessaris perquè el projecte sigui fructífer són:
Desenvolupador La funció del desenvolupador en aquest projecte serà el de desenvolupar l’apli-
cació i l’algorisme per tal que compleixi els requeriments. També haurà de comprovar el correcte
funcionament tant de l’algorisme com de l’aplicació.
Director El seu rol serà el de supervisar el treball fet pel desenvolupador. També ajudarà o guiarà
al desenvolupador en el cas que sigui necessari.
Usuari Final Considerarem com a usuari final tots aquells que usin l’aplicació i l’algorisme una
vegada hagi acabat el desenvolupament.
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2 Aplicació Principal
En aquest apartat s’explicarà el funcionament de les parts principals del programa resultant del
treball.
2.1 Algorismes
Per començar s’explicaran els algorismes que duen a terme les funciona principals de l’aplicació. Així
com els principals problemes trobats durant l’etapa de desenvolupament.
L’algorisme general permetrà, una vegada carregat un model a l’escena i havent definit un o més
volums de visió, fer el càlcul de visibilitat del model utilitzant un Random Visibility Sampling i, si és
necessari per a millorar el resultat, expandir la visibilitat als triangles veïns dels resultants del primer
càlcul. Aquesta expansió es podrà fer una o vàries vegades. El model només podrà estar format per
una malla, ja que per falta de temps no s’ha pogut implementar un algorisme que funcioni amb més
d’una malla per objecte.
Tal com s’ha anat esmentant al llarg del document, aquest algorisme el podem classificar com a
algorisme agressiu, ja que retorna un subconjunt del conjunt visible exacte. Es tracta d’un algorisme
de preprocessament d’escenes estàtiques, ja que està pensat per tal que el desenvolupador simplifiqui
el model que vol acabar fent veure a l’usuari, des dels punts que li permetrà navegar per ell, abans
de ser utilitzat en l’aplicació final.
A l’haver fixat els punts de l’escena des dels que es podrà visualitzar l’escena, la simplificació de
l’entorn no afecta el fet que després el desenvolupador vulgui posar algun element extra, com un
model del cos de la persona que es va movent. L’usuari no podrà veure les zones ocultes de l’escena
que ja hem eliminat.
2.1.1 Visibility Sampling
Com a apartat principal del projecte que és, aquest és l’apartat que més feina ha comportat. Aquest
algorisme té certs paràmetres que pot escollir l’usuari, aquests són:
• Nombre de raigs totals: Nombre total de raigs que es llançaran durant l’execució. L’algorisme
acaba si els ha llançat tots i mostra el resultat actualitzant l’objecte de l’escena.
• Màxim nombre de raigs sense trobar geometria nova: Paràmetre que serveix com a condició
de parada. Si l’algorisme llança aquest nombre de raigs seguits sense que cap col·lisioni amb
geometria o geometria nova, el programa acaba l’execució, actualitzant l’objecte de l’escena.
• Màxim temps d’execució: Segon paràmetre que actua com a condició de parada. L’execució
d’aquest algorisme pot arribar a durar força temps. Si es té un temps limitat, es poden especifi-
car el nombre de minuts màxim d’execució. Si el temps transcorregut sobrepassa aquest temps,
es para l’execució, actualitzant l’objecte de l’escena amb el resultat obtingut fins al moment.
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Un cop definits aquests paràmetres, que per defecte tenen valors assignats d’1 Milió de raigs, 50
mil raigs i 90 minuts respectivament, i s’han definit els volums de visió, ja es pot passar a executar
l’algorisme.
Per veure com fer el Ray Casting es van dur a terme una sèrie de proves amb la llibreria de rajos
de Unity. Aquestes proves es van fer per tal de comprovar si la llibreria que incorpora Unity és
suficientment potent com per a poder aguantar el nombre de rajos que es volen fer servir en un
temps acceptable per tal de no fer l’execució massa llarga.
Juntament amb aquesta prova, es va aprofitar per fer també la prova del generador de nombres
aleatoris de Unity. Es va crear una escena (Figura 2.1) en la que llançaven 10 mil rajos des de
l’interior d’una esfera cap a una capsa formada per 4 parets, un sostre i un terra, cada mil rajos
llançats, es posava una capsa al lloc de la intersecció per tal de visualitzar la distribució dels raigs.
Figura 2.1: Escena per a provar el traçat de rajos i el generador de nombres
aleatoris. Provat amb 70 mil rajos
Es va fer amb una esfera per tal de provar els valors aleatoris generats per la funció InsideUnitSphere.
Funció que es farà servir per a seleccionar la direcció que tindran els rajos una vegada seleccionat el
punt des del qual seran llançats.
Una vegada es va tenir provat el Ray Casting i la generació de nombres aleatoris es va passar a crear
l’algorisme, amb les condicions de parada que ja s’han explicat.
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Comencem explicant el bucle principal, que tindrà tantes iteracions com nombre de rajos especifiqui
l’usuari.
El primer pas és seleccionar l’origen i la direcció del raig. La direcció s’aconsegueix usat la funció
InsideUnitSphere, que torna un punt aleatori dins d’una esfera de radi 1. Aquest punt es passarà
al constructor de rajos com a direcció del raig. Per tal d’aconseguir l’origen, hem de seleccionar de
manera aleatòria un punt dins dels cubs de visió definits per l’usuari.
Aquesta selecció aleatòria del punt origen no es fa escollint de forma aleatòria el volum des del qual
es llançarà, si es fes així, podria ser que un volum molt petit acabés tenint més punts que un volum
gran, cosa que faria que no tinguéssim resultats bons.
En el moment de crear un cub de visió, el que fa la classe encarregada de gestionar aquests cubs és
guardar-se el volum total que ocupa, i actualitzar una variable de volums acumulats al llarg de tots
els cubs de visió.
El que farem per tal de seleccionar el cub des del qual llançarem un raig, és recuperar el total dels
volums de tots els cubs i generarem un nombre aleatori entre 0 i el volum total. D’aquesta manera,
els cubs amb més volum tenen més possibilitats de ser escollits que els que tenen menys volum, cosa
que ha de ser així, ja que els cubs amb més volum l’usuari es podrà moure més i per tant necessitem
més punts de mostreig per a poder assegurar un bon resultat.
Una vegada escollit el volum de visió, el següent pas és escollir un punt a l’interior d’aquest volum.
El primer que fem és agafar el punt mínim i màxim del cub seleccionat. Una vegada ja els tenim,
calculem tres nombres aleatoris per tal d’aconseguir les 3 coordenades del punt.
Aquests 3 nombres aleatoris es calculen en el rang que ens ofereixen els punts mínims i màxims del
cub. Per exemple per a la coordenada x, calcularíem un número aleatori en el rang [punt_mínim.x ,
punt_màxim.y]. El mateix faríem per a la coordenada y i z. D’aquesta manera obtindríem sempre
un punt a l’interior del cub.
Tot i això, abans d’avançar a llançar el raig fem dues comprovacions per veure que el punt està dins
del volum de visió i no l’obstaculitza res. La primera comprovació la podem fer gràcies a la funció
Contains, que retorna True si el punt que se li facilita està dins del volum especificat.
La segona comprovació que fem la realitzem per veure que el punt no es troba sota terra, o dintre
algun element de l’entorn. Per exemple en crear els volums de visió podem tenir sense problemes un
arbre dintre. Per tal de comprovar si tenim terra per sobre, o estem dintre un objecte, el que fem
és llançar un raig vertical cap a l’eix positiu de les Y. A més a més activem que els rajos puguin
col·lisionar amb els reversos de les cares dels triangles, cosa que normalment no fa.
En el moment que el raig col·lisiona, mirem la direcció de la normal (vector perpendicular al pla) del
triangle amb el qual hem topat. Si la normal a la coordenada y té un valor superior a 0, sabem que
hem col·lisionat per la cara no visible, i per tant sabem que el punt d’origen del raig es troba dins
l’objecte o per sota el pla. En canvi si la component y del vector normal és menor a 1, sabem que el
pla ens està mirant i per tant el punt seleccionat és vàlid. Podem veure un exemple en la Figura 2.2.
Si es dóna un dels casos explicat, és a dir o bé el punt està per sota el terra, dins un objecte o fora
del volum de visió, tornarem a calcular un punt aleatori fins que compleixi les condicions.
Una vegada ja tenim tant el punt d’origen com la direcció del raig establerta, és quan fem el llançament
del raig. Si el raig col·lisiona contra un triangle, hem de guardar aquest triangle com a vist. Per tal de
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Figura 2.2: Croquis que ensenya el valor de la normal a la component y,
en funció de cap on mira el pla
fer això, tenim un vector de booleans de mida igual al nombre de triangles de l’objecte. Inicialment
tots seran falsos, i a mesura que anem trobant triangles, els anirem marcant com a vistos.
En cas de no col·lisionar contra res, o bé col·lisionar amb un triangle que ja hem marcat com a
vist, augmentarem el valor de la variable que serveix per comparar amb la variable especificada per
l’usuari com a màxim nombre de raigs sense trobar geometria nova. En aquest moment també faríem
la mesura del temps que portem executant i el compararíem amb el temps màxim permès per l’usuari.
Com a últim pas, i ja fora del bucle principal que s’encarregarà de fer tot el Ray Casting, haurem
d’actualitzar l’objecte de l’escena per tal de mostrar els resultats obtinguts del càlcul de visibilitat.
Per tal de fer aquest pas, recorrerem tot el vector de triangles vistos. Anirem agafant de la llista de
triangles original del model, que en el cas de Unity és un vector, la informació dels triangles que hem
calculat com a vistos. Aquest nou vector estarà format pels índexs dels 3 vèrtexs que formen cada
triangle vist.
Finalment, per acabar aquest pas, aplicarem al model el nou vector de vèrtexs. Tot i això no
esborrarem mai el vector original per si l’usuari vol reiniciar el model.
2.1.2 Expansió de veïns
Per tal de fer l’expansió de triangles a tots els veïns va caldre fer una sèrie de passos previs just
en acabar de carregar el model. L’ús d’aquest algorisme permet acabar de marcar com a visibles
els triangles erròniament marcats com a invisibles per l’algorisme de Visibility Sampling aleatori,
transformant el nostre càlcul de visibilitat d’agressiu a aproximat. Podrà passar en algun cas que
marquem algun triangle invisible com a visible, però compensa al fet d’acabar d’afegir a la solució
els triangles que si són visibles i visibility sampling no havia marcat.
Com ja sabem, un model està format per una sèrie de vèrtexs ajuntats en triangles. A Unity, tenim
un vector de triangles i un vector de vèrtexs, però no tenim manera de saber ràpidament quin vèrtex
està referenciat per múltiples triangles.
Per tal de saber quins triangles comparteixen algun vèrtex, ha sigut necessària la creació de dos
maps. Aquests es creen en el moment en què el model queda carregat a l’escena.
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El primer map, anomenat neighboursInfo, indica per a cada identificador de vèrtex diferent, els
triangles en els quals apareix. El segon map, vertexinfo, ens diu per cada vèrtex (representat per la
seva posició), quins identificadors diferents té. Posem un exemple per deixar-ho més clar. Tenim un
vèrtex amb id 0, que forma part del triangle 1 i 2, i a més a més té les coordenades (-1,-1,1), mateixes
coordenades que el vèrtex amb id 8. En el primer map, si busquéssim l’id 0, ens retornaria una llista
amb els valors 1 i 2. Si després busquéssim en el segon map els valors (-1,-1,1), ens retornaria una
llista amb els valors 0 i 8.
A l’iniciar l’execució d’expansió a triangles veïns, al principi de tot fem unes còpies del vector de
triangles i del vector de triangles trobats. Hem de fer una còpia perquè no podem modificar els
originals mentre fem l’expansió, ja que si els modifiquéssim, podríem estar expandint triangles que
s’han calculat en el mateix algorisme i per tant que s’acaben d’afegir, fent que el resultat no sigui
correcte.
Aquest algoritme es divideix en dues parts, la primera consisteix a identificar i marcar els veïns dels
triangles vistos com a triangles vistos. La segona consisteix en refer el vector de triangles amb els
nous índex dels vèrtexs que formen els triangles afegits.
La primera part consisteix a anar repassant tots els triangles trobats, i per a cada un d’aquests, iterar
pels vèrtexs que el formen. Per a cada un d’aquests vèrtexs, anirem al map vertexInfo i agafarem
tots els ids de vèrtexs que tenen la mateixa posició. Una vegada tinguem aquesta llista, per a cada
id consultarem el map neighboursInfo i agafarem tots els triangles en els quals apareix el vèrtex.
Finalment per a cada triangle que apareix a la llista que ens retorna neighboursInfo, el marcarem
com a vist, si és que no ho està, al vector de triangles vistos.
La segona part de l’algoritme és igual a la part final de l’algoritme de Visibility Sampling. Recorrerem
el vector de triangles vistos i anirem agafant de la llista de triangles original del model, la informació
dels triangles que hem calculat com a vistos.
Finalment aplicarem aquest nou vector de triangles al model de l’escena.
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2.2 Interacció
En aquest apartat s’explicarà la manera en la qual l’usuari pot interactuar amb el programa, i com
estan programades les funcionalitats que no s’han explicat encara.
2.2.1 Moviment i Interacció
L’usuari pot interactuar amb l’aplicació per a fer diverses coses. En aquest primer apartat ens fixarem
en la manera de moure’s per l’entorn i com es poden crear els volums de visió.
Per tal de moure la càmera per l’escena, tenim una varietat de tecles i moviments de ratolí que ens
permetran moure’ns per l’escena de manera controlada. La següent llista els detalla:
• Tecla W: Permet a l’usuari moure la càmera en la direcció a la qual està mirant.
• Tecla S: Permet a l’usuari moure la càmera en la direcció contrària a la qual està mirant.
• Tecla D: Permet a l’usuari moure la càmera a la dreta respecte a la direcció a la qual està
mirant.
• Tecla A: Permet a l’usuari moure la càmera a l’esquerra respecte a la direcció a la qual està
mirant.
• Tecla E: Permet a l’usuari inclinar la càmera cap a la dreta.
• Tecla Q: Permet a l’usuari inclinar la càmera cap a l’esquerra.
• Tecla Z: Permet a l’usuari moure la càmera en direcció vertical cap abaix, respecte a la direcció
a la qual està mirant.
• Tecla X: Permet a l’usuari moure la càmera en direcció vertical cap amunt, respecte a la direcció
a la qual està mirant.
• Tecla R: Reinicia la posició de la càmera a la inicial. La posició inicial es configura de forma
automàtica en acabar de carregar el model, permetent una visió amplia de l’escena.
• Barra Espaiadora: Reinicia la inclinació de la càmera per a tornar a estar centrada a l’eix
positiu Y.
• Shift Esquerra: Augmenta la velocitat de moviment de la càmera.
• Botó Esquerre del Ratolí: Mantenint polsat aquest botó i movent el ratolí, l’usuari pot fer
variar la rotació de la càmera.
Tots aquests moviments estan controlats per a l’script CameraController.
L’altre tipus d’interacció que l’usuari necessita tenir amb l’escena és la referent a la creació dels
volums de visió. Al moment de crear aquests volums, representats per a cubs, estem seleccionant la
mida de la base, ja que tenen una alçada predefinida, que més endavant s’explica com canviar.
Per tal de crear un cub cal seguir els passos següents:
2. APLICACIÓ PRINCIPAL 24
Treball de Fi de Grau Ferran Perelló Sentís
1. Reiniciar el procés: Pot ser que durant la càrrega o en intentar canviar un paràmetre, hàgim
fet clic amb el botó dret del ratolí a algun lloc de la pantalla, guardant així un primer punt
erroni. La tecla Shift Dret ens permetrà esborrar un punt prèviament emmagatzemat, fent que
es reiniciï el procés i puguem seleccionar el punt que toca.
2. Trobar el primer punt: Quan sapiguem on volem el primer punt de la base del cub, farem clic
sobre la posició amb el botó dret del ratolí, emmagatzemant aquell punt com a 1r.
3. Anar a buscar el segon punt: Si no podem veure la posició en la qual volem posar el segon
punt, ens podem moure per l’escena tal com ja s’ha explicat per tal d’anar a trobar una posició
de la càmera des de la qual veiem la posició.
4. Seleccionar el segon punt: Quan ja tinguem clar on volem el segon punt de la base del cub,
mantenint polsat el Shift Esquerra farem clic sobre la posició amb el botó dret del ratolí. Això
farà que aparegui un cub amb la base als punts on s’ha especificat i l’altura que estigui definida
en el moment.
2.2.2 Pantalla Principal
En el moment que l’usuari inicia l’aplicació, s’obre una finestra de mida 1024x768 si és la primera
vegada que s’utilitza. Si ja s’ha utilitzat anteriorment, s’obrirà una finestra amb la mida de pantalla
amb la qual es va tancar l’anterior execució.
Una iniciada, l’usuari veurà una pantalla com la de la Figura 2.3. Aquesta és la pantalla principal.
En els següents apartats explicarem com fer servir els submenús per tal de poder carregar objec-
tes, canviar l’altura dels cubs, configurar els paràmetres dels algorismes programats i exportar els
resultats.
2.2.3 Càrrega d’Objectes
El procés per tal de carregar l’objecte sobre el qual l’usuari voldrà fer els càlculs de visibilitat comença
en fer clic sobre el primer botó del menú superior.
Un explorador d’arxius s’obrirà, tal com es veu a la Figura 2.4, ja configurat per tal que l’usuari
només pugui veure els fitxers amb extensió obj. Aquest navegador és una de les dues extensions de
Unity que hem fet servir per a elaborar aquest projecte.
L’extensió anomenada Simple File Browser [19] permet crear un explorador d’arxius durant l’execució
del programa, cosa que Unity no permet fer per defecte. A més a més, permet configurar filtres per
tal de només mostrar les extensions escollides. També disposa de dos modes d’execució, un per a
escollir fitxers i un per a escollir carpetes. Aquesta extensió es farà servir tant per a seleccionar
l’objecte a carregar com per a guardar els resultats al final de l’execució.
En el moment que l’usuari hagi seleccionat l’objecte que vol carregar a l’escena, l’explorador enviarà
la ruta i el nom del fitxer en qüestió per tal que la segona extensió utilitzada carregui l’objecte. Tal
com es veu a la Figura 2.5 l’extensió anirà mostrant el progrés actual de la càrrega, cada vegada que
l’estat d’aquesta canviï.
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Figura 2.3: Vista de l’aplicació en iniciar-se
Figura 2.4: Vista de l’explorador d’arxius per a seleccionar l’objecte a
carregar
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Figura 2.5: Text de progrés, en groc, al costat del menú
Aquesta segona extensió s’anomena Asynchronous Importer and run-time Loader for Unity (AsImpL)
[20]. Aquesta extensió ens permet carregar fitxers OBJ durant l’execució, cosa que Unity tampoc per-
met de sèrie. Ens permet carregar objectes, creant directament un element que detecti les col·lisions
sobre els triangles de la malla. També permet carregar la textura de l’objecte de manera automàtica
si aquesta està ben definida a l’arxiu MTL, cosa que no sempre passa.
El format OBJ és un format de dades que només representa la geometria 3D, explicitant al llarg
del fitxer la posició de cada vèrtex, les coordenades de textura, les normals dels vèrtexs i les cares
dels triangles. Aquestes cares són especificades amb els 3 vèrtexs que la formen i opcionalment les
coordenades de textura i les normals dels vèrtexs que la formen. Els vèrtexs es guarden seguint
el sentit contrari a les agulles del rellotge, fent que les normals de les cares no siguin necessàries
d’explicitar. Els comentaris apareixen precedits del símbol #. El següent tros de codi exemplifica un
fitxer molt bàsic OBJ4.
#indica el nom del fitxer mtl necessari per a la textura
mtllib [external .mtl file name]
#indica el nom del material a fer servir dins del mtllib especificat
usemtl [material name]
# Llista de vèrtex (x, y, z)
v 0.123 0.234 0.345
v ...
...
# Llista de coordenades de textura
vt 0.500 1 [0]
vt ...
...
# Llista de normals
vn 0.707 0.000 0.707
vn ...
...
# Llista de cares (definides només amb vèrtexs)
f 7// 8// 9//
f ....
..
El fitxer OBJ, en cas d’utilitzar textura, necessita anar acompanyat del fitxer MTL5que defineixi
la textura utilitzada, referenciant la imatge que correspon a la textura, juntament amb paràmetres
d’il·luminació.
4Per a més informació consulteu la pàgina http://paulbourke.net/dataformats/obj/
5Per a més informació, es pot consultar la pàgina http://www.paulbourke.net/dataformats/mtl/
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Alguns programes que permeten crear i exportar models en format OBJ, tenen el sistema de coor-
denades on els eixos Y i Z estan intercanviats. En exportar aquest OBJ l’usuari en seria conscient,
però el programa no tindria forma de saber-ho. AsImpL ens permet carregar objectes amb aquesta
característica, però s’hauria d’indicar de forma manual.
En el moment que AsImpL hagi carregat l’objecte de forma completa, i s’hagin creat els dos mapes
necessaris per a l’expansió de visibilitat a triangles veïns, la càmera es col·locarà de forma automàtica
a una posició que permeti veure gairebé tota l’escena, tal com mostra la Figura 2.6. El botó de càrrega
d’objecte desapareix per tal que l’usuari no carregui més d’un model a la vegada a l’escena. En aquest
moment l’usuari ja podrà començar a col·locar volums de visió, a usar els algorismes i a configurar
els seus paràmetres.
Figura 2.6: Captura de l’aplicació en el moment en què acaba la càrrega
d’un objecte
2.2.4 Elecció de Paràmetres
Per a poder configurar els paràmetres que es fan servir durant l’execució dels algoritmes o per a
la creació dels cubs de visió, s’haurà de mostrar el submenú corresponent a la configuració que es
vulgui editar. Aquests submenús es gestionen des d’un gestor de menús que s’encarrega de què no
es mostrin dos submenús a la vegada. També s’encarrega del fet que si es vol carregar un objecte o
exportar els resultats, no es mostri cap submenú.
Per tal d’introduir el nou valor al quadre seleccionat, només cal introduir el valor numèric i després
polsar la tecla ”intro”, el canvi serà immediat de cara a les següents interaccions. Això permet fer,
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per exemple, volums de diverses alçades, o rondes d’expansió amb diferent nombre de rondes.
El primer que podem canvia és l’altura dels volums de visió. En el submenú que mostra el botó
”Cube”, tal com mostra la Figura 2.7 veiem que aquesta és l’opció que apareix. El valor nou pot ser
un nombre decimal, per tal d’ajustar millor la mida del cub a l’escala del model. Per defecte aquest
valor és 10.
Figura 2.7: Menú per a canviar l’alçada dels volums de visió
La següent secció que podem desplegar és la que mostra el botó ”Visibility”. Apareixen diverses
opcions, que es poden veure a la Figura 2.8.
El primer botó que trobem és el de ”Reset”. Aquest botó permet tornar l’objecte de l’escena al seu
estat inicial, és a dir, desfer tots els càlculs de visibilitat i expansions que s’hagin fet fins al moment.
El segon camp és ”Rays”. Aquest camp ens permet modificar el nombre total de rajos que es llançaran
al llarg de l’execució de l’algorisme de Visibility Sampling. Aquest valor ha de ser enter. Per defecte
té un valor d’1 Milió de raigs.
El següent camp que trobem és ”Rays w/o”. Aquest camp fa referència al màxim nombre de rajos
que poden passar sense trobar cap mena de polígon nou, o sense trobar res. Aquest valor ha de ser
un enter. Si volem que aquesta condició de parada no afecti l’execució, posarem el mateix valor que
el del total de raigs. Per defecte està configurat a 50 mil raigs.
L’últim camp que podem modificar és ”Max. Time”. Aquest valor representa el nombre màxim de
minuts que es vol que duri l’execució. Aquest camp admet valors tant enters com decimals. Si no
volem que l’execució es vegi afectada pel temps, només cal que posem un temps molt gran, com per
exemple el que té per defecte. El valor per defecte és de 90 minuts.
Finalment trobem el botó ”Calculate Visibility”. Aquest botó farà que s’executi l’algorisme de Visi-
bility Sampling amb els valors establerts. En clicar el botó, pot donar la sensació que el programa
es penja, però no és així. El càlcul de tants rajos pot comportar una càrrega considerable, fent que
Windows doni el programa per congelat. Recomanem que es faci una primera execució amb pocs
raigs per veure el temps que tarda, i així fer un càlcul aproximat de quant pot arribar a tardar amb
més raigs.
El següent menú que podem desplegar és el que obre el botó ”Expansion”, tal com mostra la Figura
2.9.
El primer que podem modificar aquí és ”Expansion”. Aquest camp especifica el nombre d’expansions
a triangles veïns que es farà en clicar el botó del costat. Per defecte es farà l’expansió als veïns
directes (1), tot i això es pot canviar per tal de fer dues rondes expandint fins als veïns dels veïns
(2), etcètera. Aquest camp només admet valors enters.
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Figura 2.8: Menú per a configurar els paràmetres del Visibility Sampling,
reiniciar el model o executar l’algorisme
El botó que trobem anomenat ”Do Expansion” posa en marxa l’algoritme d’expansió de veïns, fent
tantes rondes com s’hagin especificat.
Figura 2.9: Menú per a escollir el nombre d’expansions i executar-les
2.2.5 Exportació de Resultats
Finalment, i ja al menú superior, en clicar sobre el botó ”Export Results”, s’obre un explorador de
fitxers amb la mateixa ruta a la qual estàvem a la càrrega de l’objecte. Aquest explorador per això
serveix per a seleccionar la carpeta a la qual volem exportar el fitxer txt en el que guardarem els
resultats del càlcul de visibilitat. El nom de fitxer està predeterminat a la data i l’hora al moment
de fer l’exportació, sent de l’estil ”aaaa-mm-ddThh_mm_ss.txt”.
Dins aquest fitxer trobarem una primera línia que ens indica el nombre de triangles visibles del
total de l’objecte. Seguidament una llista dels índexs dels triangles visibles. A continuació indica
el nombre de volums de visió totals especificats a l’escena. Finalment fa una llista amb tots els
paràmetres necessaris dels volums de visió, posició i escala, per tal de reproduir-los.
Aquests resultats seran utilitzats pel comparador. Aquest comparador ens servirà per a veure les
diferències entre el model original i el resultant del càlcul de visibilitat.
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Figura 2.10: Vista de l’explorador d’arxius per a seleccionar la carpeta on
crear l’exportació
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3 Proves
A continuació es detallaran les proves i els resultats obtinguts utilitzant l’aplicació. Es faran servir 3
models amb diferents mides pel que fa al nombre de triangles. Cada model té la seva complexitat i
el seu cas útil d’estudi, ja sigui pel tipus d’escena que presenten o per la utilitat que podria tenir el
model.
Tots els models estan distribuïts sota una llicència Creative Commons.
Per poder fer les proves, els models es poden descarregar a https://mega.nz/#F!At0FWSIQ!hf-bpUiaOQGArK7RIKix_
g.
Per obtenir els resultats de les següents proves, es poden descarregar a https://mega.nz/#F!
lxdHnCST!BHWst9A96E8zNYwyil7gmw. A la carpeta es poden trobar les captures i els arxius ne-
cessaris per a poder fer servir el comparador, per tal de veure els resultats de manera interactiva.
Les proves tindran un procés similar:
1. Per cada model es detallaran el nombre de triangles que té en total, la font de la qual s’ha
extret i es mostrarà una imatge de l’estat inicial.
2. Es mostraran imatges globals del procés de les diverses, proves, detallant els paràmetres de
l’algorisme de Visibility Sampling i si s’ha fet servir alguna expansió o no.
3. Es mostraran imatges extretes del comparador per tal de veure els resultats de forma gràfica.
4. Es detallaran per cada prova les taules de temps i reducció de triangles, entre altres coses.
5. Es farà una interpretació dels resultats i una anàlisi visual dels resultats, per veure si compleixen
amb l’esperat o no.
Totes les proves han estat realitzades en un ordinador amb un processador i7-4790 a 3.60GHz, 16GB
de memòria RAM i una Nvidia GeForce 1070.
3.1 Comparador
Per tal de veure els resultats que hem obtingut, farem servir una segona aplicació creada durant
aquest projecte.
El comparador carrega l’objecte que se li especifica, de la mateixa manera que en el programa
principal, i en crea dues instàncies, una de color vermell i l’altre amb la textura normal.
Una vegada estiguin carregats els objectes, se li podran aplicar els resultats extrets de l’aplicació
principal, de tal manera que a l’objecte texturitzat se li mantindran els triangles calculats com a
visibles, i a l’objecte en vermell se li mantindran els marcats com a no visibles. També es crearan els
volums de visió.
D’aquesta manera ens podem moure per l’escena, de la mateixa manera que en el programa principal,
per tal de posar-nos en la posició de l’usuari final i veure quanta part en vermell podem distingir.
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Igual que a l’aplicació principal, en iniciar l’aplicació s’obre una finestra de mida 1024x768 si és la
primera vegada que s’utilitza. Si ja s’ha utilitzat anteriorment, s’obrirà una finestra amb la mida de
pantalla amb la qual es va tancar l’anterior execució.
3.2 Prova 1 - Castell Minecraft
El primer model és un castell exportat directament del videojoc Minecraft, creat per l’usuari pa-
trix. És un model amb 571150 triangles inicials. L’estat inicial és el que es mostra la Figura 3.1
Es pot trobar a la url https://sketchfab.com/models/4b63724d7eab47079f905369cf8a0f98, i
té la llicència Reconeixement-NoComercial-CompartirIgual 4.0 Internacional (CC BY-NC-SA 4.0)
(https://creativecommons.org/licenses/by-nc-sa/4.0/deed.ca).
Figura 3.1: Vista original del Castell de Minecraft
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Figura 3.2: Imatges resultants de l’execució amb 1 Milió de raigs. Esquerra:
Sense Expansió Dreta: 4 expansions
Figura 3.3: Imatges resultants de l’execució amb 10 Milions de raigs. Es-
querra: Sense Expansió Dreta: 4 expansions
Taula 3.1: Taula de Resultats amb 1M raigs, 50k w/o hit i max time 90
Expansions Triangles Vistos % Triangles Vistos Triangles descartats Temps (ms)
0 17878 3.13 553272 3213
1 57918 10.14 513232 55
2 84663 14.82 486487 157
3 104864 18.36 466286 190
4 121327 21.24 449823 221
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Figura 3.4: Imatges resultants de l’execució amb 50 Milions de raigs. Es-
querra: Sense Expansió Dreta: 4 expansions
Figura 3.5: Imatges resultants de l’execució amb 100 Milions de raigs.
Esquerra: Sense Expansió Dreta: 4 expansions
Taula 3.2: Taula de Resultats amb 10M raigs, 50k w/o hit i max time 90
Expansions Triangles Vistos % Triangles Vistos Triangles descartats Temps (ms)
0 27819 4.87 543331 30947
1 78544 13.75 492606 75
2 107014 18.74 464136 159
3 127723 22.36 443427 228
4 143458 25.12 427692 272
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Taula 3.3: Taula de Resultats amb 50M raigs, 500k w/o hit i max time 90
Expansions Triangles Vistos % Triangles Vistos Triangles descartats Temps (ms)
0 34256 6.00 536894 159448
1 89536 15.68 481614 89
2 119469 20.92 451681 181
3 141643 24.80 429507 239
4 158440 27.74 412710 277
Taula 3.4: Taula de Resultats amb 100M raigs, 1.5M w/o hit i max time
90
Expansions Triangles Vistos % Triangles Vistos Triangles descartats Temps (ms)
0 36768 6.44 534382 308765
1 93641 16.40 477509 89
2 123475 21.62 447675 208
3 145334 25.45 425816 237
4 161584 28.29 409566 284
Figura 3.6: Esquerra: Model original. Dreta: Model després d’aplicar
Visibility Sampling - 100 milions de raigs
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Figura 3.7: Model amb Visibility Sampling i Expansió - 100 milions de
raigs i 4 expansions
Els volums de visió s’han col·locat pensant que l’usuari final podria veure des de l’interior del castell
i des del pont. Estaríem parlant d’una persona que entra al castell des de la porta principal. Tots
els volums tenen una alçada de 0.5, pel fet que aquest model té una escala molt petita. Aquest fet
afectarà una mica als resultats perquè els punts d’origen dels raigs seran menys distants entre ells.
Al ser un espai obert, es pot veure que el càlcul de visibilitat utilitzant Visibility Sampling serà més
precís quan s’utilitza una quantitat de rajos més gran. Encara que pel volum que trobem dins el
pati del castell pugui tenir millors resultats utilitzant menys rajos, al volum del pont serà més fàcil
que els rajos vagin en direcció cap on no hi ha geometria. Aquest fet es pot comprovar mirant els
percentatges de triangles vistos només fent Visibility Sampling. Veiem que entre la prova amb 1M de
rajos i la de 50M hi ha un increment d’un 3% en els triangles marcats com a visibles nomes aplicant
Visibility Sampling. Aquest increment es redueix dràsticament en els resultats de la prova de 50M i
la de 100M de rajos.
De fet la primera prova que es va fer amb 100 milions de rajos, va parar perquè vam complir la
condició de 500 mil iteracions sense trobar geometria nova. Aquesta prova va donar uns resultats
força semblants pel que fa al temps i al nombre de triangles vistos al de la prova de 50 milions.
Tanmateix, en aplicar l’algorisme d’expansió, podem veure que en l’últim cas acabem marcant com
a visibles triangles que no ho seran, com podria ser el cas d’una part de la muralla exterior. S’haurà
d’anar amb compte per tal de no passar-nos amb el nombre d’expansions.
Pel que fa al temps d’execució, veiem com en augmentar el nombre de rajos, aquest augmenta
considerablement. No és d’estranyar que si per a l’execució d’1 milió de rajos tardem 3213 mil·lisegons,
en multiplicar el nombre de rajos per 100, el temps d’execució augmenti també un ordre de magnitud
similar fins als 5 minuts. Això passarà en totes les proves.
Un altre fet que passarà en totes les proves és que el temps de l’algorisme d’expansió sigui quasi
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negligible. En aquest algorisme el temps serà proporcional al nombre de triangles marcats com
a vistos, en haver-hi més triangles vistos d’inici, més tardarà a fer-lo, però mai arribarà a temps
d’execució com el Visibility Sampling.
Contra més complex sigui el model, més tardarà a executar-se, doncs té més triangles a processar.
Però mai tindrà tanta geometria a processar com el model original, per tant sempre expandirà menys
triangles que els que originalment trobi Visibility Sampling. Això es pot comprovar al llarg de les
expansions en totes les proves.
Els models fets servir per tal de fer les comparacions són els de l’execució amb 100 Milions de raigs,
es poden veure a les Figures 3.6 i 3.7.
Els resultats que es poden veure són força bons. Podem veure com en el càlcul de visibilitat sense
expansions, les façanes dels edificis que es veuen des del pont queden totalment visibles, amagant
tota la part de les teulades. També podem veure com la part de darrere de l’arbre o de l’edifici que
es troba a la part inferior de la imatge, queden totalment en vermell, ja que són impossibles de veure
des del pont. Pel que fa a la façana del castell, es pot veure que les parts que queden ocultes per la
part més sortida de la torre, estan totalment en vermell. Així i tot, a la part del llac es veuen uns
quants triangles vermells depenent de la posició on ens posem dintre del volum de visió.
En aplicar-hi les expansions, aquests elements en vermell desapareixen quasi per complet. Això si
veiem com es defineixen molt més les teulades o la façana del castell, cosa que no faria falta.
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3.3 Prova 2 - Vestíbul
El segon model és una captura real, a base de fotografies, d’un vestíbul que pertany al Hallwyl Museum
ubicat a Estocolm (Suècia). Aquesta captura ha estat realitzada pel mateix Museu Hallwyl, compartit
amb una llicència CC Reconeixement 4.0 Internacional (CC BY 4.0) https://creativecommons.
org/licenses/by/4.0/deed.ca. Aquest objecte té un total d’1 Milió de triangles. L’estat inici-
al és el que es mostra a la Figura 3.8, i es pot descarregar a https://sketchfab.com/models/
e74928dc62fe457892e52dd97b6aa6e0.
Figura 3.8: Escena original del Vestíbul
Figura 3.9: Imatges resultants de l’execució amb 1 Milió de raigs. Esquerra:
Sense Expansió Dreta: 3 expansions
Taula 3.5: Taula de Resultats amb 1M raigs, 500k w/o hit i max time 90
Expansions Triangles Vistos % Triangles Vistos Triangles descartats Temps (ms)
0 280502 28.05 719498 4028
1 543716 54.37 456284 326
2 585190 58.52 414810 487
3 607394 60.74 392606 513
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Figura 3.10: Imatges resultants de l’execució amb 10 Milions de raigs.
Esquerra: Sense Expansió Dreta: 2 expansions
Figura 3.11: Imatges resultants de l’execució amb 50 Milions de raigs.
Esquerra: Sense Expansió Dreta: 1 expansió
Figura 3.12: Imatges resultants de l’execució amb 100 Milions de raigs.
Esquerra: Sense Expansió Dreta: 1 expansió
Taula 3.6: Taula de Resultats amb 10M raigs, 500k w/o hit i max time 90
Expansions Triangles Vistos % Triangles Vistos Triangles descartats Temps (ms)
0 479591 47.96 520409 38545
1 589743 58.97 410257 520
2 609862 60.99 390138 597
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Taula 3.7: Taula de Resultats amb 50M raigs, 1M w/o hit i max time 90
Expansions Triangles Vistos % Triangles Vistos Triangles descartats Temps (ms)
0 542431 54.24 457569 192911
1 604726 60.47 395274 530
Taula 3.8: Taula de Resultats amb 100M raigs, 1M w/o hit i max time 90
Expansions Triangles Vistos % Triangles Vistos Triangles descartats Temps (ms)
0 556320 55.63 443680 361510
1 610454 61.05 389546 536
Figura 3.13: Esquerra: Model original. Dreta: Model després d’aplicar
Visibility Sampling - 100 milions de raigs
Figura 3.14: Model amb Visibility Sampling i Expansió - 100 milions de
raigs i 1 expansió
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Els volums de visió s’han col·locat pensant que l’usuari just ha acabat de pujar les escales poden
estar o al davant de l’escala o al costat de la barana. Totes les proves s’han realitzat amb volums
d’alçada 10.
En aquest cas, al ser un espai interior i suposadament tancat, tot i que hi ha certs punts a les parets
i al sostre on no hi ha geometria, la diferencia en els percentatges de triangles vistos en utilitzar un
nombre de raigs gran, no es diferencien massa. Entre els resultats de Visibility Sampling entre les
taules 3.7 i 3.8 existeix una diferència mínima.
En veure les imatges dels resultats, es pot pensar que l’execució de 10 milions de rajos ja són suficients
per a mostrar uns bons resultats, però no és cert. Si ens fixem en la imatge de l’esquerra de la figura
3.9, es pot veure que la paret amb els quadres, té els triangles visibles amb una sèrie de delimitacions
quadrades. Com que el model està fet a base de fotografies, veiem que a les unions de les fotografies,
la geometria del model es transforma en triangles molt petits. Si veiem el resultat de 10 milions
de rajos al comparador, veurem que existeixen força línies de triangles vermells. És gràcies a les
expansions que podem eliminar en aquests casos les delimitacions de les fotografies.
Tal com es veu en les figures 3.13 i 3.14, tot i tenir una paret sense triangles en vermells, hi ha
petits trossos a les escales que encara es veuen en vermell, tant abans com després de les expansions.
Hem donat com a bo aquest resultat, ja que si féssim més expansions, acabaríem marcant com a
visibles massa triangles del pis de sota, fent que el model nou tingués massa polígons no visibles com
a visibles. Per aquest fet, hem marcat com a resultat òptim tenir més o menys un 60% dels triangles
com a visibles, cosa que a mesura que incrementàvem el nombre de rajos, hem pogut reduir el nombre
d’expansions per a aconseguir-ho.
Pel que fa als temps d’execució, veiem que segueix passant el mateix que hem vist a la primera prova.
Contra més rajos més temps necessita per fer l’algorisme de Visibility Sampling. Tampoc veiem que
el temps necessari per a la expansió sigui més significatiu.
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3.4 Prova 3 - Mapa de la ciutat de Calw
El tercer model és un mapa de la ciutat de Cawl a Alemania. Aquest mapa es troba a prop del mer-
cat de la mateixa ciutat. Aquesta captura ha estat realitzada per l’usuari Michael Vogt, compartit
amb una llicència CC Reconeixement 4.0 Internacional (CC BY 4.0) https://creativecommons.
org/licenses/by/4.0/deed.ca. L’estat inicial és el que es mostra a la Figura 3.15, que cons-
ta d’un total d’1418791 triangles. El model es pot trobar a https://sketchfab.com/models/
aceb0e8cf2e74803bd643f1ad2065536.
Originalment, el model té els eixos Y i Z girats, cosa que fa que si es carrega el model original a
l’aplicació, surt en format vertical. Per això es va fer servir Blender per a reexportar el model amb
els eixos ben posats (Y com a eix vertical). El model modificat es pot trobar a l’enllaç de descàrrega
de l’inici d’aquest apartat.
Figura 3.15: Vista aeria del model original
Taula 3.9: Taula de Resultats amb 1M raigs, 50k w/o hit i max time 90
Expansions Triangles Vistos % Triangles Vistos Triangles descartats Temps (ms)
0 58610 4.13 1360181 2670
1 117213 8.26 1301578 238
2 148580 10.47 1270211 372
3 174844 12.32 1243947 517
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Figura 3.16: Imatges resultants de l’execució amb 1 Milió de raigs. Es-
querra: Sense Expansió Dreta: 3 expansions
Figura 3.17: Imatges resultants de l’execució amb 10 Milions de raigs.
Esquerra: Sense Expansió Dreta: 3 expansions
Taula 3.10: Taula de Resultats amb 10M raigs, 50k w/o hit i max time 90
Expansions Triangles Vistos % Triangles Vistos Triangles descartats Temps (ms)
0 101314 7.14 1317477 25503
1 157474 11.10 1261317 401
2 194165 13.69 1224626 491
3 226350 15.95 1192441 574
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Figura 3.18: Imatges resultants de l’execució amb 50 Milions de raigs.
Esquerra: Sense Expansió Dreta: 3 expansions
Figura 3.19: Imatges resultants de l’execució amb 100 Milions de raigs.
Esquerra: Sense Expansió Dreta: 3 expansions
Taula 3.11: Taula de Resultats amb 50M raigs, 1M w/o hit i max time 90
Expansions Triangles Vistos % Triangles Vistos Triangles descartats Temps (ms)
0 125881 8.87 1292910 127001
1 182652 12.87 1236139 438
2 221268 15.60 1197523 552
3 254940 17.97 1163851 649
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Taula 3.12: Taula de Resultats amb 100M raigs, 1M w/o hit i max time
90
Expansions Triangles Vistos % Triangles Vistos Triangles descartats Temps (ms)
0 134983 9.51 1283808 268191
1 192075 13.54 1226716 522
2 231238 16.30 1187553 736
3 265441 18.71 1153350 809
Figura 3.20: Esquerra: Model original. Dreta: Model després d’aplicar
Visibility Sampling - 100 milions de raigs
Figura 3.21: Model amb Visibility Sampling i Expansió - 100 milions de
raigs i 3 expansions
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Els volums de visió s’han col·locat per tal de comprovar com es comportaria l’algorisme en un carrer
ample, en una plaça i en un carrer més estret. Els volums tenen tots alçada 10.
Aquest cas torna a ser un cas d’exterior. Tot i això, és interessant perquè els edificis són més alts
que els volums definits. D’aquesta manera alguns dels raigs que tingui una direcció ascendent sí que
poden col·lisionar amb geometria. Al ser el model un pla una mica inclinat, també veiem com els
raigs travessen geometria aparentment amagada.
També és interessant al ser una ciutat, veure com l’algorisme es comporta amb els edificis que es veuen
entre edificis més propers. Al llarg de totes les imatges de les proves, es pot veure com geometria
llunyana a on estan col·locats els cubs és visible, ja que entre els edificis es veuen aquests edificis
posteriors.
Al ser el model més extens de tots amb els que hem treballat, veiem com és el més interessant
d’aplicar-li els algorismes. Amb 100 milions de rajos només veiem un 9% dels triangles totals, i ho
augmentem fins al 18% utilitzant les expansions, descartant un total d’1153350 triangles.
Aquest model podria ser interessant fer alguna prova amb més rajos, però hauríem d’anar amb compte
de configurar el nombre de rajos sense trobar geometria nova a un valor suficientment alt per tal de
no parar l’execució massa aviat.
Tornem a veure una vegada més el que ja s’ha comentat dels temps d’execució. El temps de Visibility
Sampling augmenta en funció al nombre de rajos llançats, i el de les expansions és negligible.
En aquest cas, ha sigut la prova amb 50 milions de rajos la que va parar abans d’hora, al completar
500 mil rajos sense trobar geometria nova. Per això les proves amb 50 milions i 100 milions tenen
configurats 1 milió de rajos mínims sense col·lisionar amb geometria nova o sense col·lisionar.
Les imatges extretes del comparador ens mostren, per exemple, com a mesura que ens anem allunyant
d’un volum de visió, les teulades van desapareixent de forma gradual. També podem veure com el
terra té triangles en vermell. Això és degut al fet que el terra no és llis completament, i per tant pot
ser que algun tros de terra més alçat tapi a un altre tros de terra que queda per darrere.
També veiem com els edificis de les parts posteriors queden molt ben definits només per les parts que
es podran veure, quedant com a petits punts de color envoltats de vermell.
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4 Conclusions
4.1 Resum
Aquest treball ha començat explorant les possibles solucions al problema de la visibilitat, dins de
l’àmbit dels gràfics 3D. El problema de la visibilitat consisteix en la determinació de cares visibles
en una escena des d’un cert punt de visió.
De totes les solucions possibles per tal de solucionar aquest problema, s’ha escollit Random Visibility
Sampling. Aquesta tècnica es basa a llançar rajos de visió (Ray Casting) des d’un punt de visió o
volum definit. El raig que es llança es fa des del punt d’origen, o un punt aleatori dins del volum,
amb una direcció aleatòria. En el moment que un raig col·lisiona amb algun triangle de la geometria
de l’escena, aquell triangle és marcat com a visible. Aquest algoritme és un algoritme agressiu, mai
ens mostrarà un objecte no visible, però pot ser que es deixi algun objecte visible.
Per tal de fer que el resultat no sigui agressiu sinó aproximat, s’ha afegit al programa un algorisme
capaç d’expandir la visibilitat als triangles veïns dels marcats com a visibles.
Una vegada vistes les implementacions de l’algoritme de Random Visibility Sampling i de l’expansió
de visibilitat, s’han passat a veure els resultats de les proves realitzades. Aquestes proves revelen
que per a espais tancats el nostre algoritme pot arribar a ser suficient, ja que amb un bon nombre
rajos s’aconseguirà cobrir bona part de la geometria visible, i després amb una o dues expansions en
tindrem prou per generar una solució molt bona.
En canvi, en espais oberts, perd una mica d’eficiència. En seleccionar la direcció dels rajos de manera
aleatòria, pot ser que una bona part es perdin perquè no col·lisionen contra res. Per a aquest estil
de problemes, tot i que la solució que genera el nostre algoritme és força bona, es guanyaria molta
eficiència amb un altre estil de solució, per exemple Guided Visibility Sampling.
Ha estat gràcies als resultats que també hem pogut veure com Random Visibility Sampling és un
algorisme agressiu. Contra menor era el nombre de rajos fets servir, més triangles veiem pintats de
vermell en el comparador, indicant que els hauríem d’estar veient, però que el càlcul de visibilitat els
donava com a ocults.
També s’ha pogut comprovar com afegint expansions, en algun cas es marcava com a visible un trian-
gle que no tocava, però el nombre de triangles vermells que es veia disminuïa de forma considerable.
Aquest tipus de comportament, i resultats, exemplifica un algorisme aproximat.
S’ha pogut comprovar, per tant, com Random Visiblity Sampling és una possible solució al problema
de la visibilitat.
4.2 Treball Futur
Hi ha hagut tres punts que per falta de temps no s’han pogut realitzar, tot i que són excel·lents
objectius de cara a millorar el projecte en forma de treball futur.
1 - Exportar l’objecte resultant.
Els resultats actuals són força bons, per tant podria interessar tenir la possibilitat d’exportar el nou
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objecte resultant d’aplicar els algorismes incorporats a l’aplicació. Això crearia una aplicació més
completa.
2 - Millorar la interacció amb l’aplicació.
El fet de tenir una interfície més completa seria útil per a l’usuari. Coses com per exemple poder
moure volums de visió, eliminar-los o poder estirar-los o allargar-los milloraria molt l’experiència.
Un altre punt a tenir en compte seria la possibilitat de treballar amb objectes amb més d’una malla.
També seria molt satisfactori tenir barres de progrés en executar els algorismes de Visibility Sapling
i Expansió de triangles.
3 - Guided Visibility Sampling.
Seria molt interessant intentar programar aquesta variant de Visibility Sampling intentant aprofitar
al màxim el codi ja existent. També seria útil per a poder comprar resultats en funció del temps o
del nombre de rajos llançats. Per a l’usuari final també seria interessant poder escollir quin algorisme
vol fer servir en segons quina situació.
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5 Gestió del Projecte
5.1 Planificació Temporal
5.1.1 Estimacions Generals i Consideracions
La duració estimada d’aquest projecte és, en un principi, d’aproximadament 4 mesos. Tot i això, la
duració del projecte no deixa de ser una estimació. Per aquest motiu, s’intentaran minimitzar les
desviacions del pla original. En el cas que fossin massa pronunciades, se solucionaran el més ràpid
possible i es farà un breu re-càlcul del pla del projecte.
5.1.2 Fita Inicial
Aquesta primera part es fa sota el paraigua de l’assignatura GEP. Consta de les següents parts:
• Definició de l’abast i contextualització (10h)
• Planificació Temporal (5h)
• Gestió Econòmica i sostenibilitat (5h)
• Plec de Condicions (5h)
• Documentació final i presentació oral (15h)
Totes aquestes parts les durà a terme el desenvolupador i seran revisats pel tutor assignat de l’assig-
natura de GEP.
Els recursos utilitzats són un ordinador personal en el qual es durà la cerca d’informació i l’escriptura
dels documents adients. Aquests documents seran escrits utilitzant un editor de text en LATEX.
5.1.3 Anàlisis del Projecte
En aquesta part es farà un estudi del projecte per tal d’identificar les possibles implementacions
d’aquest. Caldrà fixar els objectius i les funcionalitats. També es farà un estudi de les possibles eines
amb les quals es pot desenvolupar el projecte.
Una vegada es tinguin tant els objectius com les eines, es podrà procedir a un primer disseny del
projecte.
5.1.4 Disseny del Projecte
Aquesta part consistirà a configurar l’entorn de treball òptim per al desenvolupament d’aquest pro-
jecte. Es configurarà l’entorn Unity, buscant en el cas que facin falta els assets externs necessaris.
També es prepararà tot el programari per dur a terme el control de versions.
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5.1.5 Pla d’acció
Tal com s’explica a la metodologia, aquest projecte es desenvoluparà fent servir una metodologia
àgil. En dur-se a terme reunions setmanals, es podran revisar els objectius aconseguits al llarg de
les setmanes. Aquesta revisió pot servir tant per avançar etapes del desenvolupament com per a
endarrerir-les. També es podran identificar etapes que potser no s’havien previst.
En cas de veure que alguna part està necessitant més temps del previst, serà a les reunions el lloc en
el qual s’intentarà entendre perquè està passant, i s’estudiarà la millor manera de posar-hi remei.
El desenvolupament de les dues parts del projecte tenen una petita part d’ordre necessari. Per
exemple no es pot desenvolupar l’algorisme si com a mínim l’editor no té la part de selecció de
volums de visió llesta. A totes les parts en què no importi l’ordre en les que es desenvolupen se’ls
aplicarà un ordre arbitrari, que es podrà revisar a les reunions per tal de moure si es veu que alguna
d’aquestes parts corre més pressa que una altra.
5.1.6 Desenvolupament
Per tal de poder treballar millor en el projecte, el desenvolupament se separarà en 2 àmbits. Totes
les tasques que sigui referent a l’algorisme de visibility sampling, i totes les tasques que siguin pròpies
de l’aplicació.
Primerament es crearà un repositori git en el qual tot el codi estarà penjat. Es treballarà a la vegada
amb un ordinador d’escriptori i amb un portàtil, de tal manera que hi haurà 2 còpies del codi i de
l’entorn de treball. Gràcies al repositori, les dues estacions de treball tindran el mateix codi i, per
tant, la mateixa versió de l’algorisme i l’aplicació.
Aquests dos àmbits en els quals separem el desenvolupament no són 100% independents, hi haurà
elements d’un àmbit que sense una part de l’altre no es podran dur a terme. Primer s’haurà d’avan-
çar amb el desenvolupament de l’aplicació, fins a tenir uns mínims, per tal de poder desenvolupar
l’algorisme.
S’haurà de començar el desenvolupament creant un sistema per tal de moure la càmera per dins
l’entorn 3D, seguidament es crearà el sistema per tal de definir els volums de visió des dels quals es
llançarà l’algorisme. Amb aquestes dues primeres coses, ja podem fer la primera versió de l’algoris-
me. A partir d’aquest punt, tots els elements que es vulguin incloure a l’aplicació, com la càrrega
d’escenes o l’exportació dels resultats, ja no tindran un ordre necessari.
5.1.7 Valoració d’Alternatives
Per tal de fer que aquesta organització sigui el menys invasiva possible, es reduiran les hores dedicades
a les tasques designades a la implementació de parts complementàries. Aquesta etapa es va fer més
llarga sabent que les etapes anteriors podien portar una necessitat més gran de temps, fent possible
que se sacrifiquin parts opcionals per tal d’acabar el projecte dins el temps establert.
Tot i això, potser en algun moment les tasques es poden arribar a superposar. Sempre que es pugui
evitar, l’equip se centrarà en una tasca abans d’avançar a una altra. Serà a les reunions de seguiment
a les que es tractaran aquests temes i es focalitzaran els esforços cap a una tasca en concret.
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Per tal de facilitar la lectura del diagrama de Gantt, tots els elements contenen agrupats el temps de
desenvolupament i testing.
5.1.8 Duració final de les tasques
Les hores finals dedicades al projecte han estat les següents:
• GEP (40h)
• Aplicació Principal:
– Configuració Entorn (8h)
– Vista Editor (8h)
– Càrrega Objectes (6h)
– Exportació de resultats (10h)
– Creació dels volums de visió (40h)
– UI Complementària i retocs (25h)
• Random Visibility Sampling:
– Llançament de raigs (40h)
– Volum i punt aleatori (45h)
– Comprovació de posicions i raigs (40h)
– Màxim nombre de raigs (15h)
– Màxim nombre de raigs sense trobar geometria nova (12h)
– Temps màxim excedit (13h)
• Algorisme d’expansió:
– Estructures de dades (20h)
– Expansió als veïns (20h)
• Aplicació per comparar:
– Moviment d’arxius i UI (20h)
– Algorisme per comparar (20h)
• Documentació:
– Redacció memòria (60h)
– Preparació presentació (10h)
El total d’hores ha estat 470, que queden reflectides en el diagrama de Gantt de la secció 5.1.9.
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5.1.9 Diagrama de Gantt
Figura 5.1: Diagrama de Gantt del projecte
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5.2 Pressupost
Aquest apartat pretén desglossar el pressupost previst per a aquest projecte. S’intentaran cobrir tots
els factors tant humans com materials per tal de fer aquest pressupost el més acurat possible. Tot
i això aquest pressupost pot no ser definitiu a causa d’imprevistos, per tant també s’especificaran
mecanismes de control per tal que la desviació sigui mínima.
Per tal que sigui possible el desenvolupament d’aquest projecte necessitarem recursos Humans,
Software i Hardware. A continuació es detallaran aquests 3 apartats. Primer es veurà el Hardware,
en el que es determinaran els costos en material necessaris per dur a terme el projecte. Seguidament
es detallarà el Software necessari i els costos associats a ell. En tercer lloc es parlarà dels recursos hu-
mans necessaris per a completar el projecte en el temps previst. Finalment es detallaran les despeses
indirectes del projecte. Per últim es farà un recull dels apartats i s’obtindrà el pressupost final. Tot
el que es calcula en aquest pressupost, ve determinat per les diferents etapes definides en el diagrama
de Gantt (Fig.5.1).
5.2.1 Hardware
Per començar ens fixarem en les despeses de hardware. La següent taula (Taula 5.1) conté els costos
del hardware que farem servir tant pel desenvolupament com per a les proves.
Tant la Workstation com la pantalla seran usats durant tot el projecte. En ser un projecte que
treballa amb entorns 3D, és necessari que es disposi d’una targeta gràfica amb un mínim de potència
de càlcul. També ha de ser una gràfica moderna, en aquest cas de la generació anterior, per tal que
tingui la màxima compatibilitat amb les eines de representació 3D més actuals.
Producte Preu Vida Útil Amortització
Workstation i5-8400/8GB/240SSD/GTX1060 1025.89e 5 anys 68.39e
ASUS VX248H 24" 178.00e 5 anys 11.86e
Total 1203.89e 80.25e
Taula 5.1: Costos dels recursos Hardware
5.2.2 Software
A continuació (Taula 5.2) es detallaran els softwares necessaris per a desenvolupar el projecte. S’in-
clouen totes les eines explicades a l’apartat Eines de desenvolupament, al principi del document.
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Producte Preu Vida Útil Amortització
Windows 10 - Home 145.00e 3 anys 16.11e
Unity - Personal 0.00e ——— 0.00e
Visual Studio 0.00e ——— 0.00e
Github 0.00e ——— 0.00e
Git 0.00e ——— 0.00e
Trello 0.00e ——— 0.00e
TeamGantt 0.00e ——— 0.00e
Overleaf 0.00e ——— 0.00e
LATEX 0.00e ——— 0.00e
Total 145.00e 16.11e
Taula 5.2: Costos dels recursos de Software
5.2.3 Recursos Humans
Pel que fa als recursos humans, en aquest projecte una mateixa persona farà de desenvolupador i
de cap de projecte (les tasques de testing les assumirà el desenvolupador). La taula 5.3 serveix per
definir el salari per hora per cada rol diferent. Seguidament a la taula 5.4 veurem els costos totals
per tasca, i el total per projecte. Els salaris s’han extret de la Calculadora Salarial de HAYS [21],
tot i que s’hi han aplicat rebaixes per tal de garantir un pressupost amb valors més ajustats.
Rol Preu per hora
Cap de Projecte 20.00e
Desenvolupador de Software 10.00e
Taula 5.3: Salari per hora de cada tipus de rol
Tasca Cap de Projecte Desenvolupador de Software Preu Total
GEP/Planificació 58h 0h 1160.00e
Configuració Entorn 0h 8h 80.00e
Aplicació 8h 132h 1480.00e
Algoritme 44h 155h 2430.00e
Documentació 44h 44h 1320.00e
Total 154h 339h 6470.00e
Taula 5.4: Cost per tasca
5.2.4 Costos indirectes
Tot projecte té les seves despeses indirectes derivades de la realització del projecte. Les que es poden
preveure a primera instància són l’electricitat o el transport. El transport és necessari contemplar-lo,
ja que les reunions es duran a terme al campus. Es farà servir transport públic, usant l’abonament
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mensual de 54e durant els 4 mesos de projecte. L’electricitat es calcularà en funció dels kWh que
es consumeixen. Sabem que la font d’alimentació de l’ordinador consumeix 650W com a màxim, i
que usarem l’ordinador, arrodonint en excés, unes 550 hores. El preu del kWh a Barcelona costa
0.13e/kWh. Durant les 550 hores gastarem una energia de 357.5kWh, multiplicat pel preu estipulat
resulta en 46.475e en electricitat.





Taula 5.5: Costos Indirectes
5.2.5 Mecanismes de Control
La major problemàtica amb la qual ens podem trobar i que afecti el pressupost és la desviació
temporal. El pressupost s’ha intentat ajustar al màxim al diagrama de Gantt, per tant si ens trobem
amb algun problema pel que fa al temps, s’intentarà reorganitzar el diagrama de manera que el temps
total del projecte es vegi el menys afectat possible.
5.2.6 Pressupost total







Taula 5.6: Pressupost total
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5.3 Sostenibilitat
5.3.1 Àrea Econòmica
Tenint en compte el nombre d’hores que s’han d’invertir en un projecte com aquest, s’ha intentat
triar el hardware de manera que ens garanteixi el millor rendiment, amb un baix nivell de probabilitat
de trencar-se.
També s’ha intentat escollir en el cas que fos possible software sense cost de llicència, seria el cas
de fer servir LATEXper a la documentació o la llicència personal de Unity (respectant les condicions
necessàries).
Tot i això la millor manera d’aconseguir que el projecte sigui el màxim sostenible, econòmicament
parlant, seria que la previsió de temps per al projecte es reduís; sempre i quan no es posés en perill
la qualitat del resultat final d’aquest. A la taula 5.7 es pot veure la puntuació, s’han reduït bastants
costos, però hi han apartats que es podrien reduir una mica més.
En ser una solució que si és distribuïda, serà sense ànim de lucre, al llarg de la vida útil tothom la
podrà utilitzar sense problemes, sent una contribució a la comunitat.
Els riscos, en aquest cas, són quasi inexistents. Ningú cobrarà per tal de fer aquesta aplicació, per
tant el gruix de despesa econòmica no s’ha de tenir en compte. Sense els costos en recursos humans,
el cost de les despeses indirectes i de hardware queden com a única despesa.
5.3.2 Àrea Social
El principal objectiu d’aquest projecte, malauradament, no té un gran impacte en la societat en
general. És una eina que pretén que la gent que la necessiti (universitats, empreses, etc) li faciliti
molt la feina. Tant sigui per a temes acadèmics, com per a demostracions d’empreses a possibles
compradors.
Tot i això, s’intentarà que sigui el màxim respectuós amb la societat. Si es fan servir llibreries de
codi obert, sempre es respectaran els requeriments de les llicències, en el cas que n’hi hagi.
En aquest aspecte, el projecte no és beneficiós per a tota la societat, però si respectarà sempre les
llicències i intentarà que no pugui resultar maliciós en vers a ningú. A la taula 5.7 es pot veure la
puntuació.
Al llarg de la seva vida útil, aquest projecte podrà ajudar a la gent que ho necessiti, però en tenir unes
certes mancances, no la fan funcional al 100%. També existeixen algorismes, discutits anteriorment,
que milloren l’eficiència del càlcul de visibilitat, fent que aquest programa no sigui potser la primera
opció per als usuaris.
Pel que fa als riscos, socialment no en comporta cap. Si l’usuari vol fer servir aquest programa, se li
estaran donant unes facilitats a l’hora de treballar amb models 3D.
5.3.3 Àrea Ambiental
Per tal de ser sostenibles amb el medi ambient s’adaptaran un parell de mesures al projecte.
S’intentarà reduir al mínim la despesa energètica, per tal de consumir el mínim nombre de kWh.
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Per tal de contaminar el mínim, s’evitarà en la mesura del possible el transport privat, disminuint
l’emissió de CO2. Es prenen mesures per tal de disminuir la contaminació, però sempre es pot fer
més per ajudar al planeta. A la taula 5.7 es pot veure la puntuació.
Al llarg de la seva vida útil, en ser un problema de software, no està a les nostres mans disminuir la
petjada mediambiental. Seria l’usuari, en escollir un hardware amb menys consum, el qui contribuiria
a tenir un impacte més petit.
Els riscos del projecte pel que fa a la petjada mediambiental són pràcticament nuls. S’ha intentat que
el programa sigui el més ràpid possible per tal que la seva contaminació indirecta, en forma d’energia
elèctrica gastada pel hardware en el qual sigui executat, sigui mínima.
Sostenibilitat Econòmica Social Ambiental
Puntuació 8 7 8
Taula 5.7: Matriu de Sostenibilitat
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