Abstract: This paper presents a realistic test approach suitable to Design For Testability (DFT) and BuiltIn Self Test (BIST) environments. The approach is culminated in the form of a test simulator which is capable of providing a required goal of test for the System Under Test (SUT). The simulator uses the approach of fault diagnostics with fault grading procedure to provide the tests. The tool is developed on a common PC platform and hence no special software is required. Thereby, it is a low cost tool and hence economical. The tool is very much suitable for determining realistic test sequences for a targeted goal of testing for any SUT. The developed tool incorporates a flexible Graphical User Interface (GUI) procedure and can be operated without any special programming skill. The tool is debugged and tested with the results of many bench mark circuits. Further, this developed tool can be utilized for educational purposes for many courses such as fault-tolerant computing, fault diagnosis, digital electronics, and safereliable -testable digital logic designs.
Introduction
Over the years there has been a remarkable growth in Very Large Scale Integration (VLSI) techniques. Tremendous advances in fabrication technologies have led to increased Integrated Circuit (IC) densities. The overall impact has been the decrease in cost per function of digital processing hardware and greater system reliability (Ahmad, 2005) . However, as a consequence of higher integration densities, circuits have become very complex. To verify their correct functioning, ICs are required to be thoroughly tested. The cost involved in testing of even Large Scale Integration (LSI) chips is a substantial portion of the total manufacturing cost (Ahmad, 1989) . Further, advances in IC technology are occurring at a rate faster than those in test technology. A direct consequence of this is that testing methods, which are inadequate even for LSI circuits, are grossly unable to cope with the increased circuit sizes because of higher chip densities (Abdi, et al. 2008; Ahmad, 1989 and Ahmad, 2005) .
Formal Design-For-Testability (DFT) techniques are concerned with providing access points for testing (ie. enhancing controllability and observability in ICs) Ahmad, et al. 2004) . Currently, DFT and BIST have become effective and widely acceptable tools for tackling test problems for VLSI chips and systems (Zorian et al. 2000) . This is because of the inherent advantages of DFT and BIST techniques (Zorian et al. 2000) . However, any technique chosen must be incorporated within the framework of a powerful Computer Aided Designed (CAD) system providing semi-automatic analysis and feed back, such that the Rule of Ten can be kept under control: if one does not find a failure at a particular stage, then detection at the next stage will cost 10 times as much! (Ahmad 2005) .
Testability is a measure to determine a desired degree of accuracy with which the functionality of any system or circuit or component can operate. A very high cost of test, and an uncertain level of delivered system quality are the indirect costs of non DFT design testability. Further, adding the time spent trying to diagnose the fault makes a non DFT design very expensive. When testability is introduced at the design stage, it dramatically lowers the cost of test and the time spent at test. Properly managed, testability enhances the assurance of product quality and smoothes production scheduling assuring high availability of service, and less maintenance cost.
Since testability is not a technological innovation, the preparedness of a mindset that motivates and creates a constant awareness of the importance of ease-oftesting at all levels of developments and use of the systems is essential. In real sense it can be said that testability is a very critical parameter to the manufacturing process of any system and a system that cannot be readily tested is not really to be considered as manufacturable engineering.
Further elongating the problem of testing is at present, in general most system designers and electronics engineers have little knowledge about testing, and thus the companies frequently hire test technology experts to guide their designers on test problems and the com- This paper is an alternate effort for presenting an orientation of a conceptual teaching methodology to bridge the gap between the designers and test engineers. Many researchers have put effort to this direction (Ahmad and Al-Abri, 2005; Ahmad et al. 2006 and Ali et al. 2005) , (Blyzniuk et al. 1998; Dariusz, 1998 and Devadze et al. 2002) , Ivask et al. 1998; Jutman et al. 2002; Liu et al. 2008; Su et al. 2008; Ubar 1998; Ubar et al. 2002; Ubar and Orasson, 2003 and Ubar and Wuttke, 2001 ). Since Automatic Test Equipments (ATEs) are costly and not affordable to many organizations, as viable option the process of simulation is usually adapted. This gap in the market has called for this prototype testers and simulated tools (Ahmad and Al-Abri, 2009; Ahmad et al. 2006 and Ali et al. 2005) , (Liu et al. 2008 and Su et al. 2008) . However, such developed tools cannot cope with exhaustive tests because the application of 2 n test vectors to a device with n inputs is not effective if n is large. As the number of tests, 2 n grows exponentially with n, the number of tests required increases rapidly. For n inputs the truth table contains 2 n rows. If a test application is at 1 test/ s, this would take 18 min for n = 30, 13 days for n = 40, and 36 years for n = 50. Thus it is quite obvious that the method of exhaustive testing is unacceptable for testing. We developed a test tool which applies an alternative approach based on the observation that in a SUT, any particular input test vector will usually cover a significant number of faults (Ahmad and Al-Abri, 2009 ). Any random selection of tests of reasonable size therefore can be expected to achieve reasonable fault coverage. Hence this paper advocating for creating specific tests for faults most likely to occur. Also, none of the researched test simulator has been used the most commonly available platform of EXCEL. We chose EXCEL due to portability, economy, wide storage space and its easy interface with other programming languages like C++, MATLAB, Visual Basic and Java. We have already demonstrated its WebCT applicability through our research work (Ahmad et al. 2006 ). This paper is further extension to our work by incorporating test pattern generation and fault simulation algorithms in cost effective manner. The features included in this tool are described in Section 3 of this paper.
Nomenclature
Hence, our developed test tool through this paper is very much helpful for both the electronic embedded industries along with the educational institutions. The presented paper considers how to improve the skills of students to be educated for hardware, embedded and System On Chip (SOC) design in test related topics. Although, here in this paper, our discussion will be restricted on only one component of the tool but the tool has multifaceted usage in different courses with different usages like digital system simulation, fault insertion, test sequence generation, fault matrix generation, fault coverage, fault diagnostic tree generation, predicting targeted goal of test, to find hard faults, fault collapsing sets, fault equivalence sets, test generation and many more topics of interest in various subjects.
Besides the section of introduction, the structure of the paper consists of terminologies, basic concepts of testing and assumptions in Section 2. Section 3 is devoted towards the development of the test tool, its functionality and software architecture of the tool. Simulation experiment and analysis are embodied in Sections 4 and 5 respectively. The conclusions and future research highlights are presented in the Section 6.
Basic Concepts And Acquitance Of Terminologies Definition 1:
Fault is defined as a physical failure mechanism due to some defects of the circuit.
Definition 2:
Error is defined as the condition (or state) of a system containing a fault (ie. that the system deviation from the correct state).
In general, the physical defects are modeled by using faults. In particular, logic-level models, such as stuck-at, are adapted to measure circuit testability. Functional verification based on simulation aims at detecting faults of circuits.
Definition 3:
Circuit simulation is a process of defining the digital circuit into its primitive gate level structure.
Definition 4:
Fault insertion is a process where every possible fault is simulated into the SUT. A simulated fault is said to be injected into the circuit of the system.
Definition 5:
Fault detection is a process of comparing the response of a known good Version of the circuit to that of the actual circuit existed in an environment of fault, for a given stimulus set (TEST). A fault is detectable by the TEST if there exist any difference between fault free and faulty response. The process is repeated for each stimulus set and the Fault Matrix (FM) can be generated.
Definition 6:
The Stuck-At (s-a) Fault Model is used in functional testing. This fault model uses the single s-a model, the most common fault model used in fault simulation because of its effectiveness in finding many common types defects. Stuck-At fault model behavior occurs if the terminals of a gate are stuck at either a high [logic 1 or Vcc voltage] or a low [logic 0 or GND voltage] . If it is s-a at one, it is denoted by s-a-1 whereas, if it is s-a zero, it is denoted by s-a-0. The fault sites for this fault model include the pins of primitive instances.
Example 1: Figure 1 shows the possible s-a faults that could occur on a single AND gate. There are total 6 faults. The 'a' and 'b' are known as Primary Inputs (PI), whereas, 'c' is known as Primary Outputs (PO). Since PI = 2, PO = 1 thus, the size of FM = 4x7.
In general, the size of FM can be defined as in Eq. (1) below.
Where n is the number of PI, m is the number of PO and L is the total connecting lines in the SUT. The FM for Fig. 1 can be given as:
Definition 7:
Fault Coverage (FC) is defined as the percentage of faults detected from among all faults that the test pattern set tests. The Table 1 below shows the FC capability of each TEST.
It is also to be observed that the different faults can be tested via different TESTs. Table 2 shows that how faults are covered by different TESTs. 
Assumptions
Some of the assumptions which are considered by the test techniques to test the systems are: a) Stuck-at fault model is considered in the system. b) In the systems the gate delays are assumed to be zero. c) Systems to be tested are limited to combinational circuits only. d) Un-testable / redundant faults are isolated from fault cover of the system. e) Binary up counter is used as test sequences to test the system. f) Single fault model is considered in the system.
The Developed Tool
The developed tool named as "Digital Tester1 v7 (2008)" is an updated version of the software introduced through the reported research work Al-Abri, 2009 and Ahmad et al. 2006) . The concept of fault equivalence and collapsing is adapted in the development of the tool.
As the concept says that two faults of a SUT circuit are called equivalent if they have exactly the same set of tests and transform the circuit such that the two faulty circuits have identical output functions. As an example consider a two input AND gate with input lines a, b and output c. The stuck-at-0 faults on any input line (line a or line b) of this AND gate can lead to a zero output which is the same faulty result of the stuck-at-zero fault on this gate's output line c, and these three faults have the same test vector (1, 1) therefore, for a two input AND gate, the two input stuck-at-0 and one output stuck-at-0 faults are equivalent. Because of the in-distinguish-ability of equivalent faults, only one of them needs to be tested.
Using the conception of fault equivalence, we can collapse or delete most of equivalent faults. This procedure is called equivalence fault collapsing, which partitions a circuit into disjoined equivalence sets, chooses one fault from each equivalent sets, and forms an equivalent collapsed fault set. For example, because of the equivalence of the three stuck-at-0 faults in case of 2-input AND gate, two of them can be collapsed. These concepts speeds-up the process of testing.
The current tool is now equipped with many more features like:
==> Tracing fault equivalence set, ==> Finding fault collapsing set, ==> Incorporation of a faster fault insertion mechanism, ==> Describing structure models in easy manner, ==> Best search for the targeted test goal, and ==> Realistic TEST search. Figure 3 shows the first working window which is dedicated to receive general information about the numbers of inputs; structure levels and number of iterations. As soon as entries are complete it will generate the levels and will ask about the number of the gates in each of the levels which can be viewed in the pictorial example (Example 3, Fig. 4) .
Description Of Basic Functions
According to the information entries the structure model can be entered by clicking the "Generate Structure". This activated window "Structure" will only ask the nature of gate logic and the inputs to this gate in prescribed levels of the structure model. It also provides the provision of entering ONLY a one start TEST sequence.
As the description of the SUT structure model is complete, the FM can be generated by clicking the "Generate Fault Matrix". A quick fault insertion procedure is adapted in generating FM. All TESTs or partial TESTs can be opted during the generation of the FM procedure. The window can be visualized by activating "Fault Matrix" from the task bar. The FM also provides about the testability of each TEST along with the information of fault collapsing and equivalence.
Figure 2. An example of redundant fault
viewed by activating "Iterations" from the task bar. Finally, the testability results can be outputted by clicking the "Opt Testing" from the task bar.
Example 3
A 3-input and 3-level structure of digital system is considered with targeted goal of maximum 6 iterations.
The overall architecture of the developed software tool is described in the ensuing section (Section 3.2).
The Architecture of Developed Software Model
The architecture of the software is based upon two basic principles; user input and backend computation. Each user input triggers the actions like generation of circuit structure and generation of fault matrix. Figure  5 depicts these actions and user interface data.
The portion of architectural design from fault matrix onwards is shown in Fig. 6 where the programmed algorithmic test generation is adapted to generate each iteration output. Based on user requirement the iteration output presents the statistical summary of the test. Each of the steps requires programs based on knowledge of system simulation, fault insertion, incorporation of test generation algorithms, fault collapsing, fault equivalence, optimization and iteration process. A sample of the backend computation for fault matrix generation is briefly given in Fig. 7. 
Simulation Experiments
There are many standard test bench circuits of ISCAS85 (Hansen et al. 1999 ) are simulated using this developed software. It is complex to present the logical diagram of those circuits. Here we present below a case study to make it more readable and beneficial for researchers for the usefulness of the tool for their research works.
Simulation Run
To demonstrate the simulation run, a circuit shown in Fig. 8 is considered which has 3 inputs, 1 output, 3 levels of model structure, 4 logic gates, and 16 possible faults. After defining the structure model (via "Generate Structure"), a FM is generated (via "Generate fault Matrix") which is shown in Fig. 9 . By activating the "Generate Test Sequence" with required goal of maximum six iterations, the result is outputted as shown in Fig. 10 . The results of each of the iterations can also be seen just by clicking iterations from the task bar. Table 3 shows the maximum possible test vectors {Ti} for i = 1 to 8 with respect to primary inputs of circuit shown in Fig. 8. Figure 11 demonstrate the fault detect-ability (fault coverage) of each tests obtained via the fault matrix result shown in Fig. 9 .
Analysis of Results
As it can be seen from the results of Fig. 10 that there requires only 3 tests to achieve the 100% of the fault coverage. The first TEST selected T7 {x3=1, x2=1, x1=0} which provides 43.75% of the FC. This is the first iteration on the basis of the maximum element, conflict resolution and the best intersection of the sets. On the same way of search of algorithmic procedure T5 {x3=1, x2=0, x1=0} is selected which enhances the FC to 81.25%. Finally, T2 {x3=0, x2=0, x1=1} is selected to reach the target of 100% FC.
As it can be visualized from Figure 12 that although the test time and cost was allocated for a maximum of six iterations (user's set test cost) however, due to the algorithmic design it ends at 3 rd iteration process (optimum test cost) and achieves the target of 100% fault coverage. This means even saving the 50% of the provision allocated for the test. Further, it can be visualized that only 37.25% of test requirement is needed to achieve the goal. Thereby, the designed algorithmic procedure saves the 62.75% of the test cost as well as the test time in comparison to the exhaustive test approach of 100% test cost (maximum test cost).
Conclusions
The developed tool considers all effective points of test procedures, like target, fault collapse, given constraints, fault equivalence, best intersection sets and enumerating the data for each steps and hence very useful. The developed tool is dynamic in nature since it keeps in mind about the pace of the electronic industries. And, therefore, we made a provision of applying 14 inputs; accommodating 63 levels of structured layers of digital systems where as in each of the levels 10000 gates can be defined. The nature of these gates may be of any kinds logic gates such as: NOT, OR, AND, NOR, NAND, Exclusive OR, and Exclusive NOR. The provisions of the latches and flip-flops are also incorporated in the developed tool. The developed tool is user friendly. These powerful attributes of this developed tool and as well its enormous applications makes this an excellent learning tool for the courses in the area of digital system testing in an eLearning environment along with the usage of electronic industries for incorporating the test procedures in the embedded systems. Since the DFT and BIST environments incorporate the test circuitry in its embedded design therefore, this developed tool will be very much cost effective measure in designing the digital circuits in DFT and BIST environments.
We developed the software tool in Excel 2007 which is limited to 2 Gigabytes of memory for the Excel process under Windows XP. This 2 Gigabyte limit is a achieve faster calculation performance. Therefore, the developed tool can cope with large complex SUT in efficient manner.
Our further orientation of the research work is to extend the capability of the tool to compute the reliability, controllability, observability, availability and maintenance scheduling of digital systems. 
