This work deals with the Vehicle Routing Problem with Simultaneous Pickup and Delivery (VRP-SPD). We propose undirected and directed two-commodity flow formulations, which are based on the one developed by Baldacci, Hadjiconstantinou and Mingozzi for the Capacitated Vehicle Routing Problem. These new formulations are theoretically compared with the one-commodity flow formulation proposed by Dell'Amico, Righini and Salani. The three formulations were tested within a branch-and-cut scheme and their practical performance was measured in well-known benchmark problems. The undirected two-commodity flow formulation obtained consistently better results. We also ran the three formulations in a particular case of the VRPSPD, namely the Vehicle Routing Problem with Mixed Pickup and Delivery (VRPMPD). Several optimal solutions to open problems with up to 100 customers and new improved lower bounds for instances with up to 200 customers were found.
Introduction
The Vehicle Routing Problem with Simultaneous Pickup and Delivery (VRPSPD) is a variant of the Capacitated Vehicle Routing Problem (CVRP), in which clients require both pickup and delivery services. This problem was first proposed two decades ago by Min [12] . The VRPSPD is clearly N P-hard since it can be reduced to the CVRP when all the pickup demands are equal to zero.
The VRPSPD can be defined as follows. Let G = (V, E) be a complete graph with a set of vertices V = {0, ..., n}, where the vertex 0 represents the depot and the remaining ones the customers. Each edge {i, j} ∈ E has a non-negative cost c ij and each client i ∈ V = V − {0} has non-negative demands d i for delivery and p i for pickup. Let C = {1, ..., m} be a set of homogeneous vehicles with capacity Q. The VRPSPD consists in constructing a set up to m routes in such a way that: (i) every route starts and ends at the depot; (ii) all the pickup and delivery demands are accomplished; (iii) the vehicle's
One-commodity flow formulation
Reasonably simple and effective formulations for the CVRP can be defined only over the natural edge variables (arc variables in the asymmetric case), see [18] . Similar formulations are not available for the VRPSPD. This difference between these two problems can be explained as follows. In the CVRP, the feasibility of a route can be determined by only checking whether the sum of its client demands does not exceed the vehicle's capacities. In contrast, the feasibility of a VRPSPD route depends crucially on the sequence of visitation of the clients. In the example shown in Figure 1 , the route 0 → 2 → 3 → 1 → 0 is feasible, but the shorter routes 0 → 1 → 2 → 3 → 0 or 0 → 3 → 2 → 1 → 0 are not. This fact suggests the use of extended formulations, where auxiliary flow variables are used to enforce route feasibility. The following directed one-commodity flow formulation for the VRPSPD was proposed by Dell'Amico et al. [3] . Define A as the set of arcs consisting of a pair of opposite arcs (i, j) and (j, i) for each edge {i, j} ∈ E and let D ij and P ij be the flow variables which indicate, respectively, the delivery and pickup loads carried along the arc (i, j) ∈ A. Let x ij be 1 if the arc (i, j) ∈ A is in the solution and 0 otherwise. The Mixed Integer Programming formulation F1C is described next.
subject to ∑ j∈V
∑ j∈V
x ij ∈ {0, 1} ∀(i, j) ∈ A
The objective function (1) minimizes the sum of the travel costs. Constraints (2)-(3) impose that each client should be visited exactly once. Constraints (4) refer to the number of vehicles available. Constraints (5)- (7) are the flow conservation equalities. Constraints (8)- (10) are related to the nature of the decision variables.
Dell'Amico et al. [3] basically extended the one-commodity flow formulation proposed by Gavish and Graves [7] for the CVRP by adding constraints (6) and (9) , and the term P ij in (7). Gouveia [8] showed that it is possible to obtain stronger inequalities for D ij by using the tighter bounds (11) instead of (8) in the Gavish and Graves formulation. Accordingly, we can apply the same idea to develop stronger inequalities for P ij by replacing (9) with (12) and for D ij + P ij by replacing (7) with (13) .
It should be noticed that a lower bound for (13) is implicit in (11) and (12) , i.e, D ij + P ij ≥ d j x ij + p i x ij . Another valid inequality for F1C, given by (14) , is due to the fact that each edge not adjacent to the depot is traversed at most once.
3 Two-commodity flow formulations
In this section we present both an undirected and a directed two-commodity flow formulations for the VRPSPD which are based on the one proposed by Baldacci et al. [2] for the CVRP.
Undirected two-commodity flow formulation
For the sake of convenience let vertex n + 1 be a copy of the depot,V = V ∪ {n + 1} andĒ be the complete set of edgesĒ, excepting {0, n + 1}. [2] the precise number of vehicles m is assumed to be known in advance, since their formulation will produce feasible solutions with exact m vehicles. Fig. 2 shows an example of the scheme used by the two-commodity flow formulation for the VRPSPD, where (i), (ii) and (iii) denote, respectively, the delivery, pickup and simultaneous pickup and delivery flows. In this case, Q = 20 and two routes are considered where r 1 is the one composed by 0 → 1 → 2 → 3 → 4 → n + 1 and r 2 is composed by 0 → 5 → 6 → 7 → 8 → n+1. Moreover, it can be observed that the flows when the vehicle is leaving the depot are equivalent in (i) and (iii), whereas the flows when the vehicle is returning to the depot are equivalent in (ii) and (iii). This fact can be generalized to any VRPSPD instance by means of the following relationships: (15) subject to ∑ i∈V ,i<k
The objective function (15) minimizes the sum of the travel costs. Constraints (16) are the degree equations. Constraints (17) ensure that the delivery demands are satisfied. Constraints (18) state that the sum of the vehicle loads leaving the vertex 0 must be equal to the sum of the demand of all costumers. Constraints (19) enforce that the sum of the vehicle loads arriving at the vertex 0 must be equal to the sum of the residual capacity of all vehicles. Constraints (20)-(22) are related to the pickup flow and their meaning are, respectively, analogous to (17)-(19). Constraints (23) guarantee that the pickup and delivery demands are simultaneously satisfied. Constraints (24)-(27) are selfexplanatory. Constraints (28)-(30) state, respectively, that the sum of the delivery, pickup and combined loads arriving and leaving each customer must be equal to the vehicle capacity. Constraints (31)-(32) are self-explanatory. Constraint (33) is related to the number of vehicles. Constraints (34)-(38) define the domain of the decision variables.
The formulation F2C-U was obtained by simply adding constraints (20)-(27), (29)-(34) and (36)-(37) to the formulation presented in [2] . As in F1C, stronger inequalities can be developed by tightening the bounds of the flow variables, i.e, replacing (35)-(36) with (39)-(40) and (37) with (41).
Although the lower bounds of the flow variables are not explicit in (39)-(41) it can be easily verified that they become inherent to the formulation when these upper bound inequalities are combined with (28)-(30), resulting in
Directed two-commodity flow formulation
LetĀ be the set of arcs (i, j), ∀i, j ∈V andx ij be 1 if the arc (i, j) ∈Ā is in the solution and 0 otherwise. A directed version of the two-commodity flow formulation (F2C-D) is as follows.
(17)- (32) and (34)- (37) Constraints (43)- (44) are the degree equations. Constraint (45) is self-explanatory. Constraints (46)-(48) are the capacity equalities. Constraints (49)-(50) have already been defined.
The stronger flow inequalities defined for F2C-U also hold for F2C-D as can be observed in (51)-(53). Also, the arc inequalities (14) used in F1C can be directly converted to F2C-D as shown in (54).
F2C-D is clearly at least as strong as F2C-U since the degree constraints (43)-(44) along with (54) dominate (16) and the linear relaxation of (38), whereas the remaining constraints are equivalent in both formulations.
Letchford and Salazar-Gonzalez [9] have shown that the one-commodity formulation and the directed two-commodity flow formulation with their respective stronger inequalities are equivalent for the CVRP. However, this fact is not verified for the VRPSPD as stated by Proposition 1. For the sake of simplicity let P jn+1 = P j0 and P n+1j = P 0j , ∀j ∈ V .
Note that constraints (46)-(48) are automatically satisfied since they can be easily obtained from (58)-(63). Constraints (51) are satisfied since, according to (11) ,
The same idea can be employed, using (12) , to show that constraints (52) are also satisfied.
To verify if constraints (53) are not violated we need to prove the following statement: (11)- (12)) and after some algebraic manipulation we obtain: 
A branch-and-cut approach
A simple branch-and-cut (BC) algorithm was employed to evaluate the formulations presented in this work. Traditional CVRP inequalities were used, namely the rounded capacity, multistar and comb inequalities. They can be directly applied to the VRPSPD. The cuts were separated using the CVRPSEP package [10] . The reader is referred to [11] for details concerning the separation routines. At first, we try to separate the cuts using the delivery demands. When no valid inequalities are found we then use the pickup demands. All of the three kinds of cuts are generated at the root node, but just the rounded capacity cuts are used throughout the tree up to the 5th level. Preliminary tests have shown that the overhead of separating comb and multistar inequalities outside the root node was not worthwhile. For each separation routine of the CVRPSEP package we have established a limit of 50 violated cuts per iteration.
In the case of the VRPSPD instances, the best upper bound (UB) solutions pointed out in the literature were given as initial primal bound for the BC, namely those reported in [17] . This definitely helps the algorithm to find optimal solutions in much less computational time. As for the VRPMPD instances, the UBs found by Gajpal and Abad [6] were provided as a cutoff value for the BC.
Computational Experiments
The BC procedures were implemented using the CPLEX 11.2 callable library and executed in an Intel Core 2 Quad with 2.4 GHz and 4 GB of RAM running under Linux 64 bits (kernel 2.6.27-16). Only a single thread was used in our experiments. Each BC is respectively associated with the formulations F1C, F2C-U and F2C-D. A time limit of 2 hours of execution was imposed for the BC algorithms. In some very particular cases, the CPLEX have slightly exceeded this time limit, namely on few instances involving more than 100 customers.
VRPSPD
Three set of test-problems are available in the VRPSPD literature. These benchmark instances were proposed by Dethloff [4] , Salhi and Nagy [16] and Montané and Galvão [13] . The first group contains 40 instances with 50 customers, the second contains 14 instances with 50-199 customers, while the third contains 12 instances with 100-200 customers. The number of vehicles is not explicitly specified in these 66 instances. The barrier algorithm was used to solve the initial linear relaxation of the last two group of instances. It is noteworthy to mention that we have not considered the Montané and Galvão's instances involving 400 customers.
In the tables presented hereafter, #v represents the number of vehicles in the best known solution, LP is the linear relaxation, Root LB indicates the root lower bound, after CVRPSEP cuts are added, Root Time is the CPU time in seconds spent at the root node, Tree size corresponds to the the number of nodes opened, Total time is the total CPU time in seconds of the BC procedure, Prev. LB is the lower bound obtained in [13] , New LB is the best lower bound determined among the three flow formulations, F-LB is the lower bound found by the respective formulation, UB is the upper bound reported in [17] , and Gap corresponds to the gap between the LB and the UB. Proven optimal solutions are highlighted in boldface. If the F-LB is the one associated with the New LB (F-LB = New LB), then its value is underlined only if New LB is not an optimal solution. Tables 1, 2 and 3 contain, respectively, the results obtained by F1C, F2C-U and F2C-D on the set of instances of Dethloff. It can be seen that the three formulations were able to prove the optimality of almost all instances of 4 vehicles. F2C-U appears to be the most effective under this aspect, being capable of proving the optimality of 17 instances. The performance of the three formulations on the instances of 9 vehicles were inferior in terms of optimality proof, but their LBs are significantly better than the previous values reported in [13] . F2C-U also seems to be the most effective in terms of LBs, with an average gap of 0.94%, against 1.34% and 1.26% of F1C and F2C-D, respectively.
In order to check if the values of the UB of the instances SCA3-0, SCA3-6, SCA8-3, SCA8-6, CON3-2, CON8-1, CON8-4 and CON8-7 are optimal we ran F2C-U with a time limit of 48 hours. The formulation was successful to prove the optimality of each of these instances within up to 36 hours of execution.
The results found by F1C, F2C-U and F2C-D on the set of instances of Salhi and Nagy are presented, respectively, in Tables 4, 5 and 6. The optimality of the instances CMT1X and CMT1Y has been proven by all the three formulations. Nevertheless, to our knowledge these are the first LBs presented for these set of instances. Montané and Galvão [13] had reported LBs for the case where the demands were rounded to the nearest integer. When comparing the LBs obtained by each of the three formulations it can be verified that F2C-U produced superior results, with an average gap of 4,27 %, against 4,57% and 4,31% of F2C-D and F1C, respectively.
The results obtained by the three formulations on the set of instances of Montané and Galvão are shown in Tables 7, 8 and 9 . Three optimal solutions were proven by all formulations, namely in the instances r201, c201 and rc201. The main characteristic of these three instances is the fact of having relatively very few vehicles. When comparing the LBs of the different formulations, it can be verified that F2C-U found the best results, with an average gap of 2.94%, whereas for F2C-U and F1C the average gap was 3.57% and 3.62%, respectively.
Tables 10-12 present the statistics of the root node of each formulation over a set of representative instances. In these tables, Sep. Rounds represent the number of calls to the separation routines, LP Time is the time in seconds spent solving the linear From the results of Tables 10-12 it can be seen that in most cases the Sep. Rounds increases with the number of vehicles, given a fixed number of customers. Also, it is possible to verify that the LP Time is considerably higher than the Sep. Time and, as expected, this difference tends to increase with the size of the instance as well as the number of vehicles. It appears that all the three formulations became very "heavy" in the instances involving 200 customers, since in almost all cases, they took about 2 hours to solve less than 13 linear programs. An attempt has been made to use the barrier algorithm to solve all the linear programs, but unfortunately the results were not satisfactory. Table 13 shows a summary of the results obtained by the three formulations in all set of instances. In this table, G1 is the average gap between the linear relaxation and the UB, G2 is the average gap with respect to the root LB, including the CVRPSEP cuts, and G3 is average gap for the LB, possibly after branching, found within the time limit established. Those results can be explained as follows. The linear relaxation of is F1C is indeed a little better than the linear relaxations of F2C-D and F2C-U. However, after the cuts, there is no significant difference in the LB quality. This can be clearly seen in the column G2 under Dethloff instances. For those smaller instances, the cut separation in the root node could always be completed within the time limit. In those cases, the small gap differences (2.96%, 2.94% and 2.92%) are not significant and can be attributed to the heuristic nature of the routines in the CVRPSEP library. The consistent advantage of formulation F2C-U shown in columns G3 is explained by the fact that CPLEX has a significantly better performance when reoptimizing its LPs. This means that more cuts can be separated and more nodes can be explored within the same time limit. 
VRPMPD
A set of 21 VRPMPD instances involving 50-199 customers was proposed by Salhi and Nagy [16] . As in the VRPSPD, the number of vehicles is not specified. Also, Gajpal and Abad [6] did not report the number of vehicles associated with their UBs. The barrier algorithm was employed to solve the initial linear relaxation. Tables 14, 15 and 16 present the results obtained, respectively, by F1C, F2C-U and F2C-D. It can be observed that the optimality of the instances CMT1H, CMT1Q, CMT1T, CMT3Q and CMT12T was proven by all formulations. When comparing the LBs, one can verify that they are very similar, but F1C slightly outperformed the other formulations, with an average gap of 2.37% against 2.42% of F2C-U and 2.40% of F2C-D. This little difference in favor of F1C is mostly due to the significant better LBs found in all the three instances involving 200 customers. Since the Gaps of the instances CMT12H and CMT12Q were relatively small for all formulations, we decided to verify if the UBs found by Gajpal and Abad [6] for these instances are indeed optimal solutions by running F1C with a time limit of 48 hours. The BC algorithm was capable of proving the optimality of the instance CMT12H after 7.1 hours of execution. On the other hand, the optimal solution found by the BC algorithm (729.25) for the instance CMT12Q, after 22.7 hours of execution, was better than the UB found by Gajpal and Abad (729.46) . Moreover, the number of vehicles associated with optimal solutions of the instances CMT12H and CMT12Q are, respectively, 5 and 7.
The statistics of the root node of each formulation over a set of representative instances is presented in . The interpretation of the results contained in these tables are quite similar to those reported for the VRPSPD instances (see Tables 10-12 ). The amount of time spent by all formulations to solve the LPs considerably increases with the size of the instances. Since we are not aware of the estimated number of vehicles of most instances, a further analysis regarding their influence in the statistics of the root node could not be performed.
Concluding Remarks
This work dealt with Mixed Integer Programming formulations for the the Vehicle Routing Problem with Simultaneous Pickup and Delivery (VRPSPD). An undirected and a directed two-commodity flow formulations were proposed. They were tested within a branch-and-cut scheme and their results were compared with the one-commodity flow formulation of Dell'Amico et al. [3] . The optimal solutions of 30 VRPSPD open prob- lems were proved, as can be seen in Table 20 . The three formulations were also tested in benchmark instances of the Vehicle Routing Problem with Mixed Pickup and Deliv- ery (VRPMPD), which is a particular case of the VRPSPD, and were able to prove the optimality of 7 open problems (see Table 21 ). Furthermore, new lower bounds were produced for both VRPSPD and VRPMPD instances with up to 200 customers. In addition, although we have shown that the one-commodity flow formulation produces a stronger linear relaxation, the two-commodity flow formulations have found, on average, better lower bounds in the VRPSPD instances. As for the VRPMPD, the lower bounds were, on average, quite similar, but with a slight superiority of F1C. In order to improve the results of the instances that have a relatively large number of vehicles, one can combine the well-known CVRP cuts used in our branch-and-cut approach (rounded capacity, multistar and comb) with column generation towards a branch-andcut-and-price (BCP) algorithm. This will probably lead to considerably better results. Recent works have shown that the BCP had turned out to be one of the best effective methods for solving VRPs ( [5] , [14] . [15] ). 
