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Zusammenfassung
Mit der Einfu¨hrung der Normbasierten Austauschschnittstelle (NAS) kommt auf
die katasterfu¨hrenden Stellen in Deutschland die Aufgabe zu, XML-kodierte Geo-
daten in beliebigen Mengen zu verarbeiten. Die Performance und Leistungsfa¨higkeit
der XML-verarbeitenden Mechanismen ha¨ngt von einer Vielzahl von Faktoren ab.
Die vorliegende Arbeit fu¨hrt in diese Problematik ein und untersucht, wie die Ef-
fektivita¨t einer NAS-Implementierung optimiert werden kann. Hierbei wird auf die
Erfahrungen zuru¨ckgegriffen, die bei der Entwicklung der NAS-Implementierung im
Rahmen der Fachschale ALKIS gewonnen werden konnten. Anhand zweier weiterer
Beispiele wird gezeigt, wie durch geeignete Modularisierungen leistungsfa¨hige NAS-
Implementierungen entstehen ko¨nnen.
Abstract
The introduction of the
”
Normbasierte Austauschschnittstelle“ (NAS, norm-based
data exchange interface) imposes the task to process huge amounts of XML-coded geo-
graphical data on cadastral agencies in Germany. Performance and efficiency of XML-
processing mechanisms depend on a multitude of influences. This thesis provides an in-
troduction to this topic and researches how the efficiency of NAS-implementations can
be optimized. This is aided by experiences made in developing the NAS-implementation
for the ALKIS application module based on the GE Smallworld GIS. Two further ex-
amples show how efficient NAS-implementations can be developed by modular design.
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1 Einleitung
Die Arbeitsgemeinschaft der Vermessungsverwaltungen der La¨nder (AdV) hat mit der
Vero¨ffentlichung des gemeinsamen Schemas fu¨r das AFIS-ALKIS-ATKIS-Modell (AAA-
Modell) eine Grundlage bereitgestellt, die es den katasterfu¨hrenden Stellen in Deutschland
ermo¨glichen soll, ihre Daten gema¨ß einem bundesweit einheitlichen Datenmodell abzulegen
und zu fu¨hren.
Um daru¨ber hinaus den Datenaustausch zwischen verteilten Systemen zu ermo¨glichen,
hat die AdV die Normbasierte Austauschschnittstelle (NAS) als Ersatz fu¨r bisherige Da-
tenaustauschformate wie EDBS und WLDGE festgelegt. Die NAS basiert auf XML, das
sich in den letzten Jahren als Grundlage fu¨r die unterschiedlichsten Datenformate etabliert
hat. Die weite Verbreitung von XML sowie die Unterstu¨tzung durch die meisten Program-
miersprachen erlauben eine vergleichsweise einfache Verarbeitung von XML-basierten Da-
ten in Applikationssoftware. Somit kann fu¨r die Entwicklung NAS-konformer Software
auf bereits vorhandene und bewa¨hrte Codebibliotheken fu¨r die Verarbeitung von XML
zuru¨ckgegriffen werden. Weitere Vorteile von XML liegen in der sehr leicht formulierba-
ren Strukturbeschreibung u¨ber Schemata sowie in den bereits seit la¨ngerem vorhandenen
Erfahrungen mit GML als XML-basiertem Austauschformat fu¨r Geodaten.
Ein ha¨ufig kritisiertes Merkmal von XML ist die Gro¨ße von XML-kodierten Daten.
Wa¨hrend proprieta¨re Datenformate durch bina¨re Kodierung und Kompression Informa-
tionen vergleichsweise effizient speichern ko¨nnen, werden in XML-Datenformaten viele
redundante und wortreiche Informationen unkomprimiert als ASCII- oder Unicode-Text
abgelegt. Dies fu¨hrt dazu, dass die XML-Repra¨sentation eines Objekts unverha¨ltnisma¨ßig
viel Speicherplatz erfordert.
Da es sich bei Geodaten zudem meist um Massendaten handelt, deren Volumen sich
durch die Anzahl der raumbezogenen Objekte in einem bestimmten Bereich ergibt, wer-
den an NAS-konforme Software besondere Anforderungen gestellt; XML-Dokumente von
immenser Gro¨ße mu¨ssen erzeugt und verarbeitet werden ko¨nnen, wobei einerseits die Ver-
arbeitungsgeschwindigkeit, andererseits der Speicherbedarf beru¨cksichtigt werden muss.
So muss eine Datenhaltungskomponente, die die AAA-Daten eines gesamten Bundeslan-
des vorha¨lt, in der Lage sein, sa¨mtliche A¨nderungsdatensa¨tze eines Tages innerhalb einer
Nacht vollsta¨ndig auszuwerten und ihren Datenbestand konsistent zu aktualisieren. Hier-
bei sind pro Tag Datenmengen in der Gro¨ßenordnung mehrerer hundert Megabyte zu
verarbeiten. Zudem mu¨ssen Fortfu¨hrungsauftra¨ge unter Beru¨cksichtigung der Vorgaben
der GeoInfoDok abgearbeitet werden, um sicherzustellen, dass die Konsistenz des Daten-
bestandes jederzeit gewa¨hrleistet ist.
Die vorliegende Arbeit untersucht, mit welchen Mitteln sich diese besonderen An-
forderungen realisieren lassen, inwieweit bestehende Technologien in der Lage sind, die
Verarbeitung dieser enormen Datenmengen zu ermo¨glichen und welche Ansa¨tze fu¨r eine
derartige Aufgabe geeignet sind. Hierbei kann auf die Erfahrungen zuru¨ckgegriffen werden,
die wa¨hrend der NAS-Implementierung im Rahmen der Arbeiten zur Fachschale ALKIS
auf Basis des GE Smallworld-GIS gemacht wurden.
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1.1 Kriterien fu¨r eine effiziente NAS-Implementierung
Bei der Implementierung einer NAS-konformen Einleseschnittstelle sind die folgenden
Aspekte zu beru¨cksichtigen:
• Jede NAS-Datei sollte nur einmal verarbeitet werden mu¨ssen.
• Die Verarbeitung muss so performant erfolgen, dass auch bei großen Datenmen-
gen gewa¨hrleistet ist, dass die bei einer Datenhaltungskomponente auflaufenden
Fortfu¨hrungsdatensa¨tze ohne Verzo¨gerung abgearbeitet werdern ko¨nnen.
• Auch bei der Verarbeitung großen Datenmengen darf der Speicherbedarf nicht ins
Unermessliche wachsen. Im bestmo¨glichen Fall existiert ein Maximalwert, der von
der Applikation unabha¨ngig von der Datenmenge nicht u¨berschritten wird.
• Die Verarbeitung von NAS-Daten muss parameterlos und ohne Eingriff von außen
ablaufen; nicht zuletzt weil NAS-Ladela¨ufe vielfach u¨ber Nacht angestoßen werden.
Die NAS ist daher so angelegt, dass alle fu¨r die Verarbeitung beno¨tigten Informa-
tionen in den NAS-Dateien abgelegt sind.
• Bei Bedarf sollte es mo¨glich sein, die Daten vorab oder wa¨hrend des Einlesens zu
validieren. Neben der Pru¨fung auf Konformita¨t mit den XML Schemata muss zudem
eine Pru¨fung auf fachliche Konsistenz und Korrektheit der Daten stattfinden. Fach-
liche Datenfehler sind mit Hilfe einer XML-Validierung vielfach nicht aufzuspu¨ren.
• Die Lo¨sung muss so gut wartbar sein, dass eine Umstellung auf eine andere Modell-
version mit mo¨glichst wenig Aufwand realisiert werden kann.
• Es muss vollsta¨ndige Schemakonformita¨t gewa¨hrleistet sein; beim NAS-Export muss
schemakonformes XML erzeugt werden, und die Einleseschnittstelle muss schema-
konforme Daten problemlos einlesen ko¨nnen.
• U¨ber die Schemakonformita¨t hinaus existieren weitere fachliche Vorgaben, die beim
NAS-Im- und Export eingehalten werden mu¨ssen. So gibt es z.B. Restriktionen hin-
sichtlich der zu verwendenden Maßeinheiten bei Typen, die eine Einheitsangabe vor-
sehen; solche Einschra¨nkungen sind im Rational Rose-AAA-Modell in der Object
Constraint Language (OCL) [Gro06] formuliert und mu¨ssen ebenso in die Imple-
mentierung einfließen.
• Die von der AdV herausgegebenen Modellbeschreibungen fu¨r Rational Rose sowie
die XML Schemata der NAS sollten zur Implementierung herangezogen werden,
um weitestgehende Automatisierung in der Implementierung zu erreichen und somit
Fehler bestmo¨glich zu vermeiden.
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2 XML
Die Extensible Markup Language, abgeku¨rzt XML, ist ein Standard zur Erstellung maschi-
nen- und menschenlesbarer Dokumente in Form einer Baumstruktur. Die XML-Spezifika-
tion ([W3C04]) legt die Regeln fest, nach denen solche Dokumente kodiert sein mu¨ssen. Da-
bei werden die zu repra¨sentierenden Daten in einer Baumstruktur abgelegt, deren Knoten
durch (XML-)Elemente repra¨sentiert werden, die ineinander verschachtelt werden ko¨nnen.
XML-Elemente werden durch sog. Tags begrenzt, die in spitze Klammern eingeschlossene
Elementnamen darstellen. Innerhalb von Elementen ko¨nnen weitere Elemente sowie tex-
tueller Inhalt auftreten; Elemente ko¨nnen jedoch auch leer sein. Im o¨ffnenden Tag eines
Elements ko¨nnen Attribute im Duktus name="wert" notiert werden.
Unabha¨ngig von der Art der in XML repra¨sentierten Daten gilt, dass Elementnamen
die Namen einer Information – z.B. eines Objektattributs – tragen, wa¨hrend die Infor-
mation selbst – so etwa der Wert eines Objektattributs – im Inhalt eines XML-Elements
kodiert wird, sei es als Text oder als komplex strukturierte Anordnung von Kindelementen.
Im folgenden sei die Syntax von XML durch ein kurzes Beispiel illustriert:
1 <?xml version="1.0"?>
2 <top>
3 <child attribute="value">Content </child>
4 <emptyChild/>
5 </top>
Listing 1: XML-Beispiel
XML genu¨gt einer vergleichsweise kurzen Spezifikation. Verantwortlich fu¨r diese Spe-
zifikation ist das World Wide Web Consortium (W3C); die erste sog. Recommendation
wurde am 10. Februar 1998 herausgegeben. Seitdem wurden unza¨hlige Datenformate auf
der Grundlage von XML entwickelt, und es entstand eine breite Palette von Software zur
Handhabung XML-basierter Daten.
Die XML-Spezifikation definiert lediglich wenige formale Regeln fu¨r die Syntax von
XML-Dokumenten; die Struktur eines Dokuments, d.h. welche Elemente vorgesehen sind
und wo diese auftreten du¨rfen, ist von der jeweiligen XML-Anwendung abha¨ngig und durch
eine Dokumentenbeschra¨nkung (z.B. XML Schema, s. S. 5) zu spezifizieren.
Eins der grundsa¨tzlichen Motive fu¨r die Entwicklung von XML war die Trennung von
Daten und ihrer Pra¨sentation. Wa¨hrend in Datenformaten wie etwa HTML (PDF, DOC...)
Inhalte und ihre graphische Repra¨sentation durchmengt sind, soll mit Hilfe von XML
dieselbe Datenbasis durch Transformationen in die unterschiedlichsten Repra¨sentationen
u¨berfu¨hrt werden ko¨nnen.
2.1 Erweiterungen
Neben dem “reinen“ XML existiert eine Reihe von Erweiterungen, die die Formulierung
komplexerer Sachverhalte in XML ermo¨glichen bzw. vereinheitlichen. Die fu¨r die vorlie-
gende Arbeit relevanten Erweiterungen seien im Folgenden kurz vorgestellt.
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2.1.1 Namensra¨ume
Namensra¨ume wurden 1999 als Erweiterung von XML eingefu¨hrt [W3C99a] und sollen
dazu dienen, in demselben XML-Dokument Elemente aus verschiedenen Anwendungen
konfliktfrei unterzubringen, selbst wenn diese dieselben Namen tragen. Dies wird realisiert
durch Pra¨fixe, die den Elementnamen durch Doppelpunkt getrennt vorangestellt werden.
Namensraum-Pra¨fixe sind frei wa¨hlbar; jedes Pra¨fix ist einem Uniform Resource Identi-
fikator (URI) zugeordnet, der weltweit eindeutig ist und so eineindeutig die zweifelsfreie
Identifikation des Namensraums ermo¨glicht.
In der NAS kommen mehrere Namensra¨ume zum Einsatz. Alle in den von der AdV
herausgegebenen Schemata definierten NAS-Elemente sind im Namensraum der jewei-
ligen GeoInfoDok-Version definiert (z.B. http://www.adv-online.de/namespaces/adv/gid
/6.0 fu¨r GID Version 6.0). Dagegen liegen die im GML-Profil definierten Elemente im Na-
mensraum von GML (http://www.opengis.net/gml/3.2); die imWFS-Transaction-Schema
und die im xlinks-Schema definierten Elemente geho¨ren zu wiederum anderen Namensra¨u-
men. Das folgende Codebeispiel illustriert den Gebrauch unterschiedlicher Namensra¨ume
in demselben XML-Dokument:
1 <wfs:FeatureCollection >
2 <gml:featureMember >
3 <adv:AX_Flurstueck gml:id="DENI3100000000qQ">
4 <adv:lebenszeitintervall >
5 <adv:AA_Lebenszeitintervall >
6 <adv:beginnt >
7 2005 -05 -24 T12:17:56Z
8 </adv:beginnt >
9 </adv:AA_Lebenszeitintervall >
10 </adv:lebenszeitintervall >
Listing 2: Beispiel fu¨r Namensra¨ume in XML
2.1.2 XPath
XML ermo¨glicht die Repra¨sentation von Daten jeglicher Art in einer hierarchischen Dar-
stellung, d.h. als gewurzelter Baum im Sinne der Graphentheorie [Wik08]. Dabei repra¨sen-
tiert das Wurzelelement die Wurzel dieses Baumes; Inhalt, Kindelemente und Attribute
sind die vom Wurzelknoten aus direkt erreichbaren Knoten. Jeder Knoten des Baumes
hat genau einen Elternknoten, und zwischen der Wurzel und einem beliebigen Knoten
des Baumes gibt es genau einen gerichteten Pfad. Um einen solchen Pfad in einem XML-
Dokument als Zeichenkette auszudru¨cken, kann nach den Maßgaben der XPath-Syntax
[W3C99b] vorgegangen werden. Im oben gezeigten XML-Beispiel (Listing 1) ließe sich
z.B. der Pfad zum Attribut attribute durch den folgenden XPath ausdru¨cken:
1 top/child/@attribute
Listing 3: Beispiel fu¨r einen XPath-Ausdruck
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2.1.3 XLink
Die XML Linking Language [W3C01a] ermo¨glicht die standardisierte Formulierung von
Verweisen zwischen XML-kodierten Daten. So wird es mo¨glich, zwei oder mehr getrennt
voneinander in XML kodierte Datensa¨tze zueinander in Beziehung zu setzen. Bekanntestes
Beispiel hierfu¨r sind Hyperlinks in HTML:
1 <a href="index.htm">Home</a>
Listing 4: Verweis in HTML
In der NAS werden durch XLink-Verweise Objektrelationen ausgedru¨ckt, wobei hier –
anders als in HTML – der Namensraum des href-Attributes durch ein Pra¨fix anzugeben
ist:
1 <adv:istGebucht xlink:href="urn:adv:oid:DENI3100000000OY"/>
Listing 5: Beispiel fu¨r die Abbildung einer Relation in der NAS
Ein solches XML-Element repra¨sentiert die Relation istGebucht auf der Klasse AX -
Flurstueck; Inhalt des xlink:href-Attributs ist ein URN, der den Objektidentifikator
derjenigen Buchungsstelle entha¨lt, auf der das Flurstu¨ck gebucht ist.
2.2 XML Schema
XML selbst stellt lediglich einen Rahmen fu¨r die Syntax von Dokumenten bereit; Daten,
die dieser Festlegung genu¨gen, nennt man wohlgeformtes (
”
well-formed“) XML [W3C04].
Um daru¨ber hinaus festzulegen, wie XML-Dokumente strukturiert sein mu¨ssen, wel-
che Elemente an welcher Stelle erlaubt sind etc., ist es notwendig, sich einer Syntax zur
Beschra¨nkung von XML-Daten zu bedienen. Es existieren hierfu¨r mehrere Sprachen (Re-
lax NG, Schematron...); die gebra¨uchlichste ist XML Schema. XML Schema ist selbst ein
XML-Dialekt und wurde 2001 vom W3C vero¨ffentlicht. [W3C01b]
Zuvor wurde die Festlegung der Dokumentenstrukturen zumeist durch die weit we-
niger ma¨chtigen Document Type Definintions (DTDs) realisiert. Im Gegensatz zu diesen
kann XML Schema das Aussehen von XML-Dokumenten bis ins Detail vorgeben; es ist
sogar mo¨glich, regula¨re Ausdru¨cke zur Beschreibung von erlaubten Zeichenketten zu ver-
wenden. Ein weiterer Vorteil von XML Schema gegenu¨ber DTDs ist die vergleichsweise
einfache Lesbarkeit – sowohl fu¨r Menschen als auch fu¨r Software, da auch das Einlesen von
XML Schemata u¨ber etablierte XML-Schnittstellen realisiert werden kann (vgl. Kap. 2.3).
Zudem ko¨nnen in einer Schemadatei weitere Dateien durch Referenzierung eingebunden
werden, wodurch ein modularer Aufbau erreicht wird.
Mit Hilfe eines XML Schemas kann definiert werden, wie ein XML-Dokument aufge-
baut sein muss oder darf, um im Sinne des Schemas gu¨ltig zu sein. Durch das Schema
wird unter anderem festgelegt, welche Elemente an welchen Stellen auftreten du¨rfen oder
mu¨ssen, welche Attribute diese Elemente fu¨hren ko¨nnen, welcher Art die Inhalte sein
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mu¨ssen (numerisch, Datum, enumeriert) etc. Das Schema legt sozusagen die Gramma-
tik fu¨r die XML-Daten fest. Die Pru¨fung auf Gu¨ltigkeit eines XML-Dokuments gegen ein
Schema (oder eine DTD) nennt man XML-Validierung (s. Kap. 2.3.4)
Fu¨r jedes XML-Element, das in einem XML Schema definiert wird, wird festgelegt,
welche Inhalte dieses Element haben darf. Dabei wird unterschieden in Elemente mit tex-
tuellem Inhalt (einfacher Typ, im Schema definiert durch eine xs:simpleType-Deklaration)
und solche, die Kindelemente beinhalten (komplexer Typ, im Schema durch eine xs:com-
plexType-Deklaration festgelegt). Daneben ist es mo¨glich, gemischten Inhalt (sowohl Text
als auch Kindelemente) fu¨r ein Element festzulegen; in der NAS wird hiervon jedoch kein
Gebrauch gemacht. Die Festlegung daru¨ber, wie der Inhalt eines Elements auszusehen hat,
nennt man das Inhaltsmodell des Elements.
Die in XML Schema definierten komplexen Typen a¨hneln in ihrem Aufbau den Klas-
sen eines Objektmodells. So ergibt sich die Mo¨glichkeit, mit Hilfe eines XML Schemas die
Regeln fu¨r die XML-Serialisierung eines gegebenen Datenmodells sehr nah am Ausgangs-
modell zu formulieren und so ein direktes Mapping zwischen den XML Schema-Typen und
den Objektklassen des Modells herzustellen. Weiterhin stellt XML Schema Konstrukte zur
Verfu¨gung, die einigen Grundlagen objektorientierter Programmiersprachen a¨hneln; ein-
fache Typen wie z.B. Integer oder String, enumerierte Typen, (Einfach-)Vererbung und
Listen, [vdV03]. Die NAS-Schemata sind so aufgebaut, dass sich die Klassen, Attribu-
te und Typen des AAA-Modells 1:1 darin wiederfinden; somit wird ein klares Mapping
zwischen Objektmodell und externem Modell hergestellt.
2.3 XML-Verarbeitung
Unter dem Oberbegriff XML-Verarbeitung werden der Import und der Export von XML-
Daten zusammengefasst. Import und Export unterscheiden sich hinsichtlich der Systeman-
forderungen erheblich voneinander: Wa¨hrend das Einlesen von XML stets die U¨berfu¨hrung
in ein internes Modell und somit das latente oder dauerhafte Abbilden dieser Daten im
Speicher oder auf einem Speichermedium impliziert, reduziert sich der Export zumeist
darauf, die ohnehin schon existenten Daten zusammenzustellen, unter Gewa¨hrleistung
von Wohlgeformtheit und Gu¨ltigkeit nach XML zu konvertieren und auf einen Ausga-
bestrom zu schreiben. Das Zusammenstellen der Daten ko¨nnte beispielsweise durch eine
Datenbankabfrage und das Iterieren u¨ber die Ergebnismenge geschehen; in diesem Fall
wird niemals mehr als ein Objekt zur selben Zeit bearbeitet und exportiert, wodurch der
Speicherbedarf minimal bleibt. Der Export von XML-Daten hat folglich einen eher li-
nearen Charakter, wohingegen das Einlesen von Daten stets die Problematik beinhaltet,
die eingelesenen Informationen so aufzubereiten, dass der Speicherbedarf der Applikation
trotz großer Datenmengen nicht ins Unermessliche wa¨chst.
Zur Verarbeitung von XML-basierten Daten existiert fu¨r die meisten ga¨ngigen Pro-
grammiersprachen eine Reihe von etablierten Programmierschnittstellen. Diese seien im
Folgenden kurz vorgestellt.
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2.3.1 Simple API for XML (SAX)
Die SAX-API resultierte aus den Bemu¨hungen von David Megginson und Peter Murray-
Rust, vorhandene XML-Parser zu standardisieren. Der erste Entwurf der SAX-API wurde
am 12. Januar 1998 vorgestellt ([Pro09]). Aktuell ist die Version 2.0.2 vom 27. April 2004.
SAX-Parser sind in großer Anzahl und fu¨r viele Programmiersprachen verfu¨gbar. Beispiele
fu¨r SAX-Parser sind Apache Xerces in Java und C++, MSXML (Microsoft XML Core
Services), JAXP (Java) und libXML (C). ([Har01])
Funktionsweise
Ein SAX-Parser durchla¨uft das zu verarbeitende XML-Dokument genau einmal sequentiell
vom Anfang bis zum Ende. Jedes atomare Strukturelement des Dokuments – o¨ffnendes Tag
eines Elements, schließendes Tag, Dokumentenanfang und -ende, Text, Verarbeitungsan-
weisungen, Textknoten... – wird als “Ereignis“ (SAX-Event) betrachtet. Ist eine Instanz ei-
ner SAX-ContentHandler-Klasse beim Parser als Rezipient fu¨r diese Ereignisse registriert,
so
”
meldet“ der Parser jedes dieser Ereignisse durch den Aufruf von Callback-Methoden
dieser ContentHandler-Instanz. Die ContentHandler-Klasse ist vom Anwendungsentwick-
ler zu implementieren; aus den SAX-Events mu¨ssen die im XML-Dokument enthaltenen
Informationen extrahiert und fu¨r die weitere Verwendung aufbereitet werden.
In [Ker05] sind die ContentHandler-Callback-Methoden (hier in Java-Syntax) wie folgt
zusammengefasst und erla¨utert:
• public void setDocumentLocator (Locator locator)
Wird zu Beginn des Parsings aufgerufen und richtet den Locator ein, der jeweils auf
die Position im XML-Dokument verweist, an der sich der Parser gerade befindet.
• public void startDocument () throws SAXException
Wird beim eigentlichen Beginn des Parsing-Prozesses aufgerufen.
• public void endDocument () throws SAXException
Wird stets am Ende der Verarbeitung aufgerufen, sowohl wenn das Dokument fertig
verarbeitet ist als auch bei Abbruch durch einen Fehler.
• public void startPrefixMapping (String prefix, String uri)
throws SAXException
Wird vor dem Start eines Elements aufgerufen, das ein Namensraum-Pra¨fix besitzt.
• public void endPrefixMapping (String prefix)
throws SAXException
Wird nach dem Abschluss eines Elements mit Namensraum-Pra¨fix aufgerufen.
• public void startElement (String namespaceURI,
String localName, String qName, Attributes attrs) throws SAXException
Eines der wichtigsten SAX-Callbacks. Es wird bei jedem Antreffen eines o¨ffnenden
Tags aufgerufen und liefert die Namensraum-URI, den einfachen Elementnamen, den
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”
qualified name“ (Name mit Namensraum-Pra¨fix) und eine Aufza¨hlung der Attri-
bute.
• public void endElement (String namespaceURI,
String localName, String qName) throws SAXException
Wird bei jedem Antreffen eines schließenden Tags aufgerufen. Folgerichtig liefert die
Methode dieselben Elementinformationen wie startElement() außer den Attributen.
• public void characters (char ch[], int start, int length)
throws SAXException
Gibt einfachen Text aus dem Dokument als Array aus einzelnen Zeichen zuru¨ck.
Zur Kontrolle werden die Nummer des Startzeichens und die La¨nge mit angegeben,
weil keine Garantie besteht, dass ein ganzer Textabschnitt auf einmal zuru¨ckgegeben
wird.
• public void ignorableWhitespace (char ch[], int start, int length)
throws SAXException
Gibt ignorierbaren Whitespace als Array von Zeichen zuru¨ck. Wird nur aufgerufen,
wenn das Dokument sich auf eine DTD oder ein Schema bezieht, deren Inhaltsdefi-
nitionen Whitespace u¨brig lassen. Andernfalls wird Whitespace na¨mlich von charac-
ters() behandelt.
• public void processingInstruction (String target, String data)
throws SAXException
Reagiert auf Steueranweisungen im Dokument, allerdings nicht auf die <?xml?>-
Steueranweisung am Dokumentbeginn. Sonstige Steueranweisungen sind fu¨r Befehle
an XML-Anweisungen vorgesehen.
• public void skippedEntity (String name) throws SAXException
Reicht alle Entity-Referenzen an den ContentHandler durch, die nicht vom Parser
aufgelo¨st werden ko¨nnen.
Vor- und Nachteile
Die Simple API for XML weist folgende Vorteile auf:
• SAX-Parser arbeiten ho¨chst performant, und SAX-Applikationen kommen mit ei-
nem Minimum an Speicher aus, da niemals mehr als ein Knoten des XML-Baumes
gleichzeitig verarbeitet wird.
• SAX-Implementierungen sind fu¨r nahezu jede aktuelle Programmiersprache verfu¨g-
bar. SAX hat sich als De-facto-Standard etabliert und bildet die Grundlage der
meisten XML-gestu¨tzten Anwendungen. ([uWSM05])
Diesen Vorteilen steht entgegen, dass die SAX-Programmierschnittstelle einen Fla-
schenhals darstellt; auf der ContentHandler-Instanz wird fu¨r jedes gleichartige Ereignis
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dieselbe Methode aufgerufen; diese Methode wird so zum Dispatcher fu¨r die Weiterverar-
beitung der u¨bermittelten Daten. Fu¨r die NAS bedeutet dies, dass eine ContentHandler-
Methode wie startElement() zwischen den etwa zweitausend in den NAS-Schemata defi-
nierten Elementnamen unterscheiden muss.
Eine weitere Einschra¨nkung der SAX-API ist der rein lesende Zugriff auf XML. Es ist
nicht mo¨glich, mittels SAX XML zu erzeugen oder bestehendes XML zu modifizieren.
Die Herangehensweise an die Implementierung eines ContentHandlers richtet sich nach
Struktur und Komplexita¨t der zu verarbeitenden Daten. Eine flache, einfache Struktur
la¨sst sich freilich leichter verarbeiten als Dokumente mit hoher Verschachtelungstiefe und
vielen verschiedenen Elementen.
Zudem ist zu beachten, dass eine SAX-Verarbeitung wegen der sequentiellen Verarbei-
tung jeden Knoten des Dokuments genau einmal bearbeitet. Ist man darauf angewiesen,
beliebig in der Struktur eines XML-Dokuments zu navigieren, so werden die Vorteile von
SAX dadurch zunichte gemacht, dass die Struktur des Dokuments vollsta¨ndig in den Spei-
cher abgebildet werden muss. Folglich eignet sich SAX vorwiegend fu¨r kleine Datenmengen
und/oder Daten, die wiederkehrende Strukturen aufweisen und bei denen die einzelnen Do-
kumentteile in keinem navigierbaren Zusammenhang zueinander stehen. Falls die Daten in
einen Zusammenhang gebracht werden mu¨ssen, wie dies etwa bei NAS-Daten der Fall ist,
ist es zwingend notwendig, sie nach dem Einlesen u¨ber eine SAX-Schnittstelle persistent
abzulegen, um im Postprocessing in den Daten navigieren zu ko¨nnen.
2.3.2 Document Object Model (DOM)
Funktionsweise
Das DOM betrachtet ein XML-Dokument als Baum im Sinne der Graphentheorie und je-
den atomaren Teil des Dokuments (Elemente, Attribute, Textinhalte...) als Knoten (
”
No-
de“). DOM-Implementierungen bauen beim Einlesen eines Dokuments den DOM-Baum
mit zahlreichen Verknu¨pfungen zwischen den einzelnen Knoten im Speicher auf. (Eltern-
Kind-Verbindungen, Verbindungen zwischen Geschwistern...) Somit ermo¨glicht die DOM-
API eine beliebige Navigation innerhalb des Dokumentbaumes, allerdings bewegt man sich
stets in Objekten des relativ abstrakten Typs
”
Node“ und muss zur Laufzeit (durch Auf-
ruf der Methode getNodeType()) pru¨fen, ob ein Knoten ein Element, ein Attribut, einen
Textknoten usw. repra¨sentiert.
Speicherbedarf
Als Konsequenz daraus ergibt sich, dass ein XML-Dokument zur Verarbeitung u¨ber die
DOM-API vollsta¨ndig im Speicher gehalten werden muss. Durch die zahlreichen zwischen
den einzelnen Knoten aufgebauten Beziehungen entsteht ein im Verha¨ltnis zum Ausgangs-
dokument ungleich ho¨herer Speicherbedarf, der je nach Dokumentenstruktur mindestens
linear mit der Gro¨ße des Dokumentes wa¨chst.
Liest man z.B. eine XML-Datei von etwa fu¨nf MegaByte Gro¨ße in eine DOM-Struktur
ein, so werden hierfu¨r je nach Struktur und Tiefe des DOM-Baumes etwa 30 Megabyte
Hauptspeicher beno¨tigt. Bereits dieses eine Beispiel zeigt deutlich, dass ein DOM-basierter
Ansatz fu¨r die Verarbeitung von NAS-Daten nicht in frage kommt.
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DOM-API
Einer der Nachteile des Document Object Model liegt in der etwas umsta¨ndlichen Pro-
grammierschnittstelle. Das DOM betrachtet die Bestandteile eines XML-Dokuments als
Knoten im Sinne der Graphentheorie und stellt hierfu¨r sehr generische Zugriffsmethoden
zur Verfu¨gung. Die U¨berpru¨fung auf den jeweiligen Knotentyp (Element, Text, Attribut...)
obliegt dem Programmierer. Der fu¨r die Verarbeitung von XML beno¨tigte Code wird hier-
durch sehr umfangreich.
Neben der DOM-API existieren diverse Projekte, die es sich zum Ziel gesetzt haben,
intuitiver zu benutzende Programmierschnittstellen fu¨r einen baumbasierten XML-Zugriff
bereitzustellen. Zu nennen sind hier z.B. das JDOM-Projekt (www.jdom.org) oder auch
XOM (www.xom.nu). All diesen Ansa¨tzen ist gemein, dass auch dort ein XML-Dokument
vollsta¨ndig in den Speicher geladen wird, sodass sich auch diese Produkte nicht ohne
weiteres fu¨r eine Verarbeitung von Massendaten eignen.
2.3.3 eXtensible Stylesheet Language for Transformations (XSLT)
XSLT ist eine XML-Anwendung zur Transformation von XML in XML oder andere Ziel-
formate. Mit Hilfe eines oder mehrerer sog. XSLT-Stylesheets kann ein XSLT-Prozessor
– dies ist ein eigensta¨ndiges Programm – eine oder mehrere XML-Quellen in ein oder
mehrere Zieldokumente transformieren. Grundlage hierfu¨r sind die im XSLT-Stylesheet
formulierten Regeln, die als sog. Templates (Schablonen) auf die Knoten des Quellbaums
angewendet werden und abha¨ngig von den dort vorhandenen Daten das Ergebnisdokument
erzeugen. XSLT ist eine deklarative, funktional-applikative Sprache und Turing-vollsta¨ndig
([Har02]).
Einer der klassischen Anwendungsfa¨lle fu¨r XSLT ist die Transformation von XML nach
HTML in dynamisch generierten Internetseiten. XSLT kann als Ergebnis jedoch beliebige
Inhalte erzeugen, so etwa Text- oder sogar Bina¨rdateien.
Um XSLT-Transformationen durchfu¨hren zu ko¨nnen, ist es zuna¨chst notwendig, ein
XSLT-Stylesheet zu implementieren. In diesem formuliert der Entwickler Templates, die
auf die XML-Elemente und ihre Inhalte angewendet werden und eine Ausgabe – zumeist
in einer Zieldatei – erzeugen. Dieses Vorgehen enthebt den Entwickler von den grundsa¨tz-
lichen Schritten der XML-Verarbeitung – O¨ffnen einer Datei, Einlesevorgang, Pru¨fung
auf Vorhandensein von Elementen... – und ermo¨glicht so eine sehr schnelle und effektive
Entwicklung.
Es existieren viele XSLT-Prozessoren, zu großen Teilen als frei verfu¨gbare Software. Als
Beispiel sei der vom britischen Programmierer Michael Kay entwickelte XSLT-Prozessor
Saxon zu nennen, der in Java geschrieben ist und hinsichtlich Performance und Kon-
formita¨t zur XSLT-Spezifikation eine herausragende Stellung einnimmt. Michael Kay ist
Mitglied der XSL Working Group des W3C, der XQuery Working Group sowie Mitautor
der XSLT 2.0 und XPath 2.0-W3C-Spezifikationen, ([Kay09]). Die im Rahmen dieser Ar-
beit durchgefu¨hrten XSLT-Transformationen wurden mit dem Saxon-XSLT-Prozessor in
der Version 8.8 durchgefu¨hrt.
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Beispiel
Ein XSLT-Stylesheet kann z.B. folgendermaßen aussehen:
1 <?xml version="1.0" encoding="ISO-8859-1"?>
2 <xsl:stylesheet version="1.1"
3 xmlns:xsl="http://www.w3.org /1999/ XSL/Transform">
4 <xsl:output method="text" encoding="ISO-8859-1"/>
5
6 <xsl:template match="top">
7 <xsl:apply-templates/>
8 </xsl:template >
9
10 <xsl:template match="child">
11 <xsl:value-of select="@attribute"/>
12 </xsl:template >
13
14 </xsl:stylesheet >
Listing 6: XSLT-Beispiel
Wendet man dieses Stylesheet auf das XML-Beispiel (s. Listing 1 auf Seite 3) an,
so wu¨rde das erste Template (xsl:template match="top") auf das <top>-Element ange-
wendet werden und dazu fu¨hren, dass mittels der xsl:apply-templates-Anweisung die
Kindelemente des <top>-Elements verarbeitet wu¨rden. Auf das erste Kindelement, das
child-Element, tra¨fe das zweite Template zu. Dieses erzeugt als Ausgabe den Wert des
"attribute"-Attributs, sofern dieses existiert. Das Ergebnis einer solchen Transformation
wa¨re also die Zeichenkette value.
Vor-/Nachteile
Das Programmieren in XSLT geschieht durch das Implementieren von XSLT-Stylesheets
und unterscheidet sich erheblich von den anderen beschriebenen Programmierschnittstel-
len. Der Abstraktionsgrad ist wesentlich ho¨her, und die erstellten Templates arbeiten di-
rekt auf den Knoten des XML-Baums, ohne dass der Programmierer sich darum ku¨mmern
muss, wie er Zugriff auf die Knoten erlangt. Grundlegende Dinge wie das O¨ffnen und Schlie-
ßen von Dateien sowie Abfragen nach dem Vorhandensein bestimmter Knoten fallen in die
Zusta¨ndigkeit des XSLT-Prozessors. Verglichen mit den anderen Programmierschnittstel-
len ist die zur Lo¨sung einer Aufgabe beno¨tigte Menge Code erheblich geringer.
Da XSLT selbst ein XML-Dialekt ist, sind XSLT-Stylesheets folglich plattformun-
abha¨ngig einsetzbar; je nach Grad der Konformita¨t mit der XSLT-Spezifikation – sowohl
der Stylesheets als auch der Prozessoren – erzeugen XSLT-Transformationen unabha¨ngig
von der verwendeten Software dasselbe Ergebnis. Daru¨ber hinaus ist XSLT durch eigene
Funktionen bzw. Einbindung eigener oder fremder Module erweiterbar, sodass sich auch
u¨ber die pure Transformation hinausgehende Aufgaben mit XSLT erfu¨llen lassen.
Nachteile von XSLT sind die – im Vergleich zu SAX – schlechtere Performance und der
ho¨here Speicherverbrauch; Dateien ab einer bestimmten Gro¨ße lassen sich mit XSLT nicht
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mehr bearbeiten, da der hierfu¨r no¨tige Speicherbedarf u¨berproportional zur Dateigro¨ße
anwa¨chst. Zudem ist die Einstiegshu¨rde fu¨r das Erlernen von XSLT recht hoch, und bei
der Programmierung ist in erho¨htem Maß abstraktes Denken erforderlich.
2.3.4 XML-Validierung
Es existieren Programme, die die Gu¨ltigkeit von XML-Dateien gegen XML Schemata u¨ber-
pru¨fen ko¨nnen; solche Programme nennt man Validatoren. In der Regel handelt es sich
um XML-Parser, die außer dem zu pru¨fenden Dokument auch eine XML Schema-Datei
einlesen und zur Validierung heranziehen. Die Pru¨fung auf Gu¨ltigkeit kann je nach Konfi-
guration beim ersten auftretenden Fehler abbrechen oder aber bis zum Dokumentenende
fortgesetzt werden, um alle Fehler im Dokument gesammelt zu ermitteln.
Es hat sich gezeigt, dass z.B. der in die aktuelle Java-Umgebung (J2SE Version 5 und
ho¨her) integrierte XML-Validator in der Lage ist, NAS-Dateien trotz der Komplexita¨t
des GML-Schemas gegen die NAS-Schemata zu validieren. Die Laufzeiten solcher Gu¨ltig-
keitspru¨fungen betragen auch bei großen Dateien nicht mehr als einige Sekunden, sofern die
Dateien gu¨ltig sind; bei Fehlern dauert die Pru¨fung auf Validita¨t la¨nger. Allerdings ist diese
Zeitdauer im Vergleich mit dem tatsa¨chlichen Einlesen und Verarbeiten von XML-Daten
von untergeordneter Signifikanz, sodass es sich in der Regel anbieten wird, NAS-Dateien
bereits vor der Verarbeitung einmal zu validieren und bei Fehlern abzuweisen, ohne einen
Ladelauf anzustoßen.
2.4 GML
Die Geography Markup Language (GML) dient zur XML-Codierung von Geometrie– und
Topologiedaten. Das OpenGeospatial Consortium (OGC) ist fu¨r die Pflege und Vero¨ffent-
lichung der GML-Spezifikationen und -Schemata verantwortlich. Die aktuelle Version von
GML ist 3.2.1, vom OGC herausgegeben am 27. August 2007. [OGC07] GML ist ausge-
sprochen ma¨chtig und ermo¨glicht die XML-Codierung einer Vielzahl geometrischer und
topologischer Zusammenha¨nge. Die AdV beschra¨nkt sich jedoch fu¨r die NAS auf eine
Untermenge (“Profil“) von GML.
Dieses GML-Profil unterstu¨tzt z.B. keine Topologie und ermo¨glicht lediglich den red-
undanzbehafteten Geometrieaustausch; jedes raumbezogene Objekt wird mitsamt seiner
gesamten Geometrie serialisiert, sodass einzelne elementare Geometrien (Punkte, Linien)
mehrfach ausgegeben werden, sobald sie zur Geometrie mehrerer Objekte geho¨ren. Die-
ser redundanzbehaftete Geometrieaustausch soll die Einstiegshu¨rde fu¨r NAS-verarbeitende
Systeme mo¨glichst niedrig halten ([AdV08a]); eine vollsta¨ndige Umsetzung von GML ko¨nn-
te zwar einen redundanzfreien Austausch von Geometrien ermo¨glichen, wu¨rde jedoch die
Komplexita¨t der NAS signifikant erho¨hen und eine Realisierung erheblich erschweren.
Das GML-Profil der NAS wird spezifiziert durch eine einzige XML Schema-Datei (gml-
ProfileNAS.xsd) von 35KB Gro¨ße. Das vollsta¨ndige GML-Schema der Version 3.2.1 be-
steht hingegen aus 30 XML Schema-Dateien mit insgesamt 389kB; die aktuelle GML-
Spezifikation ([OGC07]) ist u¨ber 400 Seiten lang. Das NAS-GML-Profil stellt also nur
einen kleinen Ausschnitt aus der vollsta¨ndigen GML-Spezifikation dar.
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Die in den NAS-Dokumenten mo¨glichen GML-Top-Level-XML-Elemente zur Repra¨sen-
tation von Objektgeometrien reduzieren sich auf die folgenden:
1. <gml:Envelope>
2. <gml:Point>
3. <gml:Curve>
4. <gml:CompositeCurve>
5. <gml:Surface>
6. <gml:MultiPoint>
7. <gml:MultiCurve>
8. <gml:MultiSurface>
9. <gml:Grid>
Unterhalb dieser Top-Level-Elemente sind weitere Elemente definiert, mit denen die
betreffenden Geometrien in einzelne Komponenten – so etwa einzelne Liniensegmente –
aufgeteilt werden. Auf unterster Ebene eines jeden GML-Elementbaums werden Koor-
dinaten in <gml:pos>- (bei punktfo¨rmigen Geometrien) bzw. <gml:posList>-Elementen
(bei linien- und fla¨chenfo¨rmigen Geometrien) notiert. Dabei sind Koordinatenwerte stets
als Leerzeichen-getrennte Folge von Fließkommawerten aufgefu¨hrt (XML Schema-Typ
doubleList), sodass aus dem Kontext des fu¨r diese Koordinate definierten Koordinaten-
systems geschlossen werden muss, welche Zahl welche Koordinate repra¨sentiert. Dabei
kann ein <gml:posList>-Element in einem count- oder einem dimension-Attribut die Infor-
mation enthalten, wieviele Koordinaten durch die Zahlenwerte dargestellt werden; beide
Attribute sind jedoch optional.
1 <gml:posList count="2">
2 352309.533 5532033.025 352305.031 5532030.627
3 </gml:posList >
Listing 7: Beispiel fu¨r die Abbildung von Koordinaten in einem GML-posList-Element
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3 Das AFIS-ALKIS-ATKIS-Datenmodell
Das AFIS-ALKIS-ATKIS-Datenmodell, kurz AAA-Modell, vereint die vormals getrenn-
ten Modelle von Liegenschaftskataster (ALKIS), Topographie (ATKIS) und Festpunktfeld
(AFIS) in einem einzigen Datenmodell. Die bisher im Liegenschaftskataster praktizierte
Trennung der Daten von Liegenschaftsbuch (ALB) und Liegenschaftskarte (ALK) wird
durch das ALKIS-Modell aufgehoben; somit ko¨nnen katasterfu¨hrende Stellen ku¨nftig in
einem einzigen System zwischen den Daten beider Bereiche navigieren.
Die AdV hat das AAA-Modell in elektronischer Form vero¨ffentlicht und als Rational-
Rose-UML-Modell auf der AdV-Internetseite zum Download angeboten. Hierdurch ist es
mo¨glich, eine Umsetzung des AAA-Modells weitestgehend automatisch abzuleiten; auf Ak-
tualisierungen oder neue Versionen des Modells kann somit vergleichsweise schnell reagiert
werden, ohne dass hunderte von Objektklassen per Hand angepasst werden mu¨ssen.
3.1 Aufbau
Das AAA-Modell ist modular aufgebaut. Im sog. Basisschema sind grundlegende Klas-
sen hinterlegt, die als Basis fu¨r andere Fachanwendungen dienen ko¨nnen. AAA-spezifische
Klassen befinden sich im Fachschema, das auf dem Basisschema aufsetzt. Auf dem Fach-
schema bauen wiederum die NAS-Operationen auf.
Das Modell weist eine vergleichsweise flache Vererbungshierarchie auf. Wurzel dieser
Hierarchie sind das AA Objekt und die drei davon abgeleiteten Basisklassen:
• AA REO (raumbezogenes Elementarobjekt)
• AA NREO (nicht raumbezogenes Elementarobjekt)
• AA ZUSO (zusammengesetztes Objekt)
Davon abgeleitet werden etwa ein Dutzend weitere Klassen, die den Objektbaum in Klassen
mit gleichen topologischen Eigenschaften unterteilen.Insgesamt beinhaltet das Modell ca.
180 instanziierbare Objektklassen, etwa 45 zusammengesetzte Datentypen und ungefa¨hr
245 Enumeratoren und Codelisten.
3.1.1 Attributtypen
Die u¨berwiegende Mehrzahl der Objektattribute sind skalare atomare Typen und somit
mu¨helos in ein relationales Modell umzusetzen. Dem gegenu¨ber stehen Attribute, die als
komplexe Datentypen modelliert sind (z.B. Flurstu¨cksnummer, bestehend aus Za¨hler und
Nenner). Weiterhin beinhaltet das Modell multiple Attribute (Listen von einfachen und
komplexen Typen) sowie skalare und multiple Relationen und freilich geometrische Attri-
bute. Bei der U¨berfu¨hrung in ein relationales Modell sind somit im Zuge der Normalisie-
rung des Modells Konventionen zu erarbeiten, nach denen diese nicht direkt abbildbaren
Attribute im relationalen Modell repra¨sentiert werden sollen. Diese Konventionen werden
in Kapitel 5.3 na¨her erla¨utert.
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3.2 Besonderheiten
3.2.1 Versionskonzept
Das von der AdV entwickelte Versions- oder Historisierungskonzept sieht vor, dass bei
Fu¨hrung einer Vollhistorie die Vera¨nderungen an jedem Objekt in Form von Objektversio-
nen dokumentiert werden. A¨ndert sich eine nicht objektbildende Eigenschaft eines Objekts,
so entsteht dadurch eine neue Version dieses Objekts; die bisherige Version wird durch das
Setzen des Lebenszeitintervall-Endes historisch. Es muss stets sichergestellt sein, dass die
Lebenszeitintervalle der einzelnen Objektversionen lu¨ckenlos und sekundenscharf aneinan-
der anschließen. Das Versionskonzept der AdV ist in [AdV08a, S. 55ff.] dokumentiert.
Das Vorhalten historischer Objektversionen sowie das Sicherstellen der Datenkonsis-
tenz beim Erzeugen von Objektversionen stellt besondere Aufgaben an eine AAA-Modell-
konforme Datenhaltungskomponente. Diese Anforderungen sind beim Design des Daten-
bankmodells zu beru¨cksichtigen. So bedeutet dies z.B., dass der Objektidentifikator allein
nicht ausreicht, um eine Objektversion zu identifizieren; erst in Kombination mit dem Be-
ginn des Lebenszeitintervalls (der Beginn ist immer gesetzt, das Ende nur bei historischen
Versionen) ergibt sich eine Eindeutigkeit.
Wird ein Objekt aus der Datenbank angefordert, so geschieht dies stets unter Beru¨ck-
sichtigung eines konkreten Auswerte-Zeitpunkts. Im Normalfall ist dies der aktuelle Zeit-
punkt, sodass die gerade aktuelle Objektversion zuru¨ckgeliefert werden muss. Es ist jedoch
ebenso vorstellbar, Objekte fu¨r einen in der Vergangenheit liegenden Zeitpunkt anzufor-
dern; so wird es mo¨glich, den Zustand der Daten zu einem bestimmten Zeitpunkt zu
rekonstruieren.
Bei der Auswertung von Relationen ist das Lebenszeitintervall ebenso zu beru¨cksich-
tigen; da eine Relation lediglich durch den Identifikator des Zielobjekts abgebildet wird,
la¨uft das Aufsuchen eines referenzierten Objekts mehrstufig ab:
1. ggf. Zielklasse ermitteln, sofern eine Relation mit unbekanntem Ziel vorliegt (s. Kap.
3.2.2)
2. alle Objekte der Zielklasse ermitteln, deren Identifikator mit dem in der Relation
gespeicherten identisch ist
3. dasjenige Objekt ermitteln, dessen Lebenszeitintervall mit dem des Ausgangsobjekts
koinzidiert
3.2.2 Relationen
Das AAA-Modell weist hinsichtlich der Relationen eine Besonderheit auf: Es werden einige
Relationen definiert, deren Zielklassen nicht fest vorgegeben sind. Als Beispiel sei die
Relation “dientZurDarstellungVon“ genannt, die von einem Pra¨sentationsobjekt wie etwa
einem Objekt der Klasse AP LTO1 zu einem beliebigen Hauptobjekt verweisen kann; als
Zielklasse fu¨r derartige Relationen ist die abstrakte Oberklasse AA Objekt angegeben.
1Linienfo¨rmiges Text-Pra¨sentationsobjekt, z.B. ein Straßenname
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Die Abbildung einer solchen Relation in eine reine relationale Datenbank ist mit Hilfe
der hierfu¨r u¨blichen Mittel (Fremdschlu¨ssel, Zwischentabellen) nicht ohne weiteres mo¨glich;
diese Mittel setzen voraus, dass die Zieltabelle einer Relation bekannt ist. Es sind zur
Abbildung dieser AdV-spezifischen
”
Unbekanntenrelationen“ also weitere Schritte no¨tig.
In Kapitel 5.3.4 werden zwei mo¨gliche Ansa¨tze zur Integration solcher Relationen in eine
relationale Datenbank diskutiert.
3.3 NAS
Die Normbasierte Austauschschnittstelle stellt das externe Modell des AAA-Modells dar
und definiert die Regeln, nach denen Objekte des AAA-Modells in XML kodiert werden
mu¨ssen.
3.3.1 Aufbau
Die Normbasierte Austauschschnittstelle wird festgelegt durch einen Satz von 33 XML
Schema-Dateien, die analog zum AAA-Modell modular aufeinander aufbauen. Diese Da-
teien ko¨nnen ebenfalls von der AdV-Internetseite heruntergeladen werden.
Die von ihrer Bedeutung her relevanten Schemata seien im Folgenden kurz genannt:
• Zur Codierung von Geometrien wird das oben beschriebene GML-Profil (s. Seite 12)
herangezogen.
• Die zur Einbeziehung von Qualita¨tsangaben und Metadaten (nach ISO 19115 etc.)
beno¨tigten Klassen sind im ISO19100-Schema abgelegt.
• Auf dem GML- und dem ISO-Schema baut das AAA-Basisschema auf, das alle Ba-
sisklassen entha¨lt, von denen die Klassen des Fachschemas abgeleitet sind. Diese
Basisklassen enthalten Attribute wie etwa das Lebenszeitintervall oder aber die Mo-
dellart. Zudem sind im Basisschema alle Pra¨sentationsobjekte enthalten.
• Im Fachschema finden sich die etwa 180 fachspezifischen Klassen (wie etwa AX Flur-
stueck).
• Das NAS-Operationen-Schema entha¨lt schließlich alle NAS-Gescha¨ftsprozesse wie
z.B. Einrichtung, Reservierung, Fortfu¨hrung und Nutzerbezogene Bestandsdatenak-
tualisierung (NBA).
3.3.2 Mapping Modell/Schemata
Die XML-Schemata sind – mit Ausnahme des GML-Schemas – unter Verwendung eines Re-
gelsatzes (
”
NAS Encoding Rules“) automatisiert aus dem UML-Modell der AdV abgeleitet
worden. Daraus ergibt sich ein sehr klares Mapping zwischen den Klassendefinitionen im
UML-Modell und den in den Schemadateien aufgestellten Regeln fu¨r die XML-Repra¨sen-
tation dieser Klassen. Setzt man das AAA-Modell vollsta¨ndig und konsequent um, so kann
man den fu¨r die NAS-konforme (De-)Serialisierung der Objekte beno¨tigten Code direkt
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aus den Schemata ableiten, ohne ihn fu¨r jede einzelne Klasse von Hand programmieren zu
mu¨ssen. Es hat sich bei der Entwicklung der Fachschale ALKIS gezeigt, dass z.B. unter
Verwendung von XSLT sehr komfortabel Code aus den Schemata erzeugt werden kann,
mit dem der XML-Im- und Export von AAA-Objekten konsistent und sicher gelingt.
Wa¨hrend aus den von der AdV erzeugten Schemata sehr einfach Code erzeugt werden
kann, ist dies mit dem GML-Schema nicht ohne weiteres mo¨glich. Hierfu¨r gibt es mehrere
Gru¨nde:
• GML ist relativ komplex. Im Schema wird Gebrauch von XML Schema-Sprachkon-
strukten gemacht, die eine automatisierte Ableitung von Code extrem erschweren.
Das Schema verwendet eine Vielzahl von abstrakten Typen, Ersetzungsgruppen,
Enumeratoren und Elementreferenzen.
• Zudem entha¨lt das Schema rekursive Konstrukte. Ein Beispiel hierfu¨r ist das GML-
Element CompositeCurve; ein CompositeCurve-Element entha¨lt als Kindelemente cur-
veMember-Elemente, die ihrerseits wiederum CompositeCurve-Elemente enthalten ko¨n-
nen.
• Einige Geometrietypen (insbesondere Linienzu¨ge) ko¨nnen durch unterschiedliche
GML-Konstrukte gleichermaßen abgebildet werden. Es sei angemerkt, dass – je nach
Implementierung – die GML-Repra¨sentation ein und derselben Geometrie durch zwei
unterschiedliche Systeme so unterschiedlich ausfallen kann, dass die Pru¨fung auf
Identita¨t der Geometrie erheblich erschwert wird.
• GML entha¨lt eine Vielzahl von Elementen, die die Komplexita¨t des Codes erho¨hen,
ohne zur transportierten Information beizutragen. Das folgende Beispiel fu¨r ein
gml:Surface-Element zeigt, wieviel XML-Code fu¨r die GML-konforme XML-Repra¨-
sentation eines einfachen Polygons mit vier Linienstu¨cken verwendet wird:
1 <gml:Surface srsName="urn:adv:crs:ETRS89_UTM32" gml:id="AENT">
2 <gml:patches >
3 <gml:PolygonPatch >
4 <gml:exterior >
5 <gml:Ring >
6 <gml:curveMember >
7 <gml:Curve gml:id="AENU">
8 <gml:segments >
9 <gml:LineStringSegment >
10 <gml:posList >
11 350768.572 5531700.532
12 350730.248 5531581.556
13 </gml:posList >
14 </gml:LineStringSegment >
15 </gml:segments >
16 </gml:Curve >
17 </gml:curveMember >
18 <gml:curveMember >
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19 <gml:Curve gml:id="AENV">
20 <gml:segments >
21 <gml:LineStringSegment >
22 <gml:posList >
23 350730.248 5531581.556
24 350737.614 5531578.839
25 </gml:posList >
26 </gml:LineStringSegment >
27 </gml:segments >
28 </gml:Curve >
29 </gml:curveMember >
30 <gml:curveMember >
31 <gml:Curve gml:id="AENW">
32 <gml:segments >
33 <gml:LineStringSegment >
34 <gml:posList >
35 350737.614 5531578.839
36 350759.549 5531573.117
37 </gml:posList >
38 </gml:LineStringSegment >
39 </gml:segments >
40 </gml:Curve >
41 </gml:curveMember >
42 <gml:curveMember >
43 <gml:Curve gml:id="AENX">
44 <gml:segments >
45 <gml:LineStringSegment >
46 <gml:posList >
47 350759.549 5531573.117
48 350768.572 5531700.532
49 </gml:posList >
50 </gml:LineStringSegment >
51 </gml:segments >
52 </gml:Curve >
53 </gml:curveMember >
54 </gml:Ring >
55 </gml:exterior >
56 </gml:PolygonPatch >
57 </gml:patches >
58 </gml:Surface >
Listing 8: gml:Surface-Element
• Zuletzt ist davon auszugehen, dass das in einer Applikation verwendete Geometrie-
modell sich nicht 1:1 nach GML abbilden la¨sst. So schreibt z.B. das GML-Profil
der NAS eine konkrete Kodierung von Kreisbogenstu¨cken vor, bei der neben dem
Bogenanfang und dem Bogenendpunkt ein Punkt angegeben wird, der im mittleren
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Drittel des Bogens liegen soll. Das Smallworld-GIS speichert fu¨r einen Kreisbogen
jedoch neben Bogenanfang und -ende das Zentrum des Bogens in der Datenbank
ab, sodass bei Im- und Export einer solchen Geometrie eine Umrechnung stattfinden
muss.
3.3.3 OGC WFS Transactions
Kernaufgabe der NAS ist die U¨bermittlung von Datensa¨tzen, die ein Einfu¨gen, Vera¨ndern
und Lo¨schen von Objekten im Zieldatenbestand ermo¨glichen. Hierbei finden die Element-
definitionen des WFS-Transaction-Schemas Anwendung; zur Verwendung kommt in der
NAS die vom OGC im Mai 2005 herausgegebene Version 1.1 der Web Features Service
(WFS)-Spezifikation ([OGC05]). In diesem Schema sind Insert-, Update- und Delete-
Elemente definiert, die von Transaction-Elementen zu Transaktionen zusammengefasst
werden. Solche Transaktionen kommen in den AAA-Klassen AX Einrichtungsauftrag,
AX_Fortfuehrungsauftrag und AX_NutzerbezogeneBestandsdatenaktualisierung_NBA vor.
Das wfs:Update-Element erlaubt lediglich das A¨ndern von Objektattributen anhand
von Name-Wert-Paaren; hiermit ist es z.B. nicht mo¨glich, Attributwerte eines AAA-Ob-
jekts zu lo¨schen. Daher wurde seitens der AdV ein neues Element namens Replace ein-
gefu¨hrt, das bei A¨nderungen an einem Objekt eine vollsta¨ndige neue Objektversion in
sich tra¨gt und u¨ber ein Filter-Element die zu ersetzende Objektversion referenziert. Das
Replace-Element wird in der Datei WFS-Erweiterungen.xsd deklariert und befindet sich
im Namespace http://www.adv-online.de/namespaces/adv/gid/wfsext.
Bedingt durch das Historienkonzept ist es notwendig, beim Untergang eines Objekts
den Anlass und den Zeitpunkt des Untergangs kodieren zu ko¨nnen, um etwa einen Se-
kunda¨rdatenhalter im Rahmen des NBA-Verfahrens in die Lage zu versetzen, die Objekt-
historie korrekt abzubilden. Da das wfs:Delete-Element diese beiden Informationen nicht
aufnehmen kann sondern lediglich die FeatureId der zu lo¨schenden Objektversion entha¨lt,
wurde mit der GeoInfoDok 6.0 eine Konvention erarbeitet, nach der Lebenszeitende und
Untergangsanlass in einem wfs:Update-Element kodiert werden ko¨nnen.
Die Syntax der vier Elemente zur Kodierung von Transaktionsschritten ist im folgenden
kurz beschrieben:
• wfs:Insert zum Einfu¨gen eines Objekts:
1 <wfs:Insert >
2 <AX_Flurstueck gml:id="DENI123400000001">
3 <!-- vollsta¨ndiges Objekt als XML -->
4 </AX_Flurstueck >
5 </wfs:Insert >
• wfs:Delete zum Lo¨schen eines Objekts:
1 <wfs:Delete typeName="AX_Flurstueck">
2 <ogc:Filter >
3 <ogc:FeatureId fid="
urn:adv:oid:DENI12340000000120080912T122014Z"/>
19
4 </ogc:Filter >
5 </wfs:Delete >
Das typeName-Attribut des Delete-Elements entha¨lt den Klassennamen des zu lo¨-
schenden Objekts.
Die im fid-Attribut des FeatureId-Elements notierte URN entha¨lt den Identifika-
tor des zu lo¨schenden Objekts sowie den Beginn des Lebenszeitintervalls; hieru¨ber
erfolgt vor dem Lo¨schen eine Aktualita¨tspru¨fung, da sichergestellt sein muss, dass
die im Zieldatenbestand aktuelle Version des Objekts mit der aktuellen Version im
Prima¨rdatenbestand u¨bereinstimmt. Diese Aktualita¨tspru¨fung kann entfallen, wenn
der Zieldatenbestand keine Vollhistorie fu¨hrt; in diesem Fall entfa¨llt auch die An-
gabe des Zeitstempels hinter dem Identifikator. Dies gilt gleichermaßen fu¨r die im
folgenden beschriebenen Update- und Replace-Elemente
• wfs:Update zum Lo¨schen eines Objekts unter Verwendung eines konkreten Unter-
gangsanlasses und eines dezidierten Untergangszeitstempels:
1 <wfs:Update typeName="AX_Flurstueck">
2 <wfs:Property >
3 <wfs:Name >
4 adv:lebenszeitintervall/adv:AA_Lebenszeitintervall/
adv:endet
5 </wfs:Name >
6 <wfs:Value >2007 -11 -13 T12:00:00Z </wfs:Value >
7 </wfs:Property >
8 <wfs:Property >
9 <wfs:Name >adv:anlass </wfs:Name >
10 <wfs:Value >000000 </wfs:Value >
11 </wfs:Property >
12 <wfs:Property >
13 <wfs:Name >adv:anlass </wfs:Name >
14 <wfs:Value >010102 </wfs:Value >
15 </wfs:Property >
16 <wfs:Filter >
17 <ogc:FeatureId fid="DEBY12341234567819870502T152300Z"/>
18 </wfs:Filter >
19 </wfs:Update >
In den drei <wfs:Property>-Elementen werden die Namen und Werte der zu a¨ndern-
den Objektattribute u¨bermittelt; per Konvention entha¨lt dabei das erste Element
den – neu zu setzenden – Zeitstempel fu¨r das Lebenszeitende der Objektversion, das
zweite den bereits bestehenden Entstehungsanlass und das dritte den – ebenfalls zu
setzenden – Untergangsanlass der Objektversion.
• wfsext:Replace zum Einfu¨hren einer neuen Objektversion:
1 <wfsext:Replace typeName="AX_Flurstueck">
2 <AX_Flurstueck gml:id="DENI123400000001">
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3 <!-- vollsta¨ndiges Objekt als XML -->
4 </AX_Flurstueck >
5 <ogc:Filter >
6 <ogc:FeatureId fid="
urn:adv:oid:DENI12340000000120080912T122014Z"/>
7 </ogc:Filter >
8 </wfsext:Replace >
In einem Replace-Element wird zuna¨chst die vollsta¨ndige einzufu¨gende Objektversi-
on notiert. Die bisher gu¨ltige Version, die u¨ber das fid-Attribut identifiziert wird,
erha¨lt bei der Ersetzung als Untergangsanlass den Entstehungsanlass der neuen Ver-
sion und als Lebenszeitende den Lebenszeitbeginn der neuen Version.
Neben den NAS-Auftra¨gen zur Modifikation von Zieldatenbesta¨nden existieren mit
dem AX Bestandsdatenauszug und den drei Auspra¨gungen der AX Liegenschaftskarte
(pur, mit Bodenscha¨tzung, mit Punktnummern) vier NAS-Operationen, die ihrerseits
große Objektmengen enthalten ko¨nnen, allerdings sind diese lediglich als Ansammlungen
von vorhandenen Objekten in sog. FeatureCollections zusammengefasst. Pro zu trans-
portierendem Objekt wird in das FeatureCollection-Element ein featureMember-Element
eingefu¨gt:
1 <wfs:featureMember >
2 <AX_Flurstueck gml:id="DENI123400000001">
3 <!-- vollsta¨ndiges Objekt als XML -->
4 </AX_Flurstueck >
5 </wfs:featureMember >
3.3.4 Datenmengen
In den bisherigen Anwendungsfa¨llen hat sich gezeigt, dass die pro Objekt erzeugte Da-
tenmenge bei Verwendung der NAS wesentlich gro¨ßer ist als bei den vorherigen Formaten
EDBS und WLDGE: Ein Kilobyte Daten pro Objekt hat sich als recht guter Richtwert
erwiesen; nach eigenen Erfahrungen nehmen EDBS und WLDGE nur rund die Ha¨lfte da-
von in Anspruch. Allerdings ist die tatsa¨chliche Gro¨ße eines NAS-XML-Fragments fu¨r ein
einzelnes Objekt natu¨rlich von einigen Faktoren abha¨ngig. Vor allem die Komplexita¨t der
Objektgeometrie hat Einfluss auf die beno¨tigte Datenmenge; im NAS-Beispieldatensatz,
der im September 2005 vom Landesbetrieb Geoinformation und Vermessung Hamburg
bereitgestellt wurde, 2 findet sich beispielsweise ein Objekt der Klasse AX_SonstigesRecht,
dessen XML-Repra¨sentation allein eine Gro¨ße von ca. zwei Megabyte aufweist.
Als Faustgro¨ße kann fu¨r ein Gebiet von einem Quadratkilometer incl. aller Buchungs-
und Eigentu¨merdaten mit einer Datenmenge von etwa 40-50 Megabyte gerechnet werden;
fu¨r ein Bundesland beispielsweise von der Gro¨ße Hessens ergibt sich eine Gesamtdaten-
menge in der Gro¨ßenordnung eines Terabyte NAS-Daten. Legt man fu¨r das Einlesen der
Daten eine Datenrate von einem Megabyte pro Minute zugrunde, so ergibt sich daraus
2http://www.hmdk.de:8080/wwwudk/hmdk_daten/HH_ALKIS_Beispiel.zip
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ein Zeitraum von fast zwei Jahren, der beno¨tigt wird, um ein volles Terabyte NAS-Daten
einzulesen. Fu¨r Datenhaltungskomponenten, die tatsa¨chlich mit derartigen Datenmengen
arbeiten, wird es daher unerla¨sslich sein, Systeme bereitzustellen, die eine parallele Verar-
beitung erlauben.
Zwar ist XML ein sehr speicherhungriges Datenformat, jedoch lassen sich XML-Dateien
dank der vielen gleichartigen Strukturen sehr gut komprimieren. Zip-komprimierte XML-
Dateien weisen nur einen Bruchteil der Gro¨ße der ungepackten Dateien auf; das Verha¨ltnis
von ungepackten und gepackten Dateien liegt nach eigenen Erfahrungen in der Gro¨ßen-
ordnung 30:1. Somit ist ein Transport von NAS-Daten, etwa u¨ber das Internet, relativ
problemlos mo¨glich.
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4 Modularisierung durch schemagenerierte Metainformati-
onen
Die am Geoda¨tischen Institut der RWTH Aachen entwickelte Fachschale ALKIS auf
Grundlage des GE Smallworld GIS entha¨lt eine in der Programmiersprache Magik geschrie-
bene NAS-Implementierung. Die erste lauffa¨hige Version dieser Implementierung wurde im
Jahr 2004 fertiggestellt; die GeoInfoDok lag zu diesem Zeitpunkt in der Version 3.1 vor. Mit
dieser ersten Implementierung konnten bereits die von diversen Landesvermessungsa¨mtern
zur Verfu¨gung gestellten NAS-Testdaten eingelesen werden.
Alle seither vero¨ffentlichten Versionen des AAA-Modells wurden in der Fachschale
nachgehalten; im Sommer 2008 wurde die Fachschale auf die Version 6.0 der GeoInfoDok
umgestellt. Bei den Versionswechseln konnte an vielen Stellen auf Automatismen zuru¨ck-
gegriffen werden, die die Umsetzung der Modella¨nderungen erheblich beschleunigten, da
nur sehr wenig Code ha¨ndisch anzupassen war.
Abbildung 1: Screenshot der Fachschale ALKIS im GE Smallworld-GIS
Die Robustheit der NAS-Implementierung konnte bereits vielfach unter Beweis gestellt
werden; auch die bislang umfangreichsten NAS-Dateien von bis zu einem halben Gigabyte
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Gro¨ße konnten problemlos eingelesen werden. Ebenso ist es problemlos mo¨glich, Daten in
dieser Gro¨ßenordnung wieder auszuspielen.
In diesem Kapitel wird die Arbeitsweise der NAS-Implementierung detailliert vorge-
stellt. Zudem wird erla¨utert, wie die Eigenschaften der Programmiersprache Smallworld
Magik dazu genutzt werden konnten, durch eine tiefgreifende Modularisierung eine leis-
tungsfa¨hige und ausgezeichnet wartbare Softwarelo¨sung zu implementieren.
4.1 GE Smallworld Core Spatial Technology
GE Smallworld Core Spatial Technology (kurz: Smallworld GIS) ist ein von der Firma
GE hergestelltes und vertriebenes Geoinformationssystem. Einige der Merkmale dieses
Systems seien hier kurz vorgestellt:
• Teil des GIS ist eine eigene objektrelationale, versionsverwaltete Datenbank, die auf
die Speicherung geometrischer Objekte zugeschnitten ist.
• Neben der graphischen Benutzeroberfla¨che steht Benutzern und Entwicklern eine
Shell zur Verfu¨gung, die in den Editor Emacs eingebettet ist. U¨ber diese Shell kann
durch das Absetzen von Befehlen in eine laufende GIS-Session eingegriffen werden,
etwa um Objekte zu manipulieren oder Methoden neu zu implementieren und in die
laufende Sitzung hineinzukompilieren.
• Fu¨r die Umsetzung von Datenmodellen in Datenbankmodelle steht ein graphisches
CASE-Tool zur Verfu¨gung.
4.1.1 Die Programmiersprache Magik
Der Großteil des Smallworld GIS ist der proprieta¨ren Programmiersprache Magik geschrie-
ben, die eigens fu¨r das GIS entwickelt wurde. Magik weist folgende Merkmale auf:
• Die Sprache ist vollsta¨ndig objektorientiert; auch einfache Typen wie etwa Integer-
Zahlen sind Objekte. Dabei wird Mehrfachvererbung unterstu¨tzt. Wurzel des Verer-
bungsbaums ist die Klasse object.
• Magik ist eine interpretierte Sprache; der in Magik geschriebene Quelltext wird von
der Magik-Engine interpretiert. Dies ermo¨glicht es dem Entwickler, zur Laufzeit den
Code zu modifizieren und A¨nderungen in eine laufende GIS-Session hineinzukompi-
lieren.
• Magik unterstu¨tzt Reflexion; ein Methodenaufruf kann durch Angabe des Methoden-
namens ausgelo¨st werden. Beispiel: an_object.perform("name".as_symbol()) ruft die
Methode .name auf dem Objekt an_object auf.
• Teile des Quellcodes werden mit dem Produkt mitgeliefert. Hierdurch erha¨lt ein
Entwickler Einblick in einzelne Komponenten und kann bei Bedarf Modifikationen
vornehmen oder eigene Erweiterungen einbringen.
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• Zu einer bestehenden Klasse – auch zu Klassen aus dem Smallworld-Core – ko¨nnen
zusa¨tzliche eigene Methoden implementiert werden. Im Gegensatz zu z.B. Java kann
dies an beliebiger Stelle erfolgen; die Methoden einer Klasse du¨rfen u¨ber beliebig viele
Quelltextdateien verteilt sein. Hierdurch ko¨nnen unterschiedliche Erweiterungen zu
derselben Klasse in verschiedenen Modulen verwaltet werden.
4.1.2 Die Smallworld-Simple-XML-API
Das Smallworld GIS entha¨lt eine eigene, in Magik programmierte Schnittstelle fu¨r die Er-
zeugung und Verarbeitung von XML. Diese Schnittstelle basiert auf einer Klasse namens
simple_xml_thing, die ein einzelnes XML-Element mitsamt seinem Inhalt kapselt. Der
Inhalt eines Elements wird – unabha¨ngig davon, ob er aus Text, Kindelementen, CDATA-
Abschnitten oder Verarbeitungsanweisungen besteht – in einer Membervariablen namens
elements in Form einer Liste abgelegt; erst zur Laufzeit wird zwischen den unterschiedli-
chen Typen unterschieden. Das folgende Magik-Codefragment erzeugt zwei Instanzen der
Klasse simple_xml_thing (x und y), fu¨gt der Instanz x zuna¨chst Textinhalt (
”
content“) und
dann die Instanz y als Inhalt hinzu und gibt schließlich das vollsta¨ndige simple_xml_thing
auf dem Emacs-Prompt aus:
1 MagikSF > _block
2 x << simple_xml_thing.new("root")
3 x.elements.add("content")
4 y << simple_xml_thing.new("child" ,{"more content"})
5 x.elements.add(y)
6 simple_xml.write_element_on (! terminal!,x)
7 _endblock
8 $
9 <?xml version="1.0" encoding="UTF-8" standalone="yes"?>
10 <root >content <child >more content </child >
11 </root >
Listing 9: Codebeispiel fu¨r die Magik-Simple-XML-API
Die Simple-XML-API stellt ein Zwischending zwischen SAX und DOM dar; wa¨hrend
die Einleseschnittstelle ein XML-Dokument sequentiell abarbeitet, wird ein vereinfachter
Elementbaum aufgebaut: Im Gegensatz zu DOM ist dieser Baum nur in einer Richtung
navigierbar; jedes Element hat Zugriff auf seine Attribute, Kindelemente und Inhalte,
allerdings nicht auf sein Elternelement und seine Geschwisterelemente auf derselben Ebene.
Fu¨r den XML-Export steht eine Klasse namens xml_output_stream zur Verfu¨gung,
auf der einige Methoden definiert sind, mit denen vollsta¨ndige XML-Elemente, aber auch
Fragmente – o¨ffnende und schließende Tags, Textinhalt, Kommentare etc. – geschrieben
werden ko¨nnen. Die Kodierung von Sonderzeichen, Zeilenumbru¨che und Einru¨ckungen
werden dabei automatisch gesteuert.
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4.2 Realisierung des AAA-Modells in der SW-DB
Das AAA-Modell wurde mit Hilfe des Smallworld-CASE-Tools in ein Datenbankmodell
umgesetzt. Dabei wurde darauf geachtet, durch striktes Einhalten von Konventionen fu¨r
Tabellen- und Feldnamen einen logisch nachvollziehbaren Zusammenhang zwischen Modell
und Datenbank herzustellen. Auf der Grundlage dieser Konventionen konnten im Folgen-
den aus dem Rational Rose-Modell mit Hilfe eines Rose-Scripts – ein BASIC-Dialekt – au-
tomatisiert Klassendefinitionen abgeleitet werden, die Magik-Klassen fu¨r die Datenbank-
objekte implementieren. Die Namen der Magik-Klassen setzen sich dabei aus einem Pra¨fix
(
”
aaa_“) und dem modellkonformen Klassennamen (z.B.
”
AX_Flurstueck“) zusammen, wo-
bei gema¨ß den Regeln der Programmiersprache Magik der Klassenname kleingeschrieben
wird.
Zudem werden Wrapper-Methoden fu¨r Datenbankzugriffe generiert, mit denen es z.B.
mo¨glich ist, auf einem Objekt der Klasse aaa_ax_flurstueck die Methode flurstuecks-
nummer aufzurufen und als Ergebnis eine mit den korrekten Werten gefu¨llte Instanz des
Datentyps aaa_ax_flurstuecksnummer zu erhalten; die entsprechende Wrapper-Methode
instanziiert dabei den Datentyp mit den in der Datenbanktabelle fu¨r das Flurstu¨ck hin-
terlegten Werten der Felder int_zaehler und int_nenner.
Die in Kapitel 3.2 beschriebenen Besonderheiten des AAA-Modells wurden wie folgt
in der Datenbank realisiert:
• Die Umsetzung des Historienkonzepts (s. Kap. 3.2.1) erfolgte durch die Integrati-
on einer zeitlichen Komponente in die Programmlogik, die eine Objektabfrage in
der Datenbank vornimmt; anhand einer globalen Variablen, die einen Zeitstempel
repra¨sentiert, wird stets diejenige Objektversion geliefert, die zu dem jeweiligen Zeit-
punkt aktuell ist bzw. war.
• Die in Kapitel 3.2.2 beschriebenen Relationen mit variabler Zielklasse konnten in der
Smallworld-Datenbank durch die Einfu¨hrung eines neuen Relationstyps so integriert
werden, dass der Zugriff auf die Zielobjekte in nur einem Schritt erfolgen kann; durch
den objektrelationalen Charakter der Datenbank und die enge Bindung von Daten-
bank und Applikationscode bleibt die Struktur des Datenbankmodells dem Anwen-
der verborgen, sodass ein komfortables Arbeiten mit der Fachschale ermo¨glicht wird.
So liefert ein Aufruf der Methode dientzurdarstellungvon auf einem Pra¨sentations-
objekt ohne weiteres Zutun direkt dasjenige Hauptobjekt, zu dessen Darstellung das
Pra¨sentationsobjekt dient.
Fu¨r das Anlegen von AAA-Objekten in der Smallworld-Datenbank wurden zentra-
le Methoden – z.B. insert_object() – auf der Oberklasse aaa_aa_objekt implementiert.
Hiermit wurde eine einheitliche API geschaffen, um mit nur einem Methodenaufruf ein
Hauptobjekt in die Datenbank einzufu¨gen und gleichzeitig sicherzustellen, dass multiple
Attribute automatisch in die dafu¨r vorgesehenen zusa¨tzlichen Tabellen eingetragen werden.
Zentraler U¨bergabeparameter an diese Methoden ist stets eine Hashtable mit Name-Wert-
Paaren, in denen die Attributwerte des einzufu¨genden Objekts hinterlegt sind.
Mit diesen Grundlagen fu¨r einen komfortablen lesenden und schreibenden Datenbank-
zugriff wurde die Impementierung des NAS-Moduls in Angriff genommen.
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4.3 Erster Ansatz – Modularisierung auf Klassenebene
Aufsetzend auf dem Datenbankmodell wurde das NAS-Modul implementiert. Zu Beginn
der Arbeiten an der NAS-Implementierung in der Fachschale ALKIS wurden zuna¨chst die
XML Schemata der AdV einer Analyse unterzogen, um durch das Ausnutzen von Ge-
meinsamkeiten zwischen den Klassen unnu¨tze Redundanzen im Quelltext zu vermeiden.
Mit den gewonnenen Erkenntnissen (s. Kap. 3.3.2) wurde eine erste Implementierung rea-
lisiert. Im NAS-Modul wurden nur solche Methoden definiert, die ausschließlich fu¨r den
NAS-Import und -Export beno¨tigt wurden.
Um gro¨ßtmo¨gliche Schemakonformita¨t zu gewa¨hrleisten und ha¨ndische Codierung wei-
testgehend zu vermeiden, wurde der NAS-Quellcode aus den XML Schema-Dateien mit
Hilfe von XSLT-Stylesheets automatisiert abgeleitet. Ergebnis dieser Transformation wa-
ren Magik-Quelltextdateien; in jeder dieser Dateien wurden fu¨r die betroffene Klasse die
NAS-Im- und Exportmethoden definiert; konkret waren dies die folgenden Methoden:
1. .aaa_init_from_xml(an_xml_thing, a_view)
Methode fu¨r den NAS-Import; erzeugt aus einem simple_xml_thing, das eine Ob-
jektinstanz repra¨sentiert, ein entsprechendes Objekt in der Datenbank bzw. eine
Datentyp-Instanz. Der Parameter a view repra¨sentiert dabei die Datenbank, in die
das Objekt eingefu¨gt werden soll.
2. .aaa_as_xml()
Methode fu¨r den NAS-Export; erzeugt ein vollsta¨ndiges simple_xml_thing, das die
XML-Repra¨sentation dieses Objekts bildet. Inhalt dieses simple_xml_thing war eine
Liste mit Kindelementen, die mit der Methode .aaa_to_xml() erzeugt wurde.
Die fu¨r den GML-Import und -Export beno¨tigten Methoden wurden als Erweiterungen
auf den bestehenden Smallworld-Geometrieklassen implementiert und von den generierten
Methoden an den betreffenden Stellen aufgerufen.
Diese erste Implementierung arbeitete bereits wie gewu¨nscht; es zeigte sich jedoch recht
bald, dass der so generierte Code viele Redundanzen aufwies; so wurde beispielsweise fu¨r
jedes einzelne Objektattribut des Typs xs:integer im NAS-In-Code eine Konvertierung
von der dem XML entnommenen Zeichenkette in einen Zahlenwert vorgenommen. Zu-
dem mussten bei A¨nderungen und Fehlerbehebungen große Teile des Codes neu generiert
werden.
Eine weitere Schwachstelle dieser Vorgehensweise zeigte sich beim NAS-Export aus
gro¨ßeren Datenbesta¨nden: Wurde z.B. ein AX_Bestandsdatenauszug erzeugt, so wurde auch
dessen XML-Repra¨sentation mit Hilfe der o.g. Methoden generiert. Dies fu¨hrte jedoch da-
zu, dass alle dabei entstandenen XML-Elemente im Speicher gehalten werden mussten,
bevor sie in eine Datei geschrieben wurden. Zudem hat die verwendete Magik-eigene Lis-
tenklasse (sw:rope) eine systembedingt vorgegebene Maximalgro¨ße von 220 Elementen,
sodass die Ausgabe von mehr als 1048576 Objekten fehlgeschlagen wa¨re, selbst wenn der
Speicherverbrauch eine solche Ausgabe erlaubt ha¨tte.
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4.4 Zweiter Ansatz – Modularisierung auf Attributebene
Infolgedessen wurde eine weitere Modularisierung vorgenommen. Kern dieser Modulari-
sierung ist die Meta-Klasse nas field info, die alle Informationen tra¨gt, die beno¨tigt
werden, um ein einzelnes Objektattribut NAS-konform zu kodieren und zu dekodieren.
Fu¨r jede im AAA-Modell definierte Objektklasse existiert in den XML Schemata eine
Definition, aus der sich das Inhaltsmodell der XML-Repra¨sentation einer Instanz dieser
Klasse zwingend ergibt. Im zweiten Ansatz wurde die Modularisierung dahin getrieben,
dass jede Klasse lediglich die Informationen u¨ber dieses Inhaltsmodell in Form einer sor-
tierten Liste von nas field info-Objekten in sich tra¨gt. Die fu¨r die XML-Verarbeitung
notwendige Programmlogik wurde aus den AAA-Objektklassen entfernt und in der Klasse
nas field info selbst implementiert. Die in Kapitel 4.3 genannten Methoden wurden in
die allen AAA-Objekten gemeinsame abstrakte Oberklasse aaa_nas_mixin verschoben und
dahingehend vereinfacht, dass sie lediglich die Programmlogik der jeweiligen nas field -
info-Instanzen anstoßen.
Auf den einzelnen AAA-Objektklassen wurde im Rahmen der XSLT-getriebenen Code-
generierung schließlich nur noch eine einzige Methode definiert: .get_field_infos(). Alle
Methoden fu¨r die Programmlogik, die fu¨r die Konvertierung von und nach XML notwendig
ist, wurden auf der Klasse nas field info implementiert, womit auf atomarer Ebene je-
de Konvertierung (z.B. fu¨r Integer-Werte) lediglich ein einziges Mal implementiert werden
muss.
4.4.1 Die Methode .get_field_infos()
Aus Gru¨nden der Performance wurde ein Caching-Mechanismus eingefu¨hrt, sodass die
Liste der nas field info-Objekte nicht bei jedem einzelnen Aufruf der Methode .get -
field infos() von neuem aufgebaut werden muss. Die Liste wird als statische Informa-
tion (Magik-Terminus:
”
Shared Constant“) bei jeder Objektklasse vorgehalten und nur
beim ersten Methodenaufruf tatsa¨chlich neu gefu¨llt. Bei jedem weiteren Methodenaufruf
wird auf die bereits erstellte Liste zuru¨ckgegriffen, allerdings wird das Attribut owner je-
des einzelnen nas field info-Objekts bei jedem Aufruf neu belegt, da – vor allem beim
NAS-Export – auf die im AAA-Objekt gespeicherten Informationen zuru¨ckgegriffen wer-
den muss.
In den XML Schemata der NAS wird von der in XML Schema mo¨glichen Einfach-
vererbung gebrauch gemacht. So werden fu¨r jede Objektklasse lediglich die in ihr lokal
definierten Elemente im Schema beschrieben; fu¨r eventuell aus Oberklassen ererbte Ele-
mente wird – mit Hilfe des xs:extension-Konstrukts – auf die Typdefinition der Ober-
klasse verwiesen. Da gema¨ß der XML Schema-Spezifikation die ererbten Elemente vor
den lokal definierten anzuordnen sind, wird innerhalb der .get_field_infos()-Methode
zuna¨chst eine ggf. vorhandene Methode in einer Superklasse aufgerufen, bevor die loka-
len nas field info-Objekte der Liste hinzugefu¨gt werden. Hierdurch ko¨nnen redundante
Informationen im Code weiter minimiert werden.
Es gibt einige abstrakte Objektklassen in der Hierarchie des AAA-Modells, fu¨r die
es im XML Schema keine Entsprechung gibt (Beispiel: AX Flurstueck Kerndaten). Die
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XML-Elementdefinitionen fu¨r in solchen Klassen definierte Attribute wurden seitens der
AdV im Zuge der Ableitung der XML Schemata aus dem AAA-Modell in die Typdefini-
tionen der Kindklassen kopiert. Somit wurde dem Widerspruch rechnung getragen, dass
das AAA-Modell Mehrfachvererbung entha¨lt, XML Schema dies jedoch nicht erlaubt. Fu¨r
die .get_field_infos()-Methoden bedeutet dies, dass es trotz der in der Fachschale an-
gewandten Mehrfachvererbung zu jeder Klasse stets nur eine einzige Elternklasse gibt,
die ihrerseits eine .get_field_infos()-Methode entha¨lt. Somit werden Konfliktmethoden
vermieden.
4.5 Aufbau der Klasse nas field info
Eine Instanz der Klasse nas field info tra¨gt alle Informationen in sich, die eine einzelne
Elementdeklaration im XML Schema fu¨r das deklarierte Element festlegt. Die Klasse agiert
somit als Tra¨ger von Meta-Informationen, aus denen sich die Regeln der konkreten XML-
Daten ableiten lassen. Durch den Aufbau der Klasse nas field info spiegeln sich die im
XML Schema getroffenen Festlegungen wider. Deklariert sind die folgende Attribute:
• element_name (Zeichenkette)
Schemakonformer lokaler Name des XML-Elements, z.B.
”
lebenszeitintervall“
• namespace (Zeichenkette)
Namensraumpra¨fix des XML-Elements, z.B.
”
gml:“
• multiple (Boolean)
Flag, ob das Attribut multipel ist und das XML-Element somit mehrfach auftreten
kann oder nicht
• mandatory (Boolean)
Flag, ob das Attribut ein Pflichtattribut ist und das XML-Element folglich pra¨sent
sein muss
• simpletype (Zeichenkette)
Typname bei einfachem Inhaltsmodell, z.B.
”
xs:string“
• complextype (Zeichenkette)
Typname bei komplexem Inhaltsmodell, z.B.
”
AX Flurstuecksnummer“
• enumerated (Boolean)
Flag, ob das Attribut einen enumerierten Typ hat (nur bei einfachem Inhaltsmodell
sinnvoll)
• geometry (Boolean)
Flag, ob das Attribut ein Geometrieattribut ist
• geom_type (Zeichenkette)
Typ des Geometrieattributs, z.B.
”
MultiPoint“
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• relation (Boolean)
Flag, ob das Attribut eine Objektrelation ist
• inverse (Boolean)
Flag, ob das Attribut eine inverse Objektrelation ist
• special (Boolean)
Flag, ob das Attribut einen Spezialfall darstellt, bei dem die allgemeinen Mechanis-
men nicht greifen (z.B. Entstehungs- und Untergangsanlass, Modellart, Qualita¨ts-
angaben)
• owner (Objekt)
Referenz zur Objektinstanz, zu der das durch dieses nas field info-Objekt be-
schriebene Attribut geho¨rt
Am Beispiel des Elements gemarkung im AX_Flurstueck soll die Belegung der Fel-
der demonstriert werden. Das Attribut gemarkung ist durch den Datentyp AX Gemar-
kung schluessel modelliert. Abbildung 2 zeigt den Aufbau des Datentyps AX Gemar-
kung schluessel im Rational Rose-Modell.
Abbildung 2: Rational Rose-Grapik fu¨r den Datentyp AX Gemarkung Schluessel
Die Deklaration des Elements gemarkung sowie dessen Inhaltsmodell im XML Schema
hat folgenden Aufbau:
1 <element name="gemarkung"
2 type="adv:AX_Gemarkung_SchluesselPropertyType"/>
3
4 <complexType name="AX_Gemarkung_SchluesselPropertyType">
5 <sequence >
6 <element ref="adv:AX_Gemarkung_Schluessel"/>
7 </sequence >
8 </complexType >
9
10 <element name="AX_Gemarkung_Schluessel"
11 substitutionGroup="gml:AbstractObject"
12 type="adv:AX_Gemarkung_SchluesselType"/>
13
14 <complexType name="AX_Gemarkung_SchluesselType">
15 <sequence >
16 <element name="land" type="string"/>
17 <element name="gemarkungsnummer" type="string"/>
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18 </sequence >
19 </complexType >
Listing 10: XML Schema-Deklaration fu¨r das Element gemarkung
Die in Abbildung 2 dargestellten Attribute des Datentyps finden ihre Entsprechungen
in den Kindelement-Deklarationen der Zeilen 16 und 17 in Listing 10.
Ein hiergegen gu¨ltiges XML-Fragment sa¨he z.B. wie folgt aus:
1 <gemarkung >
2 <AX_Gemarkung_Schluessel >
3 <land>08</land>
4 <gemarkungsnummer >6737</gemarkungsnummer >
5 </AX_Gemarkung_Schluessel >
6 </gemarkung >
Listing 11: XML-Fragment fu¨r das Element gemarkung
Die Felder des zum Attribut
”
gemarkung“ geho¨renden nas field info-Objekts wer-
den wie in Tabelle 1 beschrieben belegt.
Feld Wert
element name
”
gemarkung“
namespace
”
adv:“
multiple false
mandatory true
simpletype unbelegt
complextype
”
AX Gemarkung Schluessel“
enumerated false
geometry false
geom type unbelegt
relation false
inverse false
special false
owner Instanz der Objektklasse AX_Flurstueck
Tabelle 1: Feldbelegung im nas field info-Objekt fu¨r das Attribut gemarkung
Wie aus dieser Gegenu¨berstellung deutlich wird, werden sa¨mtliche im XML Schema-
Fragment enthaltenen Informationen in das entsprechende nas field info-Objekt u¨ber-
tragen. Der zusammengesetzte Datentyp AX_Gemarkung_Schluessel entha¨lt wiederum In-
formationen u¨ber die XML-Kodierung seiner eigenen Kindelemente <land> und <gemar-
kungsnummer>, auf die beim Aufbau des XML-Elements <AX_Gemarkung_Schluessel> zu-
ru¨ckgegriffen wird.
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Mit diesen Meta-Informationen wird in jeder Klasse fu¨r jedes Attribut ein Regelwerk
vorgehalten, das die Konvertierung von und nach XML steuern kann. Die nas field -
info-Objekte werden sowohl fu¨r den NAS-Export als auch fu¨r den NAS-Import benutzt.
In den folgenden beiden Kapiteln wird erla¨utert, wie die in den Objekten abgelegten Meta-
Informationen genutzt werden, um AAA-Objekte in XML und XML in AAA-Objekte zu
konvertieren.
4.6 Arbeitsweise fu¨r NAS-Out
Nach dem Aufruf der Methode .get_field_infos() stehen alle fu¨r die NAS-Verarbeitung
eines Objekts beno¨tigten Informationen als Liste von nas field info-Objekten bereit.
Im folgenden wird erla¨utert, wie die tatsa¨chliche Konvertierung von Objektinstanzen nach
XML realisiert wird.
Ziel des NAS-Exports eines Objekts ist ein einzelnes simple_xml_thing, das das gesamte
Objekt repra¨sentiert und gema¨ß der im XML Schema formulierten Struktur aufgebaut ist.
Im Rahmen des Exports von NAS-Daten kann dieses simple_xml_thing schließlich mit
Hilfe der in der Simple XML API zur Verfu¨gung stehenden Methoden in eine Datei oder
einen anderen Datenstrom geschrieben werden.
Eine Instanz der Klasse simple_xml_thing kann sehr einfach durch Aufruf der .new()-
Methode erzeugt werden. Die .new()-Methode erha¨lt die folgenden Parameter:
1. name
Name des Elements, einschließlich des Namspace-Pra¨fix, also z.B.
”
adv:AX Flur-
stueck“
2. content
Liste mit Inhalten des Elements; dies kann eine Liste von Kindelementen (wiederum
simple_xml_thing-Instanzen) oder eine Liste mit genau einer Zeichenkette sein, die
den Textinhalt des Elements darstellt. Bei Inhaltsmodellen mit gemischtem Inhalt
ist auch eine Kombination von beidem mo¨glich; dies ist in der NAS jedoch nirgends
vorgesehen.
Dieser Parameter ist optional; wird er nicht u¨bergeben, wird ein leeres Element
erzeugt.
3. attributes
Schlu¨ssel-Wert-Paare in Form einer hash_table o.a¨., die die XML-Attribute dieses
Elements definieren. Auch dieser Parameter ist optional.
Das simple_xml_thing wird von der Methode aaa_nas_mixin.aaa_as_xml() aufgebaut;
diese ermittelt zuna¨chst den Namen des Hauptelements anhand des Klassennamen sowie
dessen Namespace-Pra¨fix. Zudem wird der Objektidentifikator ermittelt, der in Form des
gml:id-Attributs im o¨ffnenden Tag des Elements eingetragen wird, sodass hiermit bereits
alle fu¨r das Hauptelement beno¨tigten Informationen zusammengetragen sind. Mit diesen
Informationen hat das Hauptelement zuna¨chst den folgenden Aufbau:
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1 <AX_Flurstueck gml:id="DENW000000000001">
2 </AX_Flurstueck >
Listing 12: Hauptelement ohne Inhalt
Die noch fehlenden Kindelemente des Elements <AX_Flurstueck> werden nun durch
Aufruf der Methode .aaa_to_xml() erzeugt. Diese auf dem aaa_nas_mixin geschriebene
Methode arbeitet wie folgt:
1. Eine leere Liste anlegen (Magik-Klasse rope), in die die Kindelemente eingefu¨gt
werden.
2. _self.get_field_infos() aufrufen; Ergebnis ist eine Liste mit allen nas field -
info-Objekten fu¨r dieses Objekt
3. Auf jedem nas field info-Objekt die Methode .create_elements() (s. Kap. 4.6.1)
aufrufen; diese liefert eine Liste mit einem oder mehreren dem jeweiligen Attribut
entsprechenden simple_xml_thing-Objekten; diese werden in die Liste der Kindele-
mente eingefu¨gt.
4. Zuletzt die Liste mit den Kindelementen zuru¨ckgeben.
Hiermit stehen die Kindelemente zur Verfu¨gung, die als zweiter Parameter an die
.new()-Methode u¨bergeben werden, mit der schließlich das simple_xml_thing erzeugt wer-
den kann, das dieses AAA-Objekt repra¨sentiert. Im Kontext eines NAS-Auftrags oder
-Ergebnisses wird diese Objekt-Repra¨sentation z.B. in ein wfs:Insert-Element eingebet-
tet und zusammen mit den u¨brigen Transaktionsschritten exportiert.
4.6.1 Die Methode nas_field_info.create_elements()
Die Methode nas_field_info.create_elements() hat die Aufgabe, aus dem Wert eines
Objektattributs XML-Elemente zu generieren. Da jedes nas field info-Objekt alle In-
formationen in sich tra¨gt, die no¨tig sind, um ein oder mehrere schemakonforme Elemente
zu erzeugen, konnte die Methode .create_elements() parameterlos angelegt werden. Die
folgende Auflistung erla¨utert, wie die Methode arbeitet:
1. Ermitteln des Attributwerts
Die Namen der Kindelemente entsprechen exakt den im AAA-Modell definierten
Feldnamen der AAA-Klassen; somit ist das Feld element_name der Klasse nas field -
info identisch mit dem Namen desjenigen Objektattributs, dessen Wert mit Hilfe des
nas field info-Objekts nach XML konvertiert werden soll. Da Smallworld Magik
Reflexion unterstu¨tzt, kann der Elementname benutzt werden, um einen gleichnami-
gen Methodenaufruf auszulo¨sen. Damit wird der Wert des entsprechenden Objektat-
tributs ermittelt. Ist dieser nicht belegt, wird anhand des nas field info-Attributs
mandatory gepru¨ft, ob es sich um ein Pflichtattribut handelt, und ggf. ein Fehler
ausgelo¨st.
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2. Unterscheidung nach multiplen und nichtmultiplen Attributen
Handelt es sich um ein multiples Attribut, so hat der in Schritt 1 ermittelte Attribut-
wert einen Listen- oder Vektortyp. Fu¨r jedes der in dieser Liste enthaltenen Objekte
muss ein eigenes Kindelement angelegt werden. Alle weiteren Schritte werden folg-
lich fu¨r jedes einzelne Objekt abgearbeitet. Bei nichtmultiplen Attributen kann der
Attributwert direkt weiterverwendet werden.
3. Unterscheidung nach Inhaltsmodell
Im na¨chsten Schritt wird je nach Inhaltsmodell des Elements eine andere Unterme-
thode angestoßen, die jeweils ein simple_xml_thing aus dem Attributwert aufbaut.
Die Unterscheidung la¨uft nach dem folgenden Schema ab:
(a) Spezialfall? (Attribut special ist true)
Sondermethoden fu¨r die Ausgabe von Entstehungs- und Untergangsanlass, Qua-
lita¨tsangaben, Modellart etc.
(b) Geometrie? (Attribut geometry ist true)
Die Methode .create_geometry_element() liefert gema¨ß dem Attribut geom_type
ein GML-konformes Kindelement (s. Kap. 4.6.3)
(c) Objektrelation? (Attribut relation ist true)
Da in der NAS keine inversen Relationen ausgegeben werden, wird zuna¨chst
gepru¨ft, ob das Attribut inverse_reference den Wert false hat. Nur dann
wird der Identifikator des Zielobjekts dieser Relation benutzt, um daraus ein
xlink:href-Attribut zu erzeugen.
(d) Komplexer Datentyp? (Attribut complextype ist belegt)
Der Attributwert ist vom Typ eines zusammengesetzten Datentyps (z.B. AX -
Flurstuecksnummer). Die diesem Typ entsprechende Objektklasse erbt ihrer-
seits vom aaa_nas_mixin, sodass auf dem Attributwert selbst .aaa_as_xml()
aufgerufen werden kann und das so entstehende simple_xml_thing als Inhalt
des XML-Elements eingefu¨gt werden kann.
(e) Einfacher Textinhalt? (Attribut simpletype ist belegt)
Hier findet eine weitere Unterscheidung statt:
i. Enumerierter Typ? (Attribut enumeration ist true)
Der Attributwert entspricht systembedingt dem langschriftlichen Wert des
Enumeratoreintrags (z.B.
”
Wohngeba¨ude“); ausgegeben wird jedoch der
interne Wert (z.B.
”
3000“); hier muss zuna¨chst eine Konvertierung statt-
finden, fu¨r die auf die Wertetabelle des Datenbankenumerators zuru¨ckge-
griffen wird.
ii. Wert mit Einheit? (zu pru¨fen anhand des .simpletype (gml:AreaType etc.))
Fu¨r Objektattribute, die einen Wert mit einer Maßeinheit repra¨sentie-
ren (La¨ngen, Fla¨chen, Winkel), wurden aus dem GML-Schema spezielle
Inhaltsmodelle u¨bernommen, die die verwendete Einheit in einem XML-
Attribut kodieren. Das SW-GIS erlaubt die Verwendung entsprechender
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Typen (unit_values), sodass hier lediglich ein Extrahieren der Einheit und
ein Ablegen im entsprechenden XML-Attribut vorgenommen werden muss.
iii. Einfacher Typ (Alle u¨brigen)
Der Inhalt des zu erzeugenden Elements ist eine einfache Zeichenkette; je
nach Typ des Attributs (integer, string, double, dateTime, URI...) muss ggf.
eine Konvertierung stattfinden, um den Wert in den lexikalischen Raum des
XML Schema-Typs zu transformieren. So wird beispielsweise ein Zeitstem-
pel in die folgende Form gebracht:
”
2008-12-30T12:27:39Z“
4. Mit den in Schritt 3 ermittelten Inhalten wird nun ein Kindelement erzeugt und in
die Liste eingefu¨gt.
5. Zuletzt wird die Liste mit den Kindelementen zuru¨ckgegeben
Mit der bis hierher beschriebenen Modularisierung wurde folgendes erreicht: Die Kon-
vertierungslogik wurde von den einzelnen Klassen auf die Klasse nas field info gescho-
ben; damit entfielen viele redundante Methodendefinitionen und -aufrufe. Infolgedessen
wurde die Menge des Quellcodes signifikant reduziert. Zudem ko¨nnen seither A¨nderun-
gen direkt am nas field info-Code vorgenommen werden, wa¨hrend zuvor die XSLT-
Stylesheets angepasst werden mussten, um gea¨nderte Quelltextdateien zu generieren.
4.6.2 Die Methode write_children_on()
Ein wesentlicher Punkt der bisher skizzierten Lo¨sung ist die Methode aaa_nas_mixin.
aaa_as_xml(), die ein vollsta¨ndiges simple_xml_thing generiert. Wie bereits in Kapitel 4.3
beschrieben, birgt diese Methodik den Nachteil, dass vollsta¨ndige XML-Konstrukte im
Speicher gehalten werden mu¨ssen, bevor sie in eine Datei geschrieben werden. Wa¨hrend
dies fu¨r normale AAA-Objekte unkritisch ist (s. Kap. 3.3.4), ergibt sich z.B. fu¨r vollsta¨ndi-
ge Bestandsdatenauszu¨ge mit großen Objektmengen weiterhin das Problem, dass ein sol-
ches XML-Konstrukt den Speicher sprengen ko¨nnte. Aus diesem Grund wurde eine weitere
Modifikation der NAS-Out-Implementierung vorgenommen, die im folgenden beschrieben
wird.
Fu¨r den schreibenden Zugriff auf Dateien stehen in SW-Magik diverse Stream-Klassen
zur Verfu¨gung; darunter auch eine Klasse xml_output_stream, die fu¨r den Export von XML
vorgesehen ist. Diese Klasse stellt Methoden zur Verfu¨gung, mit denen sowohl vollsta¨ndi-
ge XML-Elemente (als Instanzen der Klasse simple_xml_thing) als auch XML-Fragmente
wie etwa o¨ffnende oder schließende Tags auf einen Ausgabestrom und somit in eine Da-
tei geschrieben werden ko¨nnen. Dabei werden die Einru¨ckungen vom xml_output_stream
automatisch gesteuert.
Wird die XML-Repra¨sentation eines AAA-Objekts auf einen xml_output_stream ge-
schrieben, so geschieht dies durch Aufruf der Methode .write_xml_on(a_stream), die auf
dem aaa_nas_mixin implementiert ist und somit fu¨r alle AAA-Klassen zur Verfu¨gung steht.
Das Schreiben auf einen Ausgabestrom gliedert sich in die folgenden drei Schritte:
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1. O¨ffnendes Tag des Elements auf den Stream schreiben:
a_stream.start_element(_self.element_name(), _self.aaa_attributes())
Dies erzeugt in der Datei das o¨ffnende Tag in folgender Form:
<adv:AX_Flurstueck gml:id="DENW123412345678">
2. Alle Kindelemente nacheinander auf den Stream schreiben:
_self.write_children_on(a_stream)
Die Methode write_children_on() schreibt nacheinander alle Kindelemente des Klas-
sen-Elements auf den Stream.
3. Schließendes Tag des Hauptelements auf den Stream schreiben:
a_stream.end_element()
Hiermit wird das in Schritt 1 geo¨ffnete Tag wieder geschlossen:
</adv:AX_Flurstueck>
Da die beim Schreiben geo¨ffneten Elemente im xml_output_stream als Stack vorge-
halten werden, kann die Methode end_element() parameterlos aufgerufen werden.
Die Methode aaa_nas_mixin.write_children_on(a_stream) iteriert dabei u¨ber die durch
den Aufruf von .get_field_infos() erhaltenen nas field info-Objekte und ermittelt
durch Aufruf von deren .create_elements()-Methode alle fu¨r dieses Attribut zu schrei-
benden XML-Elemente, die dann sofort auf den Stream geschrieben werden. Auf diese
Weise ist die XML-Repra¨sentation eines AAA-Objekts niemals vollsta¨ndig im Speicher
pra¨sent; stattdessen wird jedes Objektattribut einzeln ermittelt, nach XML konvertiert
und weggeschrieben.
Mit diesem Mechanismus kann jede beliebige Menge von Objektinstanzen ohne nen-
nenswerte Speicherauslastung ausgegeben werden. Einziger Nachteil dieses Verfahrens ist
der folgende: Bricht der NAS-Export aus fachlichen Gru¨nden ab (etwa weil ein Pflicht-
attribut eines Objekts nicht belegt ist), so ist zu diesem Zeitpunkt bereits ein Teil der
Ergebnisdatei geschrieben, und nach Abbruch des Schreibvorgangs bleibt eine nicht wohl-
geformte Datei zuru¨ck. Allerdings la¨sst sich dies durch ein geschicktes Fehlermanagement
beheben.
4.6.3 GML-Export
Das AAA-Modell sieht nur eine sehr begrenzte Anzahl von unterschiedlichen Geometrie-
typen vor. Im SW-GIS werden diese Typen durch die Klassen area, chain und point ab-
gebildet. Dank der Mo¨glichkeit, auf vorhandenen Klassen eigene Methoden zu definieren,
konnte im Rahmen der Implementierung der GML-Schnittstelle die API dieser Klassen
um Methoden erweitert werden, die einen GML-Profil-konformen Export der Objektgeo-
metrien ermo¨glichen.
Die Methode nas_field_info.create_geometry_element(), die fu¨r geometrische At-
tribute von .create_elements() angestoßen wird (s. S. 34), erha¨lt als Parameter be-
reits die Objektgeometrie und braucht darauf lediglich .aaa_as_xml() aufzurufen, um ein
vollsta¨ndiges und schemakonformes GML-Element (wie zum Beispiel <gml:MultiSurface>)
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zu erhalten. Dieses GML-Element braucht dann nur noch in den XML-Baum eingeha¨ngt
zu werden.
4.6.4 Verwalten von Objektmengen fu¨r den NAS-Export
Beim NAS-Export großer Datenmengen sind die fu¨r den Export relevanten Objekte zu-
na¨chst gesammelt vorzuhalten, bevor das Schreiben von Dateien angestoßen wird. Zwi-
schen der Zusammenstellung der Objekte und dem tatsa¨chlichen Export ko¨nnen noch die
folgenden Arbeitsschritte anfallen:
1. Portionierung
Einrichtungsauftra¨ge und NBA-Abgaben ko¨nnen portioniert werden, um die zu ver-
arbeitenden Dateien in ihrer Gro¨ße zu begrenzen.
2. Gruppierung nach Klassen
Es hat sich als hilfreich erwiesen, Objekte nach Klassen gruppiert auszugeben, so-
dass im Fehlerfall leichter nach den betroffenen Objekten gesucht werden kann; bei
portioniert abgegebenen Daten ist es daher i.A. wu¨nschenswert, dass alle Objekte
einer Klasse ausschließlich in einer einzigen Datei zu finden sind. Dies erspart einem
Bearbeiter eine Volltextsuche u¨ber mehrere – zumeist sehr große – Dateien.
3. Ermitteln betroffener Katalogobjekte
Bei der Abgabe von Bestandsdatenauszu¨gen kann es erforderlich sein, die fu¨r die be-
troffenen Objekte relevanten Katalogdaten mit abzugeben, selbst wenn diese nicht
explizit mit angefordert wurden. Da Katalogdaten weder u¨ber ra¨umliche Filteraus-
dru¨cke noch u¨ber das Verfolgen von Objektrelationen in die Ergebnismenge aufge-
nommen werden ko¨nnen, kann das Ermitteln der Katalogobjekte ausschließlich in
einem Postprocessing auf Grundlage einer vorliegenden Objektmenge erfolgen.
4. Anfertigen von Statistiken
Die Anzahl der abgegebenen Objekte kann fu¨r statistische Zwecke oder aber als
Grundlage fu¨r eine Gebu¨hrenberechnung von Interesse sein; auch fu¨r derartige Zwe-
cke ist es notwendig, die vollsta¨ndige aufgebaute Objektmenge fu¨r Berechnungen zur
Verfu¨gung zu haben.
Im Falle von Bestandsdatenauszu¨gen genu¨gt es, nach dem Ermitteln der Ergebnismen-
ge alle gefundenen Objekte in Form von Referenzen auf die Datenbank-Objekte vorzuhal-
ten, um beim NAS-Export jedes dieser Objekte als featureMember hinauszuschreiben. A¨hn-
liches gilt fu¨r Einrichtungsauftra¨ge, wobei hier ausschließlich Insert-Elemente verwendet
werden du¨rfen. Bestandsdatenauszu¨gen und Einrichtungsauftra¨gen ist gemein, dass alle zu
exportierenden Objekte in vollsta¨ndiger Form und ohne Verweis auf ein Vorga¨ngerobjekt
exportiert werden mu¨ssen. Diese Vorgabe reduziert die fu¨r Vorhalten der Objektinforma-
tionen beno¨tigten Implementierungsaufwand auf das Sammeln der Objektreferenzen.
Bei Fortfu¨hrungsauftra¨gen und NBA-Lieferungen ist hingegen fu¨r jedes zu exportieren-
de Objekt zu unterscheiden, ob es in einem Insert-, Replace-, Delete- oder Update-Kontext
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zu exportieren ist; abha¨ngig ist dies vom Status des Objekts sowie – im NBA-Verfahren –
davon, ob der Zieldatenbestand Vollhistorie fu¨hrt oder nicht. Fu¨r diese zwei Abgabetypen
sind somit weitere Informationen u¨ber die zu exportierenden Objekte vorzuhalten.
Um nicht alle zu exportierenden Objekte zugleich im Speicher halten zu mu¨ssen, wurde
eine Datenbanktabelle eingefu¨hrt, in der fu¨r jedes zu exportierende Objekt ein Datensatz
angelegt wird, der folgende Informationen entha¨lt:
• Name der Datenbank-Tabelle des zu exportierenden Objekts
• Datenbank-ID des zu exportierenden Objekts
• Art des resultierenden XML-Elements, kodiert durch einen einzelnen Buchstaben:
– i – Insert
– r – Replace
– u – Update
– d – Delete
– f – featureMember
• Beginnt-Zeitstempel des Vorga¨ngerobjekts bei Replace-, Update- und Delete-Daten-
sa¨tzen
Zudem wurde eine Klasse aaa_transaction_collector implementiert. Diese stellt die
Schnittstelle zu der beschriebenen Datenbanktabelle her und sorgt beim Zusammenstellen
der Datensa¨tze zuna¨chst fu¨r das Befu¨llen der Tabelle. Dabei fließen Informationen aus einer
fu¨r eine NBA-Abgabe erforderlichen Differenzbildung zwischen den Datensatzzusta¨nden
zweier Zeitpunkte automatisch mit in die Erzeugung der Datensa¨tze ein; wird z.B. fu¨r
ein Objekt festgestellt, dass es sich im Bezugszeitraum zuerst gea¨ndert hat und danach
gelo¨scht wurde, wird – Vollhistorienfu¨hrung im Sekunda¨rdatenbestand vorausgesetzt – fu¨r
die erfolgte A¨nderung ein Datensatz der Art
”
r“ erzeugt, fu¨r die Lo¨schung ein Datensatz
der Art
”
u“.
Ist die Datenbanktabelle vollsta¨ndig gefu¨llt, so ko¨nnen die oben beschriebenen Zwi-
schenschritte – Portionierung usw. – durchgefu¨hrt werden; hiernach schließlich findet der
tatsa¨chliche NAS-Export in die Zieldatei(en) statt.
Beim Export kann u¨ber eine Iteratormethode des aaa_transaction_collectors durch
die Datensa¨tze iteriert werden; die Methode erzeugt fu¨r jeden Datensatz ein vollsta¨ndiges
Objekt, welches einen Transaktionsschritt repra¨sentiert und das zugeho¨rige AAA-Objekt
referenziert, und welches lediglich durch Aufruf der Methode .write_xml_on() auf den
xml_output_stream geschrieben werden muss. Um dabei sicherzustellen, dass kein Objekt
zweimal geschrieben wird, kann der entsprechende Datensatz nach dem Export aus der
Tabelle entfernt werden.
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4.6.5 Zusammenfassung
Die hier vorgestellte Implementierung hat sich als außerordentlich robust, leistungsfa¨hig
und ausgezeichnet wartbar erwiesen. Auch der NAS-Export extrem großer Datenmengen
gelingt mit der hier beschriebenen Implementierung ohne jegliche Performance- oder Spei-
cherprobleme. Die beim Export erreichte Datenrate bela¨uft sich auf ca. 6MB pro Minute,
wobei die XML-Konvertierung und der Schreibzugriff einen vergleichsweise geringen Anteil
an der beno¨tigten Zeit haben. Ein Großteil des Aufwands entfa¨llt auf das Zusammenstellen
von Objekten mittels Datenbankzugriffen.
4.7 Arbeitsweise fu¨r NAS-In
Wa¨hrend der NAS-Export aufgrund des sequentiellen Iterierens u¨ber eine Ergebnismenge
grundsa¨tzlich unkritisch im Hinblick auf die Speicherlast ist, gestaltet sich das Einlesen
von NAS-Dateien zuna¨chst schwieriger, da eine Logik geschaffen werden muss, die in der
Lage ist, den Eingabestrom einer beliebig großen Datei zweckma¨ßig zu portionieren, um
diese Informationsportionen einzeln weiterzuverarbeiten. Dieser Abschnitt zeigt, wie die
mit der Modularisierung erreichte Portionierung beim Einlesen großer NAS-Dateien greift.
4.7.1 Extraktion von Kopfinformationen aus NAS-Dateien
Der erste Schritt eines NAS-Einlesevorgangs besteht darin, die Kopfinformationen aus
einer oder mehreren NAS-Dateien auszulesen; hier sind z.B. Angaben wie die Auftrags-
nummer, die Profilkennung des Benutzers oder auch die Portionsnummer eines in mehre-
ren Portionen abgegebenen Datenbestands hinterlegt. Zu den Kopfinformationen geho¨rt
ebenso die Verarbeitungsart, mit der ein Fortfu¨hrungsauftrag abgearbeitet werden soll;
je nach Wert dieses Elements muss die Verarbeitung eines Fortfu¨hrungsauftrags ggf. un-
terschiedlich ablaufen. Problematisch hierbei ist, dass einige dieser Kopfinformationen –
darunter auch die Verarbeitungsart – erst am Ende der XML-Datei(en) zu finden sind;
gema¨ß XML Schema folgen die betreffenden Elemente erst nach dem wfs:Transaction-
Element, in dem die Vera¨nderungsdatensa¨tze kodiert sind. Dieser Umstand wurde bereits
gegenu¨ber der AdV bema¨ngelt, wurde jedoch entgegen anderslautender Zusagen mit der
Vero¨ffentlichung der GeoInfoDok-Version 6.0 aus unbekannten Gru¨nden nicht behoben.
Infolgedessen ist es die Aufgabe eines NAS-In-Moduls, zuna¨chst in einem separaten
Schritt die XML-Dateien einer Vorverarbeitung zu unterziehen. Aus o.g. Gru¨nden kann
sich diese Vorverarbeitung nicht darauf beschra¨nken, den Dateianfang einzulesen und die
Verarbeitung beim wfs:Transaction-Element abzubrechen, da am Fuß der Datei noch
relevante Informationen kodiert sind. Mo¨chte man jedoch vermeiden, dass deswegen die
gesamte Datei ein zweites Mal durchgeparst wird, so fu¨hrt der folgende Trick in sehr kurzer
Zeit zum gewu¨nschten Ergebnis:
1. NAS-Datei o¨ffnen
2. Eine zweite Datei zum Schreiben o¨ffnen
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3. Den Inhalt der NAS-Datei lesen, bis das wfs:Transaction3-Element beginnt
4. Den bisher gelesenen Dateiinhalt in die zweite Datei schreiben
5. Den Dateizeiger der NAS-Datei so verschieben, dass er etwa 1000 Zeichen4 vor dem
Dateiende steht (hierfu¨r steht in SW Magik eine Systemroutine zur Verfu¨gung, ver-
gleichbar mit der fseek()-Funktion in C)
6. Den Inhalt der NAS-Datei weiterlesen, bis das wfs:Transaction-Element endet
7. Beginnend mit dem schließenden wfs:Transaction-Tag den Rest der NAS-Datei in
die zweite Datei schreiben. Diese entha¨lt nunmehr alle Kopfinformationen sowie ein
leeres wfs:Transaction-Element, ist also – abgesehen von den fehlenden Transakti-
onsschritten – eine Kopie der Originaldatei.
8. Beide Dateien schließen.
9. Die zweite Datei einlesen und hieraus die Kopfinformationen extrahieren; da das
wfs:Transaction-Element gema¨ß Schema leer sein darf, ist diese Datei gu¨ltig.
4.7.2 Generelles Vorgehen beim Einlesen
Die SW-XML-API stellt in etwa eine Mischung aus SAX und DOM dar (s. Kap. 2.3):
Ein XML-Dokument wird sequentiell gelesen, und die gelesenen Elemente werden in ei-
ne Baumstruktur eingeha¨ngt, die ihre Wurzel beim Wurzelelement des Dokuments hat.
Gegenu¨ber DOM ist diese Baumstruktur jedoch insofern vereinfacht, als jedes Element
lediglich Zugriff auf seine Kindelemente hat, nicht jedoch auf seine Eltern- oder Geschwis-
terelemente. Der entstehende XML-Baum ist folglich nur in einer Richtung navigierbar.
Dank der quelloffenen SW-XML-API war es mo¨glich, den vorhandenen Code so zu mo-
difizieren, dass damit auch große XML-Dateien eingelesen werden ko¨nnen; um zu verhin-
dern, dass der Aufbau eines vollsta¨ndigen Elementsbaum beim Einlesen einer NAS-Datei
zu Speicherproblemen fu¨hrt, wurde wie folgt in die Einleselogik eingegriffen:
Die Programmlogik an der entsprechenden Stelle hat Zugriff auf das soeben vollsta¨ndig
eingelesene Element in Form eines simple_xml_thing. Das Einha¨ngen dieses Elements in
sein Elternelement erfolgt nur dann, wenn der lokale Elementname nicht Insert, Update,
Replace, Delete oder featureMember lautet. In einem dieser fu¨nf Fa¨lle wird statt der
Methode .save_element() (mit dieser erfolgt das Einha¨ngen ins Elternelement) die neu
implementierte Methode .process_step() aufgerufen; diese wandelt das simple_xml_thing
in ein entsprechendes Objekt der Klasse aaa_wfs_insert etc. und sto¨ßt im Folgenden die
Verarbeitung dieses Transaktionsschritts an. Das simple_xml_thing wird somit verworfen,
und der im Speicher vorgehaltene Baum beinhaltet lediglich die Kopfinformationen der
eingelesenen XML-Datei; erfahrungsgema¨ß beno¨tigen diese in der Regel nicht mehr als
zwei bis drei Kilobyte.
3Dies gilt analog fu¨r ein wfs:FeatureCollection-Element
4Dieser Wert ist willku¨rlich gewa¨hlt; er sollte so groß sein, dass die Fußinformationen definitiv nicht
mehr Zeichen beno¨tigen
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4.7.3 Einfu¨ge-, Vera¨nderungs- und Lo¨schtransaktionen
Die Smallworld-Datenbank erlaubt das Einfu¨gen, A¨ndern und Lo¨schen von Datensa¨tzen
mit Hilfe einer vergleichsweise einfachen Programmierschnittstelle. Ein klassischer An-
satz bei relationalen Datenbanken ist das Formulieren vollsta¨ndiger SQL-Statements und
das Ausfu¨hren dieser Statements u¨ber einen Datenbanktreiber wie z.B. in einer JDBC-
Umgebung. Im Gegensatz hierzu erfolgt das Einfu¨gen und A¨ndern von Objekten im
Smallworld-GIS u¨ber Listen von Schlu¨ssel-Werte-Paaren, die – gekapselt in einer sog.
record_transaction – an die Datenbank geschickt werden. Das Lo¨schen eines Datensatzes
aus der Datenbank reduziert sich zuna¨chst auf den Zugriff auf das entsprechende Objekt
und den Aufruf der .delete()-Methode.
Im Rahmen der Fachschalenentwicklung wurden drei zentrale Methoden .insert ob-
ject(), .update_object() und .delete_object() implementiert, die die Datenbanktrans-
aktionen kapseln und vom NAS-In-Modul aufgerufen werden ko¨nnen. In diesen Methoden
werden AAA-Objekte in die Datenbank eingefu¨gt, modifiziert oder gelo¨scht; zusa¨tzlich
werden alle abha¨ngigen Tabellen, in denen multiple Attribute hinterlegt sind, mitgezogen.
Zudem werden die fu¨r Relationen mit variablem Ziel beno¨tigten Zwischentabellen gefu¨llt;
auch die fu¨r das Einhalten des Versionierungskonzepts notwendigen Schritte – etwa das
Setzen des Lebenszeitintervallendes einer Vorga¨ngerversion – werden in diesem Kontext
ausgefu¨hrt.
Folglich besteht die zentrale Aufgabe des NAS-In-Moduls darin, aus Insert- und Re-
place-Datensa¨tzen die relevanten Informationen zu extrahieren und in Form von Schlu¨ssel-
Werte-Paaren an die entsprechenden Methoden weiterzugeben. Die zentrale Methode fu¨r
das Zusammenstellen der Wertepaare ist
aaa_nas_mixin.proplist_from(an_xml_thing, a_view),
die ein simple_xml_thing als Parameter erha¨lt und eine property_list (eine Magik-Klasse,
vergleichbar mit einer HashTable) mit den Schlu¨ssel-Werte-Paaren zuru¨ckliefert. Im Fol-
genden wird die Arbeitsweise dieser Methode erla¨utert.
4.7.4 Arbeitsweise der Methode .proplist_from()
Wa¨hrend in der Phase der Modularisierung auf Klassenebene zuna¨chst jede AAA-Klasse ei-
ne eigene .proplist_from()-Methode besaß, wurde diese mit Einfu¨hrung der nas field -
infos auf das aaa_nas_mixin verlagert und dementsprechend verallgemeinert. Sie fu¨hrt
die folgenden Schritte durch:
1. Leere property_list anlegen
2. Objektidentifikator aus dem gml:id-Attribut des XML-Elements ermitteln und mit
dem Schlu¨ssel :identifikator in die property_list eintragen
3. _self.get_field_infos() aufrufen
4. Iterieren u¨ber die in Schritt 3. erhaltenen nas field infos:
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(a) Anhand des Attributs .element_name feststellen, ob es ein korrespondierendes
Kindelement in an_xml_thing gibt; falls nicht, wird bei Pflichtelementen ein
Fehler ausgegeben
(b) Je nach Multiplizita¨t (Attribut .multiple) unterscheiden, ob ein oder mehre-
re entsprechende Kindelemente vorhanden sein ko¨nnen; dementsprechend bei
multiplen Attributen eine rope fu¨r die entstehenden Werte erzeugen
(c) Mit jedem korrespondierendem Kindelement auf dem nas field info-Objekt
die Methode .create_value_from() aufrufen; diese liefert einen modellkonfor-
men Wert aus dem Kindelement (s. Kapitel 4.7.5)
(d) Wert bzw. Werte unter dem Schlu¨ssel des Elementnamens in die property_list
eintragen
5. property_list zuru¨ckgeben
Zu Schritt 4. sei folgendes erga¨nzend erwa¨hnt: Wa¨hrend der Implementierung der Me-
thode .proplist_from() stellte sich die Frage, ob es effektiver sei, u¨ber die nas field -
info-Objekte zu iterieren und die korrespondierenden XML-Elemente zu ermitteln, oder
ob das Iterieren u¨ber die XML-Elemente mit anschließendem Zugriff auf die jeweiligen
nas field info-Objekte die performantere Lo¨sung sei. Da es in der Regel weniger Kin-
delemente als nas field info-Objekte zu einem Objekt gibt, schien die zweitgenannte
Variante zuna¨chst effektiver. Allerdings gestalten sich bei diesem Vorgehen die Pru¨fung
auf fehlende Pflichtelemente sowie das Abarbeiten mehrfach vorkommender Elemente we-
sentlich schwieriger, sodass schließlich die beschriebene Vorgehensweise verfolgt wurde.
Zur Steigerung der Performance ko¨nnte zudem erwogen werden, beim Zugriff auf die
XML-Elemente dieselben aus dem u¨bergeordneten simple_xml_thing zu entfernen, um die
Zugriffsgeschwindigkeit zu optimieren – da die Reihenfolge von nas field info-Objekten
und XML-Elementen korrespondiert, mu¨sste stets nur auf das oder die ersten verblie-
benen Kindelemente zugegriffen werden, wodurch der Zeitaufwand fu¨r das
”
Suchen“ der
gewu¨nschten Elemente minimiert wu¨rde. Allerdings wurde aus zwei Gru¨nden hierauf ver-
zichtet:
1. Der zu erzielende Performancegewinn ist nicht signifikant.
2. Das vollsta¨ndige simple_xml_thing, das das AAA-Objekt repra¨sentiert, wird fu¨r Feh-
lermeldungen und Debug-Ausgaben beno¨tigt, sodass eine Verstu¨mmelung desselben
als nicht wu¨nschenswert erachtet wurde.
4.7.5 Arbeitsweise der Methode nas_field_info.create_value_from()
Die Methode .create_value_from() hat die Aufgabe, aus einem XML-Fragment einen
Wert zu erzeugen, der als Attribut eines AAA-Objekts in die Datenbank eingefu¨gt werden
soll. Sie erha¨lt die folgenden drei Parameter:
1. an_xml_thing
simple_xml_thing, das ein Attribut repra¨sentiert, z.B. <flurnummer>4</flurnummer>
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2. a_view
Datenbank-View; wird beno¨tigt, um z.B. Enumeratorwerte zu ermitteln
3. pl
Die (bereits teilweise gefu¨llte) property_list, die spa¨ter von .proplist_from() zu-
ru¨ckgeliefert werden wird; hieru¨ber kann aus .create_value_from() heraus beispiels-
weise auf den Objektidentifikator zugegriffen werden, da dieser bereits in der pro-
perty list enthalten ist, etwa um aussagekra¨ftige Fehlermeldungen zu generieren;
zudem mu¨ssen in manchen Fa¨llen mehrere Schlu¨ssel der property_list mit den In-
formationen aus nur einem XML-Element gefu¨llt werden – auch dies ist durch den
Zugriff auf die property_list mo¨glich.
Die Methode agiert als Dispatcher-Methode und nimmt dieselbe Unterscheidung vor
wie die Methode .create_elements() (vgl. Kap. 4.6.1):
1. Spezialfall? (Attribut special ist true)
Sondermethoden fu¨r die Ermittlung von Entstehungs- und Untergangsanlass, Qua-
lita¨tsangaben, Modellart etc.
2. Geometrie? (Attribut geometry ist true)
Methode .create_geometry_from() liefert aus dem Kindelement des XML-Elements,
das gema¨ß Schema gu¨ltiges GML sein muss, eine Pseudo-Geometrie (s. Kap. 4.7.6)
3. Objektrelation? (Attribut relation ist true)
Der Identifikator des referenzierten Objekts wird aus dem xlink:href-Attribut er-
mittelt.
4. Komplexer Datentyp? (Attribut complextype ist belegt)
Das XML-Element entha¨lt als Kind die vollsta¨ndige XML-Repra¨sentation eines kom-
plexen Datentyps wie z.B. AX_Flurstuecksnummer. Durch Reflexion wird hieraus der
Klassenname des Datentyps ermittelt, und durch Aufruf von dessen .aaa init -
from xml()-Methode wird eine Datentyp-Instanz generiert.
5. Einfacher Textinhalt? (Attribut simpletype ist belegt)
Hier findet eine weitere Unterscheidung statt:
(a) Enumerierter Typ? (Attribut enumeration ist true)
Der Attributwert muss systembedingt dem langschriftlichen Wert des Enumera-
toreintrags (z.B.
”
Wohngeba¨ude“) entsprechen; Textinhalt des XML-Elements
ist jedoch der interne Wert (z.B.
”
3000“); hier muss zuna¨chst eine Konvertierung
stattfinden, fu¨r die auf die Wertetabelle des Datenbankenumerators zuru¨ckge-
griffen wird.
(b) Wert mit Einheit? (zu pru¨fen anhand des .simpletype (gml:AreaType etc.)
Unter Beru¨cksichtigung des uom-Attributs wird in der Methode .create unit -
value from() ein unit_value erzeugt, der in die Datenbank eingefu¨gt werden
kann.
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(c) Einfacher Typ (Alle u¨brigen)
Der Inhalt des XML-Elements ist eine einfache Zeichenkette; je nach Typ des
Attributs (integer, string, double, dateTime, URI...) muss ggf. eine Konvertie-
rung stattfinden, um den Wert aus dem lexikalischen Raum des XSD-Typs in
den gewu¨nschten Magik-Typ zu transformieren.
Da die Programmiersprache Magik es erlaubt, zu bestehenden Klassen eigene Metho-
den hinzuzudefinieren, und da wegen der vollsta¨ndigen Objektorientierung selbst einfache
Typen wie etwa integer Klassen sind, konnten auf allen relevanten Typen .aaa init -
from xml()-Methoden geschrieben werden, die die in Schritt 5.(c) erwa¨hnte Konversion
vornehmen. Desgleichen wurden .aaa_to_xml()-Methoden auf diesen Klassen implemen-
tiert, die die in Kapitel 4.7.5 beschriebene entgegengesetzte Umwandlung durchfu¨hren.
Durch Ausnutzen der spa¨ten Bindung konnte so erreicht werden, dass unabha¨ngig vom
Typ eines atomaren Attributs dieselbe Schnittstelle fu¨r Im- und Export genutzt werden
kann.
4.7.6 GML-Import
Geometrien, die in einer Smallworld-Datenbank vorgehalten werden, werden in Magik z.B.
durch die Klassen point, chain und area repra¨sentiert. Im Gegensatz dazu repra¨sentieren
die Magik-Klassen pseudo_point, pseudo_chain und pseudo_area Geometrien, die zuna¨chst
im Speicher gehalten werden und die ggf. als Objektgeometrien in die Datenbank eingefu¨gt
werden ko¨nnen. Um also ein Datenbankobjekt mit einer Geometrie zu versehen, ist es
notwendig, zuna¨chst eine Instanz einer solchen Pseudo-Geometrieklasse zu erzeugen und
diese schließlich im Rahmen einer Datenbanktransaktion in die Datenbank einzufu¨gen.
Im NAS-In-Modul werden solche Objekte von der Methode nas field info.create -
geometry from() erzeugt; diese erha¨lt als Parameter ein simple_xml_thing, das ein voll-
sta¨ndiges und gu¨ltiges GML-Konstrukt repra¨sentieren muss. Je nach Belegung des Attri-
buts geom_type sowie des Elementnamens des GML-Elements wird die zu instanziierende
Geometrieklasse bestimmt. Auf allen o.g. Pseudo-Geometrieklassen wurden .aaa init -
from xml()-Methoden definiert, die aus einem als Parameter u¨bergebenen GML-Element
eine Pseudogeometrie zu erzeugen und zuru¨ckzuliefern. Durch Aufruf dieser Methode mit
dem GML-Element als Parameter wird eine Pseudogeometrie erzeugt; diese wird letzt-
lich von der Methode nas_field_info.create_value_from() zuru¨ckgegeben und in die
Schlu¨ssel-Wert-Liste eingefu¨gt.
4.8 Erfahrungen
Die hier beschriebene NAS-Implementierung auf der Grundlage schemabasierter Metain-
formationen hat sich in den vergangenen Jahren als effizient, gut wartbar und zuverla¨ssig
bewa¨hrt und ist bei mehreren Anwendern im ta¨glichen Einsatz.
Neben dem reinen NAS-Im- und Export haben sich die nas field infos in zwei wei-
teren Bereichen bewa¨hrt:
44
1. OGC Filter Encoding
Das fu¨r das Abarbeiten von Benutzungsauftra¨gen und die Auswertung von Selekti-
onskriterien einer Benutzergruppe beno¨tigte OGC Filter Encoding [Con0x] wird in
der Fachschale ALKIS ebenfalls u¨ber die nas field info-Objekte gesteuert. Hierbei
werden die hinterlegten Meta-Informationen genutzt, um die in den Filter-Ausdru¨cken
benutzten XPath-Ausdru¨cke auf Datenbankfelder zu mappen und um anhand der
Typinformationen geeignete Konversionen vorzunehmen, sodass Datenbankabfragen
mit den im Filter Encoding u¨bergebenen Informationen durchgefu¨hrt und eine re-
sultierende Objektmenge generiert werden ko¨nnen.
2. La¨nderkonfiguration/Profile
Im AAA-Modell sind 23 Profile hinterlegt, die aus der Gesamtheit der AAA-Klassen
und -Attribute fu¨r unterschiedliche Zwecke durch Filterung Untermengen definie-
ren. Die Reduktion des Datenmodells auf ein solches Profil la¨sst sich ebenfalls u¨ber
die nas field infos steuern: Die Methode .get_field_infos() greift auf das aktu-
ell in der GIS-Anwendung eingestellte Profil zuru¨ck und liefert die fu¨r dieses Pro-
fil festgelegte Untermenge der nas field info-Objekte fu¨r das betreffende Objekt.
Hierdurch werden NAS-Im- und Export automatisch und ohne weiteren Eingriff auf
die im Profil definierten Attribute reduziert. Existiert hingegen im aktuellen Profil
die betreffende Klasse gar nicht erst, so wird die Verarbeitung der entsprechenden
Informationen automatisch unterbunden; so wu¨rde z.B. der Versuch, ein AX Person-
Element im Kontext des
”
DKKM1000“-Profils einzulesen, in einer Fehlermeldung
resultieren.
Daru¨ber hinaus hat sich gezeigt, dass auf der Grundlage der bereits vorhandenen AdV-
XML Schemata fu¨r weitere Anwendungen eigene Schemata aufgesetzt werden ko¨nnen, mit
denen das vorhandene Datenmodell um eigene Klassen – z.B. fu¨r la¨nderspezifische Pro-
dukte – erweitert werden kann. Bei Bedarf ko¨nnen diese neuen Klassen von vorhandenen
AAA-Klassen erben. Durch Erweiterung des fu¨r die Generierung des NAS-Codes benutz-
ten XSLT-Stylesheets ko¨nnen Klassendefinitionen ebenso automatisch aus dem Schema
abgeleitet werden. Fu¨r das zusa¨tzliche Schema kann gleichermaßen NAS-Code generiert
werden, sodass fu¨r die neuen Klassen ohne nennenswerten Implementierungsaufwand eine
XML-Schnittstelle geschaffen werden kann.
Beispielhaft seien hier die vom Land Nordrhein-Westfalen bereitgestellten XML Sche-
mata fu¨r NRW-spezifische Nachweise genannt; diese Schemata wurden in der oben be-
schriebenen Weise in Quellcode u¨berfu¨hrt. Nach Anpassung und Erweiterung der vorhan-
denen Programmlogik fu¨r die Erzeugung von Nachweisen konnten die NRW-spezifischen
Produkte ohne Eingriff in den NAS-Code sofort erzeugt werden; das Ergebnis waren wohl-
geformte und gegen die NRW-Schemata gu¨ltige XML-Dateien.
Die hier beschriebene Modularisierung wurde durch einige Eigenschaften des Small-
world-GIS und speziell der Programmiersprache Magik mo¨glich:
1. Die strenge Objektorientierung und die Mo¨glichkeit, auf vorhandenen Klassen ei-
gene Methoden zu definieren, erleichterten den Umgang mit den unterschiedlichen
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vorhandenen Klassen, seien es primitive Typen oder Geometrie-Klassen. Auch der
direkte Eingriff in die XML-API wurde hierdurch erst ermo¨glicht.
2. Angesichts der Vielzahl von Klassen und Datentypen konnte die in Magik vorhandene
Reflexion effektiv genutzt werden, um ein dynamisches Mapping zwischen XML-
Elementnamen und Objektklassen zu realisieren.
3. Fu¨r das Einlesen von Objekten war die leichtgewichtige Datenbank-API von Vorteil;
dank dieser konnten die im XML vorhandenen Informationen in stereotyper Weise
zusammengestellt werden, ohne etwa die Reihenfolge von Datenbankspalten und den
damit korrespondierenden Werten beachten zu mu¨ssen oder beispielsweise Datums-
Typen in SQL-konformer Schreibweise zu kodieren.
4. Nicht zuletzt wurde die Entwicklung dadurch beschleunigt, dass fu¨r die Integration
modifizierter Quelltextteile kein Neustart des Systems notwendig ist; das Modifizie-
ren von Klassen und Methoden zur Laufzeit stellt in der Entwicklungsphase einen
erheblichen Zeitvorteil dar.
Zusammengefasst kann festgestellt werden, dass die vorgenommene Modularisierung
die NAS-Implementierung in der Fachschale ALKIS in die Lage versetzt hat, die an sie
gestellten Anforderungen vollends zu erfu¨llen. Insbesondere in puncto Wartbarkeit hat
sich die Lo¨sung bewa¨hrt. Nach Modella¨nderungen bei der Einfu¨hrung neuer Versionen des
AAA-Modells kann das NAS-Modul in der Regel sehr schnell und einfach auf die Mo-
della¨nderungen angepasst werden. Zuna¨chst genu¨gt eine erneute Generierung der nas -
field infos aus den Schemata; der handgeschriebene Code kann in der Regel unmodifi-
ziert bleiben. Der Arbeitsaufwand fu¨r eine solche Neugenerierung liegt in der Gro¨ßenord-
nung einiger Minuten.
Mit der Einfu¨hrung der GeoInfoDok 6.0 sind die XML Schemata jedoch erstmals mit
einem anderen Werkzeug aus dem Rational Rose-Modell abgeleitet worden; war zuvor
ein Rosescript zum Einsatz gekommen, so fand in Version 6.0 erstmals das Tool
”
Sha-
peChange“ der Firma Interactive Instruments Anwendung. Dieser Umstieg hat zur Folge,
dass die Schemata – insbesondere bei durch zusammengesetzte Datentypen repra¨sentierten
Attributen – einen anderen Aufbau haben. Zudem flossen einige Modifikationen ein, die
die ISO-Konformita¨t der XML Schemata erho¨hen. Dies hatte zur Folge, dass das XSLT-
Stylesheet fu¨r die Generierung der nas field infos erstmals modifiziert werden musste,
um aus den Schemata dieselben Informationen wie zuvor zu extrahieren. Allerdings war
diese Modifikation in wenigen Arbeitstagen bewerkstelligt. Schwerer wog der Umstieg auf
GML in der Version 3.2.1, der ebenfalls mit Einfu¨hrung der GeoInfoDok 6.0 erfolgte. Die
hierdurch no¨tig gewordenen Anpassungen in der GML-Schnittstelle nahmen etwa zwei
Wochen und somit signifikant mehr Zeit in Anspruch.
4.9 Ausblick
Durch die Auslagerung der Meta-Information in die nas field info-Objekte entfa¨llt die
Notwendigkeit, fu¨r jede AAA-Klasse einzeln NAS-Quellcode zu entwickeln; die autogene-
rierten Metainformationen werden von der Programmlogik in den Klassen nas field info
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und aaa_nas_mixin benutzt. Der Implementierungsaufwand konzentriert sich somit allein
auf diese beiden Klassen. Allerdings fu¨hrt diese Konzentration dazu, dass in den genannten
Klassen eine Vielzahl von Unterscheidungen vorgenommen werden muss, um den verschie-
denen Attributtypen Herr zu werden (vgl. Kapitel 4.6.1). Zudem werden Methoden fu¨r die
Konvertierung von Standardattributen dadurch verkompliziert, dass an derselben Stelle
Sonderfa¨lle abgefangen werden mu¨ssen.
Zur Verbesserung der Wartbarkeit sind weitere Schritte denkbar; so ko¨nnten durch Ver-
erbung der Klasse nas field info spezialisiertere Unterklassen gebildet werden, die auf
konkrete Attributtypen zugeschnitten sind. Die in Kapitel 4.6.1 dargestellte Attributtyp-
Unterscheidung wu¨rde damit u¨berflu¨ssig. Eine solche Verfeinerung der Modularisierung
ist jedoch bislang nicht umgesetzt worden; mit der Aussicht auf weitere GeoInfoDok-
Versionen sowie weitere Einsatzbereiche fu¨r die Fachschale ALKIS besteht jedoch noch
Potential, weitere Optimierungen vorzunehmen.
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5 Umsetzung des AAA-Modells in ein relationales Daten-
modell
Das AAA-Modell wurde fu¨r die in den Kapiteln 6 und 7 durchgefu¨hrten Untersuchungen
normalisiert und in einer PostgreSQL-/PostGIS-Datenbank implementiert. Im folgenden
werden die hierfu¨r notwendigen Arbeitsschritte erla¨utert.
5.1 Simple Features Specification for SQL
Die vom Open Geospatial Consortium herausgegebene Simple Features Specification for
SQL [OGC99] definiert einen Standard fu¨r Speicherung, Abfrage und Manipulation ra¨um-
licher Daten in relationalen Datenbanken.
Zusa¨tzlich zu den vorhandenen SQL-Datentypen (INTEGER, VARCHAR...) werden
im Rahmen der Spezifikation zweidimensionale ra¨umliche Datentypen wie etwa POINT
oder POLYGON definiert, die dazu dienen, diesen Typen entsprechende Objektgeome-
trien in einer Datenbank abzubilden. Dabei ko¨nnen Geometrien in einem ASCII-Format
namens Well Known Text (WKT) sowie in einer Bina¨rkodierung mit dem Namen Well
Known Binary (WKB) dargestellt und in SQL-Statements integriert werden. Das folgende
Beispiel zeigt eine Einfu¨geoperation, in der eine Punktgeometrie als Well Known Text-
Repra¨sentation vorliegt:
1 INSERT INTO punkttabelle (name , geom)
2 VALUES (’EinPunkt ’,
3 GeomFromText(’POINT (507235.134 5734286.456) ’ ,25832)
);
Die Funktion GeomFromText() wandelt dabei die als erster Parameter u¨bergebene Zei-
chenkette in eine Geometrie; der zweite Parameter repra¨sentiert den EPSG-Code des Ko-
ordinatensystems, in dem die Koordinaten der Geometrie notiert sind.
Die OGC-Spezifikation definiert daru¨ber hinaus eine Reihe von Funktionen zur Ana-
lyse ra¨umlicher Daten. Dazu geho¨ren unter anderem Funktionen zur Analyse einzelner
Geometrien (z.B. Area(), Length()), zur Analyse der ra¨umlichen Beziehung zweier Geo-
metrien (z.B. Within(), Disjoint(), Touches()) sowie zur Transformation und schließlich
Ausgabe von Geometrien in diversen Formaten wie etwa GML oder SVG.
Der Grad an Konformita¨t mit der Spezifikation sowie die Fu¨lle der implementierten
Funktionalita¨t variieren in den verschiedenen Datenbanken, die die Spezifikation imple-
mentieren.
5.2 PostgreSQL/PostGIS
Fu¨r die persistente Speicherung der einzulesenden AAA-Daten wurde das Datenbanksys-
tem PostgreSQL gewa¨hlt. PostgreSQL ist eines der a¨ltesten und am weitesten fortgeschrit-
tenen objektrelationalen Datenbanksysteme (ORDBMS) im Bereich der freien Software.
([Pos09])
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Die Firma Refractions Research (http://www.refractions.net/) hat fu¨r PostgreSQL
einen Aufsatz namens PostGIS entwickelt, der PostgreSQL-Datenbanken in die Lage ver-
setzt, Geodaten gema¨ß der OGC Simple Features for SQL-Spezifikation zu verwalten. Die
Konformita¨t mit der Spezifikation ist vom OGC zertifiziert worden. PostGIS ist – ebenso
wie PostgreSQL – freie Software.
5.3 Konventionen fu¨r die Normalisierung
5.3.1 Objektklassen
Fu¨r jede instanziierbare Klasse des AAA-Modells wird eine Datenbanktabelle angelegt,
deren Name dem kleingeschriebenen Klassennamen entspricht (z.B.
”
ax flurstueck“). Jede
dieser Klassen erbt von der Klasse AA_Objekt. Alle in dieser Klasse definierten Attribute
sind folglich in jede Tabelle der Datenbank zu u¨bernehmen. Folgende Attribute sind auf
AA_Objekt definiert:
• Identifikator:
Der Identifikator ist eine sechzehnstellige Zeichenkette, die ein AAA-Objekt eindeu-
tig identifiziert. Sie ist nicht mit einer Datenbank-ID gleichzusetzen, da derselbe
Identifikator fu¨r mehrere Objektversionen genutzt wird. Die fu¨r den Identifikator zu
definierende Datenbankspalte ist somit vom Typ eines sechzehnstelligen Character-
Strings (VARCHAR(16)) und nicht UNIQUE.
• Anlass:
Entstehungs- und Untergangsanlass einer Objektversion werden im Attribut
”
anlass“
hinterlegt, das mit der Kardinalita¨t [1...2] modelliert ist, also als ein Vektor, der
ein oder zwei Elemente haben darf. Per Konvention ist das erste Element dieses
Vektors der Entstehungsanlass, das zweite Element der Untergangsanlass, der erst
beim Untergang einer Objektversion belegt wird.
Bei der Normalisierung wurde dieser Vektor in die zwei Felder entstehungsanlass
und untergangsanlass u¨berfu¨hrt. Da es sich beim Anlass um ein enumeriertes Feld
handelt, dessen Wertebereich aus vier- bis sechsstelligen Ziffernfolgen mit fu¨hrenden
Nullen besteht (zB 010310 fu¨r
”
Vera¨nderung der Gemeindezugeho¨rigkeit“), bietet es
sich an, die Datenbankfelder als Zeichenkette zu definieren.
• Lebenszeitintervall:
Das Lebenszeitintervall ist modelliert als komplexer Datentyp AA Lebenszeitinter-
vall, der die Felder beginnt und endet besitzt. Gema¨ß der in Kapitel 5.3.2 beschrie-
benen Konvention fu¨r einfache Datentypen wird das Lebenszeitintervall in die Spal-
ten lebenszeitintervall_beginnt (DateTime, NOT NULL) und lebenszeitinter-
vall endet (DateTime, NULL) umgesetzt.
• Modellart:
Das Attribut modellart ist modelliert als multipler komplexer Datentyp mit je einem
von zwei Unterattributen
”
advStandardModell“ und
”
sonstigesModell“. Grundsa¨tz-
lich ist die Modellart somit gema¨ß den Konventionen fu¨r multiple Datentypen (s.
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Kap. 5.3.3) zu normalisieren, wobei die Einschra¨nkung hinzugenommen werden muss,
dass genau eins der beiden Attribute des Datentyps belegt sein muss.
Zusa¨tzlich wurde in jeder Tabelle eine id-Spalte eingefu¨hrt, die die eindeutige ID einer
jeden Objektversion aufnimmt. Die ID ist eine 32-stellige Zeichenkette, bestehend aus dem
Objektidentifikator sowie dem Zeitpunkt des Lebenszeitbeginns in der XML-konformen
Form (CCYYMMDDThhmmssZ). Dieser Aufbau entspricht den in den Filtern der Replace-, Delete
- und Update-Elementen verwendeten FeatureId-Attributwerten; somit ko¨nnen die aus die-
sen Elementen extrahierten Werte ohne weitere Konvertierung zum A¨ndern oder Lo¨schen
von Objekten in SQL-Statements verwendet werden. Das folgende Beispiel illustriert dies:
1 <wfs:Delete typeName="AP_PTO">
2 <ogc:Filter >
3 <ogc:FeatureId fid="DEHE06200000226m20090211T102428Z" />
4 </ogc:Filter >
5 </wfs:Delete >
Listing 13: NAS-Lo¨schdatensatz fu¨r ein AP PTO-Objekt
Das in Listing 13 dargestellte XML-Fragment zeigt einen NAS-kodierten Lo¨schda-
tensatz fu¨r ein Objekt der Klasse AP_PTO (Text-Pra¨sentationsobjekt mit punktfo¨rmiger
Geometrie). Der Wert des fid-Attributs im ogc:Filter-Element referenziert eine konkre-
te Objektversion anhand ihres Identifikators – repra¨sentiert durch die ersten 16 Stellen
der Zeichenkette – und des Lebenszeitbeginns im oben genannten Format. Ein solcher
Lo¨schdatensatz sa¨he in SQL wie folgt aus:
1 DELETE FROM ap_pto WHERE id = ’DEHE06200000226m20090211T102428Z ’;
Listing 14: SQL-Lo¨schdatensatz fu¨r ein AP PTO-Objekt
Aus Gru¨nden der Performance bietet es sich an, die ID-Spalte zu indizieren.
In Tabelle 2 sind die in allen Haupttabellen existenten Spalten zusammengefasst. Ne-
ben diesen generell vorhandenen existieren in jeder Objekttabelle weitere Spalten, die
die klassenspezifischen Attribute repra¨sentieren. Je nach Attributtyp sind unterschiedli-
che Konventionen fu¨r die Normalisierung einzufu¨hren und anzuhalten, die im folgenden
dargelegt werden.
5.3.2 Skalare Attribute
Alle skalar modellierten Attribute ko¨nnen in die Tabelle des Hauptobjekts integriert wer-
den. Die einzelnen Typen werden wie folgt umgesetzt:
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Name Typ Bemerkungen
id CharacterString Eindeutige ID dieser Objektversion
identifikator CharacterString 16-stelliger Objektidentifikator
lebenszeitintervall beginnt TimeStamp Lebenszeitbeginn dieser Objektversion
lebenszeitintervall endet TimeStamp Lebenszeitende dieser Objektversion,
NULL bei aktuellen Objekten
entstehungsanlass CharacterString Entstehungsanlass dieser Objektversion
untergangsanlass CharacterString Untergangsanlass dieser Objektversion,
NULL bei aktuellen Objekten
Tabelle 2: Spalten der aus AA Objekt ererbten Attribute
Atomare Typen (z.B. CharacterString, Integer)
Den atomaren Typen entsprechen die verfu¨gbaren Spaltentypen der Datenbank. Es ergibt
sich das in Tabelle 3 dargestellte Mapping.
Typ (UML) Typ (Datenbank)
Boolean BOOL
CharacterString TEXT
Date DATE
DateTime TIMESTAMP
Double DECIMAL
Float DECIMAL
Integer INTEGER
URI URI (VARCHAR?)
Tabelle 3: Atomare Typen
Anmerkung: Der AAA-Objektartenkatalog legt fu¨r Attribute, die als Zeichenketten de-
finiert sind, keinerlei Maximalla¨nge fest. Da Datenbanktypen wie z.B. VARCHAR jedoch
stets die Angabe einer Maximalla¨nge erfordern, wurde hier auf den Typ TEXT zuru¨ckge-
griffen, der ein Hinterlegen beliebig langer Zeichenketten erlaubt und gegenu¨ber anderen
Text-Typen laut [Gro09] keinerlei Performancenachteile mit sich bringt.
Typen mit Einheit (La¨ngen, Fla¨chen, Winkel)
Fu¨r Attribute mit Einheiten muss neben der Spalte fu¨r den Wert eine zweite fu¨r die Ein-
heit angelegt werden; der Name der Einheit kann hier als Zeichenkette hinterlegt werden
(z.B.
”
km“). Als Name fu¨r diese Spalte wurde der Duktus Attributname_unit gewa¨hlt. So
entstehen z.B. fu¨r das Attribut amtlicheFlaeche der Klasse die zwei Spalten
amtlicheflaeche INTEGER
und
amtlicheflaeche_unit VARCHAR(6).
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Komplexe Datentypen (z.B. AX Flurstuecksnummer)
Die einzelnen Felder des jeweiligen Datentyps werden in die Haupt-Tabelle aufgenom-
men und nach dem Duktus
”
Feldname Datentypfeldname“ benannt. Fu¨r das Beispiel
AX_Flurstuecksnummer sind dies die Attribute zaehler und nenner, die als flurstuecksnum-
mer zaehler und flurstuecksnummer_nenner in die Tabelle ax_flurstueck zu integrieren
sind.
Relationen
Aufgrund der Besonderheiten, die sich aus dem Historienkonzept und den Unbekanntenre-
lationen ergeben (vgl. Kap. 3.2), ko¨nnen Relationen nicht so abgebildet werden, wie dies in
normalen relationalen Modellen u¨blich ist . Eine Spalte, die im AAA-Modell eine Relation
abbildet, kann und darf nichts anderes enthalten als den Identifikator des Zielobjekts als
16-stellige Zeichenkette.
Um das tatsa¨chliche Zielobjekt einer Relation zu ermitteln, ist zum einen die Klasse des
referenzierten Objekts zu ermitteln, zum anderen muss diejenige Objektversion ermittelt
werden, deren Lebenszeitintervall die jeweiligen Kontextzeit u¨berlappt.
Geometrie
Die Geometrien der REO-Objekte werden grundsa¨tzlich im Attribut
”
position“ abge-
legt; eine Ausnahme bildet das Attribut
”
objektkoordinaten“, in dem Migrationsdaten
fu¨r Flurstu¨cke als Punkte abgelegt werden. Fu¨r die Umsetzung in ein relationales Mo-
dell bedeutet dies, dass jedes REO eine Spalte
”
position“ erha¨lt, in der die Geometrie
des Objekts abgelegt werden kann. Je nachdem, von welcher Oberklasse (s.o.) das Objekt
erbt (zB TA_MultiSurfaceComponent), ergibt sich der Geometrietyp zu einem der folgenden
Typen:
• Point
• MultiPoint
• Linestring
• MultiLinestring
• Polygon
• MultiPolygon
• Beliebiger Typ 5
5Objekte mit a priori nicht festgelegtem Geometrietyp erben von abstrakten Objekten wie etwa
AG_Objekt. Ein Beispiel hierfu¨r ist die Klasse AX_Turm, die je nach Kontext punkt- oder fla¨chenfo¨rmige
Geometrie besitzen kann.
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5.3.3 Multiple Attribute
Multipel gefu¨hrte Attribute sind in eigensta¨ndige Tabellen zu u¨berfu¨hren; als Namens-
konvention fu¨r diese Tabelle wurde der Duktus
”
Klassenname Feldname“ verwendet (also
zB ax_gebaeude_baujahr). Fu¨r den Bezug zum Hauptobjekt entha¨lt jede dieser Tabellen
eine Spalte id, die die ID des Hauptobjekts entha¨lt; der Objektidentifikator ist hierfu¨r
nicht ausreichend, da jedes multiple Attribut an eine konkrete Objektversion gebunden
ist; a¨ndert sich ein multiples Attribut und entsteht dadurch eine neue Version des Haupt-
objekts, dann du¨rfen die Werte der vorherigen Version nicht u¨berschrieben werden.
Atomare Typen
Die Datentypen werden entsprechend den skalaren Typen umgesetzt. Jede Tabelle entha¨lt
zwei Spalten; id und den Attributnamen (zB
”
baujahr“)
Komplexe Datentypen
Jede Tabelle entha¨lt eine Spalte id und eine Spalte pro Attribut des Datentyps. Attribute
von Datentypen sind stets skalar (Ausnahme Modellart und ggf. Qualita¨tsangaben), somit
ist es nicht notwendig, mehr als eine Ebene tief zu schachteln
Relationen
Multiple Relationen werden analog zu atomaren multiplen Attributen und skalaren Rela-
tionen abgebildet; pro zusa¨tzlicher Tabelle entsteht eine id-Spalte sowie eine Spalte mit
dem Namen der Relation
Geometrie
Multipel modellierte geometrische Attribute ko¨nnen mit in die Haupttabelle u¨bernom-
men werden, da fu¨r solche Fa¨lle entsprechende Geometrietypen existieren (MultiPoint,
MultiLinestring, MultiPolygon)
5.3.4 Relationen
Fu¨r die Umsetzung der Relationen mit variablen Zielklassen (s. Kap. 3.2.2) kommen zwei
mo¨gliche Lo¨sungswege in frage, die im Folgenden kurz diskutiert werden:
Ansatz 1: Hinterlegen des Klassennamens eines Zielobjekts in derselben Ta-
belle, in der auch der Identifikator des Zielobjekts abgelegt wird
1:1
Gegeben sei ein Objekt der Klasse AX PunktortAU. Dieser verweist mit seiner Relation
”
istTeilVon“ auf ein zusammengesetztes Objekt (AA ZUSO). Gema¨ß Modell ist dies ein
Punktobjekt, z.B. ein AX Aufnahmepunkt. Um die Information u¨ber die Zielklasse in der
Datenbank abzulegen, ist neben der Spalte fu¨r den Identikator des Zielobjekts eine weitere
Spalte mit dem Klassennamen einzufu¨gen.
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1:n
Betrachtet man die umgekehrte Relation bestehtAus vom Punktobjekt zu dessen Punkt-
orten, so stellt sich diese als multipel modelliert dar – ein Punktobjekt kann aus mehreren
Punktorten bestehen. Fu¨r solche multiplen Relationen muss eine zusa¨tzliche Tabelle an-
gelegt werden, die die in Tabelle 4 dargestellten Spalten entha¨lt.
id bestehtaus target class
DENW12349876543120010523T1624Z DENW123498765432 AX PunktortAU
DENW12349876543120010523T1624Z DENW123498765433 AX PunktortAG
... ... ...
Tabelle 4: Tabelle fu¨r multiple Relationen
Unabha¨ngig von der Multiplizita¨t kann die Auswertung einer solchen Relation und
somit die Ermittlung des Zielobjekts nur zweistufig erfolgen: In einer ersten Datenbankab-
frage werden der Identifikator und der Klassenname des Relationsziels ermittelt; in einem
zweiten Schritt ko¨nnen diese beiden Informationen dazu verwendet werden, das gesuchte
Objekt aus der jeweiligen Tabelle zu ermitteln. Mit den in SQL zur Verfu¨gung stehenden
Mitteln ist eine solche Abfrage in nur einem Schritt nicht mo¨glich, da jeder Tabellenname
in einer SQL-Abfrage vor deren Ausfu¨hrung feststehen muss.
Ansatz 2: Vorhalten einer zentralen Tabelle, in der die Zuordnung von Objek-
tidentifikatoren zu Klassennamen hinterlegt ist
Hierfu¨r wird eine einzige zusa¨tzliche Datenbanktabelle angelegt, in der zwei Spalten exis-
tieren:
identifikator class name
DENW123498765431 AX PunktortAU
DENW123498765432 AX PunktortAG
DENW123498765430 AX Grenzpunkt
... ...
Tabelle 5: Tabelle fu¨r das Mapping zwischen Identifikator und Klassenname
Diese Lookup-Tabelle nimmt die Eintra¨ge fu¨r alle vorhandenen Datenbankobjekte in
sich auf. Die Spalte identifikator ist dabei Schlu¨sselspalte und sollte zweckma¨ßigerwei-
se indiziert werden. Der Zugriff auf ein referenziertes Element erfolgt in diesem Ansatz
unabha¨ngig von der Multiplizita¨t einer Relation dreistufig:
1. Ermitteln des Identifikators des Zielobjekts
2. Ermitteln des Klassennamens anhand der Lookup-Tabelle
3. Zugriff auf die Zieltabelle mit dem Identifikator und dem Lebenszeit-Kontext
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Vergleich beider Ansa¨tze
Das Anlegen einer separaten Spalte fu¨r den Namen der Zielklasse, wie es im erstgenannten
Ansatz beschrieben ist, fu¨hrt zu einer Vielzahl zusa¨tzlicher Datenbankspalten; allein im
Fachschema des AAA-Modells sind u¨ber 200 Relationen definiert. Zudem erho¨ht sich das
Datenvolumen dadurch, dass
1. fu¨r jede Objektversion und
2. fu¨r jedes Objekt, das eine Relation zu demselben Objekt besitzt,
ein eigener Eintrag vorgenommen wird, wohingegen beim zweitgenannen Ansatz fu¨r jedes
Objekt lediglich ein einziger zusa¨tzlicher Datensatz zu existieren braucht.
Ein Nachteil des zweiten Ansatzes ist, dass beim vollsta¨ndigen Lo¨schen von Objekten
in Sekunda¨rdatenhaltungen ohne Historiennachweis darauf geachtet werden muss, dass
auch die zugeho¨rigen Eintra¨ge in der Lookup-Tabelle gelo¨scht werden. Dies ist allerdings
u¨ber Trigger automatisierbar.
Fu¨r die hier durchgefu¨hrte Normalisierung wurde der zweite Ansatz gewa¨hlt; zusa¨tzlich
zu den Tabellen fu¨r Objektklassen und multiple Attribute wurde eine Lookup-Tabelle mit
dem Namen oid_map angelegt, die dem oben gezeigten Aufbau entspricht.
5.3.5 Geometrie
Um eine vorhandene Datenbanktabelle um eine Spalte fu¨r Geometrien zu erweitern, wird
die PostGIS-Funktion AddGeometryColumn() verwendet. Ein Aufruf dieser Funktion ko¨nnte
beispielsweise wie folgt aussehen:
1 SELECT AddGeometryColumn(’ax_flurstueck ’,
2 ’position ’,
3 25832,
4 ’MULTIPOLYGON ’,
5 2);
Listing 15: Hinzufu¨gen einer Geometriespalte zur Tabelle ax flurstueck
Die an diese Funktion u¨bergebenen Parameter bezeichnen die Tabelle (Zeile 1), den
Spaltennamen (Zeile 2), den EPSG-Code (Zeile 3) des fu¨r diese Spalte gu¨ltigen Koordina-
tensystems, den Geometrietyp (Zeile 4) sowie die Dimension der Geometrie (Zeile 5).
5.4 Implementierung
Die fu¨r das Erzeugen einer Datenbank beno¨tigten SQL-Dateien wurden mittels XSLT-
Transformationen aus den Schemadateien AAA-Fachschema.xsd und AAA-Basisschema.-
xsd generiert. Ergebnis waren die zwei Dateien aaa bs.sql und aaa fs.sql, die alle zum
Anlegen der Datenbank notwendigen SQL-Statements enthielten. Im Folgenden wird dar-
gestellt, wie die Transformation der Schemadateien in SQL vorgenommen wurde.
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• Auf jede globale xs:complexType-Deklaration wird ein XSLT-Template angewendet,
das in der Ergebnisdatei ein CREATE TABLE-Statement einleitet. Dies geschieht
fu¨r alle ComplexTypes, die eine instanziierbare Klasse repra¨sentieren; diese sind in
den Schemata durch das Fehlen des Attributs abstract="true" gekennzeichnet.
• Um die Spalten in der Haupttabelle zu deklarieren, werden im Folgenden diejenigen
Kindelement-Deklarationen bearbeitet, die ein skalares Attribut kennzeichnen; bei
denen das Attribut maxOccurs also fehlt. Um die aus Oberklassen ererbten Attribu-
te einzubeziehen, kann anhand des xs:extension-Elements auf die xs:complexType-
Deklaration der jeweiligen Elternklasse zugegriffen werden.
• Anhand des im Schema genannten Typs wird jedem Kindelement ein Spaltentyp
zugeordnet. Die Zuordnung ergibt sich gema¨ß Tabelle 3.
• Bei Attributen mit enumeriertem Typ kann der Wertebereich auf den Wertebereich
des Enumerators eingschra¨nkt werden.
• Fu¨r Attribute, die einen einheitenbehafteten Typ haben, wird eine zweite Spalte fu¨r
den Namen der Einheit deklariert.
• Attribute, die durch einen zusammengesetzten Datentyp gebildet werden, mu¨ssen
in mehrere Spalten u¨berfu¨hrt werden, wobei pro Attribut des Datentyps eine Spal-
te in der Haupttabelle anzulegen ist. Um die o.g. Namenskonvention attributna-
me datentypsattributname einzuhalten, ist ein XSLT-Template auf die xs:complex-
Type-Deklaration des betroffenen Datentyps anzuwenden und mit dem Namen des
Attributs zu parametrisieren, sodass die Spalten in der gewu¨nschten Weise angelegt
werden ko¨nnen. Fu¨r das Beispiel des Attributs flurstuecksnummer der Klasse AX -
Flurstueck bedeutet dies folgendes:
Es wird ein Template auf den Datentyp AX_Flurstuecksnummer angewendet und mit
”
flurstuecksnummer“ als Attributname parametrisiert. Dieses Template erzeugt die
Spalten
”
flurstuecksnummer zaehler“ und
”
flurstuecksnummer nenner“. Die Typen
der so deklarierten Spalten ergeben sich aus den in der Deklaration des Datentyps
genannten XSD-Typen gema¨ß derselben Zuordnung wie bei den atomaren Attribu-
ten.
• Geometrische Attribute werden in Spalten des korrespondierenden Geometrietyps
u¨berfu¨hrt. Gema¨ß Simple Features-Spezifikation geschieht dies im Nachgang durch
Aufruf der AddGeometryColumn()-Funktion (s. Kapitel 5.3.5). Der zu verwendende
Geometrietyp ergibt sich aus dem jeweiligen in der Elementdeklaration referenzierten
GML-Element.
• Alle Kindelementdeklarationen, die multiplen Attributen entsprechen und somit ein
maxOccurs-Attribut fu¨hren, mu¨ssen gesondert behandelt werden, da aus ihnen sepa-
rate Tabellen generiert werden. Durch ein separates Template wird fu¨r jede dieser
Deklarationen ein eigenes CREATE TABLE-Statement generiert. Die so erzeugte
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Tabelle hat gema¨ß den in Kapitel 5.3.3 genannten Konventionen den Namen
”
Klas-
se Attributname“ und entha¨lt zwei Spalten – eine fu¨r den Fremdschlu¨ssel (
”
id“)
sowie eine fu¨r das eigentliche Attribut; der Typ dieser Spalte ergibt sich aus dem
o.g. Mapping.
• Fu¨r multiple Attribute mit komplexem Typ werden ebenfalls eigene Tabellen an-
gelegt. Hierfu¨r wird im Nachgang ein Template auf alle Kindelementdeklarationen
angewandt, die ein solches Attribut repra¨sentieren. Das Template entnimmt der Ele-
mentdeklaration den Elementnamen und den Namen des Datentyps und steuert
dann ein Template an, das auf der complexType-Deklaration des Datentyps arbei-
tet und hieraus eine Tabelle kreiert, deren Name der o.g. Konvention genu¨gt (z.B.
ax_schwere_schwereanomalie) und neben der Spalte
”
id“ weitere Spalten fu¨r alle
Attribute des Datentyps besitzt.
• Zusa¨tzlich zu den Tabellen fu¨r Hauptobjekte, multiple Attribute und multiple Da-
tentypen wird eine zusa¨tzliche Tabelle namens oid_map angelegt. In dieser werden
die Objektidentifikatoren und die Klassennamen der Objekte abgelegt, um einen
Lookup-Mechanismus zu schaffen, der fu¨r das Auflo¨sen von Relationen vonno¨ten
ist (s.o.). Diese Tabelle wird nicht per XSLT erzeugt sondern per Hand in einer
separaten SQL-Datei deklariert.
Das folgende Beispiel illustriert anhand der Klasse AX_Skizze die Erzeugung von SQL-
Fragmenten aus einer xs:complexType-Deklaration. In Listing 16 ist zuna¨chst die Dekla-
ration des ComplexTypes aus dem XML Schema dargestellt.
1 <complexType name="AX_SkizzeType">
2 <complexContent >
3 <extension base="adv:AA_NREOType">
4 <sequence >
5 <element name="skizzenname"
6 type="anyURI"/>
7 <element minOccurs="0"
8 name="skizzenart"
9 type="adv:AX_Skizzenart_SkizzeType"/>
10 <element minOccurs="0"
11 name="bemerkungen"
12 type="string"/>
13 </sequence >
14 </extension >
15 </complexContent >
16 </complexType >
Listing 16: XSD-Definition fu¨r AX Skizze
Listing 17 zeigt das hieraus generierte SQL-Statement zur Erzeugung der Datenbank-
tabelle ax_skizze. Die ererbten Attribute werden aus der ComplexType-Deklaration der
Oberklassen extrahiert; die drei lokal definierten Kindelemente (skizzenname, skizzenart
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und bemerkungen) werden gema¨ß den genannten Konventionen in Spaltendeklarationen
konvertiert.
1 CREATE TABLE ax_skizze
2 (
3 id VARCHAR (32) PRIMARY KEY ,
4
5 identifikator VARCHAR (16),
6 lebenszeitintervall_beginnt TIMESTAMP NOT NULL ,
7 lebenszeitintervall_endet TIMESTAMP ,
8 entstehungsanlass VARCHAR (8),
9 untergangsanlass VARCHAR (8),
10
11 /* Felder aus AX_Skizze:*/
12 skizzenname TEXT NOT NULL ,
13 skizzenart TEXT ,
14 bemerkungen TEXT
15 );
Listing 17: SQL-Block fu¨r die Haupttabelle ax skizze
5.5 Einschra¨nkungen
Bei der Umsetzung in ein Datenbankmodell wurden gegenu¨ber dem AAA-Modell die fol-
genden Einschra¨nkungen hingenommen:
• Bedingt durch das Geometriemodell der OGC-Spezifikation ist das Modell auf lineare
Geometrien beschra¨nkt; Kreisbo¨gen und Splines werden nicht unterstu¨tzt.
• Die Geometriespalten wurden fu¨r ein einziges Koordinatensystem angelegt; konkret
fu¨r das System ETRS89/UTM32 (EPSG-Code 25832). Insbesondere bei Punktor-
ten fu¨hrt dies zu Datenverlust, wenn Punktorte in mehreren Systemen gespeichert
werden mu¨ssen.
• Auf die Umsetzung der Qualita¨tsangaben wurde aus Zeitgru¨nden verzichtet. Im Ge-
gensatz zu allen anderen Attributen sind die Qualita¨tsangaben weitaus komplexer
modelliert und tiefer verschachtelt, sodass die Normalisierungskonventionen hierfu¨r
erheblich ha¨tten erweitert werden mu¨ssen.
• Die Wertebereichsbeschra¨nkungen fu¨r enumerierte Attribute wurden ebenfalls nicht
umgesetzt. Hierfu¨r wa¨re es neben der Auswertung der xs:simpleType-Deklarationen
in den Schemata no¨tig gewesen, die im AAA-Modell enthaltenen Codelisten hinzu-
zuziehen. Diese sind jedoch seit Version 6.0 der GeoInfoDok nicht mehr Bestandteil
des externen Modells und werden nicht mehr zusammen mit den XML Schemata
ausgeliefert. Zudem enthalten die Schemata lediglich die Information, dass ein Attri-
but auf den Wertebereich einer Codelist beschra¨nkt ist, jedoch nicht, welche Codelist
fu¨r dieses Attribut gilt.
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• Die bei der Verarbeitung von Einrichtungsauftra¨gen notwendigen Schritte wie etwa
das Setzen des Lebenszeitbeginns aus der Systemzeit oder das Ersetzen eines tem-
pora¨ren durch einen endgu¨ltigen Identifikator (vgl. [AdV08a]) wurden nicht beru¨ck-
sichtigt; alle Daten wurden aus den XML-Dateien unvera¨ndert u¨bernommen.
• Die Simple Features for SQL-Spezifikation unterstu¨tzt ausschließlich zweidimensio-
nale Koordinatensysteme. Damit ist es nicht mo¨glich, Punktorte mit einer Ho¨henin-
formation (z.B. zu Ho¨henfestpunkten) abzulegen.
Ergebnis der Implementierungen sind drei SQL-Dateien, in denen die CREATE TABLE-
Statements notiert sind. Die Dateien beno¨tigen zusammen 340KB und erzeugen ins-
gesamt 597 Datenbanktabellen. Abbildung 3 zeigt einen Screenshot des PostgreSQL-
Administrations-Tools pgAdmin mit der Liste der erzeugten Tabellen. Die Erzeugung der
Datenbank nimmt weniger als eine Minute in Anspruch.
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Abbildung 3: Screenshot des Administrationstools fu¨r PostgreSQL
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6 NAS-Implementierung auf SAX-Basis
(ContentHandler-Swapping)
In diesem Kapitel wird ein zweiter Ansatz fu¨r die NAS-Verarbeitung vorgestellt, der auf
der Simple API for XML basiert und sich die Fa¨higkeit der Programmiersprache Java
zu nutze macht, mittels Reflexion zur Laufzeit eine Objektklasse anhand ihres Namens
anzusprechen und zu initialisieren ([Fla02]).
Ziel dieser Entwicklung war ein Java-Programm, das in der Lage ist, NAS-Dateien zu
verarbeiten und daraus in einem ersten Schritt SQL-Dateien zu erzeugen. In einem zweiten
Schritt ko¨nnen diese Daten dann in eine Datenbank geladen werden. Als Datenbank kam
PostgreSQL/PostGIS zum Einsatz; ein freies System, das die
”
OGC Simple Features for
SQL“-Spezifikation erfu¨llt. Somit entstand eine NAS-Implementierung, die ausschließlich
auf freier Software arbeitet und somit vollends kostenneutral realisierbar ist.
Die Erkenntnisse, die im Zuge der NAS-Entwicklung in der Fachschale ALKIS gewon-
nen wurden, konnten mit einigen Modifikationen auf diese Lo¨sung u¨bertragen werden;
auch hier findet eine Modularisierung auf Klassenebene statt – jede Objektklasse ist fu¨r
das Verarbeiten
”
ihrer“ XML-Elemente verantwortlich. Eine Modularisierung auf Attri-
butebene ist jedoch mit der Programmiersprache Java nicht ohne weiteres durchfu¨hrbar,
da Java nicht vollsta¨ndig objektorientiert ist und keine Mo¨glichkeit besteht, auf atomaren
Typen eigene Methoden zu definieren.
6.1 Grundprinzip des ContentHandler-Swappings
Das Prinzip von SAX sieht fu¨r die Abarbeitung von SAX-Callback-Methoden zuna¨chst ge-
nau eine Instanz eines ContentHandlers vor (s. Kap. 2.3.1). Diese ContentHandler-Instanz
muss auf alle mo¨glichen Ereignisse geeignet reagieren. Die Unterscheidung, ob und wie zu
reagieren ist, wird zuna¨chst aufgrund des Namens des Elements getroffen, das der Parser
aktuell bearbeitet. Da in der NAS etwa zweitausend verschiedene XML-Elemente definiert
sind, wu¨rde dies eine schier endlose Abfolge von if-Abfragen wie z.B.
if(elementName.equals("..."))
bedeuten, die in der Praxis nicht wartbar wa¨ren und die Performance einer solchen Lo¨sung
signifikant verschlechtern wu¨rden.
Ein mo¨glicher Ausweg besteht nun darin, zur Laufzeit den ContentHandler auszutau-
schen. Erlaubt man der ContentHandler-Klasse Zugriff auf die Instanz des Parsers, so kann
dieser Instanz mit Hilfe der setContentHandler()-Methode bei Bedarf ein anderer Con-
tentHandler zugewiesen werden. Alle ab diesem Zeitpunkt auftretenden SAX-Ereignisse
werden dem neu zugewiesenen ContentHandler u¨bermittelt.
Macht man sich die objektorientierte Struktur der NAS-Schemata zu nutze, so kann
man beim Generieren von Code aus den NAS-Schemata Objektklassen erzeugen, die das
ContentHandler-Interface implementieren und sich die Parser-Instanz gegenseitig weiter-
reichen, wobei jede Klasse lediglich fu¨r diejenigen XML-Elemente
”
zusta¨ndig“ ist, die
innerhalb ihrer Schema-Definition definiert sind. Somit mu¨ssen von keinem ContentHand-
ler mehr als etwa 15 verschiedene Elemente unterschieden werden, was die oben genannte
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Problematik drastisch entscha¨rft.
Wa¨hrend der Code fu¨r die Verarbeitung der AAA-Klassen automatisiert abgeleitet wer-
den kann, geschieht die GML-Prozessierung durch eine ha¨ndisch implementierte Schnitt-
stelle. Diese verarbeitet die in den NAS-Daten enthaltenen GML-Konstrukte und erzeugt
daraus SQL-Fragmente, die der OGC Simple Features-Spezifikation genu¨gen und die in
GML kodierten Geometrien als WKT-Zeichenketten formulieren.
6.2 Verarbeitung einer XML-Datei
Die Verarbeitung einer XML-Datei geschieht nach dem folgenden Schema:
1. Die Datei wird zuna¨chst angeparst. Erster ContentHandler ist eine universelle Klas-
se, die anhand des Kopfelements ermittelt, um welche Auftragsart es sich bei der
vorliegenden Datei handelt. Die entsprechende Auftragsklasse wird instanziiert und
als zweiter ContentHandler eingesetzt. Die Felder der Auftragsklasse (z.B. empfaen-
ger) werden im Folgenden durch die Inhalte der XML-Elemente gesetzt.
2. Sobald der Parser ein startElement-Ereignis mit dem Elementnamen
”
Transaction“
meldet, wird zur weiteren Verarbeitung der Transaktionsschritte eine Instanz einer
Transaktions-Klasse als dritter ContentHandler verwendet. Diese reagiert auf den
Beginn eines Insert-, Replace- oder Delete-Elements mit dem U¨bergang in einen
Einfu¨ge- bzw. Lo¨sch- oder A¨nderungsmodus. Im Folgenden soll der Insert-Fall be-
trachtet werden; die Unterschiede, die sich bei A¨nderungsoperationen ergeben, sind
– bedingt durch das Historienkonzept des AAA-Modells – marginal, da lediglich
eine neue Objektversion eingefu¨gt und das Lebenszeitende der Vorga¨ngerversion ge-
setzt wird. Im Vergleich zum Insert-Fall bedeutet dies lediglich ein weiteres SQL-
Statement fu¨r die Modifikation der Vorga¨ngerversion, das etwa folgendes Aussehen
haben ko¨nnte:
UPDATE AX_Flurstueck
SET lebenszeitintervall_endet = ’2008 -09 -12 09:23:55 ’
WHERE lebenszeitintervall_beginnt = ’2007 -03 -01 01:17:32 ’
AND identifikator = ’DENW0124abcdefgh ’;
Das Lo¨schen von Objekten reduziert sich bei einem System mit Historiennachweis
auf das Formulieren eines ebenso gearteten SQL-Statements; fu¨hrt eine Datenhaltung
keine Historie – etwa als Sekunda¨rdatenhaltung – so kann die Vorga¨ngerversion bzw.
das Objekt in Ga¨nze aus dem System gelo¨scht werden. Das hierfu¨r beno¨tigte SQL-
Statement ha¨tte etwa folgendes Aussehen:
DELETE FROM AX_Flurstueck
WHERE lebenszeitintervall_beginnt = ’2007 -03 -01 01:17:32 ’
AND identifikator = ’DENW0124abcdefgh ’;
3. Ein Insert-Element hat stets die XML-Repra¨sentation einer oder mehrerer vollsta¨ndi-
gen Objekt-Instanzen als direkte Kindelemente. Anhand des lokalen Namens des
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na¨chsten startElement-Ereignisses kann so leicht bestimmt werden, welchen Typ die-
se Instanz hat. Nunmehr wird die entsprechende Klasse instanziiert (dies geschieht
per Reflexion), und diese Instanz ist bis zum korrespondierenden endElement-Event
als ContentHandler dafu¨r zusta¨ndig, aus dem XML alle Attributwerte zu entneh-
men und diese fu¨r das Einfu¨gen in die Datenbank vorzubereiten. In der Regel ist das
Ergebnis dieser Vorbereitung eine Reihe von SQL-Statements.
Da die meisten Klassen von anderen Klassen abgeleitet sind, muss in der Regel jeder
Callback-Methoden-Aufruf auf der Superklasse wiederholt werden, sodass gewa¨hr-
leistet ist, dass die in der Elternklasse definierten Attribute ebenfalls gefu¨llt werden.
Daru¨ber hinaus besitzt jede Objekt-Instanz einen Verweis auf die Instanz der Trans-
aktions-Klasse und kann diese wieder als ContentHandler einsetzen, nachdem ihr
eigenes endElement-Ereignis stattgefunden hat.
4. Fu¨r diejenigen Objektattribute, deren Typ komplexe Datentypen sind, werden In-
stanzen dieser Datentypen erzeugt und ihrerseits als ContentHandler eingesetzt. So
ist jede Klasse und jeder Datentyp lediglich fu¨r das Verarbeiten der direkten Kind-
elemente verantwortlich. Da es Datentypen gibt, die von mehreren Klassen benutzt
werden, wird auf diese Weise die Erzeugung redundanten Codes vermieden.
5. Jede Objektinstanz erzeugt ein zusa¨tzliches SQL-Statement, in dem die Zuordnung
des Objektidentifikators zur Klasse ausgedru¨ckt wird:
INSERT INTO oid_map
VALUES (’DENW123412345678 ’,’AX_Flurstueck ’))
6.3 Implementierung
Die Implementierung dieser Lo¨sung zerfa¨llt in die folgenden Teile:
1. das Implementieren einer Klasse AA_Objekt, die die in allen von ihr abgeleiteten
Klassen zur Verfu¨gung stehende Funktionalita¨t entha¨lt
2. das Schreiben eines XSLT-Stylesheets zum Generieren der Objektklassen, welche als
ContentHandler agieren;
3. das Schreiben eines Hauptprogramms, das die Dateiverarbeitung initiiert, die Con-
tentHandler verwaltet und die generierten SQL-Blo¨cke in eine Ergebnisdatei schreibt
4. die Implementierung einer GML-Schnittstelle
Fu¨r die Steuerung kam das Build-Tool Apache ANT zum Einsatz, mit dessen Hilfe
es mo¨glich ist, die im Folgenden dargestellten Schritte koordiniert ablaufen zu lassen und
dabei nur diejenigen Schritte auszufu¨hren, die durch die Vera¨nderung mindestens einer
betroffenen Datei notwendig sind:
• XSLT-Transformation und Generierung der Java-Sourcen fu¨r die einzelnen Klassen
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• Kompilieren aller (vera¨nderten) Dateien und Erstellen einer Klassenbibliothek
• Starten des Hauptprogramms unter Verwendung der soeben erstellten Bibliothek
• ggf. Neuanlegen der Datenbank und Einlesen der erstellten SQL-Datei
6.3.1 Struktur der Klasse AA_Objekt
Wurzel der Vererbungshierarchie ist die per Hand implementierte Klasse AA_Objekt, die
ihrerseits von der Klasse org.xml.sax.helpers.DefaultHandler erbt. Folglich erben alle ge-
nerierten Klassen hiervon und ko¨nnen einem XML-Parser als ContentHandler u¨bergeben
werden.
Die Klasse AA_Objekt entha¨lt eine Reihe von Membervariablen, auf die alle von ihr
erbenden Klassen Zugriff haben. Einige davon sollen hier genannt werden, um die Ar-
beitsweise des Systems zu erla¨utern:
• Eine Membervariable namens parser repra¨sentiert einen Verweis auf den benutz-
ten XML-Parser, sodass jede Objektklasse hierauf Zugriff erha¨lt und u¨ber dessen
setContentHandler()-Methode die Mo¨glichkeit hat, den ContentHandler des Parsers
zur Laufzeit auszutauschen
• Eine statische Instanz der Java-Klasse BufferedWriter kann von allen Objekten
genutzt werden, um SQL-Statements in die Ergebnisdatei wegzuschreiben. Der Buf-
feredWriter wird zu Beginn eines Ladelaufs instanziiert und mit einer Datei ver-
knu¨pft. Wa¨hrend der Verarbeitung der XML-Datei steht der BufferedWriter je-
derzeit zur Verfu¨gung, um Ergebnisfragmente zu exportieren; am Ende des Laufs
oder im Fehlerfall wird der Ausgabestrom geschlossen und die Datei somit wieder
freigegeben.
• Um dem Parser nach Abschluss der eigenen Zusta¨ndigkeit wieder den vorherigen
ContentHandler zuzuweisen, existiert mit der Membervariablen prevHandler ein Ver-
weis auf diesen vorherigen Handler.
• Daru¨ber hinaus existieren diverse Strings und HashMaps, mit denen die bisherigen
SQL-Teile gesammelt und verwaltet werden ko¨nnen.
6.3.2 Generieren von Objektklassen mittels XSLT
Unter Verwendung eines XSLT-Stylesheets wurde aus den XML Schemata der NAS Java-
Quellcode fu¨r alle AAA-Klassen und -Datentypen abgeleitet. Dabei wurden das folgende
Regelwerk benutzt:
• Jeder in den Schemata deklarierte xs:complexType repra¨sentiert eine AAA-Klasse;
folglich werden aus den globalen xs:complexType-Elementen die Klassendefinitionen
generiert. Soweit eine Vererbung zu einer andere Klasse besteht, kann diese aus dem
xs:extension-Element abgeleitet werden.
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• In jeder Klasse werden die ContentHandler-Methoden startElement() und endEle-
ment() u¨berschrieben. Diese Methoden unterscheiden nach den im jeweiligen com-
plexType definierten Kindelementen und verarbeiten die innerhalb dieser Elemen-
te vorgefundenen Textinhalte zu SQL-Fragmenten. Wird ein Objektattribut durch
einen Datentyp repra¨sentiert, so wird in der startElement()-Methode fu¨r das korre-
spondierende Kindelement eine Instanz dieses Datentyps als ContentHandler einge-
setzt; dieser verarbeitet seinerseits die auftretenden Element und liefert zuletzt ein
entsprechendes endElement()-Ereignis an die Klasse zuru¨ck.
• Um die Kindelemente zu verarbeiten, die auf den Oberklassen einer Klasse definiert
wurden, ruft jede startElement()- und endElement()-Methode zudem die entspre-
chenden Methoden auf der direkten Elternklasse auf.
• Die startElement()-Methode reagiert auf den Beginn des Klassen-Element mit der
Initialisierung der Zeichenketten fu¨r die SQL-Fragmente. Zudem wird aus dem gml:
id-Attribut des Elements der Objektidentifikator extrahiert.
• Das endElement()-Event, das den Klassennamen als Elementnamen u¨bergibt (z.B.
”
AX Flurstueck“), signalisiert der jeweiligen Klasse das Ende ihrer Zusta¨ndigkeit als
ContentHandler. Hierdurch werden die folgenden Aktionen ausgelo¨st:
– Die wa¨hrend der Verarbeitung gesammelten SQL-Fragmente werden in die Er-
gebnisdatei geschrieben. Zusa¨tzlich wird ein SQL-Statement in die Datei ge-
schrieben, das ein Mapping zwischen dem Identifikator der Instanz und dem
Klassennamen herstellt (s.o.).
– Mit der setContentHandler()-Methode wird dem XML-Parser der vorherige
ContentHandler u¨bergeben
6.3.3 Implementierung des Hauptprogramms
Das Hauptprogramm wird durch eine Klasse namens AAAParser implementiert; in deren
main()-Methode wird die Verarbeitung angestoßen. Parameter fu¨r die main()-Methode
ist der Pfad zu einer einzelnen XML-Datei oder zu einem Verzeichnis, das XML-Dateien
entha¨lt. Die folgenden Arbeitsschritte werden ausgefu¨hrt:
• Pru¨fen, ob der u¨bergebene Pfad eine einzelne Datei oder ein Verzeichnis repra¨sen-
tiert. Falls zweiteres zutrifft, werden die folgenden Schritte fu¨r alle in diesem Ver-
zeichnis enthaltenen XML-Dateien angestoßen.
• Festlegen des Namens fu¨r die SQL-Ausgabedatei. Dieser ist gleich dem Namen der
Eingabedatei, lediglich das Suffix wird in .sql gea¨ndert.
• Pru¨fung auf Vorhandensein der Eingabedatei.
• Initialisieren eines SAX-Parsers und Festlegen des initialen ContentHandlers; dies
ist eine Instanz der Klasse NASAdapter. Diese erha¨lt bei ihrer Initialisierung den
Namen der Ergebnisdatei sowie eine Referenz auf den Parser.
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• Anstoßen des Parsing-Vorgangs.
Die Klasse NASAdapter stellt eine Vereinfachung gegenu¨ber dem in Kapitel 6.2 dar-
gestellten Vorgehen dar; das Instanziieren der Auftragsklasse sowie das Extrahieren der
Kopfinformationen wurden fu¨r die Implementierung als trivial betrachtet und daher ver-
nachla¨ssigt. Als ContentHandler fu¨hrt die Klasse wa¨hrend des Parsens der NAS-Datei(en)
die folgenden Schritte aus:
• Die Klasse NASAdapter implementiert die Methode startElement(); sobald vom
Parser das o¨ffnende Tag eines <wfs:Insert>-Elements gemeldet wird, wird ein Flag
auf true gesetzt, der signalisiert, dass das na¨chste startElement()-Ereignis den Be-
ginn eines Klassen-Elements repra¨sentiert.
• Das nun folgende startElement()-Ereignis signalisiert dem NASAdapter den Beginn
der
”
Zusta¨ndigkeit“ einer AAA-Klasse. Aus dem Elementnamen (z.B.
”
AX Flur-
stueck“) wird per Reflexion die zugeho¨rige Klasse ermittelt und instanziiert.
• Auf der Instanz der AAA-Klasse setzt der NASAdapter die folgenden drei Member-
variablen:
1. parser: Die Instanz des XML-Parsers
2. prevHandler: Der vorherige ContentHandler; dies ist der NASAdapter selbst
3. writer: Der BufferedWriter, der den Ausgabestrom in die Ergebnisdatei kap-
selt und so das Schreiben in dieselbe ermo¨glicht.
• Die Instanz der AAA-Klasse wird als ContentHandler eingesetzt und arbeitet alle
SAX-Events innerhalb des sie repra¨sentierenden XML-Baums ab. Dabei baut die
Instanz die SQL-Statements fu¨r das Erzeugen der Datenbankeintra¨ge auf und legt
diese in den dafu¨r vorgesehenen Strings und HashMaps ab.
• Anhand des endElement()-Events mit dem Klassennamen als Elementnamen erfa¨hrt
die AAA-Instanz vom Ende ihrer Zusta¨ndigkeit und schließt die Verarbeitung der
Elemente mit dem Wegschreiben der SQL-Statements in die Ergebnisdatei ab.
• Hiernach wird der NASAdapter wieder als ContentHandler eingesetzt und
”
wartet“
auf das na¨chste Insert-Element.
• Der NASAdapter verwaltet einen Objekt-Cache, damit der zeitraubende Reflexi-
onsmechanismus nicht jedesmal angestoßen werden muss: Beim ersten Instanziieren
einer Objektklasse wird diese Instanz unter dem Klassennamen in einer HashMap
eingetragen. Bei jedem wiederholten Aufruf dieser Klasse wird die Instanz aus der
HashMap geholt. Mittels ihrer init()-Methode werden die Membervariablen auf die
vorgesehenen Startwerte gesetzt, und die Instanz kann erneut als ContentHandler
eingesetzt werden.
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6.3.4 GML-Schnittstelle
Neben den automatisch generierten Sourcen wurde eine GML-Schnittstelle beno¨tigt, die
aus den oben genannten Gru¨nden von Hand zu implementieren war. Dies geschah unter
Verwendung zweier frei erha¨ltlicher Java-Bibliotheken:
1. Die Java Topology Suite (JTS)-Bibliothek implementiert ein GML-nahes Geometrie-
modell und besitzt u¨berdies eine Schnittstelle zu dem fu¨r Geometrie-Datenbanken
beno¨tigten WKB- bzw. WKT-Format gema¨ß der OGC Simple Features for SQL-
Spezifikation. Gema¨ß der OGC-Simple Features-Spezifikation unterstu¨tzt die JTS-
Bibliothek – ebensowenig wie die PostGIS-Datenbank – weder Kreisbo¨gen noch Spli-
nes. Derartige Geometrien wurden beim Import rechnerisch “begradigt“, d.h. in ap-
proximierende Polygone umgerechnet.
2. Die JDOM -Bibliothek ermo¨glicht die baumbasierte XML-Verarbeitung mit einer ge-
genu¨ber dem DOM-Modell vereinfachten Programmierschnittstelle. Die Bibliotheks-
klasse org.jdom.Element kapselt dabei ein XML-Element mitsamt seinem Inhalt.
Die Verbindung von den AAA-Klassen als ContentHandler zur GML-Schnittstelle wird
wie folgt hergestellt:
• Wird ein startElement-Ereignis fu¨r ein position-Element gemeldet, u¨bergibt die
AAA-Klasse dem Parser eine Instanz der per Hand implementierten Klasse GeomA-
dapter als ContentHandler.
• Der GeomAdapter registriert alle SAX-Ereignisse bis zum letzten GML-Element.
Aus diesen Events wird ein JDOM-Element erzeugt, das den gesamten GML-Baum
fu¨r diese Geometrie kapselt.
• Anhand des Elementnamens des JDOM-Elements wird eine Geometrieklasse der
JTS-Bibliothek initialisiert und mit den im GML-Baum enthaltenen Informationen
aufgebaut.
• Die JTS-Bibliothek stellt fu¨r alle Geometrie-Klassen eine toString()-Methode zur
Verfu¨gung, mit der aus den Geometrien Well Known Text-Zeichenketten generiert
werden; durch Nutzung dieser Methode entsteht aus der soeben aufgebauten Geo-
metrie ein solcher WKT-String.
• Der GeomAdapter setzt zuletzt wieder die AAA-Klasse als ContentHandler ein
und u¨bergibt dieser den WKT-Text zum Integrieren in das entsprechende SQL-
Statement.
6.4 Analyse
6.4.1 Aufwand
Die hier vorgestellte Lo¨sung zeichnet sich durch einen sehr geringen Implementierungs-
aufwand aus; die in Kapitel 6.3 dargestellten Arbeitsschritte lassen sich in weniger als
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zwei Wochen realisieren. Voraussetzung hierfu¨r sind – neben dem sicheren Beherrschen
von SQL, Java und XSLT – tiefgreifende Kenntnisse der Normalisierungskonventionen
sowie der im Modell und in den Schemata stereotyp verwendeten Mechanismen. Durch
das konsequente Mapping zwischen Modell und Schemata und die u¨berschaubare An-
zahl der zu unterscheidenden Attributtypen ha¨lt sich der Implementierungsaufwand fu¨r
das XSLT-Stylesheet in Grenzen, da nur auf wenige Unterschiede in den Elementdekla-
rationen in den Schemata eingegangen werden muss. Zudem entfa¨llt auf die generierten
Quelltexte ohnehin nur vergleichsweise wenig Code, da ein Großteil der Funktionalita¨t in
der handgeschriebenen Klasse AA_Objekt implementiert ist. Die Gro¨ße der mittels XSLT
generierten Quelltextdateien fu¨r die AAA-Klassen bewegt sich je nach Anzahl der At-
tribute bzw. Kindelemente von knapp 3KB (Datentyp AX Portionierungsparameter) bis
maximal 22KB (AX SonstigesBauwerkOderSonstigeEinrichtung).
Die Implementierung der Klasse AA_Objekt nimmt einen Großteil der anfallenden Ar-
beiten ein, da in dieser Klasse die von jeder AAA-Klasse zur Verfu¨gung zu stellende Pro-
grammlogik abgebildet wird. Hierunter fallen etwa die Abarbeitung von fu¨r alle Klas-
sen gleich zu behandelnden SAX-Events, das Verwalten von Name-Wert-Paaren fu¨r die
aus dem XML ermittelten Attribute, die Ausgaberoutinen fu¨r das Schreiben der SQL-
Statements sowie die Konvertierung von aus dem XML entnommenen Zeichenketten in
ihre SQL-konformen Pendants.
Ein nicht zu unterscha¨tzender Faktor in der Implementierung ist die Geometrie-Schnitt-
stellenklasse GeomAdapter. Auch wenn sich die Konversion von GML nachWKT imWesent-
lichen darauf beschra¨nkt, Koordinaten zu sammeln und damit die Initialisierungsmethoden
der JTS-Klassen aufzurufen, ist hier bedingt durch die Komplexita¨t des GML-Schemas ei-
ne Vielzahl von mo¨glichen Elementkonstellationen zu unterscheiden. Hierbei macht sich
bemerkbar, dass in GML eine Vielzahl von Elementen zum Einsatz kommt, die zur ko-
dierten geometrischen Information keinerlei Beitrag leisten sondern lediglich als – vielfach
unno¨tige – Klammer um ohnehin schon zusammengefasste Informationen dienen und so
den GML-Code aufbla¨hen (vgl. Kap. 3.3.2). Die Verarbeitung solcher Elemente nimmt
Zeit und Programmieraufwand in Anspruch, ohne dass hierdurch ein Mehrwert entstu¨nde.
Daru¨ber hinaus ist der GeomAdapter auch im Hinblick auf die Wartbarkeit dieser Lo¨sung
eine Schwachstelle, da A¨nderungen in den GML-Schemata hier ha¨ndisch nachgehalten
werden mu¨ssen und mit jedem Versionswechsel eine vollsta¨ndige Codekontrolle erfolgen
muss.
6.4.2 Performance
Mit der hier beschriebenen Implementierung wurden sechs NAS-Dateien unterschiedlicher
Gro¨ße und Herkunft nach SQL konvertiert und in eine Datenbank eingelesen. Tabelle 6
zeigt, in welcher Zeit die verschiedenen Datensa¨tze nach SQL konvertiert wurden6. Die
Verarbeitungsgeschwindigkeit bewegt sich dabei je nach Komplexita¨t der Objektgeometri-
en im Bereich von 2400 bis u¨ber 3400 Objekte pro Sekunde; die Verarbeitung komplexerer
Geometrien nimmt signifikant mehr Zeit in Anspruch als die Konvertierung einfacherer
6Die Systemkonfiguration ist in Kapitel 8.1.1 dargestellt
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Geometrien.
Die Java-VM beno¨tigt wa¨hrend der Konvertierung ca. 26 Megabyte Hauptspeicher;
dieser Wert ist unabha¨ngig von der Gro¨ße der konvertierten Datei.
Datensatz Dateigro¨ße Objekte Laufzeit (s) Objekte/s
1 21 MB 15468 5,1 3033
2 119 MB 82737 25,4 3257
3 239 MB 181844 52,9 3438
4 470 MB 399986 128,2 3120
5 586 MB 302939 123,9 2445
6 1338 MB 959838 302,9 3169
Tabelle 6: NAS-SQL-Konvertierung – Zeiten
6.4.3 Wartbarkeit
Eine erste Realisierung der SAX-basierten NAS-Implementierung entstand bereits im
Herbst des Jahres 2005; zum damaligen Zeitpunkt lag die GeoInfoDok in der Version
4.0 vor, sodass die erste Version des Codes auf die mit der damaligen GeoInfoDok-Version
vero¨ffentlichten Schemata abgestimmt war.
Im Winter 2008/2009 wurde die Lo¨sung fu¨r die mittlerweile erschienene GeoInfoDok-
Version 6.0 u¨berarbeitet. Im Zuge dieser U¨berarbeitung wurde die Wartbarkeit des Codes
unter Beweis gestellt; dabei wurden die folgenden Erkenntnisse gewonnen:
• Die mit der GeoInfoDok-Version 6.0 eingefu¨hrte GML-Version 3.2.1 brachte einige
Neuerungen mit sich, die eine U¨berarbeitung des GeomAdapters notwendig machten.
Die gravierendste A¨nderung betrifft dabei die Kodierung von Koordinaten in Linien-
und Fla¨chengeometrien: Wurden zuvor Koordinaten einzeln in <gml:pos>-Elementen
hinterlegt, so werden nunmehr die Koordinaten eines zusammenha¨ngenden Linien-
zugs durch Leerzeichen getrennt hintereinander in <gml:posList>-Elementen notiert.
Hierbei beschreibt ein solches <gml:posList>-Element in der Regel ein aus zwei Punk-
ten bestehendes Linienstu¨ck.
• Die zwischen den beiden Versionen vorgenommenen Modella¨nderungen – weggefal-
lene oder neu hinzugekommene Klassen und Attribute, Attributtyp- und Kardina-
lita¨tsa¨nderungen etc. – finden durch die automatisierte XSLT-getriebene Quellcode-
generierung ohne jedes Zutun automatisch Einfluss in die neue Softwareversion.
• Die XML Schemata der GeoInfoDok-Version 6.0 wurden erstmals mit einer ande-
ren Software aus dem Rational Rose-Modell abgeleitet. War bisher ein Rational
Rose-Script zum Einsatz gekommen, so fand nun ein von der Firma Interactive In-
struments entwickeltes Tool namens ShapeChange Anwendung. Dieser Wechsel hat
zur Folge, dass sich die Strukturen in den Schemata an einigen Stellen grundlegend
gea¨ndert haben. Auf den Aufbau der gegen die Schemata gu¨ltigen XML-Daten hat
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dies keinen Einfluss, wohl aber auf die Verarbeitung der Schemata, die infolgedessen
auf die gea¨nderten Strukturen angepasst werden muss. Dies sei durch ein Beispiel
illustriert:
Das folgende Listing zeigt die Schemadeklaration fu¨r das Element <flurstuecks-
nummer> sowie dessen Kindelemente, die den Datentyp AX_Flurstuecksnummer abbil-
den, im Fachschema der GeoInfoDok 6.0:
1 <!-- Aus AX_FlurstueckType: -->
2 ...
3 <element name="flurstuecksnummer"
4 type="adv:AX_FlurstuecksnummerPropertyType"/>
5 ...
6
7 <!-- Definition AX_FlurstuecksnummerPropertyType: -->
8 <complexType name="AX_FlurstuecksnummerPropertyType">
9 <sequence >
10 <element ref="adv:AX_Flurstuecksnummer"/>
11 </sequence >
12 </complexType >
13
14 <!-- Definition des Kindelements AX_Flurstuecksnummer: -->
15 <element name="AX_Flurstuecksnummer"
16 substitutionGroup="gml:AbstractObject"
17 type="adv:AX_FlurstuecksnummerType"/>
18
19 <!-- Definition AX_FlurstuecksnummerType: -->
20 <complexType name="AX_FlurstuecksnummerType">
21 <sequence >
22 <element name="zaehler" type="string"/>
23 <element minOccurs="0" name="nenner" type="string"/>
24 </sequence >
25 </complexType >
Zum Vergleich folgt im folgenden dieselbe Deklaration aus dem Fachschema der
GeoInfoDok 5.1.1:
1 <!-- Aus AX_FlurstueckType: -->
2 <xs:element name="flurstuecksnummer">
3 <xs:complexType >
4 <xs:sequence >
5 <xs:element ref="adv:AX_Flurstuecksnummer" />
6 </xs:sequence >
7 </xs:complexType >
8 </xs:element >
9
10 <!-- Definition des Kindelements AX_Flurstuecksnummer: -->
11 <xs:element name="AX_Flurstuecksnummer"
12 type="adv:AX_FlurstuecksnummerType"
13 substitutionGroup="gml:_Object"/>
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14
15 <!-- Definition AX_FlurstuecksnummerType: -->
16 <xs:complexType name="AX_FlurstuecksnummerType">
17 <xs:sequence >
18 <xs:element name="zaehler" type="xs:string"/>
19 <xs:element name="nenner" type="xs:string"
20 minOccurs="0"/>
21 </xs:sequence >
22 </xs:complexType >
Der Unterschied zwischen beiden Darstellungen ist rein syntaktischer, nicht inhalt-
licher Natur; der Aufbau eines schemakonformen <flurstuecksnummer>-Elements ist
in beiden Fa¨llen identisch. Wa¨hrend jedoch in der a¨lteren Darstellung der Datentyp-
Charakter des Attributs durch das eingeschachtelte xs:complexType-Element unmit-
telbar erkennbar war, entha¨lt nunmehr jede Elementdeklaration ein type-Attribut,
unabha¨ngig vom Attributtyp. Einzig anhand der Tatsache, dass der Elementtyp auf
PropertyType endet, la¨sst sich der komplexe Charakter des Attributs ad hoc erken-
nen.
• Eine der A¨nderungen zwischen den zwei genannten Versionen betrifft den Namens-
raum der AAA-XML-Elemente. Die AdV deklariert fu¨r jede neue GID-Version einen
neuen Namensraum gema¨ß dem Duktus
http://www.adv-online.de/namespaces/gid/X.Y,
wobei X.Y der jeweiligen GeoInfoDok-Version entspricht, also z.B. den Wert 6.0 an-
nimmt. Diese A¨nderung ist bei der Umstellung des Codes auf eine neue Version sehr
leicht durch einfaches Suchen und Ersetzen zu vollziehen.
Es zeigt sich allerdings, dass es in einer SAX-basierten Lo¨sung ebenso mo¨glich ist,
vollkommen Namensraum-unabha¨ngig zu arbeiten. Die SAX-Callback-Methoden er-
halten die Namen der vom Parser angetroffenen XML-Elemente stets sowohl als
lokale wie auch als qualifizierte Elementnamen. Es obliegt dem Programmierer der
ContentHandler-Klasse(n), zu entscheiden, wie streng die Pru¨fung auf Namensraum-
Konformita¨t im Code erfolgen soll. Eine strenge Pru¨fung ermo¨glicht es freilich, Ele-
mente aufzudecken, denen ein falsches Namensraum-Pra¨fix zugewiesen wurde. Un-
terstellt man jedoch, dass bereits bei der Generierung der NAS-Daten oder aber vor
dem Einlesevorgang ohnehin eine Validierung stattgefunden hat, so bietet es sich
aus Gru¨nden der Performance und der leichteren Handhabbarkeit des Codes an, auf
eine Namespaceu¨berpru¨fung wa¨hrend der NAS-In-Verarbeitung zu verzichten und
stets mit den lokalen Elementnamen zu arbeiten. Im Hinblick auf Versionswechsel
bedeutet dies, dass große Teile des Codes unvera¨ndert bleiben ko¨nnen.
• Generell mu¨ssen alle A¨nderungen, die sich nicht aus den Schemata sondern aus an-
derweitigen Festlegungen ergeben, durch ha¨ndische Implementierung nachgezogen
werden. Ein Beispiel hierfu¨r ist die mit Einfu¨hrung der GeoInfoDok 5.1. getrof-
fene Festlegung, in den Rechtswerten von Koordinaten die Streifen- bzw. Zonen-
kennung wegzulassen. Da die Koordinaten tragenden Elemente in GML den Typ
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gml:doubleList“ haben – eine leerzeichengetrennte Aneinanderreihung von Fließ-
kommazahlen – mu¨ssen die Festlegungen u¨ber Reihenfolge und Formatierung der
Koordinaten außerhalb des Schemas getroffen werden; hierbei gelten in diesem Fall
die in der GeoInfoDok formulierten Regelungen. Fallen – wie hier geschehen – im
Rahmen eines Versionswechsels A¨nderungen an diesen Regelungen an, sind diese
ha¨ndisch in den Quellcode zu u¨bertragen.
Die neu eingefu¨hrte GML-Version und die neuerdings verwendete ShapeChange-Soft-
ware und die daraus resultierenden strukturellen A¨nderungen in den XML Schemata fu¨hr-
ten dazu, dass bei der Umstellung von GeoInfoDok-Version 4.0 auf Version 6.0 eine Vielzahl
von grundlegenden A¨nderungen am Quellcode vorgenommen werden mussten.
Keine dieser Modifikationen gru¨ndete sich jedoch auf A¨nderungen im AAA-Datenmodell.
Im Umkehrschluss heißt das, dass ein Versionswechsel ohne die genannten strukturellen
A¨nderungen mit der hier vorgestellten Implementierung allein durch ein Austauschen der
XML Schemata und erneute Codegenerierung sowie ggf. die A¨nderung des Namensraum-
URI mittels Suchen und Ersetzen mo¨glich wa¨re.
Ein wesentliches Charakteristikum der hier dargestellten Lo¨sung ist die sehr gerin-
ge Anzahl handgeschriebener Quelltextdateien. Tatsa¨chlich reduzieren sich diese auf die
folgenden:
• javaGenerator.xsl
XSLT-Stylesheet zur Generierung von Java-Dateien fu¨r die AAA-Klassen.
• AA_Objekt.java
Wurzel der AAA-Vererbungshierarchie (s. Kap. 6.3.1).
• AAAParser.java
Hauptprogramm (s. Kap. 6.3.3).
• NASAdapter.java
Erster, universeller ContentHandler, der den ContentHandler-Cache verwaltet und
per Reflexion die jeweilige AAA-Klasse als ContentHandler einsetzt.
• GeomAdapter.java
Geometrie-Adapterklasse, die aus SAX-Events ein JDOM-Element aufbaut, hieraus
eine JTS-Geometrie generiert und deren WKT-Repra¨sentation erzeugt.
Durch diesen flachen Aufbau wird eine ausgezeichnete Wartbarkeit erzielt; die durch die
Codegenerierung per XSLT entstehenden ca. 300 weiteren Java-Quelltextdateien bedu¨rfen
keiner Wartung, da sich ihr Inhalt zwingend aus dem Zusammenspiel der XML Schemata
und dem XSLT-Stylesheet ergibt. Fehler im generierten Code mu¨ssen somit im Stylesheet
korrigiert werden.
Fu¨r alle stereotyp abgebildeten Objektattribute stellt dies in der Regel keinerlei Pro-
blem dar; allerdings entha¨lt das AAA-Modell einige Sonderfa¨lle, von denen hier beispielhaft
zwei genannt werden sollen:
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• Das Attribut zeile des Datentyps AX Phasenzentrumsvariation Referenzstati-
onspunkt ist mit der Kardinalita¨t 72 modelliert, d.h. dieses Attribut muss pro Pha-
senzentrumsvariation exakt 72 mal gesetzt sein. Wa¨hrend alle anderen multiplen
Attribute beliebig oft auftreten du¨rfen, existiert einzig hier ein tatsa¨chliche konkre-
te Festlegung u¨ber die Anzahl der Werte. Als weitere Besonderheit kommt hinzu,
dass jedes der 72 <zeile>-Elemente als Textinhalt exakt 19 durch Leerzeichen ge-
trennte Fließkommazahlen entha¨lt. Dies begru¨ndet sich durch die Festlegung, dass
die Phasenzentrumsvariationen fu¨r einen Referenzstationspunkt u¨ber den gesamten
Horizont im Abstand von 5◦ angegeben werden, sodass der Horizont in 72 Segmente
zerfa¨llt. Fu¨r jedes dieser Segmente werden die Phasenzentrumsvariationen vom Ho-
rizont bis zum Zenit angegeben, wobei auch dieses Intervall in 5◦-Abschnitte geteilt
wird, wodurch sich fu¨r jeden Horizontabschnitt – incl. 0◦ fu¨r den Horizont und 90◦
fu¨r den Zenit – 19 Werte ergeben.
Fu¨r eine NAS-Implementierung bedeutet dies, dass der Textinhalt eines <zeile>-
Elements je nach Datenbankmodell ggf. in 19 Fließkommazahlen zu zerlegen ist,
wohingegen alle anderen Textinhalte in der NAS – von GML einmal abgesehen –
keinerlei derartiger Nachbearbeitung bedu¨rfen.
• Das Attribut lagebezeichnung der von der Klasse AX_Lage erbenden Klassen ist vom
Datentyp AX_Lagebezeichnung. Dieser Datentyp stellt insofern eine Besonderheit dar,
als jeweils nur eins seiner zwei Felder unverschluesselt und verschluesselt gesetzt
sein darf. In der NAS spiegelt sich diese Anforderung darin wider, dass in der Inhalt-
stypdefinition fu¨r das Element AX_Lagebezeichnung ein xs:choice-Kompositor zum
Einsatz kommt. Hierdurch wird der NAS-Verarbeitung der Zwang auferlegt, zu u¨ber-
pru¨fen, dass tatsa¨chlich nur eins der zwei Element im XML vorkommt, wa¨hrend die
Pru¨fung auf Vorhandensein bei allen anderen Elementen unabha¨ngig von anderen
Elemente vorgenommen werden kann.
Erschwerend kommt hinzu, dass beide Element unterschiedlich modelliert sind –
im Element unverschluesselt findet sich eine einfache Zeichenkette, im Element
verschluesselt die Repra¨sentation eines Datentyps AX VerschluesselteLagebe-
zeichnung, bestehend aus Land-, Regierungsbezirk- (optional), Kreis-, Gemeinde-
und Lage-Schlu¨ssel.
Derartige Sonderfa¨lle mu¨ssen bei der Implementierung des XSLT-Stylesheets bedacht
werden, sodass der generierte Code korrekt auf den konventionsfremden Aufbau der XML-
Daten reagiert. Problematisch hierbei ist, dass a priori nur Implementierungsfehler aufge-
deckt werden ko¨nnen, die vom Compiler erkannt werden. Fachliche Fehler ko¨nnen mitunter
erst dann erkannt werden, wenn erstmals ein Objekt der betroffenen Klasse verarbeitet
wird.
Es kann zusammenfassend festgehalten werden, dass die Wartbarkeit einer solchen
Softwarelo¨sung versta¨rkt davon abha¨ngig ist, wie konsequent die Regeln und Konventio-
nen bei der U¨berfu¨hrung des AAA-Modells in ein externes Modell angehalten wurden. Bei
strukturellen A¨nderungen, wie sie bei der Einfu¨hrung der GeoInfoDok-Version 6.0, mu¨ssen
die Codegenerierungsalgorithmen an diese modifizierten Bedingungen angepasst werden.
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Zudem erho¨ht sich der Implementierungs- und Wartungsaufwand bei einer steigenden An-
zahl von Sonderfa¨llen wie den oben gezeigten. Die Lo¨sung profitiert von den Konventionen
in den Schemata, die eine Automatisierung in der Implementierung u¨berhaupt erst erlau-
ben. Jede Abweichung hiervon und jeder Sonderfall bringt Mehrarbeit mit sich, die ggf.
vermeidbar wa¨re.
6.4.4 Zusammenfassung
Die NAS-Implementierung auf SAX-Basis weist folgende Vorteile auf:
• Hinsichtlich der Performance gilt alles fu¨r die SAX-Schnittstelle gesagte – durch
die sequentielle Abarbeitung ergeben sich Verarbeitungszeiten, die linear mit der zu
verarbeitenden Datenmenge wachsen und die im Vergleich mit den fu¨r das Einfu¨gen
in die Datenbank beno¨tigten Zeiten eine untergeordnete Rolle spielen.
• Der Speicherbedarf dieser Lo¨sung ist unabha¨ngig von der Objektmenge und relativ
gering.
• Der Implementierungs- und Wartungsaufwand ha¨lt sich – wie oben gezeigt – in
Grenzen.
Als gro¨ßter Nachteil erwies sich die etwas umsta¨ndliche Programmierung der Klasse
GeomAdapter; das U¨berfu¨hren von SAX-Informationen in eine Baumstruktur und die Ex-
traktion von Geometrieinformationen aus derselben gestalteten sich in der Implementie-
rungsphase aufwendig und kompliziert. Dies ha¨ngt vor allem mit der komplexen Struktur
des GML-Schemas zusammen, die sich im Code in einer Vielzahl von Unterscheidungen
und Verzweigungen widerspiegelt.
Zusammengefasst kann festgehalten werden, dass die hier vorgestellte Lo¨sung alle An-
forderungen an eine effiziente NAS-Implementierung erfu¨llen kann.
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7 Inkrementelles XSLT
In diesem Kapitel wird eine zweite auf Java und XSLT basierende NAS-Implementierung
vorgestellt. Im Unterschied zu der im vorigen Kapitel beschriebenen Lo¨sung wurde hier
der Fokus jedoch nicht auf Geschwindigkeit gelegt; im Vordergrund stand vielmehr der
Grundgedanke, die Automatisierung bei der Konvertierung von XML nach SQL durch eine
Erho¨hung des Abstraktionsgrades weiterzutreiben. Da alle hierfu¨r beno¨tigten Informatio-
nen prinzipiell in den NAS-Schemata enthalten sind, wurde eine Lo¨sung entworfen, deren
Grundphilosophie darin besteht, aus diesen Schema-immanenten Informationen Transfor-
mationsregeln abzuleiten, die die Generierung von SQL aus NAS-XML-Daten steuern.
7.1 Funktionsprinzip
Diese Lo¨sung fußt auf folgendem Grundgedanken: Jedes u¨ber die NAS u¨bermittelte Ob-
jekt kann als in sich abgeschlossenes XML-Dokument betrachtet werden, dessen Aufbau
durch die NAS-Schemata eindeutig festgelegt ist. Verfu¨gt man u¨ber ein geeignetes XSLT-
Stylesheet, so ist man in der Lage, dieses XML-Dokument direkt in SQL zu transformieren,
um damit die entsprechenden Datensa¨tze in der Datenbank zu befu¨llen.
Theoretisch wa¨re es mo¨glich, ein einzelnes XSLT-Stylesheet zu schreiben, das eine
vollsta¨ndige NAS-Datei in eine einzelne SQL-Datei transformieren ko¨nnte. Dieses Vor-
gehen scheitert jedoch an der Gro¨ße der NAS-Dateien, da diese fu¨r die Transformation
als DOM-Baum oder durch eine andere vollsta¨ndige Repra¨sentation (vgl. [Kay01]) in den
Speicher geladen werden mu¨ssten. Bei Dateien von mehreren hundert Megabyte Gro¨ße
ist dies mit den zum gegenwa¨rtigen Zeitpunkt erha¨ltlichen RAM-Konfigurationen nicht
mo¨glich.
Die Gro¨ße eines einzelnen Objekts als XML-Baum betra¨gt jedoch zumeist nur einige
Kilobyte und ist folglich ohne weiteres fu¨r eine XSLT-Transformation geeignet. Daher muss
ein Mechanismus geschaffen werden, der die NAS-Dateien in ihre einzelnen Transaktions-
schritte
”
zerlegt“ und diese einzeln an einen XSLT-Prozessor weiterreicht. Dieser muss das
zum XML-Fragment passende Stylesheet auswa¨hlen, die Transformation durchfu¨hren und
das dabei entstehende SQL entweder in einer Datei hinterlegen oder alternativ direkt an
eine Datenbank schicken.
Angesichts der großen Anzahl der in der NAS abgebildeten Objektklassen scheidet eine
ha¨ndische Implementation solcher XSLT-Stylesheets aus. Da jedoch die XML Schema-
Dateien der NAS selbst XML sind, bietet es sich an, die XSLT-Stylesheets direkt und
automatisiert aus den XML Schemata abzuleiten. Hierfu¨r kann wiederum XSLT benutzt
werden, da es durchaus mo¨glich ist, mit Hilfe von XSLT XSLT zu erzeugen. Abbildung 4
verdeutlicht das Zusammenspiel von XSLT-Stylesheets mit den NAS-Schemata und stellt
das Grundprinzip dieser Lo¨sung dar.
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Abbildung 4: Inkrementelles XSLT – Funktionsprinzip
Die Implementierung dieser Lo¨sung besteht aus zwei Teilen:
1. Das Schreiben des Schema-XSLT-Stylesheets, das zur Erzeugung der Klassen-Style-
sheets verwendet wird (beschrieben in Kapitel 7.2)
und
2. Das Schreiben des Dispatcher-Programms in Java, das NAS-Dateien einliest und
einzelne Transaktionsschritte weiterverarbeitet (beschrieben in Kapitel 7.3)
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7.1.1 Namensraum-Paradoxon
Bei der Implementierung eines XSLT-Stylesheets, das XSLT als Ergebnis erzeugt, ist eine
Besonderheit zu beru¨cksichtigen: Der Namensraum des Stylesheets ist mit dem des Er-
gebnisdokuments identisch. Hierdurch ergibt sich zuna¨chst ein offensichtliches Paradoxon,
da der XSLT-Prozessor nicht zwischen denjenigen Teilen des Stylesheets, die die Transfor-
mation steuern sollen und denjenigen, die zum Ergebnisdokument geho¨ren, unterscheiden
ko¨nnte. In der Praxis la¨sst sich dieses Paradoxon jedoch auflo¨sen; fu¨r das Ergebnisdo-
kument wird zuna¨chst ein anderer Namensraum angegeben, sodass die Transformation
konfliktfrei beschrieben werden kann. U¨ber ein spezielles XSLT-Element (xsl:namespace-
alias) kann der XSLT-Prozessor angewiesen werden, den Namensraum des Ergebnisdoku-
ments im Nachgang in einen anderen zu wandeln. Wa¨hlt man hier den XSLT-Namensraum
als Ziel, so erha¨lt man schließlich ein gu¨ltiges XSLT-Stylesheet als Ergebnisdokument.
7.2 Implementierung des XSLT-Stylesheets
Ergebnis dieses Arbeitsschrittes ist ein XSLT-Stylesheet, das aus den NAS-XML Schema-
Dateien durch Transformation pro Objektklasse des AAA-Modells ein XSLT-Stylesheet
erzeugt. Um darzustellen, wie das auf die Schemata angewandte Stylesheet arbeiten muss,
sei zu na¨chst erla¨utert, welche Transformationsschritte die resultierenden Stylesheets bei
der Transformation von XML nach SQL ausfu¨hren mu¨ssen.
7.2.1 Arbeitsweise der Klassen-Stylesheets
Der XML-Teilbaum, der ein einzelnes Objekt repra¨sentiert, wird in mehrere SQL-State-
ments transformiert:
• Fu¨r das Einfu¨gen des eigentlichen Objekts in die Datenbank wird ein SQL-Statement
beno¨tigt; dieses entha¨lt die Werte aller nicht-multiplen Attribute einschließlich der
Attribute von nicht-multipel modellierten Attributen mit komplexem Typ, des Ob-
jektidentifikators, der Objekt-ID sowie ggf. der Objektgeometrie. Dieses SQL-State-
ment hat etwa den folgenden Aufbau:
1 INSERT INTO ax_flurstueck
2 (identifikator , lebenszeitintervall_beginnt ,
3 /* weitere Felder der Haupttabelle */ )
4 VALUES
5 (’DERP1234000001FH ’,’2005 -02 -09 08:18:55 ’,
6 /* weitere korrespondierende Werte */ );
Die Objekt-ID, die die eingefu¨gte Objektversion eindeutig identifiziert, wird aus dem
Objektidentifikator und dem Beginn des Lebenszeitintervalls dieser Version abgelei-
tet. Die ID muss im Stylesheet als Variable hinterlegt werden, um als Fremdschlu¨ssel
fu¨r die im folgenden beschriebenen multiplen Attribute dienen zu ko¨nnen.
Fu¨r jedes nicht-multiple Attribut muss zuna¨chst gepru¨ft werden, ob das zugeho¨rige
Element im XML-Baum vorhanden ist. Ist dies der Fall, wird in der Felder-Liste ein
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Eintrag erzeugt, und der in diesem Element enthaltene Textinhalt wird – ggf. nach
einer Konvertierung – in die Werte-Liste eingetragen. Durch striktes Einhalten der
Elementreihenfolge wird dabei erreicht, dass Namen und Werte jeweils in derselben
Reihenfolge notiert und vom SQL-Interpreter korrekt einander zugeordnet werden
ko¨nnen.
• Fu¨r jedes multiple Attribut mit einfachem Typ sowie fu¨r jede multiple Relation
werden durch separate Templates SQL-Statements generiert, die die Attributwerte
in die fu¨r das multiple Attribut angelegte Tabelle eintragen:
1 INSERT INTO ax_gebaeude_weiteregebaeudefunktion
2 (id, weiteregebaeudefunktion)
3 VALUES
4 (’DENW12341234567820061204124500 ’,’1130’);
• Dasselbe Vorgehen wird fu¨r multiple Attribute beno¨tigt, die als zusammengesetzte
Datentypen modelliert sind. Diese unterscheiden sich von den einfachen multiplen
Attributen lediglich dadurch, dass nicht nur ein Attributwert in die separate Tabelle
eingetragen wird sondern ein Wert pro Datentyp-Attribut. Im folgenden Beispiel sind
dies die Attribute land und stelle des Datentyps AX_Dienststelle_Schluessel:
1 INSERT INTO ax_gemarkung_istamtsbezirkvon
2 (id, land , stelle)
3 VALUES
4 (’DENW12348765432120070923080000 ’,’05’,’2305’);
• Um die GML-kodierten Geometrien von AAA-Objekten mit Hilfe von XSLT in
WKT-Zeichenketten umzuformen, wurde ein XSLT-Stylesheet namens gml2wkt.xsl
per Hand geschrieben, das von den betreffenden Klassen-Stylesheets eingebunden
wird. In dieser Datei sind Templates definiert, die auf den GML-Elementen arbei-
ten und WKT-konforme Ausdru¨cke erzeugen, wobei die in den pos- und posList-
Elementen enthaltenen Koordinaten ggf. aufbereitet werden mu¨ssen:
– Gema¨ß GeoInfoDok werden die Rechtswerte der Koordinaten in der NAS ohne
Streifen- bzw. Zonenkennung ausgegeben. Anhand des fu¨r die jeweilige Koordi-
nate gu¨ltigen Koordinatensystems ist diese Kennung ggf. anzufu¨gen, da die von
der PostGIS-Datenbank unterstu¨tzten EPSG-Gauß-Kru¨ger-Koordinatensysteme
das Vorhandensein dieser Streifenkennungen erfordern.
– Kreisbo¨gen und Splines mu¨ssen rechnerisch in approximierende Polygone um-
gewandelt werden, da derartige nicht-lineare Geometrien von der OGC Sim-
ple Features for SQL-Spezifikation nicht unterstu¨tzt werden. Da die fu¨r solche
Berechnungen beno¨tigten mathematischen Funktionen nicht Teil des XSLT-
Sprachumfangs sind, muss hierbei auf externe Bibliotheken wie z.B. EXSLT
zuru¨ckgegriffen werden.
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Zusammenfassung
Es sind fu¨r jede Klasse die folgenden Templates zu erzeugen:
• Eins fu¨r das Klassenelement und die skalaren Attribute
• Eins fu¨r jedes multiple einfache Attribut bzw. jede multiple Relation
• Eins fu¨r jeden multiplen Datentyp
7.2.2 Erzeugung des Templates fu¨r das Klassenelement
Jedes im Schema global deklarierte Element repra¨sentiert eine Objektklasse. Fu¨r jedes
dieser Elemente wird folglich eine Ergebnisdatei erzeugt – das Stylesheet fu¨r diese Klasse.
Das
”
Umlenken“ der Ausgabe in eine separate Datei kann in XSLT mit einem xsl:result-
document-Element gesteuert werden. In dieser Ergebnisdatei werden zuna¨chst die Templa-
tes erzeugt, die spa¨ter auf den Klassen-Elementen arbeiten, also etwa ein <AX_Flurstueck
>-Element transformieren werden.
Das Inhaltsmodell fu¨r dieses Klassen-Element wird durch eine xs:complexType-Defini-
tion festgelegt; das Klassen-Element verweist in seinem type-Attribut auf diesen komple-
xen Typ. Folglich wird ein Template angestoßen, das auf diesem xs:complexType-Element
arbeitet und fu¨r das darin definierte Inhaltsmodell die weiteren Schritte ansto¨ßt.
Sofern in der xs:complexType-Definition mit einem xs:extension-Element eine Ver-
erbung dokumentiert wird, werden zuna¨chst die in der Elterntyp-Definition deklarier-
ten Inhaltsmodell-Informationen transformiert; dies geschieht rekursiv bis hinauf zum
AA_Objekt, das innerhalb der AAA-Objekte die Wurzel des Vererbungsbaums in den Sche-
mata darstellt; die in den weiter oberhalb angesiedelten Typen (z.B. gml:AbstractFeature)
definierten Informationen reduzieren sich fu¨r die NAS auf die Angabe des gml:id-Attributs
im Klassen-Element. Somit kann die zur Ermittlung des Objektidentifikators beno¨tigte
Funktionalita¨t genauso gut direkt implementiert werden und in die oben erwa¨hnten Tem-
plates einfließen.
Das Klassen-Template generiert zuna¨chst den festen Rahmen des SQL-Statements,
beginnend mit
INSERT INTO Tabellenname (
und endend mit
);
Innerhalb dieses Rahmens wird schließlich die Liste der zu belegenden Felder folgen,
der feste Mittelteil ) VALUES ( und schließlich die Liste der einzufu¨genden Werte.
Fu¨r Feldliste und Werteliste erfolgt die Verarbeitung aller nicht-multiplen Kindelemen-
te des Klassen-Elements. Fu¨r jedes dieser Elemente – einschließlich derjenigen Elemente,
die die Attribute eines Datentyps repra¨sentieren – kommt nur dann ein Template zur An-
wendung, wenn das Element tatsa¨chlich vorhanden ist. Ist dies der Fall, erfolgt der Eintrag
in die Werteliste in Form des Spaltennamens, gefolgt von einem Komma. Fu¨r das Element
flurnummer sei dies im folgenden illustriert:
1 <xsl:template match="adv:flurnummer" mode="in_ax_flurstueck_name">
2 flurnummer ,
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3 </xsl:template >
Um in die Werteliste den aus dem Elementinhalt extrahierten Wert einzufu¨gen, wird
dasselbe Element ein zweites Mal verarbeitet. Mit einem <xsl:value-of>-Element kann
Zugriff auf den Elementinhalt erhalten werden; dieser wird je nach Elementtyp ggf. noch
konvertiert und ebenfalls mitsamt einem Komma ausgegeben. Im Falle des Elements
flurnummer ergibt sich das folgende XSLT-Fragment:
1 <xsl:template match="adv:flurnummer" mode="in_ax_flurstueck_value">
2 <xsl:value-of select="flurnummer"/>,
3 </xsl:template >
Die beiden hier gezeigten XSLT-Ausdru¨cke existieren im Klassen-Template fu¨r jedes
nicht-multiple Attribut der Objektklasse und variieren einzig im Bereich des <xsl:value-of>-
Elements; so mu¨ssen beispielsweise Zeichenketten in SQL mit Apostrophs eingerahmt
werden, und Datumsangaben sind von der XML-Syntax (2008-12-09T09:34:56Z) in ein
SQL-konformes Format ( ’2008-12-09 09:34:56’) zu konvertieren. Diese Konvertierung
geschieht abha¨ngig vom Typ des Elements (xs:string, xs:dateTime...); das zur Generie-
rung des Klassen-Stylesheets verwendete Template nimmt diese Konvertierung anhand der
Elementtypen vor. Bei Relationen ist statt dem Elementinhalt der Wert des xlink:href-
Attributs zu ermitteln; das entsprechende XSLT-Fragment liest sich wie folgt:
<xsl:value-of select="@xlink:href"/>
Fu¨r die im position-Element hinterlegte, GML-kodierte Geometrie eines Objekts un-
terscheidet sich die Verarbeitung vom bisher gezeigten Vorgehen. Um den
”
Wert“ der
Geometrie als WKT-Zeichenkette zu erhalten, wird auf das GML-Hauptelement (z.B.
<gml:Surface>) ein Template aus dem handgeschriebenen gml2wkt.xsl -Stylesheet ange-
wandt. Dieser Aufruf hat etwa folgende Form:
1 <xsl:template match="adv:position" mode="in_ax_flurstueck_value">
2 <xsl:apply -templates select="*" mode="geometry"/>,
3 </xsl:template >
Zur Erla¨uterung: Das xsl:apply-templates-Element veranlasst, dass diejenigen Tem-
plates angestoßen werden, die fu¨r diejenigen Knoten des XML-Dokuments definiert sind,
die vom aktuellen Kontextknoten aus u¨ber den im select-Attribut genannten Pfad er-
reicht werden. Der XPath-Ausdruck * bezeichnet dabei das direkte Kindelement des im
AdV-Namensraum befindlichen <position>-Elements; damit wird – je nach Geometrietyp
– automatisch das fu¨r das GML-Element (Point, Curve, Surface...) passende Template
angestoßen. Das mode-Attribut erlaubt die Unterscheidung verschiedener auf denselben
Knoten definierten Templates; die in der Datei gml2wkt.xsl auf den GML-Elementen de-
finierten Templates deklarieren den genannten Modus geometry, sodass sichergestellt ist,
dass diese Templates Anwendung finden, selbst wenn konkurrierende Templates auf den-
selben Elementen definiert sein sollten.
Das folgende Beispiel zeigt einen vollsta¨ndigen INSERT-Datensatz fu¨r ein Objekt der
Klasse AX_Buchungsstelle:
1 INSERT INTO ax_buchungsstelle (
2 entstehungsanlass ,
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3 laufendeNummer ,
4 istBestandteilVon ,
5 lebenszeitintervall_beginnt ,
6 buchungsart ,
7 identifikator ,
8 id
9 )VALUES(
10 ’000000 ’,
11 ’5004’,
12 ’DERP1234000003EM ’,
13 ’2005 -02 -10 08:39:43 ’,
14 ’1100’,
15 ’DERP1234000003FN ’,
16 ’DERP1234000003FN20050210T083943Z ’
17 );
Der auf Seite 77 dargestellte
”
Rahmen“ des SQL-Statements variiert lediglich im
Klassen- bzw. Tabellennamen. Das auf der xs:complexType-Definition arbeitende Tem-
plate des Schema-Stylesheets muss folglich zuna¨chst ein einfaches Template generieren,
das beim Antreffen des Kopfelements fu¨r ein Objekt (z.B. AX Flurstueck) diesen SQL-
Rahmen generiert.
Innerhalb des ersten Klammerpaars wird die Liste der Spaltennamen notiert; hierzu
wird ein xsl:apply-templates-Element generiert, das die auf den direkten Kindelementen
des Kopfelements in einem konkreten Modus definierten Templates ansteuert. Der Name
dieses Modus hat die Form in_KLASSENNAME_name, also z.B. in ax flurstueck name
Fu¨r die Liste der Attributwerte wird dieses Vorgehen wiederholt; im Unterschied zur
Liste der Spaltennamen wird dabei jedoch ein anderer Modus verwendet; dieser endet statt
auf _name auf _value.
Der bis hierher beschriebene Teil des generierten Templates fu¨r das Hauptelement sieht
demnach wie folgt aus:
1 <xsl:template match="adv:AX_Gebaeude">
2 <!-- Anlegen der Variablen "id" aus Identifikator und
3 Lebenszeit-Beginn -->
4 <xsl:variable name="id">
5 <xsl:value-of select="@gml:id"/><xsl:value-of select="replace(
6 replace(adv:lebenszeitintervall/adv:AA_Lebenszeitintervall/
adv:beginnt ,
7 ’:’,’’), ’-’,’’)"/>
8 </xsl:variable >
9 INSERT INTO AX_Gebaeude
10 (
11 <!-- Aufruf der Templates auf allen Kindelementen , fu¨r die
12 im Modus in_AX_Gebaeude_name Templates existieren;
13 Ergebnis dieses Aufrufs ist eine Komma-getrennte Liste
14 von Spaltennamen -->
15 <xsl:apply-templates select="*" mode="in_AX_Gebaeude_name"/>
16 <!-- Nach jedem Element der bis hierher ausgegebenen Liste
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17 steht ein Komma; letztes Element in der Liste ist der
18 Name der id-Spalte: -->
19 id
20 )
21 VALUES
22 (
23 <!-- Aufruf der Templates auf allen Kindelementen , fu¨r die
24 im Modus in_AX_Gebaeude_value Templates existieren;
25 Ergebnis dieses Aufrufs ist eine Komma-getrennte Liste
26 von SQL-konform aufbereiteten Werten -->
27 <xsl:apply-templates select="*" mode="in_AX_Gebaeude_value"/>
28 <!-- Nach jedem Element der bis hierher ausgegebenen Liste
29 steht ein Komma; letztes Element in der Liste ist die
30 id: -->
31 ’<xsl:value-of select ="$id"/>’
32 );
33 <!-- Aufruf der Templates fu¨r die multiplen Elemente , deren
34 Inhalte in externe Tabellen u¨berfu¨hrt werden: -->
35 <xsl:apply-templates select="*" mode="outside_AX_Gebaeude">
36 <xsl:with-param name="id">
37 <xsl:value-of select="$id"/>
38 </xsl:with-param >
39 <xsl:with-param name="cls">AX_Gebaeude </xsl:with-param >
40 </xsl:apply-templates >
41 </xsl:template >
Listing 18: XSLT-Fragment aus dem Klassen-Stylesheet fu¨r AX Gebaeude
7.2.3 Erzeugung der Templates fu¨r multiple Attribute
Nachdem der INSERT-Datensatz fu¨r das Hauptobjekt geschrieben ist, werden die Tem-
plates fu¨r die multiplen Attribute abgearbeitet. Hierzu wird fu¨r jedes Kindelement, das
im Schema mittels eines maxOccurs-Attributs als multipel gekennzeichnet ist, ein eigenes
Template mit dem Modus outside_KLASSENNAME implementiert. Der Aufruf
<xsl:apply-templates select="*"mode="outside_AX_Flurstueck">
fu¨hrt dazu, dass diese Templates abgearbeitet werden. Ergebnis jedes dieser Templates ist
ein zusa¨tzliches INSERT-Statement, das das multiple Attribut bzw. die multiple Relation
in die entsprechende Datenbanktabelle einfu¨gt. Den Templates werden hierfu¨r zwei Para-
meter u¨bergeben; die ID des Hauptobjekts sowie der Tabellenname des Hauptobjekts. Ein
solcher INSERT-Datensatz hat den auf Seite 78 beschriebenen Aufbau.
Das Vorgehen fu¨r multiple Datentypen ist grundsa¨tzlich identisch; der einzige Unter-
schied besteht darin, dass hier neben der ID des Hauptobjekts nicht nur eins sondern
mehrere Attribute in die Tabelle eingetragen werden.
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7.2.4 Transformation der Geometrie
Das GML-Schema wurde aus o.g. Gru¨nden nicht zur automatisierten Verarbeitung her-
angezogen. Stattdessen wurde ein zusa¨tzliches XSLT-Stylesheet implementiert, das GML-
Elemente in WKT-Repra¨sentationen transformiert.
Bedingt durch die Einschra¨nkungen, die sich aus dem OGC-Geometriemodell ergeben,
mussten bei der Konvertierung von GML nach WKT folgende Modifikationen an den
Geometriedaten vorgenommen werden:
• Kreisbo¨gen und Splines mussten in approximierende Polygone umgerechnet werden.
• Da die OGC-Spezifikation fu¨r jede Datenbank-Geometriespalte lediglich ein Koordi-
natensystem erlaubt, mussten sa¨mtliche Geometrien in dasselbe Koordinatensystem
transformiert werden; gewa¨hlt wurde das System ETRS89/UTM Zone 32N (EPSG-
Code 25832).
7.2.5 Anstoßen der Transformationen
Das Stylesheet wird nacheinander auf das Basisschema und das Fachschema angewen-
det. Dadurch werden alle AAA-Klassen vollsta¨ndig abgearbeitet, und fu¨r jede wird eine
XSLT-Datei erstellt. Resultat dieses Verarbeitungsschritts sind 274 XSLT-Dateien mit ei-
ner jeweiligen Dateigro¨ße zwischen zwei und 35 Kilobyte; der Arbeitsschritt dauert nur
wenige Sekunden.
7.3 Implementierung des Dispatcher-Programms
Das Dispatcher-Programm wurde in Java implementiert und muss die folgenden Aufgaben
erfu¨llen:
1. Die NAS-Datei anparsen, den Auftragstyp (z.B. AX Fortfuehrungsauftrag) feststel-
len, ein Auftragsobjekt instanziieren und aus den ersten Elementen die Attribute
des Auftragsobjekts ermitteln und zuweisen.
2. Nach dem Start des Transaction- bzw. FeatureCollection-Elements in einen anderen
Modus wechseln
3. Jedes Objekt bzw. jeden Insert-/Replace-/(Delete-)Datensatz separat behandeln:
(a) Relevante Klasse (z.B. AX Flurstueck) ermitteln und das dazu passende Sty-
lesheet laden
(b) Transformieren
(c) Das Ergebnis der Transformation entweder in eine Datei schreiben oder direkt
an die Datenbank schicken
Es wurde ein einfacher ContentHandler implementiert, der lediglich feststellt, dass
das umschließende Transaction- bzw. FeatureCollectionElement begonnen hat, und der
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die darin enthaltenen Insert-/Replace-/Delete-/featureMember-Elemente als SAX-Events
an einen zweiten ContentHandler weitergibt. Dieser zweite ContentHandler ist eine In-
stanz der Klasse javax.xml.transform.sax.TransformerHandler, die mit einem javax.xml
.transform.Templates-Objekt (eine Repra¨sentation des zu verwendenden Stylesheets) ini-
tialisiert wird und die aus den SAX-Events die fu¨r die XSLT-Transformation beno¨tigte
Baumstruktur generiert. Fu¨r jedes Objekt wird ein neuer TransformerHandler beno¨tigt.
Das Dispatcher-Programm ermittelt den Elementnamen eines Objekt-Elements und u¨ber-
gibt diesen an einen Cache-Mechanismus, in dem bereits verwendete Templates abgelegt
werden ko¨nnen, und der einen passenden TransformerHandler initialisiert; alle weiteren
SAX-Events innerhalb des Objekt-Elements werden an den TransformerHandler weiterge-
reicht.
Der prima¨re ContentHandler erkennt, wenn das Objekt-Element beendet ist, und gibt
an den TransformerHandler sowohl das endElement- als auch ein endDocument-Event wei-
ter. Sobald der TransformerHandler dieses endDocument-Event erha¨lt, betrachtet er die
Baumstruktur als vollsta¨ndig und sto¨ßt die Transformation an. Das Ergebnis der Trans-
formation wird in den Ausgabestream geschrieben, den der TransformerHandler bei seiner
Initialisierung zugewiesen bekam.
In der vorliegenden Implementierung wurde der gesamte bei einer Verarbeitung anfal-
lende SQL-Code in einer einzigen Datei abgelegt. Im zweiten Arbeitsschritt wurde diese
Datei in die Datenbank eingelesen; hierbei wurde der gesamte Einlesevorgang automa-
tisch (gesteuert durch das Build-Tool ANT ) in einer Transaktion vorgenommen, sodass
im Fehlerfall der gesamte Prozess zuru¨ckgerollt wurde und keine Datenbanka¨nderungen
stattfanden. Erst bei fehlerfreier Verarbeitung der gesamten SQL-Datei wurden sa¨mtliche
neuen Objekte eingetragen.
Will man diesen Transaktions-Mechanismus umgehen, so hat man dafu¨r mehrere Mo¨g-
lichkeiten; im ANT-Buildskript kann man z.B. den Parameter autocommit auf true setzen,
sodass jedes SQL-Statement einzeln zu einer Datenbanka¨nderung fu¨hrt. Zudem kann mit
einem weiteren Parameter im ANT-Skript gesteuert werden, wie sich das System verhalten
soll, wenn eine Transaktion bzw. ein einzelnes Statement fehlschla¨gt.
7.4 Ergebnisse und Erfahrungen
Auch bei dieser Lo¨sung wurde der Ablauf der einzelnen Arbeitsschritte mit Hilfe des Tools
Apache ANT gesteuert. Dabei waren die folgenden Arbeitsschritte zu koordinieren:
• XSLT-Transformation der Schemata und Erzeugung der Klassen-Stylesheets
• Kompilieren aller (vera¨nderten) Dateien und Erstellen einer Klassenbibliothek
• Starten des Dispatcher-Programms unter Verwendung der soeben erstellten Biblio-
thek
• ggf. Neuanlegen der Datenbank und Einlesen der erstellten SQL-Datei
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7.4.1 Laufzeiten
Die Performance dieser Lo¨sung fa¨llt signifikant schlechter aus als bei der in Kapitel 6 ge-
zeigten Implementierung; die fu¨r die Verarbeitung derselben Dateien beno¨tigten Zeiten
betragen hier rund das Dreifache (s. Tabelle 7). Die Daten zeigen, dass die Verarbeitungs-
dauer in erster Linie von der Anzahl der Objekte abha¨ngt und nicht von der Dateigro¨ße.
Die XML-Datei fu¨r Datensatz 5 ist erheblich gro¨ßer als Datensatz 4, dennoch erfolgt die
Verarbeitung hier schneller. Grund fu¨r die Gro¨ße der Dateien ist die Komplexita¨t der
GML-kodierten Objektgeometrien; die in Datensatz 5 offensichtlich komplexeren Geome-
trien schlagen sich in der Verarbeitungsrate (Objekte pro Sekunde) nieder.
Der Speicherbedarf dieser Lo¨sung liegt – a¨hlich wie bei der im vorherigen Kapitel
dargestellten Implementierung – bei rund 30 Megabyte, unabha¨ngig von der Gro¨ße der zu
verarbeitenden Datei.
Datensatz Dateigro¨ße Objekte Laufzeit (s) Objekte/s
1 21 MB 15468 16,4 943
2 119 MB 82737 82,2 1007
3 239 MB 181844 323,3 1079
4 470 MB 399986 376,2 1063
5 586 MB 302939 323,3 937
6 1338 MB 959838 982,3 977
Tabelle 7: NAS-SQL-Konvertierung – Zeiten
Zu Testzwecken wurde der in Kapitel 7.3 beschriebene Cache-Mechanismus außer kraft
gesetzt, sodass fu¨r jede einzelne Transformation die betreffende XSLT-Datei neu geladen
wurde. Der Effekt dieser Modifikation war immens - die Verarbeitungszeiten erho¨hten sich
auf etwa das Vierzehnfache des mit aktiviertem Cache erreichten Werts (1151,8 statt 82,2
Sekunden bei Datensatz 2). Diese eklatante Verschlechterung zeigt, wie wichtig der hier
implementierte Cachemechanismus fu¨r die Arbeitsfa¨higkeit dieser Lo¨sung ist.
7.4.2 Vor- und Nachteile des Verfahrens
Die hier als inkrementelles XSLT bezeichnete Technik hat sich als flexibel, wenig aufwendig
und relativ performant erwiesen. Im Einzelnen zeigten sich die folgenden Vorteile:
• Die Lo¨sung erfordert extrem wenig Programmieraufwand. Zu implementieren waren
lediglich zwei XSLT-Stylesheets und eine Java-Datei; die drei Dateien sind zusammen
nicht einmal 40KB groß. Das XSLT-Stylesheet zum Erstellen der Datenbank ist
weitere 20KB groß; hinzu kommt ein Buildskript fu¨r Apache ANT, das noch einmal
15KB ausmacht. Der fu¨r die Programmierung verwendete Zeitaufwand kann – grob
gescha¨tzt – mit etwa zehn Manntagen beziffert werden.
• Java-Programm und XSLT-Stylesheets arbeiten relativ unabha¨ngig voneinander und
lassen sich einfach austauschen und in andere Applikationen integrieren. So wa¨re
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es unter anderem denkbar, die generierten XSLT-Stylesheets beispielsweise mit ei-
ner .NET-Applikation zu verarbeiten oder aber fu¨r unterschiedliche Modellversionen
mehrere Verzeichnisse mit Stylesheets vorzuhalten, die je nach Version ausgetauscht
werden ko¨nnten.
• Durch den modularen Aufbau la¨sst sich ein solches System sehr gut warten und
erweitern. So hat die Umstellung auf eine neue Modellversion nicht mehr als ei-
ne Woche Arbeit in Anspruch genommen. Mit einem entsprechenden Design der
Stylesheets ist es sogar mo¨glich, den Wechsel von einer Version zur anderen durch
A¨ndern eines einzigen Parameters – etwa des Pfads zu den XML Schema-Dateien –
zu realisieren. Allerdings erfordern Versionsa¨nderungen in den GML-Schemata sowie
strukturelle A¨nderungen in den XML Schemata weitere ha¨ndische Anpassungen an
den Stylesheets.
• Durch den Einsatz von XSLT ergibt sich ein striktes und einfaches Namespace-
Handling. Bei handgeschriebenem Code liegt die Namespace-Behandlung in der
Hand des Programmierers und nicht wie hier in der Verantwortung des XSLT-
Prozessors.
• Durch geschicktes Implementieren ko¨nnen die XSLT-Stylesheets gleichzeitig eine Va-
lidierung des verarbeiteten XML vornehmen und so beispielsweise fehlende oder
u¨berza¨hlige Elemente feststellen. Da dies jedoch zu Lasten der Performance ginge,
sollten fu¨r die Validierung der XML-Daten andere Alternativen herangezogen wer-
den; so ist es mit sehr wenig Aufwand mo¨glich, ein Java-Programm zu schreiben,
das ein XML-Dokument gegen ein XML Schema validiert. Will man Validierung und
Transformation im selben Programm implementieren, so besteht zudem die Mo¨glich-
keit, eine Instanz der Klasse javax.xml.validation.ValidatorHandler als zusa¨tzli-
chen ContentHandler zwischenzuschalten, der auf der Grundlage eines Schemas eine
Validierung vornimmt und die
”
frisch validierten“ SAX-Events an den eigentlichen
ContentHandler weiterleitet.
• Die Performance des inkrementellen XSLT erreicht zwar nicht die der SAX-basierten
Lo¨sung, liegt jedoch grob in derselben Gro¨ßenordnung. Der verwendete XSLT-Pro-
zessor (Saxon 8.8) gilt als sehr schnell; zudem wurde durch die Verwendung des
TransformerHandlers als direktem SAX-Event-Empfa¨nger der Aufbau eines zusa¨tz-
lichen XML-Baums fu¨r jedes Objekt vermieden. Da Saxon die Knoten eines XML-
Baums intern in einer sehr effektiven Struktur, einem sog. tinytree (s. [Kay01]) ab-
legt, werden keine u¨berflu¨ssigen Speicher- und Laufzeitressourcen verbraucht. Unter
Beachtung von Besonderheiten in der Implementierung eines XSLT-Prozessors wie
Saxon (es existieren detaillierte Erla¨uterungen des Autors, zudem ist Saxon zum Teil
ein Open Source-Produkt) wa¨ren durch Anpassungen der Stylesheets wahrscheinlich
weitere Performanceverbesserungen erzielbar.
Inkrementelles XSLT bringt die folgenden Nachteile mit sich:
86
• Die Implementierung eines solchen Systems erfordert tiefgreifende Kenntnisse in
XSLT sowie ein hohes Abstraktionsvermo¨gen, da
”
Code zur Erzeugung von Code
zur Erzeugung von Code“ geschrieben werden muss.
• Die Behandlung von Geometrie ist vergleichsweise schwierig. Zwar reduziert sich die
Transformation von GML nach WKT zumeist auf das
”
Zusammensammeln“ von
Koordinatenpaaren, jedoch erlaubt das GML-Schema eine sehr laxe Handhabung
desjenigen Attributs, welches das Koordinatensystem festlegt; dieses kann theore-
tisch in jedem Geometrie-Element stehen (und in jedem Element unterschiedlich
sein!), allerdings kann es auch vollsta¨ndig fehlen – in diesem Fall ist das Koordi-
natensystem aus dem Kopf der NAS-Datei zu ermitteln, sodass diese Information
als Parameter durch alle betreffenden Templates durchgeschleift werden mu¨sste. Er-
schwerend kommt hinzu, dass der Inhalt eines gml:posList-Elements laut Schema
eine
”
doubleList“ ist, also eine Liste von Fließkommazahlen. Welche dieser Zahlen
welcher Koordinate (Rechtswert, Hochwert, Ho¨he) entspricht, ergibt sich letztlich nur
aus dem Kontext des Koordinatensystems. Hier wa¨re eine etwas striktere Festlegung
wu¨nschenswert, allerdings bietet GML keine strengere Formulierung von Koordina-
ten als das posList-Inhaltsmodell.
• Die Simple Features for SQL-Spezifikation unterstu¨tzt keine nichtlinearen Geome-
trien. Folglich mu¨ssen Kreisbo¨gen und Splines vor dem Einfu¨gen in die Datenbank
in Linienzu¨ge mit geradlinigen Elementen umgewandelt werden. Auch diese Aufga-
be muss in der hier gezeigten Lo¨sung das GML-Stylesheet u¨bernehmen. Zwar ist
XSLT Turing-vollsta¨ndig, sodass ein solcher Algorithmus grundsa¨tzlich implemen-
tierbar ist, allerdings wird sich die praktische Umsetzung sehr schwierig gestalten.
Fu¨r derartige Fa¨lle existiert in XSLT die Mo¨glichkeit, externe Funktionalita¨t in
die Transformation einzubinden. So bietet beispielsweise die EXSLT-Initative7 eine
Standardisierung fu¨r zusa¨tzliche, u¨ber XSLT hinausgehende, Funktionalita¨t an. Als
Beispiel sei die Mo¨glichkeit genannt, u¨ber EXSLT trigonometrische Funktionen in
XSLT-Transformationen auszufu¨hren. Ohne eine solche Erweiterung mu¨ssten trigo-
nometrische Berechnungen in XSLT mit Hilfe von Templates ausgefu¨hrt werden, die
Potenzreihen implementieren.
• Da jedes XSLT-Template nur ein einziges Element des XML-Dokuments verarbeitet,
mu¨ssen Parameter eingefu¨hrt werden, um z.B. den Objektidentifikator fu¨r jedes Tem-
plate verfu¨gbar zu machen. Dieses Durchschleifen von Informationen verkompliziert
die Templates zusa¨tzlich.
7http://www.exslt.org
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8 Zusammenfassung/Ausblick
8.1 Vergleich der drei vorgestellten Lo¨sungen
Die drei vorgestellten NAS-Implementierungen fußen auf demselben Grundprinzip: Die in
den XML Schemata enthaltenen Informationen werden genutzt, um das Regelwerk zur
Konvertierung von XML in eine fu¨r das Einfu¨gen in die Datenbank geeignete Repra¨senta-
tion zu kodieren, wobei stereotype Strukturen im Mapping zwischen Schema und Modell
ausgenutzt werden. Hierdurch konnte die Programmlogik an einer zentralen Stelle konzen-
triert werden, sodass eine wiederholte Implementierung derselben Mechanismen fu¨r jede
einzelne Klasse unterbleiben konnte.
Sowohl die nas field info-Lo¨sung als auch das ContentHandler-Swapping nutzen
Merkmale objektorientierter Programmiersprachen aus; insbesondere spa¨te Bindung und
Reflexion erlauben den in diesen Lo¨sungen erreichten Modularisierungsgrad. Die dritte
Lo¨sung hingegen verzichtet vo¨llig auf das Abbilden der Klassenhierarchie des AAA-Modells
und ha¨lt die Informationen u¨ber die einzelnen Klassen in XSLT-Stylesheets vor, sodass
genausogut denkbar wa¨re, diese Lo¨sung unter Verwendung einer beliebigen anderen Pro-
grammiersprache zu betreiben. Tatsa¨chlich ist XSLT vollsta¨ndig plattformunabha¨ngig,
sodass es ohne weiteres mo¨glich wa¨re, die einmal generierten Klassen-Stylesheets ohne
Modifikation mit einem beliebigen Hauptprogramm zu kombinieren.
8.1.1 Performance
Die NAS-Implementierung in der Fachschale ALKIS nimmt in den drei betrachteten
Ansa¨tzen insofern eine Sonderstellung ein, als eine separate Betrachtung von XML-Verar-
beitung und Datenbank-Einfu¨geoperationen nicht mo¨glich ist. Beide Schritte arbeiten in
der Fachschale Hand in Hand und sind nicht zu trennen. Die hier folgende Performance-
Analyse beschra¨nkt sich insofern auf die zwei Java-basierten Entwicklungen. Die bereits in
Kapitel 3.3.4 angedeutete Datenrate von etwa einem Megabyte NAS-Daten pro Minute hat
sich in den vergangenen Jahren fu¨r die NAS-Implementierung in der Fachschale ALKIS als
zuverla¨ssiger Wert fu¨r das Einlesen erwiesen. Hierbei sei angemerkt, dass erfahrungsgema¨ß
die Datenbank-Einfu¨geoperationen hieran den gro¨ßten Anteil haben.
Performance-Betrachtung der zwei Java-basierten Lo¨sungen
Die hier sowie in den Kapiteln 6.4.2 und 7.4.1 aufgefu¨hrten Zeitangaben wurden mit
folgender Systemkonfiguration erzielt:
• AMD Athlon(TM) 64 X2 Dual Core Processor 4200+ (2,21GHz)
• 2GB RAM
• Microsoft Windows XP Professional SP3
• Java Development Kit 6.0 (build 1.6.0 02-b06)
• Apache ANT 1.7.1
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• Saxon 8.8
• JDOM 1.1
• Java Topology Suite 1.4
• PostgreSQL 8.3 mit PostGIS 1.2.1
Die verwendeten Testdatensa¨tze sind zum Teil die von diversen Landesvermessungs-
a¨mtern vero¨ffentlichten Testdaten. Hinzu kamen Datensa¨tze, die aus bestehenden Daten-
besta¨nden der Fachschale ALKIS exportiert wurden. Es handelt sich dabei um Realdaten,
deren Identita¨t aus Datenschutzgru¨nden nicht angegeben werden soll.
Tabelle 8 zeigt die fu¨r das Konvertieren der Testdatensa¨tze beno¨tigten Zeiten. In der
Spalte SAX (s) sind die Zeiten angegeben, die beno¨tigt wurden, um die jeweilige Da-
tei einmal mit einem SAX-Parser ohne ContentHandler zu parsen. Damit wird deutlich,
welch geringen Anteil das reine Parsen an der Verarbeitungsdauer hat. Die Effizienz der
beiden Einlesevorga¨ngen zugrundeliegenden SAX-Schnittstelle wird damit eindrucksvoll
dokumentiert.
Datensatz Dateigro¨ße Objekte SAX (s) Kap.6 (s) Kap.7 (s)
1 21 MB 15468 0,7 5,0 16,1
2 119 MB 82737 4,6 40,9 82,2
3 239 MB 181844 8,4 68,3 170,9
4 470 MB 399986 16,4 117,2 376,2
5 586 MB 302939 21,9 121,1 323,3
6 1338 MB 959838 56,4 302,9 982,3
Tabelle 8: NAS-SQL-Konvertierung – Zeiten
Die ContentHandler-Swapping-Lo¨sung (Kap. 6) erweist sich im Vergleich mit der XSLT-
basierten Implementierung als signifikant schneller; die fu¨r die Konvertierung beno¨tigte
Zeit betra¨gt im Durchschnitt rund ein Drittel. Tabelle 9 zeigt, welche Datenraten im Mit-
tel von den zwei Lo¨sungen erreicht wurden. Insgesamt wurden 1942852 Objekte in sechs
Dateien verarbeitet; die Dateien wiesen zusammen eine Gro¨ße von rund 2,7 Gigabyte
auf. Das reine SAX-Parsen ohne ContentHandler verarbeitete im Mittel 25,6 Megabyte
XML-Daten pro Sekunde.
Objekte pro Sekunde MB pro Sekunde
ContentHandler-Swapping 3043 4,3
Inkrementelles XSLT 997 1,4
Tabelle 9: Performance-Mittel
In Tabelle 10 ist dargestellt, wieviel Zeit beno¨tigt wurde, um die einzelnen Datensa¨tze
in die PostgreSQL/PostGIS-Datenbank einzulesen. Es zeigt sich, dass das Einlesen signi-
fikant mehr Zeit beno¨tigt als die Konvertierung.
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Datensatz Dateigro¨ße SQL-Statements Dauer (s) Statements/s
1 7 MB 16969 16 1060,6
2 41 MB 104043 92 1130,9
3 95 MB 265790 220 1208,1
4 215 MB 556635 503 1106,6
5 152 MB 346762 312 1111,4
6 491 MB 1207599 1281 942,7
Tabelle 10: Performance des Einlesens in die Datenbank
Angesichts der hier dargestellten Laufzeiten und der wa¨hrend der Konvertierung kon-
stant moderaten Speicherauslastung von ca. 25-30 Megabyte, unabha¨ngig von der Da-
teigro¨ße, bleibt festzustellen, dass die hier vorgestellten Lo¨sungen hinsichtlich Performan-
ce und Speicherhaushalt die in sie gesetzten Erwartungen erfu¨llen ko¨nnen. Damit wird
deutlich, dass die Aufgabe, eine NAS-Implementierung mit den gegebenen Anforderungen
umzusetzen, eindeutig erfu¨llt werden kann.
8.1.2 Datenbankmodell
Wa¨hrend das AAA-Modell in der Smallworld-Fachschale mit Hilfe des Smallworld-CASE-
Tools per Hand in ein Datenbankmodell umgesetzt wurde, konnte fu¨r die PostGIS-Da-
tenbank auch dieser Schritt unter Verwendung von XSLT automatisiert werden. Dies
ermo¨glichte eine zu¨gige Entwicklung und schnelle Modifikationen durch einfaches Neuge-
nerieren des SQL-Codes. Die automationsgestu¨tzte Datenbankentwicklung bringt zudem
den Vorteil mit sich, dass die bei der Normalisierung angehaltenen Konventionen strikt
und sicher angehalten werden, wohingegen bei ha¨ndischer Umsetzung stets die Gefahr von
U¨bertragungsfehlern gegeben ist. Das unbedingte Einhalten von Normalisierungskonven-
tionen ist eine wesentliche Grundvoraussetzung fu¨r die Leistungsfa¨higkeit des automati-
siert generieren NAS-Codes.
Es darf jedoch nicht verschwiegen werden, dass die hier vorgestellte Eigenentwicklung
auf PostgreSQL/PostGIS-Basis das AAA-Modell im Gegensatz zur Fachschale ALKIS
nicht zu 100 Prozent abbildet; die in Kapitel 5.5 genannten Einschra¨nkungen und Ver-
einfachungen wa¨ren fu¨r den professionellen Einsatz einer solchen Lo¨sung je nach Anfor-
derung unter Umsta¨nden nicht hinnehmbar. Wa¨hrend etwa das Abbilden der Qualita¨ts-
angaben durch eine Verfeinerung der Normalisierungskonventionen ohne weiteres mo¨glich
wa¨re, trifft dies fu¨r das Hinzunehmen von Kreisbo¨gen und Splines nicht zu – das AAA-
Geometriemodell geht u¨ber das durch die OGC Simple Features-Spezifikation festgelegte
Geometriemodell hinaus.
U¨berdies ist zu erwa¨hnen, dass auf der Grundlage der PostGIS-basierten Datenhaltung
bislang keinerlei weitergehende Funktionalita¨t implementiert wurde; so existiert weder ei-
ne Mo¨glichkeit, aus den Daten Nachweise zu erzeugen, noch ist es mo¨glich, die Daten
graphisch-interaktiv zu manipulieren, es sei denn, man greift auf von Drittanbietern her-
gestellte Produkte zuru¨ck, die u¨ber die Simple Features-API solche Operationen erlauben.
Abbildung 5 zeigt einen Screenshot des Programms Quantum GIS, eines Freeware-GIS,
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das die in einer PostGIS-Datenbank vorgehaltenen AAA-Objekte darstellt. Gezeigt wird
ein Ausschnitt aus dem NAS-Testdatensatz, den das Landesvermessungsamt Rheinland-
Pfalz herausgegeben hat.
Das Quantum GIS geho¨rt zu denjenigen Geo-Informationssystemen, die in der Lage
sind, aus einer Datenbank, die die OGC Simple Features-Spezifikation erfu¨llt, Objekte mit
geometrischen Attributen zu extrahieren und ohne weiteres Zutun zu rendern. U¨ber die
Stil-Konfiguration kann mit sehr wenig Aufwand die hier abgebildete Darstellung erreicht
werden.
Abbildung 5: Screenshot des Quantum-GIS mit AAA-Daten
8.2 Perspektive
Laut einer von der AdV im Fru¨hjahr 2008 initiierten Sachstandserhebung zur Migration
([AdV08b]) ist die Einfu¨hrung des AAA-Modells in den einzelnen Bundesla¨ndern zur Zeit
entweder im Gange oder aber gerade abgeschlossen. Tabelle 11 zeigt die aus [AdV08b]
entnommenen Informationen daru¨ber, welches Bundesland zu welchem Zeitpunkt mit dem
Start des Echtbetriebs seiner AAA-Systeme rechnet und welche GeoInfoDok-Version im
Echtbetrieb zum Einsatz kommen soll.
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Land Echtbetrieb ab GID-Version
Baden-Wu¨rttemberg 2009/2010 5.1.1 K2
Bayern 2010 5.1.1
Berlin 3. Quartal 2009 6.0
Brandenburg 2010 6.0
Bremen nicht vor 2011 offen
Hamburg 2009 5.1.1
Hessen 2009 5.1.1 K2 oder 6.0
Mecklenburg-Vorpommern 2011 5.1.1 od. ho¨her
Niedersachsen Mitte 2009 6.0
Nordrhein-Westfalen 2012 6.0, evtl. 5.1.1
Rheinland-Pfalz 2010 6.0
Saarland 2010 5.1.1 K
Sachsen 2010 6.0
Sachsen-Anhalt 2011 6.0
Schleswig-Holstein 01.07.2008 5.1.1 K2
Thu¨ringen 2011 dann gu¨ltige Version
Tabelle 11: Einfu¨hrung des AAA-Modells in den einzelnen Bundesla¨ndern
Die NAS-Implementierungen haben dabei in dieser fru¨hen Phase prima¨r die Aufga-
be, die aus den Migrationskomponenten entstandenen NAS-Einrichtungsauftra¨ge zu ver-
arbeiten und in die prima¨re Datenhaltung einzulesen, wobei Migrations- und Datenhal-
tungskomponenten zumeist Programmmodule aus demselben Haus sind. Es ist davon aus-
zugehen, dass der Datenaustausch zwischen zwei Systemen unterschiedlicher Hersteller
momentan noch eher eine untergeordnete Rolle spielt.
Die NAS wurde mit dem Ziel entwickelt, den Datenaustausch mo¨glichst einfach zu ge-
stalten, um den unterschiedlichsten Nutzern ein Arbeiten mit AAA-Daten zu ermo¨glichen.
Zu erwa¨hnen sind hier vor allem Sekunda¨rdatenhalter wie beispielsweise Energieversorger,
die Katasterdaten als Grundlage ihrer Fachdaten verwenden. Auch fu¨r solche Nutzer ist es
unerla¨sslich, NAS-Daten importieren zu ko¨nnen. Je nach Voraussetzung kann es notwendig
sein, die Datenhaltungen dieser Nutzer um eine NAS-Importschnittstelle zu erweitern; der
Bedarf an NAS-Modulen ist somit trotz der weiten Verbreitung des AAA-Modells vorhan-
den. Dabei ist fu¨r viele Nutzer lediglich eine Untermenge des gesamten AAA-Modells von
Interesse, sodass eine vollsta¨ndige NAS-Implementierung unter Umsta¨nden nicht notwen-
dig ist. In solchen Fa¨llen ist eine Lo¨sung wu¨nschenswert, die sich auf die Bedu¨rfnisse des
Nutzers zuschneiden la¨sst. Die in dieser Arbeit vorgestellten Implementierungen lassen eine
solche Skalierung zu; der allen drei Lo¨sungen zugrunde liegende Ansatz, die Funktionalita¨t
in Oberklassen und Meta-Klassen zu konzentrieren und die aus den Schemata extrahierte
Information mo¨glichst statisch und stereotyp abzubilden, erlaubt durch Reduzierung der
Schemata eine Anpassung an beliebige Untermengen des Modells.
Die auf Java und XSLT basierenden Lo¨sungen haben zudem gezeigt, dass eine NAS-
Implementierung in vergleichsweise kurzer Zeit und mit recht geringem Aufwand entstehen
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kann. Zudem sind diese Lo¨sungen dank frei verfu¨gbarer Software vollsta¨ndig kostenneutral
entstanden und u¨berdies hochgradig portabel; alle zum Einsatz gekommenen Technologien
– Java, XSLT, PostgreSQL, Apache ANT – arbeiten plattformunabha¨ngig und sind fu¨r
diverse Betriebssysteme verfu¨gbar. Mo¨glicherweise ko¨nnen diese Erkenntnisse dazu beitra-
gen, dass kostengu¨nstige Lo¨sungen entstehen, die die Verbreitung und Weiterverarbeitung
von AAA-Daten vorantreiben und so deren Nutzen mehren.
Die Arbeiten am AAA-Modell sind noch nicht abgeschlossen. Die Vero¨ffentlichung der
na¨chsten GeoInfoDok-Version steht zu erwarten, wa¨hrend die aktuelle Version 6.0 noch
nicht einmal ein Jahr alt ist. Da die Umsetzung einer neuen Modellversion und die damit
einhergehende Portierung vorhandener Daten erfahrungsgema¨ß einige Zeit in Anspruch
nimmt, ist davon auszugehen, dass nach Erscheinen einer neuen Version nicht jedes Sys-
tem gleich schnell angepasst wird. Zudem zeigt Tabelle 11, dass die Version 6.0 der Geo-
InfoDok nur in einem Teil der Bundesla¨nder zum Start des Echtbetriebs eingefu¨hrt sein
wird. Folglich ergibt sich mo¨glicherweise die Situation, dass zwei Datenhaltungen, die un-
tereinander Daten austauschen sollen, mit unterschiedlichen Modellversionen arbeiten und
somit nicht in der Lage sind, die Daten ihres Gegenu¨ber zu verarbeiten. Steht hingegen ein
System zur Verfu¨gung, das durch gro¨ßtmo¨gliche Automation einen sehr schnellen Wechsel
auf eine neue Modellversion unterstu¨tzt, ko¨nnen derartige Versionskonflikte weitestgehend
vermieden werden.
Zum gegenwa¨rtigen Zeitpunkt existieren zwar bereits große Mengen von NAS-Daten;
allerdings gibt es einige Klassen des AAA-Modells, fu¨r deren Austausch noch extrem
wenige oder sogar keinerlei Erfahrungen vorliegen. So enthielt beispielsweise noch kein
einziger der bisher erha¨ltlichen NAS-Testdatensa¨tze ein Objekt der Klasse AX Referenz-
stationspunkt. Grundsa¨tzlich beschreiben die XML Schemata der NAS zwar so konkret
wie mo¨glich den Aufbau der NAS-XML-Daten; dennoch bleibt an vielen Stellen ein In-
terpretationsspielraum bestehen. Im Zusammenspiel mit diversen Firmen, die ihrerseits
NAS-Implementierungen betreiben, hat sich gezeigt, dass diese Interpretationsspielra¨ume
nicht selten dazu fu¨hren, dass Daten trotz Gu¨ltigkeit gegen die NAS-Schemata nicht feh-
lerfrei eingelesen werden ko¨nnen. Es steht zu erwarten, dass ein reibungsloser Austausch
von NAS-Daten zwischen verschiedenen Anbietern erst nach einer la¨ngeren Phase der
Abstimmung und Anpassung stattfinden wird.
Unter diesem Gesichtspunkt ist der Aspekt der Wartbarkeit fu¨r eine NAS-Implemen-
tierung von ho¨chster Bedeutung; eine zu¨gige Anpassung an gea¨nderte Gegebenheiten ist
eine Grundvoraussetzung fu¨r den Erfolg einer Technologie, die in Zukunft dafu¨r sorgen
soll, dass Geobasisdaten in großer Menge schnell und korrekt transportiert werden, sodass
Nutzer aus den unterschiedlichsten Bereichen ihre Aufgaben auf der Grundlage dieser
Daten wahrnehmen ko¨nnen.
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