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INTRODUCTION
Software metrics are essential to software engineering for measuring software complexity and quality, estimating cost and project effort to simply name a few. The traditional metrics like function point, software science and cyclomatic complexity have been well used in the procedural paradigm. However, they do not readily apply to aspects of the OO paradigm: class, inheritance, polymorphism, virtual function, etc.
The OO technology forces the growth of OO software metrics [6] . Several such metrics have been proposed and their reviews are available [5] [7] [9] [10] [14] [21] [22] [27] . The metrics suite proposed by Chidamber and Kemerer is one of the best-known OO metrics [12] [13] . Various researchers have conducted empirical studies to validate the OO metrics for their effects upon program attributes and quality factors such as development or maintenance effort [8] [24] . Alshayeb and Li predict that OO metrics are effective (at least in some cases) in predicting design efforts [1] . Chae, Kwon and Bae investigated the effects of dependence variables on cohesion metrics for OO programs [11] . Several other researchers have validated OO metrics for effects of class size and with the change proneness of classes [2] [16] [17] . Li [26] theoretically validated Chidamber and Kemerer metrics using a metric evaluation framework proposed by Kitchenham et al [25] and discovered some of the deficiencies of Chidamber and Kemerer metrics in the evaluation process and proposed a new suite of OO metrics that overcome these deficiencies. Rajnish and Bhattacherjee have studied the effect of class complexity (measured in terms of lines of codes, distinct variables names and function) on development time of various C++ classes [4] [32] [37] . Rajnish and Bhattacherjee have also studied on cohesion metrics for OO programs on various C++ and Java classes by accessing a common variable by a pair of methods in a class as in [33] [28] [34] [35] .
Among the various measurements, we focus on the metrics of class inheritance hierarchies. The inheritance metrics give us information about the inheritance tree of the system. Inheritance is a key feature of the OO paradigm. This mechanism supports the class hierarchy design and captures the IS-A relationship between a super class and its subclass. Class design is central to the development of OO systems. Because class design deals with functional requirements of the system, it is the highest priority in OOD (Object-Oriented Design). The use of inheritance is claimed to reduce the amount of software maintenance necessary and ease the burden of testing [13] and the reuse of software through inheritance is claimed to produce more maintainable, understandable and reliable software [3] . However, industrial adoption of academic metrics research has been slow due to, for example, a lack of perceived need. The results of such research are not typically applied to industrial software [19] , which makes validation a daunting and difficult task. For example, the experimental research of Harrison et al. [20] indicates that a system not using inheritance is better for understandability or maintainability than a system with inheritance. However, Daly's experiment [15] indicates that a system with three levels of inheritance is easier to modify than a system with no inheritance. Research has also been conducted regarding class inheritance metrics by Rajnish and Bhattacherjee as in [30] However, it is agreed that the deeper the inheritance hierarchy, the better the reusability of classes, making it harder to maintain the system. The designers may tend to keep the inheritance hierarchies shallow, discarding reusability through inheritance for simplicity of understanding [13] . So it is necessary to measure the complexity of the inheritance hierarchy to resolve differences between the depth and shallowness of it.
In this paper we consider the inheritance metrics of F.T. Sheldon et al [40] and Henderson Seller's [41] for comparison with proposed inheritance metric suites. In doing so, an attempt has been made to define empirical relationship between the proposed inheritance metric suites with the existing considered inheritance metrics and the focus was on which how the inheritance metric suites were correlated with the existing one. The rest of the paper is organized as follows. Section 2 presents the brief overview of the inheritance metrics of F.T. Sheldon et al [40] and Henderson Seller's [41] . Section 3 presents the proposed inheritance metric suites and examples for illustration. Section 4 presents the results based on collected data [23] and Tools used [18] [42]. Section 5 presents the discussion and Section 6 presents the conclusion and future scope respectively.
INHERITANCE METRICS OF F. T. SHELDON AND HENDERSON SELLER

Average Degree of Understandability (AU) Metric of F. T. Sheldon et al
As F.T. Sheldon et al defines understandability, the ease of understanding a program structure or a class inheritance structure [40] .
To calculate AU, first defining the degree of understandability (denoted by U) of a class as follows:
Where C i is i th class. This value of AU represents the degree of understandability for the class inheritance tree as mentioned in Figure 1 . An important point to emphasize here is that a lower value of AU highlights better understandability.
Average Degree of Modifiability (AM) Metric of F. T. Sheldon et al
As F.T. Sheldon et al defines modifiability, the ease with which a change or changes can be made to a program structure or a class inheritance structure [40] .
To calculate AM, first defining the degree of modifiability (denoted by M) of a class as follows:
Where C i is i th class.
SUCC (C i ): the total number of successors of class i
Next, the total degree of modifiability (TM) of a class inheritance tree is defined as follows:
Where t is the total number of classes in the class inheritance tree.
Finally, the average degree of modifiability (AM) of a class inheritance tree is as follows:
AM of the class inheritance tree is This value of AM represents the degree of modifiability of the class inheritance tree in Figure 1 . A lower value of AM represents a better index for modifiability.
Henderson-Seller's Average Inheritance Depth (AID)
The AID of a class is calculated by [41] 
PROPOSED INHERITANCE METRICS
In this section inheritance metrics for OO design has been proposed which are as follows:
Derive Base Ratio Metric (DBRM)
DBRM is the ratio of the total derived classes to the total base classes in the class inheritance tree. DBRM is calculated as follows: N: total number of classes in the class inheritance tree.
Assumptions.
• DBRM measures how many base classes are presents in an inheritance tree which directly affect the immediate or non-immediate subclasses.
• DBRM measures how many derived classes are presents in an inheritance tree which directly or indirectly affect the ancestor classes. More derived classes more reuse, since inheritance is a form of reuse and more mental exercise is required to design and code a class in an inheritance tree.
• In class inheritance tree where DBRM=1.00 will imply a simple case of single inheritance (one base class and one derive class) and multilevel inheritance.
Average Number of Direct Child (ANDC) Metric
ANDC metric is the ratio of the total number of immediate child to the total number of classes in the inheritance tree. ANDC metric is calculated as follows:
( : total number of immediate child in the class inheritance tree. N: total number of classes in the class inheritance tree.
Assumptions.
• Since ANDC metric is concerned with the total numbers of direct child. This gives an indication of the subordinate classes in the class inheritance tree.
• ANDC metric measures how many immediate subclasses are going to inherit the properties (methods and attributes) of classes.
• ANDC metric gives an idea of the potential influence a class has on the overall design.
Average Number of Indirect Child (ANIC) Metric
ANIC metric is the ratio of the total number of indirect child to the total number of classes in the inheritance tree. ANIC metric is calculated as follows:
( : total number of indirect child in the class inheritance tree.
N: total number of classes in the class inheritance tree.
Assumptions
• Since ANIC metric is concerned with the total numbers of non-immediate classes in the class inheritance tree. This metric gives an indication of how many ancestors' classes potentially affect the subclasses in the class inheritance tree.
• Deeper trees constitute greater design complexity, since more properties of classes are involved.
• The deeper a class is in the tree, the higher the degree of methods inheritance, making it more complex to predict its behavior.
Examples for Illustration
Consider the example shown above in Figure 1 and another example shown below in Figure 2 to illustrates the existing inheritance metrics and proposed inheritance metric suites. The entire results of existing and proposed inheritance metrics values for Figure 1 and Figure 2 are shown in Table 1 . Table 1 . Inheritance Metrics values for Figure 1 and Figure 2 From Table 1 , following observations have been made which are as follows:
• Since lower value of AU and AM highlights better understandability and modifiability. Through AU and AM metrics it can be predict that Figure 2 highlights better for understandability and better index for modifiability, still Figure 2 is much more complex than Figure 1 .
• High value of AID involves greater design complexity due to high depth (sometimes may be same) and more methods, attributes and classes are involved in the class inheritance tree. From Figure 2 , it involves more classes than Figure 1 due to high AID.
• DBRM measures the ratio of the total derived classes to the total base classes in the class inheritance tree. High DBRM means more derived classes and base classes are involved in class inheritance tree. From Figure 1 and Figure2 it can be easily analyzed that Figure 2 involves more derived and bases classes than Figure 1 in the inheritance tree.
• Since ANDC is concerned with direct child (immediate) in the inheritance tree. Through this metric it can be easily analyzed how many classes reused the properties of base classes in an inheritance tree at the design stage. From Figure 1 and Figure 2 it can be analyzed that Figure 2 reuse more properties of classes than Figure 1 . • Since ANIC is concerned with the total number of indirect child (non-immediate) in the inheritance tree. Through this metric it can be analyzed that how many subclasses can potentially affect the ancestor classes at the design stage. From Figure 1 and Figure 2 it can be analyzed that Figure 2 can affect more ancestor classes than Figure 1 .
Metric Values
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RESULTS
In this section statistical analysis has been performed based on collected data from [23] . Metric tools were used for generating inheritance metric values as in [18] [42] . Correlation coefficients for different inheritance metrics were calculated for a class inheritance trees and the focus was on which how different inheritance metrics were correlated to each other. The statistical analysis of the data in the tables has been generated with the aid of MATLAB [29] . 
DISCUSSION
Certain observations from above mentioned tables and figures done based on collected data from various sources [23] .
From Table 2 , following observations have been made which are as follows:
• Both AU and AM metric have high mean values as compared to the other metrics in the Table, this suggest more understanding of classes and more modification will be required at any stages of class inheritance trees.
• Mean value (1.1518) of AID represents higher depth. This suggests if classes have higher depth it is very difficult to maintain the sequence of classes (i.e. more classes involved) in the class inheritance tree.
• Mean value (1.3580) of DBRM metric suggest more involvements of base classes and derive classes in the class inheritance trees.
• ANDC metric have less mean value as compared to the other metrics in the Table except ANIC metric, this suggest less number of immediate child is attached to the root of the tree. If mean value of ANDC is high then more number of immediate child are presents in the class inheritance tree and more reuse since inheritance is a form of reuse.
• ANDC and ANIC have low median values this suggests that most classes in an application tend to be close to the root in the inheritance tree.
• By observing the DBRM, ANDC ANIC, AID, AU and AM metric for classes in an application one can determine whether the design is top heavy (too many classes near the root) or bottom heavy (many classes are near the bottom of the tree).
• By observing the above mentioned metrics values most of the classes appears to be top heavy, this suggest that one may not take the advantage of reuse of methods and attributes through inheritance.
• Another interesting aspect is that maximum value of AU, AM, AID, DBRM, ANDC and ANIC metric is rather small (3.3750 for AM and all are less than AU). One possible explanation is that one can tend to keep that number of levels of abstraction to a manageable number in order to facilitate comprehensibility of the overall architecture of the system. Another possible explanation is that reusability through inheritance for simplicity of understanding.
From Table 3 it is observed that ANDC and ANIC correlates very well with the AU, AM and AID metrics. In column 2 ANDC (correlation: 0.8722 highest in the column) correlates very well with the AU, AM and AID metrics. In column 3 ANIC (correlation: 0.7059 highest in the column) correlates very well with the AU, AM and AID metrics. DBRM metric does not correlate well with all metrics (existing as well as proposed one). In all the columns it has the lowest correlation than existing metrics (AU, AM, AID) and proposed metrics (ANIC and ANDC). It is because DBRM metric may require some extra or additional parameters for to be good correlation with the existing as well as proposed metrics.
CONCLUSION AND FUTURE SCOPE
In this paper an attempt has been made to present the different inheritance metrics for measuring the class inheritance trees. In the work presented here, the goal was to find the effect of different class inheritance metrics values at each level at the design stage. The approach taken was empirical. The OO languages used in the data set was C++. As seen from Table 3 ANIC and ANDC has very well correlation with the existing metrics. This firmly believe us that both ANIC and ANDC metrics is a good measure for class inheritance trees at the design stage.
It must be mentioned that the programs used for the study were very small compared to large industry system. Therefore in terms of future scope, we plan to study some fundamental issues, (1) some more program parameter has to be incorporated to our proposed DBRM (Derive Base Ratio Metric) because its correlation is not very well with the existing as well as our proposed ANIC and ANDC metrics [see in Table 3 ].
(2) Further characteristics of classes need to be studied to establish an empirical relationship between the different existing class inheritance metrics and proposed one.
(3) Towards further validation with an extended set of classes and further evaluation of proposed metrics will in turn improvement of the quality of classes.
