The Dynamic Airspace Configuration (DAC) concept requires strategically organizing and efficiently allocating airspace. In the current National Airspace System (NAS), sector boundaries have been developed heuristically over decades in light of historical data and analysis. In our previous efforts, a graph model based on air route structure was developed to model the en-route airspace over the U.S., and was partitioned using a spectral clustering algorithm. This paper addresses how to generate sectors with desirable geometry using the partitioned graph as an input. The minimum distance constraints are considered in our twostep algorithm. Instead of converting these constraints into a mathematical programming problem as most previous research has done, we treat the constraints satisfaction as a geometric problem. In correspondence to vertices assignments, an algorithm is first proposed that aims to compute non-overlapping convex hulls, while satisfying the constraints. Then, we develop a novel method using the shortest path searching algorithm to create smooth sector boundaries outside the convex hulls, where the desirable boundary is mathematically defined and computed. Finally, the performance of the proposed sectorization algorithm is demonstrated using the Enhanced Traffic Management System (ETMS) air traffic data.
Nomenclature

I. Introduction
As it is anticipated that the flight demand through the airspace network of the U.S. will likely increase by a factor of two or three by the year 2020, a significant transformation of the current National Airspace System (NAS) will be necessary to handle this increase. 1 The Dynamic Airspace configuration (DAC) concept has recently been proposed by NASA to determine how to strategically organize airspace and dynamically allocate it corresponding to changing air traffic. The first problem that the DAC concept must address is how to restructure the entire airspace. 2 Currently, there are 20 Air Route Traffic Control Centers (ARTCC) in the NAS over the U.S. continent, each of which is divided into multiple sectors. Of these approximately 600 sectors, each is under the supervision of one or more controllers to ensure safe and efficient air traffic operations. Most of the current sector boundaries have been developed historically and empirically, and have been maintained for several decades.
The airspace sectorization problem is dedicated to restructuring the airspace into a group of sectors with the balanced controllers' workload and the minimal coordination workloads between adjacent sectors. Closely related to the issue of workload distribution, constraints satisfaction is never a negligible factor with respect to the airspace sectorization problem. Any violation of constrains could directly result in extra workload for controllers, and may induce unexpected consequences.
The topic of airspace sectorization has been extensively researched for years. Trandac et. al. took full consideration of several specific constraints and formulated the airspace sectorization problem as a mathematical programming problem. 4 Basu and Mitchell et. al. proposed a heuristic-based geometric partition approach for the purpose of airspace sectorization. 5, 6 In Ref. 7 , Klein first generated hexagonal grid cells in the airspace, and then grew a set of seeds by means of incorporating adjacent cells to obtain the final sectorization. More recently, a combinatorial strategy of the Voronoi diagram and genetic algorithms was proposed by Xue 8 . In this paper, the initial sector boundaries are obtained through a set of randomly generated points, and then the points are moved using genetic optimization to achieve the desired sectorization.
Our research in this paper is to solve the dynamic airspace sectorization problem. In our previous efforts, we modeled the airspace as a weighted graph, and then partitioned the graph using a spectral clustering method. The focus throughout this work is on finding optimal sector boundaries based on partitioned graph model. We focus on constraints satisfaction in response to air traffic controllers' feedback, an approach not yet effectively achieved in the existing literature. In seeking desirable sector geometry, we develop heuristics in combination with computational geometry and optimization. The performance of the proposed sectorization algorithm is validated using real traffic data (ETMS data).
The rest of the paper is organized as follows: In Section II, we briefly introduce the graph model we developed previously, and discuss the significant modifications made recently. In Section III, we discuss the specific constraints we have considered in our algorithm. Then, the entire sectorization algorithm is elaborated in Section IV. The performance of our algorithm is demonstrated using ETMS data in Section V. Finally, Section VI offers the concluding remarks.
II. Review of the DAC Algorithm
A. Airspace model
This research draws on our previous work of en-route airspace modeling. In Ref. 3 , we developed a method to model the NAS as a graph based on the air route structure. This model naturally inherits the real air routes and it has ample flexibility to design the shapes of the sectors since large portions of the airspace are not covered by any air routes.
The undirected air route model is established on graph theory and consists of a set of vertices, links and a corresponding weight matrix. The vertices of the graph represent waypoints along the qualified air traffic flow including airports and virtually generated flight network nodes, while the links act as segments of air routes between two vertices. The elements in the weight matrix describe the traffic density of corresponding links. In Figure 1 , the graph is denoted as , where, is a set of vertices, is a set of links, and is a matrix, whose elements are the weights of links, , where vertices and are connected by the links. 
B. Graph partitioning
Aiming to partition the graph into subgraphs, we propose a bi-partitioning method using a spectral clustering algorithm. Two major modifications have been made to this process recently.
A new vector is created as an additional attribute of the vertices. The values of elements in describe the significance level of each vertex in the following descending order: vertices representing major airports (level = 0) < vertices representing waypoints (Level = 1) < vertices representing regular crossing nodes (Level = 2) < other air routes vertices (Level = 3). Here, waypoints denote the navaids in this paper. 17 Formerly, we considered only monitoring and coordination workload in calculating the total workload. The graph is iteratively bi-partitioned until all subgraph workloads are below their capacity thresholds, where and respectively denote the subgraph and the total workload of the subgraph, and
Where K is the number of subgraphs obtained using a spectral clustering method. After considering the workload complexity, the conflict avoidance workload, which also significantly affects total controller workload, is added to the total workload:
(1) where where is the graph weight matrix computed by averaging the accumulated air traffic projected on link over a time period of , and represents the number of aircraft projected on the link at time . A more detailed introduction to workload calculation is presented in 9 . The values of coefficients are from an empirical study of air traffic workloads. 10 Another improvement in this work is the simplification of the graph model. In our prior work, the graph model was built by overlapping the air route structure with grid cells that depicted the flight tracks. Motivated by a desire to reduce the graph size and to enhance air route fidelity, we directly discretize each section of air routes, and then merge together contiguous vertices to capture the main traffic flow structure. A pseudo air route model is presented in Figure 2 . The randomly generated air routes are discretized into equal-length segments. The vertices assigned to each subgraph are distinguished by colors. 
III. Airspace Constraints
In our earlier papers 3, 11 , we partitioned the air route model to balance the total workloads among sectors and to minimize coordination workloads. Besides workload distribution, there are some special constraints in the airspace sectorization problem, which are drawn from the feedback of controllers in real operation scenarios. Some previous works did not include these constraints in their models. 7, 8 Trandac et. al. used some specific constrains in their mathematical programming model. 4 Whereas we ponder that a geometric solution should be more effective, especially based on our accurate air route structure. The following constraints are considered as primarily responsible for the workload increase; the respective solutions are illustrated in our algorithm.
A. Convexity constraint
Convexity is an important factor of sector geometry. Abnormal sector contours could induce much additional workload for air traffic controllers, since aircraft may enter the same sector twice or even more. Every time an aircraft enters one sector from another, it causes a series of handoff activities between controllers of both sectors, involving a large amount of data correspondence. Figure 3 shows our idea to solve the non-convexity problem. We use the convex hull in our algorithm which can guarantee convexity in the major traffic area. This part is illustrated in detail in Section IV. 
B. Minimum distance constraint
The distance between a sector boundary and the graph model vertices must not be less than a given distance. This constraint ensures that the controller has enough time and space to solve conflicts that may occur around this node. There are two types of minimum distance constraints incorporated into our algorithm. Airports are air traffic hinges of the entire NAS. All the aircraft in the network take off from one airport and head to another. Hence, the traffic around these areas is heavy, and the sector boundaries are not expected to pass through the center of the TRACON area. We create a protection zone centered at the vertices representing airports before the sectorization process begins. The protection zone is a square with edge length of nm, where is the required minimum distance. Then, the original vertex is replaced by the corner points of the protection zone as new subgraph vertices so that the sector boundary can bypass the protection zone. Besides the airport vertices in our graph model, the crossing waypoints are also critical, so they need to be a certain distance away from the sector boundary. In real traffic scenarios, the localities of these vertices are also potential positions around which aircraft could have conflicts. Therefore we also put a protection zone surrounding these crossing vertices. By doing so, we guarantee that vertices representing airports/crossing waypoints will be at least nm away from the sector boundary. Figure 4 shows an example of the protection zone.
Minimum distance constraint between airports/waypoints and the sector boundary
Minimum distance constraint between air routes and the sector boundary
Normally, the flight paths of aircraft are not exactly in conformity with the flight plan. Even without any convective weather or unexpected traffic jam, flight track deviations may occur in various degrees. Thus, if the air route is very close to the sector boundary, for the worst case, the flight may enter and exit one sector back and forth. To prevent these unallowable situations, we also use a similar idea that adds a rectangular protection zone along the air route as shown in Figure 5 . 
IV. Airspace Sectorization Algorithm
After obtaining the graph model of airspace, the emphasis of the DAC algorithm shifts to partitioning the airspace. We develop a two-step algorithm to partition the airspace into sectors such that each sector contains one subgraph with a smooth boundary and the small number of edges. Figure 6 . The flow chart for the airspace sectorization algorithm
A. Overview
In the Federal Aviation Administration (FAA) ATC automation systems, it is commonly believed that the human factor is of great significance to en-route air traffic safety. A rational distribution of controllers' workload can significantly reduces the rate of air traffic accident occurence. However, the workload pattern is a complex system that involves many different types of factors, and researchers have tried to establish an appropriately exhaustive model for the controllers' workload. Since we aim to optimize the workload distribution among sectors, the method we propose considers different types of factors that closely relate to human controllers' workloads. Most of the factors evolve into a geometrical problem in our model. In our previous effort 3 , an air route model is formulated based on graph theory; moreover, the air routes represented by vertices on the graph model are partitioned using spectral clustering.
The partitioned graph is taken as an input into the airspace sectorization algorithm. In the graph, all vertices are assigned to corresponding subgraphs in accordance with workload distribution principles. Firstly, we draw convex hulls which embrace vertices in each subgraph. Then, a multi-level polygon shrinking method is developed to resolve the overlapping area of contiguous convex hulls, which generates the initial contour of each sector field. Then, we try to obtain smooth boundaries among the convex hulls. Before employing a shortest path searching method, we propose a novel method to locate a set of source nodes and sink nodes on the graph. Eventually, the desired boundaries are computed to explicitly divide the airspace into sectors. The flow chart of the proposed sectorization algorithm is shown in Figure 6 .
B. Algorithm for generating non-overlapped convex hulls for the partitioned subgraphs
Why convex hulls?
Convex set problems are extensively studied in many fields of mathematics. In computational geometry, the convex hull is commonly used to find the boundary of the minimal convex set containing a non-empty set of points in a plane.
As mentioned in Section III.A, convexity is one of the core constraints of sector geometry. In Ref
8
, the author also emphasized the convexity of airspace sectors, and applied the Voronoi diagram to obtain convex sector boundaries. However, there are some other geometric constraints we can not afford to neglect, and theoretically all absolute convex sectors, adjacent to one another, could bring about a lot of unexpected situations in sector geometry, such as very sharp angles and long extrudes, which are not desirable. Thus, to make a tradeoff between convexity and other constraints, we adopt the convex hull to embrace all correlated nodes and thus to satisfy the convexity issue to a great extent. This process would ensure that the areas containing major traffic information are included in the convex hulls. Then we propose another method to draw optimal boundary among the gap areas where traffic are very light, and this process is illustrated in Section IV.B.
While convex hulls are widely used to define and solve many geometry problems, the algorithm about how to find minimal convex hulls among given sets of points has also been well developed. 12 A searching algorithm with a linear-time complexity can guarantee the efficiency of the whole process of sectorization as is required in the real air traffic operation scenarios.
The multi-level shrinking method
Provided that the workloads are already evenly distributed among subgraphs, it is obvious that casually shrinking the convex hulls will unexpectedly exclude some significant traffic information and could break the workload balance seriously. For instance, if an airport vertex is moved from one subgraph to another, the total balance will be changed to a great extent. Therefore, a multi-level shrinking method is proposed to eliminate overlapping areas of convex hulls while maintaining pre-achieved workload balance.
In Section II.B, we define a vector to depict the significance level of the vertices, and we also introduce the constraints and the corresponding methods which ensure the constraints are satisfied in section III. As new vertices are generated to denote the protection zone, are expanded correspondingly, but do not necessarily change because there is no new traffic among the virtually generated vertices in our graph model. Each new vertex is descent from one original vertex, so that the related elements in the expanded vector are identical. In the convex hull shrinking step, the value of the significance level is treated as priority that determines the sequence standard by which vertices of different significance levels are eliminated from the convex hulls. As an illustration, if vertex i representing a waypoint and vertex j representing a regular air route node are both in the same overlapping area between two sectors, vertex j will naturally be eliminated first while vertex i is temporally retained until the next iteration. To solve the overlapping between two convex hulls, we iteratively carry out the "shrinking by vertices" and "shrinking by edges" methods which are introduced in the following section.
Generation of non-overlapping convex hulls
While the objective of the multi-level shrinking method is to maintain balance, the workloads of subgraphs always vary to some extent. Thus, seeking to further improve the workload balance, we order the subgraphs by their workloads. If any two convex hulls are intersected, the one with higher workloads will be shrunk and the vertices in the overlapping area will be moved to the lower one. Figure 7 illustrates a detailed flow chart of this algorithm.
Draw a convex hull for each subgraph, denoted by P i , (i=1,2,...K, where K is the number of subgraphs).
Order the convex hulls by their workloads. Specifically, we assume WL(P 1 )>WL(P 2 )…>WL(P K ). is a vertex located within the overlapping area. We simply take out from and move it to to rebalance the workloads. 2) Shrinking by edges:
are two neighboring vertices on the convex hull of subgraph , where the significance level
. If the convex hull of is intersected with the other, and the edge between and cut through other convex hulls, then we may eliminate the vertex with lower significance level to reduce the overlapping area without violation of hard constraints. Figure 8 shows an example of this method. The two convex hulls of subgraphs and are intersected with each other in the left figure. and are vertices on the protection zones of waypoints respectively in and with significance level while is a regular air route vertex in with significance . Apparently, if we simply eliminate from to solve overlapping, then the minimum distance constraint will be violated, which is not desirable. Thus, another solution is to take the vertex out of as shown in the right figure. By shrinking the edges, we can preserve the protection zones by means of sacrificing less important vertices.
Considering the complexity of the graph model with original and new vertices, we deliberately evolve this algorithm to find optimal non-overlapped convex hulls with decent geometry shapes while improving the workload balance. 
Problem definition and objective
In the previous step, we generate K non-overlapping convex hulls, each of which contains the vertices in one subgraph exclusively. Now, our objective is to generate ideal sector boundaries in the gap areas outside the convex hulls. We mainly consider two factors to physically define the term "ideal". First, upon the operational conditions in real air traffic scenarios, it is desirable that all sectors' polygonal contours are to be smooth. By the term "smooth", we mean the boundary does not have many short segments. Second, we do not expect sharp angles on the sector boundaries which could reduce the minimum flight dwelling time in a sector and deteriorate the sector geometry.
We propose an iterative bisection algorithm to compute the final sectors. In each iteration, a polyline is generated in the gap area to separate the graph/subgraph into two sectors, each of which contains several convex hulls. The process is carried out iteratively until each sector contains only one convex hull. To achieve the objectives above, we mathematically describe the desirable polyline as follows:
Let denote a set of polylines. Assume are consecutive nodes on polyline , and links between every two consecutive nodes are segments of polyline denoted by . Thus, we set the angle of any two connected segments as: (2) where, , and . Then we define the curvature of polyline as:
(3) We set angle as the tolerance of the polyline curvature. Consequently, we define the desirable polyline by: Definition 1: For a set of candidate polylines , where , the one that has the minimal number of nodes is the desirable polyline . If more than one polyline has nodes, the one that has the greatest value of is the desirable polyline .
Algorithm description
Given the graph with non-overlapped convex hulls, the problem of generating desirable polyline is reduced to a problem of searching paths among polygonal obstacles in a plane, which is a classical problem in computational geometry. Mitchell et. al. proposed an algorithm to find a path with the minimum number of links between two points among a set of non-intersecting polygonal obstacles in the plane. 13 He also computed a shortest distance path in the same scenario using an algorithm of propagation in 14 . Zhang et. al. used an implicit graph to find the obstacle-avoiding shortest path which is computationally efficient in the presence of a large number of obstacles. 15 Although previous work has solved the similar problems, most research concentrated on problems of finding a path between two fixed points. However, in our model such kind of points do not pre-exist so that we need to locate the source and sink nodes beforehand. Upon the contribution of previous literature, it is not difficult to perceive that shortest path searching could be used to achieve our goal of finding . Taking account of algorithm efficiency, we adopt the classical Dijkstra algorithm. 16 To reduce the problem complexity, we take only the corner vertices on the contour of convex hulls as candidate nodes for path searching between the source and sink nodes. Overall, a heuristic bisection method is proposed with our consideration of various aspects. The specific steps are stated as following while an illustration is presented in Figure 9 . Take the subgraph as an example. 1) Under operational conditions, the shapes of the air traffic centers are irregular and enormously varying. To capture the essence of different shapes, we build a rectangular bounding box with a minimal volume for the graph to be bisected as shown in S1in Figure 9 .
2) Let denote the vertices convex hulls inside subgraph , and N are the candidate intermediate nodes for shortest path searching. Project the convex hulls on each side of the bounding box as line segments, and keep the two endpoints of each line segment in the pool, denoted by , as candidate source and sink nodes. Thus, for every point in Q, there is one projected node n in N. Nevertheless, some of the nodes could not be directly projected onto certain edges of the bounding box without cutting through other convex hulls. We eliminate such points from Q, to reduce the complexity of our algorithm (See S2 in Figure 9 ). 3) Between one source node and another sink node located on a different edge of the bounding box, we search the shortest path using the Dijkstra algorithm and obtain a polyline as shown in S3 in Figure 9 . If both subgraphs separated by the polyline contain at least one convex hull, we treat this one as a candidate polyline. Then we select the desirable polyline as defined previously among all candidates.
4) Iteratively execute step1 to step 3 until each subgraph contains only one convex hull. Eventually, the final sectorization is achieved (See S4 in Figure 9 ).
There are two potential advantages of our algorithm. First, by using a rectangular bounding box, two intersected polygonal boundaries are likely to be approximately orthogonal to each other, which would effectively improve the overall geometry by avoiding too many sharp angles. Second, through the proposed projection method, the complexity of the algorithm is significantly reduced in comparison to other algorithms.
V. Simulations
A. Simulation with simple graphs
First, we implement the airspace sectorization algorithm to simple graphs for the purpose of further illustration. In S1 in Figure 10 , an air route model including 5 subgraphs is presented. Before adding the protection zone to the graph, we use the regular shrinking method to draw the non-overlapping convex hulls in S2. In contrast, S3 shows how the protection zones clearly take effect utilizing the multi-level shrinking method. The convex hulls are somewhat expanded while air routes and important vertices are evidently a minimum distance away from the contour of the convex hulls. In S4, final sector boundaries are computed in the gap area and the computed sectors show a desirable geometrical shape. 
B. Validation using the ETMS data
In this section, we validate the performance of the proposed sectorization algorithm with real air traffic data. We set the minimum distances between airports and the sector boundary 15nm, between waypoints and the sector boundary 9nm, and between air routes and the sector boundary 3nm. Based on a study by Masalonis et. al. 10 we use the following values to compute the sector workloads: (4) To compute the desirable polyline as a sector boundary, the tolerance of the curvature is chosen based on various simulations:
.
(5) Figure 11 shows the sectorization of the Atlanta center (ZTL) generated by our sectorization algorithm with ETMS data for 15:00-17:00 EST on March 27, 2007. The triangles represent major airports within the ZTL center. The boundary of our sectorization is denoted by red lines while the green lines represent the current sector boundary in ZTL. Figure 11 demonstrates that our sectorization has decent geometrical shapes which are desirable for air traffic control. Figure 11 . Sectorization for the ZTL center 9 Comparisons of average workload distribution using one hour ETMS data on March 27 th 2007 between current configurations and DAC results (Figigure 11) are presented in Figure 12 . As it is shown, the black dotted line on top is the workload alert value defined for graph partition. The solid color lines show workload distribution in 12 DAC sectors while dotted color lines indicate the performance of current configuration. Specifically, the purple, red, green Figure 12 . Comparisons of workloads distribution between current and DAC configurations and black colors represent total workload, monitoring workload, coordination workload and conflict avoidance workload respectively. Thus, besides generation of good geometry, the DAC algorithm also improves overall workload balance among sectors.
Our algorithm has also been tested on other ARTCCs, including Cleveland Center (ZOB), Dallas Center (ZFW), Kansas center (ZKC), and Denver center (ZDV) shown in Figure 12 . For sectorization, we use the two-hour ETMS data for 15:00-17:00 ETS on March 27, 2007.
VI. Conclusion
In this paper, we have proposed an airspace sectorization algorithm based on our graph model which accurately represents the air route structure in the NAS. The graph model is first partitioned into a set of subgraphs which satisfy the workload capacity constraint for each sector. Important sector constraints are also incorporated into the proposed algorithm. We have solved the minimum distance constraints by adding protection zones to the graph model. In the two-step sectorization algorithm, we firstly compute non-overlapping convex hulls, each containing only one subgraph. Then, using a shortest path searching method, we compute desirable sector boundaries in the gap area outside the convex hulls. We have validated the performance of our algorithm with real air traffic data.
