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Abstract. UML 1.4 is widely accepted as the standard for representing the 
various software artifacts generated by a development process. For this reason, 
there have been attempts to use this language to represent the software architec-
ture of systems as well. Unfortunately, these attempts have ended in representa-
tions (boxes and lines) already criticized by the software architecture commu-
nity. Recently, OMG has published a draft that will constitute the future UML 
2.0 specification. In this paper we compare the capacities of UML 1.4 and 
UML 2.0 to describe software architectures. In particular, we study extensions 
of both UML versions to describe the static view of the C3 architectural style (a 
simplification of the C2 style). One of the results of this study is the difficulties 
found when using the UML 2.0 metamodel to describe the concept of connector 
in a software architecture. 
1  Introduction 
UML 1.4 [18] has become the standard for representing the software products ob-
tained in the various activities (like requirement acquisition, requirement analysis, 
system design, or system deployment) of a software development process. For this 
reason, it is not surprising that there have been attempts to use UML 1.4 to represent 
the software architecture of an application. However, the language is not designed to 
syntactically and semantically represent the elements of software architectures, neither 
using its constructors as they are defined nor adding stereotypes to them. Some works 
analyzing this problem are [1][5][7][8][9][10][12][14][16][22][23][24][25][29]. Con-
sequently, the only solution is to make a heavyweight extension to the UML 1.4 
metamodel. However, this type of extension requires the modification of the language, 
which in turn implies that the tools processing it would need to be changed, deviating 
from the standard. The appearance of UML 2.0 [19][20] in the near future could solve 
(or at least ease) this problem. As indicated in [3], UML 2.0 promises a significant 
improvement in the way systems are architected.  
In this work we present a set of extensions to the UML 1.4 metamodel and to the 
UML 2.0 metamodel to describe the static view of the C3 architectural style. This 
style is a variation of the C2 style [15]. UML 1.4 has been selected versus UML 1.5 
because UML 1.4 is more popular and it is more extended than UML 1.5.  
The rest of the paper is organized as follows. In Section 2 we describe basic con-
cepts related to software architecture, trying to establish a conceptual reference 
framework. In Section 3 we describe how we change the C2 architectural style to 
obtain the C3 style. In Section 4 we present the extension to the UML 1.4 metamodel 
to represent the static view of the C3 style. In Section 5 we approach this problem 
using UML 2.0. Section 6 presents a comparison between the results of the two previ-
ous sections. Finally, Section 7 presents conclusions and future lines of research. 
2  Software Architecture 
Due to the recent appearance of the software architecture discipline, there are still 
several definitions of this concept. For example, in [2] we find: “The software archi-
tecture of a program or computing system is the structure or structures of the system, 
which comprise software components, the externally visible properties of those com-
ponents, and the relationships among them.” In [28] we can read: “Abstractly, soft-
ware architecture involves the description of elements from which systems are built, 
interactions among those elements, patterns that guide their composition, and con-
straints on these patterns.” IEEE Standard 1471 [11] defines architecture as: “the 
fundamental organization of a system embodied in its components, their relationships 
to each other, and to the environment, and the principles guiding its design and evolu-
tion.” Our work assumes the definition of software architecture given by [11] since it 
is the most complete of those referenced.  
On the other hand, this work takes the definition of architectural style provided by 
[4]: “an architectural style is a specialization of a viewtype’s elements and relation-
ships, together with a set of constraints on how they can be used. A style defines a 
family of architectures that satisfy the constraints.” 
3 The C3 Architectural Style 
C3 is an architectural style derived from the C2 style [15]. We briefly describe now 
the C2 architectural style. “The C2 architectural style can be informally summarized 
as a network of concurrent components hooked together by message routing devices” 
[15]. Every component has its own control flow and no assumptions are made about 
the existence of a shared addressing space. The key elements of the C2 architecture 
are components and connectors. 
Components communicate through asynchronous message passing. There are two 
types of messages: notifications and requests. Notifications are announcements of 
changes in the state of the internal object of a component. Requests sent by a compo-
nent indicate service requests to components on top of it. A notification is always sent 
downward through a C2 architecture while a request is always sent up. 
Both components and connectors must have top and bottom domains. The top do-
main of a component can only be connected to the bottom domain of a connector and 
its bottom domain can only be connected to the top domain of a connector.  
A connector can be connected to any number of components and/or connectors. 
Components can only communicate through connectors since direct communication 
between components is forbidden. Two connectors can only be connected from the 
bottom of one to the top of the other. Connectors are responsible for routing and, 
potentially, multicasting messages. A secondary responsibility of connectors is mes-
sage filtering. Connectors can provide the following policies for filtering and delivery 
of messages: no filtering, notification filtering, message filtering, prioritized, and 
message sink 
The modifications introduced in the C2 style to obtain C3 are the following:  
• There is no predetermined type of inheritance between components. 
• Interface operations only allow input arguments. 
• The type of component and its internal structure are not predetermined. 
• Connectors only support the policies of message filtering and message sink. 
• Operations in the interface can define preconditions and postconditions.  
4 A Proposal of Heavyweight Extension to UML 1.4 Metamodel to 
Describe the Static View of the C3 Architectural Style 
This section presents our proposal to extend the UML 1.4 metamodel to describe the 
static view of the C3 style. This proposal has been previously presented in [21]. To 
extend the metamodel we have followed two rules: 
• We do not remove existing metaclasses nor modify their syntax or semantics. 
• The new metaclasses must have as few relations as possible with the metaclasses 
already defined, i.e., they must be self-contained (as much as possible). 
The objective behind these rules is to simplify the implementation of this extension 
in tools that already support the current UML 1.4 metamodel. 
We will introduce the new metaclasses to the UML 1.4 metamodel to represent the 
structural aspects of the C3 architectural style in a new package which we call 
C3Description, located in the package Foundation. The abstract syntax for the pack-
age Foundation::C3Description is shown in Figure 1. In this Figure, the new meta-
classes added to the UML 1.4 metamodel appear shading. 
Although not shown in that figure, the new constructors (except for Role and Port) 
are added to the UML 1.4 metamodel as subclasses of ModelElement, which defines 
the metaattribute name. ModelElement is a subclass of Element, the root metaclass. 
Constructors Role and Port will be subclasses of Element since they do not need to 
have a name. As shown in Figure 1, we use the constructors Attribute, Constraint and 
Parameter defined in package Core, and types Boolean and ProcedureExpression 
defined in package Data Types. A detailed description of the Founda-
tion::C3Description package can be found in [21]. To summary we can say: 
• The metaclasses Component, Connector and Architecture represent the con-
cepts of component, connector and configuration of the C3 style. The associa-
tion contains between Component/Connector and Architecture indicates that a 
component and a connector can be composite elements. 
• The metaclasses Port and Role represent the interaction points of a component 
and a connector, respectively. The cardinality (2) between Component and 
Port indicates that a component has two domains: top and bottom. The cardi-
nality (1..*) between Connector and Role indicates that a connector has several 
interaction points. The association between Port and Role models the connec-
tion between a component (at one domain) and a connector. The association 
conTocon between Role and Role models the connection between two different 
connectors. 
• The metaclass InterfaceElement models the interface of a C3 component in 
both domains. An interface element has a name (inherited of ModelElement), a 
direction that indicates whether the component provides this operation to the 
environment (prov) or whether the component requires that operation from en-
vironment (req), a parameters set and, probably, a precondition and a postcon-
dition. 
• The state variables of a component are modeled with the metaclass Attribute 
and the invariant of the component with the metaclass Constraint. 
• Lastly, the metaclass Filter models the filter mechanisms supported by C3. 
Architecture
Component
isActive: Boolean = true
Connector
isActive: Boolean = true
containscontains
0..1
0..1
Port
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domain: Domain
2..*
1..*
2
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1
1
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1
direction: Direction
InterfaceElement
<<enumeration>>
Domain
(from Data Types Package)
<<enumeration>>
Direction
<<precondition>>
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0..*
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Fig. 1. Abstract syntax of the package Foundation::C3Description in UML 1.4 to describe the 
static view of the C3 architectural style (from ACM/SIGSOFT 28(3)) 
 
5 Description of the Static View of the C3 Architectural Style with 
UML 2.0 
To investigate how to use UML 2.0 to describe the static view of the C3 architectural 
style we can follow this strategy:  
1. Use the elements of UML 2.0, as they are defined by the language. 
2. If the previous option is unable to represent the C3 style, the only possibility is 
extending UML 2.0. We can extend UML 2.0 in two ways: 
• We can define a new dialect of UML 2.0 by using Profiles to customize the lan-
guage for particular platforms and domains. This implies making use of the 
package InfrastrutureLibrary::Profiles. 
• We can specify a new language related to UML 2.0 by reusing part of the Infra-
structureLibrary::Core package and augmenting it with appropriate metaclasses 
and metarelationships. With this approximation we define a new member of the 
UML 2.0 family of languages.  
In the following, we study each of these approximations to evaluate the capabilities 
of UML 2.0 to describe the static view of the C3 architectural style. 
5.1 Using UML 2.0 “as is” 
In this case we try to use the constructors defined by the package UML to represent 
the architectural elements of the C3 style. Unfortunately, the constructors defined in 
UML 2.0 do not allow specifying many of the architectural aspects of the C3 style. 
Some sample problems are:  
1. The semantics of a connector is different in UML 2.0 and in C3. For example, 
UML 2.0 [20] defines an assembly connector as follows: “is a connector between 
two components that defines that one component provides the services that another 
component requires.” In C3, a connector can be connected to any number of con-
nectors and not only to components.  
2. A component in UML 2.0 (metaclass Components::Component) can have any 
number of associated ports. In C3, each of the two component domains could be 
modeled by a port, so that a component would only have two associated ports.  
3. In C3 an operation in the specification of an interface does not return any result, 
while the same concept of operation in UML 2.0 (metaclass 
Classes::Kernel::Operation) allows a result to be returned. 
4. In UML 2.0 the declaration of an interface (metaclass 
Classes::Interfaces::Interface) can have some attributes (properties) associated 
while interfaces in C3 only allow to declare operations.  
We could point out more problems of UML 2.0 to describe the architectural style 
C3, but one is enough to require a different strategy. In the next section we describe an 
approximation to describe the static view of the C3 architectural style by defining a 
new dialect of UML 2.0.  
5.2 Defining a Dialect of UML 2.0 
With this approximation, the package InfrastructureLibrary::Profiles is used to char-
acterize elements of the package UML so that they can be used to describe elements of 
the architectural style C3. Every package referenced in this section is supposed to be 
contained in the package UML except when its name starts with InfrastructureLibrary. 
For every element of style C3, we will describe which element of UML 2.0 looks 
more appropriate to represent it and the constraints on such element. Those constraints 
are written in Object Constraint Language, OCL [18]. 
5.2.1 Component. To characterize a component of C3 we will use the metaclass 
Component of the package Components as the base class. The resulting stereotype 
will be named C3Component (see Figure 2).  
+base
<<metaclass>>
Component
+base
<<stereotype>>
C3Component
<<metaclass>>
Port
+base
<<stereotype>>
C3Port
domain: Domain
+ownedPort
*
0..1
<<metaclass>>
Interface
+base
<<stereotype>>
C3Interface
+/required
*
+/provided
*
* *
<<stereotype>>
C3Connector
filtering: Filtering
<<metaclass>>
Operation
+base
<<stereotype>>
C3InterfaceElement
direction: Direction
+/ownedOperation
*
0..1
<<enumeration>>
Direction
prov
req
<<enumeration>>
Domain
top
bottom
<<profile>> C3style
+base
<<metaclass>>
Model
+base
<<stereotype>>
C3Architecture
<<metaclass>>
Connector
+base
<<stereotype>>
C3Connection
<<stereotype>>
C3Role
domain: Domain
<<enumeration>>
Filtering
messageFiltering
messageSink
 
Fig. 2. UML 2.0 profile to describe the static view of the C3 architectural style 
We define the following constraints in the context of this stereotype: 
1. A Component in UML 2.0 is a subclass of Class so that it can define attributes and 
operations. In C3, these features are private of the component. 
self.base.ownedAttribute-> forAll (at| at.visibility = VisibilityKind::private) and 
self.base.ownedOperation-> forAll (op| op.visibility = VisibilityKind::private)  
2. A C3 component has two ports representing its top and bottom domains. Metaclass 
Component inherits from Class and this one inherits from EncapsuledClassifier, 
which declares the association +ownedPort (with respect to Port).  
self.base.ownedPort -> size() = 2 
3. A C3 component can be a simple element or a composite element. This means that 
it can contain other components and connectors. Metaclass Component specifies 
the relation +ownedMember, which extends the concept of basic component to 
formalize it as a “building block” with a set of modelling elements. The relation 
ownedMember is defined between metaclasses Component and PackageableEle-
ment. This implies that both component and connector must be PackageableEle-
ment. In the case of C3Component there is no problem since it is a stereotype of 
Component and inherits (indirectly) from PackageableElement. However, the case 
of connector is very different. If we define C3Connector as a stereotype of Connec-
tor (see Section 5.2.5), the inheritance chain of the latter does not go across Pack-
ageableElement. In fact, Connector inherits from Feature and this one from 
NamedElement (which inherits from the root metaclass Element).  
4. In UML 2.0 component interfaces are supported by the component itself (or one of 
the classifiers implementing it) or are the type of one of its ports. Here we decided 
to support component interfaces in C3 by the ports of the component.  
self.base.provided -> size() = 0 and self.base.required -> size() = 0 
5. A component in C3 is an active element. Component inherits the attribute isActive 
from Class (defined in CommonBehaviors::Communications). 
5.2.2 InterfaceElement. This constructor represents an operation involved in the 
interaction of a component with its environment. To characterize an interface element 
in C3 we take as base class the metaclass Operation from the package 
Classes::Kernel. The resulting stereotype will be named C3InterfaceElement (see 
Figure 2). An interface element in C3 defines a direction that indicates if the element 
represents an operation provided to the environment (prov) or an operation required 
from the environment (req). In the context of this stereotype we define the following 
constraints:  
1. An operation declared in the interface does not return any results. 
self.base.returnResult -> size() = 0 
2. The parameters from an interface operation of a C3 component can only have in 
direction. 
self.base.parameter -> forAll (p| p.direction = ParameterDirectionKind::in) 
3. Only interface operations with direction prov can have preconditions and/or post-
conditions.  
self.direction = Direction::req implies 
self.base.precondition -> empty() and self.base.postcondition -> emtpy() 
5.2.3 Interface. An interface in C3 is a set of public operations assigned to a 
component port. To characterize a C3 interface we take as the base class the metaclass 
Interface from the package Classes::Interfaces. The resulting stereotype will be 
named C3Interface (see Figure 2). In the context of this stereotype we define the 
following constraints:  
1. A C3 interface does not declare attributes. 
self.base.ownedAttribute -> size() = 0 
2. All the operations described in an interface must be of type C3InterfaceElement. 
self.base.ownedOperation -> forAll (op|  
stereotype (op).name = ‘C3InterfaceElement’) 
where: stereotype (c: Class): Stereotype;  stereotype = c.extension.ownedEnd.type 
3. All the operations defined in the same interface have the same direction 
5.2.4 Port. To characterize a port in C3 we will take the metaclass Port of the 
package CompositeStructures::Ports as the base class. The resulting stereotype will be 
called C3Port (see Figure 2). A C3 port defines a domain corresponding to that of the 
component it belongs to. In the context of this stereotype, we define the following 
constraints:  
1. The attributes in the metaclass Port are constrained by the stereotype as follows. 
The attribute isService is constrained to a value true since ports in C3 are external 
to the component. The attribute isBehavior is constrained to have the value false 
since the object or objects inside the component (not the component itself) support 
this behavior.  
2.  The interface provided of a port contains only operations with prov direction. 
self.base.provided.ownedOperation -> forAll (op|  
stereotype(op).direction = Direction::prov)  
3. The interface required of a port contains only operations with req direction. 
self.base.required.ownedOperation -> forAll (op|  
stereotype(op).direction = Direction::req)  
5.2.5 Connector. The description of a C3 connector in UML 2.0 is not as immediate 
as for the preceding C3 elements. As we pointed out in Section 5.l the semantics of 
connectors in UML 2.0 (metaclass Connector) does not correspond to the semantics 
of the same concept in C3. In the following, we describe how some semantic 
differences between the two constructors can be overcome through the use of 
constraints. To characterize a C3 connector we will take the metaclass Connector 
from the package CompositeStructures::InternalStructures as the base class. The 
resulting stereotype will be called C3Connector. We have to consider the following 
problems:  
1. UML 2.0 [20] defines an assembly connector as follows: “is a connector between 
two components that defines that one component provides the services that another 
component requires.” In C3, a connector can be connected to any number of con-
nectors, and not only components. In UML 2.0 the end points of a connector must 
be constructors of the type ConnectableElement. UML 2.0 only defines the follow-
ing metaclasses of this type: Property, Variable, Port, and Parameter. Since in 
UML 2.0 the metaclass Connector is not of type ConnectableElement, a connector 
cannot be connected to other connectors. This makes it impossible for Connector 
or any of its stereotypes to represent a C3 connector. The core problem is that the 
metaclass Connector is not a type of Classifier as Component is. So, connectors in 
UML 2.0 do not appear to be first class entities.  
2. In C3, a connector, like a component, can be formed by components and connec-
tors. However, the metaclass Connector is not a PackageableElement and conse-
quently it cannot be contained in any component (see Section 5.2.1) nor it can con-
tain other connectors.  
3. In C3 a connector has one or more points of interaction with its environment. Each 
of these points is a role. In UML 2.0, a connector only has two end points, while in 
C3 a connector can have more than two roles.  
Considering the problems we have pointed out, we conclude that the metaclass 
Connector is not valid as the base class for a stereotype representing a connector in 
C3. The next obvious option is using the metaclass Component as the base class. On 
the other hand, C3 connectors have a filtering policy associated. So, we add the attrib-
ute filtering to specify this policy. The resulting stereotype will be named 
C3Connector (see figure 2). In the context of this stereotype we define the following 
constraints:  
1. A C3 connector does not define attributes or operations.  
self.base.ownedAttribute -> size() = 0 and self.base.ownedOperation -> size() = 0 
2. A C3 connector may have several roles in each domain. If we represent each role 
with a stereotype of Port (see next section), we can describe this constraint as fol-
lows: 
self.base.ownedPort -> size() >= 1 and 
self.base.ownedPort -> forAll (p| stereotype(p).name = ‘C3Role’) 
3. A C3 connector can be a simple element or a composite element. Specifically, a 
connector can contain other components or connectors. Observe that by stereotyp-
ing the metaclass Component to represent a connector we solve the problem 
pointed out in constraint [3] of section 5.2.1. 
4. A C3 connector does not support any interfaces. 
self.base.provided -> size() = 0 and self.base.required -> size() = 0 
5. A C3 connector defines a filtering policy.  
self.filtering = Filtering::messageFiltering xor  
self.filtering = Filtering::messageSink 
5.2.6 Role. As we saw in the previous section, we call role to each point of interaction 
of a connector with its environment. To describe a C3 role in UML 2.0 we find similar 
problems to those faced to describe a connector. A C3 role represents a point of 
interaction of a connector with a component (through its port) or with another 
connector (through its own role). On the contrary, the concept of role in UML 2.0 is 
defined in the context of a collaboration [20]: “Thus, a collaboration specifies what 
properties instances must have to be able to participate in the collaboration: A role 
specifies (through its type) the required set of features a participating instance must 
have.” We can model a role as a stereotype of the metaclass Port. The resulting 
stereotype is named C3Role (see Figure 2). In the context of this stereotype we define 
the following restrictions: 
1. A role in C3 does not support any interface.  
2. A role associated to a connector in C3 does not support any behavior.  
self.base.isService -> size() = 0 and self.base.isBehavior -> size() = 0 
5.2.7 Connection Component-Connector and Connector-Connector. In C3, the 
component port may be linked to the role of a connector. On the other hand, the role 
of a connector can be linked to the role of another connector or to the port of a 
component. We have to remember that both C3Port and C3Role are stereotypes of 
Port. So, how could we state this relationship? It is necessary to define an association 
between C3Port and C3Role. However, an association between stereotypes is only 
possible if it is a subset of the existing associations in the reference metamodel 
between the base classes of those stereotypes. This means that there must be an 
association between Port and Port. Here comes into play the metaclass Connector, 
establishing a link between two instances of type ConnectableElement (like instances 
of Port are). Then, to characterize the connection in C3 between a component port and 
the role of a connector, or between two roles of two different connectors, we will 
define a stereotype of the metaclass Connector called C3Connection (see Figure 2). In 
the context of this stereotype we define the following constraints:  
1. A connection in C3 links two elements.  
self.base.end -> size() = 2 
2. A connection in C3 links a component port with a connector role or two roles of 
two different connectors.  
let ports: Set = self.base.end.role -> select (el| stereotype(el).name = ‘C3Port’) 
let roles: Set = self base.end.role -> select (el| stereotype(el).name = ‘C3Role’) in 
ports -> size() = 1 implies roles -> size() = 1 and 
roles -> size() = 2 implies roles -> forAll (r1 r2|  
r1.end.connector <> r2.end.connector) 
3. A connection in C3 cannot link two ports.  
let ports: Set = self.base.end.role -> select (el| stereotype(el).name = ‘C3Port’) in 
not ports -> size() = 2 
5.2.8 Composite Components and Connectors. A C3 architecture is a set of 
components and connectors whose connectivity respects a set of topological 
constraints. In Sections 5.2.1 and 5.2.5 we indicated that both a component and a 
connector may be formed by components and connectors. This means that both a 
component and a connector may contain an architecture. To characterize a 
architecture with C3 style we will define a stereotype of Model (which is a subclass of 
Package) named C3Architecture (see Figure 2). In the context of this stereotype we 
define the following constraints:  
1. A C3 architecture is a composition of components and connectors.  
2. A C3 architecture is formed by two or more components and one or more connec-
tors.  
5.2.9 An UML 2.0 Profile to Describe the Static View of the C3 Architectural 
Style. Figure 2 describes the set of stereotypes defined thus far, which have been 
grouped under the profile C3style. 
Since style C3 imposes certain topological constraints in relation with the connec-
tivity between components and connectors, it is interesting to show the relationships 
among the different stereotypes defined. Figure 3 shows those relationships. 
5.3 Defining a New Member of the UML 2.0 Language Family 
As indicated in the previous section, a connector (represented by the metaclass Con-
nector) in UML 2.0 does not appear to be a first class entity. This observation seems 
to go against the general opinion in the software architecture community, which con-
siders that connectors and components deserve a similar treatment [6][17][26][27]. 
Moreover, from the document defining the superstructure [20], it seems that a connec-
tor in UML 2.0 is limited to connect ports (ConnectableElement). The software archi-
tecture community assigns more complex semantics to the concept of connector than 
that represented by the metaclass Connector. In this direction, Garlan and Kompanec 
[7] indicate that: ”From a run-time perspective, connectors mediate the communica-
tion and coordination activities among components. Examples include simple forms of 
interaction, such as pipes, procedure calls, and event broadcast. Connectors may also 
represent complex interactions, such as a client-server protocol or a SQL link between 
a database and an application. Connectors have interfaces that define the roles played 
by the participants in the interaction.” In [17], Mehta, Medvidovic and Phadke indi-
cate that: “Connectors can also provide services, such as persistence, invocation, mes-
saging, and transactions, that are largely independent of the interacting components’ 
functionality.” The same authors [17] say: “Connectors can also have an internal ar-
chitecture that includes computation and information storage. For example, a load 
balancing connector would execute an algorithm for switching incoming traffic among 
a set of components based on knowledge about the current and past load state of com-
ponents.” 
<<stereotype>>
C3Component
<<stereotype>>
C3Port
domain: Domain
0..1
<<stereotype>>
C3Interface
<<stereotype>>
C3Connector
filtering: Filtering
<<stereotype>>
C3InterfaceElement
direction: Direction
<<stereotype>>
C3Architecture
<<stereotype>>
C3Connection
0..1
2..*
contains 0..1
contains
1..*
2
ports
<<metaclass>>
Operation
<<metaclass>>
Property
<<metaclass>>
Constraint
1..*
roles
1
1
connectP
connectR
connectRR
1
{xor}
0..1
interfaceReq
*
services
hasComp
hasCon
0..*
0..*
operationsattributesinvariant
<<metaclass>>
Constraint
precondition
0..1
postcondition
0..1
0..1
interfaceProv
<<stereotype>>
C3Role
domain: Domain
 
Fig. 3. Abstract syntax of a dialect of UML 2.0 to describe the static view of the C3 architec-
tural style 
On the other hand, the concept of connector found in some architectural styles also 
assigns to it more complex semantics than the one represented by the metaclass Con-
nector. For example, in style C3, we have already seen that a connector is responsible 
for routing messages and implementing the filtering policy defined for it. In the archi-
tectural style pipe&filter a connector is responsible for transmitting information from 
the output of a filter to the input of another one. In this case, the connector does not 
route messages but transports information flows. Besides, specializations of this style 
characterize and restrict attributes of the connector like its storage capacity (bounded 
pipes) or the type of information transported by the connector (typed pipes). In a lay-
ered architectural style, connectors are defined by the protocols determining how 
layers interact.  
In short, the metaclass Connector as defined in UML 2.0 does not seem to repre-
sent the concept of connector assumed by the software architecture community. As we 
say in section 5.2.5, the metaclass Connector can not represent a C3 connector. From 
our point of view, it would be necessary to define a new metaclass in UML 2.0 to 
characterize an architectural connector. This new metaclass should be added to the 
package InfrastructureLibrary::Core. Of course, extending the infrastructure will 
imply extending also the superstructure with the purpose of defining user level con-
structors. The same would apply to the concept of role linked to a connector. We are 
studying the correct way to do these extensions. 
6 UML 1.4 vs. UML 2.0 to Describe the Static View of the C3 
Architectural Style 
In this section we are not going to do a comparison between UML 1.4 and UML 2.0 
since other works already treat this problem [13]. The content of this section is limited 
to present the differences between the results obtained when UML 1.4 is used to de-
scribe the static view of the C3 architectural style (Section 4) and the results obtained 
when UML 2.0 is used to the same goal (Section 5).  
The most important difference between the two approaches is that to use UML 1.4 
it was necessary to realise a heavyweight extension to the metamodel. The reasons are 
that there were not constructors which could represent the semantics of the architec-
tural elements of C3 and that we have dismissed the stereotyping mechanism because 
this mechanism is not able to characterise correctly those architectural elements. Thus 
we added to the metamodel the following metaclasses: Architecture, Component, 
Connector, Filter, Port, Role and InterfaceElement, and the new enumerated types 
Direction and Domain. On the contrary some metaclasses, like Constraint, Parameter 
and Attribute, and the predefined types Boolean and ProcedureExpresion, were re-
used. Nevertheless, a heavyweight extension to the metamodel implies that the tools 
processing UML 1.4 are not able to process this new extension.  
With UML 2.0 the problem is easier to solve because UML 2.0 has incorporated 
metaclasses to represent architectural elements. The static view of the C3 architectural 
style has been able to be represented completely using the existing metaclasses and 
stereotypes over those metaclasses. As we mentioned in section 5.2.5, the only dark 
point is the treatment of connectors. Bellow we indicate some differences between the 
two approaches: 
• With UML 2.0 the metaclass Model has been stereotyped to represent a C3 ar-
chitecture. With UML 1.4, that concept was represented by adding the metaclass 
Architecture to the metamodel. 
• With UML 2.0 the metaclass Component has been stereotyped to represent a 
component. With UML 1.4, that concept was represented by adding to the 
metamodel the metaclass Component that declared the attribute isActive. In 
UML 2.0, the metaclass Component inherits this attribute from the metaclass 
Class. 
• With UML 2.0 the metaclass Component has been stereotyped to represent a C3 
connector. We saw that this is not the best solution. However, it is better than to 
add two new metaclasses to the metamodel (Connector and Filter) as we did 
with UML 1.4. 
• With UML 2.0 the metaclass Port has been stereotyped to represent the concepts 
of port and role of C3. With UML 1.4 we had to add the metaclasses Port and 
Role to the metamodel.  
• With UML 2.0, to represent the interfaces of a component in C3, the metaclasses 
Operation and Interface have been stereotyped. With UML 1.4 we added the 
metaclass InterfaceElement to the metamodel. Furthermore, with UML 2.0 it is 
easier to distinguish the interfaces provided by a component from the interfaces 
required by that component because in the metamodel the relationships provided 
and required are already defined between the metaclasses Component and Inter-
face. 
As a conclusion, UML 2.0 provides more features than UML 1.4 to model aspects 
of a software architecture; mainly the aspects related to the concepts of component, 
port and interface. Nevertheless, we think that UML 2.0 has not introduced enough 
semantic power to model the concept of connector as defined by the software architec-
ture community. 
7 Conclusions and Future Work 
In this work we have proponed an extension to the metamodels of UML 1.4 and UML 
2.0 to describe the static view of the C3 architectural style. As we said in Section 4, it 
was necessary to add new metaclasses to the UML 1.4 metamodel to represent most of 
the C3 architectural concepts. On the contrary, with UML 2.0 it has been enough to 
define stereotypes of metaclasses already defined in its metamodel to realise the same 
function. This shows that the new constructors of UML 2.0, like Connector and Port, 
and the new semantics of the metaclass Component, allow to describe architectural 
aspects contrary to happens with UML 1.4. Nevertheless, we found several problems 
when trying to define the constructor connector in C3 since the metaclass Connector 
of UML 2.0 has different semantics. In fact, in Section 5.2.5 we illustrated some im-
portant differences between both concepts that made it impossible for that metaclass 
to be used as the base class for stereotype C3Connector. The core problem is that the 
metaclass Connector defined in UML 2.0 is not a type of Classifier, while Component 
is. In UML 2.0 connectors do not appear to be first class entities. From our point of 
view a revision of UML 2.0 is necessary in order to support the software connector.  
In the short term, we plan to do an analysis of the capabilities of UML 2.0 to repre-
sent a dynamic (behavioral) view of architectural style C3. Then, our research will 
focus on the different architectural styles defined nowadays with the purpose of cap-
turing their similarities and establish a set of metaclasses needed to add in UML 2.0 to 
be able to represent them. The proposed extensions, derived from that study, will 
define a new member in the UML family of languages. This set of extensions could be 
sent to the RTF (Revision Task Force) corresponding to OMG so that they could be 
considered in the next language review. 
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