as the answer to every question is not likely to result in many points). Unless otherwise specified, all logs are base 2. You MUST choose your answer from the following (not given in any particular order), each of which could be re-used (could be the answer for more than one of a) -h)): You do not need to explain your answer. 
I. int happy (int n, int m) { if (n < 10) return n; else if (n < 100) return happy (n -2, m); else return happy (n/2, m); } II. void sunny (int n) { j = 0; while (j < n) { for (int i = 0; i < n; ++i) { System.out.println("i = " + i); for (int k = 0; k < i; ++k) System.out.println("k = " + k); } j = j + 1; } } III. void smiley (int n) { for (int i = 0; i < n * n; ++i) { for (int k = 0; k < i; ++k) System.out.println("k = " + k); for (int j = n; j > 0; j--) System.out.println("j = " + j); } } IV. void funny (int n, int x) { for (int k = 0; k < 100; ++k) if (x > 500) { for (int i = 0; i < n * k; ++i) for (int j = 0; j < n; ++j) System.out.println("x = " + x); } } Runtime:
3. (19 pts total) Trees. a) (4 pts) What is the minimum and maximum number of leaf nodes in a complete tree of height 6? (Hint: the height of a tree consisting of a single node is 0) Give an exact number (with no exponents) for both of your answers -not a formula. (a) (8 pts) Given the stack interface from homework 1, write Java code that will determine which value in the stack is the largest and remove and return that value while otherwise leaving the remainder of the stack in its original order. 
(12 pts) Algorithms & Running Time Analysis:
 Describe the most time-efficient way to implement the operations listed below. Assume no duplicate values and that you can implement the operation as a member function of the class -with access to the underlying data structure, including knowing the number of values currently stored (N).  Then, give the tightest possible upper bound for the worst case running time for each operation in terms of N. **For any credit, you must explain why it gets this worst case running time. You must choose your answer from the following (not listed in any particular order), each of which could be re-used (could be the answer for more than one of a) -f)). no duplicate values and that you can implement the operation as a member function of the class -with access to the underlying data structure, including knowing the number of values currently stored (N).  Then, give the tightest possible upper bound for the worst case running time for each operation in terms of N. **For any credit, you must explain why it gets this worst case running time. You must choose your answer from the following (not listed in any particular order), each of which could be re-used (could be the answer for more than one of a) -f)).
c) Given a binary search tree, find which value is the minimum value and delete it.
Explanation:
To findmin in a BST, start at the root and go left until you encounter a null pointeryou have now found the minimum value. Deleting this node is easy, since it is either a leaf node (just remove it) or a node with one child (just replace node with its child) -both of which take constant time.
In the worst case you are dealing with a "linked-list tree" slanting to the left, forcing you to traverse all N nodes in order to find the minimum. Thus worst case runtime is O(N). 
