Previous research has resulted in generalizations of the capabilities of object-oriented database models and query languages to cope with imprecise and uncertain information in several ways, informed by previous research in fuzzy relational databases. As a result, a number of models and techniques to integrate fuzziness in its various facets in object data stores are available for researchers and practitioners, and even extensions to commercial systems have been implemented. Nonetheless, for those models and techniques to become widespread in industrial contexts, more attention should be paid to their integration with current database design and programming practices, so that the benefits of fuzzy extensions could be easily adopted and seamlessly integrated in current applications. This chapter attempts to provide some criteria to select the fuzzy extensions that more seamlessly integrate in the current object storage paradigm known as orthogonal persistence, in which programming-language object models are directly stored, so that database design becomes mainly a matter of object design. Concrete examples and case studies are provided as practical illustrations of the introduction of fuzziness both at the conceptual and the physical levels of this kind of persistent systems.
INTRODUCTION
A number of research groups have investigated the problem of modeling fuzziness in the context of object-oriented databases (OODB) -e.g. (De Caluwe, 1998; Ma, Zang & Ma, 2003) -, and some of their results include research implementations on top of commercial systems, e.g. those reported in (Yazici, George, Aksoy, 1998; Schenker, Last, and Kandel, 2001) . But despite the considerable amount of significant research in the field, no commercial system is available today that supports fuzziness explicitly in its core physical or logical model, and existing database standards regarding object persistence sources -like ODMG (Cattell, 2000) and JDO (Russell et al., 2001 ) -do not support neither vagueness nor any other kind of generalized uncertainty information representation (Klir and Wierman, 1998 ) -in their data models.
One possible reason for this lack of integration of fuzziness in industrial practices may be found in the relative complexity of modeling with fuzzy mechanisms, which makes it difficult for average practitioners to fully understand and exploit the potential of fuzzy techniques. Studies coming from the field of psychology of programming like (Green, and Petre, 1996; Kao and Archer 1997) may serve as a point of departure to investigate how fuzziness affects the mental models of programmers and designers. In any case, further research is needed in how to extend existing (crisp) database programming technology to its fuzzy generalization in an acceptable and 'usable' way for the average developer. In addition, some of these generalizations may eventually lead to reduced performance and other inefficiencies, precluding a priori their acceptability. This chapter aims at providing an overview of some of the issues regarding the just described situation, and to serve as a point of departure for further research in the area.
The rest of this chapter is structured as follows. The second section provides a brief review of existing research on extending OODB models, and the motivation for research on usability and acceptability of fuzzy constructs in orthogonal persistence systems and programming interfaces.
The third section deals with the introduction of specific fuzzy constructs in orthogonal persistence systems, according to their similarity to existing crisp conceptual modeling elements.
The fourth section briefly sketches some of the representational and physical storage issues that must be taken into account when introducing fuzzy constructs. Finally, some concrete illustrations of the issues are provided in the fifth section.
BACKGROUND
Several fuzzy object-oriented database models and applications have been reported to date.
Similarity-based models like the one described in (Aksoy, Yazici, George, 1996) provide class definitions based on similar value ranges of instances. Models based on possibility theory (Dubois, Prade, Rossazza, 1991) are able to represent vagueness and uncertainty in class hierarchies by introducing constraints in attribute values. Models like UFO (De Caluwe, 1998) provide a variety of representations for imperfect information, separating concerns for vagueness and for uncertainty. Other authors have proposed fuzzy sets as first-class programming objects (Inoue, Yamamoto, and Yasunobu, 1991) . Existing applications of fuzzy object databases include geographical information systems (Cross and Firat, 2000) , applications to multimedia (Koprulu, Cicekli, Yazici, 2003) and retrieval in image databases (Nepal, Ramakrishna, Thom, 1999 ).
Database models like FOOD (Yazici, Koyuncu, 1997) and FRIL++ (Cao and Rossiter, 2003) integrate with logics or deductive capabilities to provide support for fuzzy inference, but we'll not deal with this issue here, since most current industrial applications neither include reasoning Introducing Fuzziness in Orthogonal Persistence Systems 5/36 nor are based on a sort of knowledge representation formalism, in the sense given by (Davis, Shrobe, and Szolovits, 1993) .
Despite the fact that current approaches to uncertainty and imprecision in object databases are fairly diverse in their supporting mathematical frameworks and assumptions, for now, they are relegated to research systems for specific applications. In fact, fuzzy object models are neither considered in standard modeling languages like the UML, nor supported by any kind of free or commercial persistence system. This situation is aggravated by the fact that object databases are currently considered "niche" technologies (Kim, 2003) that have not reached a state of wide industrial adoption, except for specialized applications like CAD/CAM, resulting in a lack of common physical and distribution architectures.
In consequence, the case for fuzzy extensions to object databases requires the practical integration of research models in existing products and programming interfaces. Such pragmatically directed integration efforts should take as a point of departure the existing mindset conformed by the most used object oriented languages (like Java or C++) and database systems (converging on ODMG and more recently, on JDO), considering consistency and ease of understanding as the primary concerns. Extensions to database or object design artifacts should first come in the form of strictly additive increments, so that the (crisp) semantics of the previous models remains unaffected for backward compatibility. But this is not always easy, since generalizations often require changes in basic model definitions, like those of existing extensions to ODMG type systems (De Tré, De Caluwe, 2003) and to UML basic cardinality definitions . This chapter describes a concrete selection of basic fuzzy extensions and their rationale, along with some implementation concerns regarding their suitability in practical settings.
INTRODUCING FUZZINESS IN ORTHOGONAL PERSISTENCE

INTERFACES
One view of fuzzy extensions to object database technology is that of providing the more comprehensive range of conceptual elements to obtain the richer model in terms of features for the representation of uncertainty and imprecision in its various facets (Smets, 1997) . This view is mainly oriented towards obtaining mathematical models that integrate a large number of features and techniques in a single model. An example of such integrated systems in the fuzzy relational database arena is GEFRED (Medina, Pons and Vila, 1994) . But such approach does not consider a priori issues of usability and adequacy of the extensions being included, from the perspective of technology adoption. One alternative view of extending object database models with fuzzy constructs is that of taking existing database concepts as a point of departure, and selecting for inclusion first those fuzzy extensions that are closer to existing modeling concepts, in an attempt to conform a set of extensions that seamlessly integrate with existing orthogonal persistence systems and programming practices. This latter approach, that has received little attention to date, is the one adopted in this chapter, so that the rest of this section addresses general criteria for the introduction of fuzziness and general extensions to existing and widespread data modeling concepts.
Criteria for The Introduction of Fuzzy Constructs
Here we are concerned with the selection of the fuzzy extensions to the object database model that are closer to existing widespread object-oriented modeling and programming concepts, instead of focusing on other kind of technical considerations described elsewhere (Askoy and Yazici, 1993) . From a cognitive perspective, database models and its associated programming models require the construction of mental models, and some assumptions are required to select fuzzy information artifacts. This perspective leads us to consider the usability of fuzzy constructs as the general criterion. Usability must be understood here as the extent to which a given fuzzy extension matches the existing concepts that are commonly dealt with by practitioners. This concept of usability must be broken down in more concrete attributes that will be discussed in what follows.
According to the cognitive dimension framework (Green, 2000) role-expressiveness is a dimension of information artifacts that refers to how easy is it to discover the rationale for structures. In the study of visual programming languages (Green and Petre, 1996) it is also mentioned the dimension of closeness of mapping of the representation to the domain, and consistency, which states that similar semantics should be expressed in similar syntactical structures. These three dimensions can be adapted to become criteria for the introduction of extensions for fuzziness in object database models, taking as a point of departure the actual design and programming interfaces of OODBs.
Imperative OODB application programming interfaces stay very close to the semantic and syntax of the object-oriented programming languages in which they're embedded -see, for example, (Atkinson et al., 1996) -facilitating the construction of research prototypes that extend commercial systems by adding a software layer acting as a proxy filter (Gamma et al., 1995) for the underlying non-fuzzy languages. Both JDO, ODMG and other non-standardized programming interfaces follow to some extent the principles of orthogonal persistence, so that the problem of introducing fuzziness can be viewed as the problem of "fuzzifying" common OO design relationships and design tactics. This is the approach taken in this chapter, that focuses on widespread design and programming practices like UML (OMG, 1999) In consequence, the criteria that are considered for our purposes can be stated as follows:
1) The extensions must be consistent with existing OODB design or implementation elements.
That is, they must be recognizable as generalized or decorated variants or well-known elements.
2) To enhance role-expressiveness, extensions that do not require the understanding of nontrivial mathematical properties or frameworks will be selected first.
3) The selected extensions at the conceptual level must not express a concrete imprecision or uncertainty handling procedure, but only reflect properties that can be captured by average modellers from the domain being modelled.
This set of criteria may be considered controversial, but it represents a first attempt to come up with a framework to reason about fuzzy technology adoption in general. The criteria has led us to adopt a method to design extensions that essentially proceeds by extending the main concepts in the UML and in related object database Application Programming Interfaces (APIs) with the simplest fuzzy counterpart. This is intended as a first step for adoption that would ideally be followed by subsequent assessment and re-design steps, all of them aimed at finally come up with full-fledged fuzzy database models that incorporate all the expressive power that is currently contained in fuzzy models (De Caluwe, 1996) .
From Fuzzy Conceptual Modeling to Fuzzy Databases: Extending The UML
Currently, the UML is defined in the framework of a four-layer meta-modelling architecture. The meta-meta-model layer (M3) is a language for the specification of meta-models (oriented towards building repositories of modelling languages) and is loosely connected with the metamodel layer. In turn, the meta-model layer (M2) contains the essential definition of the UML Introducing Fuzziness in Orthogonal Persistence Systems 9/36 modelling constructs. Levels M1 (user model layer) and M0 (user object layer) correspond with the definition of UML models, and instances of the elements in these models, respectively.
Extensions to the UML are achieved at the M2 level, and, although this approach has been recently criticized (Atkinson & Kühne, 2000) , the majority of the current extensions are carried out in that way. The relationship between layers in the UML architecture is conceived exclusively in terms of instance-of relationships. More specifically, elements at layer M1 are instances of elements at layer M2, and elements in the M0 layer are instances of both M1 and M2 layers (this is considered a loose meta-modelling approach). The main extension mechanism in the UML is the concept of Stereotype, which defines a virtual subclass of a UML metaclass, allowing for the definition of new meta-attributes and extended semantics. A profile is a stereotyped UML Package that contains a set of extensions. Tag definitions can be defined independently of any stereotype, in which case its tagged values can be attached to any ModelElement instance, as we require.
Fuzzifying Classes and Objects
According to the UML 1.5 specification, a class "is the descriptor for a set of objects with similar structure, behavior, and relationships. The model is concerned with describing the intension of the class, that is, the rules that define it". This definition precludes approaches to fuzzy classes that are defined by extension, or that allows for partial degrees of applicability for attributes, if maximum consistency with previous semantics is required. In addition, definition by intension is difficult to remove from current OO programming languages. In consequence, the type of fuzziness selected provides a path for partial membership of instances, but with conventional attribute definitions. Practical examples of such kind of models can be found in (Sicilia, García, Díaz and Aedo, 2002b) . Class variants that vary in its attribute definitions can be Introducing Fuzziness in Orthogonal Persistence Systems 10/36 introduced by standard means through multiple classification via inheritance, interface implementation or specialized design patterns, if necessary. Figure 1 shows an example UML diagram with a class in which instances are allowed partial membership. In most cases, membership is a function of the actual values of attributes, so that methods to specify the computation of such degrees have to be provided (e.g. through using some specific tagged values). In Figure 1 , examples of fuzzy attributes are also provided. Attribute a is defined in the domain of a datatype AValueScale that can be used to represent standard fuzzy values. The details and form of the membership functions and other properties could be represented at the conceptual level through UML tagged values that could be eventually used to generate database code.
Attribute b is stereotyped with <<interval>> denoting that its values can be given in interval form, and attribute c is stereotyped with <<poss>> indicating that its values are possibilities.
From the perspective of the developer, all these extensions are simply specialized data types, expressed through the conventional UML notation. Their implementation does not require specialized database structures, provided that their interpretation and subsequent elaboration are kept as part of the class' responsibilities.
According to fuzzy class semantics, flexible inheritance imposes a constraint on the membership of instances. In concrete terms, if A is a subclass of B, the membership of any instances to A must not be greater than its membership in B, otherwise it would contradict the crisp case.
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The expression is only a special case of fuzzy generalization-specialization (gen-spec) relationship, as described by Chen (1998) . Stricter requirements may be enforced through common Object Constraint Language (OCL) constraints. But in any case, the interpretation does not interfere with the conventional monotonic interpretation of inheritance, according to which sub-classing is a way of extending, but never of constraining some of the semantics of the subclasses.
Note that the kind of fuzziness described for classes and inheritance is actually introduced at the M0 level. In addition, all the elements in a (static) UML model can be given a grade of belonging to the model itself. This concept is similar to that of the Fuzzy-EER at level L1 for entities, relationships and attributes, so that, for example, the set of entities in a model can be given a membership grade (Chen, 1998, p.64) , that can be interpreted, for example, as "it's not completely sure the role element E plays in the context of the model". This fuzziness at M1 has other interesting applications. For example, numeric "distance" between classes and subclasses can be used in the construction of applications that consider conceptual structures (Sicilia, García, Aedo and Díaz, 2003) . Since all these M1-level elements are found in specialized, knowledge-based applications, we will not deal with them here.
Introducing Fuzzy Associations
Associations can be considered mathematical relations among instances. A crisp relation represents the presence or absence of interconnectedness between the elements of two or more sets. This concept is referred to as association when applied to object oriented modelling.
According to the Unified Modelling Language, an association defines a semantic relationship between classifiers, and the instances of an association can be considered a set of tuples relating instances of these classifiers, where each tuple value may appear at most once. A binary association may involve one or two fuzzy relations (i.e. the unidirectional and bidirectional cases), although due to the semantic interpretation of associations, they are in many cases considered to convey the same information (i.e. the association between authors and books is interpreted in the same way despite the navigation direction).
Fuzzy relations are generalizations of the concept of a crisp relation in which various degrees of strength of relation are allowed (Klir, 1988) . A binary fuzzy relation R on Y X × is a fuzzy subset of that cartesian product as denoted in expression (1).
All the relation concepts can be extended to the n-ary case, where
We will restrict ourselves to the binary case, since it is the most common case in database applications. Fuzzy associations can be represented as literal tuples between model elements that hold an additional value representing their membership grade to the association. This assumption implies some constraints in the implementation of bidirectional associations, since both association ends should be aware of updates on the other one.
Fuzzy associations are represented in UML models by simply adding a <<fuzzy>> stereotype, for the sake of maximum consistency, as first proposed in (Gutierrez, Sicilia, Garcia, 2002) . The interpretation of the association can be expressed by additional sub-stereotypes but at the modelling and database representation level, the top stereotype could suffice in most common domain modelling situations. Additional restrictions on associations are represented, as usual, with OCL constraints. The use of fuzzy cardinalities would require a change in the UML metamodel, so that we could use annotations for the "many" (denoted by the symbol *) cardinality to specify them. In any case, cardinality restrictions do not affect physical representation, but only update semantics, which are usually enforced by the application, even in the crisp case. An example of association design is described later.
ISSUES OF REPRESENTATION AND EFFICIENCY IN INTEGRATING FUZZINESS IN OBJECT SOURCES
Once a number of conceptual-level fuzzy extensions to the object model -as those described in the previous section -are selected, the feasibility of integrating such extended elements in existing database systems must be addressed. In this section, a number of concrete issues regarding the physical integration of fuzziness in existing systems are briefly sketched, along with a consideration of empirical techniques for their assessment. Of course, the collection of issues covered in what follows is not intended to be comprehensive, but to provide an overview of the kind of inquiry efforts required.
Fuzziness And Physical Storage Models In Object Bases
Object databases are fairly diverse in their models of physical storage, with architectures that range from server-based query resolutions, like that of CA-Jasmine, to models based in client caches of objects that distribute the workload of query processing to the client applications. The latter architectures put the burden of computations of membership values in the client, requiring special considerations for physical clustering, as will be illustrated later, in the context of a case study. Despite the fact that standards for object database access have been proposed (e.g., ODMG or JDO), no common storage and distribution architecture currently exists.
Consequently, the provision of fuzzy extensions must be carefully examined with regards to existing data architectures.
Introducing Fuzziness in Orthogonal Persistence Systems 14/36
One common feature of object databases is their navigational capabilities, which entails some concept of database object reference that generalizes the notion of pointer or reference of programming language objects. Such database references use a concrete form of indirection mechanism from secondary storage to principal memory (Tarr, 1995) . This entails that in many cases, object databases tend to maintain objects in the same physical address, due to the cost of changing all the references to a given object when moving it. In addition, objects of the same class are frequently clustered together for performance reasons. Consequently, classification by extension depending on attribute values seems to interfere with storage models, so that models that retain intensional class definitions appear to integrate better with physical structures.
Representing Classes and Associations Through α-Cuts
Membership degrees in fuzzy classes or degrees of participation in fuzzy associations are usually represented through infinite domains, e.g. the [0,1] interval. This entails that every object in a class or association may eventually be associated to a different membership degree, so that processing of collections of objects would entail time-consuming iterations. This is a crosscutting concern of fuzziness in database systems, since fuzzy queries inherently require the sorting of query results by degree, or perhaps in some cases, the selection of a subset of results that satisfy a given requirement on membership degrees, e.g. a degree threshold for queries.
Representations based on level-cuts have been proposed as a way to efficiently access fuzzy structures (Boss, Helmer, 1999) . But in the case of orthogonal object persistence filters, the design of such structures has to be done at the class design level . In the following section, a case study provides details about this approach.
Techniques for Assessing Representation Adequacy
Introducing Fuzziness in Orthogonal Persistence Systems 15/36 Some previous work has addressed the problem of benchmarking object databases that provide diverse read and update mechanisms (Hosking, 1995) . Performance metrics can be broken down in the read and update categories. Read metrics are concerned with the mechanism of object faulting, that is, the check that the referred object is in memory for any pointer or reference use, leading eventually to a data transfer from the server. Update metrics are related to the propagation of updates on objects to the server, according to the transactional semantics that are common to practically every object database system. In the latter case, eager or lazy approaches to updates can be implemented.
In the case of dealing with fuzziness, the key performance determinant is the retrieval of collections of fuzzy objects and the possible combinations of membership values with standard fuzzy operators (conjunctive, disjunctive, negation, hedges and the like). Consequently, conventional measurement techniques must be informed with attributes related to fuzziness, most notably including: 1) Extent cardinality for fuzzy classes.
2) Fuzzy relation cardinality for fuzzy associations.
3) Degree of granulation permitted for instances of fuzzy classes or links in fuzzy associations.
The three elements can be used to make a choice for the underlying collections supporting them, which may eventually be changed dynamically, reflecting changes in the cardinality of the participating instances. Cardinality of classes and associations become the raw data required to build benchmarking suites, but considering also the tolerance of queries for each given application to low membership (relevance) of retrieved objects in general. This indicates that tolerance becomes a dimension that must be considered when evaluating a fuzzy OODBMS.
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Information granulation can be viewed as a form of compression inspired in human perceptual processes (Zadeh, 1997) . As such, the degree of granulation a given application tolerates impacts on the storage requirements and also in the domain of the types that hold the information, also constituting a dimension in the assessment of database systems for which further research would be necessary.
In addition, the adequacy of fuzzy databases can be approached from the perspective of the concept of epistemological adequacy, proposed by McCarthy (1981) . Here the perspective is that of assessing the matching of the representational structures used with the actual forms of uncertainty or imprecision that are inherent to the domain being modelled. Currently, this kind of assessment can only be carried out by contrasting taxonomies of information imperfection (Smets, 1997) with an explicit modeller's concern for these kinds of imperfection in the domain.
CASE STUDIES
In this section, we illustrate some of the issues described in the previous sections through concrete technological artifacts. First, the extension of JDO database programming interfaces is discussed, and then performance issues regarding a small footprint persistence engine and a fullfledged database server are described.
Fuzzification of Standardized Interfaces: The Case of JDO
The Java Data Objects (JDO) API i is a standard interface-based Java model abstraction of persistence, developed as under the auspices of the Java Community Process, and somewhat continuing the efforts of the ODMG group. In essence, JDO provides a standard API for the storage of Java object models in any kind of supporting database technology, including relational, object-relational or object databases. Consequently, it provides orthogonal persistence irrespective of the final physical storage.
Persistent-capable instances in JDO must belong to a class that implements the PersistenceCapable interface. Classes may directly implement the interface, or it can be added by enhancer tools, which automatically modify the Java source code or bytecode. It provides both navigational and declarative access to persistent instance by means of a query API and a query language called JDOQL. Navigational access can be carried out, for example, by calling the getExtent method of the persistence manager, which returns a Collection with all the instances belonging to a given class. JDO provides a method makePersistent in
PersistentManager to make concrete instances persistent, and it also provides persistence by "reachability", so that any instance linked to a persistent one (transitively) is also made persistent. Consequently, adding fuzzy classes to JDO requires two sets of extensions. On the one hand, the programming interfaces must be extended to include the option of explicitly handling membership grades (in a way consistent with existing programming practices). On the other hand, the query language must be extended to a flexible one, (ideally) dealing with the extension but not obscuring the original syntax or semantics of the original one.
Extending navigational access is basically a matter of providing class extents that somewhat embody membership values for each instance. Providing such support without changing Java collection semantics can be done by means of the genericity of Java container classes, that is based on storing any reference type, i.e. any instance belonging to the Object class. This approach is similar to the one described in In the above example, ProductiveEmployee is a fuzzy sub-class of the employees that have performed properly in the last quarter, according to imprecise criteria. Their extent is filtered with a degree of 0.01, and then a conventional JDOQL query is passed to a query object with fuzzy capabilities. The invocation to interpretAllFuzzy indicates to the query resolution process that all the operators in its filters are to be interpreted in fuzzy terms, and in consequence, the and logical operator (&&) will also produce the combination of scores according to a T-norm. Alternatively, the interfaces of FuzzyQuery could be used to force the interpretation of fuzziness only in some of the filters that are affecting the query. This approach to extending JDOQL is similar to that used in fJDBC , and puts fuzziness as an optional feature, since subsequent iteration may choose to discard membership values. It should be noted also that complex approaches to object comparison (Marín, Medina, Pons, Sánchez, Vila, 2003) could be implemented without changing the JDOQL syntax, thanks to the provision of abstract comparison methods in the Java language.
Fuzzification in Persistence Engines: The Case of db4o
The db4o ii object database is a lightweight OODB engine that provides a seamless Java language binding (it uses reflection run-time capabilities to avoid the need to modify existing classes to make their instances storable) and a novel Query-By-Example (QBE) interface based on the results of the SODA iii -Simple Object Data-base Access -initiative. In what follows, we will discuss a concrete representational structure for fuzzy items that acts as an indexed structure. Such kind of physical representation issues are justified by the fact that fuzzy queries often retrieve many more objects that crisp ones, which has resulted in the investigation of concrete access mechanisms to improve performance like the relational access structure described in (Yazici, Cibiceli, 1999) .
Here we will describe a concrete approach to fuzzy association design. Since it is common practice to develop object-oriented software from previously defined UML models, we can consider UML semantics as a model from which associations are implemented in specific objectoriented programming languages, by the process of association design, which essentially consists in the selection of the concrete data structure that better fits the requirements of the association (e.g., Rumbaugh et al., 1996) .Therefore, the process of fuzzy association design will be an extension of conventional association design practices.
A common representation for fuzzy relations is an n-dimensional array (Klir 1988) , but this representation does not fit well in the object paradigm, in which a particular object (element of Introducing Fuzziness in Orthogonal Persistence Systems 21/36 one of the domains in the relation) only is aware of the tuples to which it belongs (the links), and uses them to navigate to other instances. We have extended the association concept to design fuzzy relations attached to classes in a programming language, so that a particular instance has direct links (i.e. 'knows') to instances associated with it. Access to the entire relation (that is, the union of the individual links of all the instances in the association) is provided as a class responsibility, as will be described later.
The membership values of the relation must be kept apart from the instances of the classes that participate in the association. A first approach could be that of building Proxies for the instances -which will hold a reference to the instance at the other side of the association and the membership grade -and storing them in a standard collection. The main benefit of this approach is simplicity, since only a class called for example FuzzyLink (FL from now on) solves the representation problem, and it's enough for the case of association with cardinality one. We used this first approach for comparison purposes with our final design.
A drawback of the FL approach for associations with multiple cardinalities is that the responsibility of preserving relation properties is left to the domain-class designer. This is one of the reasons that prompted us to develop a second approach in which the collection semanticsand not the element semantics -are extended. The base of our fuzzy collection framework is a FuzzyAssociationEnd (FAE) interface that defines common behavior for all fuzzy associations. Concrete classes implement that interface to provide different flavors of associations. In this work, we'll restrict our discussion to a FuzzyUnorderedAssociationEnd (FUAE) class. The class diagram in Figure 2 shows how a unidirectional fuzzy association (Figure 2b ) from class A to class B can be designed with our framework (Figure 2a ).
It should be noted that the put method can be used both to add and remove objects from the relation -the latter case can be carried out by specifying a zero membership (we have considered in this implementation that zero membership is equivalent to the lack of a link). Since many associations that store different information may exist between the same pair of classes, associations must be named. The class-instance FUAE is responsible for maintaining a collection of the associations that are maintained as instances of it (i.e., this behavior is modeled as a class responsibility). These different associations are represented by instances a FuzzyUnorderedAssociation (FUA) class. Therefore, FUA instances represent entire generic associations and store the union of the links that belong to it.
Using dictionaries with fixed precision-membership values as keys provides performance benefits in common operations on fuzzy sets, like alpha-cuts, outperforming common container classes (bags, sets and lists). The rationale behind this organization is that association traversal would be often done by specifying a minimum membership grade, that is, to obtain an element of the partition of the fuzzy relation. This way, we are representing the relation by its resolution form defined by Eq(3).
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Where Λ R is the level set of R, R α denotes an α-cut of the fuzzy relation and αR α is a fuzzy relation as defined in Eq.(4).
The implementation is an extension of Java's HashMap collection, which essentially substitutes the add behavior with that of a link operation sketched as follows: Experimental studies have pointed out the performance benefits of this approach . Since the activationDepth parameter of db4o determines the amount of reference traversals that are read in advance, it should be considered an important factor in achieving such results. It must be reduced from the default value 5 to 2 or 1 to obtain a significant improvement because with the default value the entire object graph is always retrieved.
The resolution form of a fuzzy relation is a convenient way of representing and subsequently storing fuzzy associations in orthogonal persistence engines. Additional constraints on link insertion semantics can be added to obtain specialized relations like similarity relations, as described in (Gutierrez, Sicilia, Garcia, 2002) .
Interaction of Fuzziness with Physical Structures: The case of ObjectStore
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The ObjectStore database system iv is one of the most mature and stable products in the objectoriented database market, currently in its 6.1 version. It provides a fast performance architecture originally called Virtual Memory Mapping Architecture (VMMA) that enables programmers to design physical structures that minimize response time by clustering objects that are likely to be used together (Hansen, Adams, Gracio, 1999) . Essentially, this architecture provides a clientserver architecture that can be tuned to minimize data transfer from the ODB to the client by carefully distributing objects in fixed size-containers called clusters, which reside in expandable storage containers called segments.
The VVMA relies on a mechanism in the client (application) side that produce "page faults" on a process virtual memory setting each time a pointer or reference to a persistent object is referenced. If the object is in the client's address space, it is directly mapped to the application address space, so that only in cases when the object is not found in the client, the page fault handler goes to secondary storage.
Cache affinity is "the generic term that describes the degree to which data accessed within a program overlaps with data already retrieved on behalf of a previous request" (Visnick, 2003) .
Cache affinity is critical for the performance of the applications, since it minimizes client-server data transfer, due to larger number of hits that are resolved locally in the cache of the client. Data affinity depends on the set of database pages a client needs at a given time (working set).
Therefore, objects that are normally used together must be put together in physical storage, so they will be retrieved in the same data pages, thus minimizing client request to ObjectStore.
Conversely, objects rarely used must be kept apart from frequently used ones. Clustering refers to that process of putting together the data that is read or updated frequently at the same time, and several design criteria are provided in documentation related to ObjectStore to guide physical design, including uses of indexes, selection of physical storage structures and even refactoring of class design.
When we are dealing with fuzzy classes, flexible queries often act as filters that use membership grades to select objects depending on a given α-cut. Since fuzzy querying is not a feature of ObjectStore, the provision of that filtering behavior would reside with the client, hence it is required that the full collection of membership degrees is retrieved before resolving the query. If we use object clustering, membership grades would be represented as a field inside the physical structure of the object, so that each fuzzy query would require the transfer of the entire object structure, slowing significantly the performance of functionalities requiring instance selection based on fuzzy degrees. This situation points out to the necessity to separate the fuzzy mappings themselves from the rest of the information of fuzzy objects. That separation of object and their membership degrees is a concrete realization of the "Head-Body Split" technique described in (Visnick, 2003) . As a general database design pattern, it can be synthesized in the following Java-like declarations using a simple delegation scheme: Once the split in two classes is done, the database designer must allocate instances of FuzzyClass_Crisp classes in separate physical units, so that only the lighter version of the instances of fuzzy class X are required to filter by membership, resulting in decreased data transfer loads.
In the case of fuzzy associations, the collections that hold the mappings of pairs of instances should be isolated in independent clusters, so that clients are able to first retrieve the entire fuzzy subset of the Cartesian product, select the fuzzy links that are interesting for the given functionality, and then retrieve the subset of pairs of instances that are relevant according to their degree. The rational for such technique is analogous to the "Isolate Index" technique described in (Visnick, 2003) . To sum up, cache-based object architectures require that computations with membership grades are handled on the client side, so that degrees of fuzzy classes or associations that are in a working set should be clustered together.
FUTURE TRENDS
The eventual widespread adoption of fuzzy object-oriented technology will be by necessity accompanied by a generalized interest in fuzziness as a first-class citizen in conceptual models and programming technology. Fuzziness generalizes common crisp modeling constructs to a higher level of flexibility that is not always required, so that a careful and progressive selection of the fuzzy extensions that are introduced becomes crucial. A modular extension for fuzziness Introducing Fuzziness in Orthogonal Persistence Systems 28/36 of the UML language -continuing previous work and leveraging existing research on fuzzy conceptual models (Chen, 1998 ) -may represent an important step in that direction, especially now that its 2.0 major version provides improved extension mechanisms.
Moreover, one of the major current drivers of database technology is the specificity of Web information, which benefits from the navigational structure of object stores. Recent advances in Web information storage and management (May & Lausen, 2004 ) go a step further in the integration of object models with the specifics of the hypermedia structure of the Web. In addition, provided that the vision of a Semantic Web (Berners-Lee, Hendler & Lassila, 2001) becomes a reality, the amount of metadata expressed in XML-based languages like RDF will call for new requirements on object models and databases, and also new query languages (Karvounarakis et al., 2003) . Consequently, research on the integration of fuzziness in languages for the description of Web resources represents an important direction that has yet be addressed in a number of research works regarding fuzzy description logics -see, for example (Straccia, 2001 ) -and their practical application for Web management issues (Sicilia, 2003) .
With respect to the design and implementation of ODB systems, Aspect-Oriented Design (AOD) represents a promising new technology that may eventually be used to add fuzziness to object database models, isolating the storage and computation of membership degrees from the functionality that is not affected by them, extending existing related work (Rashid, and Sawyer, 2001 ). In consequence, fuzziness can be considered a crosscutting concern in information systems, and its management can be modularized in aspects or other similar design-level constructs to clearly differentiate it (Sicilia & García, 2004) . This would eventually result in aspect-enabled object data stores enabling the storage handling of uncertainty and imprecision at the programming language level (e.g. using the popular aspect-j Java extension v ), without even changing the "crisp" classes, resulting in a cleaner separation of concerns than those using conventional inheritance (Yazici, George, Aksoy, 1998) .
CONCLUSIONS
The introduction of fuzziness in existing object-oriented database models must be carried out by considering existing database design and programming practices to make the extensions easier to understand and adopt by practitioners not knowledgeable in fuzzy set theory or related mathematical frameworks for uncertainty. This approach is proposed as a way to foster fuzzy technology adoption by the community of orthogonal-persistence developers. Using consistency, self-and domain closeness as general criteria, a restricted subset of the rich array of proposed fuzzy extensions is selected, comprising fuzzy classes and inheritance (respecting intensional definitions), fuzzy associations as specific fuzzy relations, and also fuzziness at the attribute level implemented as class' responsibilities.
A number of issues regarding the physical storage and representation of such fuzzy extensions have been described and illustrated through case studies. First, the integration of fuzziness with standard fuzzy database access interfaces has been illustrated with the JDO API. Second, the importance of representing membership degrees in compact form has been illustrated through a case study about the db4o database engine. This association design approach provides improved performance in operations that involve link retrieval by membership value, and adds no significant time overhead in common collection iteration processes. In addition, it has been illustrated how cache-based architectures for ODBs -like that of ObjectStore -call for physical grouping techniques that must take into account the fact that computation with membership degrees is previous to actual data transfer processes.
