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V dnešní době existuje mnoho internetových informačních systémů, ale většina uživatelských 
rozhraní je vytvořena těžkopádným a nepřehledným způsobem. Tato bakalářská práce se zabývá 
vytvořením webové aplikace, která klade důraz na jednoduchost a přehlednost a aby často prováděné 
úkony bylo možno provádět efektivněji a pohodlnějším způsobem. Poukazuje na ovládání celého 
systému pouze přetahováním prvků myší. 
První část bakalářské práce popisuje již existující systém, včetně uživatelských rolí, co obsahují 
jednotlivé aktivity, a jak se tvoří programy.  Dále pak analýzu a návrh budoucí webové aplikace. 
Druhá část rozepisuje použité technologie a jejich výhody, díky kterým  se je autor rozhodl zvolit 
právě v konkrétní aplikaci. Třetí část je zaměřena na testování uživatelského rozhraní a následné 
zpracování poznatků a subjektivních dojmů získaných od uživatelů na vytvořenou aplikaci. 
Hlavním důvodem zvolení tématu systém pro správu outdoorových aktivit a víkendových akcí 
je zájem naučit se nové internetové technologie a postupy pro tvorbu snadno ovladatelných 
a přehledných informačních systémů. Autor věří, že tato aplikace bude využívána a bude přínosem 
pro uživatele, kteří ji budou využívat.  
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2 Cíle práce 
Cílem této bakalářské práce je vytvořit uživatelské rozhraní pro informační systém zabývající se 
správou outdoorových a víkendových aktivit, jako webovou aplikaci s důrazem na efektivní 
uživatelské rozhraní reflektující frekventované úkony tvorby denních programů. Dále provést 
testování vytvořeného prostředí a zhodnocení zjištěných výsledků.  
Vytvoření této aplikace předcházelo nastudování problematiky tvorby informačních systémů 
pomocí stávajících webových technologií. Následně provést analýzu a návrh podle jazyka UML. 
Vymyslet alternativní ovládací prvky, které by měly výrazným způsobem zrychlit, maximálně 
optimalizovat a usnadnit práci v editačním prostředí. Implementovat a otestovat vytvořené řešení na 
skupině uživatelů, kteří jej patřičným způsobem ohodnotí. Popsat výslednou aplikaci a navrhnout 





3.1.1 Funkční požadavky 
Systém je správce, jak outdoorových, tak indoor akcí, čili je možné organizovaným způsobem 
vytvářet vnitřní / venkovní akce. Systém obsahuje a spravuje veliké množství různých informací 
o jednotlivých aktivitách, jako například, zda se bude odehrávat v tělocvičně, parku, na hřišti apod., 
dále spoustu zajímavých míst a lokalit, seznamy zaměstnanců a firem využívající tyto služby, 
seznamy potřebného materiálu a dále několik druhů dokumentů, jako jsou zprávy, recenze, fotografie, 
komentáře, ohlasy účastníků aj. Princip systému je takový, že firma si zažádá od dodavatele(vlastníka 
systému), že chce pro své zaměstnance vytvořit jistou formu rekreace na jeden až více dní 
a zaměstnanci majitele systému vytvoří požadovaný program činností.  Dále systém není vytvořen 
pouze pro jednoho zákazníka, nýbrž umožňuje nasazení u většího počtu firem, které se také chtějí 
angažovat jako poskytovatel outdoorových či víkendových aktivit. 
Systém obsahuje editační administraci, ve které se budou jednoduchou formou vytvářet denní 
plány sportovních aktivit. Možnost přidávat aktivitám komentáře, dotazy, výpisy potřebného 
vybavení apod. Webová aplikace by měla být user-friendly, čili uživatelsky přívětivá, protože ne 
všichni lidé jsou zběhlí s prací ve webovém prohlížeči. Intuitivní, pro rychlou akceptaci zákazníkem. 
Výsledná aplikace by měla být co nejmenší kvůli datovým přenosům přes internet, nebo lokální síť. 
Rychlá – vhodné zvolení uživatelských prvků. 
3.1.2 Nefunkční požadavky 
- Implementace - systém by měl být implementován pomocí PHP nebo ASP.NET, záleží na 
autorovi k jaké platformě se přikloní.  
- Jednotný databázový systém - databázový systém musí být postaven na stávající databázi, 
která je vytvořena pomocí technologie MySQL.  
- Jednotný výstup - jelikož bude veškerá práce se systémem prováděna přes webový prohlížeč, 
tak by aplikace měla být ve všech funkční a stejného vzhledu. Záleží na autorovi, zda se 
rozhodne implementovat výstupní formát HTML 4.0 nebo XHTML 1.0 Strict/Transitional 
a výstupní vzhled bude formátován pomocí CSS 2.0. 
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3.2 Uživatelské role 
Uživatelské role určují kdo má jaké pravomoce, čili každý uživatel má v systému vždy nějakou roli 
a ta mu říká s čím může manipulovat a k čemu má přístup. Uživatelské role nejde implicitně vytvářet 
ani mazat, pouze přiřazovat uživatelům nebo skupině uživatelů. Ve správci outdorových aktivit 
existuje celkem 6 uživatelských rolí. 
3.2.1 Host 
Uživatelská role host je implicitně přiřazena každému uživateli, který vstoupí na internetovou stránku 
s tímto systémem. Tento návštěvník nemá vůbec žádné pravomoce, ale má možnost prohlížet si 
stránky s informativním charakterem, které jsou veřejné a volně přístupné. Tedy neobsahují žádné 
formuláře, které by zásadně ovlivňovaly nebo měnily údaje v systému. Ovšem přece jen jeden 
formulář má přístupný. Pokud je již uživatel z dřívější doby zaregistrován, tak se může přihlásit 
a systém následně ověří jméno a heslo a pokud je vše v pořádku, tak  přidělí příslušnou uživatelskou 
roli. V případě, že nemá přihlašovací údaje, musí si je vyřídit u svého personálního managera. 
3.2.2 Účastník 
Účastník stejně jako host může prohlížet informativní stránky, ale jelikož se jedná již o registrovanou 
uživatelskou roli, tak má možností daleko více. Každý účastník je zaměstnancem již zaregistrované 
firmy. Může se přihlašovat a odhlašovat do předem firmou schválených akcí a k již uskutečněným 
přidávat komentáře. Jinak samozřejmostí je podávání dotazů. Má možnost prohlížet si akce, ke 
kterým je přihlášen nebo kterých se účastnil. U akcí, ke kterým má přístup vidí již přihlášené 
uživatele. 
3.2.3 Lektor 
Lektor je nejdůležitější osobou/uživatelskou rolí v systému. On vytváří veškeré aktivity a denní 
programy. Má práva spravovat a editovat úplně všechno v systému, takže může přidat firmu, seznam 
jejich zaměstnanců a označit vedoucího nebo personálního pracovníka a šéfa ve firmě, který bude mít 
právo spravovat informace o zaměstnancích a o účastnících konkrétního tréninku, spravovat seznam 
Lokalit a jejich podrobné informace, může spravovat a vytvářet nové Programy tréninků. Nový 
program je možno vytvořit i jako kopii z jiného tréninku. Lektor vytváří program skládáním aktivit, 
přestávek a jiných činností do časového harmonogramu. K jednotlivým položkám v harmonogramu 
může přidávat komentáře a přiřazovat další lektory, u kterých zadává konkrétní roli v rámci dané 
aktivity (viz. Program). Přístup k programu mají i spolupracující lektoři. Lektor se může sám 
zaregistrovat do systému tak, že si vytvoří účet. 
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3.2.4 Sublektor 
Sublektor je uživatelská role, která se nevytváří jako všechny ostatní role, ale je přidělena implicitně 
lektorům, kteří jsou uvedení v programu jako pomocní pracovnící, neboli sublektoři. Nemají žádné 
pravomoce k editaci, tedy přidávat/mazat/měnit aktivity, které obsahuje denní program. Mají pouze 
možnost jakkoliv pracovat s komentáři. 
3.2.5 Personální manager 
Personální manager je zaměstnancem registrované firmy, v níž plní funkci organizátora akcí ve firmě, 
tzn. rezervuje si konkrétní termíny, které jsou vypsány, a nebo si zažádá o vytvoření speciálního 
programu. Buď podle přání zaměstnavatele, nebo podle přání zaměstnanců. Vytváří přihlašovací 
údaje zaměstnancům s uživatelskou rolí host. Má práva přiřazovat zaměstnance k jednotlivým, již 
vytvořeným programům. 
3.2.6 Ředitel 
Ředitel je nejvyšší uživatelskou rolí v systému na straně firmy/zákazníka. Mezi jeho základními 
nejdůležitějšími operacemi jsou registrace firmy do systému se všemi potřebnými údaji, zvolení 
libovolného počtu personálních managerů. Samozřejmostí je, že má pravomoce jako personální 
manager, nebo uživatel. 
3.3 Uživatelské akce 
V této podkapitole je popsáno několik uživatelských akcí, které je možné v aplikaci provádět jako 
lektor. Ostatní akce zde nejsou vypsány, protože v aplikaci nejsou zahrnuty. Nejdříve je nutné 
vysvětlit několik termínů, které se zde vyskytují, jako jsou trénink, program, aktivita. 
3.3.1 Trénink 
Každý trénink obsahuje několik klíčových informací, které jsou:  
• hlavního lektora (autora a vlastníka tréninku) 
• seznam spolupracujících nebo pomocných lektorů a členů týmu 
• společnost, pro kterou je program vytvořen a seznam účastníků 
• Lokalita, kde se bude trénink konat 
• název tréninku 
• datum konání (od – do) 
• stručné cíle Tréninku (podrobně v zadávacím dokumentu) 
• stručný komentář k akci 
• Program tréninku 
• seznam potřebných a relevantních dokumentů 
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3.3.2 Program 
Program je tvořen pro konkrétní Trénink. Jedná se o seznam aktivit, přestávek a jiných činností 
časově po sobě následujících a seřazených do časového harmonogramu. Každá aktivita v programu 
má přiřazené lektory a jejich funkce v rámci aktivity (odpovědný, výkonný či pomocný lektor, 
případně jiné). Na program a jeho aktivity mohou být navázány komentáře od různých 
spolupracujících lektorů. Program může obsahovat paralelní sekce. Vyskytnou-li se v programu 
aktivity, které se časově překrývají, vytvoří se paralelní běh programu. Přístup k programu mají 
i spolupracující lektoři. 
3.3.3 Aktivita 
Pojem aktivita zahrnuje hry, úkoly, kvízy apod. Kromě názvu aktivity a praktických vlastností, 
obsahuje také seznam materiálů a komentářů. Materiály jsou důležité při generování seznamu 
potřebného vybavení na činnost aktivity. Vzhledem k tomu, že program by mohl obsahovat více 
činností, běží paralelně. Někdy počet konkrétních materiálů může být vyšší než se očekává.  
Autor, jež aktivitu vytvoří, je její vlastník. Jen autor má právo přidat další lektory, měnit nebo 
vytvářet kopii této činnosti (podle práva autora, které je mu přiřazeno). Pouze lektoři, kteří mají 
práva, mohou přidávat a upravovat komentáře k jednotlivým činnostem.  
Každá aktivita obsahuje několik nastavení, které je nutné zvolit, např. o jaký typ hry se jedná, 
zda jde o cvičení reflexí, dynamiky, komunikace, důvěry apod. Dále je potřeba zvolit prostředí, ve 
kterém se aktivita odehrává, například park, louka, tělocvična, les apod. Dále je potřeba určit, jaké by 
měl mít účastník zkušenosti s činností, které se budou provádět, vyhotovit soupis potřebného 
vybavení na uskutečnění aktivity a označit na stupnici 1-10 fyzickou a psychickou náročnost. 
3.4 Prvky uživatelských rozhraní 
Webové stránky či aplikace jsou tvořeny prvky uživatelských rozhraní V našem případě se jedná o 








- A jiné … 
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Díky těmto základním prvkům můžeme provádět nejrůznější operace, jako odesílat údaje, 
vyplňovat formuláře, pomocí odkazů přecházet pohodlně ze stránky na stránku, zatrhávat a volit 
nejrůznější volby či nastavení apod.  
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4 Návrh řešení 
V této kapitole je popsán návrh řešení na základě analýzy z kapitoly 3. Jelikož je za úkol vytvořit 
uživatelské rozhraní, tak se v této kapitole nebudeme zabývat návrhem kompletního informačního 
systému. Pomocí jazyka UML si ukážeme jak vypadají jednotlivé diagramy, ale jenom uživatelské 
role Lektor a Sublektor. Dále není cílem implementovat všechny funkce jmenovaných uživatelských 
rolí, ale pouze práci s aktivitami a denním programem. 
4.1 Use case diagram 
Use case digramy, neboli případy užití, zachycují přesně plnou funkčnost, které bude v budoucím 
informačním systému implementována a také v jakém rozsahu. Každý případ užití popisuje jeden ze 
způsobů použití vyvíjeného systému, popisuje tedy jednu jeho požadovanou funkčnost. 
Na obrázku 4-1, je zachycen případ užití pro lektora a subrektora. Diagram říká, že sublektor 
může pracovat jenom s komentáři a lektor má všechny možnosti včetně možností sublektora. 
Z pohledu uživatelského rozhraní není důvod zanášet do tohoto use case diagramu dalšího aktéra, 
kterým by byl systém. 
 
Obrázek 4-1 Use case diagram pro Lektora a Sublektora. 
 
Případ užití 4-2 popisuje, vytvoření komentáře u cizího denního programu, čili ve kterém je 




Název případu užití Přidání komentáře sublektorem 
Identifikace připadu užití UseCase01 
Aktéři Lektor, Systém 
Vstupní podmínky Přihlášený uživatel je lektor 
Kroky případu užití 1. Uživatel klikne na program, ve kterém plní úlohu 
sublektora 
 2. Ve formuláři pro komentář vyplní potřebné informace 
 3. Uloží komentář 
 4. Systém uloží komentář do databáze 
Výstupní podmínky Komentář je přidán k dennímu programu 
Případ užití 4-2 Přidání komentáře jako sublektor 
4.1.1 Scénář případů užití 
Další možností use case diagramů je vytváření scénářů případů užití. Jedná se vytvoření sekvence 
kroků, které popisují interakce mezi systémem a aktérem. V tabulce 4-3 je znázorněn scénář případů 
užití - editace denního programu, přidání jedné aktivity. 
Krok Role Akce 
1 Uživatel klikne na den v kalendáři 
2 Systém zobrazí se denní program a seznam vytvořených aktivit 
3 Uživatel vybere aktivitu, kterou chce přidat a přesunutím ji vloží do programu 
4 Uživatel nastaví všechny potřebné parametry, jako je např. začátek, konec, délka trvání 
5 Systém Automaticky uloží změny 
 
Tabulka 4-3 Editace denního programu 
Když se zamyslíme nad výše uvedeným scénářem, tak se nabízí otázka: Co kdyby uživatel 
v seznamu aktivit nenašel požadovanou aktivitu? Tak ji samozřejmě bude chtít vytvořit. A proto je 
potřeba ještě vytvořit jeden scénář, který popisuje právě vytvoření nové aktivity viz. Tabulka 4-4. 
Krok Role Akce 
2a1 Uživatel klikne na stránku s aktivitami 
2a2 Systém zobrazí seznam již vytvořených aktivit a formulář na vytvoření nové 
aktivity 
2a3 Uživatel vyplní všechny povinné údaje 
2a4 Uživatel klikne na uložit aktivitu 
2a5 Systém uloží novou aktivitu do seznamu aktivit 
2a6 Uživatel vrátí se na stránku s programy a pokračuje krokem 3 
 
Tabulka 4-4 Vytvoření nové aktivity 
4.2 ER diagram 
Entity Relationship Diagram (ERD) slouží k modelování dat aplikační domény a jejich vztahů „v 
klidu“. ERD je síťový model popisující návrh uložených uložených dat v systému na vyšší úrovni 
abstrakce. Modeluje data, která potřebujeme v systému uchovávat a vztahy mezi těmito daty. 
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Jelikož celý ER diagram je svými rozměry velmi velký, je přiložen k této práci jako příloha A. 
V této práci se využívají pouze entity pracující s aktivitami, denními programy a k nim připojené 
komentáře. Ostatní entity jsou pro tuto webovou aplikace nepotřebné. Navržený ER diagram 
odpovídá 3. normální formě, tedy v entitě se nevyskytuje atribut X, který je závislý na atributu Y 
a naopak. Normalizace pomáhají optimalizovat databázi a tím její výkon a mají za následek 
zpřehlednění a v neposlední řadě jednodušší rozšiřitelnost. Nemá cenu optimalizovat, pokud to 
nepřinese zlepšení všech tří dříve zmíněných parametrů.  
4.3 Rozdělení práce 
Zde je popsáno co a kde by mělo být implementováno. 
4.3.1 Server 
Na straně serveru je použita technologie ASP.NET 2.0, a to díky svému výkonu, snadné instalaci 
a bezpečnosti. Jak již bylo řečeno, tak databázový systém má být MySQL. Pro lepší komunikaci 
s ASP.NET byla přidána ODBC vrstva a pro lepší komunikaci s AJAXem na klientovi WebService. 
4.3.2 Klient 
Pro získání dynamičnosti a pohybu prvků na stránce byl použit JavaScriptový framework jQuery z 
důvodu jeho malé velikosti a dostupnosti všech potřebných funkcí. Asynchronní komunikace mezi 
klientem a serverem je prováděna prostřednictvím AJAXu. 
4.4 Návrh prvků uživatelského rozhraní 
V prvních krocích musel autor vymyslet alternativy k jednotlivým prvkům. Pouhý výpis rozpisu 
časového plánu je nepřehledný a těžkopádné je editování údajů.  Proto by bylo vhodné vytvořit 
časovou osu, která bude vypadat jako list úkolovníčku a na takto vytvořenou časovou osu se bude 
„připichovat“ jednotlivé aktivity. Díky tomu bude možné ve velké míře odstranit textové boxy, 
o kterých se autor domnívá, že výrazně brzdí práci, hlavně v editací časů a délky jednotlivých aktivit. 
Daleko efektivnější řešení se nabízí tím, že bude možné pouhým přetažením myši měnit tyto 
údaje, čímž se dosáhne rychlejšího nastavení hodnoty a zároveň pohodlnější, protože uživatel nebude 
muset nic psát na klávesnici, nebo vybírat nějakou přednastavenou hodnotu. Předem vytvořené 
aktivity jsou vypsány jako seznam podél časové osy, takže je uživatel nebude muset vybírat 
z žádného uživatelského prvku. Zabere to sice více místa v okně prohlížeče, ale díky tomu je možné 
vypisovat daleko více údajů o konkrétní aktivitě. 
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V místech, kde je potřeba zadat celé číslo v rozsahu 1-10 umístí „šoupátko“ (slider). Autor se 
rovněž rozhodl zkusit zkombinovat rozbalovací seznam(DropDown list) s boxem obsahujícím 
všechny hodnoty, které má seznam a výběr konkrétní hodnoty bude přetáhnutím do příslušného pole, 
čili bude na uživateli, zda bude používat klasický rozbalovací seznam, a nebo tento autorův „drop 
place“.  
Ostatní prvky uživatelského rozhraní zůstaly nezměněny. Jediné úpravy které na nich byly 
provedeny, bylo pouze nastylování jejich vzhledu. Každý prvek, se kterým je možné pohybovat 
v rámci okna webového prohlížeče, při přesouvání barevně zvýrazní místa, do kterých je možné jej 
„upustit“, díky tomu uživatel se rychleji a intuitivně naučí se systémem pracovat.  
Jak již bylo řečeno, tak každá aktivita má stupeň fyzické a mentální náročnosti, takže na 
základě této hodnoty je vytvořen graf reprezentující náročnost (physical graf), tedy generuje barevné 
odstíny od zelené k červené barvě, přičemž zelená barva určuje stupeň zátěže jako 1 jako 
nejjednodušší a červená stupeň zátěže 10 jako nejtěžší. Graf náročnosti je umístěn v těsné blízkosti 
podél časové osy, takže přímo reprezentuje náročnost jednotlivých aktivit. 
Nastavování délky jednotlivých aktivit není řešeno klasickým zadáváním hodnot, nýbrž veškeré 
prvky na časové ose lze myší protahovat na délku, která je požadována. Respektive veškeré 
nastavování hodnot v rámci dynamické části je koncipováno přetažením potřebné hodnoty 





V této kapitole je popsána většina technologií, které byly potřeba k vytvoření aplikace. 
Informace jsou z větší části čerpány z cizích zdrojů. V každé podkapitole je vysvětleno, proč zrovna 
autor zvolil danou technologii, kde je použita a jakou zastává ve webové aplikaci funkci. 
5.1 .NET 
Základní stavební kameny frameworku .NET nabízí spoustu výhod v programování. Tyto kameny se 
skládají ze tří základních provázaných entit, CLR, CTS a CLS. Z hlediska programátora se dá .NET 
chápat jako nové runtime prostředí a vyčerpávající knihovna tříd. Na vrstvu runtime se má správně 
odkazovat jako na společný runtime jazyků (Common Language Runtime, neboli CLR). Primární roli 
CLR je, aby za vás vyhledával, načítal a spravoval typy .NET. CLR se také stará o řadu 
nízkoúrovňových detailů, jako jsou správa paměti a provádění bezpečnostních kontrol. 
Dalším stavebním blokem platformy .NET je společný systém typů (Common Type System, 
neboli CTS). Specifikace CTS plně popisuje všechny možné datové typy a programovací konstrukce, 
které runtime podporuje, specifikuje, jak mohou spolu tyto entity komunikovat, i podrobnosti o tom, 
jak se mají reprezentovat ve formátu metadat .NET. 
Důležité je poznamenat, že daný jazyk, který vnímá .NET, nemusí podporovat všechny 
schopnosti, které definuje CTS. Příbuznou specifikací je tzv. společná specifikace jazyků (Common 
Language Specification, CLS), a ta definuje podmnožinu společných typů a programovacích 
konstrukcí, na nichž se mohou dohodnout všechny programovací jazyky .NET. Tedy – budujete-li 
typy .NET vystavující pouze ty schopnosti, které jsou v souladu s CLS, můžete se spolehnout na to, 
že je budou moci konzumovat všechny jazyky vnímající .NET. 
Kromě CLR a specifikacím CTS a CLS poskytuje platforma .NET základní knihovnu tříd, 
která je dostupná všem programovacím jazykům .NET. Tato knihovna základních tříd zapouzdřuje  
všelijaké prvotní věci, jako jsou vlákna (threads), vstupní a výstupní operace se soubory, grafickou 
realizaci a komunikaci s různými externími hardwarovými zažízeními, a poskytuje rovněž podporu 
pro řadu služeb, které požaduje většina aplikací skutečného světa. 
Například knihovny základních tříd definují typy, které usnadňují přístup k databázím, 
manipulaci s XML, programátorskou bezpečnost a konstrukci průčelních webových aplikací  (a také 
tradičních desktopových aplikací i konzolových aplikací). Na vysoké úrovni se dá vztah mezi CLR, 
CTS, CLS a knihovnou základních tříd vizuálně vyjádřit diagramem, který vidíte na obrázku 5-1. 




Obrázek 5-1 Vztah mezi CLR, CTS, CSL a knihovnou základních tříd 
 
 
Obrázek 5-2 Struktura .NET frameworku 
 
Ke dni 15.5.2009 je k dispozici nejnovější .NET framework ve verzi 3.5 a opravného balíčku 
Service Pack 1, ale v aplikaci jsou použité knihovny a metody, které jsou obsaženy už ve verzi 2.0, 
která je už dostupná v základní verzi operačního systému Windows Vista a u Windows XP se dá 
snadno doinstalovat pomocí zapnutí aktualizací.  
5.2 ASP.NET 
Základ aplikace je vytvořen pomocí ASP.NET, díky které se zprostředkovává veškerá komunikace se 
serverem při načítání každé stránky. Autor se rozhodl zvolit ASP.NET, jednak díky podpoře .NET, 
ale hlavně díky jeho vlastnostem. Například veškeré zdrojové kódy jsou kompilované, takže aplikace 
běží rychleji a také díky kompilaci je možné odchytit spoustu chyb již při vývoji aplikace. Vývojáři 
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mají možnost programovat ve velkém množství programovacích jazyků (C#, JScript.NET, 
VisualBasic.NET apod.). ASP.NET obsahuje spoustu již definovaných uživatelských ovládacích 
prvků a knihoven tříd, čili programátoři nemusí pořád dokola programovat stejné rutiny, čili zkracuje 
se doba vytváření aplikací. Další nespornou výhodou je možnost zachovat stránky, takže nedochází 
ke zbytečným dotazům na server => menší zatížení serveru. V dnešní době je již ASP.NET 
multiplatformní, základně se dá nainstalovat ve Windows IIS, ale také je možnost Apache(Windows, 
Linux + open source .NET). Generování  validních HTML/XHTML je samozřejmostí. 
5.3 AJAX a JavaScript 
Hlavním důvodem použití těchto technologií je zamezit zbytečného znovunačítání stejných dat ze 
serveru, takže mu odlehčíme práci. Můžeme ověřovat správnost údajů už na klientovy. Pokud je 
potřeba někde vložit emailovou adresu, tak se ověří třeba regulárními výrazy, zda splňuje vložený 
řetězec, všechny předpisy. 
Dále se s oblibou používá na oživení internetových stránek, přidáváním ovládacích prvků, 
přidáváním visuálních efektů, zpracovávání cookies. Jednoduše lze také ušetřit práci serveru, když 
spoustu výpočtů provedeme za něj na klientském počítači, jako jsou výpočty vzorců a vlastně 
jakékoliv matematické operace. 
V této aplikaci se použije AJAX na asynchronní komunikaci se serverem. Celá komunikace 
bude spočívat v tom, že když uživatel provede nějaký úkon, který by bylo potřeba zaznamenat do 
databáze, jako třeba vložení aktivity do časové osy, tak se pošle dotaz na server s potřebnými údaji 
o aktivitě a server ho zpracuje. Takže když by došlo třeba k výpadku proudu, bude již na serveru 
uloženy změny, které provedl uživatel aniž by musel, jak je zvykem, zmáčknout tlačítko „uložit 
změny“. 
5.4 jQuery 
jQuery je jednoduchý, přehledný, rychlý JavaScriptový framework, který snadno umožňuje 
vyhledávat, modifikovat a vytvářet elementy DOMu. Veškeré vyhledávání prvků probíhá přes 
kaskádové styly (CSS), dále jsou v jQuery obsaženy AJAXové komponenty, možnost animace prvků 
a jejich pohyby v rámci webového prohlížeče.  
Největší výhodou jQuery je, že pracuje pouze ve svém jmenném prostoru, to znamená, že 
nemodifikuje nic co mu nepatří, jako jiné agresivnější JavaScritptové frameworky mooTools nebo 
Prototype. Jelikož se jedná o otevřený framework, lze s dobrou znalostí javascriptu si přidat většinu 
funkcí, které programátorovy chybí. Obrovskou výhodu a potenciál skýtá možnost přidávat 
nejrůznější pluginy a rozšíření.  
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5.5 MySQL 
Pokud se nejedná o statické internetové stránky, je většinou potřeba nějaký databázový server, 
protože ukládání velkého množství do souborového systému je velice neefektivní. Jak již bylo řečeno,  
vyvíjená webová aplikace musí využívat, již vytvořenou databázi v technologii MySQL (My 
Structured Query Language). 
MySQL, respektive jakoukoliv databázi můžeme chápat jako uložených a zpracovávaných 
nezávisle na aplikačních programech. Databáze zapouzdřují nejen informace, ale rovněž relační 
vztahy mezi jednotlivými prvky a objekty. Dále obsahují schémata popisující strukturu dat, nebo 
omezení zajišťující integritu uložených informací. 
MySQL je nejoblíbenější otevřenou  databázovou aplikací (podle webového serveru MySQL 
www.mysql.com , 2004) a velmi často se používá společně s jazykem PHP. 
5.6 ODBC 
ODBC(Open Database Connectivity) slouží jako ovladač pro spojení klientské aplikace 
a databázového serveru. Přístup přes rozhraní ODBC je unifikovaný, tj. ze strany klienta se k němu 
přistupuje pořád stejným způsobem, nezávisle na tom, s jakým databázovým serverem se pracuje, 
tedy zda se jedná o heterogenní prostředí a nebo non-relační databáze. Dřívější verze ODBC tvořily 
jen jakýsi mezistupeň mezi aplikací a nativními ovladači databázového serveru. V současnosti 
takovéto ztráty výkonnosti nehrozí, neboť i ODBC přistupuje přímo. 
Hlavní myšlenkou ODBC je vytvořit přístup k datům nezávisle na operačním systému, 
programovacím jazyku  nebo databázovému systému. ODBC je základní součástí Microsoft Windows 
Open Services Architecture.  Na obrázku 5-3 je ukázka propojení aplikace s databázovým systémem 
MySQL pomocí ODBC driveru. 
 
Obrázek 5-3 Propojení aplikace s MySQL, pomocí ODBC 
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5.7 UML 
Pro vytvoření všech diagramů v návrhu bylo použito UML (Unified Modeling Language), čili 
modelovací jazyk. Modelovací jazyk je především souhrnem grafických notací k vyjádření 
analytických a návrhových modelů. UML je jazyk, který umožňuje modelovat jednoduché i složité 
aplikace pomocí stejné formální syntaxe, a proto můžete výsledky své práce sdílet s ostatními 
návrháři. Obrovskou výhodou je, že veškeré modely vytvořené pomocí UML jsou srozumitelné i pro 
zákazníka, jež zadal vytvoření aplikace, takže vyjasnění požadavků na vytvářený systém je znám 
hned v začátku, takže nedojde ke zbytečné práci programátorů. Důležitou poznámkou je, že žádný 
diagram neobsahuje celý navrhovaný systém, ale poskytuje spoustu pohledů na požadovaný/vyvíjený 




V této kapitole bude popsáno, jak je implementován systém, co obsahuje klientská část a co je 
realizováno na straně serveru. Webová aplikace dostala pracovní název TOM jako Trainings Outdoor 
Manager. Implementována je pouze uživatelská role Lektor, protože na ní lze kompletně 
demonstrovat veškeré dynamické ovládání aplikace pohyblivými uživatelskými prvky. Nejsou ani 
zobrazovány všechny informace a vlastnosti aktivit, pracuje se jenom s potřebnými údaji, jako jsou: 
název, náročnost, začátek, konec, prostředí, typ aktivity apod. Ostatní, jako je minimální počet lektorů 
apod. se neuvádí, protože nepřínáší žádné další možnosti ovládání, jen by se přidával jeden a ten 
samý se opakující kód.  
6.1 Serverová část 
V této pasáži se popisují jednotlivé vrstvy a služby, které jsou na straně serveru implementovány. 
Celá serverová část je rozdělena do několika implementačních logicky rozdělených celků, čímž se 
stává kód přehlednější a dává možnost snadnějšího přidávání nové funkcionality díky vytvořenému 
rozhraní mezi jednolivými bloky. 
6.1.1 Webová služba 
Webová služba neboli WebService je jiným druhem webové aplikace. Nemá uživatelské rozhraní 
jako tradiční webová aplikace. Místo toho vystavuje přes Internet volatelné funkce rozhraní API, 
častěji označované jako webové metody. Také zde lze mluvit o kodu na pozadí, protože můžeme 
většinu metod přesunout do tříd webových služeb ze souborů ASMX do samostatně kompilovaných 
knihoven DDL. 
Všechny metody, které chceme, aby byly volatelné z klienta na server, mají atribut 
[WebMethod]. Takže zaslání dotazu AJAXového implementovaného v jQuery může vypadat tak , že 
do patřičného parametru očekávající URL zadáme adresu: „WebService.asmx/DayItemsInit“, 
čímž zavoláme patřičnou WebService a její metodu DayItemsInit. 
Jediným problémem, na který autor narazil, bylo předání pole objektů, takže je u této služby 
metoda na převod obecně rozměrného pole na string a zpět. Tyto metody jsou implementovány  na 
serveru pomocí C# a na straně klienta pomocí Javascriptu, tím se docílila bezproblémová výměna dat. 
6.1.2 Střední vrstva 
Střední vrstvou je myšleno společný základ pro všechny stránky ASP. Je vytvořena třída 
TomBasePage, která obsahuje všechny společné metody o informacích aktivního uživatele, práce 
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s konstantami, připojení k databázi a podobně. Na MasterPage je vytvořen ContentPlaceHolder, takže 
pokud na jiné stránce se něj odkážem, se do tohoto prostory zobrazí obsah dané ASP stránky. 
Tato kombinace dává možnosti jednoduchého rozšíření na jednom místě, které se projeví ve 
všech stránkách a také je velice jednoduché přidávat ostatní rozšiřující moduly. Cílem střední vrsty 
bylo vytvořit jakýsi framework, pro zvýšení efektivity práce a pozdějších úprav. Také je potřeba 
přistupovat často k informacím uložených v databázi, proto je střední vrstva propojena s databázovou 
vrstvou. 
6.1.3 Databázová vrstva 
Databázová vrstva je implementována jako zvlášť oddělený celek, na který je odkazováno pomocí 
reference k projektu. Takže při kompilaci aplikace dojde k vytvoření knihoven dll a přidání do 
aplikace. Databázová vrstva je oddělena od hlavní aplikace, hlavně kvůli přehlednosti a zvýšení 
funkcionality. 
Vytvořená třída DatabaseTest, obsahuje několik sekcí rozdělených do: Připojení k databázi, 
práce s aktivitami, práce s programem, práce s použitým materialem. Každá metoda obsahuje 
jednoduché SQL dotazy na databázi, jako jsou SELECT, INSERT, DELETE apod. Každá metoda 
vrací objekt OdbcDataReader, obsahující proud dat, ze kterého lze předat potřebné výsledky další 
metodě. Díky tomuto řešení, ale snadno skládat SQL dostazy do sebe. 
Databázová vrstva se snaží i hlídat, aby nebyl vyčerpán počet připojení k databázi a to tak, že 
když už byl dotaz proveden, tak se připojení ukončí a naopak, pokud je potřeba vytvořit nové, tak se 
vytvoří. 
6.1.4 Databázový systém 
Použitý databázový systém je MySQL, jak již bylo řečeno dříve. Tabulky, které se používají z ER 
diagramu v příloze A, jsou: 
- Programme – určuje na který den je program plánován a případný komentář. 
- Activity – veškeré informace o aktivitě, jako je o kde se bude odehrávat, o jakou hru půjde, 
jakých náročností nabývá apod. 
- Material – informace o materiálu. 
- Used_material – obsahuje jaké aktivity, v kterém dni se nachází 
- Activity_material – určuje seznam použitého materiálu k dané aktivitě 
Připojení k databázi se řeší ve Web.config, kde je XML značka connectionStrings obsahující 
informace o připojení. K databázi se přistupuje přes ODBC driver, přesněji MySQL ODBC 5.1 
Driver. Je potřeba, aby na serveru byl nainstalován. Pokud je dostupná jiná verze, je nutné údaje 
v této značně patřičným způsobem modifikovat. 
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6.2 Klientská část - dynamická 
Dynamická klientská část je nejdůležitější částí implementace, protože je na ni implementováno 
navržené inovativní uživatelské rozhraní. Při načítání aplikace se veškeré javascriptové soubory uloží 
do cache, takže není potřeba je pak stále dokola načítat, čímž se zrychlí komunikace se serverem. Jak 
již bylo napsáno v realizaci, je použit javascriptový framework jQuery, který zajišťuje veškeré 
pohyby a animace prvků. 
6.2.1 Přístup k HTML prvkům 
K HTML prvkům lze přistupovat dvěma způsoby: buď přes identifikátor, nebo přes třídu. Takže 
pokud máme třeba <div id=”IdTest” class=”tridaTest”>test</div>, tak ke všem jeho atributům, lze 
přistoupit přes  $("# IdTest").nazevMetody();, nebo $(".tridaTest").nazevMetody(); . Takhle je řešen 
přístup k jednotlivým prvkům. Problém je, že ASP.NET přepisuje všechny atributy ID svých prvků, 
na unikátní ID v rámci celého systému, takže se musí používat celé názvy. Třeba 
ct100_PagesContentPlaceHolder_generatedDragActivity, znamená prvek pojmenovaný 
generatedDragActivity umístěný v patřičném ContentPlaceHolderu, tenhle se zrovna nachází přímo 
v MasterPage. 
6.2.2 Inicializace stránky 
Při PageLoadu se vytvoří všechny potřebné objekty, se kterými bude možné provádět operace. 
Na stránce s vytvářením denních programů ze zjistí, zda na daný den existuje již vytvořený nějaký 
program a pokud ano, tak se inicializuje časová osa, tzn. jestli byly na konkrétní zvolený program/den 
již vloženy nějaké aktivity, tak se zobrazí patřičném místě. Aktivity se vkládají následujícím 
způsobem, a to tak, že aktivita, která je první v denním programu je umístěna na pozadí a každá 
následující aktivita, je umístěna o jednu úroveň blíž k popředí.  
Dále dojde k inicializaci demand grafu(pokud je zvolena volba), načtení vytvořených aktivit, 
ale do stránky se vloží JavaScriptem, je totiž potřeba, aby prvky, které mají být dynamické, prošli 
jQuery konstruktorem. Obdobně je vše řešeno na ostatních dynamických stránkách. 
6.2.3 Jednorázové načtení hodnot 
Každý prvek, který je v časové ose, je vytvořen jako objekt, který obsahuje všechny potřebné údaje 
pro realizaci uživatelského rozhraní a hodnot z databáze. Je to z důvodu snížení komunikace 
s databází. Takže už při inicializaci se třeba u prvku popisující náročnost aktivity, přidá atribut 
ID=”demand+IDaktivity”, čímž dostaneme unikátní ID v rámci stránky. Objekt prvek obsahuje 
informace o pozici v časové ose, ID aktivity, délku trvání, náročnost apod.  
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Informace o pozici v časové ose jsou získávány hned, jak jsou všechny prvky vygenerovány 
následovně, osa y je počítána jako vzdálenost horního okraje časové osy od horního okraje okna 
prohlížeče + začátek aktivity. 
 Když dojde k eventu drop („upuštění prvku“) na správné místo, tak se uloží souřadnice x jako 
vzdálenost od levého okraje okna prohlížeče od levé hrany prvku a y jako vzdálenost od horního 
okraje okna prohlížeče od horní hrany prvku. Samozřejmě všechny hodnoty jak po načtění všech 
prvků, tak tady v dropu prochází validací hodnoty, aby všechny hodnoty byli uloženy korektně. 
Například hodnota osy y se zaokrouhluje na hodnoty dělitelné pěti, protože jeden pixel na časové ose 
reprezentuje jednu minutu denního programu, tím docílíme pěkného zarovnání na pětiminutové časy. 
 Pro usnadnění přípravy lektorů na konkrétní denní program je pod časovou osou umístěn box, 
do kterého se vypisuje veškeré vybavení, které bude potřeba vzít sebou. 
6.2.4 Algoritmy, metody, funkce 
Prvky v časové ose jsou implementovány jako jednorozměrné pole objektů prvek. Objekt prvek 
obsahuje ve své struktuře všechny informace popsané viz víše, aby se zamezilo opakovanému 
zjišťování hodnot. Nejdůležitější hodnoty prvku jsou souřadnice o umístění v časové ose . Takto 
realizováno je to proto, protože lze pak jednoduše řadit prvky podle ypsilonové souřadnice. Takže 
prvek, který má nejnižší ypsilonovou hodnotu, je na prvním místě v poli. Jelikož se nepředpokládá, že 
bude uloženo v tomto poli bylo více jak 20 objektů prvek, tak se autor rozhodl použít nejjednodušší 
řadící metodu a to bublinkové řazení. 
Bublinkové řazení (Bubble – sort), tato metoda je založená na principu výběru. Porovnává se 
každá dvojice sousedních prvků a v případě obráceného uspořádání se mezi sebou vymění. Při 
pohybu zleva doprava se tak maximum dostane na poslední pozici, zatímco minimum se posune 
o místo směrem ke své konečné pozici 
Bublinkové řazení je nejrychlejší, když je pole již seřazené a pokud bereme, že uživatelé budou 
vytvářet denní plán chronologicky od začátku dne do konce, tak je tato metoda právě tou 
nejvhodnější. 
Ve zdrojovém javacriptovém souboru je vytvořena spousta dalších funkcí, jako jsou 
inicializační funkce obsahující konstruktory pro změnu velikostí(resize), Drag&Drop, demand grafu 
apod., Dále funkce GetTime, u které je na vstupu počet pixelů a výstupem je odpovídající čas. 
Problém u téhle funkce byl, že javascript neumí celočíselné dělení DIV, čili 15/2 nám nevrátí 7, nýbrž 
7,5, takže bylo jej potřeba nahradit opisem a to (15 – (15%2))/2. 
Příklad Ajaxového volání metody ve WebService přes javascriptový framework jQuery, kdy se 
aktualuzuje blok s použitým materiálem na aktuální den, pro přehlednost je v kodu nahrazen 






    $.ajax({ 
        type: "POST", 
        url: "../WebService.asmx/UpdateMaterial", 
        data: {"id_program":$("#PCPH_generatedDragActivity").text()}, 
        success: function(result) { 
            $("#PCPH_summaryLabel").empty(); 
            $("#PCPH_summaryLabel").append( 
result.childNodes[0].firstChild.textContent); 
            //UPDATE material info complete; 
        } 
      }); 
} 
6.2.5 Ovládání 
Výčet aktivit, které jsou již vytvořené, jsou umístěny podél časové osy. Lze s nimi libovolně 
pohybovat v rámci okna prohlížeče. Během přetahování aktivity se vybarví časová osa nebo „drop 
place“, zkrátka kam má být přetahovaný prvek umístěn. Tímto způsobem docílíme toho, že uživatel 
intuitivně pozná, kam přesouvanou aktivitu vložit. Samozřejmostí je, že přesně kde nad časovou osou 
„upustí“ aktivitu, tak tam také zůstane. Pokud se prvek „upustí“ na špatné místo nebo úplně někde 
mimo, tak se nic neděje, protože při přetahování se vytvoří klon, který pak zanikne. 
Při kliknutí, přetahování, nebo změny velikosti aktivity v časové ose, se v pravé části okna 
webového prohlížeče zobrazují další informace o aktuální aktivitě, nad se zobrazuje aktivita, která je 
před aktuální a pod, která je za aktuální. V pravé části, pod kalendářem je možné přidat komentář 
k editovanému programu viz příloha B. 
6.2.6 Automatické ukládání 
Jelikož vytváření denních programů, nebo obecně editace, může trvat dlouhou dobu a neustálé 
klikání na tlačítko ukládající změny, může být po chvíli velice nepříjemné, tak se při každé události, 
která mění stav databáze je zaslán pomocí Ajaxu požadavek funkci, která je vytvořena jako 
WebService a ta pomocí střední vrstvy změní udáje v databázi o aktuálním stavu aplikace, takže 
pokud dojde k chtěnému/nechtěnému ukončení prohlížeče, překliknutí na další den v kalendáři apod., 
budou již všechny data bezpečně uložena. Samozřejmě je veškerá komunikace efektivně 
implementována na pozadí aplikace, takže uživatel ani nepostřehne, že se odeslali nějaká data na 
server. 
6.3 Klientská část – statická 
Webová aplikace není vytvořena jenom jako dynamická stránka plná pohyblivých prvků, ale pro 
srovnání je implementována bez žádných pohyblivých prvků, čistě pomocí ASP.NET. Statická 
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klientská část má nabídnout možnost srovnání obou řešení a poukázat na prostředí, které je většinou 
typické pro většinu serverů, nemyslí se konkrétně na ASP.NET, může se jednat o PHP, JSP, Ruby On 
Rais a jiné technologie, ale klasické formulářové předávání dat. Autor implementoval tuhle část kvůli 
pozdějším testům, aby bylo možné přibližně spočítat, o kolik procent se zvýšila efektivita vytváření 
denních programů pomocí přetahování (Drag&Drop), roztahování (Resize) a podobných přístupů. 
6.3.1 Prostředí 
Jelikož je celé pracovní prostředí tvořeno ASP.NET prvky, tak u vytváření denních programů 
se přidané aktivity do konkrétního dne vypisují pouze textově s možností editací. I tohle prostředí 
bylo navrženo s ohledem na co největší uživatelovo pohodlí a snaží se být také, co se týče 
efektivnosti, co nejvíce výkonné, aby každá činnost byla co nejvíce optimalizována, tedy srovnání 
bylo co možná nejvíce objektivní. 
6.3.2 Události 
ASP.NET má několik možností, jak zajistit dynamičnost, sice ne v plném významu slova, webové 
aplikace. Mezi nejznámější způsoby se řadí události a nejpoužívanější jsou OnClick, OnMouseHover, 
OnMouseLeave, OnSelectedIndexChanged a spousta jiných. Tyto události vygenerují JavaScriptový 
kod. Díky těmto událostím, lze zachytávat změny co se provedli, nebo co chce uživatel provést, ale 




Tato kapitola pojednává o tom, jak se bude testovat uživatelské rozhraní a de Facto celé hotová 
webová aplikace TOM. Celé testování spočívá v tom, že uživatelé budou muset vypracovat všechny 
předpřipravené testy, které jsou navrženy na provedení a procvičení všech kritických pasáží, které 
obsahuje tvorba denních programů a aktivit. 
7.1 Navržené testy 
Uživatel bude muset provést všechny testy, jak v dynamickém prostředí vytvořeném pomocí jQuery, 
tak ve statickém ASP.NET.  
7.1.1 Test č.1 : Vytvořit novou aktivity 
První test se provádí ve statickém prostředí editace aktivit. Uživatelovým úkolem bude provést 
následující kroky: 
- Přepnout se na statickou stránku se seznamem aktivit. 
- Vytvořit novou aktivitu. 
- Vyplnit všechny potřebné údaje, dle vlastního uvážení. 
- Uložit vytvořenou aktivitu 
- Přepnout se na připravený dotazník č.1 
Zde si uživatel vyzkouší vytvoření nové aktivity včetně jejího nastavení. Podívá se jak vypadá 
klasické statické uživatelské rozhraní(prostředí) v běžných informačních systémech. Po provedení 
tohoto testu bude mít uživatel z úkol odpovědět na následující otázky: 
- Jaká změna ovládání by vám usnadnila práci? 
- Jak bylo těžké pro Vás se zorientovat se v navrženém prostředí? 
- Ovládání pomocí tlačítek Vám přijde? 
7.1.2 Test č.2 : Editovat vytvořenou aktivitu 
Druhý test obsahuje také práci s aktivitou, ale tentokrát půjde o editaci v dynamickém prostředí, jeho 
úkolem bude provést následující úkony: 
- Přepnout se na dynamickou stránku se seznamem aktivit. 
- Přesunout dříve vytvořenou aktivitu do patřičné kolonky, čímž se zkopírují vlastnosti do 
editačního pole 
- Změnit vlastnosti aktivity pomocí přetáhnutím typu a prostředí opět do patřičných kolonek. 
- Změnit fyzickou náročnost pomocí „šoupátka“ 
- Uložit změněnou aktivitu 
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- Přepnout se na připravený dotazník č.2 
V tomto testu si uživatel poprvé vyzkouší, jaké je to pracovat s přetahováním prvků v prohlížeči, 
ovlivňovat vlastnosti „šoupátkem“ a vůbec, vyzkoušet si trochu jiný způsob editace. Po tomto testu je 
opět připraven dotazník obsahující následující otázky: 
- Jak bylo těžké pro Vás se zorientovat se v navrženém prostředí? 
- Jaká byla pro Vás obtížnost práce s pohybem prvků? 
- Jak Vám ulehčilo/urychlilo práci dynamické prostředí? 
- Co by jste vylepšili a co naopak považujete za zbytečné? 
7.1.3 Test č.3 : Vytvořit denní program 
V třetím testu má uživatel za úkol vytvořit ve statickém prostředí nový denní program: 
- Přepnout se do statické editace denního programu 
- Kliknout na den, který neobsahuje žádný program a klikne na vytvořit program. 
- Do vytvořeného denního programu vložit 5 aktivit. 
- Nastavit, aby první aktivita začínala v 9h a měla délku 30 minut. 
- Vytvořit 30-ti minutovou přestávku, přesunutím druhé aktivity na 9:30 
- Dále analogicky postupovat ve vytváření denního programu, tak že přestávky budou stále 30 
minut, ale délky aktivity se budou prodlužovat o 30min, takže první bude mít délku 30min, 
druhá 60min, třetí 90min atd. 
- Přidat komentář. 
- Uložit denní program. 
- Přepnout se na připravený dotazník č.3 
V tomto testu si uživatel poprvé vyzkouší vytvořit denní program jako lektor. Tento test je opět 
přidán, aby si uživatel vyzkoušel, jak se vytváří program klasickým způsobem a udělal si opět 
představu, jak pracné a časově náročné může být vytvořit program o pěti aktivitách. Jak je už 
zvykem, je uživatel postaven před dotazník, který obsahuje následující otázky: 
- Jaká změna ovládání by vám usnadnila práci? 
- Jak bylo těžké pro Vás se zorientovat se v navrženém prostředí? 
- Co by jste v navrženém uživatelském rozhraní vylepšili, co by Vám usnadnilo práci a co by 
jste naopak odstranili? 
7.1.4 Test č.4 : Vytvořit denní program v dynamickém 
prostředí 
V čtvrtém testu má uživatel před sebou poslední úkol vytvořit nový denní program v dynamickém 
prostředí. Zadání zní: 
- Přepnout se do dynamické editace denního programu 
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- Vytvořit naprosto stejný denní program, jako v testu č.3 
- Vygenerovat demand graf. 
- Přepnout se na připravený dotazník č.4 
Cílem tohoto testu je naučit uživatele kompletně vytvářet programy pomocí dynamického 
prostředí. Má možnost měnit délku jednotlivých aktivit pomocí roztáhnutím prvku, měnit začátek a 
konec přesunutím na jiné místo. Vyzkouší si jak vypadá graf náročnosti dne a jak se s ním pracuje.  
7.1.5 Dotazník 
Poslední co musí uživatel udělat, je vyplnit poslední 4. dotazník, který obsahuje následující otázky: 
- Bylo rozložení ovládacích prvků vyhovující? 
- Jak bylo těžké pro Vás se zorientovat se v navrženém prostředí. 
- Bylo pro Vás těžké pochopit smysl jednotlivých ovládacích prvků? 
- Má podle Vás smysl mít u časové osy graf náročnosti dne? 
- Vyhovovalo Vám mazání aktivit v časové ose pomocí kliknutí křížku vpravo nahoře, nebo by 
bylo lepší, když by se aktivita mazala přesunutím do nějakého „odpadkového koše“? 
- Má podle Vás smysl mít v aplikaci vedle časové osy „update panel“ obsahující informace o 
předchozí, aktuální a následující aktivitě? 
- Jak se Vám vytvářel denní program přesouvání aktivit a nastavování délky trvání myší? 
- Jak dlouho Vám trvalo, než jste si zvykli na dynamické vytváření programu? 
- Na stupnici 1-10 porovnejte pohodlnost tvorby denních programů v prostředí s dynamickými 
prvky oproti statickému, přičemž 1 znamená, že statické prostředí je nejlepší, 5 znamená, že 
je to tak nastejno a 10 znamená převahu dynamického prostředí. 
- Do následujícího boxu prosím napište Vaše subjektivní dojmy na obě prostředí, zhodnoťte 
rychlost práce v obou implementacích, jak se vám u dynamického prostředí líbilo, že 
nemusíte potvrzovat každý vykonaný krok apod. 
Na většinu otázek jsou již předpřivené odpovědi, ze kterých uživatel vybere variantu, která je 
mu nejbližší. Do boxů se samozřejmě odpovědi vypisují ručně. 
7.2 Co se hodnotí 
U každého uživatele se měří časy, za které se jim podaří splnit jednotlivé testy. Čas se začíná 
započítávat od prvního vstoupení na stránku až po dokončení poslední úlohy,. Během práce se 
počítají i časy jednotlivých úseků. U jednotlivých úseků je také měřen čas od vlastního seznámení 
s prostředím do úspěšného splnění posledního bodu úkolu. Dále se zaznamenávají odpovědi na 
jednotlivé otázky z dotazníků a tyto odpovědi jsou ukládány do databáze.  
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7.3 Co bylo uživatelům vysvětleno? 
Každému uživateli byl předložen nebo poslán elektronickou podobou soubor otázek, viz testy, jaké 
úkoly mají splnit. Byl kladen důraz na striktní dodržení veškerých postupů při plnění úkolů, 
respektive, aby bylo dodrženo pořadí, aby se nestal případ, že se udělají úkoly pro dynamické 
prostředí a až nakonec úkoly pro statické prostředí. 
7.4 Průběh testování 
7.4.1 Výběr uživatelů 
Výběr uživatelů na testování uživatelského rozhraní neprobíhal náhodnou formou. Autor vybíral  
uživatele ze svého rodinného kruhu a kruhu přátel. Výběr byl prováděn tak, aby bylo dosaženo co 
nejvíce různých výsledků a hlavně co nejvíce názorů a pohledů na vytvořený systém. 
7.4.2 Vlastní testování 
Při testování sloužil autor jako rádce v případě nouze, aby se uživatelé nezasekli na některém bodu. 
Dále když měl možnost je sledovat při práci, respektive postupy, které využívali, aby splnili všechny 
body jednotlivých testů, tak když došlo na vyplnění odpovědního formuláře, tak ještě dodatečně 
přidával nějaké otázky, typu: “Když jsi to dělal takhle…, jak by jsi to chtěl, aby se to dělalo jinak… 
apod.“  
Všechny dotazníkové otázky a koncept testování je vytvořen, aby uživatelé nejdříve si 
vyzkoušeli udělat nějaký úkol ve statickém prostředí, pak napsat, jak se jim pracovalo a co by jim 
práci ulehčilo a pak to samé udělali v dynamickém prostředí a pak opět popsali, jestli to splňovalo 
jejich představy o vylepšení. 
7.4.3 Zpracování výsledků 
Z naměřených výsledků je vytvořena statistika a to tak, že z jednotlivých odpovědí je spočítán 
elektronicky aritmetický průměr pomocí externí aplikace a u textových odpovědí je vytvořena jako 
kdyby textová alternativa středu, který je zpracováván manuálně.  
Subjektivní názory a připomínky uživatelů na klasické statické uživatelského rozhraní, ale také 
na nově vytvořené nebo nějakým způsobem modifikované prvky se rovněž prochází ručně a z těchto 
připomínek bude vytvořen celkový závěr a dojmy z implementované aplikace. 
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7.4.4 Výsledky - naměřené hodnoty 
Test č.1: 
Průměrný čas: 4 minuty 
Většina uživatelů se v navržené prostředí vůbec neorientovala a ani intuitivně netušila jak jej 
ovládat, ale ovládání pomocí tlačítek jim plně vyhovovalo. 
 
Test č.2: 
 Průměrný čas: 8 minut 
Polovina uživatelů neměla s orientací problém a druhá polovina nevěděla co k čemu slouží, 
ale s pohybem prvků v prohlížeči neměl nikdo problém.  
 
Text č.3: 
 Průměrný čas: 5 minut a 30 sekund 
Zde byla jednoznačná převaha uživatelů s názorem, že neměli s orientací problém 
 
Text č.4: 
 Průměrný čas: 3 minuty 
Žádný z dotazovaných neměl problém s orientací, s rozložením prvků, ani s ochopením 
smyslu ovládání aplikace. Všichni se shodli, že na mazání aktivit v časové ose je křížek vyhovující. 
UpdatePanel by mohl být klidně odstraněn, a nebo rozšířen o větší funkčnost. Všichni do jednoho 
odhlasovali jednoznačnou spokojenost s dynamickou editací denních programů čistou desítkou. 
7.4.5 Výsledky - Subjektivní dojmy 
Po prvním testu se našli uživatelé, kteří navrhovali za možné rozšíření, že by bylo vhodné, kdyby šlo 
některé hodnoty nastavovat pohybem myší, nebo alespoň přesouváním prvků. Jinak k ovládání 
neměli témeř žádné výhrady. 
Dobré bylo, že si mohli hned v druhém testu vyzkoušet, jaké to je nastavovat hodnoty myší, 
a jestli to splňovalo jejich představy. Výhrady měli pouze k rozmístění uživatelských prvků, takže by 
bylo lepší, když by se nastavoval název aktivity v horní části stránky a kontejner pro přetáhnutí 
vlastností byl hned pod ním místo uprostřed stránky. Další návrh byl, že by se formulář úplně 
odstranil a zvýraznily by se nastavené/zvolené hodnoty v kontejnerech, kde se přetahuje typ a místo 
aktivity. Navrhováno bylo i alternativní řešení. Odstranit úplně kontejnery a hodnoty přetahovat 
přímo do prvků umístěných ve formuláři. 
 Nicméně práci považovali za příjemnou a možnost nastavovat hodnoty přetažením myši za 
přínos, ale v tomto případě, krom překopírování všechn vlastností aktivity nepociťovali, žádné velké 
zrychlení. 
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I když v třetím testu uživatelé neměli problém s orientací, tak jako možnost vylepšení navrhují 
změnit pozici formuláře na vkládání/editaci aktivit na horní část stránky a výpis aktivit byl těsně pod 
ním. Dále by nějakým způsobem ocenili zvýšení přehlednosti výpisu aktivit. Většina po předchozím 
seznámením s editací aktivit v dynamickým prostředím navrhovalo, že by nebylo špatné, kdyby se 
tažením nastavila délka události a dále se dala vložit do prostoru, reprezentující časově celý den. 
Poslední výsledky čtvrtého testu jsou v podstatě nejdůležitější, protože se testuje vlastní tvorba 
denních programů. Všem uživatelům se tvořili velice snadno a intuitivně. Jednohlasně popisují 
dramatický nárůst rychlosti práce, díky okamžité přehlednosti a orientaci, ke kterému pomohlo 
chybějícímu rušení vznikající při načítání stránek, čemuž udělili velikou pochvalu. Jako možnost 
rozšíření by uvítali, kdyby časová osa bylo širší, aby bylo více aktivit viditelných vedle sebe 
s možností tisku časové osy. Dále by uvítali nějaký ucelenější přehlednější způsob seznamu aktivit, 
protože při velkém počtu aktivit v seznamu se snižuje přehlednost. 
7.5 Závěr testování 
Důležité je podotknout, že testovaná skupina uživatelů neměla nikdy nic společného s tvorbou 
outdoorových nebo víkendových aktivit, čili neobsahovala žádné profesionální lektory, takže je 
potřeba brát naměřené výsledky pouze jako orientační, včetně subjektivních názorů uživatelů, protože 
oni popisovali jak to vyhovovalo jim, ale nejspíš profesionálnímu lektorovy by chyběli nějaké další 
usnadňující prvky. 
Všichni testovaní uživatelé se setkali s možností pohybu prvků ve webové aplikace poprvé, 
takže jim trvalo nějakou chvíli něž přišli na to, jak přetáhnout aktivitu do příslušné kolonky, takže při 
opakovaném provedení testů byly naměřené hodnoty příznivější pro dynamické prostředí v obou 
případech. Výsledky druhých testů se nezapočítavaly do hodnocení. 
Objevovaly se rozporuplné nározy na grafické podání aplikace. Jedné části se stávající podání 
líbilo, druzí by změnili komplet celý vzhled prostřední části, další by vylepšili jen barevné podání 
kontejnerů a časové osy během přetahování aktivity, respektive nastavení, že by bylo vhodné, kdyby 
byly kontejnery barevně označeny, i když přetahovaný prvek se nachází právě nad ním. Při pohledu 
na výsledné časy z testů lze vyčíst, že při tvorbě denních programů, byla práce v dynamickém 
prostředí až jednou tak rychlejší, což se dá považovat za úspěch vytvořené aplikace. 
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8 Závěr 
Hlavním cílem práce bylo vytvořit uživatelské rozhraní k informačnímu systému pro správu aktivit a 
víkendových akcí. Než-li bylo možné začít s vlastním návrhem a implementací, bylo potřeba 
nastudovat všechny potřebné informace. V práci je dále popsáno řešení problému tvorby 
dynamického uživatelského prostředí. 
Jelikož tato práce se zaměřuje na uživatelské rozhraní, není informační systém implementován 
v plném rozsahu, ale jenom do takové míry, aby bylo možné demonstrovat práci lektora přes webové 
rozhraní. Aby bylo možné otestovat implementované dynamické prostředí, bylo pro porovnání 
vytvořeno i statické prostředí. Uživatelské rozhraní se ukázalo být velice rychlé na naučení, intuitivní, 
příjemné na ovládání a na základě provedených testů i často frekventované úkony jsou realizovány 
lépe a tím tedy šetří čas. 
Za vlastní přínos autor považuje seznámení s tvorbou moderních uživatelských rozhraní ve 
webových aplikacích. Práce také nabízí čtenářovi návod, jaké moderní technologie a frameworky 
použít a jak je aplikovat pro běžnou internetovou stránku nebo informační systém. Dále nabízí 
možnost, jak tyto jednotlivé technologie a frameworky efektivně provázat pro lepší kompatibilitu. 
 Možné rozšíření práce a námětem na diplomovou práci by bylo přidání filtrů na výběr aktualit 
podle typu aktivity, prostředí, názvu a podobně. Při tvorbě aktivit by mohla lokace zaznamenávat 
přímo na vytvořené mapě, nebo alespoň udávat odkaz na server pracující s mapamy, jako je například 
www.mapy.cz . Dalším rozšířením by byla práce se soubory, respektive s fotografiemi, které by se 
daly přidávat pouhým přetažením ze složky ke konkrétnímu programu. 
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Příloha A - ER diagram celého systému 
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Příloha B - Vzhled webové aplikace TOM 
 
Obrázek B.1 Denní program 
 
Obrázek B.2 Aktivita 
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Příloha C – Zprovoznění na serveru 
1. Je potřeba nainstalovat frameworky .NET, doporučuji nainstalovat verzi 3.5 včetně service 
packu 
2. Všechny extensions jsou přikompilovány, ale i tak doporučuji nainstalovat ASP.NET AJAX 
extensions 1.0 z http://www.asp.net/ajax/downloads/ 
3. Ve operačním systému windows nainstalovat Internetovou informační službu (IIS), nejlépe 
verzi 7 a v ní zaškrtnout všechny položky v Internetová informační služba => Webové služby 
=> Funkce pro vývoj aplikací 
4. Pro jistotu dát ještě zaregistrovat IIS příkazem ve složce C: \ WINDOWS \ Microsoft.NET \ 
Framework \ {verze frameworku}> aspnet_regiis.exe-i 
5. Vytvořit ve správci IIS novou webovou aplikaci. 
6. Z přiloženého CD zkopírovat obsah adresáře PrecompiledWeb do C:\inetpub\{název webu}\ 
