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1- Objectius
El material didàctic preparat en aquest document va destinat al professor que 
s'encarregaran de donar els mòduls professionals anteriorment descrits. Utilitzant el punt 
“Que es Android?” per realitzar una introducció teòrica per tal que l'alumnat conegui 
l'estructura de les aplicacions Android i les seves característiques.
Ja al taller o en la part pràctica, ja que en molts centres on es fan cicles d'informàtica, les 
classes pràctiques no es realitzen en un taller com a tal, sinó des de la mateixa classe 
amb ordinadors portàtils, es farà una instal·lació i configuració guiada on mentre el 
professor fa seguint els passos exposats al punt “Instal·lació i configuració del entorn de 
desenvolupament” amb l'ajut d'un projector, els alumnes realitzaran les mateixes accions 
en les seves màquines.
Els punts següents, del cinquè al novè, estan pensats per a que el professor els lliuri a 
l'alumnat per a que aquests puguin fer la seva primera aplicació i una aplicació més 
avançada que utilitzi funcionalitats pròpies dels dispositius mòbils.
2- Àmbit d'aplicació
El material didàctic que s'inclou en aquest document està pensat per poder-se donar a 
qualsevol dels dos cicles formatius de grau superior de desenvolupament d'aplicacions 
informàtiques que contempla la nova LOE, DAM (Desenvolupament d'Aplicacions Multi-
plataforma) i DAW (Desenvolupament d'Aplicacions Web), així com en el cicle formatiu de 
grau superior de l'antiga Logse però encara present en alguns centres educatius, DAI 
(Desenvolupament d'Aplicacions Informàtiques). No seria convenient aplicar el material 
didàctic al CFGS de ASIX (Administració de Sistemes Informàtics i Xarxes) ja que tot i que 
aquest cicle es realitzen unitats didàctiques de programació, el tema es tracta amb menys 
profunditat i es prima que l'alumne aprengui a programar, aprengui les metodologia 
correcta a l'hora de realitzar una aplicació, més que al coneixement de diferents 
llenguatges.
Aplicació en el Cicle de DAM
El cicle de DAM es en el que es pot aplicar el material didàctic amb més facilitat, ja que 
disposa de un mòdul professional M08 Programació Multimèdia i dispositius mòbils, 
on hi ha 40 hores de per la Unitat formativa UF1 Desenvolupament d'aplicacions per a 
dispositius mòbils. 
La proposta de distribució que proposa la Generalitat de Catalunya es que al primer curs 
es realitzi el mòdul professional M03 Programació on l'alumnat podria aprendre a banda 
de la metodologia que s'ha d'utilitzar a l'hora de la programació, el llenguatge Java. 
D'aquesta manera a segon curs la seva adaptació a la utilització de objectes i classes de 
Android es realitzaria amb relativa facilitat i on es podrien donar la totalitat dels apartats 
d'aquest material didàctic.
Aplicació en el Cicle de DAW
El cicle de DAW, molt més enfocat a la programació de aplicacions web, no disposa de un 
mòdul professional de desenvolupament d'aplicacions per a dispositius mòbils, però si que 
disposa del mòdul M03 Programació amb 33 hores de lliure disposició amb les quals es 
Maig 2011 -  4/48
podria crear una nova unitat formativa UF7 Programació per a dispositius mòbils.
En les unitats formatives anteriors a la creada des de les hores de lliure disposició a la 
UF4 Programació orientada a objectes, podria conèixer el llenguatge Java i com 
s'utilitzen els objectes i les classes en els llenguatges orientats a objectes.
Tot i no entrar en el currículum del cicle, el desenvolupament d'aplicacions web es una 
part de la informàtica en constant evolució, conèixer els funcionament d'aquests 
dispositius i les seves possibilitats, els ajudarà en la creació de web especifiques per 
dispositius mòbils.
Aplicació en el Cicle de DAI
El cicle formatiu DAI es un cicle que ha de desaparèixer dels centres, de fet, molts d'ells 
actualment estan cursant només el segon curs d'aquests i han decidit fer un dels dos 
anteriors DAM o DAW, o tots dos en el cas de que la demanda al centre així ho permeti. 
Tot i així el material didàctic es podria aplicar en el Crèdit 9: Disseny i realització de 
serveis de presentació en entorns gràfics on es tracten la programació no sols com a 
una serie de funcions que realitzin les accions desitjades, si no com a eines per 
interaccionar amb l'usuari. Programes de finestres, aplicacions web ...
Per tant es podria agafar hores de llenguatges web, en l'actualitat, es donen més de un 
llenguatge, quan el que interessa es que l'alumne conegui les possibilitats que té alhora 
de programar.
Es el Cicle que tindria menys hores disponibles per a la seva realització, però seria 
interessant que l'alumnat conegues d'aquestes eines encara que sense aprofundir-hi molt.
Coneixements previs necessaris per l'aplicació del material
Per a la aplicació d'aquest material didàctic l'alumnat només necessita tenir coneixement 
del llenguatge de programació Java, per aquest motiu en tots els casos d'aplicació s'ha 
programat per realitzar-se un cop l'alumnat ja ha realitzat la assignatura de programació.
Tenir coneixements de l'entorn de desenvolupament Eclipse es poc important, el material 
s'adapta fàcilment tant si s'ha utilitzat Eclipse en el mòdul professional per obtenir els 
coneixements de Java, com si per contra el professor d'aquell mòdul decideix per un altre 
entorn de programació en Java, com pot ser Netbeans. L'única diferencia en un cas i 
l'altre es que l'alumne haurà de instal·lar Eclipse o no, segons el cas.
Objectius docents
Els objectius docents d'aquest material didàctic es que els alumnes aprenguin a 
instal·lació i configurar les eines de desenvolupament d'aplicacions Android i siguin 
capaços de desenvolupar una aplicació utilitzant les possibilitats que proporcionen els 
dispositius mòbils (GPS, Camara, multimèdia ...). 
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3- Que es Android?
Introducció
Android es una solució de software de codi lliure per telèfons i dispositius mòbils basat en 
una versió modificada del Kernel de Linux.
Utilitza una maquina virtual Dalvik, optimitzada per a que requereixi poca memòria i 
dissenyada per a permetre executar varies instancies de la maquina virtual 
simultàniament, delegant en el sistema operatiu el suport d’aïllament de processos, gestió 
de memòria i fils.
Es distribueix baix llicencia Apache versió 2, una llicencia lliure permissiva que permet la 
integració amb solucions de codi propietari. Permet un accés fàcil a pràcticament totes les 
funcionalitats hardware dels dispositius en que està instal·lat.
Proveeix als desenvolupadors  llibreries que permeten la creació àgil i ràpida de 
aplicacions.
Característiques
• Verdadera plataforma de desenvolupament lliure i gratuïta
◦ Acord de desenvolupament “no pay to play”
◦ Eines de desenvolupament gratuïtes y sense restricció del Sistema operatiu triat 
per desenvolupar (Netbeans, Eclipse ...)
• Arquitectura basada en components que pot ser estesa amb facilitat
• Serveis inclosos “out-of-the box”
◦ Basats en localització
◦ Multimèdia
◦ Base de dades SQLite
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Arquitectura Android
Biblioteques natives
Android inclou una col·lecció de llibreries C/C++ utilitzades per diversos components
• Surface Manager: Controla l'accés al subsistema de visualització i facilita la 
creació de capes de gràfics en 2D i 3D
• Media Libraries: Permet reproduir i gravar populars formats de àudio i vídeo
• FreeType: Mapes de bits i vector render per a fonts.
• SQLite: Potent i lleuger motor de bases de dades relacional disponible per a totes 
les aplicacions
• WebKit: Llibreries web sobre les que està basat Safari
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Imatge 1: Arquitectura Android
Android Runtime
Cada aplicació Android executa el seu propi procés, amb la seva pròpia instancia de la 
maquina virtual Dalvik. Dalvik permet  l'us eficient d'aquestes instancies. Executa fitxers 
en el format .dex optimitzats per el consum mínim de memòria.
La maquina virtual està basada en el registre i executa classes de un compilador Java que 
genera fitxers .dex amb l'eina “dx”. I la maquina virtual delega al Kernel de Linux tota la 
funcionalitat subjacent, com l'administració dels fils de procés i la gestió de memòria de 
baix nivell
Application Framework
Android inclou un conjunt d’aplicacions internes, inclou un client de e-mail, un programa 
de sms, calendari, mapes, navegador web, contactes, entre d’altres. Totes les aplicacions 
estan escrites en Java.
Per baix de totes les aplicacions hi ha una serie de serveis i sistemes, entre els que 
s’inclouen:
• Una extensa col·lecció de Views que poden ser emprades per construir una 
aplicació, incloent llistes, grids, caixes de text, botons o inclús un navegador web o 
un mapa.
• Content Provider que permeten a les aplicacions accedir a les dades de altres 
aplicacions, contactes o compartir la seva pròpia informació.
• Resource Manager proveeix accés a altres recursos sense codi com poden ser 
gràfics, missatges dependents de la localització o fitxer que defineixen el Layout
• Notification Manager permet a totes les aplicacions mostrar missatges 
personalitzats en la barra d'estat del dispositiu.
• Activity Manager administra el cicle de vida de les aplicacions i proveeix una 
navegació comú cap els dos sentits.
4- Instal·lació i Configuració del entorn de desenvolupament
No podem desenvolupar cap aplicació sense les eines adequades, per això veurem els 
passos a seguir per tal de instal·lar i configurar l'entorn de desenvolupament, tot i que els 
passos a seguir son molt similars en qualsevol plataforma, en aquest cas, la guia es 
basarà en Windows Xp.
Instal·lació d'Eclipse
Per descarregar Eclipse, ens dirigirem a la direcció: http://www.eclipse.org/downloads/
Seleccionarem el enllaç Windows per descarregar el Eclipse IDE for Java Developers. 
Marquem la localització més propera i apareixerà el quadre de descarrega del arxiu. 
Seleccionarem guardar. Un cop la descarrega hagi finalitzat executem el .exe que acabem 
de descarregar
Per executar L'Eclipse necessitarem tenir una versió de JAVA 5 JRE instal·lat en la nostra 
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maquina
Com saber si tenim el Java instal·lat en el nostre sistema Windows?
Obre “Simbolo de sistema” o executa cmd al quadre ejecutar. En la finestra de comandes 
executar la comanda java -version apareixerà alguna cosa similar al següent.
java version "1.6.0_14"
Java(TM) SE Runtime Environment (build 1.6.0_14-b08)
Java HotSpot(TM) Client VM (build 14.0-b16, mixed mode, sharing)
Si no la teniu, entra a http://www.java.com/es/ i clica sobre Descarrega gratuita de Java i 
segueix les següents instruccions.
Instal·lació del SDK de Android
Entrem a la pagina http://developer.android.com/sdk/index.html
Una vegada dins de la web, cliquem sobre installer_r10-windows.exe el guardem al disc i 
l'executem.
Un cop instal·lat se'ns obrirà una finestra del Android SDK and AVD manager on 
configurarem un Android Virtual Device (AVD), un emulador de Android.
Configuració del AVD
Al submenú de l'esquerra de la finestra triem Virtual devices, i cliquem sobre el botó 
new. 
Se'ns obrirà una nova finestra on configurarem el nostre dispositiu virtual. Ens demanarà 
nom (name), versió de Android en que desenvoluparem (target), aquí hi ha que tenir en 
compte per a quin dispositiu volem desenvolupar l'aplicació. Ja que fins el moment els 
smartphones venen amb Android 2.1 o inferiors, y les versions superiors s'utilitzen per a 
tablets de ultima generació.  A SD Card configurarem si volem tenir suport de targeta SD 
per emmagatzemar dades, en quin fitxer es guardarà y de quina grandària. Skin  per 
configurar el tipus de pantalla i la resolució d'aquesta. I per últim a Hardware, quines 
característiques tindrà el nostre dispositiu.
Com volem un dispositiu virtual que ens serveixi per aprendre el desenvolupament de 
aplicacions en Android triarem totes les possibilitats de hardware que ens doni per la 
versió de Android 2.1. I cliquem a sobre de Create ADV.
Configuració de l'Eclipse
Un cop instal·lat l'Eclipse i el SDK de Android i configurat aquest últim, el pas que ens 
queda per poder desenvolupar aplicacions per a dispositius Android es configurar l'Eclipse 
per tal que ens ho permeti.
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Obrim l'Eclipse i anem a Help > Install New Software...., cliquem en Add situat a la 
cantonada superior dreta. En el diàleg Add Repository introduïm “ADT plugin” a name i 
la següent URL a location: https://dl-ssl.google.com/android/eclipse/
Cliquem a Ok, En el diàleg Avaiable Sofware, seleccionem el checkbox Developer Tools 
i cliquem en Next, En la següent finestra podràs veure la llista de eines que es 
descarregaran. Clicar Next, Llegir i acceptar les condicions de llicencia i clicar a finish. 
Quan finalitzi la descarrega i instal·lació haurem de reiniciar l'Eclipse.
Un cop reiniciat l'Eclipse amb el plugin ADT (Android Developer Tools) instal·lat, 
Seleccionar del menú Window>Preferences... per obrir el menú de preferències. 
Seleccionar Android  en el panell esquerra. Per introduir la localització del SDK en el 
panell principal, clicar a Browse... i triar el directori on hem descarregat el SDK. Clicar en 
Apply i Ok.
Ja tenim Instal·lades i configurades totes les eines que necessitarem per a desenvolupar 
aplicacions en Android.
5- Desenvolupament d'una aplicació en Android
Per començar amb el desenvolupament de una aplicació Android, obrim l'eclipse i creem 
un nou projecte.
Marquem Android Project a dins de la categoria Android i cliquem Next.
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Imatge 2: Creació d'un projecte
Imatge 3: Tria del tipus de projecte
Omplim les dades que defineixen el nostre projecte.
• Project name: Es el nom que volem donar al projecte per el editor Eclipse.
• Package name: Haurà de ser un nom únic. No hauria d'haver una altre aplicació 
amb el mateix nom. Google suggereix que com a base es posi el nom de la 
companyia i després el nom de la aplicació.
• Activity name: El nom de la classe que implementarà la activitat.
• Application name: El nom que tindrà l'aplicació, que serà llegible per un humà.
Cliquem en el boto Finish.
Una vegada s'hagi carregat el projecte esquelet, veiem el que conté 
"Eurocalculadora.java" fent doble clic sobre el nom. (hi ha que anar desplegant l'arbre 
d'elements)
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Imatge 4: Configuració del projecte
Veiem a la imatge 5 que l'únic que fa quan es carrega es establir una vista com interfície 
d'usuari de l'aplicació:
setContentView(R.layout.main)
Per veure que es el que es mostra anem a executar l'aplicació en el emulador, polsem 
sobre el menú "Run" i després sobre "Open Run Dialog...".
Apareixerà un quadre de diàleg (imatge 7). A l'arbre d'elements de l'esquerra, fem doble 
clic sobre "Android Application" per crear un nou entorno d'execució. Una vegada fet, en 
"Name:" establim el valor "Ejecución normal" o lo que vulguem posar. Després cliquem 
sobre el botó "Browse..." seleccionem el projecte actual "Eurocalculadora". Polsem "OK" 
i per acabar apliquem els canvis polsant sobre "Apply".
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Imatge 5: Contingut inicial
Imatge 6: Primera execució
Imatge 7: Configuració d'execuciṕ
A "Activity" també es pot seleccionar l'activitat que es vol iniciar. Per ara, com només en 
tindrem una, ho deixarem en blanc.
Com es pot veure, tenim dues pestanyes més: "Emulator" i "Common":
• A "Emulator" podrem seleccionar la grandària de la pantalla del terminal, la 
velocitat de la xarxa, així com la latència de la mateixa. (També podrem especificar 
certs paràmetres addicionals al emulador, com per exemple, per activar el so, per 
que carregui una targeta SD emulada, etc.)
• En "Common" varies opcions de execució i depurat.
Si cliquem el botó "Run", s'arrancarà l'emulador des de la finestra de diàleg. Aquesta 
vegada, anem a polsar sobre "Close" per tancar aquesta finestra i executar l'aplicació a 
l'emulador mitjançant un altre botó més accessible.
La primera el·lipse vermella de la imatge 8 marca on hi ha que fer clic per desplegar el 
menú per depurar l'aplicació. La segona el·lipse marca la zona on hi ha que fer clic per 
executar l'aplicació. Com podem veure, apareix un element anomenat "Ejecución 
normal". Fem clic per arrancar l'aplicació. Una vegada carregat l'emulador, que necessita 
temps, arranca l'aplicació. (No es necessari tancar l'aplicació de l'emulador entre execució 
i execució.)
Per ara l'aplicació (imatge 9) no fa res, així que anem a solucionar-ho..
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Imatge 8: Botons d'execució
Imatge 9: Pantalla de la primera execució
El primer de tot que farem serà la interfície d'usuari de la mateixa. ¿Recordes la instrucció 
que se executava tot just arrancar l'aplicació?
setContentView(R.layout.main)
Especifica que s'estableix la interfície d'usuari "main". Nosaltres anem a editar-la. Per fer-
ho, fem doble clic al fitxer "main.xml" que conté aquesta interfície d'usuari.
Si no t'apareix el text que composa l'arxiu XML, polsa sobre la pestanya de baix que posa 
"Source" per veure-ho (imatge 11).
Per aquesta aplicació volem un formulari senzill, alguna cosa semblant a això:
Euros: ________________
Pesetas: ______________
[ Euros a pesetas ]
[ Pesetas a Euros ]
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Imatge 10: Main.xml
Imatge 11: Contingut inicial de main.xml
Utilitzarem varis "LinearLayout" (Contenidors) per reorganitzar els elements. Un 
"LineraLayout" ens permetrà alinear els fills en una sola direcció: Horitzontal o vertical.
Com veiem en l'esquema que acabo de posar, tenim un "LinearLayout" amb disposició 
vertical (que ocuparà tota la zona disponible a interfície d'usuari) quatre entrades:
• Euros: ________________
• Pesetas: ______________
• [ Euros a pesetas ]
• [ Pesetas a Euros ]
Cada un d'aquests elements van disposats en ordre vertical i cap a baix.
Ara bé... ¿Què passa amb "Euros: ________________"?
Conté dos elements: un TextView (Per mostrar text a l'usuari) i un EditText (Per què 
l'usuari introdueixi informació a la nostra aplicació) ¿Què fem si volem tractar-los com un? 
Els fiquem a dins de una altre "LinearLayout" amb disposició horitzontal  en el que 
aquests dos elements apareguin un rere l'altre.
Anem a començar a escriure el main.xml. Primera aproximació. Anem a intentar 
aconseguir posar un TextView i un EditText junts en la mateixa línia.
<?xml version="1.0" encoding="utf-8"?>
<LinearLayout xmlns:android="http://schemas.android.com/apk/res/android"
   android:orientation="vertical"
   android:layout_width="fill_parent"
   android:layout_height="fill_parent"
    >
    <LinearLayout android:orientation="horizontal"
       android:layout_width="fill_parent"
       android:layout_height="wrap_content">
       <TextView android:layout_width="wrap_content"
            android:layout_height="wrap_content"
            android:text="@string/euros" />
       <EditText android:id="@+id/euros"
            android:layout_width="fill_parent"
            android:layout_height="wrap_content"/>
    </LinearLayout>
</LinearLayout> 
La part que està en verd defineix el LinearLayout que ocuparà tota la pantalla i que 
contendrà tots els nostres "controls":
 
    android:layout_width="fill_parent" (Ample)
    android:layout_height="fill_parent" (Alt)
layout_width="fill_parent" indicarà que tomarà l'amplada total que li està deixant el seu 
pare, en aquest cas, la pantalla completa. Si poséssim layout_width="wrap_content", 
estaríem indicant que volem que prengui d'amplada el mínim en el que entraran tots els 
fills.
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També s'especifica que la disposició dels elements serà en vertical (Podríem posar 
"horizontal" per disposició horitzontal):
 
    android:orientation="vertical" 
La part en vermell defineix el LinearLayout que conté el TextView i el EditText en una 
mateixa línia en horitzontal. Per això es defineix com:
    android:orientation="horizontal" 
Per aquest LinearLayout es defineix les següents propietats:
    android:layout_width="fill_parent"
    android:layout_height="wrap_content"
 
Amb layout_width="fill_parent" estam dient que prendrem com ample, tota l'amplada 
que tingui disponible el nostre "contenidor" "pare". I amb layout_height="wrap_content" 
indiquem que volem que como alt, ocupa el mínim possible com per contenir i mostrar als 
fills: TextView i EditText.
 
Dins de aquest LinearLayout tenim els dos elements. El primer:
         <TextView android:layout_width="wrap_content"
            android:layout_height="wrap_content"
            android:text="@string/euros" />
Que es renderitzarà amb l'altura i l'amplada mínima per mostrar el text associat en l'arxiu 
de cadenes de text. Com es pot veure, se ha especificat com text "@string/euros". Amb 
això diem que prengui el valor de la clau "euros" dins de l'arxiu "strings.xml". Obrim 
aquest arxiu fent doble clic al fitxer indicat a la imatge 12.
I Afegim l'entrada "euros". Així quedarà l'arxiu després d'afegir l'entrada:
<?xml version="1.0" encoding="utf-8"?>
<resources>
    <string name="app_name">Conversor</string>
   <string name="euros">Euros:</string>
</resources>
A "name" està el nom que li volem donar per referenciar-la i entre <string ...> i </string> 
el text que volem que contengui.
El segon element que ens trobem dins d'aquest LinearLayout es:
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Imatge 12: String.xml
        <EditText android:id="@+id/euros"
          android:layout_width="fill_parent"
            android:layout_height="wrap_content"/>
En el que estem definint un camp d'entrada de text amb identificador euros, que en 
horitzontal (layout_width) ocupa la resta d'espai que queda disponible per dibuixar-se 
("fill_parent") i en vertical (layout_height) el mínim espai ("wrap_content").
Anem a executar l'aplicació per veure com queda (imatge 13):
Ara només tenim que afegir més del mateix per tenir l'altra fila. (Afegint un LinearLayout 
amb un TextView i un TextEdit a dins.)
A l'arxiu main.xml afegim el següent codi just abans de l'últim </LinarLayout>:
    <LinearLayout android:orientation="horizontal"
        android:layout_width="fill_parent"
        android:layout_height="wrap_content">
        <TextView android:layout_width="wrap_content"
            android:layout_height="wrap_content"
            android:text="@string/pesetas" />
        <EditText android:id="@+id/pesetas"
          android:layout_width="fill_parent"
            android:layout_height="wrap_content" />
    </LinearLayout>
Com podeu veure, es exactament igual que la fila inicial que hem fet, però canviant els 
valors.
Ara tenim que afegir una definició de text l'arxiu "strings.xml" per "@string/pesetas". Hi 
ha que posar-lo junt amb tots els demés, just a baix del que acabem d'afegir fa un 
moment.
<string name="pesetas">Pesetas:</string>
A la imatge 14 tornem a executar l'aplicació per veure com queda...
Recapitulem... Tenim un LinearLayout que representa a la pantalla complerta que llista 
elements en vertical. Els dos primers elements que apareixen son dos LinearLayout (Que 
a dins tenen dos elements en horitzontal.). Ara, després d'aquests dos LinearLayout, 
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Imatge 13: Interfície gràfica (euros)
Imatge 14: Interfície gràfica (pesetas)
anem a afegir dos botons.
Simplement tenim que afegir el següent codi a l'arxiu "main.xml" just abans de l'últim 
</LinearLayout>:
    <Button android:id="@+id/euros2pesetas"
      android:text="@string/euros2pesetas"
        android:layout_width="wrap_content"
        android:layout_height="wrap_content" />
    <Button android:id="@+id/pesetas2euros"
      android:text="@string/pesetas2euros"
        android:layout_width="wrap_content"
        android:layout_height="wrap_content" />
"@+id/pesetas2euros" serveix per indicar que volem fer referència a aquest botó amb el 
identificador pesetas2euros (Cosa que després utilitzarem des de la programació de 
l'aplicació). Quan utilitzem "@string/pesetas2euros", estem indicant que agafi el text que 
fa referència a pesetas2euros en l'arxiu de cadenes de text strings.xml. 
Recordeu a afegir les definicions de les cadenes de text "euros2pesetas" i 
"pesetas2euros" a l'arxiu "strings.xml".
 
    <string name="euros2pesetas">Convertir euros en pesetas</string>
    <string name="pesetas2euros">Convertir pesetas en euros</string>
A la imatge 15 veiem les modificacions fetes
Veieu per a que serveix posar layout_width="wrap_content"? En aquest cas, els botons 
ocupen la mínima amplada que podrien ocupar. (Per a que es vegi el seu contingut 
correctament.)
I si vull que els botons se allarguin i ocupin tota l'amplada de la finestra?
Canviem el layout_width="wrap_content" per layout_width="fill_parent". D'aquesta 
forma, els botons agafaran tanta amplada com tingui el contenidor que els conté. Ara el 
codi XML dels botons queden així:
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Imatge 15: Interficie gràfica (botons)
    <Button android:id="@+id/euros2pesetas"
      android:text="@string/euros2pesetas"
        android:layout_width="fill_parent"
        android:layout_height="wrap_content" />
    <Button android:id="@+id/pesetas2euros"
      android:text="@string/pesetas2euros"
        android:layout_width="fill_parent"
        android:layout_height="wrap_content" />
Tornem a executar ...
A la imatge 16 apareixen com nosaltres volíem, però no fan res. Anem a solucionar-lo.
Si observem el codi Eurocalculadora.java, la línia:
public class Eurocalculadora extends Activity {
Serveix per indicar que la nostra Eurocalculadora hereta de Activity. Això significa que 
la nostra Eurocalculadora la anem a tractar como si fos un objecte Activity. De fet, amb 
només aquest gest, ja funciona de la mateixa forma que Activity. Aquest objecte 
representa una activitat que l'usuari pot realitzar en la nostra aplicació. Com seleccionar 
un punt en un mapa, seleccionar un contacte en una llista de contactes, o, como en 
aquest cas, convertir el valor de una moneda a una altre. 
Per obtenir les dades que l'usuari introdueixi en els EditText, necesitem dues variables 
que els referenciïn. Una per cada camp. Per això, anem a afegir aquests dos atributs a la 
nostra classe Eurocalculadora. Ho fem afegint les següents dues línies a l'arxiu 
Eurocalculadora.java just a baix de "public class Eurocalculadora extends Activity {".
    private EditText campoEuros;
    private EditText campoPesetas; 
Les definim com private perquè no volem que estiguin disponibles des de fora d'aquesta 
classe .
I les establim com atributs de la classe, ja que necessitarem que estiguin allà per accedir 
a ells des del les funcions d'acció dels botons. (Quan fem clic en algun botó necessitarem 
accedir i canviar els valors del EditText.)
Ara obtenim el que es mostra a la imatge 17 
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Imatge 16: Interfície gràfica (expandir botons)
El text EditText ens apareix subratllat amb una línia vermella per indicar-nos que el 
compilador no sap de l'existència de l'objecte EditText. Per solucionar-ho, anem a utilitzar 
una característica de l'Eclipse. Polsem Control+Shift+O  y l'editor cercarà on està aquest 
objecte i realitzarà les instruccions import corresponents com podem veure a la imatge 
18.
 
Com es pot observar, Eclipse ens ha afegit la línia import android.widget.EditText, que 
indica on es troba la classe EditText. Ara apareixen subratllades en groc, però 
simplement es per indicar que hem definit atributs que no se estan utilitzant.
Ara hi ha que fer que cada un d'aquests atributs faixi referència al seus respectius 
EditText, per això, afegirem el següent codi just a baix de 
setContentView(R.layout.main);
 
        campoEuros = (EditText) findViewById(R.id.euros);
        campoPesetas = (EditText) findViewById(R.id.pesetas);
Mentre tecleges aquestes línies, podràs veure com una vegada que escrius R. t'apareixen 
una sèrie de suggeriments, així com quan escrius R.id. (Aquesta es la característica 
d'auto-completat d'Eclipse.)
Ja tenim les referències als camps dels valors... Ara ens falta afegir una acció a cada 
botó. (Una que ens llegeixi el valor escrit en el camp Euros, ens el converteixi a pessetes i 
l'escrigui  en el camp de les pessetes. Lo mateix per l'altre acció, però a l'inrevés.)
Per afegir les accions a cada botó, necessitarem fer el mateix que hem fet abans, però 
aquesta vegada només afegint les següents línies a baix de les anteriors i similars.
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Imatge 17: EdiText
Imatge 18: Imports
        Button eurosAPesetas = (Button) findViewById(R.id.euros2pesetas);
        Button pesetasAEuros = (Button) findViewById(R.id.pesetas2euros);
Si observes bé, aquesta vegada no hem posat Button euroAPesetas; com atributo de la 
classe, ja que només necessitarem la referència a aquest control per afegir-li el 
controlador d'accions. (Un objecte que sap que fer davant cada esdeveniment que ocorri. 
En el cas del botó, quan se li fa clic.)
Polsem Control+Shift+O y continuem...
Per ara anem a afegir una acció tan senzilla com establir un text en cada EditText. Per 
això afegirem el següent codi just a baix de les dues últimes línies que hem escrit.
       eurosAPesetas.setOnClickListener(new View.OnClickListener() {
           public void onClick(View view) {
               campoEuros.setText("Pulsacion eurosAPesetas...");
           }
       });
       pesetasAEuros.setOnClickListener(new View.OnClickListener() {
           public void onClick(View view) {
              campoPesetas.setText("Pulsacion pesetasAEuros...");
           }
       });
¡Avis! No es recomanable introduir cadenes de text directament dins del codi. Ja que ens 
trobaríem problemes a l'hora de establir varis idiomes per la mateixa. Ho faig aquí perquè 
es una proba que desfarem.
En aquest cas establim el controlador de l'acció del clic mitjançant la ordre 
setOnClickListener a l'atribut que representa l'objecte del botó (eurosAPesetas). A 
l'ordre setOnClickListener li passem un callback que implementa el mètode públic 
onClick(View view), que serà el mètode que es cridi quan el botó rebi un clic. Qualsevol 
cosa que posem dins de la definició d'aquest mètode serà executat només quan es faixi 
clic en el botó.
Per aquest exemple, si es polsa algun botó executo el codi: campoEuros.setText("Aquí 
pongo lo que quiera...");
Amb el codi anterior li estic dient a l'objecte referenciat per campoEuros (Que es un 
EditText) que estableixi el seu contingut al text que li estic indicant.
Anem a executar, no sense abans polsar Control+Shift+O, ja que la classe View ens 
apareix subratllat en vermell. (Una altre cosa que es pot fer per evitar tenir que fer així es 
afegir manualment cada include. Això sí, com es impossible saber on està cada classe, 
hauràs de veure el llistat de classes (http://developer.android.com/reference/classes.html). Una 
vegada polsis sobre la classe que estàs utilitzant, en aquest cas View, veuràs a dalt del tot 
de la pàgina que apareix, en negreta i amb text gran la localització de la mateixa: 
android.view.View. Només hauràs de fer l'import corresponent.)
Ara sí. Executem... Polsem el primer botó...
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Sembla que funciona. Polsem el segon botó...
També funciona... Ara tenim que fer la conversió. Anem amb el primer botó. 
Reemplaçarem:
       eurosAPesetas.setOnClickListener(new View.OnClickListener() {
           public void onClick(View view) {
              campoEuros.setText("Pulsacion eurosAPesetas...");
           }
       });
per:
       eurosAPesetas.setOnClickListener(new View.OnClickListener() {
           public void onClick(View view) {
               campoPesetas.setText(""+Double.parseDouble(campoEuros.getText().t
   oString())*166.386);
           }
       });
Anem a explicar lo que fa 
   campoPesetas.setText( "Aquí el texto que queramos poner" );
Entre els parèntesis posem el text que volem que aparegui en l'EditText.
En aquest cas volem que aparegui el resultat de processar:
   Double.parseDouble(campoEuros.getText().toString())*166.386
Amb campoEuros.getText().toString() obtenim el número d'euros introduït, però com 
lletres. (Una cadena de caràcters.) Per passar-ho a numero, en aquest caso del tipus 
double. 
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Imatge 19: Event de botó (euros -> pesetas)
Imatge 20: Event de botó (pesetas -> euros)
Ejemple: Double.parseDouble("132.55") ens tornarà el valor de tipus double que  
representa 132.55, i no una cadena de text que formi "132.55" amb el qual no podem  
realitzar operacions aritmètiques.
Així que tot això: Double.parseDouble(campoEuros.getText().toString())
Es per obtenir el valor numèric dels Euros amb els qual podem realitzar la següent 
operació, que serà multiplicar-ho per 166.386 per convertir-ho en pessetes.
Que pinten les cometes en 
""+Double.parseDouble(campoEuros.getText().toString())*166.386 ?
  
Es una forma molt còmode de passar d'un valor decimal a una cadena de text. (La 
conversió que hem fet abans a la inversa.)
Anem a executar el programa a l'emulador para veure com funciona... (A la imatge 21 
introdueixo un 6 en el camp Euros i polso el primer botó.)
Que passa si en lloc d'un número introduïm una lletra. Doncs que obtindrem un error a 
l'hora de convertir la xifra escrita a número. Cóm arreglem això? Tenim dues solucions. La 
primera i més ràpida es fer que només es puguin escriure números:
En el main.xml (On definim la interfície d'usuari) afegirem l'atribut 
android:numeric="decimal" a cada una de les etiquetes EditText. Exemple:
        <EditText id="@+id/euros"
          android:layout_width="wrap_content"
            android:layout_height="wrap_content"
            android:numeric="decimal"
            android:layout_weight="1"/>
Quan posem "decimal", li estem indicant a Android que només s'acceptaran valors 
numèrics en els que es permeti utilitzar decimals. També podríem utilitzar "signed" per 
indicar que l'entrada sigui numèrica en la que es pugui establir el signe o "integer" para dir 
que l'entrada sigui numèrica (un valor enter).
La forma més llarga... Reemplaçant un altre cop el codi d'abans per:
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Imatge 21: Conversió de moneda
        eurosAPesetas.setOnClickListener(new View.OnClickListener() {
          public void onClick(View view) {
                try{
                    campoPesetas.setText(""+Double.parseDouble(campoEuros.getTex
   t().toString())*166.386);
               }catch(Exception e){
                    campoPesetas.setText(getResources().getString(R.string.valor
  Invalido));
               }
          }
     });
I afegim una nova entrada a l'arxiu strings.xml de la mateixa forma que estan les demés 
línies dins d'aquest arxiu.
<string name="valorInvalido">¡Valor introducido inválido!</string>
Que hem fet? Doncs hem ficat a dins d'un bloc try ... catch la instrucció que pot provocar 
errors. (Llançar excepcions) En el cas de que salti algun error en l'execució de qualsevol 
instrucció d'aquesta línia, s'executaria imminentment el codi que està a dins del bloc 
catch(Exception e)
D'aquesta forma, quan introduïm alguna lletra a dins del valor numèric i polsem el botó de 
convertir, en lloc de mostrar-nos la quantitat convertida, ens apareixerà un missatge 
d'error (imatge 22).
Ara anem a afegir un botó per "Sortir". Afegim a strings.xml el text del botó:
    <string name="salir">Salir</string>
Afegim a main.xml aquest botó, just a baix dels dos que tenim:
    <Button android:id="@+id/salir"
      android:text="@string/salir"
        android:layout_width="fill_parent"
        android:layout_height="wrap_content" />
El botó tindrà identificador salir y agafarà el text de strings.xml amb nom (name) salir. 
(El que acabem d'incloure.)
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Imatge 22: Control d'excepcions
Ara afegim unes quantes línies a Eurocalculadora.java. Just després d'obtenir les 
referències als altres dos botons (i abans d'establir les accions dels mateixos) afegim la 
referència al nou botó:
        Button salir = (Button) findViewById(R.id.salir);
I establim la seva funcionalitat. (A baix de les accions dels dos botons.)
        salir.setOnClickListener(new View.OnClickListener() {
            public void onClick(View view) {
                setResult(RESULT_OK);
                finish();
            }
        });
Queda clar, sortim de l'aplicació indicant que tot es correcte. Es la forma que tenim de dir 
que hem acabat l'activitat actual.
A la imatge 23 executem l'aplicació
Pulsam el botó Salir y funciona correctament, l'aplicació surt. 
Ara anem a afegir un petit menú per realitzar les tres accions que fan els botons. Per això 
necessitem definir tres constants per tenir referència a cada acció. A Eurocalculadora, just 
a baix de:
    private EditText campoEuros;
    private EditText campoPesetas;
Afegim:
    private static final int EUROS_EN_PESETAS = Menu.FIRST;
    private static final int PESETAS_EN_EUROS = Menu.FIRST + 1; 
    private static final int SALIR = Menu.FIRST + 2;
Lo que hem fet es donar un valor numèric a cada una d'aquestes constants que 
representarà a un element del menú, el valor numèric comença per el valor que ens 
retorni Menu.FIRST i anem agafant els següents... 
Polsem Control+Shift+O per importar la classe Menu en l'arxiu de forma automàtica.
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Imatge 23: Botó per sortir
Afegirem dues noves cadenes de text. Ja que en els botons del menú no entra tot el texte 
d'un botó.
<string name="m_euros2pesetas">Euros a pesetas</string>
<string name="m_pesetas2euros">Pesetas a euros</string>
Ara, tenim que sobreescriure el mètode que crea el menú, que por defecte crea un menú 
buit. Així que just a baix de las línies anteriors escrivim el següent:
    @Override
    public boolean onCreateOptionsMenu(Menu menu) {
        super.onCreateOptionsMenu(menu);
        menu.add(Menu.NONE, EUROS_EN_PESETAS, 0, R.string.m_euros2pesetas);
        menu.add(Menu.NONE, PESETAS_EN_EUROS, 1, R.string.m_pesetas2euros);
        menu.add(Menu.NONE, SALIR, 2, R.string.salir);
        return true;
    }
 
Com podem observar en vermell, s'ens passa l'objecte menú per a que nosaltres, cridant 
als seus mètodes, ho anem emplenant.
 
Utilitzem menu.add per afegir un element del menú, en el primer cas, no assignem 
l'element del menú a cap grup, el següent paràmetre de l'element servirà d'identificador el 
valor de la constant EUROS_EN_PESETAS i contindrà el text que definim en l'arxiu de 
cadenes de text strings.xml. En aquest cas, reutilitzarem les cadenes que utilitzàvem per 
els botons.
(El valor 0 es la posició en el menú, per  això mateix el menú de a baix té posició 1 i el de 
sortir la posició 2)
Executarem per veure com es veu en la imatge 24 
Ara només tenim que donar-li funcionalitat.  Anem a treure cada acció de cada botó apart 
en forma de mètode de la classe Eurocalculadora.
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Per això, només tenim que afegir el següent codi just a baix del que generava el menú.
 
    public void f_euros_a_pesetas()
    {
      campoPesetas.setText(""+Double.parseDouble(campoEuros.getText().toString()
)*166.386);
    }
    public void f_pesetas_a_euros()
    {
      campoEuros.setText(""+Double.parseDouble(campoPesetas.getText().toString()
)/166.386);
    }
    public void f_salir()
    {
        setResult(RESULT_OK);
        finish();
    }
Tal i com hem fet, hem definit tres mètodes per aquesta classe. Els tres son públics i no 
retornen res com resultat de la seva execució (void). El codi que apareix en el mètode 
f_salir, es el codi que s'ha d'escriure per indicar que una activitat ha sortit de l'execució de 
forma correcta.
Reemplacem el codi de les accions dels botons, per a que es semblin al següent:
        eurosAPesetas.setOnClickListener(new View.OnClickListener() {
            public void onClick(View view) {
                f_euros_a_pesetas();
            }
        });
        pesetasAEuros.setOnClickListener(new View.OnClickListener() {
            public void onClick(View view) {
                f_pesetas_a_euros();
            }
        });
        salir.setOnClickListener(new View.OnClickListener() {
            public void onClick(View view) {
                f_salir();
            }
        });
On abans estava l'acció, ara es crida al mètode que realitza aquesta acció.
Igual que abans, que sobreescrivim el mètode que configurava el menú per què es 
generes el menú que nosaltres hem volgut, ara anem a sobreescriure el mètode que 
s'encarregarà de processar l'acció de selecció d'un element del menú. En aquest cas serà 
per realitzar una conversió, o per sortir. Al final del tot escrivim el següent codi:
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 @Override
 public boolean onMenuItemSelected(int featureId, MenuItem item) {
  super.onMenuItemSelected(featureId, item);
        switch(item.getItemId()) {
        case EUROS_EN_PESETAS:
            f_euros_a_pesetas();
            break;
        case PESETAS_EN_EUROS:
            f_pesetas_a_euros();
            break;
        case SALIR:
            f_salir();
            break;
        }
        return true;
 }
Com hem dit abans, quan un usuari selecciona un element del menú, es cridarà a aquest 
mètode automàticament, passant-nos entre altres coses, l'element que hem seleccionat 
del menú en forma de variable anomenada item. Li enviem el missatge .getItemId() per 
obtenir l'identificador de l'element en qüestió. Que fem doncs? Depenent de l'element que 
haguem seleccionat, cridarem a un mètode o a un altre. Si fem clic sobre el item amb id 
SALIR, cridarem a f_salir() i així...
Per afegir icones a cada element del menú. El punt on pots fer-ho es quan afegeixes cada 
element al menú, però aquesta vegada així:
          menu.add(Menu.NONE, EUROS_EN_PESETAS, 0,      
R.string.m_euros2pesetas).setIcon(R.drawable.nombreDeTuIcono);
Exercici 1:
Realitzar la programació de l'altre botó.
Exercici 2:
¿Podries afegir un botó que al polsar-lo esborrarà els dos camps?
6- Emmagatzematge de dades
A diferència de les aplicacions d'escriptori on el sistema operatiu ofereix el sistema de 
fitxers per tal de compartir dades entre les aplicacions. En Android els fitxers son privats 
per cada aplicació, per compartir informació, s'utilitzen els Content Providers.
Preferences
Es una tècnica àgil per guardar dades simples de una aplicació. Les dades 
s'emmagatzemen en parells key/value.
Son utilitzades per guardar informació normalment de les preferències que ha de tenir 
l'aplicació (fonts, colors ...)
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Permeten guardar dades primitives (Boolean, float ...), aquesta informació persisteix 
encara que l'aplicació deixi d'executarse.
Les Activitys els mètodes onSaveInstance() o onStop() per guardar les dades antes de 
tancar l'aplicació, així com s'invoca el mètode getSharedPreferences(File) si tenim vairs 




public class Calc extends Activity {
public static final String PREFS_NAME = "MyPrefsFile";
    . . .      
    @Override
    protected void onCreate(Bundle state){         
       super.onCreate(state);
    
    . . .
    
       // Restore preferences
       SharedPreferences settings = getSharedPreferences(PREFS_NAME, 0);
       boolean silent = settings.getBoolean("silentMode", false);
       setSilent(silent);
    }
    
    @Override
    protected void onStop(){
       super.onStop();
    
      // Save user preferences. We need an Editor object to
      // make changes. All objects are from android.context.Context
      SharedPreferences settings = getSharedPreferences(PREFS_NAME, 0);
      SharedPreferences.Editor editor = settings.edit();
      editor.putBoolean("silentMode", mSilentMode);
      // Don't forget to commit your edits!!!
      editor.commit();
    }
}
Fitxers locals
L'accés  a fitxers per part d'aplicacions Android es similar al de Java estàndard, s'ha de 
crear inputs i outputs stream. Només es suporta fitxers creats a la mateixa carpeta de 
l'aplicació i per defecte només l'aplicació pot accedir a aquests fitxers.
Les aplicacions van des de la carpeta /data/app per les aplicacions gratuïtes i /data/app-
private per a les aplicacions de pagament. Les noves versions suporten 
emmagatzematge a la targeta SDCard.
String FILE_NAME = "tempfile.tmp";
  // Create a new output file stream that’s private to this application.
    FileOutputStream fos = openFileOutput(FILE_NAME, Context.MODE_PRIVATE);
    // Create a new file input stream.
    FileInputStream fis = openFileInput(FILE_NAME);
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Bases de dades SQLite
Cada base de dades es privada per a l'aplicació, però poden accedir totes les classes 
d'aquesta.
Les bases de dades s'emmagatzemen en la carpeta 
/data/data/nombre_package/databases, per compatir informació entre bases de dades 
s'ha d'utilitzar els Content Providers.
Permet gestionar actualitzacions de les bases de dades (realitzar alter tables quan sigui 
necessari).
Les bases de dades SQLite son de codi lliure i segueixen els estàndards de les bases de 
dades, tot i així son lleugeres ja que no necessiten mols recursos per funcionar.
El resultat de les consultes es retorna mitjançant cursors que apunten a la informació 
demanada.
Cursors SQLite
Tenen l'estructura per recorrer i processar consultes. Les funcions principals per navegar 
els resultats de una query son:
• moveToFirst: Mou el cursor al primer registre de la consulta.
• MoveToNext: Mou el cursor al següent registre d'on es troba.
• MoveToPrevious: Mou el cursor al registre anterior del que està situat.
• getCount: Retorna el numero de registres seleccionats amb la consulta.
• getColumnIndexThrow: retorna l'index per una columna donada.
• getColumnName: donat un index de columna retorna el seu nom.
• getColumnNames: retorna un array amb els noms de les columnes
• moveToPosition: mou el cursor al registre que hi ha en aquella posició
• getPosition: retorna la posició actual del cursor.
Consultes SQLite
Consulta 
// Return all rows for columns one and three, no duplicates
 String[] result_columns = new String[] {KEY_ID, KEY_COL1, KEY_COL3};
 Cursor allRows = myDatabase.query(true, DATABASE_TABLE, result_columns, null, 
null, null, null, null, null);
 // Return all columns for rows where column 3 equals a set value
 // and the rows are ordered by column 5.
String where = KEY_COL3 + “=” + requiredValue;
String order = KEY_COL5;
Cursor myResult = myDatabase.query(DATABASE_TABLE, null, where,
 null, null, null, order);
Tractament dels resultats
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int GOLD_HOARDED_COLUMN = 2;
Cursor myGold = myDatabase.query(“GoldHoards”, null, null, null, null,
null, null);
float totalHoard = 0f;
// Make sure there is at least one row.
if (myGold.moveToFirst()) {
// Iterate over each cursor.
do {




float averageHoard = totalHoard / myGold.getCount();
Inserir un registre
// Create a new row of values to insert.
ContentValues newValues = new ContentValues();
// Assign values for each row.
newValues.put(COLUMN_NAME, newValue);
[ ... Repeat for each column ... ]
// Insert the row into your table
myDatabase.insert(DATABASE_TABLE, null, newValues);
Modificar un registre 
// Define the updated row content.
ContentValues updatedValues = new ContentValues();
// Assign values for each row.
updatedValues.put(COLUMN_NAME, newValue);
[ ... Repeat for each column ... ]
String where = KEY_ID + “=” + rowId;
// Update the row with the specified index with the new values.
myDatabase.update(DATABASE_TABLE, updatedValues, where, null);
Content Providers
Els Content Providers es l'únic mecanisme per compartir dades entre aplicacions en 
Android, on no hi ha un àrea de dades comú. A més permet desacoblar la capa de 
l'aplicació de la capa de dades.
Hereta de la classe ContentProvider i implementa una interfície per a consultar i/o 
modificar les dades.
Mai es tracta el ContentProvider si no que sempre s'interacciona amb el 
ContentResolver, accessible utilitzant una URL que permet recórrer les dades mitjançant 
un cursor.
• Browser: permet llegir o modificar bookmarks, historial del navegador o realitzar 
cerques web
• CallLog: permet veure o modificar el historial de crides tant entrants com sortints.
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• Contacts: Recupera, modifica i emmagatzema detalls dels contactes.
• MediaStore: Accés als recursos multimèdia del dispositiu.
• Settings: Accés a les preferències del dispositiu.
ContentResolver
És únic per context d'aplicació, es utilitzat per le transaccions i consultes a 
ContentProviders. Al iniciar una consulta, Android identifica el ContentProvider i 
s'assegura que s'estigui executant.
El sistema instancia els ContentProviders de forma unica per cada tipus de dades i es 
comunica amb moltes instancies de ContentResolvers de diferents aplicacions.
ContentResolver cr = getContentResolver();
ContentProvider
L'accés al ContentProvider com a les bases de dades es realitza amb un cursor, amb 
mètodes especielitzats per als diferents tipus de dades. Per accedir a un cap hi ha que 
saber quin tipus de dades té el seu contingut.
Cada ContentProvider exposa un URI públic passant a cada mètode de 
ContentResolver
content://com.example.transportationprovider/trains/122 
content:// com.example.transportationprovider /trains 122
Prefixe 
estàndard 
Identificador del ContentProvider Part a la que 
s'accedeix
Id de registre 
(opcional)
Les consultes dels ContentProviders es fan amb ContentResolver.query() o 
Actiuvity.manaedquery(), les dues tenen els mateixos arguments, però en aquest últim la 
Activity es la que gestiona el cicle de vida del cursor
String[] projection = new String[] {“_id”, “number”, “name”};
Cursor managedCursor= managedQuery(new ContentURI 
( “content://contacts/phones”), projection, null, null, “name”+”ASC”);
Detallarem que es cada cosa en la consulta
import android.provider.Contacts.People;
import android.database.Cursor;
//especificam les columnes desitjades
String[] projection = new String[] {“People._ID”, “People.COUNT”, “People.NAME”, 
People.NUMBER};
//URI base per a la taula de People en el proveïdor de Contacts
Uri Contacts = People.CONTENT_URI;
//Gestiona la consulta
Cursor managedCursor = 
ManagedQuery(contacts,
Maig 2011 -  32/48
projections, // columnes que retorna
null, //files que volem (totes)
null, //filtre seleccionat (cap)
People.NAME + “ASC”); // Ordenat per nom ascendent
7- Interfície Gràfica
En el punt 4 del document ja hem vist com realitzar la interfície gràfica senzilla per a una 
aplicació Android. En aquest punt aprofundirem més en aquest aspecte.
El Framework UI (User Interface) tant eines de dibuix, amb les que realitzar una interfície 
d'usuari, com una col·lecció d'elements ja creats.
Els components finals de l'arbre de vistes, que conformen la major part dels elements que 
es mostren en el context de una aplicació UI, es coneixen com widgets.
Els nodes anomenats Cointainer Viewer, son aquells que poden tenir altres components 
com fills i son derivats del la classe android.view.ViewGroup.
Un ViewGroup normalment no realitzar apenes cap dibuix, es el responsable de situar als 
seus fills per pantalla, mantenint-los en el seu lloc mentre que el dispositiu canvii de forma 
o d'orientació.
Android ens ofereix la possibilitat de crear la “façana” de l'aplicació mitjançant arxius XML. 
D'aquesta forma ens podem concentrar en l'aspecte funcional de l'aplicació (Java) o en 
l'estètic (XML).
També es pot generar la interfície mitjançant codi Java, però es molt més correcte i 
ordenat fer-ho per separat.
En la carpeta res s'emmagatzemen tots els recursos del sistema. A dins d'aquests 
recursos es troben els nostres arxius XML que utilitzarem per crear les vistes de la nostra 
aplicació
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Declarant el Layout
S'etiqueta el Widget en el layout XML amb android:id i es recupera la referència des d'el 
codi amb el mètode findViewById de la classe Activity.
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Imatge 27: Declarant el Layout
Imatge 26: Vista de la pantalla
Menús
Els menús donen a l'usuari informació sobre funcions i configuracions de l'aplicació.
Existeixen diferents tipus de menús depenent de les necessitats de cada situació.
Options Menu 
Es el primer conjunt d'elements de menú per a un Activity. Es mostra polsant la tecla 
MENU del dispositiu. Es divideix en 2 grups:
• Menú de icones: Permet un màxim de 5 elements i es poden afegir icones
• Menú estès: Es un llistat vertical d'elements que es crea al existir més de 5 
elements
Es mostra al polsar sobre “Más”.
Al ser cridat per primera vegada, el sistema executarà la funcio onCreateOptionMenu() 
que es sobreescriu per proporcionar la funcionalitat que es necessiti.
Els elements de un menú es poden afegir des de la funció Add() que crea objectes 
MenuItem o utilitzant un fitxer XML definit en el directori menu de l'aplicació.
Quan un element es seleccionat es realitza una crida al mètode onOptionsItemSelected() que rep el 
MenuItem relacionat. Aquest element es pot identificar amb getItemId() que retorna l'enter assignat 
amb la funció add().
Context Menu
Es semblant al event de clicar amb el botó dret en un ordinador. Quan una View registra 
un menú d'aquest tipus si es pressiona durant un temps a sobre un objecte, revela un 
menú flotant que proporciona funcionalitats relacionades a aquest element.
Encara que un menú contextual sobreescrigui els mètodes onCreateContextMenu() i 
onContextItemSelected(). Els elements s'afegeixen de igual forma que en el Options 
Menu. Per obtenir informació des de l'element sobre el que es mostra el menú del 
AdapterContextMenuInfo associat a l'objecte MenuItem. Finalment s'ha de registra el 
menú a la vista des de registerForContextMenu(View).
Maig 2011 -  35/48
Submenú
Es poden afegir submenús a qualsevol menú, excepte a un altre submenú. Permet 
organitzar les diferents funcions de una aplicació en temes. Per afegir un submenú s'ha 
d'utilitzar la funció addSubMenu().
Dialogs
Un Dialog es una petita finestra que apareix a sobre de l'Activity que s'està executant 
capturant accions realitzades per l'usuari.
S'utilitza normalment per mostrar notificacions i progressos de l'aplicació a l'usuari. Per 
mostrar un diàleg s'utilitza el mètode showDialog() indicant l'index que se li ha assignat.
Anteriorment de la mostra s'ha d'haver inicialitzat mitjançant el codi que es mostra a la 
imatge 29.
Si es vol tancar el diàleg es pot fer cridant la funció dismiss() del objecte Dialog o si es 
necessari es pot realitzar amb el mètode dismissDialog(int) de la pròpia Activity.
AlertDialog
Aquest tipuis de diàleg pot incluir de 1 a 3 botons i una llista d'elements seleccionables 
que poden incloure checkboxs i radio buttons. Es pot construir la major part de les 
interfícies de diàleg de usuari.
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ProcessDialog
Hereta de la classe AlertDialog i mostra per pantalla una animació on es mostra el progrés 
de una tasca que s'està executant.
Es poden afegir botons que proveeixen funcionalitat requerides per l'aplicació.
L'estil per defecte de un diàleg de progrés es una roda girant, es pot modificar l'aspecte 
aplicant un estil al diàleg.
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Imatge 32: Vista AlertDialog
Imatge 33: ProgressDialog
Imatge 34: Vista ProgressDialog
Una Activity pot necessitar executar un nou fil on es realitzin les operacions i per això hem 
d'utilitzar un objecte Handler que actualitzarà el diàleg de progrés. Quan enviem un 
missatge al Handler, aquest el guardarà per a que sigui executa per el fil de l'Activity.
DatePickerDialog
Permet a l'usuari seleccionar dates.
TimePickerDialog
Permet a l'usuari seleccionar hores.
Maig 2011 -  38/48
Imatge 35: DatePickerDialog
Imatge 36: Declaració DatePickerDialog
Imatge 37: Vista 
DatePickerDialog
Imatge 38: TimePickerDialog
Imatge 39: Declaració TimePickerDialog
Events
Android proporciona diverses formes de capturar els events executats per el usuari en la 
seva interacció amb l'aplicació.
Event Listeners
Un Event Listener es una interfície de la classe View que conté un mètode que serà 
cridat per el framework d'Android quan el listener que ha estat registrat es llançat per la 
interacció de l'usuari amb el element UI.
onClick(). Es cridat quan l'usuari clica un element (touch mode) o es situa sobre aquest 
amb les tecles de navegació o el trackball i pressiona Enter.
onLongClick(). Es cridat quan un usuari clica a sobre d'un element de forma prolongada.
onFocusChange(). Es cridat quan un usuari navega dins o fora de l'element utilitzant les 
tecles o el trackball.
OnKey(). Es cridat quan l'usuari situa el focus a un element i pressiona una tecla del 
dispositu.
OnTouch(). Es crida aquesta funció quan l'usuari realitza una acció definida com a touch, 
pressionar,  deixar o qualsevol altre moviment dins els límits de l'element.
El botó es connecta amb el comportament que tindrà mitjançant el mètode 
setOnClickListener, que ve heretat de la interfície onClickListener que implementa la 
classe Activity.
class GuiEvent extends Activity {
    @Override public void onCreate (Bundle state){
        super.onCreate(state);
        setContentView (R.layout.main);
 
        final EditText et1= (EditText) findViewById (R.id.text1);
        final EditText et2= (EditText) findViewById (R.id.text2);
 
        ((Button)) findViewById(R.id.button2)).setOnClickListene{
            new Button.OnclickListener{
                Random rand =new Random();
                @Override public void onClick (View arg0){
                    et1.setText(String.valueOf(rand.nextINT(200)));
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Imatge 40: Vista  
TimePickerDialog
                    et2.setText(String.valueOf(rand.nextINT(200)));
 
                }
            }
        }
    }
}
Una vegada el onClickListener defienix un únic mètode onclick() que quan un botó rebi un 
event de framework l'examina observant si està com “click” i en aquest cas executa 
aquest mètode.
Un clic es pot realitzar de diferents maneres depenent del dispositiu, però el framwork 
s'encarregarà de gestionar-lo y només ens tenim que preocupar de controlar l'event en el 
seu nivell més alt.
Event Handlers
Quan es crea un component personalitzat des d'una View, es poden definir una serie de 
mètodes  que gestionin els events per defecte.
onKeyDown(int, KeyEvent). Cridat quan un usuari polsa una tecla.
onKeyUp(int, KeyEvent). Cridat quan un usuari deixa anar la tecla.
onTrackballEvent(MotionEvent). Cridat quan l'usuari utilitza el trackball.
onTouchEvent(MotionEvent). Cridat quan l'usuari toca la pantalla.
onFocusChanged(boolean, int, Rect). Cridat quan un usuari guanya o perd el focus.
Touch Mode
Per terminals tàctils, un cop l'usuari toca la pantalla del dispositiu aquest entra en mode 
touch. Només les Views que tenguin isFocussableInTouchMode() activat es poden polsar.
El Framework gestiona les rutines referides al moviment del focus entre Views en 
resposta a les entrades de l'usuari. Les Views indiquen les seves possibilitats d'adquirir el 
focus mitjançant el mètode isFocussable(). Per forçar que un element pugui capturar el 
focus s'ha de cridar setFocussable().
Notificacions
S'utilitzen en situacions en les que es requereixi notificar a l'usuari que s'ha realitzat un 
event en l'aplicació
Toast Notification
Per mostrar missatges breus
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Imatge 41: Toast Notification
Status Bar Notification
Per recordatoris que necessiten resposta per part de l'usuari
Dialog Notification
Relacionades amb informació mostrada per les Activity.
Associació de dades a vistes AdapterView
L'AdapterView es una classe que hereta de ViewGroup, en les que les classes filles 
s'inicialitzen des d'un objecte Adapter que associa a la vista qualsevol tipus d'informació. 
Alguns exemples de de AdapterViews son Gallery (mostra una col·lecció d'imatges), 
ListView (llistat de dades) i Spinner (semblant a un desplegable) que disposa un tipus 
especific de dades de una forma determinada.
Rellenar el Layout amb dades
Fet des de l'associació d'una classe amb un Adapter que pren les dades d'alguna font: 
Una llista que el codi subministra o el resultat d'una consulta a una base de dades del 
dispositiu.
private String [ ] frutas ={"manzanas","naranjas","limones"};
Spinner s1 =(Spinner) findViewById (R.id.listafrutas);
 
s1.setAdapter (new ArrayAdapter<String>(this, R.layout.spinner_1, mStrings));
Manipular les seleccions de l'usuari
Al assignar al membre AdapterView.onItemClickListener de la classe un objecte que escolti events i 
capturi els canvis que l'usuari faixi a la seva selecció.
private OnItemClickListener mMessageClickedHandler = new OnItemClickListener() {
    public void onItemClick(AdapterView parent, View v, int position, long id) {
            // Display a messagebox. showAlert("You've got an event", "Clicked 
me!", "ok", false);
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    }
};
Objectes comuns d'un Layout
FrameLayout
Es el Layout més senzill. Està dissenyat com un espai en blanc reservat en la pantalla que 
posteriorment es pot emplenar amb un únic objecte. Tots els elements fills son relacionats 
en la part superior de la pantalla.
LinearLayout
Alinea tots els elements fills en una direcció, horitzontal o vertical, s'acord a la propietat 
que s'hagi definit. Tots els fills son ubicats un al costat de l'altre, per tant una llista vertical 
només tindrà un fill per fila sense importa l'amplada de la fila.
TableLayout
Posiciona els fills a dins de files i columnes. Un TableLayout està composat per un numero 
d'objectes TableRow, cada un defineix una fila.
AbsoluteLayout
Permet que els elements fills especifiquin amb precisió les coordenades X i Y en la qual han de ser 
desplegats. La possició (0,0) correspon al cantó superior esquerra
RelativeLayout
Permet que els seus elements fills especifiquin la seva posició relativa entre ells (indicant un ID) o 
amb el seu pare
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Aplicació Web per a crear Interfícies gràfiques per Android
Un cop hem vist de quins elements es composa una interfície gràfica d'Android i coneixem el codi i 
funcions necessàries que s'han de utilitzar per crear-les. Una petita ajuda la podem trobar en la web
http://www.droiddraw.org/  que ens permetrà realitzar l'esquelet de les pantalles que necessitem per 
a la nostra aplicació de forma ràpida, juntament amb els coneixements adquirits en aquest punt que 
ens permetran ajustar al màxim l'aplicació al disseny que li volem donar.
8- Aplicacions multimèdia
Android proporciona funcions de codificació i descodificació per a un gran tipus de medis, 
amb el que puguin integrar fàcilment àudio, vídeo i imatges en les nostres aplicacions. La 
classe MediaPlayer permet reproduir àudio i vídeo de diferents fonts, com fitxers en el 
directori res/raw de la nostra aplicació o des d'una connexió de xarxa.
Reproduir de d'un recurs local
• Emmagatzemar el fitxer en el directori res/raw del projecte, fent que el recurs pugui 
ser referenciat des de la classe R.
• Crear una instancia de MediaPlayer i executar el mètode start() pasant la 
referència al recurs
MediaPlayer mp= MediaPlayer.create(getApplicationContext (), R.raw.bundle);
mp.start();
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Reproduir de de Stream
• Crear una instancia de MediaPlayer i utilitzar el mètode setDataSource() amb la 
cadena que contenen el path al sistema local o a la URL.
• Utilitzar prepare() i després start() en la instancia.




La plataforma permet gravar àudio i vídeo quan el dispositiu ho permet. S'utilitza la classe 
MediaRecorder.
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Imatge 45: MediaRecorder
9- Localització i mapes
Saber localitzar a l'usuari permet a les aplicacions a ser més intel·ligents i entregar a més 
interessants per l'usuari. Es pot utilitzar tant GPS com els sistemes de localització de 
xarxa d'Android. 
El GPS funciona millor en espais oberts però consumeix molta bateria. Els proveïdors de 
localització de xarxa determinen la localització mitjançant cel·les, torres i senyals Wifi. Més 
efectiu en espais tancats, més ràpida i consumeix menys bateria.





 Android utilitza la API de Google Maps per el desenvolupament d'aplicacions basades en 
localització. Les classes de la API estan ubicades en el package 
com.google.android.maps i en el android.location per a la localització.
Aquestes llibreries s'han d'instal·lar de forma separada encara que existeix SDK amb 
llibreries Android+Google Maps integrades. Els serveis de localització (GPS, xarxes) els 
aporta els dispositius.
El component principal de localització es el sevei LocationManager. S'invoca amb el 
mètode getSystemService(Context.LOCATION_SERVICE), aquest mètode retorna una 
instancia de LocationManager. Un cop tenim la instancia es pot:
• Llançar consultes als LocationProviders per conèixer l'última posició del 
dispositiu.
•  Registrar un component per rebre actualitzacions periòdiques de la ubicació de un 
LocationProvider.
• Registrar un Intent per a que es llançi si el dispositiu entra en un radi de proximitat 
de una posició.
API Google Maps
La Google Maps Library s'ubica en el package com.google.android.maps, permet que 
les aplicacions puguin descarregar, renderitzar i escorcollar zones de mapes, així com 
afegir capes, marcadors ...
La classe principal es un MapView, subclasse de ViewGroup, que dibuixa un mapa de 
dades obtinguts del servei de Google Maps. Aquesta vista pot capturar events de la 
pantalla, realitzar marques, zooms ...
Per utilitzar els mapes, serà necessari obtenir una API Maps Key. Es necessari registrar 
en els servei de Google Maps i acceptar les condicions de servei.
Per generar una API KEY primer hi ha que localitzar una un keystore, es pot utilitzar el del 
SDK ubicat en:
C:\Documents and Setting\ <user>\.android\debug.keystore
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Executar
keytool -list -alias androiddebugkey -keystore debug.keystore -storepass android 
-keypass android
Això genererà la clau MD5 (44:F4:EB...), cal registrar la clau en el servei de Google Maps.
Http://code.google.com/intl/es-ES/android/maps-api-signup.ht




Les principals classes de la API de Google Maps son les següents:
• MapActivity: Activity que mostra un MapView
• MapVeiw: View que mostra un mapa per pantalla, obtingut mitjançant el servei de 
Google Maps, permet rebre events de la pantalla i dibuixar capes sobreposades al 
mapa.
• MapController: Classe que permet gestionar l'scrolling i zooms dels mapes.
• GeoPoint: Punt que referència una posició en forma de latitud i longitud medit en 
micrograus.
• Overlay: Capes que poden ser dibuixades sobre del mapa.
 Creació del primer mapa
El primer que s'ha de fer es crear un nou projecte d'Android assignant-li en el build target 
Google APIs per 1.6.
En el AndrodiManifest.xml afegir <uses-library 
android:name=”com.google.android.maps”/> dins del tag <application> ja que 
s'utilitzaran llibreries externes i <uses-permission 
android:name=”android.permission.INTERNET” /> perquè s'ha de accedir a Internet per 
poder accedir als mapes.
En el Main XML ha de quedar el MapView del mapa




android:apiKey=“Poner aquí vuestra API KEY!” />
Fer que la Activity principal hereti de MapActivity, ens obligara a crear un mètode 
isRouteDisplayed(). Amb això ja tindrem una aplicació de mapa visible.
Afegir controls de zoom: MapView mapView = (MapView) findViewById(R.id. mapview); 
mapView. setBuiltInZoomControls( true)
Overlays
Els son objectes visuals que poden ser afegits als mapes, tenen coordenades associades 
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per tant quan el mapa es mou els Overlays es mouen amb ell. Els Overlays poden 
designar posicions, línies, àrees ...
Per afegir un Overlay s'ha de crear una classe que hereti de ItemizedOverlay que 
gestioni els Overlays. Afegir l'atribut ArrayList<OverlayItem> mOverlays = new 
ArrayList<OverlayItem>(); que emmagatzemarà la llista d'Overlays i private Context 
mContext.
Modificar el constructor per a que quedi super(boundCenterBottom(defaultMaker));
Crear un nou mètode per afegir els Overlays a la llista.




En el mètode createItem afegir return mOverlay.get(arg0);
En el metode size() afegir return mOverlay.size();
Afegir un nou contructor que rebrà l'objecte Context.




Sobreescriure el mètode de callback onTap
protected boolean oTap(int index){
OverlayItem item = mOverlay.get(index);





En el mètode onCreate() de l'activity afegir les següents línies de codi.
List<Overlay> mapOverlay = mapView.getOverlays();
Drawable drawable = this.getresources().getDrawable(R.drawable.icon);
HelloItemizedOverlay itemizedoverlay = new HelloItemizedOverlay(draeable, this);
GeoPoint point = new GeoPoint(,);
OverlayItem overlayitem = new OverlayItem(point,”Hola mundo”, “Esto es España”);
itemizedoverlay.addOverlay(overlayitem);
mapOverlays.add(itemizedoverlay);
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10-Conclusions
Les conclusions que es fan un cop finalitzada la preparació d'aquest material didàctic son 
les següents.
Per la part de l'alumnat els continguts d'aquests es poden presentar força atractius per 
l'alumnat, ja que es una tecnologia nova, hi ha un mercat laboral necessitat de 
desenvolupadors d'aquest tipus d'aplicacions. 
Per part del professorat es un material didàctic adaptable en funció del temps que es 
disposi, l'únic coneixement previ que requereix al alumnat es saber programar en Java.
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