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   UnstructuredVolumeObject volume,
   TransferFunction tfunc )
{
   // 出力となる幾何形状データを構成する配列データ（頂点座標、色、法線）を
   // 準備する。
   std::vector<float> coords;
   std::vector<unsigned char> colors;
   std::vector<float> normals;
   // ボリュームデータに対して要素ごとの基本計算を行うためのクラス
   // を用意する。
   Cell cell( volume );
   // ボリュームデータを構成する要素数を取得する。
   int ncells = volume.ncells();
   // 要素ごとに粒子生成を行う。
   for ( int index = 0; index < ncells; ++index )
   {
      // index番目の要素をターゲットにする。
      cell.attachCell( index );
      // 要素の重心位置での粒子密度を計算する。
      float average_scalar = cell.averagedScalar();
   　 float density = CalculateDensity( average_degree, tfunc );
      // 生成粒子数を計算する。
      int nparticles = CalculateNumOfParticles( density, cell );
      // nparticle個の粒子を生成する。
      for ( int i = 0; i < nparticles; ++i )
      {
    　   // 要素内部に粒子を生成する（3次元位置（全体座標）を求める）。
      　 Vector3 coord = cell.randomSampling();
         // 生成粒子のスカラ値（補間値）を計算する。
         float scalar = cell.scalar();
         RGBColor color = tfunc.color( scalar ); 
         // 生成粒子の法線ベクトルを計算する。
         Vector3 normal( cell.gradient() );
（42） 計算工学
チュートリアル2010
         // 計算したデータを配列データに代入する。
         coords.push_back( coord.x() );
         coords.push_back( coord.y() );
         coords.push_back( coord.z() );
         colors.push_back( color.r() );
         colors.push_back( color.g() );
         colors.push_back( color.b() );
         normals.push_back( normal.x() );
         normals.push_back( normal.y() );
         normals.push_back( normal.z() );
      }
   }
   // 出力する点データを設定する。
   PointObject point;
   point.setCoords( coords );
   point.setColors( colors );
   point.setNormals( normals );















































float CalculateDensity( float scalar, TransferFunction tfunc )
{
   // 大域的に定義されるパラメータを取得する。
   float subpixel_level = GetSubpixelLevel();
   float sampling_step = GetSamplingStep();
   // 式(1)の計算：
   // サブピクセルレベルから粒子の直径（サブピクセル長）を計算する。
   // ※CalculateSubpixelLength関数の実装は、利用するグラフィックスAPI
   // に依存するため、本チュートリアルでの詳細説明は省略する。
   float subpixel_length = 
     CalculateSubpixelLength( subpixel_level );
   // 式(3)の計算：
   // 不透明度と粒子密度の最大値を計算する。
   float max_opacity = 
     1.0 - exp( -sampling_step / subpixel_length );
   float max_density = 
     1.0 / ( subpixel_length * subpixel_length * subpixel_length );
   // 伝達関数からスカラ値に対応する不透明度を計算する。
   float opacity = tfunc.opacity( scalar );
   // 式(2)の計算：
   // 計算された不透明度に対する粒子密度を計算する。
   float density = max_density;
   if ( opacity < max_opacity )
   {
      float tmp = subpixel_length*subpixel_length * sampling_step;
      density = - log( 1.0 - opacity ) / tmp;
   }
















fl oat CalculateNumOfParticles( fl oat density, Cell cell )
{
   // 要素の体積を計算する。
   fl oat volume_of_cell = cell.volume();
   // 式(4)の計算：
   // 粒子数を計算する。
   fl oat nparticles = density * volume_of_cell;
   fl oat R = random();
   // 式(5)の計算：
   // 最終的な粒子数を決定する。
   int adjusted_nparticles = (int)nparticles;
   if ( nparticles - adjusted_nparticles < R )
   {
      ++adjusted_nparticles;
   }












void ProjectParticles( PointObject point )
{
    // 大域的に定義されるパラメータを取得する。
    fl oat subpixel_level = GetSubpixelLevel();
    fl oat W = GetImageWidth();
    fl oat H = GetImageHeight();
    // 粒子数を取得する。
    int nvertices = point.nvertices();
    // 粒子群の頂点座標配列（配列の先頭ポインタ）を取得する。
    fl oat* v  = point.coords().pointer();
    // 粒子格納領域（W*subpixel_level x H*subpixel_level）を用意する。
    Buffer buffer( W * subpixel_level, H * subpixel_level );
    // 粒子ごとに投影計算を行う。
    for( int index = 0; index < nvertices; index++ )
    {
        // index番目の粒子の座標を取得する。
        kvs::Vector3f M( v[index*3], v[index*3+1], v[index*3+2] );
        // 投影行列を計算する。
        // ※GetProjectionMatrix関数の実装は、利用するグラフィックスAPI
        // に依存するため、本チュートリアルでの詳細説明は省略する。
        kvs::Matrix44f P = GetProjectionMatrix();
        // 投影位置と奥行き値を計算する。
        // ※Project関数およびDepth関数の実装は、利用するグラフィックス
        // APIに依存するため、本チュートリアルでの詳細説明は省略する。
        kvs::Vector2f m = Project( P, M );
        fl oat depth = Depth( P, M );
        // 粒子格納領域に投影粒子を格納する。このとき、既に投影される
        // サブピクセル位置に粒子が格納されていた場合、奥行き比較（デプス
        // テスト）を行い、視点位置により近いものを優先して格納する。
        if( buffer.depth( m ) > depth )
        {
            buffer.add( m );
        }
    }
    // サブピクセル処理を行う。




























void SubpixelProcessing( Buffer buffer, float subpixel_level )
{
    // 大域的に定義されるパラメータを取得する。
    Camera camera = GetCamera();
    Light light = GetLight();
    float W = GetImageWidth();
    float H = GetImageHeight();
    // シェーディング計算クラスを準備する。
    Shader shader( camera, light );
    // 画素値を計算する。
    for( int  y = 0; y < H; y++ )
    {
        for( int x = 0; x < W; x++ )
        {
            float R = 0.0f;
            float G = 0.0f;
            float B = 0.0f;
            float A = 0.0f;
            float D = 0.0f;
            int npoints = 0;
            // サブピクセルの平均を計算する。
            for( int j = 0; j < subpixel_level; j++ )
            {
                for( int i = 0; i < subpixel_level; i++ )
                {
                    // 画素(x,y)のサブピクセル位置(i,j)に粒子が
                    // 格納されているかどうかを判定する。
                    if( buffer.hasParticle( x, y, i, j ) )
                    {
                        // 画素(x,y)のサブピクセル位置(i,j)に格納されて
                        // いる粒子の色、法線ベクトル、奥行き値を取得する。
                        RGBColor c = buffer.color( x, y, i, j );
                        Vector3 n = buffer.normal( x, y, i, j );
                        float d = buffer.depth( x, y, i, j );
                        // 輝度値の減衰率を計算しシェーディング処理を行う。
                        float a = shader.attenuation( n );
                        R += c.r() * a;
                        G += c.g() * a;
                        B += c.b() * a;
                        // Max関数は引数のうち大きいほうの値を返す。
                        D = Max( D, d );
                        npoints++;
                    }
                }
            }
            // 最終的な画素値とデプス値を計算する。
            float factor = 1.0 / ( subpixel_level * subpixel_level );
            R *= factor;
            G *= factor;
            B *= factor;
            A = npoints * factor;
            D = (npoints == 0) ? 1.0f : D;
            // 求めた画素値とデプス値を、対応する画素位置に書き込む。
            // ※SetPixel関数およびSetDepth関数は、利用するグラフィック
            // スAPIに依存するため、本チュートリアルでの詳細説明は省略する。
            SetPixel( x, y, R, G, B, A );
            SetDepth( x, y, D );
        }

















































































































int main( int argc, char** argv )
{
    // 大域変数クラスとスクリーンクラスを定義する。
    kvs::glut::Global global( argc, argv );
    kvs::glut::Screen screen( 512, 512 );
    // 引数で指定されるパラメータ（入力パラメータ）を取得する。
    //     第1引数：サブピクセルレベル
    //     第2引数：サンプリングステップ長
    //     第3引数：ボリュームデータファイル名
    //     第4引数：伝達関数ファイル名
    int subpixel_level = atoi( argv[1] );
    float sampling_step = atof( argv[2] );
    std::string data_filename = std::string( argv[3] );
    std::string tf_filename = std::string( argv[4] );
    // 伝達関数を準備する。
    kvs::TransferFunction tfunc( tf_filename );
    // 可視化パイプラインを準備する。同時に、読み込むファイル名を指定する。
    kvs::VisualizationPipeline pipe( data_filename );
    // 粒子生成モジュールを作成し、パラメータをセットする。
    kvs::PipelineModule m( new kvs::CellByCellUniformSampling );
    m.get<kvs::CellByCellUniformSampling>()
       ->setSubpixelLevel( subpixel_level );
    m.get<kvs::CellByCellUniformSampling>()
       ->setSamplingStep( sampling_step );
    m.get<kvs::CellByCellUniformSampling>()
       ->setTransferFunction( tfunc );
    // 粒子投影モジュールを作成し、パラメータをセットする。
      kvs::PipelineModule r( new kvs::ParticleVolumeRenderer );
    r.get<kvs::ParticleVolumeRenderer>()
       ->setSubpixelLevel( subpixel_level );
    // シェーディング処理クラスをセットする。
    float ka = 0.2f;
    float kd = 0.5f;
    float ks = 0.3f;
    float s = 20.0f;
    r.get<kvs::ParticleVolumeRenderer>()
        ->setShader( kvs::Shader::Phong( ka, kd, ks, s ) );
    // シェーディングを無効にするときは、以下のコメントアウトをはずす。
    // r.get<kvs::ParticleVolumeRenderer>()->disableShading();
    // モジュールをつなげて可視化パイプラインを構築する。
    pipe.connect( m ).connect( r );
    pipe.exec();
    // 可視化パイプラインをセットし、スクリーンを表示する。
    global.insert( pipe );
    screen.show();
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図8　PBVRシステムを用いた可視化結果
図9　サブピクセルレベルの変化にともなう画質の変化
（フラーレン分子の電子密度分布、要素タイプ：四面体、要素数：1,250,235）
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