Abstract. It is believed by many academic and industrial experts, that source code cloning (copy&paste programming) represents a significant threat to maintainability in an evolving software system. The real threat does not lie in the existence of duplications, but the fears are in connection with their evolution. There exist an abundance of algorithms for finding code clones in one particular version of a software system, but eliminating or even evaluating these clones often seems hopeless, as there may exist several thousands of them. Tracking the evolution of individual clones might solve the problem, as it could help identifying the inconsistently changing duplications: the clones which are really dangerous at a particular moment. In this paper we present an approach for mapping code duplications from one particular version of the software to another one, based on a similarity distance function. For the suspicious evolution patterns we introduce the term of "clone smells". By defining the relevant categories of the possible evolution patterns, the proposed method also gives a clue about why the reported code fragments might be dangerous. In the case study, clone smells were extracted, evaluated, and manually categorized throughout many versions of the jEdit system. The findings suggest that roughly half of the reported smells refer to inconsistent changes in the code.
Introduction
During software development, when developers are under constant pressure of deadlines, it is a common practice to reuse source code by simply copying parts of it, and eventually performing smaller modifications on it (it has been estimated that both industrial and open source systems contain in average about 20% of duplicated code [1] ). Although this approach can reduce software development time, the price in the longterm will usually be paid in the form of increased maintainability costs. One of the primary concerns is that if the original code segment needs to be corrected, all the copied parts need to be checked and changed accordingly as well. By inadvertently neglecting to change the related duplications, the programmers may leave bugs in the code and introduce inconsistencies. On the other hand, some researches [2, 3] point out that there exist situations when duplicating code could even be beneficial, and clones should not always be considered as bad smells.
There exist an abundance of clone detection algorithms ranging from lexical (tokenbased) [4] , through AST-based [5] to metric-based [6] approaches. These methods act on one particular version of the software and as a result they provide a detailed list of copied code segments, which may eventually contain several thousand items in case of real-size software. Despite the obvious fact that the eventual danger of using clones is in connection with their evolution, the field has only recently become a hot research area [7, 8, 9, 10] . There are basically three kinds of approaches that map clones between different versions of a software. Two of the techniques utilize single-version clone detection. The first category of approaches detects clones in a reference version and calculates those of following versions using change information from a version repository [11, 12] . The second class of approaches detects clones for all versions of the program. Clones are then retroactively mapped using heuristics [13, 8, 14] . The third category of approaches uses incremental clone detection for finding clones in subsequent versions of a software.
In this paper we follow the second approach: a heuristics called evolution mapping is used to relate clone instances from different versions of a system. The mapping between the clones is trivial in some special cases, but generally, a sophisticated approach is needed, whose details will be presented in the following sections of this paper. By using the evolution mapping concept, we introduce the notion of clone smells which, similarly to bad code smells [15] , refer to particular code parts that should be further inspected manually. The smells are defined based on the possible categories of clone evolution patterns. The advantage of this approach is that instead of focusing on a set of several thousand copied code segments and eliminating them (even those that will probably never be modified again), the developers can concentrate on those segments which may represent maintainability threats. In the paper we provide definitions of five different clone smells, which cover the possible clone evolution patterns on clone instance level. To evaluate the approach we executed the algorithm on several versions of the jEdit [16] text editor. The experiment resulted in a list of code fragments that was manually checked. It turned out that more than half of the reported smells occurred because of inconsistent changes in the code. This paper is a continuation of our conference paper [14] , and contains several new contributions:
1. The previously presented optimization approach was based on a greedy algorithm which does not necessarily find the global optimal solution (it may stuck in local optima) for the problem and strongly depends on the order in which the clone instances are considered. This drawback has been resolved here by replacing it with an also polynomial time complexity algorithm which always yields the global optimum. 2. The set of clone smells is different from the one proposed in our previous paper, and here it has also been extended to the clone class 1 level, which proved useful for identifying new types of clone evolution patterns. 3. We evaluated and manually checked the results on much more versions of an open source system. The paper is organized as follows. Section 2 discusses several studies similar to ours. Afterwards, Section 3 describes our approach for creating an evolution mapping of clone instances between versions. Next, in Section 4 we give the definitions and explain the meaning of clone smells. In Section 5 we present the results obtained during the execution of the algorithm on jEdit. Finally, in the last section we round off with conclusions and suggestions for future work.
