Introduction
In a world built on openness, in which licensing dictates that the product is not only free of charge, but can be freely copied, modified, and redistributed by enthusiasts and competitors alike, how can anyone possibly make money on open source? The question of how one can monetize open source software is a significant one. The quest for, and dissemination of, its answer was the spark that started what was to become the Technology Innovation Management Review (Lavigne, 2007: timreview .ca/article/92; McPhee, 2011: timreview.ca/article/465).
Although much has been learned during the years since the emergence of open source and the business that grew to surround it, there are still few articles that attempt to summarize its dynamics. Perhaps the most well known of those efforts is Hecker's "Setting up Shop" (1998; tinyurl.com/28n7o3) , which largely focused on what strategies could be employed utilizing open source. Now that open source is a much more mature field than it was back then, we can focus on documenting what entrepreneurs have done rather than could do.
The goal of this article is to concisely explain the nuts and bolts of how the business of open source works, including sufficient detail to serve as a useful primer on the topic -a springboard for further reading. Our focus is on approaches that generate income based on open source software and its development (e.g., not hardware manufacturers with an open source involvement).
The article is structured as follows. First, we offer a brief look at some of the main corporate motivations in open source. Second, we cover the most common types of open source licenses and the main aspects and concerns for businesses and programmers regarding licensing. Third, we outline the most significant points in a piece of software's earning potential. Finally, we briefly describe the more common business models in use today, and we examine their pros and cons from the standpoints of both the developers and entrepreneurs. Included at the end of the article is a list of recommendations for further reading.
Background: Corporate Motivations
The adoption of open source code allows businesses to harness the creativity and labour of both their employees and their customers in a way that is not available to firms employing only proprietary software licenses. , Wheeler, 2007; tinyurl.com/r1yk) . Furthermore, companies can see development of their product in directions they did not realize was significant to their users, as well as the development of features that are too far from the firm's core business to receive in-house funding for development. As an example, only two of the more than 20 language connectors for MySQL were programmed in house; the rest were developed and submitted by the community.
By joining an open source development effort, corporations can also influence the direction of its development. Furthermore, open source has been identified as a strategy for implementing long-term sustainable software systems (e.g., Lundell and Gamalielsson, 2011; tinyurl.com/n24dw4u) . Open source can also be adopted as a competitive strategy, for example through making the functionality of a competitor's product freely available (Fitzgerald, 2006; tinyurl.com/al995aj) . Open source can also be of value to companies that offer products other than software, for example by promoting open source in areas that facilitate the deployment of their hardware (Fitzgerald, 2006; tinyurl.com/al995aj) .
Open Source Licenses
A basic understanding of licensing is important for entrepreneurs and programmers alike. Table 1 .
Permissive licenses
Permissive licenses allow a high degree of freedom to use and reuse (or fork) the code. It is not an extreme oversimplification to distil the permissive licenses down to the message: "here's the code, do whatever you want with it". (Commonly, one needs to distribute a copy of the copyright with the code, but in practice, 
Strong copyleft licenses (GPL)
Much like the LGPL is synonymous with weak copyleft, the GNU General Public License (GPL; tinyurl.com/2459b5) is synonymous with strong copyleft. Hence, we will focus our discussion of strong copyleft licenses on the GPL. Although use of the GPL is in decline (Aslett, 2011; tinyurl.com/7ujq7sj) , as of the writing of this article, it is still the most common open source license overall (Black Duck Knowledgebase; tinyurl.com/nl4z94t). The GPL requires any modifications to the code to also be licensed under the GPL. From a business perspective, the key issue to be aware of is that combining or embedding a program with the GPL necessitates the (re)licensing of all connected software so that it is also under the GPL. In practice, this means open sourcing any proprietary programs connected to a GPL-licensed program, and is therefore something many firms seek to avoid. Importantly, programs licensed under a GPL license cannot be re-licensed under a more permissive license (i.e., neither as LGPL or permissive).
A general comment regarding license change is that one can commonly change a license to a more restrictive license type but not to a more permissive one. Furthermore, only the permissive licenses can be changed to proprietary.
With the rise of cloud computing, a variation of the GPL license worth special mention is the Affero General Public License (AGPL; tinyurl.com/lzmmq8n). The AGPL differs from the GPL in that online use of a program is considered distribution, thus triggering the requirement for license compliance (i.e., source code access is required) even though a physical copy of the program has not been distributed. In other words, using an AGPL-licensed program in the cloud necessitates distribution of source code. 
Choosing a license

Business Models
Although a business model can usefully be seen as something much more complex than merely a revenue source (e.g., West, 2007: tinyurl.com/dxsemd; Bailetti, 2009: timreview.ca/article/226), at its essence is the question of how the firm can create value for the customer while simultaneously extracting some of that value for itself (West, 2005; tinyurl.com/ov69jb8). For the purposes of this article, we make use of very broad brush strokes in our interpretation, using the term "business model" to indicate the way in which a company delivers value to a set of customers at a profit (e.g., Johnson, 2010; tinyurl.com/m9uf6xe). Recommended reading for more indepth analyses of questions related to business models are offered at the end of the article.
The business models of open source can be divided in two main categories: those that require complete (or at least partial) ownership of the code and those that do not. Table 2 outlines the criteria for selecting an open source business model; however, it should be noted that these business models need not be mutually exclusive.
Support contracts and services
Support and services are closely related approaches; in fact, companies that provide one commonly also provide the other. Thus, although they could be separated, we have chosen to group them under one heading. The services business model is one in which income is generated by offering services in the form of, for example, training, consulting, or extensions development around an open source product. Companies that offer services will commonly also offer long-term support contracts, thereby achieving a more stable income than by merely focusing on one-off services. Two of the main challenges with the support and services approach are the lack of scalability and that the typical profit margin of 20-30% is not enough to pay for fulltime developers for the project.
The availability of support and services is an important factor for customers (e.g., Shanker, 2012; timreview.ca/ article/635) and can be considered a necessary element for software to become truly successful. Bear in mind that, although support should be offered, it need not be provided by the same company that develops the software. Examples of a support and services providers are Red Hat (redhat.com) and SkySQL (skysql.com). For more information on Red Hat's approach, see Suehle (2012; timreview.ca/article/635).
Open core or commercial extensions
Open core is a business model in which the core of a program is open source, with additional closed source features provided for a fee. Open core has gained much momentum over the past few years. However, it is an approach primarily focused on appealing to the venture capitalist rather than the end user (Prentice, 2010; tinyurl.com/pqpmptk). The economic rationale is clear-cut, but the reaction of the community and customers may not be as easy to estimate. Although pragmatic firm motivations are accepted by the community provided they comply with the rules of the community (Bonaccorsi and Rossi, 2003; tinyurl.com/lfx847l) , some developers see If considering an open core approach, it is worth bearing in mind that the more useful the core product is, the greater the potential community interest will be. Thus, making non-critical parts of the program closed will lessen the potential negative effect on developer interest in the project. A time-limited hybrid licensing (Sprewell, 2010; tinyurl.com/n8zeoqr) , in which the closed source components of open core become open source after a 1-5 year delay, has been proposed to help meet the demands of both users and developers. However, we posit that the business source approach explained below may be a more mutually beneficial means to the same end. Examples of open core are not as easy to come by as the frequent discussion of the topic over the past few years would imply. Perhaps the best-known example is MySQL (mysql.com), which offered dual licensing of an identical product (a closed source and a GPL version) under its previous owners, but has changed to an open core approach for its free version after it was purchased by Oracle (Young, 2011; tinyurl.com/3hyxttc).
Business source
Business source is a business model that employs two different licenses with a time delay. In this business model, the source code is openly distributed and freely editable. However, for a set amount of time, a predefined segment of users (0.1-1% is suggested) have to pay to be allowed to use it. 
Conclusion
Through this primer, we have given a brief answer to the question: "How can one make money on open source?" To the uninitiated, financing a business based solely around the development of open source code may perhaps seem somewhat enigmatic. Although challenging, it is nonetheless possible. Our goal in this article was to clarify this enigma by explaining some of its most significant parts.
The possibilities for monetization of a program are dependent on many factors, and key among them are ownership of code, choice of license (including the issue of license compatibility), and location in the software stack. These factors in turn affect the choice of business model.
As a primer, this article will hopefully provide a useful introduction to the business of open source. It is not intended to cover every aspect of open source businesses in full detail, nor can it provide conclusive recommendations that will apply in every case. However, in Table 3 , we have included a list of recommended reading for those that want to dive deeper into the topic.
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