The main task of paper studied new ciphering and deciphering techniques reported previously. Computer programs are designed in C language to perform theses algorithms and to assess their performance. Out of these algorithms, it is found that the BLOWFISH is the more sophisticated one. Therefore, a development for this algorithm is introduced to enhance its operation. This has been carried out by using the Microcontroller in the decrypting operation to support fast and more accurate operation. From the results of simulation, it is found that the expansion and permutation operations require most of the computing time. Therefore, software was designed and implemented to execute the expansion and permutation operations. A series of experiments was connected using the new developed algorithm as applied to different types of data (e.g. text, graphics and geographic maps). In all paper experiment, the encrypted and decrypted files were exactly the same.
Blowfish Algorithm:
The Blowfish algorithm uses a key [1] , which can be up to 448 bits in length, to calculate sub-keys, which are used in the actual encryption and decryption. The sub keys used in Blowfish are the P-array and S-boxes.
The P-array consists of 18 32-bit values while the 4 S-boxes consist of 256 32-bit values. The original values of the P-array and the 4 S-boxes are initialized with the hexadecimal fraction of pi. The P-array is initialized first and then followed by the Sboxes. The hexadecimal fraction of pi was selected because it produced a random number for the initialization. Another type of initialization could be used but the initialization values must be random. According to Schneier, patterns in the initialization values can result in a weaker cipher. After initialization, the values of the P-array and S-boxes are modified using the key. The key [2] , which can consist up to 448-bits, is segmented into 32-bit values. If the key is less than 448-bits, the key is repeated. For a 448-bit key, there would be 14 32-bit values, which mean the key-array (K) has 4 32-bit values less than the P-array.
The key is then used to initialize the P-array. An exclusive-or operation is performed between each of the 18 32-bit P-array values and a 32-bit value of the key. P1 is XOR-ed with the first 32-bits of the key (K1) and then P2 is XOR-ed with the next 32-bits of the key (K2). This process is continued until P15 because the key-array has only 14 32-bits. According to Stallings, an exclusive-or operation would be conducted with P15 and the first 32-bit key value (K1), which is incorrect. The key value is actually the next value of the key repetition, which would essentially be K15. After the P-array has been initialized with the key, the P-array and S-boxes values are then modified using the encryption routine of Blowfish. First, two 32-bits values consisting of zeros is encrypted. Other initial values could be selected but these values must be fixed to prevent an attacker from generating the same cipher text with two different keys. The ciphertext [3] from the encryption of the zero values is used to replace the Parray values P1 and P2.
The cipher text is also used as the input for the next encryption round. The cipher text from this round then replaces P3 and P4 and the encryption routine is executed again with the cipher text as input. This process [4] is continued until all 18 values in the P-array and all 256 values for each of the 4 S-boxes is replaced with cipher text. A total of 521 encryptions are preformed to obtain all the P-array and S-box values. Now that the P-array and S-box values have been established, plaintext can now be encrypted. For encryption [5] , the 64-bit plaintext is separated into a left and right half each consisting of 32-bits. The encryption routine consists of a 16 round Feistel network. In the first round, an exclusive-or operation is performed between the left 32-bits (LE-0) and the 32-bit P1 of the P-array. This value becomes the next 32-bit right Proceedings of the 7 th ICEENG Conference, 25-27 May, 2010 EE287 -3 value (RE-1) and this value is also inserted into the F function. The encryption routine for Blowfish uses a 16 round Feistel network, a swap operation and two exclusive-or operations. Each round consists of exclusive-or operations and the F function. The F function [6] takes the 32-bit input and separates it into 4 bytes (8-bits each). These four values are then used for table lookup in their respective S-Boxes. A 32-bit input is parsed into 4 8-bit values that are used for the table lookup into the 4 S-boxes. The 32-bit values of the S-boxes are then added, exclusive-or-ed and then added again. Unlike DES [7] which uses more bits to map to S-boxes, Blowfish only uses four 8-bit values for mapping to the S-box values. A less complex mapping was used because the S-boxes are generated from the key values and are not static like DES. The 32-bit values of the S-boxes are then manipulated according to the following formula:
(1) The 32-bit value of S-box 1 is added to the 32-bit value of S-box 2. The modulus of this result by 2^32 is taken as the input for the exclusive-or operation to performed with the 32-bit value of S-box 3. The result of the exclusive-or operation is then added to the 32-bit value from S-box 4 and the modulus 2^32 is then performed. A bitwise exclusive-or operation is performed on the final 32-bit output from the F function and the right half of the data (RE-0). The result of this operation becomes the left half 32-bit input for the next round (LE-1). The results of round 1 can be explained by the following equations:
LE-1 = F(LE-0 P1) RE-0 (2) RE-1 = LE-0 P1 (3) Round 2 is then performed with inputs LE-1 and RE-1. This process is repeated for a total of 16 rounds. The general equations to describe the rounds are as follows: LEi = F(LEi-1 Pi) REi-1 where 1 i 16 (4) REi = LEi-1 Pi where 1 i 16 (5) After completing the 16 rounds, (LE-16) and (RE-16) values are swapped. An exclusive-or operation is then performed between the swapped (LE-16) and P18 and also with the swapped RE-16 and P17 to obtain (LE-17) and (RE-17), respectively. The 32-bit values of (LE-17) and (RE-16) are combined to obtain the 64-bit cipher text. The decryption process for Blowfish [8] is almost identical to the encryption process except the P-array values are reversed. For decryption, the bitwise exclusive or operation is performed between the first left 32-bit value (LE-0) of the cipher text and P18. In the encryption, this process would have been performed with P1. The decryption process is repeated for the 16 rounds. (LE-16) and (RE-16) are then swapped and a bitwise exclusive-or operation is performed with P1 and (LE-16) and also with P2 and RE'-16 to obtain (LE-17) and (RE-17), respectively. (LE-17) and (RE-17) are then combined to obtain the original plaintext. The decryption routine for Blowfish is identical to the encryption routine except the P-array key values are applied in the reverse order. 
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Blowfish cryptography implementation by using Microcontroller:
The Blowfish algorithm uses a key, which can be up to 448 bits in length, to calculate sub-keys, which are used in the actual encryption and decryption. The sub Proceedings of the 7 th ICEENG Conference, 25-27 May, 2010 EE287 -5 keys used in Blowfish are the P-array and S-boxes. The P-array consists of 18 32-bit values while the 4 S-boxes consist of 4 * 256 32-bit values. The original values of the Parray and the 4 S-boxes are initialized with the Hexadecimal fraction of pi. The P-array is initialized first and then followed by the S-boxes. The hexadecimal fraction of pi was selected because it produced a random number for the initialization. Another type of initialization could be used but the initialization 5 values must be random.
Encryption:
In the beginning we encrypt the file text using PC Software that we developed to read the 1st 46 bit from the plaintext file then, separate into two (left and right) parts each is 32bit. The encryption operations consist of 18 rounds, the 1st 16 rounds are similar but the last two are a swap operation.
In the 1st round, the left 32bit are XORed with the 32bit key and the o/p of this operation exchange the 32bit according to the lookup table.
The O/P of the lookup table is 32bit XORed with the Right 32bit. That round is looped up to 16 times, and then we get the O/P as the encrypted file and put it on the MMC which is connected to the PC.
Decryption:
The microcontroller on the receiver reads the ciphered text from the MMC by a serial protocol called Serial peripheral interface (SPI). The microcontroller starts the 1st cycle of decrypting the plain text while reading the 2nd 64bit at the same time (two cycles); at the same time it reads the key from the O/P data port of the LCD [11] . The decryption operation on the microcontroller is the same as it on the PC software except that it's in a reverse order of key (starting with key 18). The microcontroller sends the decrypted file from the O/P port to the data I/p port of the graphical LCD, and then we can get the original plaintext displayed on the screen.
Conclusions:
This paper, designed an original Blowfish encryption algorithm in hardware implementation, and a proposed Blowfish Block Cipher for both hardware and software implementation. Both of them are a symmetric key block cipher with a 64-bit input/output block, and key length is up to 448 bits for Blowfish, and 128 bits input key for the proposed.
The proposed Blowfish algorithm using microcontroller is a fast and secure cipher that is characterized by its dynamic, which adds much strength to it. Also, this dynamic nature enforces exhaustive-search over the key space. The present algorithm has a powerful carefully designed key scheduling. And can enable us to overcome the higher defect that is appearing in the blowfish algorithm.
Advantages:
a. Easy to implement in both hardware and software.
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