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Des de fa milers d’anys hi ha hagut una ciència que ens permet descobrir 
suplements per combatre les malalties que poden afectar el nostre cos, estem 
parlant de la ciència farmacèutica. En l’antiguitat es descobrien fàrmacs naturals que
aplicats correctament sobre una malaltia feia que la persona millores i recuperés la 
seva salut.
Ara per ara, les malalties han evolucionat per tant els fàrmacs han d'evolucionar, 
però també han evolucionat les tecnologies que ens permeten fer càlculs 
computacionals per tal de descobrir nous fàrmacs, a partir de la simulació de 
compostos químics.
A partir de la idea de recrear simulacions de compostos químics, tenim la tècnica del
cribratge virtual a partir de la qual podem avaluar automàticament grans biblioteques
de compostos químics “Quimioteques” amb programes informàtics.
Una definició més tècnica del cribratge virtual seria:
“El cribratge virtual és un procés científic utilitzat en el descobriment de fàrmacs per 
buscar en biblioteques de molècules menudes per tal d'identificar aquelles 
estructures que tenen més probabilitats d'unir-se a una diana terapèutica, típicament
un receptor protètic o enzim.”
El cribratge virtual té dos vessants, una basada en lligands, utilitzada quan no es 
coneix el receptor, no serà el nostre cas, i una altre basada en receptor, quan es 
coneix contra quin element es llençarà el cribratge virtual, dintre d’aquest grup tenim
el mètode de l'acoblament molecular o docking.
El docking, és un mètode que prediu l'orientació i la conformació preferida que 
adopta una molècula al interaccionar amb una altra. L'acoblament es fa servir 
freqüentment per predir com una molècula petita s'uneix de forma no covalent a una
proteïna i també l'afinitat i l'activitat de la molècula petita. Per aquesta utilitat, 
l'acoblament molecular té un paper molt important en la indústria farmacèutica com 
a eina per a desenvolupar un disseny racional de molècules actives. [1][2][3][4]
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For thousands of years there has been a science that allows us to discover 
supplements to combat diseases that can affect our body, we're talking 
pharmaceutical science. In ancient, were discovered natural medicines that can 
applied successfully  on a sickness to improve and recover the health of the person.
Today, diseases have evolved and drugs have evolved, but also have developed 
technologies that allow us to make computational calculations to discover new drugs 
from the simulation of chemical compounds.
From the idea to recreate simulations of chemical compounds, we have virtual 
screening technique from which we can automatically evaluate large libraries of 
chemical compounds with computer programs.
A definition of the virtual screening technique would be:
"The virtual screening is a scientific process used in drug discovery to search 
libraries of small molecules to identify those structures that are more likely to join a 
therapeutic target, typically a receptor or enzyme prosthetic."
Virtual screening has two aspects, one based on ligands used when you know the 
recipient, will not be the case, and another based on the receiver, when you know 
what element is disposed against virtual screening, within this group We have the 
method of molecular docking assembly.
The docking is a method that predicts the direction and adopts a preferred 
conformation when it interact with another molecule. The coupling is used frequently 
to predict how a small molecule binds non-covalently linked to a protein and the 
affinity and activity of small molecule. This utility molecular assembly has a very 
important role in the pharmaceutical industry as a tool to develop a rational design of
active molecules. [1] [2] [3] [4]
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Figura 1. Explicació gràfica Docking
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1.Objectiu i Formulació del problema
Un cop coneixem el procés biològic del cribatge virtual, l’objectiu del Treball final de 
Grau, serà realitzar aquest procés amb una optimització d’aquest per poder apropar 
l’execució del cribratge virtual a gairebé totes les maquines, i així que qualsevol 
investigador pugui executar-ho sense la necessitat d’una inversió en maquines molt 
potents.
El projecte neix per intentar millorar el consum de recursos i el temps d’execució de 
cribratge virtual, ja que és un procés on poden intervenir grans estructures de dades
el que es tradueix en un gran consum de memòria consumida al carregar-les per 
poder-les utilitzar en els diferents algoritmes i en un gran temps d’execució, ja que a 
més dades a processar més trigarem a fer-ho.
Per tant, volem reduir al mínim el consum de memòria i fer que no sigui un problema
pels usuaris i reduir al mínim el temps d’execució per millorar l’experiència de 
l’usuari.
1.1.Actor implicats
A continuació definirem els diferents actors que es veuen involucrats en aquest
projecte:
Barcelona Supercomputing Center(BSC)
Serà l’institució encarregada de desenvolupar el software, BSC és el centre nacional
de supercomputació, encarregat de la gestió del supercomputador MareNostrum 
amb l’objectiu d'investigar, desenvolupar i gestionar informació tecnològica pel 
progrés científic.
Life Science
Dintre del BSC hi ha diversos departaments, però l’encarregat de dur a terme la 
llibreria MDPlus va ser el de Life Science.
● Ramon Goñi, director del departament bioinformàtic que va iniciar el projecte
de MDPlus.
● Pau Andrio, bioinformàtic i programador de SeaBed i de la llibreria MDPlus.
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● Cristian García, principal desenvolupador del TFG, encarregat d’adaptar 
parts del codi de SeaBed a la llibreria MDPlus i desenvolupar millores de 
rendiment d’aquest.
Clients
Com ja he anomenat abans, l’objectiu és apropar els processos que es 
desenvolupin al TFG a qualsevol màquina amb la màxima fiabilitat possible, per tant,
qualsevol que hagi d'executar aquests processos seria un potencial client.
2.Estat de l’art
La realització del cribratge virtual amb el mètode de l’acoblament molecular no és un
món nou dins de la bioinformàtica, per tant, hi ha diverses eines que poden realitzar 
el procés i disposen de moltes quimioteques, el que fa que en aquest treball Final de
Grau no implementarem una nova forma de fer un acoblament molecular. En el 
següent punt us presentaré les que he considerat millors, sense seguir un ordre 
establert de millor a pitjor, i sobretot, us presentaré l'eina “AutoDock Vina” que 
s’utilitzarà en aquest treball de final de grau i les millores que incorporem.
En primer lloc tenim swissdock, és un servei web utilitzat per fer una predicció de 
les interaccions moleculars que ocorreixen entre una proteïna, com a receptor, i 
unes molècules petites. El que et permet fer swissdock és proposar una manera 
d’unió per un lligand, crear modelacions del docking, generar un complex per 
realitzar càlculs posteriors i dissenyar inhibidors pel receptor.
Aquesta eina utilitza la quimioteca, S3DB, una base de dades inspirada en la 
“Ligand-Protein Database”.[5]
La següent eina seria DOCK, eina que realitza el docking i que té com a objectiu 
millorar la limitació de l'algoritme original que utilitzava un algoritme de coincidència 
geomètrica per superposar el lligant sobre una imatge negativa del binding pocket.
Fins ara tenen un algoritme que millora en la capacitat per trobar la unió de menor 
energia, optimització on-the-fly, una millora en l’ algoritme de coincidència per 
acoblaments cossos rígids i un algoritme per a l'acoblament lligant flexibles.
Aquesta eina la podem utilitzar per predir les maneres d'unió dels petits complexos 
de proteïna - molècula, com a bases de dades de lligands, per examinar les 
possibles orientacions d'unió de proteïna - proteïna i proteïnes d'ADN complexos, 
entre altres.[6]
Per últim, abans de AutoDock Vina, tenim GOLD, una eina que realitza el cribratge 
virtual i que és conegut pel seu èxit en identificar la manera d'unió correcta de 
molècules actives amb grans estructures de dades i bases de dades grans.
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Finalment voldria presentar AutoDock Vina, és un programa open-source dissenyat
i implementat pel Doctor Oleg Trott, en el Molecular Graphics Lab al The Scripps 
Research Institute.
Com a característiques podríem fer èmfasis en la seva precisió, la seva 
compatibilitat, ja que utilitza el format PDBQT per representar estructures 
moleculars, és fàcil d’utilitzar i la seva possibilitat de fer córrer el programa en 
múltiples CPU’s.[7]
Sobre aquest últim punt és on el treball final de grau fa èmfasis per tal de millorar la 
velocitat d’execució del programa, a partir de fer un estudi de com AutoDock Vina 
feia l’optimització i implementant un altre mètode de paral·lelització a partir de 
PyCOMPSs, una eina desenvolupada pel BSC utilitzada per detectar “decorators” 
en un codi python i crear tasques a partir d’aquests decorators que corren en 
paral·lel, amb una comunicació i dependència entre tasques. [8]
3.Abast del projecte
El que es vol fer és un codi python que a partir d’un receptor i un lligand podem 
executar el cribratge virtual.
El cribratge virtual és un procés complex, on els seus principals problemes és el 
consum de memòria i el temps que es triga a realitzar el procés, ja que es pot 
arribar a treballar amb dinàmiques moleculars (receptors) amb un gran nombre 
d’àtoms i que estan formades per trajectòries molt llargues, amb un gran número de 
frames, per tant, en el TFG es treballarà per resoldre problemes d'escalabilitat, 
consum de memòria i temps d’execució.
En el TFG es realitzarà la programació del cribratge virtual a partir de dos 
processos:
L’extracció de snapshots representatius, procés a partir del qual s’extreuen el 
snapshots més representatius d’una dinàmica molecular. Aquest procés té un alt 
consum de memòria amb dinàmiques moleculars que tenen una trajectòria molt 
gran, per tant, un altre objectiu és suportar aquests tipus de dinàmiques moleculars.
El docking, és un procés llarg pel qual es vol aplicar PyCOMPSs i altres mètodes 
de paral·lelització per reduir el temps d’execució.
Tot adaptant aquests processos a la llibreria de MDPlus, que permetrà combinar 
aquestes funcionalitats amb problemes més complexos.
Per tal de conèixer una mica les magnituds de les quals estem parlant, un cribratge 
virtual petit, és a dir, un receptor amb una trajectòria no molt llarga i pocs lligands 
que llençar contra el receptor, podem parlar de 4 hores d’execució i un consum 
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proper als 4GB de memòria, per tant un ordinador normal es veuria amb problemes 
per executar-lo, ja que la majoria te 4GB de memòria RAM.
3.1. Possibles obstacles
Respecte al codi, hem trobat dos obstacles:
-Un primer obstacle seria unificar les diferents maneres en què arriben els receptors 
que agafem com a paràmetre i convertir-lo en una estructura de dades valida per 
poder realitzar els càlculs, en el nostre cas utilitzarem numpy array com a estructura 
de dades unificada i valida per realitzar els càlculs.
El problema és crear quan unifiquem les dues llibreries que utilitzem, MDAnalysis i 
MDPlus. Ja que totes dues utilitzen maneres diferents per representar dinàmiques 
moleculars el que crea que tinguem més d’un mètode per llegir el receptor i 
transformar-lo en una estructura de dades vàlida i que tot aquest procés no afecti el 
resultat final.
-I un segon punt crític va ser, trobar la manera en què l’extracció dels snapshots 
representatius de la dinàmica molecular no consumis una gran quantitat de 
memòria, per tal de solucionar-ho es va fer una cerca i testeig de diverses llibreries 
que milloraven el consum, però que no complien amb el desig de MDPlus de fer 
codis que asseguressin el seu funcionament i no tenir un error en memòria per 
utilitzar una gran quantitat de memòria. Per tal de solucionar-ho, es va optar que 
crea un codi propi adaptant-lo a les nostres necessitats, però aquest punt s’explicarà
amb més detall més endavant.
4.Metodologies i rigor
Dintre del departament de Life Sciences, la metodologia a seguir seria SCRUM, 
adaptant-lo a les nostres necessitats.
Cada inici de setmana, es feia una reunió per veure els avenços realitzats respecte 
a la setmana anterior i resoldre dubtes, i es fixaven els objectius a realitzar durant la 
setmana. A més, els canvis es pujaven al repositori local, organitzat per branques 
que definien el tipus de codi que s’estava realitzant. [9]
4.1. Eines de seguiment
Les eines de seguiment tenen una gran rellevància en qualsevol projecte, ja que 
poden determinar l’èxit o el fracàs del mateix. És per aquest motiu que s’han de triar
les eines que millor s’adaptin al nostre entorn i projecte per garantir que la feina es 
realitzarà de la millor manera possible.
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L'eina utilitzada va ser Git amb combinació amb Bitbucket. Git és un control de 
versions que s’utilitzarà per tindre un control de les diferents versions del codi i que 
permetrà el desenvolupament col·laboratiu amb èxit. Per a una millor actuació, 
també utilitzarem Bitbucket, un servei basat en web per a projectes que utilitzin Git, 
que permet una interfície més visual i intuïtiva.
Finalment, s’utilitzaran altres eines de seguiment que no són les principals. Algunes
d’aquestes eines són Google calendar per a definir dates de tasques o reunions o el
correu electrònic per a tindre un contacte entre els membres de l’equip.
4.2. Mètodes de validació
Per tal de veure si el codi era correcte, es feien molts testejos i es contrastaven 
contra resultats obtinguts amb eines com AutoDock Vina i, personalment, tenia al 
meu costat a bioinformàtics qualificats per utilitzar eines de visualització 
d’estructures i realitzar una valoració del resultat.
I a partir d’eines de seguiment, es podria saber que tasques faltaven i quines 
estaven completes.
5.Descripció de les tasques
Abans de res, m’agradaria comentar que el projecte estava associat a una beca 
amb data d’inici (3/11/2014) i data de finalització (31/7/2015), en total 9 mesos de 
beca, per tant, el projecte esta finalitzat i es coneixen les tasques realitzades i la 
seva duració. Cal dir que el projecte no va durar els 9 mesos
Per definir el període de duració del treball final de grau farem una descripció de les 
tasques que és durant a terme, i que més endavant explicarem amb detall, 
juntament amb la durada.
5.1.Plantejament inicial del projecte
Primer de tot, i com ja he comentat, el projecte no va durar els 9 mesos de la beca, 
els primers 4 mesos es van fer treballs externs al projecte però els comento, ja que 
hem van apropar i preparar per poder entendre una mica millor el codi amb què 
posteriorment treballaria. Aquests treballs va ser gestionar SEABED que és un 
servei web bioinformàtic, i un dels processos que et permeten fer es el cribratge 
virtual utilitzant el mètode del docking.
El primer plantejament que es va fer del projecte, va ser que es faria una aplicació 
Android basada en SEABED, i que s’optimitzaria utilitzant COMPSs aplicat a 
Android i aplicat en codis interns que utilitzaria l’aplicació.
Com es pot veure, el projecte no va acabar sent una aplicació Android per falta de 
temps i que posteriorment en aquest document s’explicarà en quin punt del projecte 
ens vam adonar.
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5.2. Duració del projecte
Com és deduïble el projecte va durar 5 mesos, des del febrer del 2015 fins al juliol 
del 2015.
I podem dividir el projecte en cinc grans grups, ordenats cronològicament, un primer 
grup serien petits treballs que es van iniciar per tal de donar suport a l’aplicació 
Android, un segon grup va ser conèixer el codi que hi havia i l’adaptació del codi per 
adaptar-lo a MDPlus, un tercer grup va ser la cerca de l’optimització de memòria en 
el següent grup tindríem l’adaptació del codi a PyCOMPSs afegint l’execució del 
codi en el supercomputador MareNostrum i per últim proves, obtenció de resultats i 
comparativa.
6.Pla de projecte
Un cop introduït les cinc etapes en les quals dividim el projecte, procedim a explicar 
cada una de les etapes, juntament amb la seva duració i desviacions produïdes.
6.1.Primers pasos, aplicació Android
En aquesta primera etapa encara no podíem saber que l’aplicació Android no 
acabaria de desenvolupanse fins a tenir una versió en producció, tot i aixó, es van 
fer varies tasques.
Com a recordatori aquesta aplicació serviria com a visualitzador del servei web 
SEABED, es a dir, podriem visualitzar el projectes, resultats, dinamiques moleculars 
que cada usuari tenia dins del web service, a més a més, es podrien llençar 
processos pels quals SEABED estava programat com el docking, binding site…
Per tant el primer pas va ser reunir-se amb el cap del projecte, Ramon Goñi, per tal 
d'especificar que volíem i quines acciones faria que l’aplicació fos lenta per tal 
d’optimitzar-la.
El primer que es va fer va ser la creació d’un servidor similar al que estava suportant
SEABED, per tal de què sigues l’encarregat de respondre a les peticions de 
l’aplicació. Aquest servidor es va muntar sobre la mateixa maquina on estava 
SEABED i consistia en una màquina virtual amb el sistema operatiu Ubuntu, a la 
qual és a assignar una IP estàtica per comunicar-se amb l’aplicació Android i poder 
respondre als serveis REST que s’encarregaven tant d'autentificar i registrar usuaris
com de llençar un docking i donar la resposta.
Un cop habilitat el servidor vaig crear una base de dades (MySQL) pel servei REST 
que habilitava el login i el registre dels usuaris. El següent servei REST va ser el 
desenvolupament del binding site, un procés relacionat amb la biologia, que al no 
tenir relació amb el projecte final no entraré en detall. I per ultim, com l’aplicació era 
un visualitzador dels projectes que l’usuari tenia en SEABED, vaig crear un servei 
REST per tal d’obtenir la ruta on es guardaven els projectes de l'usuari registrar.
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Aquest primer grup de tasques va durar tres setmanes, en aquest punt no va haver-
hi desviacions, només va ser un procés de creació i testeig, el màxim repte va ser el 
binding site, però com SEABED ja el feia, només calia adaptar-lo al servei REST i 
modificar-lo, ja que era un procés més complet del que volíem a l’aplicació.
6.2.Cribratge virtual i MDPlus
En aquest segon grup de tasques comença com a un procés paral·lel al projecte 
inicial per tal d’adaptar el codi python de selecció de snapshots representatius i 
cribratge virtual que realitzava SEABED amb les dinàmiques moleculars que 
s’implementen en la llibreria MDPlus. I que serviria, posteriorment, per crear el 
servei REST que proporcionaria aquest servei en l’aplicació Android.
Una tasca que va passar de tenir una previsió d'un parell de setmanes, es va 
convertir en un procés d'un mes i mig amb problemes per adaptar les dinàmiques 
molecular i sobretot que el resultat del codi produïa un comportament no desitjat per 
dinàmiques molecular molts grans en la selecció de snapshots representatius i que 
anaven en contra del que prometia MDPlus, que és suportar grans estructures.
Per tant, podem dir que hi ha una gran desviació de les previsions del projecte i es 
va prioritzar la finalització d’aquesta tasca sobre l’aplicació Android.
6.3.La cerca de l’optimització
A partir d’aquest moment i després de fer diverses reunions, s’opta per deixar 
l’aplicació Android i crea un codi que proporciones un cribratge virtual capaç 
d'executar grans dinàmiques moleculars, per tant, el que quedava de projecte, més 
o menys uns 2 mesos i mig, se centrarien els esforços per tal de fer possible aquest 
objectiu.
Dintre d’aquesta tasca, es crearia un codi que en comptes de carregar tota la 
trajectòria de la dinàmica molecular en memòria, ja que podia a arribar a ser molt 
pesada, optaríem per anar carregant-la en chunks configurables per l’usuari de 
manera que reduiríem el consum de memòria i obteníem un resultat correcte. L’únic 
defecte, és què el procés durava mes temps, però era assumible per l’usuari.
Aquest procés trigaria un mes a completar-se i obtenir resultats correctes, on les 
desviacions vindrien pel format d’entrada de les dinàmiques moleculars en el 
procés, però que és negligible.
6.4.Adaptació del codi a PyCOMPSs
Un cop amb el codi acabat, passaríem a optimitzar la part del docking que des d’un 
primer moment vam veure que consumia la majoria del temps del cribratge virtual.
En aquesta tasca es va estudiar diverses maneres d’optimitzar el codi, incloent-hi 
PyCOMPSs que va ser el mètode que ens donava millors resultats, per tant, i amb 
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l’assessorament de desenvolupadors de PyCOMPSs del BSC es va adaptar el codi 
a aquest mètode de paral·lelització.
Aquesta tasca va durar tres setmanes de setmanes, sense desviacions.
       6.5.Testeig al MareNostrum
En aquesta tasca es realitza la petició d’un compte per poder executar al 
MareNostrum i es realitzen treballs de testeig amb diferents paràmetres d’entrada 
per tal de veure el comportament del codi amb diferents nombres de nodes de 
paral·lelització, i es va millorant alguns aspectes per tal de millorar el codi.
Procés de tres setmanes, on existeixen dues desviacions, la primera és l’obtenció 
del compte, ja que havien de validar la sol·licitud i és un procés que no depenia de 
nosaltres, i la segona i última desviació va ser recrear l'entorn amb les 
dependències necessàries al MareNostrum per poder executar el codi, en aquesta 
segona desviacions hi havia aspectes que tampoc depenien de nosaltres, ja que 
s’ha de demanar permís per instal·lar certes llibreries i algunes les instal·len el 
personal de suport.
7.Recursos
Per aquest projecte es va utilitzar una maquina personal de 12GB de memòria amb 
Ubuntu 64 bits com a sistema operatiu i 8 processadors. I s’han utilitzat els nodes de
MareNostrum amb on cadascun té 4 cores de 16 GB.
8.Identificació dels costos
En aquest apartat farem menció als diferents costos derivats del desenvolupament 
del nostre projecte. Dins d’aquest pressupost es veuran inclosos diferents 
agrupaments: recursos humans, recursos de software i hardware, costos indirectes i
imprevistos i contingències.
8.1.Recursos humans
Aquest projecte ha estat desenvolupat per una única persona, tot i rebre ajuda 
d'altres departaments del BSC, aquest no han estat inclosos al projecte per què 
l’ajuda rebuda feia referencia a projectes que estaven en desenvolupament i, per 
tant, aquests recursos humans ja estan comptabilitzats en altres projectes.
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A continuació tenim la taula on es contemplen els recursos humans.
Recurs Rol €/h Hores Total 
Cristian García Programador 6.25 720h 4.500€
Taula 1. Recursos humans
8.2.Recursos de software i hardware
Durant el projecte es van utilitzar diferents eines, tant hardware com software, 
comptabilitzades en la següent taula:
Producte Preu(€) Vida útil(mesos) Amortització*(€)
Maquina personal 800 60 120
Ubuntu 0 - 0
Sublime editor text 0 - 0
Eclipse 0 - 0
Taula 2. Recursos hardware i software
*Amortització calculada amb el preu dividit per la vida útil del producte (en mesos) 
multiplicat  per la durada total estimada del projecte (9 mesos).
8.3.Costos indirectes
A més a més dels costos que es faran de manera directe hem de tenir en compte 
altres despeses que seran necessàries per dur a terme el projecte. En el moment de
calcular aquests costos haurem de tenir en compte que el treball es durà a terme en
una empresa i, per tant, despeses com l’aigua, la llum, el local o la Internet no són 
desemborsaments destinats únicament a aquest projecte. Cal dir que és una 
aproximació sobre el que he pogut gastar com a recurs humà per què no tinc accés 
a aquesta informació en l'àmbit general de l’empresa, un cop aclarit aquest punt, els 
costos indirectes es divideixen en:
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Producte/servei Cost Període Total estimat
Aigua 20€/mes 9 180€
Llum 20€/mes 9 180€
Electricitat 0.084Eur/Kwh 9 275.94€
Taula 3. Costos indirectes
En una llar unifamiliar on viuen tres persones, es gasten de mitja uns 60€/mes de 
llum i aigua, suposant que el consum es uniforme per persona el consum de llum i 
aigua de 20€/mes per persona.
Pel que fa a l'ús d’electricitat, el consum anual d’una màquina encesa 24h els 365 
dies de l'any amb un consum de 500W és de 367.92€. [10]
8.4.Imprevistos i contingències
En tot projecte poden sorgir diferents imprevistos que alterin la planificació que es 
va a dur a terme abans de què aquest comencés. És per aquest motiu que s’han 
d’identificar els diferents riscos que poder sorgir per tal d’evitar el més possible les 
desviacions de la planificació inicial.
En aquest projecte l’imprevist que pot aparèixer és que algun component de 
l’ordinador deixi de funcionar i no es pugui fer ús d’aquest. El cost aproximat per a la
substitució d’un component és 150 €. Tot i que el risc que això passi és d’un 10%, 
es tindran en compte diferents mesures:
●  Per preveure la pèrdua de dades importants en cas de què s’espatlles el 
disc dur, es faran commits sovint al servidor de Bitbucket per a què les 
pèrdues siguin les mínimes possibles.
8.5.Valoració d’alternatives i pla d’acció
Durant el desenvolupament del projecte, poden aparèixer diferents fenòmens que
derivin en que el plantejament inicial del projecte no es pugui dur a terme.
És per aquest motiu que hem de identificar aquests fenòmens i crear un pla d’acció 
per a que el projecte es pugui desenvolupar amb la major normalitat possible.
Els diferents obstacles que hem identificat per aquest projecte són:
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Risc Gravetat Pla de contingència
Poca experiència amb 
python
Baixa Els programadors seniors 
ajudaran al desenvolupador 
en cas de necessitat
Noves funcionalitats Mitjana Les noves funcionalitat 
s’estudiaran i es modificara 
el planning i/o la prioritat 
sobre la resta
Mala planificació inicial Alta Es valorara quines 
funcionalitats tenen prioritat i
es modificara el treball a 
realitzar en cas de 
necessitat
Taula 4. Alternatives i pla d’acció
9.Disseny arquitectònic 
Com a tal, aquest projecte no implica crear una arquitectura, però sí que utilitza el 
MareNostrum,per tant, trobo oportú explicar l’estructura que gestiona l’execució 
d’aplicacions als nodes de MareNostrum.
El primer pas és tenir habilitada un compte per tal de poder loguinar-te al 
MareNostrum, on tens tres nodes per tal de poder fer-ho i són mn1,mn2,mn3. 
També tindrem un node administratiu que ens servirà, per exemple, per canviar la 
password.
Dintre dels nodes del login tindrem cinc nodes interactius(login1:login5) on podrem 
executar les nostres aplicacions sempre i quan no triguin més de 10 minuts de us de
CPU.
Per execucions més llargues, com serà en el nostre cas, hem de llençar les 
execucions a les cues LSF, que tenen un límit de 48h d’execució.
Tota aquesta estructura te deshabilitada l’accés cap a l’exterior, per tal de podem 




Programa per loguinar-te i executar comandes en una màquina remota, amb una sessió 
encriptada donant així una seguretat en la comunicació. [11][12]
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             9.1.2.LSF(Load Sharing Facility)
Sistema per gestionar programes que no es poden executar interactivament en una 
màquina, ja que requereixen d’un llarg temps d’execució, un gran consum de memòria o 
altres recursos de la màquina.
Per aquesta raó aquests programes s’han d’executar en tandes o batch jobs, que 
s’executen en quant hi ha suficients recursos disponibles per tal de què el batch job es 
realitzi correctament, sinó el batch job estarà encuat.[13]
            9.1.3.Hardware utlitzat
Per aquest projecte es va utilitzar una màquina personal de 12GB de memòria amb Ubuntu 
64 bits com a sistema operatiu i 8 processadors. I s’han utilitzat els nodes de MareNostrum 
amb on cadascun té 4 cores de 16 GB.
9.2.Gestió de riscos
Per aquest projecte en quant a riscos relacionats amb l’arquitectura o hardware utilitzat 
tenim:
Risc Gravetat Pla de contingència
Avería en els nodes del 
MareNostrum
Baix En aquest cas si el 
MareNostrum no está 
disponible per ser utilitzar 
no podem fer res al 
respecte.
Sempre es poden 
modificar els testos i 
llençar-los en local
Avería en els nodes del 
MareNostrum
Baix Disponibilitat d'utilitzar 
altres nodes habilitats del 
MareNostrum
Taula 5. Gestió de riscos
10.Relació del projecte amb les 
competències tècniques de la especialitat
● CTI1.1: Demostrar comprensió de l'entorn d'una organització i de les seves 
necessitats en l'àmbit de les tecnologies de la informació i les comunicacions.
[Una mica]. 
Aquest aspecte te relació en comprendre l’estructura que té el 
MareNostrum, els protocols que utilitza i quines limitacions hi han, per 
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tal de poder adaptar l’àmbit de treball i execució en local del codi 
realitzat i executar-ho en un supercomputador.
Es va fer un treball per entendre com era el sistema de fitxers del 
MareNostrum i poder simular l’entorn de treball local en aquest sistema
de fitxers, d’aquesta manera es podia realitzar una instal·lació de les 
llibreries necessàries per a l’execució del codi del cribratge virtual en el
MareNostrum i poder analitzar els resultats i fer proves d’escalabilitat.
● CTI1.3: Seleccionar, desplegar, integrar i gestionar sistemes d'informació que 
satisfacin les necessitats de l'organització amb els criteris de cost i qualitat 
identificats. [Una mica].
Cal destacar l’objectiu primordial de la llibreria MDPlus en fer codis que
siguin raonables amb el consum de memòria i garantir que aquest no 
sigui un problema, amb l’objectiu de fer arribar el producte a un 
nombre major d’usuaris que necessitin executar processos relacionats 
amb la bioinformàtica.
● CTI3.1: Concebre sistemes, aplicacions i serveis basats en tecnologies de 
xarxa, tenint en compte Internet, web, comerç electrònic, multimèdia, serveis 
interactius i computació ubiqua. [Bastant]
Ho podem relacionar amb una part no destacada i no acabada de 
desenvolupar del TFG però que es va dur a terme que és la 
implementació d’un servidor per donar resposta als serveis REST que 
una aplicació Android pogués demanar.
L’objectiu, que es va realitzar però no té un impacte sobre el Treball 
Final de Grau, era crea una infraestructura client-servidor, on el client 
mitjançant una petició REST amb un identificador podia realitzar una 
funcionalitat programada al servidor i aquest retornar-ho al smartphone
del client per tal de visualitzar-ho en cas d’una funcionalitat 
bioinformàtica o realitzar una acció com pot ser un loguin o una 
administració d’arxius.
● CTI3.3: Dissenyar, implantar i configurar xarxes i serveis. [Una mica]
Ho podem relacionar amb una part no destacada i no acabada de 
desenvolupar del TFG però que es va dur a terme que és la 
implementació d’un servidor per donar resposta als serveis REST que 
una aplicació Android pogués demanar.
L’objectiu, que es va realitzar però no té un impacte sobre el Treball 
Final de Grau, era crea una infraestructura client-servidor, on el client 
mitjançant una petició REST amb un identificador podia realitzar una 
funcionalitat programada al servidor i aquest retornar-ho al smartphone
del client per tal de visualitzar-ho en cas d’una funcionalitat 
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bioinformàtica o realitzar una acció com pot ser un loguin o una 
administració d’arxius.
11.Sostenibilitat i viabilitat
Sostenible? Economica Social Ambiental
Planificació(Valoració) 9 8 9
Resultats(Valoració) 9 9 9
Riscos(Valoració) 0 0 0
Valoració total 18 17 18
Suma total 53
Taula 6. Sostenibilitat i viabilitat
Segons la sostenibilitat econòmica, el projecte té uns diners fixes assignats per tal 
de realitzar-lo i tots són destinats a pagar el sou del desenvolupador, per tant, 
existeix una avaluació completa dels costos, incloent-hi els costos que imprevistos, 
que no hi ha hagut.
Si fos competitiu seria rentable, ja que el profit que es pot treure es més gran que el 
seu cost, tot i que es podria haver invertit menys temps, però el temps de formació 
del desenvolupador ha estat inclòs en el temps que ha durat el TFG.
Un cop hem finalitzat el TFG, no hi ha hagut riscos econòmic a tenir en compte, ja 
que el pressupost inicial no ha tingut cap variació relacionada amb els riscos que 
poden presentar un incorrecte desenvolupament del TFG i que facin variar el 
pressupost inicial.
Pel que fa a la sostenibilitat social, és un producte que pot agilitzar el descobriment 
de nous fàrmacs on es mira amb molta cura intentar utilitzar els mínims recursos. 
Crec que l’impacte social no es molt gran per que és un camp d’investigació molt 
avançat, però no veig a qui podria afectar negativament el descobriment de nous 
fàrmacs, sense entrar en com ho poden utilitzar les grans empreses farmacèutiques.
Un cop finalitzat el projecte cal destacar que hem obtingut un producte molt eficient 
en consum de memòria i temps d’execució que pot apropar el cribratge a la 
comunitat científica amb uns recursos limitats. 
I per últim, en l’àmbit ambiental, ha sigut un projecte de desenvolupament de 
software, per tant, només s’ha utilitzat una màquina que l’impacte ambiental és 
mínim, i cal dir que no ha sigut una màquina adquirida només per aquest projecte, 
sinó que ha estat reutilitzada.
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12.MDAnalysis
MDAnalysis és una llibreria python orientada a objectes 
amb un conjunt d’eines per tal de poder analitzar 
trajectòries moleculars generades amb CHARMM, 
Gromacs, Ámbar, NAMD o LAMMPS com a principals, 
però pot treballar amb altres formats, com XYZ.
L’objectiu d’aquesta llibreria és obtenir una trajectòria 
provinent d’un arxiu i obtenir-la com a una array de 
numpy.
Tota la nomenclatura de formats ens permet treballar amb multitud de format que 
ens dóna la possibilitat de poder seleccionar conjunts d’àtoms de les trajectòries i 
tenir una gran varietat de funcionalitats depenent del que vulguem investigar o del 
treball que vulguem dur a terme amb la trajectòria molecular treballant, un cop 
seleccionat el conjunt d’àtoms corresponent, amb l’estructura de dades Numpy que 
ens proporciona una eina molt potent per tal de realitzar anàlisis complexos i accedir
a les coordenades moleculars.
Tota aquesta interoperativitat entre eines i paquets ens permet poder tenir una gran 
llibertat per escollir l'eina més adient o preferida per l’usuari i visualitzar o simular la 
trajectòria molecular resultant dels anàlisis realitzats sobra la trajectòria inicial.
Un altre objectiu de MDAnalisis és que l’usuari pugui crear les seves pròpies eines 
però també es pot utilitzar per a l’exploració interactiva de dades de les dinàmiques 
moleculars en IPython, és una aplicació web que permet crea i compartir codi, 
equacions, visualitzacions per tal de poder netejar i transformar dades, poder 
realitzar simulacions numèriques i models estadístics, amb la unió de Pandas, que 
és una llibreria python que ens proporciona eines d’anàlisis de dades amb un alt 
rendiment.
MDAnalysis també és una bona llibreria per fer aproximacions rapides sobre un 
treball més complex i extens, al treballar sobre python tenim un llenguatge potent i 
ràpid, a part, de fàcil de programar.[15][16]
12.1.Observacions historiques, tècniques i artístiques
MDAnalysis va estar inspirada originalment al grup Schulten Group’s MDTools per 
python i en el codi de lectura del format DCD derivat de VMD’s catdcd, amb una 
llicència GPL.
Tot i ser una llibreria python hi ha rutines de temps crític en C i Cython que 
requereixen un compilador C.
MDAnalysis té com a requisits Python versió 2.7 i s’està utilitzant satisfactòriament 
en Linus i Mac OS X.
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12.2.Principals objectes i formats
Quan treballes amb MDAnalysis no utilitzes explícitament eines externes per tal de 
poder llegir la trajectòria, sinó que el que es fa es crea un Universe i MDAnalysis 
s’encarrega automàticament d’identificar l’extensió de l'arxiu que conté la trajectòria,
escollir el lector més adient i generar l’objecte Universe. Igualment es pot forçar i 
seleccionar un lector per tal de llegir l’arxiu.
Per tal d’utilitzar MDAnalysis amb Python pots fer una instal·lació amb la comanda 
pip:
Figura 2.Instal·lació MDAnalysis
Un cop instal·lada, per tal de incloure la llibreria al codi, com treballem amb python, 
hem de fer una importació de la llibreria:
 o 
Figura 3.Importació MDAnalysis
Un cop tenim realitzat l’import, tots els codis que utilitzen MDAnalysis han de 
començar creant l’objecte Universe, per tal de fer-ho es requereix sempre un arxiu 
amb la topologia de la trajectòria molecular que ens indica la llista d’àtoms i residus i
la seva connectivitat. Pot ser un arxiu psf provinent de CHARMM/ XPLOR /NAMD o 
un arxiu que conté també les coordenades en format PDB provinent de Protein 
Databank Brookhaven, una base de dades, o un fitxer CRD que és un target amb 
coordenades de CHARMM o un arxiu de GROMOS/GROMACS.
A part de l'arxiu topologia podem tenir un arxiu trajectòria, però com es pot observar 
aquest és optatiu en alguns casos, ja que la topologia pot contenir coordenades.
Per tant, l’arxiu trajectòria conté una llista de coordenades del àtoms/residus 
ordenades segon la topologia, podem tenir formats amb un únic frame com PDB, 
CRD o GRO o formats que contenen més d'un frame com arxius binaris DCD de 
CHARMM, NAMD, LAMMPS, arxius XTC/TRR amb trajectòries de Gromacs o arxius
XYZ.
Amb aquests dos arxius, ara si, podem formar l’objecte principal Universe, tenim 
diverses maneres de fer-ho, depenent dels arxius que tenim:
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Figura 4.Creació objecte Universe
La creació d’un Universe té més paràmetres, per tal d'adaptar l’objecte a les 
necessitats de l'usuari:
● topologyfile: indica la llista d’àtoms i residus i la seva connectivitat.
● coordinatefile: indica les coordenades de la topologia en cada frame
● permissive: nomes rellevant per formats PDB. Posar a true per ignorar 
fallades de lectura i llegir-lo amb MD simulation o posar a false per llegir amb 
Bio.PDB.
● topology_format:informa del format de l'arxiu topologia.
● format:  informa del format de l’arxiu trajectòria.
● guess_bonds: un cop l’Universe s’ha creat, s'utilitza per suposar la unió 
entre àtoms.
Universe té un seguit d’atributs que contenen tota la informació de la trajectòria 
molecular que s’ha carregat en l’objecte.
Podem trobar Universe.trajectory, on obtenim el lector de l’actual trajectòria 
carregada, que ens permet crear un bucle per recórrer tots el frames i obtenir la 
informació de cadascú a partir de la invocació Universe.trajectory.ts, que ens 
donarà la informació del frame actual en el que estem.
L’objecte que ens permet emmagatzemar el frame s’anomena Timestep i es va 
actualitzant quan canviem de frame actual. El que ens permet obtenir l’objecte 
timestep són el nombre d’àtoms, el número de frame actual i el numpy array 
corresponent a les coordenades del frame.
La trajectòria d’un Universe té un conjunt d’atributs, però no tots són accessibles, 
depenen del format de l'arxiu corresponent a la trajectòria amb què s’ha carregat.
El mes importants serien:
● filename: retorna el nom de l'arxiu a partir del qual hem carregat el Universe.
● numatoms: número d’àtoms d’un frame.
● numframes: número de frames.
● ts: l’objecte Timestep corresponent al frame actual.
● frame: el número corresponent al timestep actual.
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A continuació un petit exemple:
Figura 5.Bucle per recorre una trajectoria
També podem obtenir les dimensions de la unitat cel·la d’un Universe a partir de 
Universe.dimensions.
I les unions dels àtoms de la topologia a partir de:
● Bonds: retorna totes les unions dels àtoms.
● Angles: retorna tots el angles entre àtoms.
● Dihedrals: retorna el dihedrals entre àtoms.
12.3.SELECTOR D’ATOMS
Un altre de les parts importants és el selector d’àtoms. Un cop tenim l’univers creat 
podem obtenir els àtoms que conformen aquest Universe.
Figura 6.Selecció d’un grup d’àtoms
Com podem observar en l’exemple anterior, a partir d’un Universe i la crida 
select_atoms passant-li un segid amb el nom dels àtoms que volem obtenir 
(“KALP”), podem obtenir un AtomGroup dels àtoms que tenen com nom de segment
“KALP”.
12.3.1.AtomGroup
Un AtomGroup és una llista d’àtoms normalment provinents d’una selecció, tot i que 
es poden crear llistes buides.
MDAnalysis representa els àtoms com la construcció base de totes les estructures 
de dades llargues, formada a partir de la lectura d’una topologia.
D’àtoms només tenim un conjunt d’atributs predefinits per raons de rendiment, ja 
que ens estem referenciant a l'element més petit de la matèria.
Sobre l’objecte Àtom podem obtenir diversa informació, a continuació un llistat de 
les més important:
● index:  index de l’àtom.
● segid: nom del segment.
● resid: id del residu.
● resnum: Numero canònic del residu.
● resname: nom  del residu.
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● id: àtom id dintre del residu.
● name: nom de l’àtom.
● type: tipus d’àtom.
● mass: massa atòmica.
● charge: carga de l’electró.
● radius: radi de la unió per càlculs electrostàtics.
● centroid: centroide de l’àtom.
● force: força de l’àtom.
● pos/position: coordenades de l’àtom.
Com un AtomGroup és una llista d’àtoms, podem obtenir la mateixa informació que 
per un Àtom.
Alhora de fer una selecció hem de tenir en compte que les keywords utilitzades són 
case sensitive, és a dir, tenen en compte majúscules i minúscules.
Per tal de dur a terme una selecció tenim varies keywords que podem utilitzar, 
segons la informació d’entrada que disposi l’usuari o la que necessiti dur a terme.
12.3.2.Tipus de seleccions
Podem fer seleccions simples  a partir de:
● protein, backbone, nucleic, nucleicbackbone
Seleccionem tots els àtoms dintre d’aquest quatre grups de residus.
● segid seg-name
Seleccionem tots els àtoms segons el nom del segment, per exemple segid 
4AKE .
● resid residue-number-range
Seleccionem tots els àtoms segons la id del residu, aquesta id pot ser un únic
id o un rang, per exemple resid 1:5.
● resname residue-name
Seleccionem tots els àtoms segons el nom del residu, per exemple resname 
LYS.
● name atom-name
Seleccionem tots els àtoms segons el nom, per exemple name CA.
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● type atom-type
Seleccionem tots els àtoms segons el tipus.
● atom seg-name residue-number atom-name
Seleccionem un únic àtom pel nom de segment, residu i nom de l’àtom, per 
exemple DMPC 1 C2.
També podem fer seleccions segons la geometria dels àtoms:
● around distance selection
Seleccionem tots els àtoms que estiguin en una certa distància d’una altra 
selecció, per exemple, around 3.5 protein on seleccionarem els àtoms que 
estiguin a una distància de 3,5.
● sphlayer innerRadius externalRadius selection
Seleccionem tots els àtoms que estiguin dintre d’una capa esfèrica  centrada 
al centre geomètric de la selecció amb un cert radi intern i extern, per 
exemple sphlayer 2.4 6.0 (protein and (resid 130 orresid 80)) .
● sphzone externalRadius selection
Seleccionem tots els àtoms que estiguin dintre d’una zona esfèrica  centrada 
al centre geomètric de la selecció amb un cert radi, per exemple sphzone 6.0 
( protein and ( resid 130 or resid 80) ).
● cylayer innerRadius externalRadius zMax zMin selection
Seleccionem tots els atoms que estiguin dintre d’una capa cilindrica  centrada
al centre geometric de la selecció amb un cert radi intern i extern i uns 
limitadors de l’eix z, per exemple cylayer 5 10 10 -8 protein.
● cyzone externalRadius zMax zMin selection
Seleccionem tots els àtoms que estiguin dintre d’una zona cilíndrica  centrada
al centre geomètric de la selecció amb un cert radi i uns limitadors de l’eix z, 
per exemple cyzone 15 4 -8 protein and resid 42.
● point x y z distance
Seleccionem tots els àtoms que estiguin a una certa distància d’un punt, per 
exemple point 5.0 5.0 5.0  3.5.
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● prop [abs] property operator value
Seleccionem tots els àtoms basant-nos en una posició i a partir d’una 
propietat en les coordenades, usant els operadors <, >, <=, >=, ==, !=, per 
exemple  prop z >= 5.0 .
Podem fer una selecció per similitud i connectivitat: 
● same subkeyword as selection
Seleccionarem tots els àtoms que tinguin la mateixa keyword que la selecció, 
les keywords disponibles són propietats dels àtoms 
(name,type,resname,resid,segid,mass,charge,radius,bfactor,resnum), també 
podem seleccionar els àtoms que estan en un grup de residu o podem 
utilitzar les coordenades dels àtoms.
● byres selection
Seleccionarem tots els àtoms que estiguin en el mateix segment i residu que 
la selecció.
Podem seleccionar per index:
● bynum index-range
Seleccionem tots els àtoms dintre del rang, incloent-hi extrems, per exemple 
bynum 5:10 o bynum 5.
I per últim podem seleccionar per seleccions preexistents i modificacions:
● group group-name
Seleccionem tots els atoms dintre del AtomGroup amb nom group-name.
● global selection
Seleccionem tots els àtoms que surten de la intersecció de la comanda 
select_atoms i la selecció.
D’altra banda un cop tenim l’objecte Universe creat podem instancia seleccions 
instantànies com si fossin atributs d’aquest, podem seleccionar:
● Segment  universe.<segid> o universe.s<segid> 
28
○ Seleccionem un segment a partir del segid, funciona per Universe i 
SegmentGroup.
● Residu seg.r<N>
A partir d’un segment podrem seleccionar un residu utilitzant:
○ resid (seg.r<N>) 
○ resname (seg.<resname>) 
● Atoms 
Seleccionarem un o varis àtoms a partir del nom, a partir d’un AtomGroup, 
g.<atomname>.
Totes aquestes seleccions es retornen amb un cert ordre, utilitzant l’atribut index 
dels àtoms seleccionats. Aquest ordre és crucial pels angles que hi ha entre les 
connexions dels diferents àtoms o si hi ha duplicacions d’àtoms, aleshores s’ha de 
fer una concatenació dels AtomsGroups resultants de la selecció.
12.4.MÒDULS
12.4.1.Mòdul Core
Conté funcionalitats bàsiques i essencials pel funcionament de MDAnalysis, així 
com l'estructura bàsica AtomGroup o funcionalitats per la selecció i 
traducció/adaptació.
12.4.2.Mòdul Analysis
Aquest mòdul té codi per dur a terme funcionalitats d’anàlisis específiques. Aquest 
mòdul no està importat per defecte, per tant, hem d’importar-lo abans de poder 
executar qualsevol funcionalitat que hi hagui dins, per tal de fer-ho:
Figura 7.Importació mòdul align
Hem d’anar amb compte perquè alguna funcionalitat pot requerir paquets externs 
com SciPy o NetworkX.
Dintre d’aquest mòdul podem trobar funcionalitats per càlculs de distàncies i 
contactes entre elements.
A continuació una breu introducció als mòduls més importants juntament amb una 
breu descripció.
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Podem trobar el mòdul align i rms que conté funcionalitats per alinear estructures 
utilitzant l’arrel quadrada de la distància mitjana (RMSD) entre coordenades de les 
dues estructures i la matriu de rotació per minimitzar el RMSD.
Un petit exemple:
Figura 8.Exemple RMSD
També podem trobar el mòdul contacts per tal de trobar les interseccions natives 
en una trajectòria, on una intersecció o contacte es dóna quan la distancia entre dos
àtoms és menor a un radi establert, i aquesta es considera nativa si es dóna també 
en els àtoms equivalents als interaccionats.
Figura 9.Exemple mòdul contacts
12.4.3.Mòdul Topology
Dintre d’aquest mòdul trobem totes les funcionalitats per poder llegir fitxers amb 
topologies, que són els encarregats d’identificar els àtoms i el vincul entre ells.
Com tenim diferents possibles formats d’aquest fitxer, tenim la mateixa quantitat 
d'adaptadors d’aquest fitxer per poder treballar amb ells, però hem de tenir en 
compte que podem tenir funcionalitats diferents o atributs diferents pels diferents 
formats.
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A continuació una petita taula amb els que considero més importants o que s’han 
utilitzat més en aquest projecte de fi de grau:
Taula 7.Formats mòdul Topology
12.4.4.Mòdul Coordinates
Com tenim un altre tipus de fitxer que conté la informació corresponent a la 
trajectòria, tenim un mòdul dedicat per aquest fitxer. La diferencia amb el mòdul de 
topologies és que a part de llegir podem escriure trajectòries, de la mateixa manera 
tenim una gran varietat de formats amb submòduls dedicats per llegir i escriure 
trajectòries, i de la mateixa forma hem de tenir en compte les funcionalitats diferents 
i/o atributs necessaris per escriure noves trajectòries, en aquest cas.
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A continuació un petit exemple d’escriptura:
Figura 10.Exemple escritura trajectoria
12.4.5.Mòdul  Selection Exporters
Aquest mòdul et dóna la possibilitat d'escriure una selecció en un fitxer per tal de ser
llegida per un altre programa i poder seleccionar els àtoms.
En aquest mòdul tenim menys formats compatibles per la dificultat afegida d'escriure
un conjunt d’àtoms.
Taula 8. Formats mòdul Selection exporters
12.4.6.Mòdul  Visualization
Conté funcionalitats per tal de visualitzar/simular dades que estan específicament 
preparades per poder ser visualitzades gràficament.
Podem fer visualitzacions en 2D i en 3D.
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Taula 9. Exemple visualització 2D i 3D
12.4.7.Mòdul LIBRARY
Conté funcions matemàtiques d’alt rendiment.
● MDAnalysis.lib._distances conte l’accés de menor nivell per les funcions de
MDAnalysis Cython de càlcul de distàncies.
● MDAnalysis.lib.transformations conté una multitud d'operacions per 
matrius que manipulen coordenades.
● MDAnalysis.lib.qcprot conté una implementació de superposició per 
minimitzar l’algoritme de càlcul del RMSD.
● MDAnalysis.lib.util conté diversos files, string i funcions d’utilitat.
● MDAnalysis.lib.NeighborSearch conté funcions pel càlcul i cerca de veïns.
[14]
13.LLibreria NUMPY
Tot i no estar inclòs en la llibreria MDAnalysis, estem parlant d'una llibreria 
fonamental per realitzar per la computació i càlcul científics en python, ens 
proporciona un array multidimensional i un seguit d’operacions per la manipulació 
del array multidimensional.
L’objecte bàsic d’aquesta llibreria és el ndarray, que encapsula n arrays 
dimensionals amb dades homogènies.
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Respecte al array tradicional de Python tenim diverses diferències:
● Numpy crea arrays de mides fixes, optimitzant l’espai que consumim i ens 
dóna la possibilitat de poder canviar la mida.
● Les dades de les arrays de Numpy són homogènies, ocupant totes el mateix 
espai. A excepció de arrays on la seva informació és un altre array que pot 
varia el tipus de dades.
● Facilitat per operacions matemàtiques i altres tipus d’operacions sobre grans 
estructures de dades, com seran els nostres compostos químics. Executats 
més eficientment y generalment amb menys línies de codi.
Considerem l’exemple de la multiplicació de dos arrays per veure l’eficiència de 
Numpy.
Aquest exemple en Python es faria de la següent manera:
Figura 11.Multpiplicació array 1
El que fem es recorre les dues arrays i guardar-les en una tercera. Per mides petites
ens pot valer, però si augmentem la mida pagarem la ineficiència de python per 
recórrer arrays, i hauríem de recórrer a llenguatge C per augmenta l’eficiència fent 
un codi com:
Figura 12. Multiplicació array 2
Amb Numpy el que tindríem seria:
Figura 13. Multiplicació array 3
Utilitzant la propietat de vectorització de numpy, que ens dóna l’absència de bucles 
per recórrer les arrays, aquest recorregut es fa per darrere amb codi en C 
precompilat ens permet una millora de codi i de possibles error.
I la propietat del broadcasting, que ens dóna la propietat implícita d'estar fent 
operacions element per element.
34
14.MDPLUS
MDPlus és una extensió de MDAnalysis, per tant comparteixen el mateix core, amb 
la diferència que dóna la possibilitat de llegir les dinàmiques moleculars i tractar-les 
per parts, dividint-les en parts amb específics frames de la trajectòria.
Per tal de fer-ho tenim tres tipus d’objectes bàsics diferents. Partim de la base amb 
l’objecte FASU, que és l’objecte que ens crea les porcions de l’Universe seleccionat,
a partir de la selecció dels paràmetres start, stop per delimitar els frames que amb 
els que volem treballar i el paràmetre step que en diu els salts dintre d’aquest rang.
Posteriorment podem treballar amb l’objecte COFASU, que és un conjunt d’objectes
FASUS i ens permet analitzar unitats moleculars (residus, nucleòtids, etc.) entre 
diferents Universes.
Per últim tindríem el MUCOFASU, basat en el COFASU però ens serveix per 
treballar amb multiprocessament.
Per tal de crear un objecte Fasu necessitem un fitxer topologia i un fitxer trajectòria, 
també podem informar dels paràmetres start, stop i step, del format del fitxer, podem
indicar si volem treballar en lazy_mode, es a dir, llegirem els fitxers només quan faci 




Amb l’objecte Fasu podem realitzar les següents funcionalitats:
● initialize: Carrega l’Universe si encara no està carregat.
● is_initialized: ens retorna si l’universe està carregat o no.
● are_coords_in_memory: ens retorna si les coordenades del frame/sliced 
estan carregades en memòria.
● get_ts_number: retorna el número de timesteps del Fasu.
● get_atom_group: retorna el número l’AtomGroup del Fasu.
● get_atom_number: retorna el número de àtoms del Fasu.
● get_selection: selecció com MDAnalysis.
● get_start: retorna el frame inicial.
● get_stop: retorna l’últim frame.
● get_step: retorna el número de frame que saltem en la selecció.
● write_sliced_topology: escriu el Fasu en un fitxer, nomes format PDB.
● __getitem__: retorna l’objecte timestep actual.
Per crear un COFASU, necessitem un únic o un llistat de Fasus, tenim un paràmetre
addicional per indicar si hem de validar que tots els Fasus tenen el mateix nombre 
d’àtoms i en conseqüència la mateixa massa atòmica, podem indicar si validar tots 
els àtoms o uns en concret.
Comparteixen les funcions get_ts_number, get_atom_number, get_atom_group, 
write_sliced_topology i __getitem__, però ara retornarem els valors per tots els 
Fasus que conformen el Cofasu.
Pel que fa a l’objecte Mucofasu tindrem el mateix format que un Cofasu, es a dir, 
sera un conjunt de Fasus pero implementarem el multiprocessament per MPI, es un 
mòdul en desenvolupament, però la idea és millorar el rendiment del COFASU amb 
la idea d’executar grans dinàmiques moleculars.
Dintre de MDPlus hi ha un mòdul d’anàlisis on s'implementen funcionalitats vistes a 
MDAnalysis com align, constants, dna pels objectes de MDPlus i s’implementa el 
virtual screening o cribratge virtual que és el nucli del TFG.
14.1.Modul Analysis MDPlus
Dintre de la llibreria MDPlus trobem un mòdul destinat a codis amb la finalitat 
d’executar funcionalitats independents i que s’han adaptat per tal d’executar-les amb
els objectes Fasu, Cofasu i Mucofasu.
Més explícitament, dintre d’aquest mòdul trobem la funcionalitat Docking que és la 
funcionalitat més important d’aquest Treball Final de Grau.
Per fer una mica de recordatori, el docking és un vessant del cribratge virtual a partir
del qual obtenim l’afinitat que hi ha entre uns lligands i una proteïna, que és l’objecte
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receptor i on l’objectiu d’aquesta funcionalitat en MDPlus és poder realitzar aquesta 
funcionalitat amb grans estructures de dades optimitzant el consum de memòria i el 
temps d’execució provocats per la gran quantitat de dades que utilitzem.
Per tal de poder assumir aquest objectiu hem hagut de dividir el problema en dos 
subfuncionalitats:
L’extracció de snapshots representatius, procés a partir del qual s’extreuen el 
snapshots més representatius d’una dinàmica molecular. Aquest procés té un alt 
consum de memòria amb dinàmiques moleculars que tenen una trajectòria molt 
gran.
I el docking pròpiament dit, que és l’encarregat de donar com a resultat una taula 
d’afinitats entre lligands i proteïna (receptor), i és el procés que ens provoca un 
temps d’execució alt pel qual es vol aplicar PyCOMPSs i altres mètodes de 
paral·lelització per reduir el temps d’execució.
14.1.1.Snapshots representatius
La primera funció ha executar serà l’extracció de snapshots representatius, amb 
l’objectiu de reduir el número de frames/snapshots que executarà el docking però 
sense perdre precisió en el resultat final, ja que amb els snapshots representatius 
podem definir una subdinàmica molecular referent a l'original on tindrem els 
resultats més característics, i per tant, en definitiva els que es valoraran i s’agafaran 
com a resultats definitius al docking.
14.1.1.1.Definició i inicialització
Per tal de poder realitzar la selecció de snapshots representatius necessitem un 
“target” que será la nostra dinàmica molecular, podem rebre com a target un 
Universe, un Fasu o un Cofasu. També necessitarem el número de snapshots 
representatius(“num_snapshots”) que es volen obtenir i per últim haurem de tenir el 
número de frames (“division”) que formaran cada chunk i que ens dividirà la 
dinàmica molecular en les parts de la funció que requereixin una càrrega de consum
de memòria.
Com a paràmetres opcionals tenim “in_memory”, si l’usuari vol realitzar el proces 
sense un alt consum de memòria pot fer-ho a partir d’aquest paràmetre, també 
tenim el paràmetre “atom_group”, si només volem realitzar la funcionalitat sobre un 
conjunt d’àtoms i per últim tenim el paràmetre “strategery”, que ens permet escollir 
l’estratègia a seguir per tal d’escollir els snapshots, actualment només esta 
programada per fer-ho amb l’algoritme k-means.
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Figura 15. Crida funció snapshots representatius
Un cop entrem dintre de la funció:
Figura 16.Inicialització funció snapshots representatius
Inicialitzarem els paràmetres opcionals, en cas de no rebre’ls. Si no tenim un grup 
d’àtoms seleccionat, agafarem tot el conjunt d’àtoms, si no tenim estratègia, 
agafarem com a estratègia el k-means i per últim fem que el procés no optimitzi al 
màxim en memòria, normalment si són trajectòries petites no cal optimitzar el 
consum de memòria.
14.1.1.2.Explicació del codi
A partir d’aquest punt el que ens marca el camí a seguir serà el paràmetre 
“in_memory”.
Si el trobem a “true”, realitzarem un codi que consumeix més memòria però tenim un
codi amb menys temps d’execució, normalment amb dinàmiques moleculars petites.
En canvi, si el trobem a “false”, augmentarem el temps d’execució però millorarem al
màxim possible el consum de memòria.
De les dues formes obtindrem el mateix, que serà el que retorna la nostra funció, 
una dinàmica molecular amb el mateix nombre d’àtoms que la dinàmica molecular 
original, però amb una trajectòria igual al número de snapshots representatius 
escollits.
El següent pas, comú independentment del valor del paràmetre “in_memory”, és 
reconèixer el tipus de target que tenim(Universe, Fasu o Cofasu).
Un cop reconegut el tipus de target, anem a explicar la part de codi amb el 
paràmetre “in_memory” a true.
La diferència entre els tres tipus de target és la preparació de les dades que 
necessitem per realitzar la selecció i el posterior guardat del resultat obtingut a la 
selecció i que haurem de retornar de manera uniforme independentment del tipus de
target rebut a l’inici. La majoria de diferències venent donades per la manera 
d’agafar les dades, ja que són objectes amb una estructura interna diferent.
Com a exemple, i per veure la diferència veurem el codi de Universe i Fasu, ja que 
el Cofasu no és més que un conjunt de Fasus.
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En el cas de l’Universe tenim el següent codi:
El primer a fer serà organitzar la informació del target en l’estructura de dades 
numpay array que és utilitzada en python, per les seves optimitzacions.
Figura 17.Transformació d’un Universe a numpy array de la trajectòria
El que fem és seleccionar tots els àtoms per fer compatible la numpy array, a 
continuació recorrerem tota la trajectòria seleccionant les coordenades i 
transformant-les a 1 dimensió, i aquesta informació serà la que contindrà cada 
posició de la numpy array retornada.
A continuació, seleccionem els índexs dels àtoms seleccionats i posteriorment 
comprovem que el número de snapshots que seleccionarem com a representatius 
esta entre un mínim d’un snapshots i el màxim que serà el total de frames que té la 
trajectòria.
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Pel que fa al Fasu, tenim el següent codi:
Figura 18. Codi Fasu de la funció snapshots representatius
Com es pot observar necessitarem els mateixos paràmetres, la numpy array, els 
índexs dels àtoms i el número de snapshots, del qual farem la comprovació.
Pel que fa a la creació de la numpy array:
Figura 19.Transformació d’un Fasu a numpy array de la trajectòria
En aquesta part, el canvi ve donat per la manera d’agafar el atom group complet, 
amb el Fasu podem agafar directament el atom group que té guardat.
Per tal d’agafar els índexs, hem de seleccionar primerament el grup d’àtom que 
l’usuari vol i posteriorment realitzar la selecció dels índexs. La comprovació del 
número de snapshots és la mateixa a l’Universe.
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De la mateixa manera que fem amb el Fasu o farem amb el Cofasu, però haurem de
fer un pas previ per tal de recórrer tots els Fasus que conformen el Cofasu, i ho 
farem de la següent manera:
Figura 20.Codi Cofasu de la funció snapshots representatius
Si ens fixem, tenim una part on recorrem el Cofasu i realitzem, exactament, el 
mateix codi que amb un Fasu, la màxima diferencia és que necessitem un pas previ 
de comprovació del número de snapshots representatius que agafarem, ja que no 
pot ser superior al número de frames que té cada Fasu individualment.
Un cop seleccionats els tres valors necessaris per realitzar la selecció de snapshots,
executarem la crida que ho fa possible, pel cas in_memory.
Figura 21.Crida selecció dels índexs dels snapshots representatius
Cridarem a la funció select snapshots, que ens retornarà els índexs dels frames 
seleccionats com a representatius.
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Figura 22.Funció selecció dels índexs dels snapshots representatius
El primer pas és agafar les coordenades de la numpy array, per tal de poder 
construir l’objecte MiniBatchKmeans, i a continuació realitzarem l’algoritme k-means 
per tal d’obtenir els representatius.
MiniBatchKmeans és un objecte de la llibreria sklearn, que ens ajudarà a organitzar 
les coordenades en clusters amb un consum de memòria òptim, ja que realitza els 
càlculs amb petits grups, però no és suficient si la dinàmica molecular té una 
trajectòria molt llarga.[17]
Com es pot observar, seleccionem tants clusters com número de snapshots que 
volem seleccionar, i per tant, organitzarem les coordenades en aquest cluster on 
posteriorment seleccionarem el centroide aleatori del cluster i a partir d’aquest 
realitzarem el k-means on anirem millorant i perfilant el centroide fins a obtenir el 
snapshot considerat el millor centroide per aquell cluster, i ho farem a partir de la 
distància euclidiana entre les coordenades del cluster i el centroide.
La funció encarregada de seleccionar el primer centroide és la funció fit, pròpia de la
llibreria sklearn, i posteriorment realitzarem la dunció select, que és l’algoritme k-
means.
Figura 23.Funció que realitza el k-means
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Un cop obtenim els snapshots representatius, hem de retornar el mateix tipus de 
target, però com a trajectòria els snapshots representatius.
En aquest punt, tornem a tenir diferencies en la forma d’obtenir la informació pel que
fa el tipus de target, però en definitiva necessitarem el fitxer topologia del target 
original i necessitem els frames dels snapshots representatius, recordem que el que 
tenim en realitzar la funció select són els índexs.
Per tant hem de recórrer la trajectòria original i agafar els frames que coincideixen 
en índex, un cop fet això, si ens fixem, tenim la topologia i la trajectòria que són les 
dues peces essencials per tal de construir un Universe, i com MDPlus i més 
concretament el Fasu és una representació de l’Universe, podem crear aquests dos 
objectes i com a conseqüència som capaços de crear un Cofasu, que és un conjunt 
de Fasus.
Un cop explicat el codi per què fa quan tenim el paràmetre in_memory a cert, farem 
el mateix pel cas en què volem optimitzar el consum de memòria, sacrificant el 
mínim possible el temps d’execució que augmentarà.
Com en el cas anterior em de reconèixer el tipus de target que tenim, però ara tenim
un handicap i és que només podem realitzar la selecció amb un objecte Universe, 
però com ja hem dit, Fasu i Cofasu són representacions d’un Universe, per tant 
haurem d’obtenir l’Universe que té cada objecte Fasu i cada objecte Fasu dintre de 
l’objecte Cofasu per realitzar a la selecció.
43
A continuació el codi de diferenciació i selecció:
Figura 24.Codi amb parametre in_memory a false
Com podem observar, tenim un primer pas d’obtenció de l’Universe, una crida 
posterior a la funció get_representative_snapshots i posteriorment el codi destinat a 
realitzar el retorn, que es el mateix que si traballem in_memory.
Pel que fa a la funció get_representative_snapshots, continuem amb la mateixa 
filosofia i dividim el codi en dues parts.
La primera la podem definir com la selecció dels centres dels clústers, anem 
recorrent el target amb bloc de mida escollida i de cada bloc escollim un centre. Un 
cop tenim recorreguda tota la trajectòria, amb aquests centres tornem escollir K 
centre, on K és el número de snapshots representatius que vol l’usuari,  i seran el 
centres de referència per la següent part del codi.
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Figura 25.Funció get_representative_snapshots primera part
A continuació alliberem espai:
Figura 26.Alliberació d’espai
La segona part és la selecció dels snapshots representatius a partir dels centres 
escollits anteriorment. Comencem igual que abans recorrent el target per blocs, i la 
primera operació es selecciona el clúster on anirà cada frame del bloc a partir de les
seves coordenades i comparant-ho amb els centres dels clústers. Un cop tenim 
això, el que fem és seleccionar els mateixos frames que tenim als blocs en el target 
però poder comparar les seves coordenades i així obtenir el número de frame i 
guardar-ho a l'objecte clusters = [[]for k in range(K)], de manera que guardarem 
un enter (número de frame), en comptes de les coordenades dels àtoms.
Un cop fet això per tots els blocs de tota la trajectòria, executem una distància 
euclidiana però obtenir el més representatiu de cada clúster.
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Figura 27.Funció get_representative_snapshots segona part
14.1.1.3.Resultats
Després de realitzar diverses proves, he observat que la mida del fragment ha de 
ser el més petita possible, això farà que tinguem un consum més petit de memòria i 
reduïm el temps d’execució.
● Dependència   del   temps  : En la part del codi on omplim l’objecte 
clusters si la grandària del bloc és gran el bucle per comparar les 
coordenades serà més llarg i serà un dels punts on trigarem més 
temps. En canvi en la selecció de centres, trigarem menys temps si els
fragments són grans perquè tindrem menys fragments a processar.
● Consum   de   memòria  : Relacionat amb la grandària del bloc, com més 
gran és, més consum tindrem.
Però hi ha un punt on si fem més petit el bloc trigarem més per tenir la trajectòria tan
dividida, encara que el consum sí que és menor. Per tant, a més fragmentació més 
trigarem en la primera part del codi però anirem més ràpids en la segona part.
El test és va realitzar a una màquina de 12GB de memòria, amb una dinàmica 
molecular de 100.000 frames i 6682 àtoms
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● Sense divisió en fragments:
Tenim un comportament igual al codi sense optimitzar i en memòria, per tant, 
acabem amb el consum total de la memòria de la màquina i per tant una 
finalització del procés errònia
• Fragments de 20 ts:
Tindrem el target dividit en 5000 fragments de 20 ts com a grandària del bloc
Figura 28. Gràfic snapshots representatius en fragments de 20 frames
Podem observar com la memòria va augmentant pogressivament en el primer bucle 
del codi i triguem un temps elevat, quan es van escollint els centroides dels clústers 
de mica en mica, i posteriorment hi ha un gran consum de memòria en un petit 
interval de temps que seria la segona part del codi.
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● Fragments de 1.000 ts:
Tindrem el target dividit en 100 fragments de 1.000 ts com a grandària del bloc
      Figura 29. Gràfic snapshots representatius en fragments de 1.000 frames
Podem observar clarament les dues parts del codi, amb una uniformitat de consum i 
un temps raonable en la primera part i un consum baix però augmentant el temps 
d’execució.
● Fragments de 10.000 ts:
Tindrem el target dividit en 10 fragments de 10.000 ts com a grandària del 
bloc
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                                         Figura 30. Gràfic snapshots representatius en fragments de 10.000 frames
En aquesta última gràfica podem observar que tenim un gran consum de memòria 
en un temps baix d’execució de la primera part del codi, i en la segona part del codi 
augmentem moltíssim el temps d’execució i el consum de memòria és acceptable.
De les tres últimes gràfiques podem diferenciar les dues parts del codi i com afecta 
la grandària del bloc en el temps i consum de memòria.
De la primera part observem que com més gran és la grandària del bloc menys 
temps triguem però més consum de memòria tenim, en canvi, en la segona part del 
codi com més petit és la grandària del bloc menys temps triguem però més consum 
de memòria tenim.
Comparativa entre 1.000 i 10.000 ts per fragment:
                            Figura 31. Gràfic comparatiu entre fragments de 1.000 i 10.000 frames
Comparativa entre 1.000, 10.000 i 100.000 ts per fragment:
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                           Figura 32. Gràfic comparatiu entre fragments de 1.000,10.000 i 100.000 frames
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Comparativa entre 20, 1.000, 10.000 i 100.000 ts per fragment:
                                    Figura 33. Gràfic comparatiu entre fragments de 20, 1.000, 10.000 i 100.000
frames
14.1.2.Docking
Un cop hem reduït el número de snapshots seleccionant els més representatius, 
procedim a realitzar la funcionalitat de docking.
En aquesta funcionalitat tenim dos punts crítics, la utilització d'eines externes per tal 
d'obtenir l’afinitat entre lligands i proteïnes i el temps d’execució.
Com ja es va esmentar el nostre objectiu no era desenvolupar un nou algoritme per 
tal de realitzar el cribratge virtual, sinó que a partir de la utilització d’eines externes 
volíem millorat el seu comportament, en l’apartat anterior hem vist la millora de 
consum de memòria al executar l’algoritme k-means, per obtenir el snapshots 
representatius, en petits grups sense arribar a tenir un overhead de trossos.
En aquesta part veurem com millorar el temps d’execució, però abans hem 
d’assegurar-nos de tenir instal·lades aquestes dues eines externes:
● Autodock Vina: és un programa open-source dissenyat i implementat pel 
Doctor Oleg Trott, en el Molecular Graphics Lab al The Scripps Research 
Institute.
Com a característiques podríem fer èmfasis en la seva precisió, la seva 
compatibilitat, ja que utilitza el format PDBQT per representar estructures 
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moleculars, és fàcil d’utilitzar i la seva possibilitat de fer córrer el programa en
múltiples CPU’s.
● MGLTools: és un software desenvolupat per Molecular   Graphics   Laboratory   
( MGL  ) per tal de poder visualitzar i analitzar estructures moleculars.[18]
Per tal d'indicar al codi que tenim instal·lades les dues eines hi ha dues possibilitats 
per cada eina i hem d'indicar on estan els binaris que és el que s’utilitzaran en el 
codi.
Primerament, per indicar que tenim Autodock Vina podem tenir el path als binaris en
la variable d’entorn $PATH.
Per aconseguir-ho hem de sapiguer el sistema operatiu que tenim i realitzar els 
següents passos depenent d’aquest.
Si tenim Linux o Mac OS, per crear una nova hem d’executar “export  
NV_NAME=/example/path” i per tal de modificar-la “export 
ENV_NAME=$ENV_NAME:/example/path/to/add”, si tenim windows hem d’executar
“setx ENV_NAME ‘%USERPROFILE%\example\path’”, prèviament haurem de tenir 
instal·lat el paquet Windows Resource Kit.
14.1.2.1.Definició i inicialització
Si volem executar la funcionalitat haurem de cridar a la funció virtual_screening, i l’hi
haurem de passar com a paràmetres un target que sera la nostra dinàmica 
molecular(“target”), seguim treballant amb Universe, Fasu, Cofasu, també haurà de 
rebre el lligand(“ligand”) que será un fitxer(.pdb, .pdbqt, .sdf) que contindrà els 
lligands que es llençaran contra el target, el tipus de resultat(“result_type”), podem 
dir-li si volem retornar la millor afinitat, una mitja entre totes les afinitats o una mitja 
sense els extrems.
Després podem dir-li la ruta on volem guardar el resultat(“destination”), per defecte 
es guardarà en la carpeta temporal, el grup d’àtoms(“atom_group”) que volem 
escollir per realitzar l'execució.
I a continuació ve un seguit de paràmetres importants que marcarà quin dels tres 
tipus d’optimitzacions executarem.
Tenim una execució per defecte que tindrà el paràmetre “optimization” a none, 
sense informació on si el paràmetre “n_cpus” és igual a 1 farem una execució 
seqüencial però podem escollir executar-lo en diferents cpus i estarem utilitzant la 
possibilitat que AutoDok Vina ens dóna d’executar-ho en varies cpus.
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En contra si el paràmetre “optimization” té assignat el valor ‘mpi’ o ‘pycompss’ 
passarem a executar una de les dues optimització en el cas de mpi haurem de 
definir el número de cpus que utilitzarem a partir del paràmetre “mpi_n_cpus”.
Figura 34.Crida funció cribratge virtual
Un cop tenim tots el paràmetres farem una petita inicialització
Figura 35.Inicialització paràmetres cribratge virtual
On posarem el valor de la ruta destí, el grup d’àtoms amb què treballarem i 
comprovarem que escollim un tipus d’optimització correcte.
Per tant, tenim tres possibles camins d’execució, un camí d’execució seqüencial 
amb la possibilitat d’execució en diversos processadors, amb la qual cosa deixaríem
de tenir una execució seqüencial, tot i això seguim tenint la forma d’execució més 
lenta. Una segona opció més rapida seria executar-ho amb mpi on canviem la forma
d’utilitzar múltiples processadors i per últim la més rapida de totes l’execució amb la 
implementació de PyCOMPSs.
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Les tres comparteixen parts de codi que no fan referencia, explícitament, a la part 
optimizable, per tant, explicar-he en profunditat l'execució bàsica i posteriorment 
explicar-he les diferencia amb la execució utilitzant MPI i l’execució utilitzant 
PyCOMPSs.
14.1.2.2.Versió base del codi
El primer a fer serà assegurar-no de tenir les eines externes a la nostra disposició, 
per fer-ho tenim la crida:
Figura 36.Crida preparació eines externes
La qual ens retornarà la ruta on trobem els binaris de les eines AutoDock Vina i 
MGLTools, a partir de buscar amb quina de les dues maneres possibles, amb la 
variable d’entorn $PATH o amb la variable d’entorn creada per l’usuari 
$AUTODOCKVINA_DIR per a la primera de les eines i per a l’eina MGLTools és una
mica més complex, ja que si l’usuari no té una variable d’entorn $MGLTOOLS_DIR 
on ens indica la ruta a aquesta eina és possible que es doni el cas on l’usuari te 
instal·lat l’eina, per tant, hem de fer unes comprovacions extres, ja que depenent el 
sistema operatiu on s’estigui executant el codi té una ruta de guardat per defecte 
diferent.
També ens retornarà si directament tenim la ruta del binari o la ruta a la carpeta 
arrel on es troba l’eina externa en la variable “type_command".
Posteriorment, quan ja tenim les rutes i ja sabem com hem de preparar els lligands 
per tal de poder utilitzar-los, aquesta part encara és comuna i indiferent al tipus de 
target que tenim, ja que els lligands ens vénen donats en un fitxer. Per tal de fer-ho 
comprovarem que tenim una carpeta destinada a guardar els lligands preparats i 
procedirem a preparar-los per l’execució.
Aquesta preparació consisteix a transformar el tipus de fitxer d’entrada, pot ser .pdb 




Com podem observar, hem d’utilitzar MGLTools en la crida de la funció juntament 
amb el fitxer que conté els lligands i la ruta destí on els guardarem.
El primer a fer en aquesta funció és preparar la crida del binari que ens ajudarà 
durant l’execució.
Figura 38.Funció preparació lligands
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Posteriorment, diferenciem si el fitxer d’entrada és del tipus .pdb o .sdf.
Figura 39.Funció preparació lligands
Bàsicament en els dos casos el que fem és agafar el nom de les molècules que 
componen els lligands, crear un arxiu temporal per cadascuna d’elles i llençar l’eina 
MGLTools que ens farà la conversió a .pdbqt.
En aquesta part del codi podem observar que segons el tipus de fitxer tenim més o 
menys dificultats per llençar el codi, ja que si ens fixem en la part del tipus de 
fitxer .sdf observem que hem de fer un bucle per obtenir les molècules.
Un cop tenim els lligands preparats, podem llençar el docking i guardar el resultat 
desitjat.
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Per tal de fer-ho haurem de diferenciar el tipus de target que tenim, ja que com 
succeeix en la funcionalitat que selecciona els snapshots representatius, l’obtenció 
d’informació és diferents depenent del tipus de target.
Figura 40.Reconeixement target
Com es pot observar, tot i la diferencia de targets, seguim un mateix procediment, 
per cada frame del target el primer a fer serà prepara el target agafant tot el grup 
d’àtoms disponible del target, en el cas de l’Universe seleccionant tots els Atoms 
tenim suficient, i en el cas del Fasu i Cofasu seleccionem l’Universe associat a 
l'estructura per tant acabem tenim el mateix tipus de dades pels tres casos. Un cop 
fet això prepararem la proteïna, procés pel qual agafarem només el grup d’àtoms 
associat als àtoms proteïnes que seran el nostre receptor i el convertim a tipus de 
fitxer .pdbqt amb l’ajut un altre cop de l’eina MGLTools.
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Figura 41.Funció preparació proteïna
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En aquest punt del codi tenim els lligands i el receptor preparades per fer el 
cribratge virtual, per tant amb la crida a la funció _run_virtual_screening procedirem 
a executar el cribratge virtual i retornar el resultat.
Figura 42.Funció cribratge virtual
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El primer que farem serà agafar el receptor i determinar les coordenades i la 
grandària del cuboide del receptor, que serà la zona del receptor on els diferents 
lligands intentaran acoblar-se provant diferents posicions i determinant la seva 
afinitat al receptor.
Figura 43.Funció obtenció cuboide del receptor
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Un cop tenim el cuboide, procedirem a recórrer la llista de lligands i per cada un 
d’ells determinar la seva afinitat al receptor, per fer-ho utilitzarem AutoDock Vina, 
que serà l’encarregada de simular el cribratge virtual, a partir de la funció _docking
Figura 44.Funció obtenció de les afinitats
A la qual li passarem el lligand, el receptor, el fitxer on escriurem el resultat, la ruta a
l'eina AutoDock Vina i el número de cpus, per defecte a 1.
Un cop obtenim el resultat, el que farem per guardar-ho serà tenir un diccionari 
python on en cada posició hi haurà un camp keyword amb l’identificador del lligand i 
adjunt a ell tindrem tantes afinitats com frame té el target.
Amb aquest diccionari, l’últim que ens queda serà retornar la informació com ens 
l'ha demanat l’usuari, per fer-ho disposem d’una funció que segons si l’usuari ens 
demana la millor afinitat, que serà la de mínim valor, la mitja entre elles o la mitja 
sense els extrems(fitted_average), escriurem al fitxer de sortida el resultat.
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14.1.2.3.Versió MPI del codi
Un cop sabem quin és el camí per tal d’obtenir el cribratge virtual, m’agradaria 
explicar, com la mateixa eina AutoDock Vina optimitza el camí introduint 
multiprocessament i comparar-lo amb la millora que hem introduït en canviar la 
manera de gestionar els processadors i la informació que gestiona cadascun d’ells 
aplicant MPI.
AutoDock Vina quan executa el docking amb multiprocessament el que realitza és 
una distribució del lligand que executarà contra el receptor en els n processadors 
que utilitza, el que fa que hi hagi una gran pèrdua en temps de sincronització, ja que
fins no acabar el procés del lligand sencer no deixa continuar amb l'execució del 
procés, per tant, en la majoria dels casos trobem que mentre acaba d’executar una 
part pesada del lligand, els altres processadors estan lliures, i en un procés on per 
cada frame executarem els mateixos lligands contra els receptors del frame, 
aquesta pèrdua de temps en sincronització és repeteix per tots els frames.
Per tal de fer-nos una idea sobre el que triguem, hem fet proves sobre una dinàmica
molecular de 10 frames i una mostra de 10 lligands.
Primer ho hem executat seqüencialment i el temps total ve donat pel conjunt de les 
parts més important del codi, la preparació de l'entorn per saber si tenim les eines 
externes, la preparació dels lligands, aquestes dos només les executarem 1 cop 
mentre que la part de preparació dels receptors l’executarem 10 cops, ja que tenim 
10 frames i el docking l’executarem 100 cop (10 frames x 10 lligands), i el resultat ha
sigut la següent taula:
Taula 10. Resultats Docking seqüencial versió base
Com es pot observar per una mostra petita hem trigat gairebé quatre hores en 
l’execució dels tres tipus de target.
En canvi en executar-ho amb 4 cpus, hem obtingut aquests resultats:
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Taula 11. Resultats Docking seqüencial versió base amb 4 processadors
Es pot veure una gran millora, tot i així només ve donada per la capacitat de 
processar més informació al tenir més processadors.
Disconformes amb això hem desenvolupar la millora amb MPI, a partir de fer una 
millor gestió de les dades i reduint al mínim el temps de sincronització.
La idea que hi ha darrere es assignar a cada processador un conjunt de lligands i 
que per cada frame executi només els lligands assignats al processador, d’aquesta 
manera no hi ha una dependència entre els processadors fins al final del procés que
necessitem tots els resultats per tal de donar el resultat final.
Amb aquest canvi evitem grans esperes, ja que de mitja cada processador trigarà el 
mateix perquè els lligands tenen un temps d’execució similars i estan repartits de 
manera que assimilem un mateix temps d’execució per cada processador, l’únic que
no podem evitar si hi ha processadors amb un nombre major de lligands que la 
resta, aquí és quan es perd més temps d’execució, ja que inevitablement estarem 
esperant que un altre processador acabi la seva execució sense poder treure-li 
treball, ja que en fer el repartiment assegurem que com a molt hi haurà un lligand 
més als processadors.
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14.1.2.3.1 Explicació del codi
Un cop explicat quina serà la idea a programa, hem d’indicar-li al codi que volem 
una execució amb MPI a partir del paràmetre optimization i el nombre de 
processadors a utilitzar.
Un cop executat la funció i detectat que volem executar la versió MPI, prepararem 
l’entorn per tal d’executar la comanda que crida a la llibreria MPI de python que 
permet el multiprocessament.
Figura 45.Preparació crida a la funcionalitat MPI
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Un cop hem inicialitzat la crida MPI, continuarem amb el cribratge virtual, tal com 
hem fet en la versió base, el primer és preparar totes les variables necessàries.
Figura 46.Preparació parametre MPI
Podem observar, que el procés màster que té l’identificador rank a 0, executarà la 
comprovació de la instal·lació de les eines externes i prepara els lligands i 
posteriorment enviarà aquesta informació a la resta de processadors que estiguin 
involucrats en el procés, ja que sense aquesta informació no poden seguir i per això 
estan bloquejats fins a rebre-la del màster.
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Un cop rebuda, farem el mateix que en la versió base i serà identificar el tipus de 
target que tenim i el màster prepara el receptor, novament fins a no tenir-ho preparat
els fills esperaran, no es pot fer en la primera part del codi perquè els fills han de 
saber el tipus de target amb el que treballaran i executar la crida del docking 
correctament.
Figura 47.Reconeixement target
Un cop hem preparat el receptor del frame corresponent, cada processador 
executarà la crida _run_virtual_screening. Arribat a aquest punt i dintre de la funció 
el màster repartirà els lligands, i assignarà a cada processador una llista amb els 
lligands que té per treballar, el màster també s’assigna lligands.
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Un cop cada processador té la seva llista, executarem el docking, aquesta funció no 
canvia respecte a la versió base.
Figura 48.Funció docking MPI
14.1.2.3.2. Resultats
Per últim el que ens queda fer, com en la versió original, és retornar el resultat com 
l’usuari ho ha demanat.
Un cop tenim implementat la versió amb MPI tornem a executar el mateix joc de 
proves amb quatre processadors i els resultats són els següents:
Taula 12. Resultats Docking amb 4 processadors versió MPI
Podem observar que passem a tenir execucions d’una hora en comptes de tenir 
execucions d’hora i mitja, només reorganitzant la informació amb què cada 
processador treballa.
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14.1.2.4.Versió PyCOMPSs del codi
El següent nivell d’optimització va ser adaptar la versió base a PyCOMPSs.
14.1.2.4.1.Definició PyCOMPSs
PyCOMPSs és l’implementació de COMPSs per les aplicacions python, on tenim un 
codi seqüencial al qual detectem les parts d’aquest codi (funcions o mètodes) que 
poden ser paral·lelitzades i les convertim en tasques a partir dels decorators, els 
quals van posicionats abans de la tasca, donant la informació necessària a 
PyCOMPSs per la seva execució en paral·lel.
COMPSs és un model de programació que té com a objectiu facilitar la programació 
d'aplicacions en clusters,grid i clouds i explotar el paral·lelisme de les aplicacions en
temps d’execució.
Ho fa evitant als desenvolupadors la feina de programar els elements bàsic de la 
paral·lelització com la creació de threads o la gestió de la sincronització, sinó que 
només cal identificar i senyalitzar les tasques que en temps d’execució es 
distribuiran entre els recursos disponibles, l’únic aspecte de sincronització del qual 
s’ha de preocupar el desenvolupador és si la informació que retorna la tasca 
programada és imprescindible que estigui completa per tal de poder continuar 
l’aplicació, aleshores s’haurà de fer una sincronització i indicar a PyCOMPSs que 
tots els recursos que estan executant l'aplicació han d'esperar a que acabin els 
altres.
COMPSs també ens proporciona una independència d’infraestructura, la qual cosa 
ens facilita la portabilitat de les nostres aplicacions.
14.1.2.4.2.Tasques PyCOMPSs
Les tasques en PyCOMPSs poden ser funcions o mètodes i indiquem que és una 
tasca posant abans de la definició de la tasca el decorator @task. Aquestes tasques
poden tenir paràmetres de tipus primitius (integer, long. float, boolean), strings, 
objectes i fitxers. També hem d’indicar la direcció dels paràmetres de la tasca (IN) si
només llegim un paràmetre, opció per defecte, (INOUT) si llegim i modifiquem un 
paràmetre i (OUT) si només modifiquem un paràmetre.
Però si estem treballant amb fitxers les direccions canvien de nomenclatura, ja que 
hem d'indicar que és un fitxer, tenim FILE com a opció IN, FILE_INOUT com a opció
INOUT i FILE_OUT com a opció OUT.
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Per fer el retorn en una tasca ho hem d’indicar a partir d'indicar quin serà el tipus de 
retorn, que pot ser int (per integer i boolean), long, float, str, dict, list, tuple, classes 
definides per l’usuari.
Per tal de fer la sincronització PyCOMPSs ens dóna dos possibilitats, de la 
sincronització d’un fitxer i retornar-lo a partir de la comanda compss_open(file name,
mode = ’r’) o ver la sincronització d’una variable i retornar-la a partir de la comanda 
compss_wait_on(object, to write = True),
14.1.2.4.3.Explicació del codi 
Tal com fem amb la versió MPI hem d’indicar a partir del paràmetre optimization que
volem executar la versió PyCOMPSs, per tant, aquest paràmetre ha de tenir com a 
valor ‘pycompss’.
EL primer que farem, igual que en MPI, és preparar l’entorn per llençar la comanda 
PyCOMPSs, on fem una petita comprovació del directori /opt, directori on per 
defecte s’instal·la PyCOMPSs i comprovem si l’usuari el té instal·lat, si és així, 
llençarem la comanda amb la informació necessària per realitzar el cribratge virtual.
Figura 49.Preparació i crida funcionalitat PyCOMPSs
Un cop hem llençat la comanda PyCOMPSs, fem la mateixa inicialització que en la 
versió base, és a dir, comprovem que tenim disponibles les eines externes 
AutoDock Vina i MGLTools, assegurem tenir un directori on enviar els resultats i 
fitxers temporals necessaris per fer l’execució i preparem els lligands.
A continuació ens disposem a reconèixer quin tipus de target tenim per tal d’obtenir 
la informació necessària de la manera adequada.
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Figura 50.Reconeixement target PyCOMPSs
En aquest punt seguim tenint, inevitablement, parts del codi igual a les altres 
versions com és la preparació del receptor però podem observar que un cop el 
diccionari que és crea en realitzar el cribratge virtual té la primera comanda 
PyCOMPSs de sincronització, ja que, per poder retornar el resultat hem d'esperar a 
rebre totes les afinitats entre lligands i receptor.
Però abans de poder fer el retorn hem d’haver-hi executat el cribratge virtual i és 
aquí on es definiran les tasques.
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Figura 51. Funció cribratge virtual PyCOMPSs
Podem observar que tenim la mateixa estructura, d’inicialització de la funció on 
preparem els lligands per tal de recorre'ls, calculem el cuboide del receptor i 
procedim a recórrer cadascun dels lligands.
Però, dintre d’aquest bucle, tenim tres tasques definides, la primera és la tasca 
corresponent al que abans tenim com a funció docking, per tant per cada 
processador disponible llençarem un procés docking, la segona tasca és l’adaptació 
del que ens retorna el docking per poder-ho processar en la tercera tasca que és la 
formació de l'objecte diccionari amb les afinitats de cada lligand amb tots els 
receptors. La primera i la tercera tasca tenen el mateix codi que en versió base.
Figura 52.Tasca cribratge virtual PyCOMPSs
71
Podem observar com abans de la funció tenim el decorator, on només indiquem el 
return, ja que els paràmetres només els llegirem, per tant, aquests paràmetres tenen
com a direcció IN que és l’opció per defecte de PyCOMPSs i no cal indicar-la al 
decorator de la tasca.
Figura 53.Tasca lectura fitxer resultat
Aquesta és la tasca que ha sorgit com a nova per tal de poder crear el diccionari en 
una tasca. De la manera en què tenim el retorn del docking per defecte, en un fitxer, 
no podíem tenir la comunicació directa entre els diferents processadors que 
executaven l’aplicació per tant, hem de fer un procés intermedi per tal d’obtenir la 
informació dels fitxers i així poder llençar la tercera tasca.
Figura 54.Tasca creació diccionari
En aquestes dues ultimes tasques, podem observar un nou paràmetre al decorator, 
priority = True, que indica a un processador lliure que si té diverses tasques que pot 
agafar, aquestes tindran prioritat, i com són tasques involucrades amb la 
sincronització d’aquesta manera evitem tenir processadors esperant perquè encara 
no s’han fet aquestes tasques. De manera que evitem totalment l'espera de 
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sincronització, ja que arribem sempre a l’ultima execució del cribratge virtual amb la 
resta de tasques referents al retorn dels resultats executada.
14.1.2.4.4.Resultats
De nou llencem el mateix joc de proves amb 4 processadors, i obtenim:
Taula 13. Resultats Docking amb 4 processadors versió PyCOMPSs
Obtenint resultats de menys d’una hora, aproximadament 40 minuts, i arribant així al
nostre objectiu de reduir el temps d’execució.
Figura 55. Gràfic comparatiu dels temps d’execució de les diferents versions
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De manera que podem generar una gràfica comparativa entre les quatre execucions
amb un mateix target.
14.1.2.4.5.Execució  a MareNostrum i resultats
Un cop arribat al nostre objectiu vam voler provar el codi PyCOMPSs al 
MareNostrum i així veure l’escalabilitat.
Per tal de fer les proves vam haver de simular un entorn amb totes les llibreries 
necessàries que feien possible, per tal de llençar el codi fèiem a partir d’un script la 
inicialització que fa el codi quan detecta que volem executar la versió PyCOMPSs i 
llença la comanda per tal d’iniciar l’execució, en aquest cas com ja vaig explicar, ho 
llençàvem a les cues de gestió de les execucions LSF.
Vem fer proves amb quatre i setze processadors, obtenint amb quatre  processadors
un resultat similar:
Figura 56. Inici i fi d’execució a MareNostrum
Per tant, amb quatre processadors tenim un temps d’execució de 52 minuts, 
l’execució es va iniciar a les 10:41 del matí i va acabar a les 11:35 del mateix matí, 
un temps similar al temps d’execució de la versió PyCOMPSs en local, hem de tenir 
en compte que pot haver-hi un overhead per la càrrega de treball de les cues. En 
canvi amb setze es va millorar molt l’execució:
Figura 57. Inici i fi d’execució a MareNostrum
Tenim un temps d’execució de 5 minuts, l’execució es va iniciar a les 10:41 del matí 
i va acabar a les 10:46 del mateix matí.
En conclusió, tenim un codi escalable que millora substancialment el seu temps 
d’execució evitant al màxim els temps de sincronització que podia ser un overhead 
de la nostra aplicació. Per tant,l’escalabilitat d’aquest projecte tindria un màxim de 
millora en assignar un processador per a cada docking entre lligant i receptor de 
cada un dels frames, en aquest punt, si augmentem el número de processador no 
veuríem una millora, ja que aquest no s’estarien utilitzant, per la dependències entre
les tres diferents tasques d’un mateix docking.
És a dir, cada processador agafaria un docking, l’executaria i en acabar passaria a 
executar les tasques de creació del diccionari amb els resultats, ja que aquestes 
tenen prioritat, i com no hi ha més dockings a realitzar perquè cada processador 
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estarà executant el seu corresponent, cada processador executarà les tasques de 
creació del diccionari del seu propi docking, ja que són les que estaran pendent 
d’executar immediatament en finalitzar el docking. I recordant que tenim dues 
tasques de creació del diccionari i una depèn de l’altre, no podríem fer que 
cadascuna fossi executada per dos processadors diferents.
Per últim volia mostra una part del graf de l’execució on es mostra que no hi ha 
sincronització entre les tasques:
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Figura 58. Graf execució PyCOMPSs
En aquest graf podem observar tres funcions diferenciades per tres colors, la blava 
associada a la tasca del docking, la groga associada a la tasca de l’obtenció de la 
informació del fitxer i per últim la verda associada a la creació del diccionari.
Aquest conjunt de tres es repeteix per cada frame de la dinàmica molecular, i com 
es pot observar no hi ha un temps de sincronització entre grups, però si una 
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dependència entre les tasques verdes, ja que seran les que un cop finalitzades totes
podem retornar el resultat. L’únic temps de sincronització és al final perquè hem 
d'esperar al fet que l’últim acabi.
15.Conclusió
En conclusió, el projecte va començar amb l’objectiu de crear una aplicació Android, 
que fos la visualització del la plataforma web SeaBed, on es volia realitzar certes 
funcionalitats que oferia SeaBed, on sabiem que teniem unes limitacions ja que 
s’executarien en un servidor i pasariem a mostrar els resultats al smartphone de 
l’usuari.
Una d’aquestes funcionalitat seria el cribatge virtual, el qual en el moment de 
realitzar el desenvolupament del codi de la funcionalitat que realitzaria el servidor, 
obteniem un gran consum de memoria en la funció de la selecció de snapshots 
representatius, en aquest moment, es va fer un esforç per reduir aquest consum, 
fent un treball de recerca intensiu de llibreries i algoritmes per intentar realitzar 
aquesta funcionalitat sense un elevat consum de memoria.
No és va trobar una solució definitiva, la qual cosa va dur a destinar un temps 
essencial pel desenvolupament de l’aplicació Android en solucionar aquest 
problema fent que l’objectiu del projecte canvies per complet, i es va convertir en en 
un desenvolupament del cribatge virtual reduint al mínim possible el consum de 
memoria.
Un segon objectiu inicial va ser implementar aquest aplicació utilitzant PyCOMPSs 
per reduir el temps d’execució que ja es sabia que era excesiu per una aplicació 
Android, aques segon objectiu es va mantenir, fent que el projecte tongues com a 
objectiu realitzar un cribatge virtual d’un consum de memoria mínima i un temps 
execució reduit, apropant la funcionalitat del cribatge virtual a máquines amb unes 
característiques de hardware modestes.
Al finalitzar el projecte, i observant els resultats obtinguts podem arribar a la 
conclusió que el consum de memoria es acceptable per qualsevol máquina que 
vulgui executar el cribatge virtual i tot aixó executant-lo en un temps realment optim, 
tenint en compte que per norma són processos amb una gran quantitat de dades.
Per tant, per acabar i concluir el projecte, després del esforç, hem arribat als 
objectius finals de Treball Final de Grau.
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16.Annex 1. Diagrama de Gantt
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