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Abstract- As Unified Modeling Language (UML) activity diagrams capture the key system behavior, the UML activity
diagram is well suited for the system level testing of systems. In this paper, first an activity flow graph is derived from
activity diagram. Then, all the required information is extracted from the activity flow graph (AFG). The activity flow graph
(AFG) for the activity diagram is created by traversing the activity diagram from beginning to end, showing choices,
conditions, concurrent executions, loop statements. From the graph different control flow sequence are identified by
traversing the AFG by depth first traversal technique. Next, an algorithm is proposed to generate all activity paths. Finally,
test cases are generated using activity path coverage criteria. Here, a case study on Soft drink Vending Machine (SVM) has
been presented to illustrate our approach.
Keywords- Test generation technique, Test sequence gener-ation, Activity diagram, Test Case Generation, Test Coverage,
Activity flow graph.

I.

INTRODUCTION

The complexity of system testing can possibly be
attributed to the fact that it involves testing a fully
integrated system that may be large and complex. Not
surprisingly, system testing of typical systems often
overwhelms manual test design efforts. Therefore,
with continually increasing system sizes, the issue of
automatic design of system test cases is assuming
prime importance [35]. A properly generated test suite
may not only locate the errors in a software system,
but also help in reducing the high cost associated with
software testing [24]. Unified Modeling Language
(UML) is a de-facto standard for modeling analysis
and design artifacts. Using UML, software designers
can capture different views of a system. The different
views that can be modeled using UML are: user,
structural,
behavioral,
implementation
and
environmental views. An activity diagram is used to
depict all possible flows of executions in a use case.
Possibly, UML activity diagram is the only design
artifact which is good at describing the flow of control
in an object-oriented system. Due to this reason,
among several UML diagrams activity diagrams are
treated as one of the most important design artifact.
UML activity diagram [9] describes the sequential
or concurrent control flow between activities. Activity
diagram can be used to model the dynamic aspects of
a group of objects, or the control flow of an operation.
UML activity diagram is a semi-formal specification
of the system. As UML activity diagram captures the
key system behavior, so it is well suited for the system
level testing of systems [11]. What these modelling
elements in the activity diagram represent are different
aspects of system information, which are essential
information of the system and must be preserved from
design to implementation of the SUT(System Under
Test) [21]. UML becomes more and more pervasively

applied in the industry, but there are relatively few
practical approaches and tools that support deriving
test cases from models in analysis and design phases.
Adequate system testing of such software requires
satisfactory coverage of system states and transitions.
Activity diagram is an important diagram among 13
diagrams supported by UML 2.0 [30]. It is used for
business modeling, control and object flow modeling.
complex operation modeling etc. Main advantage of
this model is its simplicity and ease of understanding
the flow of logic of the system. However, finding test
information from activity diagram is a formidable
task. Reasons are attributed as follows: (a) activity
diagram presents concepts at a higher abstraction level
compared to other diagrams like sequence diagrams,
class diagrams and hence, activity diagram contains
less information compared to others, (b) presence of
loop and concurrent activities in the activity diagram
results in path explosion, and practically, it is not
feasible to consider all execution paths for testing.
Testing activities consist of designing test cases that
are sequences of inputs, executing the program with
test cases, and examining the results produced by this
execution. Testing can be carried out earlier in the
development process so that the developer will be able
to find the inconsistencies and ambiguities in the
specification and hence will be able to improve the
specification before the progam is written [18]. Even
though UML models are intended to help reduce the
complexity of a problem, with the increase in product
sizes and complexities, UML models themselves
become large and complex involving thousands of
interactions across hundreds of objects [23]. The
important part of quality control in the software lifecycle is testing. As the complexity and size of
software increase, the time and effort required to do
sufficient testing grow. Manual testing is timeconsuming and error- prone. So, there is a pressing
need to automate the testing process. The testing
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process can be divided into three parts: test case
generation, test execution, and test evaluation. The
latter two parts are relatively easy to automate
provided that the criteria for passing the tests are
available. However, to determine which tests are
required to achieve a certain level of confidence is not
trivial [25]. To generate test data form high level
design notations has several advantages over codebased test case design [3]. Testing based on design
models has the advantage that the test cases remain
valid even when the code changes a little bit. Design
models can be used as the basis for test case
generation, which significantly reduces the costs of
testing [34].

II. BASIC CONCEPTS AND DEFINITIONS
Here, in this section, we introduce a few definitions
and notations that are refered to in our discussions.
This section briefly describes UML activity diagrams.
First, we formally define several aspects of activity
diagrams which will be used in the test generation.
Next, we define the coverage criteria of the UML
activity diagrams. Activity diagram can be used to
model the dynamic behavior of a group of objects.
Activity diagrams emphasize the activities of the
object or a group of objects, so it is the perfect one to
describe the realization of the operation in the design
phase and to describe the sequence of the activities
among the involving objects in the control flow during
the implementation of an operation. It also describes
the relationship between the activity and the object in
the message flow, the state change of object in the
object flow at the time of execution of activity [25].
Use cases are often supplemented with activity
diagrams if the control structure of the use case
includes loops or branches. The use of activity
diagrams allows defining a coverage criterion to
ensure a particular degree of completeness of the test
scenarios. This diagram is able to reflect all possible
scenarios for one use case as shown in Fig. 5.

The process of generating test cases from design will
help to discover problems early in the development
process and thus it saves time and resources during
development of the system. However, selection of test
cases from UML models is one of the most
challenging tasks [28]. In UML, the behavior of a use
case can be represented by using interaction, activity
and state machine diagrams. Sequence diagrams
capture the exchange of messages between objects
during execution of a use case. It focuses on the order
in which the messages are sent. Activity diagrams, on
the other hand, focus upon control flow as well as the
activity-based relationships among objects. These are
very useful for visualizing the way several objects
collaborate to get a job done.

A. UML activity diagram modelling
Here, in this section, we discuss some of the
fundamentals about activity diagram. An activity
diagram is similar to traditional flowcharts, which

These are very useful for describing the procedural
flow of control through many objects. Model-based
testing [10] has grown in importance. Models are
specified to represent the relevant, desirable features
of the system under consideration (SUC). These
models are used as a basis for (automatically)
generating test cases to be applied to the SUC. Typical
models that are used for representing system behavior
are unified modeling language, finite state machines,
statecharts etc.[5]. With this motivation, we aim our
work at deriving test sequence from activity diagram
and maximizing state or node coverage. Also our
method minimizes the size of test, time and cost,
while preserving test coverage. In this work, we
propose an approach for generating test cases using
UML 2.0 activity diagrams. In our approach, we
consider a coverage criterion called activity path
coverage criterion. Generated test suite following
activity path coverage criterion aims to cover more
faults like synchronization faults, faults in a loop etc.
than the existing work.

allows us to model a process as an activity as a
collection of nodes connected by edges.
can be attached to any modeling element for the
purpose of modeling its behavior, including Use cases,
Classes, Interfaces, Collaborations.
It is a kind of directed graph. Tokens which indicate
control or data values flow along the edges from the
source node to the sink nodes driven by the actions
and conditions. An activity diagram has two kinds of
modeling elements: Activity nodes and Activity
edges.
Activity nodes
More specially, there are three kinds of nodes in
activity diagrams:
– Action nodes (AN): Action nodes consume all
input data/control tokens when they are ready,
generate new tokens and send them to output activity
edges.
– Control nodes (CN): Control nodes route tokens
through the graph. The control nodes include
constructs to choose between alternative flows
(decision/ merge), to split or merge the flow for
concurrent processing (fork / join)

The rest of the paper is organized as follows. A brief
discussion on basic definitions and concepts used in
our methodology is given in Section II. Section III
presents our proposed approach for test case
generation. Section IV presents a case study to
demonstrate the use of our methodology with the
SVM (Softdrink Vending Machine) example. In
Sectin V, the related work are described and compared
them with the proposed approach. Finally, Section VI
presents the conclusion and future work of this paper.

– Object nodes (ON): Object nodes provide and
accept data tokens, and may act as buffers, collecting
data tokens as they wait to move downstream.
Activity edges
– Control flow edge: It represents flow of control
through the activity
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– Object flow edge: It represents the flow of
objects through the activity
In our paper, we mainly consider the control and
data flow of activity diagrams that are relevant to test
generation. From the definition of a UML activity
diagram, it may be noted that the various types of
activity nodes occurring in an activity diagram include
action nodes, object nodes and control nodes [1].
Among these, action nodes specify the behavior that
needs to be executed. An action begins execution by
taking data from its incoming edges. An action node
can have multiple incoming and multiple outgoing
edges. When the execution of an action is complete,
data is made available to all its successor nodes.
Object nodes specify the values passing through
activity diagram. Object nodes are denoted by
rounded rectangle symbols with the name of the node
written inside.

International Journal of Computer Science and Informatics, ISSN (PRINT): 2231 –5292, Volume‐3, Issue‐2, 2013

International Journal of Computer Science and Informatics, ISSN (PRINT): 2231 –5292, Volume-4, Issue-1
3

37

Generation of Test Cases using Activity Diagram

Fig. 1. activity diagram with loop structure

C. Fault model
In this sub section, we present our fault model. Every
test strategy targets to detect certain categories of
faults called its fault model [7]. Our test case
generation scheme is based on the following fault
model:
• Fault in decision: This fault occurs in a decision
of an activity diagram.
• Fault in loop: This fault occurs in either loop
entry condition or loop terminating condition or
increment operation or decrement operation.
III. OUR APPROACH TO GENERATE TEST
CASES
In this section, we discuss our proposed approach to
generate test cases from an activity diagram. We have
named our appoach, Generating Test cases from
Activity Diagram (Gen-TeAc). Our approach for
generating test cases is schematically shown in Fig. 3.
The proposed test case generation approach consists
of the following steps, that are discussed below in
more detail.

Fig. 2. activity diagram with concurrent activities

Fig. 3. Schematic diagram of our testcase genearation process
International Journal of Computer Science and Informatics, ISSN (PRINT): 2231 –5292, Volume‐3, Issue‐2, 2013
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•
•
•
•

Constructing activity diagram for the particular
usecase with necessary test information.
Converting the activity diagram into an activity
flow graph (AFG).
Traversing the activity flow graph to extract all
required information.
Generating test cases from the activity graph.

We explain these steps in detail in the following
subsections.
We also illustrate each step with a running example of
Softrink Vending Machine.
A. Constructing the activity diagram with necessary
test information Here, we describe guidelines for
modeling necessary test information into an activity
diagram followed by an example. In our technique, we
employ UML models that are used to represent the
requirements of a system for developing test
scenarios. Each use case can be represented with one
or more activity diagrams. The usecase of SVM is
shown in Fig. 4.

We replace a loop, decision block or fork-join
block in any thread originated from a fork by an
activity with higher abstraction level.
B. Converting activity diagram into activity flow
graph In this sub section, we explain about the
conversion procedure of an activity diagram into an
activity graph. We convert the activity diagram into a
graph, called activity flow graph (AFG) using the
following steps: The AFG for activity diagram is
created by traversing the activity diagram from
beginning to end, showing choices, conditons, concurrent executions, loop statements.
•

Fig. 4. Usecase diagram of Softdrink vending machine

•

Activity diagrams represent the scenarios related to a
use case(example, Fig. 5). A scenario is a complete
“path” through the activity diagram. Users of the
system can traverse many paths to execute the
functionality specified in the use case. The main
scenario (basic path) is the one beginning from the
start node, traversing through all the intermediate
nodes without any error made, upto the end node.
Alternate scenarios (alternate paths) are the cases
when there is wrong entry of input or a condition is
not satisfied. In this subsection, below, we describe
guidelines for modeling necessary test information
into an activity diagram.

•

For each conditional statement create an entry
into the Control Flow Activity Mapping Table
(CFAMT). Then traversing the CFAMT, create
nodes in the AFG.
The loop statements are transformed into
conditional statements, listed in the CFAMT.
For each concurrent execution statements an
entry is made into the CFAMT for each
execution path and in turn is represented by
different execution paths in AFG.

C. Traversing the AFG to extract all required
information from AFG
In this subsection we extract all necessary
information’s like nodes, edges, conditional
statements etc. from the AFG by traversing it. An
AFG may be treated as an activity transition graph,
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where each activity is considered as a node. From the
AFG different control flow sequence are identified by
traversing the AFG using depth first traversal
algorithm. During traversal, we look for conditional
predicates on each of the transition.
In this step there is a verification process to ensure that
all required information are completed, like activity
information, input, output and conditions. If all the
required information are not available, then the
process returns false. Again it allows re-design the
diagram and filling more information. Otherwise the
process will go to next step. In this process we can
derive a set of test case, test data and test sequence.
IV. CASE STUDY
In this section, we explain the working of our
approach with a case study. First, we provide an
overview of the problem and the activity diagram of
the design model. Then, we describe the process of the
test case generation from the activity diagram.
A. The problem and the model of the solution
To illustrate the test generation process, we present
here the Soft Vending machine case study. In this
machine an user can insert coins into it, ask the
machine to vend an item or to cancel the transaction
which results in the machine returning all the coins
inserted and not consumed. If an item is not available
or a users credit is insufficient, or a selection is
invalid, the machine prints an error message and
doesnt dispense the item, but instead returns any
accumulated coins. Fig. 5 shows an activity diagram
that represents application Vending Machine with
Dispenser, and their interactions. Dispenser provides
an interface that is used by Vending Machine.
Vending Machine uses the services provided by
Dispenser to manage credits inserted into the vending
machine, validate selections, and check for availability
of items. A Softdrink Vending System (SVM)
dispenses softdrinks to customers. Customers use the
front panel to specify their type and number of drinks
i.e. details of items. The machine displays the prices
for the requested item. We have mentioned 3 different
categories of drinks. Once the user selects soft drink
type in the menu, the object enters into
DisplayForCustomer state and displays pricelist ,
where the prices of different types of soft drink are
displayed. The user can select the type of soft drink
needed, as well as the number of softdrinks (N)
required. The customers then deposits cash in the bin
provided and presses ’accept cash’. The machine
checks the cash, if it is more, the balance cash is paid
out. The Softdrink Vending Machine (SVM) system
has two actors: customer and maintenance personnel.
The use cases of the system are: Purchase Beverage,
Check Inventory, Add Inventory, Add Recipe, Edit
Recipe and Delete Recipe. Each use case was
elaborated using activity diagrams. The customer can
only purchase beverage. The use cases Check
Inventory, Add Inventory, Add Recipe, Edit Recipe
and Delete Recipe are associated with the maintenace
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personnel. The Softdrink Vending Machine (SVM)
dispense softdrinks to the customers on receiving
money from them. To explain the case, we take as
example, the ‘Buy Beverage use case of the Vending
Machine. The activity diagram of ‘Buy Beverage use
case of the Vending Machine object for various events
of interest are shown in Fig. 5. As the user enters
money (a) the object changes its state to
OrderController. In the OrderController state where ,
it calculates how much balance (ReturnMoney) is to
be returned to the user if any, where ReturnMoney
=Amt-TotalMoney. If the balance is less than zero, the
SVM object changes its state from OrderController to
ChangeDispenser, as the money inserted is
insufficient. If the balance is more than or equal to
zero, the object goes to SoftDrinkDispenser state and
delivers the requested number of soft drink. If the
balance is zero, then once the soft drink is delivered
the
machine
changes
its
state
from
SoftDrinkDispenser to idle. If the balance is more than
zero, it enters the ChangeDispenser state, where the
balance money is returned. Once the money is
returned, the SVM object transits to IdleMachine
state. If the balance(chng) is more than zero, the
machine object enters into the return money state,
where the change balance money is returned. Once the
money is returned, the machine object again enters
into idle state.
B. Activity Diagram for SVM and CFAMT Table
After constructing activity diagram, we construct the
Control Flow Activity mapping Table (CFAMT) as
shown in Table I. The CFAMT (Control Flow
Activity Table) is created by analyzing the activity
diagram. The corresponding AFG is created by
analyzing the CFAMT, as shown in Fig.. 6. For each
label in the CFAT a node is created in AFG. The
sequence of control flow in the CFAT is maintained in
the AFG. During the AFG construction, each activity
in the activity diagram is represented by a node in the
AFG. The timing ordering of the diagram is
maintained in the system. The conditional message in
the diagram is represented by a node followed by two
outward edges. Whether the condition is true or false
one of the edges is covered.

D. Test Case generation
In this example, there is no such subordinate activity
graph, so combination of activity paths is not required
here. There-fore, we have total five activity paths,
which we process for generating test cases. Test case
in our approach consists of four components sequence of branch conditions, activity sequence,
object state changes, and object created. Activity
sequence, object state changes, and object created
constitute the expected system behavior. On the other
hand, we consider the sequence of branch conditions
as a source of test input.
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Each branch condition in sequence of branch
conditions corresponds to some input data specified in
the textual description of the use case whose activity
diagram is being considered. As a part of test case
generation, we obtain necessary values of all four
components of a test case from the corresponding
activity path itself. For this, we use CFAMT
constructed for the activity graph.
V. RELATED WORK
Here, in this section, we discuss several existing
research attempts in this area. These attempts have
been reported on scenario coverage based system
testing. A lot of studies have investigated the effect of
test-set reduction on the size and fault finding
capability of a test-set. As our work is related to test
case generation using activity diagram, we survey
only to those work related to UML activity diagrams.
We present our survey in the followings: Earlier,
Wong et al. addressed the question of the effect on
fault detection of reducing the size of a test set while
holding coverage constant [36], [37]. They randomly
generated a large collection of test sets that achieved
block and all-uses data flow coverage for each subject
program. For each test set they created a minimal
subset that preserved the coverage of the original set.
Then, they compared the fault finding capability of the
reduced test-set to that of the original set. Their data
shows that test minimization keeping coverage
constant results in little or no reduction in its fault
detection effectiveness. This observation leads to the
conclusion that test cases that do not contribute to
additional coverage are likely to be ineffective in
detecting additional faults. Again, to confirm the
results in the Wong study, Rothermel et al. performed
a similar experiment using seven sets of C programs
with manually seeded faults [33]. For their experiment
they used edge-coverage [14] adequate test suites
containing redundant tests and compared the fault
finding of the reduced sets to the full test sets. In this
experiment, they found that [4] the fault-finding
capability was significantly compromised when the
test-sets were reduced and [6] there was little
correlation between test-set size and fault finding
capability. The results of the Rothermel study were
also observed by Jones and Harrold in a similar
experiment [17]. Hartmann et al. [16] proposed an
approach for generating system level tests from
activity diagrams. In their approach, activity diagrams
were manually annotated prior to the test case
generation. The annotations help to determine
different variables and possible data choices for these
variables. Test cases were then generated considering
all paths in the annotated diagram. They made use of
category partition method for generating test data
corresponding to a test case. They also discussed test
case execution for which test cases were converted
into executable test scripts or test procedures. Offutt
and Abdurazik [28], [29] proposed a technique for
generating test cases from UML state diagrams. They
have highlighted several useful test coverage criteria
for UML state charts such as: (1) full predicate

coverage, (2) transition coverage etc. Linzhang et al.
[25] suggested an approach for generating test cases
from activity diagrams and present UMLTGF, a
prototype tool for supporting automation in test case
generation. While traversing activity diagrams, they
restricted that the loops be executed at most once and
consider basic path coverage criterion for generating
test cases. The approach relies on the assumption that
any fork node can only have two outgoing edges and
they generate two scenarios from such a fork
structure. Kansomkeat and Rivepiboon [18] discussed
a method for generating test sequences using UML
state chart diagrams. They transformed the state chart
diagram into a flattened structure of states called
testing flow graph (TFG). From the TFG, they listed
possible event sequences which they considered as
test sequences. The testing criterion they used to guide
the generation of test sequences was the coverage of
the states and transitions of TFG. Kim et al. [19]
proposed a method for generating test cases for class
testing using UML state chart diagrams. They
transformed state charts to extended FSMs (EFSMs)
to derive test cases. In the resulting EFSMs, the
hierarchical and concurrent structure of states were
flattened and broadcast communications are
eliminated. Then data flow is identified by
transforming the EFSMs into flow graphs, to which
conventional data flow analysis techniques were
applied. Mingsong et al. [27] proposed an approach
for generating test cases from activity diagrams. The
approach made use of basic paths for handling loops.
Based on a partial order relation that sequences the
activities of an activity diagram, they define a simple
path which selects a representative path for handling
concurrency. These simple paths were then matched
with the execution trace of the corresponding program
by mapping functions to activities. In this way, they
found out coverage of simple paths in an activity
diagram.
In the experiment discussed in this paper, we attempt
to highlight some additional issue. Our work is
different in some respects. The test cases which are
generated according to our approach, not only detect
the synchronization faults but also identify possible
location of the faults, which eventually reduces faults
correction time and testing effort. We achive almost
100% activity path coverage, basic path, transition and
action coverage.
VI. CONCLUSION AND FUTURE WORK
In this paper, first we derived activity transition graph
(AFG), from activity diagram. All required
information were extracted from the graph. Next, the
graph was traversed to select the predicates. Then, test
cases were generated usng activity path coverage
criteria. Here, we first enumerated all possible paths
from the start node to a final node in the AFG of
activity diagram. Each path was then visited to
generate test cases. During visit, we looked for
conditional predicates on each of the transitions for
execution of corresponding flow and activity. For each

International Journal of Computer Science and Informatics, ISSN (PRINT): 2231 –5292, Volume‐3, Issue‐2, 2013

International Journal of Computer Science and Informatics, ISSN (PRINT): 2231 –5292, Volume-4, Issue-1
8
42

Generation of Test Cases using Activity Diagram

conditional predicate, based on the activity path
coverage criteria and the guard condition, we
generated test cases. In this way, this paper introduced
an efficient test generation technique to optimize test
coverage by minimizing time and cost.
In our opinion, there is an unacceptable loss in terms
of test-suite quality. Thus, we advocate research into
testcase prioritization techniques and experimental
studies to determine if such techniques can more
reliably lessen the burden of the testing effort by
running a subset of an ordered test-suite as opposed to
a reduced testsuite, without loss in fault finding
capability. Further research is planned to extend the
model for considering time constraints to handle more
complicated applications. It might be more useful to
include sequence diagrams illustrating each activity in
a use case so that detailed test oracles can be derived
to refine scenario generation phase further.
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